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Abstract 
Education of subjects related with computer science is from the perspective of other for centuries taught subjects, still in its 
infancy. Let us consider, for example, a teaching method aimed at developing algorithmic thinking of students. Even nowadays 
this area is still the subject of extensive discussions and teachers are looking for different ways how to access it to students. As 
the ability to create algorithms is the cornerstone to understand syntax and semantics of programming languages, it is obvious 
that a deeper look into learning a language can provide stimulating and interesting ideas for teaching algorithms.  
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1. Introduction 
The essential part of studies at the faculties preparing students in the area of computer science is the development 
of a student’s ability to think algorithmically. There are many different approaches to the education whose aim is to 
enhance algorithmic thinking. It is not easy to find the right way and the most difficult one seems to be the one 
dealing with novices.  
Looking at teaching subjects that are close to the mentioned area, drawing inspiration from them, the appropriate 
implementation in the targeted teaching process along with good teaching experience are good presumptions to 
succeed and reach the aim. Speaking about algorithms, the development of the ability to create algorithms is the 
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cornerstone to understand syntax and semantics of programming languages. Thus, a deeper look into learning a 
language, especially a foreign language, can provide stimulating and interesting ideas for teaching algorithms.  
 
The paper first introduces our approach to teaching algorithms based on many years´ successful experience in 
teaching the subject Algorithms and Data Structure taught at University of Hradec Králové, Czech Republic. We 
also introduce the idea that has led us to this approach. Subsequently, we focus on the relationship between 
algorithms and teaching a foreign language. We pay a particular attention to the part of teaching process that relates 
not only to the knowledge acquired in lessons but also to students´ individual preparation. The validation of acquired 
knowledge in teaching algorithms is conducted especially by program Algorithms. This application and possibilities 
of its practical use is briefly presented at the end of the paper. 
2. Subject Algorithms and Data Structures 
The first programming course, Algorithms and Data Structures (ALGDATS shortly), teaches our students their 
very first steps in algorithm design. The process of algorithm design is explained using a modular, object-like 
paradigm – students are building interesting objects out of a few basic elements. This imagination is based on a 
brick-box, a nice and useful game for children, where are only several base elements available from which children 
are able to create incredible buildings. (Milková, 2007)  
Students create algorithms in the Czech pseudo-language (based on Pascal programming language), they write 
them on papers.  
 
Using three simple commands (read, write and assign :=) together with four structured commands (blocks of 
commands, incomplete and complete branching and loop construction) containing only seven keywords (begin, end, 
if, then, else, while, do) students are able to understand soon the typical algorithmic structures (for example 
determining the number of elements with the given property, calculating the sum and the product of some elements, 
finding the first and last element with the given property etc.) and to use these structures when solving both easy as 
well as more difficult tasks.  
Algorithmic structures are thoroughly explained and introduced on practical examples in lectures. During the 
lessons students apply the acquired knowledge to a variety of tasks. 
2.1. Lectures 
In lectures we explain all structures of algorithms, at first only those which use single variables. We always try to 
use names of variables that describe their usage. Obviously, in the beginning, examples of algorithms are 
demonstrated graphically by developing diagrams. In the diagrams we use only two types of shapes: a rectangular 
for commands and a rhombus for conditions. We properly explain the idea of each presented algorithm and usually 
demonstrate it with the help of students (e.g. each student tells a value and the action of the algorithm is introduced), 
as well as we illustrate the action of each algorithm by a step-by-step procedure for suitable initial values.  
After the thorough practising basic algorithmic structures on problems using single variables we proceed further 
and explain the data structure of one-dimension and two-dimension array. Using these data structures all previous 
matter is repeated together with a careful attention to the work with array indices. 
2.2. Lessons 
During lessons students apply the acquired knowledge to a variety of tasks. They work in groups of two or three 
and each group is responsible for solving one of the given tasks. After some time when students prepare their 
solutions on a piece of paper, each task is illustrated and presented by two students (or three, depending on the 
number of groups, each group responsible for the task-solution deputes one student) on the blackboard and their 
solutions are compared and discussed by all students. On the one hand this means that students are led to try and 
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find more solutions to the given task, on the other hand when incorrect solutions occur among the presented 
solutions the teacher has an opportunity to discuss with students where the problem is.  
Dealing with the given topic we start to solve easier tasks and consecutively proceed to more difficult ones. We 
carefully discuss mutual relations among algorithms. Let us demonstrate it in the following example: 
 
Example 1 
Let us suppose that we are working with a finite numerical sequence (a1, a2, … , an) of n terms being already 
saved to the array a of the length n, n  1. Let us create algorithms solving the following tasks. 
 Remove the first three terms a1, a2, a3 from the sequence. 
 Remove the fifth till night terms, i.e. a5, …, a9, from the sequence. 
 From the sequence remove the terms ap, …, aq, supposing p < q. 
2.3. Testing and self-testing 
Students check their knowledge while solving either the whole tasks (in lessons or/and by self-study) or by, self-
study, completing prepared algorithms, and determining values of variables similarly as you can see in examples of 
ALGDATS tests, Example 2 - Example 5.  
In the brackets next to each example we mention types of question used in foreign language testing (see 
thereinafter in the section 3.1) that inspired us to creation of the introduced type of ALGDATS test. 
 
Example 2 (cf. Jumbled sentences or Multiple Matching)  
Complete the algorithm solving the following task using option on the right side.  
In the sequence of p integers consequently saved in the simple variable number using command read(number) 
determine the sum of positive integers occurring among saved integers. 
begin 
 sum := …………… ; number > 0 
 read(p);  read(number) 
 ………………………………………………… ; sum + number 
 while i  p do 0 
   begin  i := i + 1 
 …………………………………… ; i := 1 
 if ……………………………………………………… then  
   begin  
 sum := …………………………………… ;  
 end; 
 …………………………………… ;  
 end; 
 write("Sum of positive integers is ",sum ) 
end. 
 
 
Example 3 (cf. Gapped text or Open Cloze)  
Complete the algorithm solving the following task. In the sequence of n integers saved in the array a (in items 
a[1] , ..., a[n]) determine the first minimum value and then sum all integers behind the found minimum value.  
begin 
   minimum := a[1]; 
   sum := ..........; 
   for i from 2 to n do 
   begin 
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     sum := sum + ..........; 
     if a[i] ... min then 
     begin 
       minimum := ..........; 
       sum := ..........; 
     end; 
   end; 
end. 
 
Example 4 (cf. Multiple Choice)  
From the option bellow choose the other correct orders of commands labeled as 1, 2, 3 in the following 
algorithm, which determines the product of p integers consequently saved in the simple variable number using 
command read(number). 
begin 
   read(p); 
   product := 1; 
   i := 1; 
   while i  p do 
   begin 
     read(number); 1 
     product := product  number; 2 
     i := i + 1; 3 
   end; 
   write(product); 
end. 
 
Orders: 132, 213, 231, 312, 321  
 
Example 5 (cf. another approach to Gapped text)  
There are n integers saved in the array a (see the table). Determine the values in the array a after finishing the 
following algorithm. Write them to the table. 
begin 
n:=6; 
x:=a[1]; 
 i := 2; 
 while i  n - 1 do 
 begin 
  if a[i] > x then 
   begin 
   a[1]:= a[i]; 
   a[i]:= x; 
 end; 
 i := i + 1; 
 end;  
end. 
 
a[1] a[2] a[3] a[4] a[5] a[6] 
11 8 19 7 16 17 
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3. Language teaching and its connection to ALGDATS education 
The purpose of teaching languages is the creation of so-called communication capability – the ability to transfer 
information successfully (while considering the given knowledge and the situation) among the participants in 
communication, i.e. the ability to use the given lingual system reasonably and efficiently. (cf. Nunan, 1991)  
A communicatively qualified speaker gains further knowledge and capabilities while acquiring language 
constructions, which enable him to realize whether the message is suitable for a particular situation, how it is 
possible to comprehend the message, and what the consequences of the comprehension of the message are. (cf. 
Brumfit & Johnson, 1979) 
A language is created not only by formal syntactical entries collated to single constructions and description of 
their meaning; the information about using the given construction during representation, as well as its inclusion in 
the process of communication, are also its indivisible parts. That is why special attention is paid to motivation, 
support of students' creativity, their cooperation, and guiding them towards independent thinking. (see Vrbík, V. & 
Pibá, T. (2009). 
Comparing the previous two paragraphs one can see that there is a close connection of our approach described in 
Chapter 2 to teaching languages this way. 
3.1. Types of foreign language tests and their connection with ALGDATS tests 
In traditional tests prepared to test knowledge in foreign languages, several types of questions have been used (cf. 
El-Hmoudova, 2013), including those that give a chance to solve tasks in an enjoyable way.  
Let us describe the types of questions mentioned in previous section 2.3, which inspired us when creating our 
ALGDATS tests. The relationship between the following types of questions and the above introduced tests is 
obvious. 
Gapped text: Students are presented with a question containing blanks and must provide the missing word or text.  
Jumbled Sentences: Students are presented with a question containing blanks for which they must provide the 
missing text by selected word or phrase from list. 
Multiple Matching: Students are presented with two lists and must match terms in one list with terms or 
definitions in the other list.  
Multiple Choice: Students are presented with a list of answers and must select one or more answers as correct.  
Open cloze: Students are required to fill the gaps in the text. As there are no sets of words from which to choose 
the answers, students have to think of a word which will fill the gap correctly.  
4. Conclusion 
The whole range of algorithms explained within the subject is introduced in the textbook Milková at al. (2010) 
where more than 150 problem assignments are presented. The accuracy of a solution can be verified with the help of 
the program Algorithms which is provided on a CD attached to the textbook. 
Program Algorithms is developed in Borland Delphi environment within the thesis Voborník, (2006). The 
program is user friendly and its functions are arranged to be intuitive and at the same time to remind professional 
editors and debuggers of well-known programming languages, which also facilitates the subsequent transition to 
them. Because many users are beginners the program is free of many unnecessary features which would rather 
complicate its use at this level.  
Students can place their solutions of the given tasks in the program and the program shows them step by step how 
their algorithms work, if they are correct or not. The program also shows the actual values of used variables in each 
step of the algorithm’s process. In this way students can place prepared algorithms given in tasks (cf. Chapter 2) into 
the program and see the final values of requested variables. 
The program Algorithms is not only a substantial help to students in their self-study but it also helps teachers to 
prepare text materials (lectures, tests etc.) and explain the process of particular algorithms. It is easy to change the 
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order of used command and show its influence of the result (cf. Section 2.3). It is also very important to discuss the 
seemingly correct solutions, which are not right, and for the program to show in suitable entrance data the results of 
the used variables and explain where the problem lies.  
 
In the paper we tried to emphasize usefulness and importance of looking for inspiration to teach our subject area 
in other subjects that are not only close but teaching experience of them is reliable and inspiring. 
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