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なかったが、Chang と Lee の定理証明器 [1]を改造したものを利用してGPC の実用化可能性























あるプログラム f が二つの入力 k(known:既知)と u(unknown:未知) を持つとする。このと
き、f を kに対して部分計算すると、kの値だけを使って実行できる f の計算を終わらせ、uの
値を知らずには実行することができない部分の計算はそのままにしておき、以下の性質を満た
す fk0 を生成する。
fk0(u) = f(k0, u) (2.1)
ここで k0は kの値である。kに関する計算は fk0において終わっているので、uの値 u0が与え
られたときの fk0(u0)の計算は f(k0, u0)の計算よりも速いことが期待される。
例えば、
f(x,y) =
if x > 70





if 80 > 70




条件 80 >70 は真なので、




α(f, k) = fk (2.2)
2.2 自己適用
I を LISPのような万能メタ言語で書かれたプログラミング言語インタプリタとする。する
と Iで定義された言語は I 言語と呼ばれる。cI、p、dをそれぞれ I言語コンパイラ、プログラ
ム、データとする。cI は万能言語で書かれている一方、pは I 言語で書かれている。すると以
下の式がコンパイラとインタプリタの関係を定義する。
cI(p)(d) = I(p, d) (2.3)
ここで cI(p)は pの目的プログラム、すなわちコンパイルされたコードである。式 (2.1)と (2.2)
から以下の式が成り立つ。
f(k, u) = α(f, k)(u) (2.4)
(2.4)中の f、k、uをそれぞれ I、p、dで置き換えると
I(p, d) = α(I, p)(d) (2.5)
(2.4)中の f、k、uをそれぞれ α、I、pで置き換えると
α(I, p) = α(α, I)(p) (2.6)
(2.4)中の f、k、uをそれぞれ α、α、I で置き換えると
α(α, I) = α(α, α)(I) (2.7)
それゆえ以下の式が成り立つ。
cI(p)(d) = I(p, d) = α(I, p)(d) = α(α, I)(p)(d) = α(α, α)(I)(p)(d) (2.8)















1. プログラム (式)を簡略化 (simplify) する (S).
2. 簡略化をしても条件式が残っている場合には分配 (distribute) する (D).
3. 既に GPC の対象になっている式に畳込み (fold) 可能な部分式があれば畳込む (F).













1. プログラムが条件文 if p(u) then e1 else e2 で、p(u) が現在の環境 i から証明可能なら
ばプログラムを e1 とする。¬p(u) が証明可能ならばプログラムを e2 とする。指定された
時間内でその両者とも証明不可能な場合には、プログラムはそのままにしておく。
2. f(x) の停止性が保証されかつ a が定数ならば、式 f(x) ≡ if p(x) then a else f(d(x)) を
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i
C[if p(u) then e1 else e2] N1(u)
p(u) ¬p(u)
N2(u) C[e1] C[e2] N3(u)
図 3.1: 条件式上への関数 C の分配に対する GPC 木
g(u) N(u)
. . . g(k(u)) . . .
g(k(u)) を N(k(u)) へ畳込む
. . . N(k(u)) . . .
図 3.2: GPC における畳込み
a に置換える (再帰除去規則の利用)。
3. f(a) = a ならば、m > 0 に対して式 fm(a) を a に置換える (不動点の性質の利用)。
3.3 分配 (Distribution)
プログラム e が条件文 if p(u) then e1 else e2 を含みかつ、ある関数 C に対して
C[if p(u) then e1 else e2]
と書ける場合，C をコンテキストと呼ぶ。この時プログラム e を
if p(u) then C[e1] else Cont[e2]
に置換える操作を分配と呼ぶ。この操作により GPC 木に 2つの下位節ができる。各下位節
C[ej ] の環境は各々 p(u) ∧ i および ¬p(u) ∧ i となる。
3.4 畳込み (Folding)
プログラム e に含まれる部分式 g(k(u)) のうちで、GPC 木の先祖の節のなかに対応する式
が g(u) であるものが存在し、かつ k(u) の値域が u の定義域に含まれているものを探す (た






と呼んだ。その中で [6]で定義されている新停止条件を満たさないもの (W-redex と呼ぶ) を展
開する。複数の候補が存在する場合には、最左最内のものから展開する。
3.6 GPC の例: 71 関数
上記 SDFU 処理の例として次の関数 f(u) を原始プログラムとして取り上げる。これは
McCarthy の 91 関数を簡略化したもので、71 関数と呼ばれている [3]。
f(u) ≡ if u > 70 then u else f(f(u+ 1)).
u を整数値 (即ち，integer(u)) としたときの GPC の過程は図 3.3 の通りである。
この結果次の中間的な剰余プログラムが得られる。
N1(u) ≡ if u > 70 then u else N3(u),
N3(u) ≡ if u > 69 then 71 else f(N3(u+ 1)).
さらに数式処理システムを利用した再帰除去により N3 は次の様に変換される。
N3(u) ≡ f70−u(71) ≡ 71.
最後に簡略化により N1 は下記の様になる。
N1(u) ≡ if u > 70 then u else 71.




u > 70 u ≤ 70 (f の展開)
N5(u) u f(f(u+ 1))N2(u)
(内側の f の N1 への畳込み)
f(N1(u+ 1))N3(u)
u > 69 u ≤ 69(N1 の展開と f の分配)
N6(u)f(u+ 1) f(N3(u+ 1))N4(u) (停止)
(u ≤ 70 ∧ u > 69 の簡略化と f(70) の計算)
71 N7(u)
図 3.3: 71 関数の GPC に対する GPC 木 (Ni は各節につけられた名前である。N5 と N7 に
おいては展開できる式がないので GPC は終了する。また N4 においては停止条件が満たされ
るので GPC は終了する。N2 における u + 1 の値は整数であるので、N2 における内側の f
































1. 論理式 ¬G を標準形 H に変換する。（はじめに冠頭標準形に変換し、マトリクスを論理積
標準形に変換する。そしてスコーレム標準形に変換する。）
















































R1 (t2, t2, t3, t4)
P1 (t1, t2) ¬P1 (t3, t4)
　?
条件として：P1 (t1, t2)⇔ t1 = t2 P1 (t3, t4)⇔ t3 = t4 t1 = t2 = x t3 = X t4 = Y
この例では一段階の導出に対するGPCを行うことになる。この例題を最適化した際に期待








(if (equal X Y)
(cons (list ’x1 X) nil)
’no))
これは、未知変数X と Y を比較し、等しいならば (cons (list ’x1 X) nil)を返し、等しくな
いならば ′noを返すプログラムとなっている。つまり、未知変数Xと Y が等しいならば空節の









R2 (t1, t2, t3, t4, t5, t6, t7, t8)




P1 (t1, t2)⇔ t1 = t2 P2 (t3, t4)⇔ t3 = t4 P1 (t5, t6)⇔ t5 = t6 P2 (t7, t8)⇔ t7 = t8
t1 = t4 = x t2 = t3 = y t5 = X t6 = Y t7 = Z t8 = U
この例では二段階の導出に対するGPCを行うことになる。




(if (if (equal Y Z)





(if (equal Y Z)
　　　　 (if (equal X U)
　　　　　　 (cons (list ’y1 Y) (cons (list ’x1 X) nil))
　　　　　　’no)
　　　　’no))
これは、未知変数 Y と Z、Xと U をそれぞれ比較し、どちらも等しいならば (cons (list ’y1
Y) (cons (list ’x1 X) nil))を返し、等しくないならば ′noを返すプログラムとなっている。つ
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付 録A 導出プログラム
(defun unify (c1 c2 mgu)
(if (equal mgu ’no)
’no
(if (equal c1 c2)
mgu
(if (or (var? c1 xlist) (var? c1 ylist))
(extend-mgu c1 c2 mgu)
(if (or (var? c2 xlist) (var? c2 ylist))
(extend-mgu c2 c1 mgu)
(if (and (listp c1) (listp c2))
(unify (cdr c1) (cdr c2) (unify (car c1) (car c2) mgu))
’no))))))
(defun extend-mgu (var val mgu)
(if (binding-in var mgu)
(unify (binding-in var mgu) val mgu)
(if (or (var? val xlist) (var? val ylist))
(if (binding-in val mgu)
(unify var (cdr (binding-in val mgu)) mgu)
(cons (list var val) mgu))
(if (depend-on val var mgu)
’no
(cons (list var val) mgu)))))
(defun binding-in (var mgu)
(if (atom mgu)
nil
(if (equal var (caar mgu))
(cadar mgu)
(binding-in var (cdr mgu)))))
(defun depend-on (exp var mgu)
(if (or (var? exp xlist) (var? exp ylist))
(if (equal exp var)
18
t(if (binding-in exp mgu)
(depend-on (cdr (binding-in exp mgu)) var mgu)
nil))
(if (and (listp exp) (not (null exp)))
(or (depend-on (car exp) var mgu)
(depend-on (cdr exp) var mgu))
nil)))





(if (var? a (car e))
t
(var? a (cdr e))))))
(defun equal (x y)
(if (or (atom x) (atom y))
(eq x y)
(and (equal (car x) (car y)) (equal (cdr x) (cdr y)))))
(defun resolve (c1 c2 mgu)
(resol1 (car c1) (cdr c1) (car c2) (cdr c2) mgu -1))





(resol2 e1 c1 nil e2 c2 mgu sign))))
(defun resol2 (e1 c1 tempc2 e2 c2 mgu sign)
(if (null e2)
(if (equal sign -1)
’no
(resol2 e1 c1 nil (car tempc2) (cdr tempc2) mgu -1))
(if (equal (car e1) ’not)
(resol3 e1 c1 tempc2 e2 c2 mgu sign)
(resol4 e1 c1 tempc2 e2 c2 mgu sign))))
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(defun resol3 (e1 c1 tempc2 e2 c2 mgu sign)
(if (equal (car e2) ’not)
(resol2 e1 c1 (cons e2 tempc2) (car c2) (cdr c2) mgu sign)
(resol5 (cdr e1) e2 e1 c1 tempc2 e2 c2 mgu sign)))
(defun resol4 (e1 c1 tempc2 e2 c2 mgu sign)
(if (equal (car e2) ’not)
(resol5 e1 (cdr e2) e1 c1 tempc2 e2 c2 mgu sign)
(resol2 e1 c1 (cons e2 tempc2) (car c2) (cdr c2) mgu sign)))
(defun resol5 (t1 t2 e1 c1 tempc2 e2 c2 mgu sign)
(if (equal ’no (unify t1 t2 mgu))
(resol2 e1 c1 (cons e2 tempc2) (car c2) (cdr c2) mgu sign)
(resolve c1 (append c2 tempc2) (unify t1 t2 mgu))))
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付 録B 例1の導出過程
f1:[c2 に変数記号が表れない,(not (null X))(not (null Y))]
(f1 X Y)
=(resolve (cons (list ’not ’p1 ’x1 ’x1) nil) (cons (list ’p1 X Y) nil) nil)
=(resol1 (car (cons (list ’not ’p1 ’x1 ’x1) nil)) (cdr (cons (list ’not ’p1 ’x1 ’x1) nil)) (car (cons (list ’p1 X Y) nil)) (cdr (cons (list ’p1 X Y) nil)) nil -1)
{unfolding:resolve}
=(resol1 (list ’not ’p1 ’x1 ’x1) nil (list ’p1 X Y) nil nil -1)
{simplify}
=(if (null (list ’not ’p1 ’x1 ’x1));;;
nil
(if (null (list ’p1 X Y));;;
’no
(resol2 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)))
{unfolding:resol1}
=(resol2 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
{simplify:I1,I2 は偽}
=(if (null (list ’p1 X Y));;;
(if (equal -1 -1)
’no
(resol2 (list ’not ’p1 ’x1 ’x1) nil nil (car nil) (cdr nil) nil -1))
(if (equal (car (list ’not ’p1 ’x1 ’x1)) ’not);;;
(resol3 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
(resol4 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)))
{unfolding:resol2}
=(if (equal ’not ’not)
(resol3 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
(resol4 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
=(if (if (or (atom ’not) (atom ’not))
(eq ’not ’not)
(and (equal (car ’not) (car ’not)) (equal (cdr ’not) (cdr ’not))));;;
(resol3 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
(resol4 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{unfolding:equal}
=(resol3 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
{simplify}
=(if (equal (car (list ’p1 X Y)) ’not)
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) (car nil) (cdr nil) nil -1)
(resol5 (cdr (list ’not ’p1 ’x1 ’x1)) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{unfolding:resol3}
=(if (equal ’p1 ’not)
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resol5 (list ’p1 ’x1 ’x1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{simplify}
=(if (if (or (atom ’p1) (atom ’not));;;
(eq ’p1 ’not)
(and (equal (car ’p1) (car ’not)) (equal (cdr ’p1) (cdr ’not))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resol5 (list ’p1 ’x1 ’x1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{unfolding:equal}
=(if (eq ’p1 ’not);;;
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) (car nil) (cdr nil) nil -1)
(resol5 (list ’p1 ’x1 ’x1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{simplify}
=(resol5 (list ’p1 ’x1 ’x1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
{simplify}
=(if (equal ’no (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) (car nil) (cdr nil) nil -1)
(resolve nil (append nil nil) (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:resol5}
=(if (equal ’no (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
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(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal nil ’no)
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal nil ’no)
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (or (atom nil) (atom ’no));;;
(eq nil ’no)
(and (equal (car nil) (car ’no)) (equal (cdr nil) (cdr ’no))))
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolging:equal}
=(if (equal ’no (if (eq nil ’no);;;
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify:}
=(if (equal ’no (if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (or (atom (list ’p1 ’x1 ’x1)) (atom (list ’p1 X Y)));;;
(eq (list ’p1 ’x1 ’x1) (list ’p1 X Y))
(and (equal (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y))) (equal (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y))))))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
22
{unfolding:equal}
=(if (equal ’no (if (and (equal ’p1 ’p1) (equal (list ’x1 ’x1) (list X Y)))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal & simplify}
=(if (equal ’no (if (if (or (atom (list ’x1 ’x1)) (atom (list X Y)));;;
(eq (list ’x1 ’x1) (list X Y))
(and (equal (car (list ’x1 ’x1)) (car (list X Y))) (equal (cdr (list ’x1 ’x1)) (cdr (list X Y)))))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (if (and (equal ’x1 X) (equal ’x1 Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (and (if (or (atom ’x1) (atom X));;;
(eq ’x1 X)
(and (equal (car ’x1) (car X)) (equal (cdr ’x1) (cdr X))))
(equal ’x1 Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (if (and (eq ’x1 X) (equal ’x1 Y));;;
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)));;;
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
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’no))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal & simplify}
=(if (equal ’no (if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (if (listp (list ’p1 ’x1 ’x1));;;
nil
(if (atom xlist)
(equal (list ’p1 ’x1 ’x1) xlist)
(if (var? (list ’p1 ’x1 ’x1) (car xlist))
t
(var? (list ’p1 ’x1 ’x1) (cdr xlist)))))
(var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if (or nil (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (var? (list ’p1 ’x1 ’x1) ylist)
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (listp (list ’p1 ’x1 ’x1));;;
nil
(if (atom ylist)
(equal (list ’p1 ’x1 ’x1) ylist)
(if (var? (list ’p1 ’x1 ’x1) (car ylist))
t
(var? (list ’p1 ’x1 ’x1) (cdr ylist)))))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if nil
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (if (listp (list ’p1 X Y));;;
nil
(if (atom xlist)
(equal (list ’p1 X Y) xlist)
(if (var? (list ’p1 X Y) (car xlist))
t
(var? (list ’p1 X Y) (cdr xlist)))))
(var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
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{unfolding:var}
=(if (equal ’no (if (if (listp (list ’p1 X Y));;;
nil
(if (atom ylist)
(equal (list ’p1 X Y) ylist)
(if (var? (list ’p1 X Y) (car ylist))
t
(var? (list ’p1 X Y) (cdr ylist)))))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify & unfolding:var?}
=(if (equal ’no (if nil
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (equal nil ’no)
’no
(if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (and (listp ’p1) (listp ’p1));;;
(unify (cdr ’p1) (cdr ’p1) (unify (car ’p1) (car ’p1) nil))
’no)))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (equal nil ’no)
’no
(if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (if (or (atom nil) (atom ’no));;;
(eq nil ’no);;;
(and (equal (car nil) (car ’no)) (equal (cdr nil) (cdr ’no))))
’no
(if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if nil ;;;
’no
(if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no)))))
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(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (if (or (atom ’p1) (atom ’p1));;;
(eq ’p1 ’p1);;;
(and (equal (car ’p1) (car ’p1)) (equal (cdr ’p1) (cdr ’p1)))) nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) nil)
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil))))
{simplify}
=(if (equal ’no (if (equal nil ’no)
’no
(if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(if (and (listp (list ’x1 ’x1)) (listp (list X Y)));;;
(unify (cdr (list ’x1 ’x1)) (cdr (list X Y)) (unify (car (list ’x1 ’x1)) (car (list X Y)) nil))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal nil ’no)
’no
(if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(unify ’x1 Y (unify ’x1 X nil)))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (or (atom nil) (atom ’no));;;
(eq nil ’no);;;
(and (equal (car nil) (car ’no)) (equal (cdr nil) (cdr ’no))))
’no
(if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(unify ’x1 Y (unify ’x1 X nil)))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(unify ’x1 Y (unify ’x1 X nil))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(unify ’x1 Y (unify ’x1 X nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’x1 Y (unify ’x1 X nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (unify ’x1 X nil) ’no)
’no
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(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
(if (and (listp ’x1) (listp Y));;;
(unify (cdr ’x1) (cdr Y) (unify (car ’x1) (car Y) (unify ’x1 X nil)))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal (unify ’x1 X nil) ’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (if (equal nil ’no)
’no
(if (equal ’x1 X)
nil
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X))




(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal (if (equal ’x1 X)
nil
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X))




(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal & simplify}
=(if (equal ’no (if (equal (if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X))




(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfoldidng:equal & simplify}
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(if (var? ’x1 (car xlist))
t
(var? ’x1 (cdr xlist)))))
(var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X));;;




(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if (equal (if (or (if (var? ’x1 ’x1)
t
(var? ’x1 (list ’x2 ’x3 ’x4 ’x5 ’x6 ’x7)))
(var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))




(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}




(if (var? ’x1 (car ’x1))
t
(var? ’x1 (cdr ’x1)))))
t
(var? ’x1 (list ’x2 ’x3 ’x4 ’x5 ’x6 ’x7)))
(var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))




(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if (equal (extend-mgu ’x1 X nil) ’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (if (binding-in ’x1 nil)
(unify (binding-in ’x1 nil) X nil)
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(if (or (var? X xlist) (var? X ylist))
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil))))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:extend-mgu}
=(if (equal ’no (if (equal (if (if (atom nil);;;
nil
(if (equal ’x1 (caar nil))
(cadar nil)
(binding-in ’x1 (cdr nil))))
(unify (binding-in ’x1 nil) X nil)
(if (or (var? X xlist) (var? X ylist))
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil))))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (if (equal (if (or (var? X xlist) (var? X ylist));;;
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil)))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (if (depend-on X ’x1 nil);;;;
’no
(cons (list ’x1 X) nil))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
29
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal ’x1 Y);;;
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (extend-mgu ’x1 Y (unify ’x1 X nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var? & simplify}
=(if (equal ’no (extend-mgu ’x1 Y (cons (list ’x1 X) nil))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify & simplify}
=(if (equal ’no (if (binding-in ’x1 (cons (list ’x1 X) nil))
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:extend-mgu}
=(if (equal ’no (if (if (atom (cons (list ’x1 X) nil));;;
nil
(if (equal ’x1 (caar (cons (list ’x1 X) nil)))
(cadar (cons (list ’x1 X) nil))
(binding-in ’x1 (cdr (cons (list ’x1 X) nil)))))
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (if (if (equal ’x1 (caar (cons (list ’x1 X) nil)));;;
(cadar (cons (list ’x1 X) nil))
(binding-in ’x1 (cdr (cons (list ’x1 X) nil))))
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (cadar (cons (list ’x1 X) nil));;;
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
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=(if (equal ’no (unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify X Y (cons (list ’x1 X) nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal X Y)
(cons (list ’x1 X) nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal X Y)
(cons (list ’x1 X) nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu nil) Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal X Y)
(cons (list ’x1 X) nil)
(f2 X Y)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{distribution}
=(if (if (equal X Y)
(equal ’no (cons (list ’x1 X) nil))
(equal ’no (f2 X Y)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{distribution}
=(if (if (equal X Y)
nil
(equal ’no (f2 X Y)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{distribution & simplify}
=(if (if (equal X Y)
nil
(equal ’no ’no))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (if (equal X Y)
nil
t)
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}










(if (equal X Y);;;





(f5 X Y)[c2 に変数記号が表れない,(not (null X)),(not (null Y)),(equal X Y)]
=(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil))
=(resol1 (car nil) (cdr nil) (car nil) (cdr nil) (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil) -1)
{unfolding:resolve}
=(resol1 nil nil nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil) -1)
{simplify}
=(resol1 nil nil nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil) -1)
=(if (null nil);;;
(unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (null nil)
’no
(resol2 nil nil nil nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil) -1)))
{unfolding:resol1}
=(unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
{simplify:}
=(if (equal nil ’no);;;
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no))))))
=(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y));;;
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (’p1 X Y) nil)
(if (or (var? (’p1 X Y) xlist) (var? (’p1 X Y) ylist))
(extend-mgu (’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no))))
{simplify}
=(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist));;;
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no)))
{simplify}
=(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist));;;
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no))
{simplify}
=(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)));;;
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no)
{simplify}
=(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
{simplify}
=(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
{simplify}
*=(unify (list ’x1 ’x1) (list X Y) nil)
{unfolding&simplify}
*=(unify (cdr (list ’x1 ’x1)) (cdr (list X Y)) (unify (car (list ’x1 ’x1)) (car (list X Y)) nil))
{simplify}
=(unify ’x1 Y (unify ’x1 X nil))
{simplify}
=(unify ’x1 Y (cons (list ’x1 X) nil))
{unfolding:unify & simplify}
=(if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal ’x1 Y)
(if (equal ’x X) nil (cons (list ’x X) nil))
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
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(extend-mgu ’x1 Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (cons (list ’x1 X) nil))
(if (and (listp ’x1) (listp Y))
(unify (cdr ’x1) (cdr Y) (unify (car ’x1) (car Y) (cons (list ’x1 X) nil)))
’no)))))
{unfolding}
=(if (equal ’x1 Y) ;;;
(if (equal ’x X) nil (cons (list ’x X) nil))
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (cons (list ’x1 X) nil))
(if (and (listp ’x1) (listp Y))
(unify (cdr ’x1) (cdr Y) (unify (car ’x1) (car Y) (cons (list ’x1 X) nil)))
’no))))
{simplify｝
=(if (or (var? ’x1 xlist) (var? ’x1 ylist));;;
(extend-mgu ’x1 Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (cons (list ’x1 X) nil))
(if (and (listp ’x1) (listp Y))
(unify (cdr ’x1) (cdr Y) (unify (car ’x1) (car Y) (cons (list ’x1 X) nil)))
’no)))
{simplify}
=(extend-mgu ’x1 Y (cons (list ’x1 X) nil))
{simplify}
=(if (binding-in ’x1 (cons (list ’x1 X) nil))
(unify (binding-in ’x (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
{unfolding:extend-mgu}
=(if (if (atom (cons (list ’x1 X) nil));;;
nil
(if (equal ’x1 (caar (cons (list ’x1 X) nil));;;
(cadar (cons (list ’x1 X) nil))
(binding-in ’x1 (cdr (cons (list ’x1 X) nil))))))
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
{unfolding:binding-in}
=(unify X Y (cons (list ’x1 X) nil))
{simplify｝
=(if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal X Y)
(cons (list ’x1 X) nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no)))))
{unfolding:unify}
=(if (equal X Y);;;
(cons (list ’x1 X) nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no))))
{simplify}
=(if (equal X Y);;;
(cons (list ’x1 X) nil)
(f2 X Y))
{distribution & folding｝
=(if (equal X Y);;;
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(f4 X Y)[c2 に変数記号が表れない,(not (null X)),(not (null Y)),(not (equal X Y))]
=(if (null nil);;;
(if (equal -1 -1);;;
’no
(resol2 (list ’p1 ’x1 ’x1) nil nil (car (cons (list ’p1 X Y) nil)) (cdr (cons (list ’p1 X Y) nil)) nil -1))
(if (equal (car (list ’p1 ’x1 ’x1)) ’not)
(resol3 (list ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)




(f2 X Y)[c2 に変数記号が表れない,(not (null X)),(not (null Y)),(not (equal X Y))]
=(if (or (var? X xlist) (var? X ylist));;;
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist));;;
(extend-mgu nil) Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no))
=(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no)
{simplify}










(f3 X Y)[c2 に変数記号が表れない,(not (null X)),(not (null Y)),(not (equal X Y)),(and (listp X) (listp Y))]
=(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil))
=(unify (cdr X) (cdr Y) (if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal (car X) (car Y));;;
(cons (list ’x1 X) nil)
(if (or (var? (car X) xlist) (var? (car X) ylist));;;
(extend-mgu (car X) (car Y) (cons (list ’x1 X) nil))
(if (or (var? (car Y) xlist) (var? (car Y) ylist));;;
(extend-mgu (car Y) (car X) (cons (list ’x1 X) nil))
(if (and (listp (car X)) (listp (car Y)))
(unify (cdr (car X)) (cdr (car Y)) (unify (car (car X)) (car (car Y)) (cons (list ’x1 X) nil)))
’no))))))
{unfolding:unify}
=(unify (cdr X) (cdr Y) (if (and (listp (car X)) (listp (car Y)))
(unify (cdr (car X)) (cdr (car Y)) (unify (car (car X)) (car (car Y)) (cons (list ’x1 X) nil)))
’no))
{simplify}
=(unify (cdr X) (cdr Y) (if (and (listp (car X)) (listp (car Y)))
(f3 (car X) (car Y) (f3 (car X) (car Y) (cons (list ’x1 X) nil)))
’no))
{folding}




=(unify (cdr X) (cdr Y) ’no)
{simplify}
=(if (equal ’no ’no);;;
’no
(if (equal (cdr X) (cdr Y))
’no
(if (or (var? (cdr X) xlist) (var? (cdr X) ylist))
(extend-mgu (cdr X) (cdr Y) ’no)
(if (or (var? (cdr Y) xlist) (var? (cdr Y) ylist))
(extend-mgu (cdr Y) (cdr X) ’no)
(if (and (listp (cdr X)) (listp (cdr Y)))








(f1 X Y Z U)[c2 に変数記号が表れない]
=(resolve (cons (list ’not ’p1 ’x1 ’y1) (cons (cons (list ’p2 ’y1 ’x1) nil) nil)) (cons (list ’p1 X Y) (cons (cons (list ’not ’p2 Z U) nil) nil)) nil)
=(resol1 (car (cons (list ’not ’p1 ’x1 ’y1) (cons (cons (list ’p2 ’y1 ’x1) nil) nil))) (cdr (cons (list ’not ’p1 ’x1 ’y1) (cons (cons (list ’p2 ’y1 ’x1) nil) nil))) (ca
(cons (cons (list ’not ’p2 Z U) nil) nil))) nil -1)
{unfolding:resolve}
=(resol1 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(if (null (list ’not ’p1 ’x1 ’y1));;;
nil
(if (null (list ’p1 X Y))
’no
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)))
{unfolding:resol1}
=(if (null (list ’p1 X Y));;;
’no
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)))
{simplify}
=(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(if (null (list ’p1 X Y));;;
(if (equal -1 -1)
’no
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil
(car nil) (cdr nil) nil -1))
(if (equal (car (list ’not ’p1 ’x1 ’y1)) ’not)
(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil
(list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
(resol4 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)))
{unfolding:resol2}
=(if (equal (car (list ’not ’p1 ’x1 ’y1)) ’not)
(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1)
(resol4 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1))
{simplify}
=(if (equal ’not ’not)
(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
(resol4 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1))
{simplify}
=(if (if (or (atom ’not) (atom ’not));;;
(eq ’not ’not);;;
(and (equal (car ’not) (car ’not)) (equal (cdr ’not) (cdr ’not))))
(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1)
(resol4 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1))
{unfolding:equal}
=(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(if (equal (car (list ’p1 X Y)) ’not)
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) (cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resol5 (cdr (list ’not ’p1 ’x1 ’y1)) (list ’p1 X Y) (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1))
{unfolding:resol3}
=(if (if (or (atom ’p1) (atom ’not));;;
(eq ’p1 ’not);;;
(and (equal (car ’p1) (car ’not)) (equal (cdr ’p1) (cdr ’not))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
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(resol5 (cdr (list ’not ’p1 ’x1 ’y1)) (list ’p1 X Y)
(list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1))
{unfolding:equal}
=(resol5 (cdr (list ’not ’p1 ’x1 ’y1)) (list ’p1 X Y) (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(resol5 (list ’p1 ’x1 ’y1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(if (equal ’no (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:resol5}
=(if (equal ’no (if (equal nil ’no);;;
’no
(if (equal (list ’p1 ’x1 ’y1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’y1) xlist)
(var? (list ’p1 ’x1 ’y1) ylist))
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal (list ’p1 ’x1 ’y1) (list ’p1 X Y));;;
nil
(if (or (var? (list ’p1 ’x1 ’y1) xlist) (var? (list ’p1 ’x1 ’y1) ylist))
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (or (var? (list ’p1 ’x1 ’y1) xlist) (var? (list ’p1 ’x1 ’y1) ylist))
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:equal & simplify}
=(if (equal ’no (if (or (if (listp (list ’p1 ’x1 ’y1));;;10
nil
(if (atom xlist)
(equal (list ’p1 ’x1 ’y1) xlist)
(if (var? (list ’p1 ’x1 ’y1) (car xlist))
t
(var? (list ’p1 ’x1 ’y1) (cdr xlist)))))
(var? (list ’p1 ’x1 ’y1) ylist))
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
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(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if (var? (list ’p1 ’x1 ’y1) ylist);;;
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1)
(list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist));;;
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1)) (cdr (list ’p1 X Y))
(unify (car (list ’p1 ’x1 ’y1)) (car (list ’p1 X Y)) nil))
’no)))
(resol2 (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) (cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)));;;
(unify (cdr (list ’p1 ’x1 ’y1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1)) (car (list ’p1 X Y)) nil))
’no))
(resol2 (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) (cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (cdr (list ’p1 ’x1 ’y1)) (cdr (list ’p1 X Y))
(unify (car (list ’p1 ’x1 ’y1)) (car (list ’p1 X Y)) nil)))
(resol2 (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) (cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’y1) (list X Y) (unify ’p1 ’p1 nil)))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’y1) (list X Y) nil))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal nil ’no);;;
’no
(if (equal (list ’x1 ’y1) (list X Y));;;
nil
(if (or (var? (list ’x1 ’y1) xlist) (var? (list ’x1 ’y1) ylist))
(extend-mgu (list ’x1 ’y1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’y1) nil)
(if (and (listp (list ’x1 ’y1)) (listp (list X Y)))
(unify (cdr (list ’x1 ’y1)) (cdr (list X Y))
(unify (car (list ’x1 ’y1)) (car (list X Y)) nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’x1 ’y1) xlist) (var? (list ’x1 ’y1) ylist));;;
(extend-mgu (list ’x1 ’y1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist));;;
(extend-mgu (list X Y) (list ’x1 ’y1) nil)
(if (and (listp (list ’x1 ’y1)) (listp (list X Y)));;;
(unify (cdr (list ’x1 ’y1)) (cdr (list X Y))
(unify (car (list ’x1 ’y1)) (car (list X Y)) nil))
’no))))
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(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (cdr (list ’x1 ’y1)) (cdr (list X Y)) (unify (car (list ’x1 ’y1)) (car (list X Y)) mgu))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’y1 Y (unify ’x1 X nil))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’y1 Y (if (equal nil ’no);;;
’no
(if (equal ’x1 X);;;
nil
(if (or (var? ’x1 xlist) (var? ’x1 ylist));;;
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X))
(unify (cdr ’x1)
(cdr X) (unify (car ’x1) (car X) nil))
’no)))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (unify ’y1 Y (extend-mgu ’x1 X nil)))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’y1 Y (if (binding-in ’x1 nil)
(unify (binding-in ’x1 nil) X nil)
(if (or (var? X xlist) (var? X ylist))
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (unify ’y1 Y (if (if (atom nil);;;
nil
(if (equal ’x1 (caar nil))
(cadar nil)
(binding-in ’x1 (cdr nil))))
(unify (binding-in ’x1 nil) X nil)
(if (or (var? X xlist) (var? X ylist))
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (unify ’y1 Y (if (or (var? X xlist) (var? X ylist));;;
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
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=(if (equal ’no (unify ’y1 Y (if (depend-on X ’x1 nil);;;
’no
(cons (list ’x1 X) nil))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’y1 Y (cons (list ’x1 X) nil)))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal ’y1 Y);;;
(cons (list ’x1 X) nil)
(if (or (var? ’y1 xlist) (var? ’y1 ylist));;;
(extend-mgu ’y1 Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’y1 (cons (list ’x1 X) nil))
(if (and (listp ’y1) (listp Y))
(unify (cdr ’y1) (cdr Y) (unify (car ’y1) (car Y) (cons (list ’x1 X) nil)))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (extend-mgu ’y1 Y (cons (list ’x1 X) nil)))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (binding-in ’y1 (cons (list ’x1 X) nil))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:extend-mgu}
=(if (equal ’no (if (if (atom (cons (list ’x1 X) nil));;;
nil
(if (equal ’y1 (caar (cons (list ’x1 X) nil)))
(cadar (cons (list ’x1 X) nil))
(binding-in ’y1 (cdr (cons (list ’x1 X) nil)))))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y
(cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (if (if (equal ’y1 (caar (cons (list ’x1 X) nil)))
(cadar (cons (list ’x1 X) nil))
(binding-in ’y1 (cdr (cons (list ’x1 X) nil))))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
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(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (equal ’y1 ’x1);;;
(cadar (cons (list ’x1 X) nil))
(binding-in ’y1 (cdr (cons (list ’x1 X) nil))))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y
(cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (binding-in ’y1 (cdr (cons (list ’x1 X) nil)))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (binding-in ’y1 nil)
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y
(cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (atom nil);;;
nil
(if (equal ’y1 (caar nil))
(cadar nil)
(binding-in ’y1 (cdr nil))))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y
(cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (if nil
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
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(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? Y xlist) (var? Y ylist));;;
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (depend-on Y ’y1 (cons (list ’x1 X) nil));;;
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (cons (list ’y1 Y) (cons (list ’x1 X) nil)));;;
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil))
{simplify}
=(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (f2 X Y))
{folding}
=(resolve (cons (list ’p2 ’y1 ’x1) nil) (cons (list ’not ’p2 Z U) nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
{simplify}
=(resol1 (car (cons (list ’p2 ’y1 ’x1) nil)) (cdr (cons (list ’p2 ’y1 ’x1) nil)) (car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) (cons (list ’
{unfolding:resolve}
=(resol1 (list ’p2 ’y1 ’x1) nil (list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
{simplify}
=(if (null (list ’p2 ’y1 ’x1));;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (null (list ’not ’p2 Z U));;;
’no
(resol2 (list ’p2 ’y1 ’x1) nil nil
(list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)))
{unfolding:resol1}
=(resol2 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
=(if (null (list ’not ’p2 Z U))
(if (equal sign -1)
’no
(resol2 (list ’p2 ’y1 ’x1) nil nil (car nil) (cdr nil)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
(if (equal (car (list ’p2 ’y1 ’x1)) ’not)
(resol3 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U)
nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol4 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U)
nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)))
{unfolding:resol2}
=(if (equal (car (list ’p2 ’y1 ’x1)) ’not)
(resol3 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol4 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{simplify}
=(if (equal ’p2 ’not);;;
(resol3 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol4 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{simplify}
=(resol4 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{simplify}
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=(if (equal (car (list ’not ’p2 Z U)) ’not)
(resol5 (list ’p2 ’y1 ’x1) (cdr (list ’not ’p2 Z U))
(list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{resol4}
=(if (equal ’not ’not);;;
(resol5 (list ’p2 ’y1 ’x1) (cdr (list ’not ’p2 Z U))
(list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{simplify}
=(resol5 (list ’p2 ’y1 ’x1) (cdr (list ’not ’p2 Z U))
(list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
{simplify}
=(resol5 (list ’p2 ’y1 ’x1) (list ’p2 Z U) (list ’p2 ’y1 ’x1)
nil nil (list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
{simplify}
=(if (equal ’no (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’not ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:resol5}
=(if (equal ’no (if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal (list ’p2 ’y1 ’x1) (list ’p2 Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? (list ’p2 ’y1 ’x1) xlist) (var? (list ’p2 ’y1 ’x1) ylist))
(extend-mgu (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list ’p2 Z U) xlist) (var? (list ’p2 Z U) ylist))
(extend-mgu (list ’p2 Z U) (list ’p2 ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)))
(unify (cdr (list ’p2 ’y1 ’x1)) (cdr (list ’p2 Z U))
(unify (car (list ’p2 ’y1 ’x1)) (car (list ’p2 Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify}
=(if (equal ’no (if (equal (list ’p2 ’y1 ’x1) (list ’p2 Z U));;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? (list ’p2 ’y1 ’x1) xlist) (var? (list ’p2 ’y1 ’x1) ylist))
(extend-mgu (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list ’p2 Z U) xlist) (var? (list ’p2 Z U) ylist))
(extend-mgu (list ’p2 Z U) (list ’p2 ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)))
(unify (cdr (list ’p2 ’y1 ’x1))
(cdr (list ’p2 Z U)) (unify (car (list ’p2 ’y1 ’x1))
(car (list ’p2 Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (or (var? (list ’p2 ’y1 ’x1) xlist) (var? (list ’p2 ’y1 ’x1) ylist));;;
(extend-mgu (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list ’p2 Z U) xlist) (var? (list ’p2 Z U) ylist))
(extend-mgu (list ’p2 Z U) (list ’p2 ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)))
(unify (cdr (list ’p2 ’y1 ’x1)) (cdr (list ’p2 Z U))
(unify (car (list ’p2 ’y1 ’x1))
(car (list ’p2 Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
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=(if (equal ’no (if (or (var? (list ’p2 Z U) xlist) (var? (list ’p2 Z U) ylist));;;
(extend-mgu (list ’p2 Z U) (list ’p2 ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)))
(unify (cdr (list ’p2 ’y1 ’x1))
(cdr (list ’p2 Z U)) (unify (car (list ’p2 ’y1 ’x1))
(car (list ’p2 Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)));;;
(unify (cdr (list ’p2 ’y1 ’x1)) (cdr (list ’p2 Z U))
(unify (car (list ’p2 ’y1 ’x1)) (car (list ’p2 Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify (cdr (list ’p2 ’y1 ’x1)) (cdr (list ’p2 Z U))
(unify (car (list ’p2 ’y1 ’x1)) (car (list ’p2 Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify (list ’y1 ’x1) (list Z U) (unify ’p2 ’p2
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify (list ’y1 ’x1) (list Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify & simplify}
=(if (equal ’no (if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal (list ’y1 ’x1) (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? (list ’y1 ’x1) xlist) (var? (list ’y1 ’x1) ylist))
(extend-mgu (list ’y1 ’x1) (list Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list Z U) xlist) (var? (list Z U) ylist))
(extend-mgu (list Z U) (list ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’y1 ’x1)) (listp (list Z U)))
(unify (cdr (list ’y1 ’x1))
(cdr (list Z U)) (unify (car (list ’y1 ’x1))
(car (list Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify}
=(if (equal ’no (if (equal (list ’y1 ’x1) (list Z U));;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? (list ’y1 ’x1) xlist) (var? (list ’y1 ’x1) ylist))
(extend-mgu (list ’y1 ’x1) (list Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list Z U) xlist) (var? (list Z U) ylist))
(extend-mgu (list Z U) (list ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’y1 ’x1)) (listp (list Z U)))
(unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
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=(if (equal ’no (if (or (var? (list ’y1 ’x1) xlist) (var? (list ’y1 ’x1) ylist));;;
(extend-mgu (list ’y1 ’x1) (list Z U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (or (var? (list Z U) xlist) (var? (list Z U) ylist))
(extend-mgu (list Z U) (list ’y1 ’x1) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (and (listp (list ’y1 ’x1)) (listp (list Z U)))
(unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (or (var? (list Z U) xlist) (var? (list Z U) ylist));;;
(extend-mgu (list Z U) (list ’y1 ’x1) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (and (listp (list ’y1 ’x1)) (listp (list Z U)))
(unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (and (listp (list ’y1 ’x1)) (listp (list Z U)));;;
(unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (unify ’y1 Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal ’y1 Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? ’y1 xlist) (var? ’y1 ylist))
(extend-mgu ’y1 Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (and (listp ’y1) (listp Z))
(unify (cdr ’y1) (cdr Z)
(unify (car ’y1) (car Z)
(cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no)))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify}
=(if (equal ’no (unify ’x1 U (if (equal ’y1 Z);;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? ’y1 xlist) (var? ’y1 ylist))
(extend-mgu ’y1 Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (and (listp ’y1) (listp Z))
(unify (cdr ’y1) (cdr Z)
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(unify (car ’y1) (car Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (or (var? ’y1 xlist) (var? ’y1 ylist));;;
(extend-mgu ’y1 Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp ’y1) (listp Z))
(unify (cdr ’y1) (cdr Z)
(unify (car ’y1) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) sign)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (extend-mgu ’y1 Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (binding-in ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify (binding-in ’y1
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:extend-mgu}
=(if (equal ’no (unify ’x1 U (if (if (atom (cons (list ’y1 Y) (cons (list ’x1 X) nil)));;;
nil
(if (equal ’y1 (caar (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(cadar (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(binding-in ’y1 (cdr (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))))
(unify (binding-in ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:binding-in}
=(if (equal ’no (unify ’x1 U (if (if (equal ’y1 (caar (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cadar (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(binding-in ’y1 (cdr (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(unify (binding-in ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
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’no
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (if (equal ’y1 ’y1)
(cadar (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(binding-in ’y1 (cdr (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(unify (binding-in ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (cadar (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify (binding-in ’y1
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:equal & simplify}
=(if (equal ’no (unify ’x1 U (if ’y1
(unify (binding-in ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (unify (binding-in ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil))) Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (unify Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{folding & simplify}
=(if (equal ’no (unify ’x1 U (f3 X Y Z U)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
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=(if (equal ’no (unify ’x1 U (if (equal Y Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
’no)
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
=(if (equal ’no (if (equal Y Z)
(unify ’x1 U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 U ’no))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{distribution}
=(if (equal ’no (if (equal Y Z)
(if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal ’x1 U);;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? ’x1 xlist) (var? ’x1 ylist));;;
(extend-mgu ’x1 U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(extend-mgu U ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp ’x1) (listp U))
(unify (cdr ’x1) (cdr U) (unify (car ’x1)
(car U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))))
(unify ’x1 U ’no))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify}
=(if (equal ’no (if (equal Y Z)
(extend-mgu ’x1 U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 U ’no)))
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (equal Y Z)
(if (binding-in ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify (binding-in ’x1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(if (binding-in U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 (cdr (binding-in U
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’x1 U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (depend-on U ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
’no
(cons (list ’x1 U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(unify ’x1 U ’no)))
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:extend-mgu}
=(if (equal ’no (if (equal Y Z)
(if X
(unify (binding-in ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil))) U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(if (binding-in U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 (cdr (binding-in U
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’x1 U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (depend-on U ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
’no
(cons (list ’x1 U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(unify ’x1 U ’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (equal Y Z)
(unify X U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 U ’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
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{simplify}
=(if (equal ’no (if (equal Y Z)
(f5 X Y Z U)
(f6 U)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{distribution}
=(if (equal ’no (if (equal Y Z)
(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
’no)
’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (if (equal Y Z)
(if (equal X U)
(equal ’no (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(equal ’no ’no))
(equal ’no ’no))
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{distribution}
=(if (if (equal Y Z)




(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (if (equal Y Z)





(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
{simplify}
=(if (if (equal Y Z)





(if (equal Y Z)
(if (equal X U)





(f7 X Y Z U)[c2 に変数記号が表れない,(equal Y Z),(not (equal X U)),(and (listp X) (listp U)]
=(if (or (var? X xlist) (var? X ylist));;;
(extend-mgu X U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(extend-mgu U X (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))
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=(if (or (var? U xlist) (var? U ylist));;;
(extend-mgu U X (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no))
{simplify}
=(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)
{simplify}
=(if (and (listp X) (listp U))
(f5 (cdr X) (cdr U) (f5 (car X) (car U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)
{folding}






(f6 U)[c2 に変数記号が表れない,(not (equal Y Z))]
=(unify ’x1 U ’no)
=’no
-------------------------------------------------------------------------------------
(f5 X Y Z U)[c2 に変数記号が表れない,(equal Y Z),(and (listp X) (listp U)]
=(unify X U (cons (list ’y1 Y) (cons (list ’x1 X) nil))
=(if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(extend-mgu U X (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no)))))
{unfolding:unify}
=(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(extend-mgu U X (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no))))
{simplify}
=(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(f7 X Y Z U))
{distribution}
=(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
’no)
------------------------------------------------------------------------------------------
(f4 X Y Z U)[c2 に変数記号が表れない,(not (equal Y Z))]
=(if (or (var? Y xlist) (var? Y ylist));;;
(extend-mgu Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z Y (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp Y) (listp Z))
(unify (cdr Y) (cdr Z) (unify (car Y) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))
=(if (or (var? Z xlist) (var? Z ylist));;;
(extend-mgu Z Y (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp Y) (listp Z))




=(if (and (listp Y) (listp Z))
(unify (cdr Y) (cdr Z) (unify (car Y) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)
{simplify}
=(if (and (listp Y) (listp Z))






(f3 X Y Z U)[c2 に変数記号が表れない]
=(unify Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
=(if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal Y Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z Y (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp Y) (listp Z))
(unify (cdr Y) (cdr Z) (unify (car Y) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))))
{unfolding:unify}
=(if (equal Y Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z Y (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp Y) (listp Z))
(unify (cdr Y) (cdr Z) (unify (car Y) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))))
{simplify}
=(if (equal Y Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(f4 X Y Z U))
{distribution}
=(if (equal Y Z)




=(unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
=(cons (list ’y1 Y) (cons (list ’x1 X) nil))
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