A 3D scanner is being developed at BME AAIT for which several software modules are needed. A special point cloud processing part has been developed, where a 3D shaded model is generated from the points. This includes the development of a special structure which can easily handle a lot of points and is able to perform special operations in a reasonable time. Considering the potentially huge size of the point cloud, it is essential to implement most of the methods in such a way that their algorithmic complexity is as low as possible.
INTRODUCTION
The scanner repeatedly scans the given object and these scans are to be processed. The scanned points are provided in a specially organised structure which enables us to create special algorithms that can benefit from this speciality. A previous module organises the point into groups, from which a kind of zippering algorithm is going to generate the surface elements. These will finally form a continuous surface. This will also be watertight if the top and the bottom sides are extended with a further point. In this paper, the details of the data structure and the algorithms processing the point cloud are described. It is also explained how a heat-map can be created for error visualisation. Several methods are being used to determine the accuracy of the points of a certain scan, but also some calculated values are considered from previous modules of the processing pipeline. Similar approaches were implemented in other projects like [1] , but with a different hardware and infrastructure, this can be improved. The laser and the algorithms that we use are accurate enough to create very precise scans. The target is 10-micron precision, which means that the scanned points are at most 10 microns far from the corresponding point of the scanned object.
The 3D laser scanner
The scanner [2] (Fig. 1.) is a unique hardware designed especially for this process. The scanner has two degrees of freedom, one rotational about a vertical axis and one translational along a horizontal axis. It has two stepper motors which deliver the transformations, one rotates, the other translates the scanned object. There is also a laser at a fixed distance that illuminated the object with a laser stripe. The laser stripe reflected by the object is being recorded by a camera, which is also at a fixed distance from the scanned object. 
Point cloud data structure
The scanning pipeline consists of several steps. Finally, the line tracker module provides a list of points (which consists of consecutive points) of a single picture of the laser beam illuminated object. The smallest data structure element is a point. The consecutive list of points provided by the line tracker is a stripe. A scanning transformation, which can be translational and a rotational at the same time (described by a matrix), consists of several stripes. The group of these stripes is called a batch. A scanning process consists of several transformations and the group of batchescreated by the transformations -form a cloud. This data structure is created by the line tracker, and it provides a single stripe when it is created. These stripes can be processed one by one by the mesh generator. It is also important that the points of these stripes are already at the correct position, which has been calculated previously from the homography matrix, so the stripes do not need to be moved or fitted anywhere.
USUAL WAY OF TRIANGLE MESH GENERATION
There are several surface reconstruction and mesh generation algorithms that are widely used for mesh generation from a point cloud in the industry. One of the most popular techniques is the Poisson surface reconstruction [3] which considers the curvature of differently organised parts and selects the best of these by specific aspects. Similarly, the consensus meshing, where samples of some possible interpolant meshes are created from the provided point cloud, and the final result comes from averaging them [4] . Another curvature adaptive implicit surface reconstruction is also described for noisy and irregular point sets [5] . This uses the standard deviation of the anisotropic Gaussians adapted to surface curvatures, which are estimated from local data. In computational geometry, Voronoi diagram or its dual Delaunay triangulation is a widespread method for surface reconstruction tasks. These algorithms are described and analysed deeply, and also implemented in several ways [6] [7] .
Another approach that is based on combinatorial structures is alpha shapes [8] . This also creates an interpolated mesh based on most of the provided points.
BENEFIT FROM THE SPECIALITY
In the previously mentioned methods, the input point cloud is considered to be a general list of points. The scanning method and the hardware that we use have certain advantages and disadvantages. As we would like to create a very precise scan, which can be done with the technology (the target is 10-micron precision), the size of the point cloud can be huge. It can easily exceed 100 million points, which means that complexity issues should be a key point. A certain disadvantage of the hardware is that there will be some parts that will be impossible to scan. One of this is the bottom of the object which it is placed on. Another difficult part is the strongly concave regions, since the laser beam is at a fixed position, so it cannot illuminate vertically concave surfaces. What is a huge advantage, in fact, is that the points have a very special spatial structure. As the line tracker creates the stripes one by one, it can be assumed, that there is a surface stripe between every point stripe. If this is not true, then this partwhich we assume that is a surface -is the opening of a concave part that could not be illuminated from the current transformation setup. In this case, this concave part is going to be omitted and will be covered by a flat surface. This happens because, at the opening of the curvature, the other part of the object in the background can be seen (Fig. 2.) .
Fig. 2.
Strongly concave parts cannot be illuminated.
Using this special property, the mesh generation of the batch can be reduced to mesh generation between two stripes. This can be done every time a stripe is provided and can also be immediately rendered. This is going to be called the zippering algorithm.
THE ZIPPERING ALGORITHM
The input for this algorithm is going to be the resulting batch of one scan which can be both a rotational and a translational scan. As previously mentioned, this can be reduced to the problem of processing every neighbouring stripe pairs, where the stripes contain the ordered list of the vertices. The output of the algorithm is the list of vertex triples that form a triangle. This list is going to be triangle continuous.
Steps of the zippering algorithm
The following steps will use an iterator on both stripes. One of the iterators will be incremented in each further triangle selection.
1. Determine the first triangle of the triangle stripe.
If one of the stripes does not contain any point or the total number of vertices in the two stripes are less than three, then the algorithm terminates, the output is an empty list. Otherwise, the first point of each stripe is selected, so the iterators are initialized.
The third point can be one of the second points of the stripes. The selection from the two points is done by the triangle selector algorithm, and these three points are added to the output list. The iterator of the stripe -in which the point was selected -is incremented.
Selecting further triangles.
If both iterators reached the end of the corresponding stripes, then the algorithm terminates. If one of the iterators reached the end then the other one will be incremented until it also reaches the end. Otherwise, the triangle selector algorithm decides which stripe's next point is selected. The selected point and the points of the iterator are added to the output list. Finally, the iterator of the selected point's stripe is incremented.
Triangle selector algorithm
There are several ways to describe the optimality of a triangle. In computer graphics, maximising the smallest angles is frequently used, since a triangle with a very small angle is not desirable. In this case, this algorithm would not be adequate. Sometimes at the same height of the stripes, the point density may be very different. In these cases, one of the iterators may fall behind and stay there until the other reaches the end of the stripe. A preferable solution can be to have a look at the edge which is formed by the possible new point and the other stripe's point. There is one edge like this for each of the possible points. The one that closes greater angle with the averaged direction of the stripes is the better. To determine the average direction (angle) of the current part of the stripe, consider the following four points. Denote the stripes with and , and their iterator's current position with and respectively, where the points are represented by a vector, where and are any integer between 1 and the number of point in the corresponding stripe. Now the candidate points to select from, are +1 and +1 (Fig. 3.) . Fig. 3 . The candidate vertices on two stripes.
Vector (1) is now considered as a reference direction. The angles of vectors , 1 and , 2 -of (2) and (3) respectively -should be calculated. One of 1 and 2 that closes a smaller angle with will be selected to form a new triangle with and .
Usually, this reference vector (1) can be substituted by a vertical vector (0, 1, 0), since the current hardware is designed in a way that the laser beam can only be vertical. The triangulation on the right (Fig. 4.) is a bad triangulation, which is the result of the smallest angle based vertex selection. In contrast, the triangulation on the left, which was created by the triangle selection algorithm, is a better one.
ERROR VISUALISATION
Error visualisation is parallelly developed with other parts of the pipeline. Whenever it is possible, a value is calculated which represents the probability that the point is at the correct position. These values are processed before rendering the heat-map for the visualisation. The line tracker can also provide information about the precision of the calculated point [2] .
Statistical information for a heat-map
The density of the points of the stripes can be adjusted in the line tracker module, so there is information about how frequently a point should appear within a stripe. This is important, since if there is a gap between two points or simply they are further from each other than a given distance, then the error is proportional to this distance of the points. This means that the colour of the heat-map can be adjusted based on this information. A similar method can be used with some other metrics like the area (Fig. 5.) or the perimeter of the triangle. Another interesting property can be observed if the heatmap is coloured based on the size of the smallest angle of the triangle. Further visual feedback can be provided from the normal map (Fig. 6.) , which reveals, for example, the not continuous or sharp edges (Fig. 7. ) (where the neighbouring normal vectors enclose a too large angle). 
CONCLUSION
An efficient method is provided for mesh generation from a special point cloud. The explained algorithm can be applied in different projects if the input is in the required structure. This fits perfectly to our hardware since it can handle a large set of points and is independent of the setup of the scanning process, like the transformation. It has a complexity of ( ), where is the number of the provided points since it uses each point at most two times.
