Native Interface for Google Reader by Kučera, Ondřej
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ
ÚSTAV POČÍTAČOVÉ GRAFIKY A MULTIMÉDIÍ
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER GRAPHICS AND MULTIMEDIA
NATIVNÍ ROZHRANÍ PRO GOOGLE READER
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE ONDŘEJ KUČERA
AUTHOR
BRNO 2010
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMAČNÍCH TECHNOLOGIÍ
ÚSTAV POČÍTAČOVÉ GRAFIKY A MULTIMÉDIÍ
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER GRAPHICS AND MULTIMEDIA
NATIVNÍ ROZHRANÍ PRO GOOGLE READER
NATIVE INTERFACE FOR GOOGLE READER
BAKALÁŘSKÁ PRÁCE
BACHELOR'S THESIS
AUTOR PRÁCE ONDŘEJ KUČERA
AUTHOR




Tato bakalářská práce se zabývá návrhem a implementací desktopové aplikace pro uživatelský účet 
Google  Readeru,  což  je  služba  webové  čtečky.  Účet  je  zpřístupněn  pomocí  aplikačního 
programového prostředí (API), dostupného přes protokol  http nebo https. Práce je také zaměřena na 
popis technologie online syndikace, RSS a Atom formátů.
Abstract
The bachelor thesis deals with design and implementation of desktop application for user account of 
Google Reader, it is service of web reader. Account is accessible via the Application Programming 
Interface (API),  available  via  protocol  http or  https.  Thesis  is  also focused on describtion of  the 
technology of online syndication, RSS and Atom formats.
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1 Úvod
Každým dnem přibývá v prostoru internetu mnoho nových informací.  Také díky této skutečnosti 
dochází  k  „přeinformovanosti“  a  dezorientaci  jeho  uživatelů,  kteří  jsou  zaplavováni  velkým 
množstvím někdy i  zbytečných nebo redundantních informací.  To je také jeden z důvodů vzniku
tzv. online syndikace.
Online  syndikace  znamená,  že  uživatel  nemusí  jednotlivé  informace  na  internetu  hledat,
ale určí si zdroje, ze kterých je chtějí přijímat. Aktuální informace budou ze zdrojů aplikací staženy
na jediné místo, ve kterém si uživatel může přehledně najít informace, které považuje za relevantní.
K online syndikaci se používají tzv. čtečky. Technologii čtečky lze implementovat několika 
způsoby, buď jako samostatnou aplikaci, jako implementaci v jiných programech (webový prohlížeč, 
klient  elektronické pošty) nebo jako webovou aplikaci.  Právě webovou čtečku zahrnula do svých 
služeb americká společnost Google jako produkt s názvem Google Reader. Praktickým úkolem této 
práce  je  vyvinout  desktopovou  aplikaci,  využívající  funkcionalitu  dostupnou  přes  aplikační 
programové rozhraní Google Readeru, a zpřístupnit tak uživatelům účet této služby.
Nejdříve jsou v druhé kapitole vysvětleny pojmy online syndikace a používané formáty této 
technologii.  Ve  třetí  kapitole  je  popsáno  použití  a struktura  aplikačního  programového  rozhraní 
Google Readeru. Práce také zahrnuje ve čtvrté kapitole návrh aplikace a v páté kapitole její samotný 
vývoj. Šestá kapitola se věnuje prováděným testům.
V  závěru  jsou  zhodnoceny  výsledky  práce,  shrnutí  nabitých  zkušenosti  s  aplikačním 
programové prostředím Google Readeru a nastínění dalších možností vývoje vytvořené aplikace.
3
2 Online syndikace
Online syndikace znamená opětovné dodávání aktuálních informací, které obsahuje internet (weby, 
portály,  blogy,  atd.).  Webová  syndikace  do  jisté  míry  změnila  uživatelské  chování  na  internetu. 
Uživatelé  si  již  nevyhledávají  informace  přímo  na  webovém  portálu,  ale  hledají  kvalitní  zdroje 
informací.  Ze  zdrojů  „putují“  informace  směrem k  uživateli,  ať  už  přímo do  jejich  čteček  nebo
do agregačních webů,  nejsou tedy pouze staticky umístěny na jediném místě.
Nejběžnějším příkladem jsou zde zpravodajské portály, které poskytují k syndikaci částečný 
obsah zpráv svým čtenářům a tak je  informují  o  aktuálně vydaných článcích.  Syndikace je  tedy 
způsob jak šířit velké množství informací internetem směrem k uživatelům.
2.1 Vývoj online syndikace
Počáteční  idea  online  syndikace  obsahu webů byla  jednoduchá.  Předložit  uživatelům na  jediném 
místě  aktuální  obsah  portálů,  které  budou  navrženy  tak,  aby  sdíleli  své  souhrnné  zprávy
všem uživatelům.
Touto myšlenkou se od roku 1995 zabývali počítačové společnosti a to např. Apple mezi lety 
1995-1997  s  technologií  MCF (Meta  Content  Framework)  [1]  nebo  Microsoft okolo  roku  1997 
s CDF (Channel Definition Format) [2]. Ani jeden z těchto projektů se nedočkal většího rozšíření 
především proto, že formáty byli implementovány pouze nad jednou službou, a tak v nich potenciální 
uživatelé neviděli velké využití.
Firma  Netscape se v roce 1997 inspirovala myšlenkou projektu  MCF a  začala vyvíjet  svůj 
online syndikační formát. Jejich snaha vyústila v roce 1999 vyvinutím formátu RSS, který umožňoval 
vydavatelům webového obsahu zveřejňovat své novinky a obsah webů v  RSS zdrojích, a zároveň 
uživatelům tyto zdroje pravidelně kontrolovat.
Za velmi důležitý zlom v používání a rozšíření technologie syndikace obsahu lze považovat 
komerční  využití  RSS formátu  softwarovou  firmou  UserLand,  která  vyvinula  jeden  z  prvních 
webových produktů postavených na RSS nezávisle na firmě Netscape.
Po restrukturalizaci  Netscape  v roce 2001 ztratila firma zájem o formát  RSS a opustil vývoj 
jeho další verze, ale i tak se již syndikace stala široce používanou technologií internetu [3].
2.2 Formáty RSS a Atom
RSS a  Atom formáty  jsou  zde  popsány  z  toho  důvodu,  že  jde  o  dvě  nejrozšířenější  rodiny 
syndikačních  formátů  používaných  v  internetu,  a  také  protože  jsou  to  jediné  rodiny  formátů 
podporované aplikací Google Reader.
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RSS a  Atom formáty  jsou  definovány  značkovacím jazykem  XML.  Hlavní  vlastností  XML 
jazyka  je  rozšiřitelnost,  která  umožňuje  uživateli  definovat  vlastní  typy  značek  a  tak  vytvářet 
strukturu  dat.  V  současnosti  je  XML jazyk  označován  za  jeden  z  nejpoužívanějších  jazyků
pro výměnu strukturovaných informací. Je to také způsobeno tím, že data při přenosu nepotřebují 
žádnou konverzi.
2.2.1 Formát RSS
Cílem  RSS formátu  měla  být  jednoduchost  a  snadná  pochopitelnost.  První  verze  RSS 0.90 byla 
vyvinuta roku 1999 firmou Netscape. RSS formát byl založen nad modelem metadat RDF, proto byl 
pojmenován RSS (RDF Site Summary) .
Ještě v tom samém roce byla vyvinuta verze 0.91, která se zjednodušila oproštěním od RDF 
elementů,  a  tak  byl  změněn  význam  zkratky  RSS na  Rich  Site  Summary.  Zároveň  byl  vydán 
dokument, který nastiňoval další vývoj formátu.
V roce 2000 dochází k rozdělení vývoje do dvou větví  The RSS-DEV Working Group vyvíjí 
verzi RSS 1.0, která vychází z verze 0.9. Vrací se tedy k podpoře RDF. Tato verze je rozšířena např. 
o podporu  jmenných  prostorů  XML.  Není  však  plně  zpětně  kompatibilní  s  verzí  0.9,  protože
je již založena na konečném formátu RDF 1.0.
Ve vývoji druhé větve RSS formátu se angažuje UserLand. V roce 2000 vydává verzi RSS 0.92 
a postupně další až k verzi 0.94. Všechny verze 0.9x jsou kompatibilní s verzí 0.91, byly provedeny 
menší úpravy, např. byl uzavřen prostor elementů, do kterého byly zavedeny elementy, dovolující 
použít zvukové soubory (např. podcastů). V roce 2002 UserLand vydává verzi RSS 2.0, s touto verzí 
byl znovu změněn význam zkratky RSS na Really Simple Syndication. Verze 2.0 zachovává zpětnou 
kompatibilitu s verzí 0.92 [4].
V  roce  2003  firma  UserLand přenechává  specifikaci  RSS 2.0 Harvard  University  [5]
pod licencí „Creative Commons“. Vývoj je nyní zmrazen [6] ve verzi 2.0.1 a další verze se vydávají 
pouze za účelem vyjasnění specifikace, ne pro přidávání nových funkcí.
2.2.1.1 Shrnutí specifikace RSS 2.0
První prvek v RSS struktuře je element rss s označením čísla verze, v tomto elementu jsou zanořeny 
všechny ostatní prvky. Jeho přímý potomek je channel, který obsahuje informace o zdroji a k tomu 
jednotlivé zprávy zanořené v elementech item.
RSS 2.0 musí obsahovat povinný element  title,  který definuje název zdroje,  link udává  URL 
adresu na web odpovídající  zdroji a  description obsahuje slovní popis zdroje. Jinak jsou všechny 
ostatní prvky nepovinné. Datum aktualizace zdroje je také nepovinné, s čímž mají některé syndikační 
aplikace problémy. Není zde také přesně definováno zda-li má element  description obsahovat plný 
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nebo jen částečný popis článku. Obsahem může být pouze značkovací jazyk HTML. Zde je uveden 




<link>URL adresa na web odpovídající zdroji</link>
<description>Slovní popis zdroje</description>
<language>Specifikace jazyka</language>
<lastBuildDate>Poslední změna obsahu zdroje</lastBuildDate>
<item>
<title>Nadpis zprávy</title>







Formát Atom vznikl z toho důvodu, že část internetové společnosti viděla nedostatky formátu  RSS
a po zastavení vývoje na verzi RSS 2.0.1 nemohli s touto skutečností nic dělat. Proto se začalo mluvit 
o novém, čistém formátu.
Vznikl  projekt  Atom,  který  neměl  přinést  revoluci  v  syndikaci,  ale  kladl  důraz  na  čistý 
a důsledný návrh a otevřenost, a chtěl vylepšit některé vlastnosti formátu RSS. První verze Atom 0.2 
vyšla v roce 2003 a ještě do konce téhož roku vyšel update na verzi Atom 0.3. Tato verze se setkala 
s kladným ohlasem také zásluhou společnosti  Google, která jej zakomponovala do svých produktů, 
a poté došlo k jejímu rozšíření do mnoha jiných aplikací. V roce 2005 vznikla verze Atom 1.0, která 
byla přijata jako standart mezinárodní komisí IETF [7].
2.2.2.1 Shrnutí specifikace Atom 1.0
Kořenový element u formátu Atom 1.0 se nazývá feed, jsou v něm přímo vnořeny informace o zdroji 
a elementy se zprávami  entry.  Povinné elementy formátu jsou stejné jak u zdroje,  tak i  u  zpráv, 
a to title název  zdroje,  id jedinečný  identifikátor  zdroje  nebo  zprávy,  update datum  aktualizace. 
Nepovinné parametry jsou např.  link adresa  zdroje,  summary shrnutí  obsahu článku nebo  author 
jméno  autora.  Plný  obsah  článku  content je  povinný,  avšak  pokud  je  ve  zprávě  uveden  link, 
tak se stává nepovinným. Obsahem může být prostý text,  HTML,  XHTML,  XML, binární data nebo 
URL odkaz. Atom je snadno rozšiřitelný obsahem, mohou zde být jakékoliv XML elementy, ale musí 
6





















Google Reader je produkt americké firmy  Google, který vznikl v roce 2005 a roku 2007 mu bylo 
odejmuté  označení  beta  verze.  Aplikace poskytuje službu jako webová čtečka,  která  je přístupná 
pouze  přes  webové rozhraní.  Její  výhodou je,  že  uživatelé  mohou ke svým zdrojům přistupovat 
z jakéhokoliv  počítače  připojeného k  internetu  a  zároveň mají  své  data  stále  aktuální.  Uživatelé 
si u něj cení jeho jednoduchého designu a zároveň jednoduchosti použití.
Obrázek 1: Webová aplikace Google Reader
Pro syndikaci obsahu podporuje rodiny  Atom a  RSS,  což jsou nejvíce využívané syndikační 
formáty internetu. V roce 2010 byla přidána funkce (pouze u anglické verze) pro syndikace obsahu 
i webů,  které  neobsahují  syndikační  formáty  [8].  Uživatelé  tedy  mohou  vložit  adresu  jakékoliv 
webové  stránky,  kde  se  budou  automaticky  rozpoznávat  změny,  a  uživatelé  na  ně  budou 
upozorňováni.  Tato  funkce  může  najít  využití  například  u  internetových  diskuzí.  Další  z  funkcí 
Google Readeru je také sdílení zapsaných zdrojů s ostatními uživateli, možnost použití klávesových 
zkratek,  dlouhodobé sledování  zdrojů,  hledání  ve  vzdálené historii  zdrojů a propracovaný způsob 
přidávání zdrojů, kde uživatel nemusí zadávat přímo adresu  RSS nebo  Atom zdroje, ale stačí zadat 
pouze jméno webu nebo jeho téma.
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3.1 API Google Readeru
Obecný pojem „aplikační programové rozhraní“ (dále jen  API) znamená soubor funkcí programu, 
které programátorovi umožňují převzít funkce dané vrstvy aplikace. API definuje účel a volání těchto 
funkcí a jejím cílem je umožnit využití určitého produktu pro snadnější vytváření jiných programů.
API  Google  Readeru není  v  této  době  stále  oficiálně  vydané,  jsou  o  něm  známy  pouze 
informace  získané  metodou  reverzního  inženýrství.  API  Google  Readeru je  dostupné  pomocí 
protokolů http nebo https a je rozděleno do tří vrstev. První vrstva představuje parser zdrojů, kde jsou 
praserovány RSS nebo Atom zdroje, jejich výstupem je vždy formát Atom 1.0 se stejnými údaji jako 
obsahovali  zdroje původní.  Druhá vrstva obsahuje databázi,  která uchovává uživatelské nastavení, 
jednotlivé  zdroje,  zprávy  a  jejich  vlastnosti  (přečtené,  nepřečtené,  atd.).  Třetí  vrstva  je  grafické 
uživatelské rozhraní, se kterým lze po přihlášení pracovat klasicky přes webový prohlížeč. 
Obrázek 2: Struktura vrstev API Google Readeru
3.1.1 Přihlášení k Google účtu
Pro přistoupit k API Google Readeru, je zapotřebí se nejdříve do služby přihlásit. Jedním ze způsobů 
přihlášení  ke  Google  účtu  je  tzv.  ClientLogin  [9],  při  kterém  se  přihlašovací  údaje  neposílají 
s každým zaslaným požadavkem,  ale  pouze  při  prvním  spojení,  což  zaručuje  větší  bezpečnost  i 
efektivitu.
Přihlašování  se  musí  provést  pomocí  protokolu  https,  zasláním  požadavku  typu  POST
na  adresu  www.google.com/accounts/ClientLogin s  povinnými  parametry  uživatelského  jména 
(Email) a hesla (Passwd).  Jako nepovinné parametry můžeme do požadavku přidat jméno služby,
do které se přihlašujeme (service), jméno klienta, přes kterého se přihlašujeme (source) a stránku,
na které chceme po přihlášení pokračovat (continue).
Pokud přihlášení proběhne v pořádku, jako odpověď dorazí textový řetězec s parametry SID, 
LSID,  Auth. Z těchto parametrů je pro další práci potřebný  SID (Session ID), což je řetězec, který
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se vygeneruje při každém přihlášení ke Google účtu a je platný dokud se z něj uživatel neodhlásí. SID 
se dále uloží do cookies a tím se dosáhne automatické autentizace při dalším požadavku. Pokud http 
klient cookies nepodporuje může se SID přidávat do hlavičky zaslaného požadavku.
Obrázek 3: Průběh komunikace při přihlašování k Google účtu
3.1.2 Přístupy k 1. vrstvě API
Jak bylo zmíněno komunikace s vrstvami API Google Readeru probíhá pomocí protokolu http (https), 
zaslaný  požadavek  začíná  vždy  adresou  http://www.google.com/reader/.  V  tabulce 1  je  popsáno 
schéma URL prefixů pro identifikaci přístupu k jednotlivým vrstvám. Nastavení přístupu k vrstvám 
a jejich využití bude popsáno v dalším textu.
URL prefix Stručný popis
http://www.google.com/reader/atom/ Způsob  přístupu  k  1. vrstvě  a  zároveň  1. a 2. vrstvě, 
parserování zdrojů.
http://www.google.com/reader/api/0/ Poskytuje přístup k modifikaci zdrojů a položek, tedy 
přímí přístupu k 2. vrstvě.
http://www.google.com/reader/view Přístup  k  3. vrstvě,  grafické  uživatelské  rozhraní 
využívání 1. a 2. vrstvy.
http://www.google.com/reader/settings Část  3. vrstvy  API,  grafické  rozhraní  pro  přístup
k 2. vrstvě.
Tabulka 1: Schéma URL prefixů vrstev API
Přístup  k  1. vrstvě  API se  získá  pomocí  URL prefixu  http://www.google.com/reader/atom/,
jak  je  popsáno v  tabulce 1.  První  vrstva  API  je  schopna  parserovat  deset  různých xml  formátů,
a to 9 RSS formátů a 1 Atom formát. Vyparserované položky ze zdrojů nebo uživatelských kategorií 
vrstva vždy navrátí ve formátu Atom 1.0, s kterým se může dále pracovat. 
V  tabulce  1  je  také  zmíněno,  že  přes  výše  uvedený  URL prefix  je  možnost  se  dostat 
až k 2. vrstvě  API. To je zapříčiněno dotazy (uvedené v tabulce 2)  na položky,  které náleží nejen 
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zdroji,  ale  i některé  z  kategorií.  K těmto informacím se  nelze  dostat  jinak,  než se  dotázat,  které 
položky náleží určité kategorii (tato akce proběhne na pozadí dotazu).
URL sufix Stručný popis
feed/ „URL zdroje“ Zobrazí položky náležící zdroji
user/ „uživ_ID1“/ label/ „kategorie“ Přístup k položkám v určené kategorii
user/ „uživ_ID“/ state/com.google/ „stav“ Přístup k položkám označených stavem
Tabulka 2: URL sufix dotazů na položky
V tabulce 2 jsou nastíněny tři přístupy k položkám Google Readeru. První je přístup ke zdroji, 
kde zadáváme celou  URL adresu zdroje. Dále je přístup ke kategoriím, kde uvedeme uživatelské 
číslo, povinný parametr „label“ a určíme zvolenou kategorii. Pokud dotazovaná kategorie neexistuje, 
navrátí se odpověď s prázdnou kategorií bez položek. Třetí možností přístupu k položkám je dotázání 
se na položky označené určitým stavem, tyto stavy jsou popsány v tabulce 3.
Stav Popis
reading-list Označení všech položek, které jsou v účtu
read Přečtené položky
starred Položka označená s hvězdičkou
broadcast Položka, která je sdílená s ostatními
like Oblíbené položky
kept-unread Položka označena jako znovu nepřečtené
tracking-kept-unread Položka byla již alespoň jednou označena jako znovu nepřečtená
tracking-emailed Položka byla alespoň jednou přeposlána e-mailem
tracking-item-link-used Na odkaz položky bylo kliknuto alespoň jednou 
tracking-body-link-used Na odkaz v těle zprávy položky bylo kliknuto alespoň jednou
Tabulka 3: Stavy, kterých položka může nabývat
Při zaslání požadavku o položky zdrojů a kategorií  mohou existovat i specifické nároky na 
jejich navracení, např. získaní položek od určitého času, počet navrácených položek atd. Proto zde 
byly zavedeny parametry,  které se zadávají  k zasílanému požadavku  GET do části  „query“.  Tyto 
parametry jsou popsány v tabulce 4 a lze je libovolně mezi sebou kombinovat.
1 Je uživatelské 20místné číslo, které se nikdy nemění. Google Reader pomocí něj identifikuje uživatele. Při 




n Počet položek (standardně 20)
client Jméno používaného klienta (aplikace)
r Řazení položek, standardně je řazení od nejnovějších položek „d“, toto 
nastavení lze změnit použitím příznaku „o“
ot Specifikace  času  od  kterého  se  budou  položky  zobrazovat  (lze  použít 
pouze s parametrem r=o), čas se zadává ve formátu „unix timestamp“
ck Aktuální čas, ve formátu „unix timestamp“
xt Další sufix dotaz, který vyloučí položky z dotazu
c Řetězec znaků, který definuje pokračující položky
Tabulka 4: Parametry pro dotaz GET na 1. vrstvu API
3.1.3 Přístupy k 2. vrstvě API
Druhá vrstva poskytuje přístup ke všem položkám, zdrojům, kategoriím a nastavením uživatelského 
účtu. Jejich vlastnosti lze číst a některé i editovat. K této vrstvě získáme přístup pomocí URL prefixu 
http://www.google.com/reader/api/0/. API druhé vrstvy je rozdělen do dvou částí. Na Informační část, 
s kterou lze informace pouze číst a editační část, s pomocí které je možno editovat a mazat kategorie, 
zdroje a položky.
URL sufix Popis 
tag/list Navrátí seznam všech kategorií a jejich id
subscription/list Navrátí seznam všech zdrojů a jejich vlastností (umístění, id, …)
preference/list Navrátí vlastnosti nastavené v uživatelském účtu (řazení atd.)
unread-count Navrátí pouze zdroje a kategorie v kterých je alespoň jedna nepřečtená 
položka a s nimi počet nepřečtených položek 
user-info Získání uživatelských informací (id, e-mail, nickname, …)
Tabulka 5: URL sufix dotazů na vlastnosti účtu, zdrojů, kategorií
Informační  část  2.  vrstvy  navrací  data  ve  formátech  XML nebo  JSON,  což  může  využít 
programátor např. při psaní programu pro webovou službu. V informační části 2. vrstvy lze využít 
dotazy uvedené v tabulce 5 pomocí GET požadavku, také zde je pro lepší specifikaci dotazu využita 
část požadavku „query“ s parametry vypsanými v tabulce 6.
Vrstva API také může přistoupit ke zvoleným položkám ze zdrojů a kategorií pomocí prefixu 
http://www.google.com/reader/api/0/stream/contents/, který pokračuje sufixem z tabulky 2.
Parametr Hodnota
output Formát výstupu „xml“, „json“
ck Aktuální čas, ve formátu „unix timestamp“
client Jméno používaného klienta (aplikace)
Tabulka 6: Parametry pro informační část 2. vrstvy
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URL sufix Parametr Hodnota (popis)  
tag/edit Nastavení kategorie na veřejnou
s Jméno kategorie




ac Vykonávaná akce „disable-tags“
token Řetězec tokenu
Tabulka 7: URL sufix a parametry dotazů pro editaci kategorií
URL sufix Parametr Hodnota (popis) 
subscription/edit Přidání, editace a odebrání zdroje
s Adresa zdroje ve formátu feed/http://…
t Jméno zdroje, používá se při přidání nebo při změně jména
a Adresa kategorie ve formátu user/-/… (když ac=subscribe)
r Adresa kategorie ve formátu user/-/… (když ac=unsubscribe)
ac Vykonávaná akce „edit“, „subscribe“, „unsubscribe“
token Řetězec tokenu
Tabulka 8: URL sufix a parametry dotazů pro editaci zdrojů
URL sufix Parametr Hodnota (popis)  
edit-tag Editace položky (označení hvězdičkou, oblíbené, …)
i Id položky ve formátu tag:google.com,2005:reader/item/…
a Přidání stavu, user/-/state/com.google/like (a jiné z tabulky 3)
r Odebrání stavu, user/-/state/com.google/…
ac Vykonávaná akce „add“ nebo „remove“
token Řetězec tokenu
email-this Zaslání položky e-mailem
i Id položky ve formátu tag:google.com,2005:reader/item/…
emailTo E-mailová adresa příjmece
comment Tělo e-mailu
subject Předmět e-mailu
ccMe Poslat e-mail i odesilateli, „true“ nebo „false“
token Řetězec tokenu
Tabulka 9: URL sufix a parametry dotazů pro editaci položek
S editační části 2. vrstvy se pracuje pomocí požadavku POST a příkazy v tabulkách 7, 8 a 9. 
Kvůli bezpečnosti dotazu je zde zaveden parametr token, což je 57znaký řetězec, který se vygeneruje 
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pomocí  dotazu  GET nebo  POST na  adresu  http://www.google.com/reader/api/0/token.  Token 
je vyžadován ve všech požadavcích editační části 2. vrstvy API.
Pokud proběhne akce dotazu 2. vrstvy editační části v pořádku, vždy se navrátí řetězec „OK“, 
v jiném případě se navrátí prázdný řetězec.
3.1.4 Přístupy k 3. vrstvě API
Třetí vrstva API je reprezentována grafickým rozhraním (viz. obrázek 1), běžící na technologii AJAX, 
s kterým přichází do styku běžný uživatel. Pro zobrazení položek, zdrojů a kategorií rozhraní využívá 
obě nižší vrstvy  API. Například pro zobrazení kategorie s položkami se použije prefix třetí vrstvy 
http://www.google.com/reader/view/,  ke  kterému  bude  přidán  sufix  z  tabulky  2,
pro zobrazení kategorií [10].
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4 Návrh aplikace
Při  návrhu  aplikace  jsem  musel  zohlednit  stanovený  cíl  práce,  což  bylo  vytvořit  plnohodnotné 
uživatelské  rozhraní  pro  použití  a  správu  Google  Readeru účtu,  které  bude  uživateli  vyhovovat 
a zároveň poskytovat možnost rychlé a účinné práce s rozhraním.
Návrh  aplikace  jsem se  pokusil  rozdělit  do  několika  hlavních  na  sebe  navazujících  částí.
Při  tomto  postupu  vyvstaly  problémy,  které  jsem  postupně  řešil,  a  tak  jim  zároveň  předcházel
v následné implementaci, kde by bylo těžší se s nimi vypořádat.
4.1 Zvolená funkcionalita
První částí návrhu bylo zvolení relevantní podmnožiny funkcionality Google Readeru. Z této volby
se postupně odvíjí  všechny další  části  návrhu od objektového modelu, až po grafické uživatelské 
rozhraní.
Funkce aplikace jsem volil  vzhledem k poskytnutým funkcím  API Google Readeru a  také 
vzhledem  k předpokladu  použití  aplikace  spíše  jako  čtečku  než  sociální  službu  (Google  Reader 
obsahuje  určité  funkce  připomínající  sociální  služby,  jako  např.  sdílení  a  komentování  položek).
Zde je vybraná funkcionalita aplikace:
– online i offline režim
– aktualizace položek a zdrojů (i po časovém intervalu)
– práce s kategoriemi (přidání, odebrání)
– práce se zdroji (přidání, přidání do kategorie, odebrání, odebrání z kategorie, přejmenování)
– práce s položkami (označení jako oblíbené, sdílené, nepřečtené, položku s hvězdičkou)
– označení všech načtených položek jako přečtené
– načítání pokračujících položek
– řazení položek
– zobrazovaní počtu nepřečtených zpráv
– informace o nových položkách pomocí „tray“ ikony
4.2 Použité programové prostředky
Vzhledem k vytváření grafického uživatelského rozhraní, jsem potřeboval využít vysokou míru 
abstrakce. Musel jsem  tedy využít některý z vyšších programovacích jazyků. Hledal jsem takový, 
který  podporuje  objektově  orientovaný  přístup,  protože  jsem  s  touto  technikou  programovaní
měl již zkušenosti. Požadavek na objektově orientovaný přístup splňovali jazyky  C++,  C# a  Java, 
mezi kterými jsem se rozhodoval. Nakonec jsem si jako implementační jazyk pro projekt vybral C++ 
z důvodů dřívějších zkušeností, rychlosti kódu a možnosti přenositelnosti na různé operační systémy.
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Je pro něj také vyvinuta spousta open source toolkitů pro tvorbu grafického uživatelského rozhraní. 
Absenci  garbage  collection  u  projektu  tohoto  rozsahu  nevnímám  jako  relevantní  faktor  při 
rozhodování.
Po vybrání programovacího jazyka jsem volil toolkit pro tvorbu grafického rozhraní. Mými 
hlavními požadavky byli multiplatformnost, dostatečně vyvinuté knihovny pro práci se sítí a daty, 
šiřitelnost pod svobodnou licencí a v neposlední řade pohodlná práce s toolkitem. Všechny tyto body 
nejlépe  splňoval  Qt  toolkit,  který  mi  navíc  poskytoval  např.  výborně  sestavenou  dokumentaci 
k doplňujícím třídám nebo programy pro tvorbu oken aplikací Qt Designer a kódu Qt Creator.
4.2.1 Qt toolkit
Qt toolkit byl vytvořen v roce 1999 společností Trolltech, která jej v roce 2008 prodala firmě Nokia. 
Od roku 1999 se Qt toolkit vyvinul v multiplatformní nástroj, ve kterém lze vyvíjet konzolové nebo 
GUI aplikace v odlišných programovacích jazycích pro různé operační systémy. Aplikace napsané 
s pomocí  toolkitu  je  možno  distribuovat  pod  licencí  GNU  LGPL,  nebo  za  určitých  podmínek
i  pod  komerční  distribucí.  Velkou  výhodou  Qt  toolkitu je  velmi  dobře  a  přehledně  zpracovaná 
dokumentace,  velký počet  zabudovaných tříd a modulů (např.  pro práci  se sítí,  vlákny,  grafikou, 
multimédii,  SQL databází,  XML soubory adt.) a také vývojové programy jako  Qt Creator nebo  Qt 
Designer. Aplikace pro grafické uživatelské prostředí používají nativní vzhled operačního systému, 
takže vyvinuté aplikace by vždy měly zapadat do používaného prostředí.
Qt  toolkit je  velmi  rozšířený  a  známý,  důkazem jeho  kvality  budiž  použití  například  pro 
projekty Google Earth, Opera, Skype, KDE.
4.2.1.1 Signály a sloty
Další důležitou vlastností Qt toolkitu je přítomnost signálů a slotů pro komunikaci mezi objekty např. 
pokud se ve widgetu2 uskutečnila akce,  která změnila jeho stav, tak o tom může být informován 
widget umístěný v jiném okně aplikace. Signály a sloty tvoří velmi silný programátorský nástroj.
Místo této techniky se dříve pro tento typ komunikace používalo tzv. callback, což je ukazatel 
na metodu objektu, kterou chceme vyvolat po nějaké události jiného objektu. Tento přístup měl dvě 
nevýhody. Nebyla zde při volání typová kontrola a metody volané pomocí callback jsou silně vázané 
tzn. volaná metoda musí znát ukazatel na metodu, z které byla vyvolána. Při používání signálů a slotů 
se tyto dvě nevýhody nevyskytují.  Pro jejich použití  se definuje spojení signálu s slotem pomocí 
metody connect. V případě potřeby se pak spojené signály pouze emitují.
Sloty a signály mohou být využity ve všech objektech, které jsou přímo nebo nepřímo zděděny 
ze třídy QObject. Při propojování signálů a slotů může být s jedním slotem spojeno několik různých 
2 Je element GUI, který zobrazuje nebo předává informace pomocí interakce s uživatelem.
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signálů a stejně tak na jeden signál napojeno několik slotů. Sloty mohou být použity pro přijímání 
signálů a zároveň mohou být použity jako standardní metoda objektu [11].
4.3 Offline a online režim
Aplikace se  bude standardně spouštět  v  online režimu,  to  znamená zobrazovat  data,  která  budou 
aktuálně poskytována z učtu Google Readeru. Veškeré data, které budou načteny do aplikace v online 
režimu budu ukládána na pevný disk.  Data z pevného disku budou využity při  spuštění  aplikace 
v offline režimu. Uživateli tedy bude poskytnuta možnost přehledu položek a zdrojů i bez připojení 
k internetu. S tím jsou spojené problémy s jejich efektivním ukládání uživatelských dat na disk, který 
se řeší v další podkapitole.
4.4 Návrh objektového modelu
Návrh  objektového  modelu  aplikace  jsem  rozdělil  do  třech  základních  vrstev,  a  to  vzhledem 
k problematice, které se budou věnovat jednotlivé třídy.
První vrstva grafického rozhraní bude obsahovat třídy všech oken a widgetů aplikace, bude mít 
přímou interakci s uživatelem a bude předávat požadavky na druhou vrstvu - aplikační. Aplikační 
vrstva bude obsahovat třídu pro uchovávání aktuálních stavů aplikace a bude prostředníkem mezi 
ostatními vrstvami. Třetí vrstva bude obsahovat třídy pro zpracovávání dat s přístupem k síťovým 
a datovým prostředkům.
Obrázek 4: Návrh objektového modelu
4.5 Práce s uloženými daty
Po rozhodnutí zavedení offline režimu do aplikace jsem musel řešit návrh ukládání uživatelských dat 
(uživatelské  heslo,  nastavení,  položky  pro  zobrazení,  atd.).  Uvažoval  jsem  o  dvou  technikách 
ukládání, a to do SQL databáze nebo do XML souborů. Tyto dvě techniky jsem si vybral také z toho 
důvodu, že je v Qt toolkitu zavedena jejich velmi dobrá podpora.
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Způsob ukládání pomocí  SQL se mi jevil pro tento projekt zbytečně komplikovaný vzhledem
k ukládaným datům, kde nebude potřeba příliš přepisování, vyhledávání a třídění dat.
Při  zamyšlení  se nad uložením dat do stromové struktury  XML souborů,  lze nalézt  několik 
výhod.  Vzhledem  k  došlým  datům,  které  již  v  XML i  ve  stromové  struktuře  jsou,
a také vzhledem zobrazení dat, kde je také jistá stromová struktura, jsem se rozhodl pro uložení dat ve 
XML souborech, kde každý soubor obsahuje data jednoho uživatele.
XML má dvě základní metody pro práci s daty, DOM (Document Object Model) a SAX (Simple 
API for XML), mezi kterými si musím zvolit tu nejvýhodnější.  DOM přístup má stále uložený celý 
dokument v paměti a umožňuje práci s ním jako se stromovou strukturou. Načtená data lze snadno 
editovat  a  není  příliš  vhodný  pro  sekvenční  přístup  k  datům.  SAX metoda  prochází  dokument 
sekvenčně, výhodou je rychlí přístup k datům a menší paměťová náročnost, ale špatně editovatelný. 
Z tohoto  jednoduchého přehledu  vychází  volba  přístup  DOM jako  lepší  pro  účely  této  aplikace, 
protože  budeme  chtít  položky  přidávat  a  editovat  a  také  minimálně  jednou  musíme  načíst  celý 
uživatelský soubor. Můžeme si jej tedy ponechat uchovaný v paměti. Zároveň je jistota, že paměť 
nebude příliš vytížená, protože v jediný okamžik bude načten soubor pouze jediného uživatele.
Při návrhu uložení dat jsem také musel vytvořit  XML strukturu uložení, zde je zobrazen její 
příklad:
<xml passwd=Heslo_v_md5 version="1.0" popMessage=Hodnota_bool refresh=Čas 
sort=Typ_řazení>
<label title=Název_kategorie id=Id_kategorie > 
<feed address=Jedinečná_adresa_zdroje name=Název_zdroje /> 
<feed address=Jedinečná_adresa_zdroje name=Název_zdroje > 
<entry link=Odkaz_položky id=Id_položky kept-unread=Hodnota_bool 
starred=Hodnota_bool read=Hodnota_bool like=Hodnota_bool 
broadcast=Hodnota_bool > 
<title type="html" >Titulek_položky</title> 
<published>Datum_zveřejnění</published> 









4.6 Grafické uživatelské rozhraní
Návrh grafického uživatelského rozhraní jsem přizpůsobil rozhraní použitému v běžných webových 
a desktopových  Google aplikací,  protože  jsem při  návrhu  zohlednil  cílovou  skupinu  pro  použití 
aplikace.  Nepředpokládal  jsem,  že  by  ji  měli  tvořit  uživatelé,  kteří  nemají  žádnou  zkušenost
se službami od společnosti  Google, ale naopak měli by v ní být uživatelé, kteří již mají zkušenosti 
s jejich  službami.  Při  používání  aplikace  by  cílová  skupina  měla  mít  pocit,  že  stále  pracují 
s produktem souvisejícím s  Google službou,  a tak mohli  intuitivně využít  zkušenosti  z  používání 
rozhraní, na které jsou zvyklí.
Dalším  důležitým  kritériem  při  vývoji  grafického  uživatelského  rozhraní  jsem  kladl
na ergonomické vlastnosti, tedy např. umístění a velikost tlačítek musí být vhodné pro typ aplikace, 
tak aby použitelnost byla snadná a nedocházelo k chybám při ovládání aplikace. A v neposlední řadě 
je kladen důraz na estetický dojem aplikace, kteří hodnotí zejména laičtí uživatelé. 
Grafické  uživatelské  rozhraní  aplikace  je  tvořeno  z  hlavního  uživatelské  okna,  okna
pro přihlášení a z jednoduchých oken, které pomáhají zprostředkovat akci.
4.6.1 Přihlašovací okno aplikace
Přihlašovací  okno  se  zobrazí  bezprostředně  po  zapnutí  aplikace.  Slouží  k  autentizaci  uživatele 
a přístupu k další části aplikace. 
Obrázek 5: Přihlašovací okno
Popis obrázku 5:
1) V této části se zobrazují upozornění v závislosti na úspěšnosti přihlášení. 
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2) Editační pole pro vyplnění e-mailu uživatele. Přihlašovací údaj může být vyplněn i bez sufixu 
v e-mailu, tedy pouze uživatelské jméno bez znaku „@“ a doménou za ní.
3) Editační pole pro vyplnění hesla. Samozřejmě jsou znaky nahrazeny hvězdičkami.
4) Odkaz  na  stránku  Google  Readeru,  kde  si  uživatel  může  zřídit  účet.  Po  kliknutí  na  text 
se otevře webová stránka v prohlížeči, který má uživatel nastaven jako výchozí.
5) Označení  módu  aplikace,  do  kterého  se  chceme  přihlásit.  Pokud  je  poličko  ponecháno 
nezaškrtnuto, aplikace bude spuštěna v online módu.
6) Tlačítko pro pokus o přihlášení. Tlačítko bude aktivní pouze ve chvíli, kdy jsou obě editační 
pole vyplněná.   
4.6.2 Hlavní okno aplikace
Hlavní okno aplikace se zobrazí po přihlášení uživatele. Je rozděleno do čtyř hlavních částí. První 
část  je  horní  lišta  s  položkami  pro vyhledávání  a  nastavení  aplikace.  Další  část  obsahuje  zdroje 
a kategorie,  které  lze  schovat  pro  zvětšení  části  druhé.  V  druhé  části  zaujímá  největší  segment 
widget s zobrazovanými položkami. Čtvrtá část je dolní stavová lišta,  kde se zobrazuje přiblížený 
popis jednotlivých akcích.
Obrázek 6: Hlavní okno aplikace
Popis obrázku 6:
1) Editační pole pro zadání hledaného textu v uložených položkách.
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2) Tlačítko pro spouštění hledání.
3) Tlačítko pro aktualizaci počtu nepřečtených zpráv u zdrojů a zároveň pro aktualizaci widgetu 
s výpisem položek.
4) Tlačítko  pro  ovládání  aplikace.  Objeví  se  menu  s  možnostmi  přidání  zdroje,  odebrání 
kategorie atd.
5) Tlačítko pro nastavení aplikace. Objeví se menu s možnostmi řazení položek, zobrazování 
„tray“ ikony atd.
6) Tlačítko pro přidání zdroje.
7) Widget, který zobrazuje kategorie s počtem nepřečtených zpráv.
8) Widget pro zobrazení kategorií a zdrojů a počet jejich nepřečtených zpráv
9) Tlačítko pro schování levé části s tlačítkem a dvěma widgety s kategoriemi a zdroji. 
10) Název zdroje nebo kategorie, která se zobrazuje ve widgetu s položkami.
11) Tlačítko pro označení všech nepřečtených zpráv.
12) Tlačítko pro načtení dalších položek z kategorie nebo zdroje.
13) Widget, který zobrazuje načtené položky, které jsou popsáný v další podkapitole.
14) Oblast pro zobrazení počtu načtených položek
4.6.2.1 Položky zobrazené ve widgetu
Položky  zobrazují  hlavní  informaci  celé  aplikace.  Jeho  šířka  a  výška  se  dynamicky  mění  podle 
velikosti celé aplikace. 
Obrázek 7: Položky zobrazené ve widgetu
Popis obrázku 7:
1) Titulek položky. Po kliku na titulek se otevře webová stránka ve výchozím prohlížeči.
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2) Datum a čas vydání položky a zdroj, kterému náleží
3) Popis položky
4) Panel pro zobrazení stavů položky
5) Tlačítko pro přidání (odebrání) hvězdičky k položce 
6) Tlačítko pro označení (odznačení) položky jako oblíbené
7) Tlačítko pro označení (odznačení) položky jako sdílené
8) Tlačítko pro označení (odznačení) položky jako nepřečtené
4.6.3 Systémová „tray“ ikona
Moderní operační systémy většinou obsahují na hlavní ploše oznamovací oblast, kde jsou zobrazeny 
tzv. „tray“ ikony (obrázek 8), například pro systémové nastavení nebo pro právě běžící aplikace, které 
mohou informovat uživatele o aktuálním stavu aplikace nebo zobrazovat krátké „pop-up“ zprávy, 
když  program  běží  na  pozadí.  Díky  této  vlastnosti  se  stává  „tray“  ikona  užitečným  nástrojem
pro interakci s uživatelem.
Obrázek 8: „Tray“ ikona v oznamovací oblasti
Efektivní využití „tray“ ikony se v této aplikaci přímo nabízí. V případě, že uživatel nechce 
opakovaně  kontrolovat  jestli  existuji  nové  položky,  ale  zároveň by  chtěl  být  o  všech  příchozích 
položkách informován,  tak si  nastaví  za  jaký čas  se  má periodicky položky kontrolovat  a nechá 
aplikaci  běžet  na  pozadí.  „Tray“  ikona  uživatele  upozorní  buď  prostřednictvím  „pop-up“  (viz. 
obrázek 10 a 11) zprávy s přesným počtem nových zpráv nebo pouze prostřednictvím změny vzhledu 
tray ikony (viz. obrázek 9).
Obrázek 9: Změna vzhledu „Tray“ ikony
Obrázek 10: „Pop-up“ zpráva (OS Ubuntu)
Obrázek 11: „Pop-up“ zpráva (OS Windows)
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5 Implementace
Implementace  vychází  z  objektového  modelu,  kde  jsou  popsány  jednotlivé  třídy  aplikace.  Dále
jsou řešena jednotlivé implementační části,  která jsou uvedena v návrhu a také řešení případných 
problémů. V závěru kapitoly je testována správná funkčnost aplikace.
5.1 Objektový model
Z důvodů rozsahu celého objektového modelu se v této podkapitole věnuji pouze zjednodušenému 
objektovému  modelu  (bez  atributů  a  metod),  který  zachycuje  statickou  strukturu  aplikace.  Také
zde chybí uvedení  Qt tříd, od kterých byly vytvořeny instance. Proto je v případě zájmu zhlédnutí 
návrhu  jednotlivých  tříd  dostupná  v  příloze  programová  dokumentace  generovaná  ze  zdrojového 
kódu pomocí programu doxygen.
Obrázek 12: Zjednodušený návrh objektového modelu (UML notace)
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Na obrázku 12 jsou znázorněny vztahy mezi třídami aplikace. Všechny třídy byly vytvořeny 
poděděním tříd Qt.
– GReader –  Instance  třídy  se  vytvoří  po  spuštění  aplikace.  Obsahuje  všechny  metody 
a atributy pro hlavní okno aplikace. 
– WidgetOfItem – Widget hlavního okna pro zobrazení položek.
– WinAboutApp – Třída okna pro zobrazení informací o aplikaci.
– Win... -  Třídy  pro  zobrazení  oken  aplikace,  které  umožňují  přidávání  a  odebírání  zdrojů 
a kategorí atd. (reprezentuje všech zbylých sedm tříd, které začínají řetězcem „Win“).
– Application – Instance třídy se vytvoří v konstruktoru třídy GReader. U této třídy byl použit 
návrhový vzor Singleton.  To znamená, že v celém programu bude vytvořena pouze jedna 
instance a při potřebě využít třídu se předává ukazatel na instanci.
– NetworkHttp –  Třída  pro  práci  se  síťovou  komunikací,  která  je  zdědí  vlastnosti  z  třídy 
QObject a to kvůli využívání signálů a slotů. 
– XmlParser –  Třída  pracuje  s  došlými  xml  soubory  nebo  s  uživatelskými  xml  soubory 
uloženými  na  disku.  Třída  dědí  vlastnosti  z  QObject,  především  kvůli  potřebě  používat 
signály a sloty.
– MyItem – Třída pro reprezentaci položek (viz. obrázek 7). Obsahuje rozložení prvků např. 
titulek položky datum atd.
– MyTreeWidgetItem – Třída vytvořená pro práci s kategoriemi a zdroji. Zde je použita více 
násobná dědičnost a to kvůli vlastnosti automatické destrukce objektu, pokud zanikne rodič, 
který se předává objektu v konstruktoru, zanikne i samotný objekt. Pro tento účel je zděděna 
třída  QObject.  Další  třída  QtreeWidgetItem je  děděna  pro  využití  vlastnosti  zobrazení
do stromové struktury. 
5.2 Uživatelské rozhraní
Při implementaci grafického uživatelského rozhraní jsem většinou využíval zabudovaných  Qt tříd, 
ze kterých jsem vytvářel  instance a vkládal  do jednotlivých formulářů.  Avšak v případě widgetu
pro  zobrazení  položek  a  položek  samotných  tento  přístup  nestačil  a  musel  jsem  zdědit  některé
z Qt tříd a upravit si jejich vlastnosti. Při implementaci grafického rozhraní jsem také často využíval 
možnosti signálů a slotů pro komunikaci mezi jednotlivými okny aplikace nebo widgety v okně.
5.2.1 Widget pro zobrazení položek
Pro realizaci widgetu obsahujícího položky ze zdrojů jsem zdědil třídu QWidget, která je základem 
pro všechny třídy, které mají interakci s uživatelem. Vytvořená třída WidgetOfItem obsahuje instanci 
layout, podle které jsou všechny položky rozloženy. Dále je ve třídě implementován slot NewFocus, 
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který udržuje v proměnné  focusItem ukazatel na aktuálně označenou položku a zároveň při změně 
odznačí už neaktuální. Pro řazení položek podle data a času, je zde použita třída QMap, která uchová 
ukazatel  na  položky  a  jejich  časové  hodnoty,  sloužící  jako  klíč  podle,  kterého  se  řadí  veškeré 
obsažené položky.
5.2.2 Položka
Položku pro zobrazení zpráv jsem implementoval jako třídu MyItem pomocí zděděné třídy QFrame, 
ze které využívám vlastnosti různých ohraničení a spolu s layoutem poskytuje i možnost organizace 
uspořádání jednotlivých informací. Ve třídě je také použita metoda mousePressEvent pro identifikaci 
stisku levého či pravého tlačítka myši a jako reakce na tuto akci se zasílá signál třídě  Application
pro změnu stavu položky.
Třída  MyItem obsahuje všechny potřebné informace položky,  je  zde i metoda  ConvertDate
pro převod času z jednoduchého řetězce do časového pásma GMT+1 ve formátu třídy QDateTime. 
Čas  položek zobrazovaných v aplikaci  se  liší  od času položek zobrazovaných ve službě  Google 
Reader.  Tato skutečnost je zřejmě způsobena tím, že služba  Google Reader zobrazuje čas načtení 
položek do služby ze zdroje, ale pomocí API je získávána informace skutečného zveřejnění položek 
ve zdroji. 
5.2.3 Nápověda pro doplnění textu
Nápovědu  pro  doplnění  textu  jsem  implementoval  v  přihlašovacím  okně  aplikace  pomocí  třídy 
QCompleter. Při vytváření instance této třídy se jsem jako parametr zadal seznam všech uživatelů, 
kteří se k aplikaci v minulosti přihlásili, a následně instanci propojil s objektem třídy QLineEdit.
Pokud se tedy uživatel již v minulosti k aplikaci přihlašoval, tak ihned poté, co začne vepisovat 
uživatelské jméno, mu nápověda poskytne možnosti doplnění.
Obrázek 13: Nápověda pro doplnění textu
5.2.4 „Tray“ ikona
Instance třídy  QsystemTrayIcon je vytvořena v hlavním okně aplikace. Než tato instance vznikne,
je aplikací zkontrolováno, zda operační systém podporuje funkci „tray“ ikon. Pokud tomu tak nebude, 
aplikace bude se ukončí. Pokud operační systém podporuje „tray“ ikony, tak bude aplikace uvedena 
do stavu, ve kterém ji nelze zrušit kliknutím na horní křížek v okně. Kliknutím na horní křížek v okně 
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bude aplikace převedena na práci na pozadí a může být opět vyvolána pomocí kliknutí na „tray“ 
ikonu.
5.3 Automatická aktualizace
Automatická aktualizace počtu nepřečtených položek je implementována ve třídě Application pomocí 
třídy  Qtimer,  což  je  časovač,  který  periodicky  po  uplynutí  uživatelem  stanovené  doby  způsobí 
aktivaci  slotu  DownloadCountUnread třídy  NetworkHttp,  který  načítá  počet  nepřečtených
zpráv z učtu Google Reader.
5.4 Práce s uživatelskými daty
Třída  pro  práci  s  uživatelskými  daty  vznikla  zděděním  vlastností  z  třídy  QObject.  XmlParser
tuto třídu dědí z důvodu potřeby využití signálu a slotů při implementaci. Třída  XmlParser pracuje 
s uživatelskými daty,  které jsou ve formátu  XML přijaty ze sítě nebo s  XML soubory,  které jsou 
uloženy na disku. K datům uloženým na disku vede konstantní cesta „./users“ uložená v konstantě 
dirOfUsers. Tato cesta k adresáři se při každém přihlášení kontroluje a pokud neexistuje vytvoří se.
Jak bylo uvedeno při návrhu práce s data budou uložena v xml souboru a budou procházena 
technikou DOM. K tomu je využívána třída QDomDocument, ze které jsem vytvořil několik instancí 
pro načtený soubor uživatele, pro stažené zdroje a pro aktuálně stažené položky.
Pro kontrolu identifikace při přihlašování uživatele do offline režimu je potřeba zaznamenávat 
do xml souboru i uživatelské heslo. Nastává tedy problém s chráněním osobních údajů. Rozhodl jsem 
se  ho  vyřešit  hashovacím  algoritmem  md5,  který  poskytuje  třída  QcryptographicHash. 
Do uživatelského souboru se tedy ukládá hash (otisk) hesla a ten následně je porovnáván při offline 
přihlášení.
Kvůli  špatné  podpoře  API vyhledávání  se  zadaný  řetězec  vyhledává  ve  všech  aktuálně 
uložených  položkách  v  uživatelském  XML souboru.  Vyhledávání  se  provádí  v  titulku  a  popisu 
položky.
5.5 Síťová komunikace
Prací se sítí se zabývá třída  NetworkHttp, ve které je  řešena veškerá komunikace s  Google Reader 
účtem.  Proces  výměny  dat  pomocí  protokolu  http nebo  https zprostředkovává  instance  třídy 
QNetworkAccessManager obsahující metody get a post, které přímo zasílají požadavky.
Třída  QNetworkAccessManager pracuje s pomocí signálu finished, který je napojen na mnou 
určený slot přijímající došlá data. Generování signálu je zavedeno z toho důvodu, že stahování trvá 
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předem neznámou dobu, a pokud by se čekalo na úplné stažení dat aplikace by „zamrzla“ a uživatel 
by mohl být zmaten.
V aplikaci jsem také využil technologii cookies k autentizaci uživatele. Pro implementaci jsem 
použil  třídu  QNetworkCookie,  s  pomocí  které  jsem  definoval  každý  jednotlivý  záznam  cookie. 
Ukazatel  na  instanci  třídy  QNetworkCookie se  následně  nastaví  do  objektu  vytvořeného  z  třídy 
QNetworkCookieJar, která je propojena s instancí třídy QNetworkAccessManager. Tím je zaručeno 
použití cookies při zasílání požadavků.
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6 Testování
V této kapitole se zaměřuji na provedené testy během vývoje aplikace a popisuji případné nalezené 
omezení.
V průběhu vývoje byla prováděno testování na operačním systému typu GNU/Linux, při kterém 
bylo  odhaleno  několik  drobných  implementačních  chyb,  jež  byly  okamžitě  opraveny  (například 
nemožnost přihlášení při vložení hesla se speciálními znaky atd.).
V  pokročilém  stádiu  vývoje  byla  odhalena  chyba,  která  znamená  významná  omezení 
funkčnosti  aplikace  a  nepodařilo  se  jí  vyřešit.  Při  požadavku  načítání  položek  ze  zdroje  byla
v některých případech zjištěna žádná nebo špatná reakce aplikace to stejné platí u přidávání zdroje. 
Po odchytávání  paketů pomocí  aplikace  wireshark bylo zjištěno,  že tato skutečnost  je  způsobena 
použitím http klienta Qt toolkitu. Tento klient mění při zasílání v požadavku GET nebo POST znak 
„%“ na znaky „%25“,  což by bylo v pořádku,  kdyby změnil  všechny speciální  znaky,  ale  např.
po zadání  znaků „%3F“,  což  představuje  otázník,  klient  posílá  znaky „%253F“.  Řešením tohoto 
nedostatku by mohlo být napsání vlastního http klienta např. s pomocí knihoven založené na práci se 
sockety.
Po  dokončení  vývoje  byla  aplikace  testována  na  operačním systému  Windows7.  Zde  bylo 
zjištěno, že offline režim aplikace funguje standardně, ale při pokusu přihlášení do online režimu se 
vyskytla  chyba  neschopnosti  přihlášení.  Aplikace  hlásí  chybu  při  komunikaci  s  protokolem  ssl. 
Mohlo by to  znamenat  např.  chybějící  knihovnu,  ale  žádné řešení  jsem pro tuto situaci  nenašel. 
Kompatibilitu lze tedy zaručit pouze u operačního systému GNU/Linux 
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7 Závěr
Cílem práce bylo nastudovat informace o online syndikaci, jejich formátech a API Google Readeru. 
Dalším  úkolem bylo  vytvořit  uživatelské  rozhraní,  které  využívá  účtu  Google  Readeru tak,  aby 
poskytovalo možnost rychlé a účinné práce s rozhraním. 
Při vypracování zadané práce byl vytvořen přehled o historii, vývoji, struktuře a odlišnostech 
mezi syndikačními formáty. Dále byly zpracovány informace o API Googlu, možnostech přihlášení 
se ke  Google účtu a využívání služby  Google Reader pomocí  API. V Práci byl zaznamenán návrh 
aplikace  se  zjednodušeným objektovým modelem a  postup  při  implementaci.  Práce  by  mohla  v 
budoucnu sloužit pro jiné programátory jako návod jak řešit vývoj aplikací závislých na API Google 
Readeru a pro předcházení určitých problémů.
Hlavní cíl zadání byl splněn, i když s jedním omezením, které se objevilo v pokročilé fázi 
implementace a s časových důvodů se s ním již nešlo vypořádat. I tak existují pro aplikaci možnosti 
dalšího vývoje. Jednou z možností může být např. vývoj offline režimu, kde mohou být zavedeny 
funkce, které uživateli umožní plnohodnotně používat aplikaci při aktuálním nepřipojení k internetu. 
Proto by mohla být zavedena funkce synchronizace dat, které uživatel upravil v offline režimu. Tuto 
funkci  by bylo možné implementovat  pomocí  vytvořené fronty příkazů,  které  by se  ukládaly do 
uživatelského  XML souboru a při  přihlášení uživatele do online režimu by se tato fronta spustila. 
Další zajímavou funkcí pro budoucí implementaci  by mohla být načítaní webových stránek, na které 
odkazují jednotlivé položky. To znamená zpřístupnit v offline režimu uživatelům celé znění zprávy. 
U implementace  této  funkce  by  mohlo  nastat  problém s  ukládáním množství  dat,  a  také  s  jeho 
zobrazením.  Dále  by  mohla  být  aplikace  vylepšena  zvetšením  množiny  funkcí,  která  vytvořená 
aplikace disponuje, a také vylepšením v organizaci zdrojů a kategorií tzn. zobrazení v pořadí, jaké 
požaduje uživatel. V neposlední řadě by mohlo být vytvořeno více jazykových verzí aplikace.
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Příloha 2. Náhled aplikace v prostředí OS 
Windows7
Obrázek 14: Přihlašovací okno
Obrázek 15: Okno hlavní aplikace
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Příloha 3. Návod přeložení projektu na 
serveru Merlin a v poč. učebnách
1. Zdrojové soubory k aplikaci se nachází na přiloženém CD v adresáři
src/
2. Vytvoření souboru makefile příkazem
/usr/local/share/Qt-4.5.0/bin/qmake -makefile
3. Následně standardně přeložit aplikaci
make
4. Spustit aplikaci
./GReader
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