Abstract: Web services provide a standardized way of accessing functionality over networks. Most beneficial is their use if many Web services are composed in order to develop an application. Due to their nature, Web services can be used to support businesses if their composition matches the underlying business processes. However, the activities related to composition as well as design of a corresponding user interface are still time consuming. This is especially true in small and medium sized enterprises (SMEs) due to their available resources. Therefore, we propose a light-weight concept for model-driven composition by attaching additional attributes to EPCs only. This allows to model the Web service composition as well as the user interaction. In this context model-driven means that developers create models instead of source code. These models are then used to create executable code.
Introduction
With the advent of Web services during the last years, software components can be remotely accessed via local networks as well as the Internet. Small services provide clients with specific functions. These can be invoked using standardized protocols, like Simple Object Access Protocol (SOAP) [GHM + 03]. The goal is to create an infrastructure allowing business applications to transparently discover and use Web services. Thereby, the integration of different applications and the development of distributed applications will be made easier. This architecture, called Service Oriented Architecture (SOA), provides a transparent environment in which applications are composed out of services.
Some hopes and visions are associated with SOAs. For example, Enterprise Application Integration (EAI), i.e. the seamless connection and data exchange between different systems in an enterprise, is mainly based on using Web service standards. While EAI has become an objective for larger enterprises due to the huge number of deployed systems, small and medium sized enterprises (SME) still have problems supporting their business processes with integrated IT systems.
SMEs compete against larger corporations utilizing their flexibility and their ability to innovate. In order to further increase their opportunities, these SMEs need to deploy ERP systems to support their business processes. But to stay as flexible and competitive as today, SMEs would have to customize their ERP system each time the business processes change. However, ERP systems are complex and their customization as well as maintenance are costly. Therefore, SMEs often do not have the financial resources to deploy and maintain powerful and large ERP systems.
To fill this gap, cheaper ERP systems with less functionality have been offered and the concept of Application Service Providing (ASP) has emerged. However, both solutions have their drawbacks: ERP systems offering less functionality do not realize all possible opportunities and do not address maintenance costs. Even worse, ASP, i.e. the operation of systems by a third-party in an external data-center, has been rejected because enterprises are not willing to store their valuable data externally and the distribution of responsibilities creates management problems [Wal03] . Therefore, a solution is needed which combines local data management with reduced costs and flexible support for changing and optimizing business processes [LGS05] .
We address this problem with an ERP system whose logic is completely composed of Web services. These are dynamically arranged to support the company's business processes [KGRL04] . Such an ERP system has the advantage of storing all relevant data in-house as well as being extensible by integrating as many Web services as required for realizing the desired functionality.
The main focus of this paper is the light-weight composition of a set of Web services to a fully functional application by directly using business process descriptions. For a fully functional application not only the logic but also the user interface has to be composed as well. For modeling the application's processes Event-Driven Process Chains (EPCs) are used.
The presented ideas are subject of our current research. The user interface part has already been implemented, demonstrating the technical merits of our approach and serving as a proof of concept. Composition of Web services and data management will be implemented next. This paper is structured as follows: After presenting the related work on this subject, the paper discusses possible advantages of using EPCs in the given problem domain. In the main part, the concepts for composing Web services and user interfaces are explained. Afterwards, a small example is given. The paper closes by describing future research problems and challenges before a conclusion is given.
Related Work
As stated in the introduction, the goal of our approach is the light-weight design of business applications as a whole using a model-driven concept. This includes the generation of the user interface needed to support human interaction with the IT system. However, EPCs are only used for the modeling and visualization of business processes. Thus they must be extended with additional information, allowing for the modeling of the Web services' flow and the user interface.
From the field of Business Process Modeling, research into EPCs [KNS92] is valuable to our approach: Since the main purpose of EPCs is to model business processes, some properties are missing to directly use EPCs as a workflow language. However, there has been research on how EPCs can be used as a workflow language [Deh02] and which extensions are needed to pass all workflow patterns [MNN05] . Other research has been done to precisely define the semantics of EPC models [Kin06] [ADG02] . On the subject on how to synchronize business processes and Web service composition there has been much research as well, e.g. repository replication by Terai et. al [TIY03] . Furthermore, there are possibilities to map BPEL descriptions back to EPCs [MZ05] .
Related to user interface Design and Generation is the attachment of user interface information to business processes. The idea of capturing the core design of a user interface in an abstract model is not new and has been researched actively in the Model-Based Design of user interfaces (MB-UI) for more than a decade [Pat99] . Numerous design environments have been proposed, each differing in the number and type of models used (for a thorough overview the reader is referred to [dS00] ). The task model, commonly found in all approaches, is tightly connected to our project: The business process model is in fact a task model on a very high abstract level. This is elaborated in [Trae99] , where the author shows that both models share the same basic components.
Criteria which are required for successful acceptance of model-based techniques by practitioners and problems MB-UI techniques have faced in the past are listed in [TMN04] . Especially their complexity hinders their application. Therefore, our approach particularly strives to reduce the inherent complexity.
Using Business Processes as a Modeling Tool for ERP Systems
The main users of our envisioned ERP system are SMEs as they often optimize their business processes. They should themselves be able to customize the software as easily and cheaply as possible.
We assume SME personnel to be able to understand and edit simple business process notations. Business Processes are often modeled in Business Process Languages, i.e. special notations suited to be comprehensible by business process designers, IS specialists and many economists. These notations are a very good foundation to build a common understanding between all involved parties.
In SOA-based applications services are composed. In particular applications need to know when and how a service should be executed.
Such compositions can be implemented by using workflow systems. They allow to describe an executable process whose activities can be service calls. Special languages like BPEL have been developed in order to make Web service composition easier. Composition models are often refinements of business processes. After special composition languages have been used, the extraction of a pure business process view is difficult. The synchronization between business process models on the one hand and the dependent composition models on the other hand is a real challenge. Research has been done on how to make the transition back to business process models easier [MZ05] or how to replicate between both repositories [TIY03] . But much effort would be saved if it was not necessary to synchronize at all. Instead a unified repository in which changes to the underlying business processes would directly change the composition model as well would be a better alternative.
For our design of an ERP system suited for SMEs the aim is such a unified repository. Event-Driven Process Chains (EPCs) are the foundation of our approach: They are extended with necessary attributes for generating a working software system. The system shall support the corresponding business processes and use Web services for embedding the application logic into the system. In order to be useful, an application needs to be operated by end users. In contrast to BPEL we decided to model the user interaction directly in the business process as well and generate screen masks out of the business process repository.
The necessary extensions can be organized in different views on the EPC model: There can be views for traditional EPCs, for composition properties, for requirements and so on. EPCs are well-suited for this task because many views are just hierarchical refinements of traditional business functions. For example, steps in the user interface correspond to steps within a business function.
Consequently, our approach tries to attach necessary information for generating applications as properties to EPC models. Therefore, we divide the application into three layers:
• Presentation Layer: In this layer the user interface is generated from the extended EPC attributes.
• Process Layer: The process layer is responsible for the composition of the Web services, to organize the application's workflow and data management.
• Web Service Layer: The application logic is composed out of Web services which are offered on the Internet and in the local network.
In the next two sections we present the additional properties needed for Web service composition and UI generation.
When composing Web services within the given scenario of SMEs, the composition should be easily understandable and changeable. Since EPCs can foster a common understanding, it would be helpful to use EPC models in order to do the composition.
For composition we differentiate Web services depending on their granularity:
• Business Service: This kind of Web service can be directly invoked to execute the program logic covering a whole business function in an EPC. This means one business function can be related directly to one Web service call.
• Sub-Business Service: All other services which provide a corresponding business service interface, such as technical support services like data querying etc. and business logic services which contain business logic but not on an abstraction level high enough to directly support a business function without requiring additional help mechanisms like transaction management.
In the following the composition options of each Web service type will be discussed.
Composition of Business Services
If a Web service contains the required logic of a business function, there is a 1:1 mapping between the service and the function. Therefore, the Web service description, for example as a WSDL document, can be attached to the business function.
Furthermore, the Web services' input and output need to be managed and saved. In BPEL this is realized by transformations which clutter the diagrams. Furthermore, these transformations are technical details and therefore only interesting for IT experts but neither for economists nor business process designers. Because of this we decided to attach input and output XSL transformations to the business function as attributes. These transformations can access the business objects attached to the business function according to the eEPC notation. Because we require each business object to have an XML Schema, XSL can convert between XML objects and the XML document containing the Web service parameters and vice versa. The XSL input and output transformations as well as the WSDL document would be the functional equivalent to BPEL's partner links and port types.
This concept achieves to store all additional information needed for Web service composition and execution as properties of business functions. No additional symbols have to be introduced in the EPCs although we recommend to mark business functions. Such markers are intended for people interested in the compositional and IT-related aspects. We propose to use three markers for a business function: (1) for business functions which are automated by Web services, (2) another one for those that cannot be automated by software and a third for those (3) that are unknown. The last marker is like a to-do-marker which signals that the Web service composer needs to inspect the business function and
Name Description Notation

Web Service
A given Web service can be used to achieve the business function, e.g. "Add customer" or "Cancel Order".
Manual Execution
The business function cannot be executed but need to be done manually, e.g. "Send product to customer" or "Phone Customer"
Unknown
The business function has not yet been inspected and it is not known whether or not it can be automated by a Web service. We believe that Business Services will be the predominant form of Web services for the following reasons:
• Semantic: Web services are normally developed to support a business process. Therefore the software designers will mimic the semantic of the business process in their design. This leads to top-level interfaces reflecting the business functions. • Performance: Web services are remote components. Each remote call is very costly in terms of performance. Therefore, design focuses on minimizing remote calls leading to coarse-grained interfaces of remote components [Fow02] .
• Ease of Composition: Composition is supposed to be easier with coarse-grained Web services. Since this practice has been propagated for years (e.g. by Hanson [Han03] ) it will influence designers' decisions.
Because of these reasons we believe EPC-only composition will be possible most of the time.
Composition of other Services
Sometimes Web services, that are too fine-grained to be composed with EPCs, need to be included in the composition model. In this case, more advanced composition options are needed. Introducing all these capabilities into EPCs would destroy their main advantage:
The easy notation with three main elements (function, event, connector) would vanish. Furthermore, it would duplicate the effort already undertaken, because BPEL was developed with exactly that support in mind.
Therefore, we propose a two-layered approach for composing finer grained services by combining EPC's and BPEL's strengths:
1. Fine grained Web services are composed using BPEL. This allows maximum flexibility. The result is a Business Service.
2. The new Business Service is integrated into the global Web service composition modeled with EPCs. This still allows a good overview and a reference for discussion with all responsible people in an enterprise.
Smaller services are therefore composed outside the EPC model thus hiding complex composition logic from the top-most view. The business process model can still be changed by business process designers. Independently, experts can fine-tune details in the Web service composition.
Composition Architecture Summary
Our general Composition Architecture as shown in figure 1 is based on EPCs for composition of the Web services. The EPCs and their execution engine form the Process Layer. The Process Layer calls Web services located in the Web Services Layer. This layer consists of Web services divided into Business Services and other services. Non-Business Services will be composed using BPEL in order to form a Business Service which can be composed using the Process Layer.
The clear distinction between Process Layer and Web service layer allows different roles to fulfill process-related and technical tasks. The EPC notation is understandable for non-IT experts; Web service development and more demanding composition are separated clearly. These tasks can be done by technically skilled people.
In the context of SMEs this means that the general workflow can be changed by the enterprise itself. In contrast the business services and more complex compositions can be developed and maintained by a third party like ISVs etc.
In chapter 6 we present a short example on how to compose a business process using our concept.
Generating and Controlling the user interface
In the sections above the lower two layers of the envisioned ERP system were presented. If a process change occurs on the middle layer, only the presentation layer is rendered useless: This is due to the occurring inconsistencies between the process model and the control flow implicitly defined by the user interface. It is crucial that the presentation layer is kept up-to-date according to the business process changes to preserve the flexibility of our approach.
Our goal is to semi-automatically generate the user interfaces by adding additional information to the process model. The following requirements of the user interface can be identified and mapped to the correspondent level, where they should be dealt with:
1. The cooperation between different users of the ERP system has to be handled because many users can be involved in the same business process. This is a distinguishing feature of this kind of application, as normal standalone applications are only controlled by a single user. The cooperation is already modeled by the business process and merely has to be supported by our system.
2. The activities in the business processes have to be modeled in such detail that a screen mask for a single user interface can be inferred from the extended information. The business functions requiring interaction with a user can be seen as generalized descriptions of these activities, for which a more detailed task model has to be designed. As we will see, our proposed task model remains on a high abstraction level in comparison to others [dS00] , which reduces the inherent complexity.
Business Process Layer
The separation of concerns to different layers of the model as described above can be made explicit by the use of hierarchic functions in the EPC model. Events form the implicit interface between both model layers as they are shared by both the business process and the task model. This interface is used to implement the cooperative aspect of the system. It easily translates into an exchange of events by the ERP system among the different clients: If an event has occurred in the process layer, all affected users have to be notified. To this end, roles are assigned to each user and to the steps in the business processes. If an event is triggered, all affected users can be notified and the event is forwarded to their client computers. Given a well documented EPC, these events can be displayed appropriately to the user in the user interface. If all necessary preconditions are fulfilled, the user can afterwards start the subprocess (i.e. the task model) and control it using his client application. Once the user finishes the subprocess, the server is notified of the evoked end events. This in turn may lead to the notification of other clients and eventually to the execution of following processes and task models. EPCs are well-suited to model the cooperative aspect of ERP systems.
Task Model Layer
Modeling the cooperation on the business process layer, the designer can focus on modeling the activities of a single user on the task model layer.
Tasks are activities required to reach a certain goal. A single task is always assigned to a single goal. A task model is a composition of tasks, defining their temporal and conditional relationships. For instance the task model specifies in what order tasks are to be performed, i.e. if one task necessitates another, or if tasks can be executed independently of each other.
A task model defines a so called structured task, which subsumes the goals of its subtasks to a global goal. Structured tasks can then again be used in other task models. Therefore, a task hierarchy is established.
EPCs are a task model, with the notion of a task translated to the notion of a function. The hierarchical relationship mentioned above is easily modeled by the use of EPC's hierarchical functions. However, EPCs reside on a very high abstract level with functions denoting quite complex activities. In order to generate a user interface from an EPC, its level has to be lowered by decomposing each abstract business function into more detailed tasks.
The detailed information is given by assigning each function or task to a certain type. The user interface generator uses this type in order to construct a component capable of supporting it. Comparing the various proposed task models, a common set of tasks can be identified, which seems to be of elementary importance. We have adopted these tasks in our approach and transferred them to an EPC notation as listed in table 2.
Tasks are connected to objects which need to be manipulated or retrieved. These are the domain of the task. In our case, the domain is well-defined by the use of Web Services and the representation of data by an XML Schema. In other models the objects handled by the various tasks are sometimes as fine grained as a String object. The trade-off is between flexibility to model the user interface on the one hand side and the complexity and size of the model on the other hand side. We decided to define the tasks on a higher abstraction level, because the complexity greatly hinders the acceptance of the approach. Each task is assigned an information object, which is part of the whole process's XML data and is defined by a complex XML Schema type. Due to the well-structured nature of XML Schema, this information can be used to generate basic user interfaces supporting the execution of the task types. This approach is similar to [LLK04] .
XML Schema is recursively built from primitive types, like strings or integers, which are defined in its specification. These types can either be used to derive other simple types by
Name Description Notation
Selection
The user selects data from a collection of possible choices.
Edit
The user edits some information object from the data model.
Control
The user explicitly invokes some action. This is used to model navigational decisions.
User
The user has to do something by himself, e.g. planning, comparing, etc. constraining the range of possible values (like only positive numbers) or they can be used to compose them in a content model, which is either one of all, sequence or choice (like address containing name, street, city, ...).
In order to construct a user interface, each primitive type is mapped to a well-suited editor. The XML Schema's constraints can either be used to limit the editor itself, or be used as a validation rule to check the user input. If the entered value is out of range, this can be reported to the user. A short example of the whole transformation is given in figure 2 . The assignment of the editors to the different primitive types can be supplemented with a template system, which allows the user or a whole organization to choose the representation most fitting for a certain type.
If editors are available for all simple types, they can be composed in the same way as specified in the XML Schema. In case of a sequence, the translation is the straightforward chaining of the editors. The XML Schema content models all and choice are represented by the use of check boxes, drop down lists or tabbed panes. All editors can be recursively composed with each other in a bottom-up approach. The result is a basic user interface component for each task in the task model. The events in the process represent the possible results of a task. Each event can hold a condition evaluating the task's output to determine the path taken at splits. Though this may seem to contradict the passive nature of events, the data itself is produced only in the functions. Raising the tasks on the high abstraction level as we have done, results in a task model which resembles very much the controller in the MVC framework [KP88] (more specifically the Model 2 architecture used in Web applications). Hence, the task model descriptions can be used as a back-end of a generic controller, which is responsible for (a) selecting the following view, (b) managing the data model , and (c) invoking the underlying services.
A minor problem arises with (a) when we consider AND/OR splits in the EPC model. In the traditional interpretation such a split means that the following paths can be executed independently of each other. Thus, the generic controller can arbitrarily handle the paths one after another, which results in a sequence thereby removing the split. However, in the context of task models the designers might intend to model synchronized tasks, which depend on each others information. In this case the controller has to merge both associated user interface components.
The user interfaces generated above are constrained in two dimensions: Firstly, a task model is a decomposition of an abstract business function. Thus, the User interface is goal-oriented in its nature, because all tasks have a common overall goal, namely that of the abstract business function. This corresponds to a wizard-style interface with a linear control flow, guiding the user towards that goal. Secondly, the basic user interface components are constrained to the expressiveness of XML Schema. Consequently, structures which cannot be expressed by XML Schema cannot be manipulated by the user interface.
The generated interfaces seem to be simple in nature. However, they are still sufficient for the domain of ERP systems, where most screen masks resemble simple forms for textual or numerical data. Their simplicity furthermore reduces the complexity of modeling the user interface. The latter might prove to be crucial for the adoption by practitioners, as the learning curve is not as steep as in other approaches.
Example: Supporting a Order Reception Application
To illustrate the concept a small example is given in this chapter: A small company takes orders from its customers, who can request a special price they are willing to pay. Thus, the profit margin of each order has to be checked. If it is not in accordance with the company's strategy, a manager has to decide whether the order will be accepted or not.
If it is accepted, the profit margin has to be adjusted. We define the process using our extended EPC notation as shown in figure 3 .
Starting with the incoming order, an employee chooses an "Receive Order" item within its user interface. This issues the EPC's start event and the margin is checked. This action is automated by a Web service as can be seen by the business function's symbol. The result will be some change to the underlying data model. The following events specify mutual excluding conditions on the model, so the path taken at execution time can be determined.
If the profit margin is too low, the manager has to handle the order.
The correspondent business function is decomposed into a task model, from which a user interface can be generated. If a "Margin too low" event occurs, the manager's client application receives an event and the task model is executed. First, the difference between the expected margin and the one from the order is visualized. This can either be a simple textual display in the user interface, or the company could specify a special editor like a chart for this task. Based on the difference, the manager must make a decision, which is modeled by a Control task. If the order is not rejected, the manager must update the profit margin in an Edit task. If the order is approved, it is forwarded to the production facility, which can be automated by a Web service call.
Future Work
This paper presented a concept on how to compose Web services to a fully functional business application including the user interface. The user interface part has already been implemented in an application server. The Web service composition is implemented rudimentarily. Our system is able to call Business Services. We will extend the application server with additional functionality for dealing with Web services: Fail-over support, load balancing, selection of appropriate Web services are the next logical steps.
Other extensions will be security and transaction management. However, these extensions will require their own properties, e.g. which user roles may access various business functions or where transaction boundaries are located. The more properties get attached to EPCs, the more an EPC editor is needed, which can show views suited for different stakeholders in the underlying EPC model. For example, business process designers could be interested in an EPC notion, while IT department managers would like to see which software supports certain processes and by which users it is accessed.
On the management and requirements side, there are open issues on how to transfer the business requirements as smoothly as possible into a business process model. Our goal is to integrate known and proofed requirements engineering concepts of the Software Engineering world, like Use Cases [Coc00] , into business process models. As with traditional Requirements Engineering this is mainly an organizational aspect.
On the theoretical side, the EPC model with the new properties for Web service and user interface composition needs to be formalized. This includes extensions to EPML (EPC Markup Language) [MN05] . We have preliminary support for these extensions since we use EPML to store the business process models on the application server.
Conclusions
In this paper we described a concept for using EPC models in order to design the service composition and user interface of business software. EPCs have the advantage of offering a simple notation which can be easily extended. If combined with Web services the step from business processes to the service composition model can be made easily, thus offering a unified modeling environment for business software. While several other technologies exist for composing services, we added user interface generation. For accomplishing this task we describe the task model of the user interface with the EPC notation of functions and events. This notation is sufficient to describe ERP user interfaces having a mainly linear control flow.
Combined, these technologies provide a solid foundation for ERP systems well suited for SMEs. They allow flexible and rich functionality by easy integration of Web services while providing local data storage and easy customization. These strengths will hopefully be further improved by the results of the open research questions outlined in the future work section.
