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RESUMEN 
Lo común y tradicional en las aplicaciones de SmartPhone es interactuar con el usuario 
a través de aplicaciones o widgets1. A través de servicios, al correr en segundo plano, 
podemos dotarlos de interacción gracias al servicio del sistema Window Manager.  
Esto significa que un desarrollador puede salir del recinto cerrado que significa una 
aplicación convencional y a la vez mantener una interacción significativa con el 
usuario. Esto podría ser un widget pero este tiene sus limitaciones como el estar estático 
en el escritorio y con la misma restricción de estar en un “recinto cerrado”.  
Si dotamos a los servicios de interactuación gráfica estos nos permiten casi total libertad 
para poder aparecer en primer plano cuando lo necesitemos, aunque el usuario esté 
utilizando otra aplicación en ese momento.  
Un servicio es un componente del ecosistema de una aplicación el cual corre en 
segundo plano y suele encargarse de tareas largas y pesadas. Al correr en segundo 
plano no depende directamente del ciclo de vida de la aplicación y podemos hacerlo 
correr aunque nuestra aplicación esté cerrada o parada, lo cual nos permite poder 
poner nuestra interfaz gráfica o notificaciones por encima de otras aplicaciones.  
Window Manager es un servicio del sistema que permite a través de una interfaz, 
controlar y añadir vistas a la pila de ventanas gráficas del dispositivo. Esto hace que 
podamos indicarle, aun sin estar en una actividad, que ponga sobre otras aplicaciones 
las imágenes o componentes gráficos que nosotros queramos. 
Al unir estos dos componentes del ecosistema Android he trabajado en tres pruebas de 
concepto en las cuales he visto como lejos de consumir mucha batería o memoria RAM, 
ocurría lo contrario, un consumo bajo y aceptable en la mayoría de casos por lo cual 
resulta algo viable e interesante de implementar a nivel profesional. 
                                                 
1 Aplicación que se ejecuta en el escritorio y que normalmente se encarga de facilitarnos el 
acceso a funcionalidades de otras aplicaciones o del sistema. 
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Aún con limitaciones lógicas, como darle salida al usuario siempre o no bloquear su 
teléfono móvil, esta manera de utilizar los servicios podría y seguramente se convertirá 
(si Google no aplica una mayor restricción sobre ello) en una de las vías por donde la 
industria de las aplicaciones móviles se expandirá sin lugar a dudas. 
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SUMMARY 
The common and traditional use of SmartPhones is to interact with the user through 
applications or widgets. We can provide an interaction character to background 
running services using Window Manager service.  
This means therefore a developer can escape from the enclosure that a conventional 
application represents and at the same time maintain a significant interaction with the 
user. This could be a widget but this has its limitations like being static on the desktop and 
with the same restriction to be in a “closed area”. 
If we provide services with graphical interaction, these allow us freedom to come 
foreground when needed, even if the user is using another application at the same time. 
A service is a component of the ecosystem of an application which runs in background 
and is typically responsible for long and heavy tasks. Cause its running in the background 
it does not directly depend of the life cycle of the application even if our application is 
closed or stop, which allows us to put our graphical interface over other applications. 
Window Manager is a system service that allows us through an interface control and add 
to the stack view viewports device. This means that we can tell the system, even without 
being in a activity, put on other images or graphics applications components that we 
want.  
By uniting these two components I had worked in three proofs of concept in which I saw 
a low battery and RAM consuming in most of the cases, resulting in a viable way to work 
on it. 
Even with logical limitations, such as giving out the user always or not block your mobile 
phone, this way of using the services could and probably will become (if Google does 
not apply greater restrictions on it) in one of the ways in which the industry mobile 
applications will expand beyond doubt. 
 
Interacción gráfica en Servicios de Android Pablo Struth Izquierdo 
 
~ 6 ~ 
 
Índice 
 
AGRADECIMIENTOS ...................................................................................................................... 2 
RESUMEN ........................................................................................................................................ 3 
SUMMARY ...................................................................................................................................... 5 
1 Introducción........................................................................................................................... 9 
2 Antecedentes ...................................................................................................................... 10 
3 Interacción en servicios...................................................................................................... 12 
4 Servicios en Android ........................................................................................................... 13 
4.1 Definición de servicio .................................................................................................. 13 
4.2 Utilidad de un servicio ................................................................................................. 13 
4.3 Tipos de servicio ........................................................................................................... 13 
4.3.1 Servicios llamados por Started ........................................................................... 14 
4.3.2 Servicios iniciados por bound ............................................................................. 17 
4.3.3 IntentService.......................................................................................................... 21 
4.4  Algunas consideraciones ........................................................................................... 21 
4.4.1 Sticky or not Sticky. ............................................................................................... 21 
4.4.2 Declaración en el Manifest ................................................................................. 21 
5 Window Manager ............................................................................................................... 23 
5.1 ¿Qué es? ............................................................................................................................ 23 
5.2 ¿Cómo funciona? ............................................................................................................ 23 
5.3 Creando una vista con Window Manager .............................................................. 24 
5.4 Tipos de Parámetros ......................................................................................................... 25 
5.5  Permisos necesarios para acceder al Window manager ......................................... 26 
6 Servicios, actividades y Widgets ....................................................................................... 27 
6.1 Actividad (aplicación convencional) ........................................................................... 27 
6.2 Widget ................................................................................................................................ 27 
6.3 Servicio ............................................................................................................................... 27 
6.4 Conclusión ......................................................................................................................... 28 
7 Pruebas de concepto ........................................................................................................ 29 
Interacción gráfica en Servicios de Android Pablo Struth Izquierdo 
 
~ 7 ~ 
 
8 Desktop Ball .......................................................................................................................... 31 
8.1 ¿En qué consistirá esta POC? ......................................................................................... 31 
8.2 Estructura del proyecto. .................................................................................................. 31 
8.3 Desarrollo de la POC ........................................................................................................ 32 
8.3.1 Elección del servicio .................................................................................................. 32 
8.3.2 Launcher Activity ....................................................................................................... 32 
8.3.3 Servicio ........................................................................................................................ 33 
8.3.4 La clase Ball Game .................................................................................................... 33 
8.4 Pruebas .............................................................................................................................. 39 
8.4.1 Consumo de CPU ...................................................................................................... 40 
8.4.2 Consumo de memoria .............................................................................................. 40 
8.4.3 Consumo de batería ................................................................................................. 41 
8.5 Conclusiones ..................................................................................................................... 41 
8.6 Mejoras ............................................................................................................................... 41 
9 Bloc de Notas ...................................................................................................................... 42 
9.1 ¿En qué consistirá esta POC? ......................................................................................... 42 
9.2 Estructura del proyecto. .................................................................................................. 42 
9.3 Desarrollo de la POC. ....................................................................................................... 42 
9.3.1 Elección del servicio .................................................................................................. 42 
9.3.2 Launcher Activity ....................................................................................................... 43 
9.3.3 Servicio ........................................................................................................................ 43 
9.3.4 La clase Bloc_Notas ................................................................................................... 43 
9.4 Pruebas .............................................................................................................................. 49 
9.4.1 Consumo de CPU ...................................................................................................... 49 
9.4.2 Consumo de memoria .............................................................................................. 50 
9.4.3 Consumo de batería ................................................................................................. 51 
9.5 Conclusiones ..................................................................................................................... 51 
9.6 Mejoras ............................................................................................................................... 51 
10 Espejo ................................................................................................................................ 52 
10.1 ¿En qué consistirá esta POC? ....................................................................................... 52 
10.2 Estructura del proyecto. ................................................................................................ 52 
Interacción gráfica en Servicios de Android Pablo Struth Izquierdo 
 
~ 8 ~ 
 
10.3 Desarrollo de la POC ...................................................................................................... 52 
10.3.1 Elección del servicio ................................................................................................ 52 
10.3.2 Launcher Activity. .................................................................................................... 52 
10.3.3 Servicio ...................................................................................................................... 53 
10.4 Pruebas ............................................................................................................................ 56 
10.4.1 Consumo de CPU .................................................................................................... 56 
10.4.2 Consumo de memoria ............................................................................................ 56 
10.4.3 Consumo de batería ............................................................................................... 56 
10.5 Conclusiones ................................................................................................................... 57 
10.6 Mejoras ............................................................................................................................. 57 
11 Custom Notification ........................................................................................................ 58 
11.1 Implementación de la Notificación personalizada .................................................. 58 
12 Futuros proyectos ............................................................................................................ 61 
13 Conclusiones .................................................................................................................... 62 
14 Bibliografía ........................................................................................................................ 63 
 
 
 
 
 
 
 
 
 
 
 
Interacción gráfica en Servicios de Android Pablo Struth Izquierdo 
 
~ 9 ~ 
 
1 Introducción 
En el paradigma tecnológico actual a nadie se le escapa el concepto de SmartPhone 
ni la existencia de los sistemas operativos iOs, Windows Phone o Android. Son conceptos 
que forman parte de nuestro día a día. Por ello, no pretendo hacer de este trabajo final 
de grado un extenso redactado sobre lo que es un sistema operativo dedicado a 
plataformas móviles o en qué consiste un teléfono inteligente ya que creo que es algo 
que en mayor o menor medida todos tenemos aprehendido hoy en día. 
Mi objetivo en este trabajo es otro bien distinto y es estudiar una manera alternativa de 
interactuar en estas plataformas. Esta manera consiste básicamente en la utilización de 
servicios para algo más que encargarse de los eventos de conectividad de una 
aplicación concreta o de largas tareas que precisan de ejecutarse en otro hilo de 
ejecución. Se trata de implementar una interfaz gráfica en un servicio y de esta manera 
poder interactuar con él aun estando en segundo plano. Mi objetivo, por lo tanto, es 
estudiar si esto es posible, si es viable, demostrarlo con unas pruebas de concepto, y, 
finalmente, pensar hacia donde podríamos proyectarnos siguiendo esta línea.  
Aunque existen ya en el mercado algunos ejemplos de esto, tal como veremos más 
adelante, me sorprendió que no hubieran muchas más aplicaciones que explotaran 
este recurso. Uno se pregunta entonces, ¿Será por falta de viabilidad, por dificultad 
técnica o por qué simplemente no ha sido necesario hasta ahora? ¿Sería posible subir a 
la tienda de aplicaciones de Android una aplicación basada sólo en servicios con 
interfaz gráfica? 
Finalmente, ¿Por qué investigar esto en Android? La respuesta es fácil, es el sistema 
operativo más abierto de los tres grandes presentes y en el cual este tipo de servicios 
pueden ser más fáciles de aplicar.  
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2 Antecedentes 
La visión tradicional de una aplicación en un teléfono móvil consiste en un recinto 
cerrado donde nos movemos alrededor de diferentes pantallas. Cada pantalla está 
pensada para una funcionalidad y es fácil dividir una aplicación en diferentes bloques. 
Sea un juego, mensajería o un editor de texto todo parece enfocado a utilizar sólo sus 
funcionalidades cuando estamos en ese recinto cerrado, dentro de la aplicación. Sólo 
las notificaciones del sistema nos permiten recordar la existencia de estas aplicaciones 
y saber que está pasando en ellas o si tenemos un mensaje nuevo. 
Por otra parte, los widgets, no dejan de ser mini aplicaciones que sí bien pueden 
actualizarse y se puede interactuar con ellos fuera de sus respectivas aplicaciones están 
muy limitados y su posición en la pantalla es más bien estática. 
Acostumbrados a esto, la sorpresa nace cuando surgen aplicaciones que nos permiten 
interactuar de manera diferente con ellas, a través de servicios con procesamiento 
gráfico. Un ejemplo lo encontramos en Facebook Messenger2 
Fijémonos en la siguiente imagen: 
 
FIGURA 1 BURBUJA DE CHAT DE FACEBOOK MESSENGER 
                                                 
2  Aplicación desarrollada por Facebook para usar como mensajería instantánea entre sus 
usuarios. Descargable en   
https://play.google.com/store/apps/details?id=com.facebook.orca&hl=es 
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Podemos ver un sistema operativo Android, donde nos encontramos en el escritorio, con 
la aplicación de Messenger o bien cerrada o bien en segundo plano, y, en el borde 
superior derecho, nos encontramos una burbuja de chat. En ella se nos indica el usuario 
que nos ha hablado, la cantidad de mensajes y una pequeña guía para utilizar esta 
burbuja indicándonos que si picamos en ella podríamos ver los mensajes.  
Puede parecer algo intrusivo, y, ciertamente hay quién lo pensará ya que si el usuario 
ha decidido cerrar la aplicación por el motivo que sea no esperará ver en primer plano 
más notificaciones de la misma. Sin embargo, es un perfecto ejemplo de lo que trato de 
explicar sobre servicios y gráficos y una manera de interactuar con el usuario a través 
de servicios. 
Pero por si esto no fuera suficiente, el usuario puede arrastrar esta burbuja por toda la 
pantalla y esta va actualizando su posición acorde el dedo del usuario. Y no acaba ahí, 
el usuario puede picar en la burbuja y se abre una mini pantalla de chat donde 
podemos responder y hablar con esa persona. Todo esto, sin entrar en ningún momento 
en la aplicación, siempre por servicio corriendo en segundo plano. 
Ya no tenemos la habitación cerrada de la que hablaba antes sino que fuera de ella se 
puede seguir interactuando con la aplicación. Algo tan simple como esto supone una 
pequeña revolución dentro de la manera de ver las aplicaciones en Android ya que 
permite expandir un poco más el alcance de una aplicación.  
Otro ejemplo de ello lo encontramos en el SDK 3  para aplicaciones Android 
http://www.tooleap.com/. Este SDK nos permite crear aplicaciones flotantes gracias a 
sus librerías.  
 
 
 
                                                 
3 Un kit de desarrollo de software es un conjunto de herramientas de desarrollo que permite al 
programador crear aplicaciones para un sistema concreto. 
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3 Interacción en servicios 
Hemos visto algunos ejemplos de interacción en servicios pero la intención de este 
trabajo es estudiar y averiguar cómo se lleva a cabo. ¿Cómo se hace esto?  
Después de buscar bastante y de documentarme buscando ejemplos y entre el código 
de otras aplicaciones, entendí que la única manera de hacerlo es a través de dos 
elementos clave: 
Estos elementos son: servicios y Window Manager.  
Por lo tanto, para entender cómo funciona la interacción gráfica en servicios, primero 
hemos de comprender lo mejor posible estos dos conceptos. 
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4 Servicios en Android 
El primer concepto importante a comprender si se quiere comprender y saber desarrollar 
este tipo de aplicaciones son los servicios ya que todo se ejecuta sobre ellos. 
4.1 Definición de servicio 
Un servicio es un componente más de una aplicación que se encarga de ejecutar 
diferentes tareas sin la necesidad de interactuar con el usuario o responder a un estímulo 
del mismo ya que no disponen, al contrario de una actividad, de interfaz de usuario. Se 
ejecutan en segundo plano, en el hilo principal y funcionan incluso si el usuario decide 
finalizar la aplicación.  
4.2 Utilidad de un servicio 
Los servicios por norma general se utilizan para realizar tareas largas, pesadas  o rutinarias 
que como hemos dicho antes no requieren de interacción gráfica con el usuario. Los 
ejemplos más comunes que podemos encontrar, entre otras, son: 
 Recibir notificaciones Push4 
 Reproducir música 
 Administrar la descarga, actualización de datos o aplicaciones 
 Monitorear información del usuario 
 Mantener la conectividad con un servidor 
4.3 Tipos de servicio 
La clasificación más común suele ser la siguiente:  
 Servicios llamados por Started 
 Servicios llamados por Bound 
 IntentServices5 
                                                 
4  Notificacion Push: Mensaje que recibimos en nuestro dispositivo desde cualquier parte del 
sistema. Más información en: https://firebase.google.com/docs/cloud-messaging/ 
5 En realidad es comenzado por Started pero por sus peculiaridades lo estudiaremos aparte. 
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4.3.1 Servicios llamados por Started 
Un servicio llamado por el método Started6 ha de ser creado por otro componente de 
la aplicación y destruido o bien por sí mismo, ya que su ciclo de vida es independiente, 
o por otro componente. Si no es parado de alguna manera, podría ejecutarse en 
segundo plano de manera indefinida o hasta que el sistema operativo decida finalizarlo 
para exceso de consumo de memoria o por estado crítico de la batería.  
4.3.1.1 ¿Para qué utilizar un “Started Service”? 
Este tipo de servicios suelen utilizarse para ejecutar tareas que no necesiten retornar un 
resultado o tareas que no necesiten de interactuación con el usuario. Algunos ejemplos 
podrían ser: 
 Descarga de datos. El usuario no necesita interactuar con la aplicación y al ser 
en segundo plano el usuario puede seguir navegando sin tener que esperar.  
 Subida de datos. El usuario no necesita hacer nada en este proceso y puede 
seguir navegando por la aplicación mientras, por ejemplo, sube unos archivos a 
la red. 
 Escritura/lectura. Necesitamos guardar unos datos en la caché del teléfono, de 
manera que lo lanzamos por un servicio que se pare el solo al final.  
 
 
 
 
 
 
 
                                                 
6 Started hace referencia al método utilizado para crear el servicio ‘startService()’. Más adelante 
en el ciclo de vida de este servicio se explica con más detalle. 
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4.3.1.2 Ciclo de vida 
En el siguiente esquema podemos ver el ciclo de vida de este tipo de servicio. 
 Inicializamos el servicio mediante el método 
startService() 
 En el método onCreate() inicializamos nuestra 
configuración del servicio. Este método se llama justo al 
principio y se llamará solo la primera vez que el servicio es 
creado.  
 onStartCommand(). Aquí radica la diferencia con con 
los otros servicios. Implementar y llamar este método hará 
que nuestro servicio corra indefinidamente si no lo 
paramos en algún momento. Este método se llama cada 
vez que algún componente de la aplicación indica que 
desea inicializar el servicio. 
 El método onDestroy() se llama cuando el servicio es 
parado ya sea por el mismo al finalizar el trabajo, por 
alguna excepción o bien por que otro componente de la 
aplicación lo ha parado. 
 
4.3.1.3 Ejemplo de servicio 
Para comprender mejor este tipo de servicio veremos un ejemplo. Nos situaremos en un 
escenario bastante realista donde tenemos la necesidad de localizar geográficamente 
cada cierto tiempo al usuario. Inicializamos de esta manera nuestro servicio en la 
actividad principal de la aplicación: 
Intent intent = new Intent(this, GeoService.class); 
startService(intent); 
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Como vemos, basta con crear un objeto Intent7  y pasárselo como parámetro al 
método startService(), el cual se puede llamar desde un Contexto8.  
Nuestro servicio quedaría de la siguiente manera: 
public class GeoService extends Service { 
 
 
    public GeoService() { 
 
    } 
 
    @Override 
    public int onStartCommand(Intent intent, int flags, int startId) { 
 
        TrackUser(); 
        return START_REDELIVER_INTENT; 
 
    } 
 
 
    @Override 
    public IBinder onBind(Intent intent) { 
 
        // TODO: Return the communication channel to the service. 
        throw new UnsupportedOperationException("Not yet implemented"); 
    } 
 
    private void TrackUser() 
 
    { 
        GetandSaveLocation();   
    } 
} 
Como hemos visto, se ejecutará el método onStartCommand() donde llamaremos al 
método encargado de obtener y guardar la localización del usuario. Podemos obviar 
el método onBind(), el cual no ha sido implementado en este servicio y veremos en el 
                                                 
7 Un intent es un objeto que describe una intención, una operación a ejecutarse. En este caso 
describe el contexto actual (LoginActivity.this) y una clase objetivo (GeoService.class). Más 
información en: https://developer.android.com/reference/android/content/Intent.html 
8 Un Contexto en Android es una interfaz global que contiene métodos y recursos de uso general 
implementada por el sistema. En este caso, disponemos de el método startService() ya que una 
actividad en android implementa este contexto. Más información en: 
https://developer.android.com/reference/android/content/Context.html 
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otro tipo de servicio. De esta manera, desde cualquier componente de la actividad, 
podríamos iniciar este servicio y guardar la posición actual del usuario.  
4.3.2 Servicios iniciados por bound9 
Este tipo de servicio es utilizado cuando el componente que crea el servicio necesita 
interactuar con el mismo. El componente de la aplicación recibirá un objeto con el 
servicio a través del cual podrá interactuar y también podrá recibir eventos del mismo 
como por ejemplo si el servicio ha sido creado o si sigue con vida. Al crear esta 
dependencia entre el servicio y el componente, cuando el contexto del componente 
deja de existir, el sistema asume que el servicio ha de ser parado hasta que este contexto 
vuelva a existir. 
4.3.2.1 ¿Para qué utilizar este servicio? 
Utilizaremos este tipo de servicio siempre que necesitemos interactuar con el mismo. Los 
ejemplos más prácticos de esto podrían ser: 
 Mensajería. Necesitamos comunicarnos constantemente con el servidor y el 
servicio nos hace de enlace entre los diferentes componentes de nuestra 
aplicación y el servidor. 
 Reproducción de audio. Nos interesa poder parar/resumir/pausar la reproducción 
de una canción y que la interfaz se actualice en consecuencia. 
 Conectividad. No solo podemos utilizar una conexión permanente con el servidor 
para mensajería. Con este servicio podemos mantener una conexión con 
cualquier tipo de infraestructura. 
                                                 
9  Bound, cuya traducción literal del inglés es “ligado” o “enlazado”, se refiere a que 
conectaremos o ‘enlazaremos’ el servicio con el componente que lo inicia para poder permitir 
una conexión entre ellos. 
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4.3.2.2 ¿Para qué utilizar este servicio? 
El ciclo de vida de este servicio es el siguiente: 
 Enlazamos el servicio con el método bindService(). 
 En el método onCreate() inicializamos nuestra 
configuración del servicio. Este método se llama justo al 
principio y se llamará solo la primera vez que el servicio es 
creado.  
 onBind(). Al contrario que el servicio anterior, en este 
caso, implementamos el método onBind() donde 
ejecutamos el código necesario para cada componente 
que haga un bound del servicio. 
 onUnbind(). Este método se llama cuando un 
componente que ha hecho un bound del servicio decide 
prescindir de él. 
 El método onDestroy() se llama cuando el servicio es 
parado ya sea por el mismo al finalizar el trabajo, por alguna 
excepción o bien por que otro componente de la 
aplicación lo ha parado. 
 
4.3.2.3 Ejemplo de servicio 
En este caso tendremos un ejemplo más complejo. Por un parte tendremos una 
actividad en primer plano y por otra parte el servicio de geolocalización. Ahora nos 
interesa que cuando el servicio obtenga la localización también nos la muestre por 
pantalla. Para ellos necesitamos hacer un bound del servicio ya que por started no 
podríamos recibir resultados ni eventos del mismo.  
Hacemos un bindService() del servicio desde nuestra actividad: 
Intent intent = new Intent(this, GeoService.class); 
bindService(intent, mConnection, 
        Context.BIND_AUTO_CREATE); 
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En este caso necesitaremos crear el objeto ‘mConnection’ que nos hará de enlace 
entre el servicio y nuestra actividad. 
private GeoService serviceGeo; 
private ServiceConnection mConnection = new ServiceConnection() 
{ 
    @Override 
    public void onServiceConnected(ComponentName componentName, IBinder 
iBinder) { 
        GeoService.MyBinder b = (GeoService.MyBinder) iBinder; 
        serviceGeo = b.getService(); 
        serviceGeo.setOnListenerGetLocation(new 
GeoService.onListenerGetLocation() { 
            @Override 
            public void updateLocation(Location loc) { 
                UpdateUI(loc); 
            } 
        }); 
    } 
 
    @Override 
    public void onServiceDisconnected(ComponentName componentName) { 
 
    } 
 
}; 
En el evento onServiceConnected(), el cual se dispara cuando nos hemos conectado 
satisfactoriamente al servicio, referenciamos el servicio en nuestra variable serviceGeo. 
De esta manera podremos llamar o subscribirnos a los eventos y métodos del servicio. En 
este ejemplo nos hemos suscrito a un listener10 de localización el cual llamará al método 
updateLocation() cada vez que así lo indique el código del servicio. Cuándo esto ocurra, 
actualizaremos la pantalla del usuario con el método UpdateUI(). 
Para entender mejor esto miremos el código del servicio: 
public class GeoService extends Service { 
 
    private onListenerGetLocation mListenerGetLocation; 
    public interface onListenerGetLocation { 
        public void updateLocation(Location loc); 
    } 
    public void setOnListenerGetLocation(onListenerGetLocation listener) { 
        mListenerGetLocation=listener; 
    } 
                                                 
10 Un listener es una forma elegante de describir un método que se dispara cuando sucede cierto 
evento. En este caso, el evento updateLocation se disparará cada vez que se obtena una 
localización. 
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    public GeoService() { 
    } 
 
    @Override 
    public IBinder onBind(Intent intent) { 
        // TODO: Return the communication channel to the service. 
        throw new UnsupportedOperationException("Not yet implemented"); 
    } 
 
    public class MyBinder extends Binder { 
        public GeoService getService() { 
            return GeoService.this; 
        } 
    } 
 
    private void TrackUser() 
    { 
        Location loc = GetandSaveLocation(); 
        if (mListenerGetLocation!=null) 
        { 
            mListenerGetLocation.updateLocation(loc); 
        } 
    } 
} 
Para poder comunicarnos de manera sencilla con la actividad he creado una interfaz.11 
Cuando el método TrackUser obtenga la localización, si el listener no es null (en este 
caso la comprobación no tiene sentido pero si diferentes actividades hicieran bound a 
este servicio sí deberíamos comprobarlo ya que quizás están interesadas en otros evento 
y no en este y no se han suscrito) llamamos al método updateLocation() pasándole 
como parámetro la localización que hemos obtenido.  
Aunque no es necesario implementar el método onStartCommand() no quiere decir que 
no podamos hacerlo incluso si sólo hacemos un bound del servicio. Esto es interesante 
ya que a veces podemos querer interactuar con el servicio y querer que este continúe 
con vida aunque nuestra actividad, por ejemplo, finalice. En este caso haremos un 
startService() del servicio para inmediatamente hacer un bound del mismo.  
 
                                                 
11 Las interfaces nos permiten comunicarnos entre diferentes componentes. Más información en 
https://developer.android.com/training/basics/fragments/communicating.html#DefineInterfac
e 
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4.3.3 IntentService 
Un intentService es un servicio similar al started con la diferencia que el mismo gestiona 
la creación y control de un nuevo hilo de ejecución donde ejecutará su código y 
cuando termine el mismo se detendrá.  
4.4  Algunas consideraciones 
4.4.1 Sticky or not Sticky. 
En el método onStartCommand() implementable en el servicio, vemos lo siguiente: 
@Override 
public int onStartCommand(Intent intent, int flags, int startId) { 
    TrackUser(); 
    return START_REDELIVER_INTENT; 
} 
¿Qué significa este valor que devolvemos? Indica lo siguiente al sistema en función del 
valor en caso de que nuestro servicio sea parado: 
● START_STICKY. El servicio será reiniciado por el sistema y se llamará al método 
onStartCommand() pasándole como parámetro un Intent null.  
● START_NOT_STICKY. Si el proceso es parado y no quedan llamadas al 
onstartcommand() pendientes, el servicio será finalizado totalmente en vez de ser 
reiniciado. 
● START_REDELIVER_INTENT. Es parecido al anterior exceptuando que si un proceso 
ha sido matado antes de que el mismo se parara, se retornará a reiniciar el 
servicio con el intent de ese mismo proceso hasta que pueda ser completado. 
4.4.2 Declaración en el Manifest 
Aunque no lo hemos visto en los ejemplos, es importante acordarse de declarar el 
servicio en el manifiesto12 de nuestra aplicación para que estos puedan funcionar. 
<service 
                                                 
12 El manifiesto de una aplicación consiste en declarar información que el sistema debe conocer 
a la hora de instalar la aplicación como por ejemplo los permisos que necesita la app, el rango 
de API seleccionado por el desarrollador, los diferentes componentes de la aplicación… Más 
información en: https://developer.android.com/guide/topics/manifest/manifest-intro.html 
Interacción gráfica en Servicios de Android Pablo Struth Izquierdo 
 
~ 22 ~ 
 
   android:name="connections.GeoService" 
   android:enabled="true" 
   android:label="@string/app_name" /> 
Aquí, por ejemplo, hemos declarado el servicio definiendo además tres propiedades 
básicas: 
● name. La clase java que se utilizará como servicio. Ha de estar extendida de la 
clase Service, nativa de android.  
● enabled. Asignar el valor True a esta propiedad hace que el sistema pueda iniciar 
el servicio. 
● label. Un nombre por el cual identificaremos al servicio. 
 
Podemos encontrar el resto de propiedades en:   
https://developer.android.com/guide/topics/manifest/service-element.html 
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5 Window Manager 
Una vez vistos los servicios, el otro componente a tener en cuenta es el de Window 
Manager. 
5.1 ¿Qué es? 
El otro concepto, aparte del de servicio, presente en esta manera de hacer 
aplicaciones, es el de Window Manager. Es importante comprender como funciona este 
servicio en Android para poder seguir avanzando ya que es la base que hace que poner 
cualquier imagen en nuestra pantalla sea posible. Window Manager es un servicio del 
sistema que se responsabiliza de controlar las diferentes capas de pantallas del sistema. 
Decide cuales son visibles, en qué orden, que transiciones hay entre diferentes pantallas, 
la rotación de las mismas…  
Al no disponer los servicios de interfaz gráfica, poder tener acceso al Window manager 
nos permite poder mostrar lo que queramos sobre la pantalla, con las limitaciones de no 
disponer de una interfaz gráfica completa.  
5.2 ¿Cómo funciona? 
Como hemos dicho antes, una de las principales diferencias entre actividad y servicio 
es que este último no tiene interfaz gráfica. Mientras que, en una actividad, es el propio 
servicio Window manager quién se encarga de automáticamente colocar la ventana 
de la actividad al entero de la pantalla y la coloca en el top de su stack13 de ventanas, 
en el servicio no disponemos de esta ventana por lo que hemos de interactuar con este 
servicio directamente si queremos mostrar algo. 
La razón de por qué no podemos ver el escritorio desde una actividad, por muy 
transparente que pongamos el fondo, es precisamente esa, que el mismo Window 
manager se encarga de manejar su vista y en cuanto otra aplicación entra en primer 
plano o la nuestra deja de estarlo, oculta o destruye la vista de la actividad anterior.  
                                                 
13 El stack al que nos referimos se trata de una pila de ventanas ordenadas las cuales forman el 
display del sistema. 
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En cambio, si creamos una vista y la añadimos al stack del Window manager desde un 
servicio en background, esta vista se colocará en primer plano por encima de otras 
aplicaciones ya que somos nosotros quienes controlamos el ciclo de vida de esta vista 
y no el propio servicio Window manager quién lo hace de forma automática como pasa 
con las actividades.  
5.3 Creando una vista con Window Manager 
En android, cuando creamos una vista de forma dinámica (por código) necesitamos 
definirle unos parámetros antes de colocarla sobre una capa superior. Estos parámetros 
indicaran al sistema operativo donde ha de colocar la vista y de qué manera así como 
su tamaño, entre otras cosas. 
A la hora de crear una vista con el servicio de Window manager el asunto no es 
diferente. Hemos de definir  antes unos parámetros los cuales hemos de configurar de 
manera muy cuidadosa si queremos obtener el comportamiento deseado. 
Un ejemplo de esto sería el siguiente: 
        WindowManager.LayoutParams params = new WindowManager.LayoutParams( 
        WindowManager.LayoutParams.TYPE_SYSTEM_OVERLAY, 
        WindowManager.LayoutParams.FLAG_WATCH_OUTSIDE_TOUCH, 
        PixelFormat.TRANSLUCENT); 
params.gravity = Gravity.RIGHT | Gravity.TOP; 
En este ejemplo vemos como primero instanciamos una variable llamada params la cual 
es del tipo WindowManager.LayoutParams y la inicializamos con las siguientes 
especificaciones: 
 TYPE_SYSTEM_OVERLAY. Esto es importantísimo. Este parámetro indica que esta 
vista estará siempre en top, por encima de cualquier otra vista. Esto hace que 
incluso abramos otras aplicaciones o estemos donde sea del sistema, nuestra 
vista se vea siempre por encima.  
 FLAG_WATCH_OUTSIDE_TOUCH. Este flag hará que recibamos un evento cuando 
el usuario pulse alguna parte de la pantalla que esté fuera de nuestra vista. Esto 
es muy útil para controlar cuando el usuario está interactuando con nuestra vista 
y cuando simplemente está utilizando otra aplicación. 
Interacción gráfica en Servicios de Android Pablo Struth Izquierdo 
 
~ 25 ~ 
 
 PixelFormat.TRANSLUCENT. Indicamos que la vista puede tener transparencias y 
debe soportarlas. 
 Gravity. Indica al sistema en qué posición de la pantalla debe mostrar la vista. 
Una vez tenemos configurados nuestros parámetros podemos añadir finalmente nuestra 
vista utilizando el servicio del sistema Window manager. Para eso podemos obtener una 
interfaz a través del método getSystemService() indicándole el servicio que queremos 
obtener.  
WindowManager wm = (WindowManager) getSystemService(WINDOW_SERVICE); 
 
Desde esta interfaz solo hemos de añadir la vista 
 
wm.addView(mView, params); 
 
mView sería la vista que se quiere poner en la pantalla.  
5.4 Tipos de Parámetros 
Hay multitud de parámetros con los que podemos configurar la vista. Los más frecuentes 
e importantes son los siguientes: 
 FLAG_KEEP_SCREEN_ON. Si indicamos al sistema este flag, le haremos saber que 
mientras esta vista este en la pantalla, el teléfono ha de mantenerse iluminado y 
sin bloquearse. 
 FLAG_NOT_FOCUSABLE. La vista no podrá recoger eventos de entrada del 
teclado. 
 FLAG_NOT_TOUCHABLE. La vista no podrá recoger eventos touch14. 
 TYPE_PHONE. Indica que es una ventana que sin ser aplicación si provee de 
interacción con el teléfono. El sistema coloca estas ventanas por encima de 
todas las aplicaciones pero por debajo de la barra de notificaciones. 
Podemos ver todas las configuraciones en el siguiente enlace:  
                                                 
14 Un evento touch es un evento que se dispara cuando el usuario hace un toque en la pantalla. 
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https://developer.android.com/reference/android/view/WindowManager.LayoutPara
ms.html 
5.5  Permisos necesarios para acceder al Window manager 
Cómo siempre que queremos acceder a un servicio del sistema en Android, 
necesitamos especificar el permiso necesario en el Manifest de nuestra aplicación. En 
este caso el permiso a declarar es el siguiente: 
<uses-permission android:name="android.permission.SYSTEM_ALERT_WINDOW" /> 
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6 Servicios, actividades y Widgets 
Hasta ahora hemos implementación a través de únicamente servicios. Para demostrar 
que esto no podríamos hacerlo utilizando actividades o widgets primero hemos de 
identificar que queremos lograr, cuales son nuestros requisitos. 
 Posición no estática. Uno de los requisitos es que nuestra aplicación, nuestra vista, 
no esté anclada a un lugar sino que tenga libertad a la hora de posicionarse, 
siempre respetando límites como la barra del sistema. 
 Sobre otras aplicaciones. La idea es que esté siempre que queramos en primer 
plano, luego necesitamos que pueda estar por encima de otras aplicaciones. 
6.1 Actividad (aplicación convencional) 
¿Cumple los requisitos una actividad?  
 Posición no estática. No. Una actividad ocupa toda la pantalla del dispositivo. 
Por lo tanto, en una actividad siempre vamos a tener la pantalla completa siendo 
imposible moverse de eso. 
 Sobre otras aplicaciones. No. Aunque no queramos ocupar toda la pantalla, lo 
que no utilicemos se rellenará con un color default de nuestra aplicación por lo 
que nunca podremos ver ni el escritorio ni otras aplicaciones por debajo de la 
nuestra. 
6.2 Widget 
¿Cumple los requisitos un widget? 
 Posición no estática. No. Un widget, aun que puedas cambiarlo de sitio en el 
escritorio, no deja de tener un lugar específico y delimitado. Aunque menos 
estático que una actividad, no es lo que buscamos.  
 Sobre otras aplicaciones. No. No podemos interactuar con el fuera del escritorio. 
6.3 Servicio 
Por último, ¿Cumple los requisitos un servicio? 
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 Posición no estática. Si. Al poder especificar con los parámetros del window 
manager la posición de nuestra vista, podemos posicionarlo libremente en 
cualquier lugar de la pantalla. 
 Sobre otras aplicaciones. Si. Configurando el Window manager podemos 
indicarle al sistema que dibuje nuestras vistas siempre por encima de otras 
aplicaciones. 
6.4 Conclusión 
Los servicios son los únicos componentes que gracias al Window manager podemos 
utilizar para lograr nuestros requisitos.  
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7 Pruebas de concepto 
La forma más fácil de comprobar algo es experimentarlo por ti mismo y bajo esta 
máxima intentaré ver cómo sacarle partido a esto de los servicios a través de tres 
pruebas de concepto. Cada una de estas pruebas de concepto está planteada para 
probar cosas diferentes. Al final de las mismas podremos sacar conclusiones y estudiar 
la viabilidad de esta manera de utilizar los servicios. Entre otras cosas, es interesante 
comprobar lo siguiente: 
 Consumo de RAM. No queremos ralentizar el móvil en exceso teniendo en cuenta 
que nuestra aplicación correrá con otras ejecutándose al mismo tiempo. 
 Consumo de batería. El consumo de batería es importante ya que es clave en la 
viabilidad de esta tecnología. Si es muy agresiva con el gasto de batería no será 
para nada viable esta solución. 
 Limitaciones/Dificultades. Obviamente no es lo mismo programar para una 
actividad que para un servicio y esto podrá plantear bastantes dificultades a la 
hora de desarrollar nuestras aplicaciones. 
      Teniendo esto en cuenta he decidido hacer estas tres pruebas de concepto: 
 Desktop Ball. Haré uso de físicas para comprobar cómo afecta esto al teléfono 
móvil, sobretodo en consumo de RAM y batería. La prueba de concepto tratará 
en dibujar una pelota sobre la pantalla y una canasta siendo el objetivo encestar. 
 Bloc de notas. Con esta prueba de concepto probaremos bases de datos y la 
interactuación con el usuario con elementos que requieran de inputs, como los 
textos editables, los cuales han de utilizar el teclado nativo del sistema. 
 Espejo. Con esta prueba de concepto, la cual consistirá en una especie de 
espejo utilizando la cámara del móvil, intentaré comprobar si es posible y cuanto 
consume hace un componte tan agresivo con la batería como es la cámara. 
Finalmente, diseñaremos alguna solución para poder cambiar e interactuar entre 
servicios sin tener que iniciar la aplicación. Todas estas pruebas de concepto serán 
hechas con Android Studio y un dispositivo LG G3 con sistema operativo Android 5.1. 
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Las especificaciones de este dispositivo son: 
 LG G3, características técnicas 
Dimensiones 
físicas 
146.3 x 74.6 x 8.9 mm, 149 gramos  
Pantalla IPS de 5.5 pulgadas 
Resolución 1440x2560 (538 ppp) 
Procesador Qualcomm Snapdragon 801, quad-core a 2,5 GHz 
RAM 2 GB 
Memoria 16 GB 
Versión software Android 5.1 
Conectividad LTE, NFC, WiFi 802.11ac, BT 4.0 LE, USB 2.0 
Cámaras Principal de 13 MP (enfoque por láser) con vídeo UHD (secundaria de 
2.1 MP) 
Batería 3.000 mAh (extraíble) 
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8 Desktop Ball 
Bajo este nombre bastante descriptivo comenzaré la primera prueba de concepto. En 
ella nos planteamos computar constantemente físicas para ver cómo puede afectar 
esto al rendimiento del teléfono y a su batería. 
8.1 ¿En qué consistirá esta POC? 
Dibujaremos una pelota sobre el escritorio del móvil y una canasta de baloncesto en 
una esquina. El usuario tendría que lanzar esta pelota a la canasta. Para ello, el servicio 
necesitará simular físicas para actualizar constantemente la posición de la pelota. El 
movimiento de la pelota se producirá cuando el usuario pulse sobre la misma y deslice 
el dedo por la pantalla. Cuándo lo levante, la pelota saldrá disparada con la velocidad 
y dirección que le usuario le haya dado. 
8.2 Estructura del proyecto. 
La estructura de esta POC será lo más simple posible. Creo en Android Studio15 una 
aplicación nueva que contiene una actividad. Esta actividad lanzará el servicio y este 
se encargará de dibujar la pelota, la canasta y permitir la interactuación con el usuario. 
El esquema sería el siguiente:  
 
Aunque podría interpretarse cada elemento del gráfico como un componente 
diferente, he de recalcar que si bien la actividad y el servicio son componentes 
                                                 
15 Andorid studio es actualmente el IDE más utilizado para desarrollar aplicaciones Android. 
https://developer.android.com/studio/index.html 
  
Activity 
Launcher  
 Service   Desktop Ball 
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diferentes, la clase DesktopBall estará dentro del servicio. Lo he puesto en un tercer 
bloque para que sea más entendible comprender el flujo de la prueba de concepto. 
8.3 Desarrollo de la POC 
Lo primero es escoger que tipo de servicio será más conveniente. 
8.3.1 Elección del servicio 
¿Qué tipo de servicio usaremos? Según lo que hemos podido ver antes, decido utilizar 
un started service. ¿Por qué inicializarlo por Started y no enlazarlo a la actividad? No lo 
bindamos ya que no tenemos necesidad de recibir ningún resultado del servicio en la 
actividad ya que de hecho, lo que queremos es prescindir de la misma y dejar que sea 
el servicio quién nos ofrezca la interfaz gráfica. Por lo tanto, lo empezamos por Started y 
finalizaremos la actividad, que en este caso es el componente que lo comienza, nada 
más lanzar el servicio. 
8.3.2 Launcher Activity 
La actividad, llamada launcher, ya que su objetivo es sólo lanzar el servicio, tal como 
vemos en el siguiente fragmento de código, consistirá en la creación de un Intent el cual  
lanza el servicio.  
public class LauncherActivity extends AppCompatActivity { 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_launcher); 
        Intent mServiceIntent = new Intent(this, 
services.Desktop_Ball_Service.class); 
        this.startService(mServiceIntent); 
        super.finish(); 
    } 
 
El método onCreate(), llamado cuando el sistema crea nuestra actividad, lanza el 
servicio y posteriormente llama al método finish() presente en todo contexto, el cual 
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finaliza el componente que llama al método, en este caso la actividad. Como sólo 
tenemos una actividad en nuestro stack16, al finalizar la presente, la aplicación queda 
en segundo plano y el sistema nos llevará al escritorio del móvil. 
8.3.3 Servicio 
Creamos el servicio e implementamos el método onStartCommand() para indicarle al 
sistema que no reinicie el servicio si este por algún motivo es parado. Esto es 
imprescindible ya que queremos ser nosotros quienes controlemos en todo momento el 
ciclo de vida del servicio. 
@Override 
public int onStartCommand(Intent intent, int flags, int startId) { 
    return START_NOT_STICKY; 
} 
En su método onCreate(), llamado nada más crear el servicio, le diremos al servicio que 
instancie una nueva clase Ball_Game la cual contiene toda la lógica de nuestra prueba 
de concepto.  
@Override 
public void onCreate() { 
    super.onCreate(); 
    new Ball_Game(); 
} 
 
8.3.4 La clase Ball Game 
Esta clase se encargará de crear la pelota, la canasta y colocarlas en la pantalla. 
También se encargará de las físicas. 
Lo primero que se ha de hacer es obtener una interfaz del sistema Window manager.  
windowManager = (WindowManager) getSystemService(WINDOW_SERVICE); 
 
DisplayMetrics metrics = new DisplayMetrics(); 
windowManager.getDefaultDisplay() 
        .getMetrics(metrics); 
                                                 
16 El stack al que nos referimos, también llamado ‘Back Stack’ es la colección de actividades por 
orden de creación que la aplicación ha abierto y no han sido finalizadas. De esta manera se 
proveé al usuario de navegación hacia actividades anteriores. 
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final_width = metrics.widthPixels; 
final_height = metrics.heightPixels; 
La única novedad en este código es que hemos utilizado el servicio Window Manager 
para obtener información acerca de la pantalla del dispositivo. De esta manera, puedo 
conocer la anchura y alto de la pantalla, necesario para poder calcular el rebote de la 
pelota contra los bordes. 
pelotaView = new ImageView(getBaseContext()); 
pelotaView.setImageResource(R.drawable.tenis); 
cesto = new ImageView(getBaseContext()); 
cesto.setImageResource(R.drawable.canasta); 
 
final LinearLayout pelota = new LinearLayout(getBaseContext()); 
final LinearLayout canasta = new LinearLayout(getBaseContext()); 
 
canasta.addView(cesto); 
pelota.addView(pelotaView); // And attach your objects 
 
Aquí se puede ver cómo hemos creado dos objetos imageViews17 utilizando para ello el 
contexto base (getBaseContext() es una especie de proxy de contextos, delegando 
nuestras llamadas a métodos a otro Contexto. Esto es importante ya que el servicio no 
dispone de Contexto propio tal como hemos explicado anteriormente). Estos dos 
objetos imageView, los añadimos a dos LinearLayout. 
Esto último lo hacemos por un motivo y es que como uno de los objetivos de esta POC 
es añadir algo de animación a la pelota (simulando que va rotando al moverse) 
necesitamos que esté dentro de un Layout para lograr animarla. 
final WindowManager.LayoutParams params = new WindowManager.LayoutParams( 
        150, 
        150, 
        WindowManager.LayoutParams.TYPE_PHONE, 
        WindowManager.LayoutParams.FLAG_NOT_FOCUSABLE, 
        PixelFormat.TRANSLUCENT); 
 
params.gravity = Gravity.TOP | Gravity.LEFT; 
params.x = 0; 
params.y = 100; 
 
                                                 
17  Objeto que puede mostrar imágenes o iconos de diferentes fuentes. Más información en 
https://developer.android.com/reference/android/widget/ImageView.html 
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Tal como hemos visto en el capítulo 4, es necesario crear unos parámetros para cada 
vista antes de poder añadirla al Window manager.  
 150, 150. Estos números especifican el tamaño de la vista en píxeles. 
 TYPE_PHONE. Le indicamos al sistema que esta ventana tendrá interactuación 
con el usuario y que esté por encima de las demás aplicaciones. 
 FLAG_NOT_FOCUSABLE. Nuestra vista no necesitará de entrada por el teclado 
virtual. 
 TRANSLUCENT. Nuestra imagen tiene transparencias así que así se lo indicamos al 
sistema. 
 La posicionamos arriba y la izquierda y la bajamos algo, 100 pixeles, para 
posicionarla en una posición más cómoda para el usuario no tan arriba en la 
pantalla.  
 
Figura 1. Recurso gráfico de la pelota con transparencias 
Añadimos, por último, la pelota al Window manager.  
windowManager.addView(pelota, params); 
Ahora seguimos con la canasta.  
final WindowManager.LayoutParams paramscanasta = new 
WindowManager.LayoutParams( 
        500, 
        500, 
        WindowManager.LayoutParams.TYPE_PHONE, 
        WindowManager.LayoutParams.FLAG_NOT_FOCUSABLE, 
        PixelFormat.TRANSLUCENT); 
 
paramscanasta.gravity = Gravity.RIGHT | Gravity.TOP; 
paramscanasta.y += 250; 
 
windowManager.addView(canasta,paramscanasta); 
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Figura 2. El recurso gráfico de la canasta también tiene trasparencias 
La configuración de la canasta tiene los mismos parámetros exceptuando el tamaño y 
su posición en la pantalla.  
Añadimos el servicio al manifest y el permiso necesario para utilizar Window manager. 
<service android:enabled="true" android:name="services.Desktop_Ball_Service" 
/> 
<uses-permission 
android:name="android.permission.SYSTEM_ALERT_WINDOW"></uses-permission> 
Aunque aquí aparecen juntos, el servicio ha de ser declarado dentro del tag 
<application> y el permiso fuera de él.  
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Si compilamos y ejecutamos la aplicación tenemos lo siguiente: 
 
La pelota y la canasta se muestran correctamente y como se puede ver siempre están 
en primer plano. 
Lo siguiente es poder mover la pelota y simular físicas.  
pelotaView.setOnTouchListener(new View.OnTouchListener() { 
 
    private int initialX; 
    private int initialY; 
    private float initialTouchX; 
    private float initialTouchY; 
    private boolean move = false; 
 
    @Override 
    public boolean onTouch(View v, MotionEvent event) { 
Figura 3. En el escritorio Figura 4. Sobre una aplicación 
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        switch (event.getAction()) { 
            case MotionEvent.ACTION_DOWN: 
                 
                initialX = params.x; 
                initialY = params.y; 
                initialTouchX = event.getRawX(); 
                initialTouchY = event.getRawY(); 
                return true; 
             
            case MotionEvent.ACTION_UP: 
                 
                windowManager.updateViewLayout(layout, params); 
 
                int j = (int) lasty.get(0) - (int) lasty.get(lasty.size() - 1); 
                int x = (int) lastx.get(0) - (int) lastx.get(lastx.size() - 1); 
                gravedad = -j / 10; 
                gravedadx = -x / 10; 
                final Handler handler = new Handler(); 
                handler.postDelayed 
                        (new Runnable() { 
                            public void run() { 
                                try { 
                                    params.y += gravedad(); 
                                    params.x += gravedadx(); 
                                    if (borde.contains(params.x + 150, params.y)) { 
                                        gravedadx = (int) (-gravedadx * 0.9); 
                                        gravedad = (int) (-gravedad * 0.7); 
                                    } 
                                    if (params.y >= final_height - 50) { 
                                        TranslateAnimation tras = new TranslateAnimation(0, 0, 
params.y, final_height); 
                                        pelotaView.startAnimation(tras); 
                                        gravedad = 0; 
                                        handler.removeCallbacksAndMessages(null); 
                                        return; 
                                    } 
                                    if (params.y <= 40) { 
                                        gravedad = (int) (-gravedad * 0.9); 
                                    } 
                                    if (params.x <= 10) { 
                                        gravedadx = (int) (-gravedadx * 0.9); 
                                        params.x = 10; 
                                    } else if (params.x >= final_width - 100) { 
                                        params.x = final_width - 200; 
                                        gravedadx = (int) (-gravedadx * 0.9); 
                                    } 
                                    windowManager.updateViewLayout(layout, params); 
                                    handler.postDelayed(this, 5); 
                                } catch (Exception ex) { 
                                    ex.printStackTrace(); 
                                } 
                            } 
                        }, 10); 
                move = false; 
                return true; 
 
            case MotionEvent.ACTION_MOVE: 
                if (!move) { 
                    pelotaView.startAnimation(animation); 
                } 
                move = true; 
                params.x = initialX + (int) (event.getRawX() - initialTouchX); 
                params.y = initialY + (int) (event.getRawY() - initialTouchY); 
 
                if (lastx.size() == 4) { 
                    lastx.remove(0); 
                } else { 
                    lastx.add(params.x); 
                } 
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                if (lasty.size() == 4) { 
                    lasty.remove(0); 
                } else { 
                    lasty.add(params.y); 
                } 
                windowManager.updateViewLayout(layout, params); 
                return true; 
        } 
        return false; 
    } 
}); 
 
Por partes, lo primero es añadir un listener18 que recoja eventos touch sobre nuestra 
pelota. Después, según que evento nos devuelva actuaremos de manera diferente: 
 ACTION_DOWN. El usuario hace presiona sobre la pelota. Cogemos su posición 
actual y devolvemos true para indicar que hemos terminado de procesar 
correctamente el evento. 
 ACTION_MOVE. El usuario, con la pelota aún presionada, mueve su dedo por la 
pantalla. Se inicia la animación de rotación y actualizamos la posición de la 
pelota a la del dedo. También recogemos los últimos 4 puntos de la pelota, ya 
que nos permitirá calcular su velocidad y dirección cuando el usuario la suelte. 
 ACTION_UP. El usuario levanta su dedo de la pantalla. Inicializamos un nuevo 
Runnable en un Handler19  que se ejecute cada 5 milisegundos hasta que la 
pelota vuelva a caer a la parte de debajo de la pantalla.  
Las físicas son lo más sencillas posibles pero al tratarse de una prueba de concepto, 
podemos darla por finalizada.  
8.4 Pruebas  
Gracias a los monitores de Android Studio podemos ver diferentes estadísticas que nos 
indican como está afectando nuestra aplicación al teléfono móvil. 
                                                 
18 Un listener recoge eventos del tipo especificado.  
19  Nos permite en otro hilo de proceso diferente ejecutar tareas cada cierto tiempo. Más 
información en https://developer.android.com/reference/android/os/Handler.html 
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8.4.1 Consumo de CPU 
El consumo de CPU está íntimamente ligado con el consumo de batería por lo que es 
importante que consuma lo mínimo posible teniendo en cuenta además que estará por 
encima de otras aplicaciones. 
 
Ilustración 1 Consumo de CPU 
En el peor de los casos (moviendo la bola rápidamente por la pantalla, soltándola y 
repitiendo una y otra vez) tenemos que el consumo de CPU no llega al 10% lo cual es 
una grata sorpresa. También es importante ver que cuando no estamos interactuando 
con ella el consumo se reduce muchísimo a básicamente <1% del CPU lo que nos indica 
que aunque esté dibujada y sobre la pantalla, no nos supondrá un gasto de CPU ni de 
batería ni mucho menos significante. 
8.4.2 Consumo de memoria 
Analizamos también el consumo de memoria de nuestra aplicación 
 
Ilustración 2 Consumo de memoria 
Vemos que el consumo de memoria se estabiliza en unos 53 MB. Este consumo viene 
dado en su gran parte por las imágenes colocadas sobre la pantalla. El LG G3 dispone 
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de una pantalla de 5.5 pulgadas con una resolución de 2K por lo que el consumo de 53 
megas no es ni mucho menos exagerado. Eso sí, se debería optimizar más para intentar 
conseguir un consumo algo más bajo. Al borde de los 40 MB sería óptimo.  
8.4.3 Consumo de batería 
Después de 20 minutos de uso intensivo de la aplicación, no logré gastar ni un 1% de la 
batería de las 3 últimas horas por lo que no puedo ver el porcentaje exacto que ha 
gastado la aplicación a través de ajustes de sistema. Sin embargo, podemos extraer una 
conclusión y es que sólo teniendo la pantalla encendida y aplicaciones y servicios en 
segundo plano, estos gastan más que nuestro propio servicio. 
8.5 Conclusiones 
Esta es la primera toma de contacto con los servicios y el uso de Window manager y de 
ella podemos obtener las siguientes conclusiones: 
 Dificultad para posicionar imágenes en la pantalla. No disponemos de ninguna 
referencia visual por lo que posicionar un elemento en un sitio exacto de la 
pantalla se vuelve mucho más difícil que por ejemplo en una actividad o 
fragment donde podemos utilizar el preview de Android Studio.  
 No dispone de Contexto por lo que nos vemos obligados a utilizar un proxy que 
nos delegue nuestros métodos en otro Contexto ajeno.  
 Sorprendentemente el consumo de batería y de CPU ha sido bastante bajo. 
Aunque esta POC no contiene físicas perfectas sí está constantemente haciendo 
cálculos cuando movemos la pelota y esto casi ni se nota en el móvil.  
 El consumo de memoria no ha afectado al móvil para nada y la navegación por 
el teléfono seguía siendo igual de fluida que antes de iniciar la prueba. 
8.6 Mejoras 
Una de las mejoras de esta prueba de concepto sería la mejora de físicas y la aparición 
de un texto indicándonos cuantas veces hemos acertado.  
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9 Bloc de Notas 
Esta prueba de concepto la he planteado para poder probar otras funcionalidades más 
complejas como es el aceptar escritura por parte del usuario y manejar bases de datos. 
El usuario podrá escribir notas, guardarlas y cargar notas anteriores. 
9.1 ¿En qué consistirá esta POC? 
Mostraré un bloc de notas pequeño que el usuario puede arrastrar por la pantalla, 
cuando lo pica se muestra un bloc de notas más grande y el usuario puede escribir, 
guardar o borrar notas a través de botones.   
9.2 Estructura del proyecto. 
La estructura de esta POC será lo más simple posible. Siguiendo la prueba de concepto 
anterior, creo en Android Studio una aplicación nueva que contiene una actividad. Esta 
actividad lanzará el servicio y este se encargará de manejar toda la lógica necesaria. 
El esquema sería el siguiente:  
 
9.3 Desarrollo de la POC. 
Lo primero es escoger que tipo de servicio será más conveniente. 
9.3.1 Elección del servicio 
Al igual que anteriormente, no tenemos necesidad de enlazar el servicio a la actividad 
ya que esta de hecho la finalizaremos nada más lanzar el servicio pues lo ideal es un 
started service. 
  
Activity 
Launcher  
 Service   
Bloc De 
Notas 
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9.3.2 Launcher Activity 
La actividad, llamada launcher, ya que su objetivo es sólo lanzar el servicio, tal como 
vemos en el siguiente fragmento de código, consistirá en la creación de un Intent el cual  
lanza el servicio.  
public class LauncherActivity extends AppCompatActivity { 
 
    @Override 
    protected void onCreate(Bundle savedInstanceState) { 
        super.onCreate(savedInstanceState); 
        setContentView(R.layout.activity_launcher2); 
 
        Intent i = new Intent(this, Bloc_Notas_Service.class); 
        startService(i); 
        this.finish(); 
    } 
} 
El método onCreate(), llamado cuando el sistema crea nuestra actividad, lanza el 
servicio y posteriormente llama al método finish() presente en todo contexto 
9.3.3 Servicio 
El servicio seguirá el mismo patrón que la prueba de concepto anterior: 
@Override 
public void onCreate() { 
    super.onCreate(); 
    new Bloc_Notas(); 
    //NotificationManager(); 
} 
 
Simplemente creamos una nueva instancia de la clase Bloc_Notas. 
9.3.4 La clase Bloc_Notas 
Esta clase manejará toda la lógica en lo referente a esta prueba de concepto.  
Lo primero, entonces, será dibujar un bloc de notas pequeño sobre la pantalla que el 
usuario pueda mover y clicar para ir al bloc de notas grande. Podemos reutilizar el 
código de la pelota que hicimos para la prueba anterior. 
final WindowManager wm = (WindowManager) getSystemService(WINDOW_SERVICE); 
final WindowManager.LayoutParams params = new WindowManager.LayoutParams( 
        350, 
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        350, 
        WindowManager.LayoutParams.TYPE_PHONE, 
        WindowManager.LayoutParams.FLAG_NOT_FOCUSABLE, 
        PixelFormat.TRANSLUCENT); 
 
params.gravity = Gravity.CENTER; 
params.x = 0; 
params.y = 100; 
 
final ImageView blocpetit = new ImageView(getBaseContext()); 
blocpetit.setImageResource(R.drawable.blocnotas); 
wm.addView(myview,params); 
 
Figura 1 recurso gráfico bloc de notas pequeño 
Los parámetros serán exactamente los mismos. Lo que cambiaremos será la lógica de 
los eventos touch ya que no queremos aplicarle física y por otra parte queremos 
detectar cuando el usuario hace click en el para mostrar el bloc de notas grande. 
Al indicarle al sistema el flag FLAG_NOT_FOCUSABLE no podemos recibir eventos click a 
través de un listener de esta forma que sería la tradicional: 
blocpetit.setOnClickListener(new View.OnClickListener() { 
    @Override 
    public void onClick(View v) { 
        Log.v("onclick", "hemos hecho click!"); 
    } 
}); 
Si no indicamos esa flag, el evento onClickLisener()20 si se disparará pero no podremos 
utilizar las aplicaciones por debajo de nuestra vista por lo que no nos sirve. Una 
alternativa ingeniosa a recoger el click y mantener esa flag es la siguiente: 
                                                 
20 https://developer.android.com/reference/android/view/View.OnClickListener.html 
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blocpetit.setOnTouchListener(new View.OnTouchListener() { 
 
    private int initialX; 
    private int initialY; 
    private float initialTouchX; 
    private float initialTouchY; 
    boolean click; 
     
    @Override 
    public boolean onTouch(View v, MotionEvent event) { 
       ; 
        final int treshold = 100; 
        switch (event.getAction()) { 
 
            case MotionEvent.ACTION_DOWN: 
                click = true; 
                initialX = params.x; 
                initialY = params.y; 
                initialTouchX = event.getRawX(); 
                initialTouchY = event.getRawY(); 
 
                return true; 
            case MotionEvent.ACTION_UP: 
                wm.updateViewLayout(blocpetit, params); 
                if (click){ 
                    Log.v("onclick", "hemos hecho click!"); 
                } 
                return true; 
 
            case MotionEvent.ACTION_MOVE: 
                if (Math.abs(params.x-initialX)>treshold || Math.abs(params.y-
initialY)>treshold) 
                { 
                    click = false; 
                } 
                params.x = initialX + (int) (event.getRawX() - initialTouchX); 
                params.y = initialY + (int) (event.getRawY() - initialTouchY); 
 
                wm.updateViewLayout(blocpetit, params); 
 
 
                return true; 
        } 
        return false; 
    } 
}); 
 
Como vemos se trata de controlar los eventos touch (tal como hacíamos con la pelota 
en la prueba de concepto anterior) pero indicando que si nos vemos más allá de cierto 
umbral (en este caso 100 pixeles) no será detectado como click. Si el usuario levanta el 
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dedo sin haberse movido esa distancia, lo consideramos click y ejecutaremos el código 
que hubiéramos puesto en el onClickListener(). 
Como queremos mostrar un bloc de notas grande (simulando que hemos abierto 
nuestra libretita para escribir) tendremos que mostrar sobre nuestra vista una nueva vista 
mayor. Por lo tanto llamamos al siguiente método propio cuando detectamos click: 
case MotionEvent.ACTION_UP: 
    wm.updateViewLayout(blocpetit, params); 
    if (click){ 
        createviewgran(); 
    } 
    return true; 
 
Hasta ahora, si corremos la aplicación veremos lo siguiente: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figura 3 bloc de notas sobre escritorio Figura 2 Bloc de notas sobre app 
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Si pulsamos sobre el bloc de notas se ejecutará el método createviewgran(). Este 
método, por partes, es el siguiente: 
WindowManager wm = (WindowManager) getSystemService(WINDOW_SERVICE); 
LayoutInflater li = (LayoutInflater) 
getSystemService(LAYOUT_INFLATER_SERVICE); 
WindowManager.LayoutParams params = new WindowManager.LayoutParams( 
        ViewGroup.LayoutParams.WRAP_CONTENT, 
ViewGroup.LayoutParams.WRAP_CONTENT, 
        WindowManager.LayoutParams.TYPE_PHONE, 
        WindowManager.LayoutParams.FLAG_DIM_BEHIND, 
        PixelFormat.TRANSLUCENT); 
 
params.gravity = Gravity.CENTER; 
params.dimAmount = 0.5f; 
 
final View myview = li.inflate(R.layout.blocdenotas, null); 
Primero creamos los parámetros para nuestra nueva ventana. Aquí vemos cosas 
diferentes a las vistas anteriores: 
 WRAP_CONTENT. Esto indica al sistema que la ventana ha de ocupar tanto como 
ocupe la vista original, sin ninguna restricción de tamaño. 
 FLAG_DIM_BEHIND. Este parámetro indica al sistema que ha de oscurecer el fondo 
de nuestra ventana. La opaco del fondo varía entre 0 y 1 y se especifica 
cambiando el valor de ‘dimAmount’. 
La vista en este caso es un xml21 inflado a través de otro servicio del sistema como es el 
Layout Inflater22. El xml, definido usando android studio, es el siguiente: 
                                                 
21 El XML de un layout define la estructura visual de la interfaz gráfica. 
22  Este servicio del sistema instancia archivos xml y los pone en una vista concreta. Más 
información en https://developer.android.com/reference/android/view/LayoutInflater.html 
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Figura 4 preview del xml bloc de notas 
Los botones que se ven en la parte de abajo, por orden, de izquierda a derecha, son los 
siguientes: 
 Botón atrás. La flecha hacia la izquierda nos muestra la nota anterior, si la hubiera.  
 Botón guardar. El icono de disquete guarda el texto en la nota actual. 
 Botón eliminar. El icono de la hoja con la cruz borra el texto de la nota actual 
 Botón adelante. La flecha hacia la derecha muestra la nota siguiente, si la 
hubiera. 
El botón de la esquina superior derecha elimina la vista actual y volvemos a la reducida. 
Para ello hemos de eliminar nuestra vista del window manager. 
wm.removeViewImmediate(myview); 
 
El resultado final es el siguiente:  
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5 Resultado final 
9.4 Pruebas 
Repetiremos las pruebas para esta prueba de concepto. 
9.4.1 Consumo de CPU 
El consumo de CPU está íntimamente ligado con el consumo de batería por lo que es 
importante que consuma lo mínimo posible teniendo en cuenta además que estará por 
encima de otras aplicaciones. 
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Ilustración 3 Consumo de CPU 
Existe un pico que supera el 20% de consumo de CPU la primera vez que cargamos el 
bloc de notas grande y se explica por la lectura de las notas que tengamos guardadas 
en la base de datos. Después de esto, hay pequeños picos en operaciones de escrita o 
lectura en la base de datos. El consumo, de nuevo, vuelve a ser significativamente bajo. 
9.4.2 Consumo de memoria 
El consumo de memoria es el siguiente: 
 
Ilustración 4 Consumo de memoria 
El consumo de memoria se divide en dos fases, cuando tenemos en pantalla el bloc de 
notas pequeño y cuando tenemos el grande. Cuando tenemos el pequeño el consumo 
de memoria es parecido al de la prueba anterior. Sin embargo, cuando mostramos el 
bloc grande, el consumo de memoria se dispara a más del doble. Por otra parte, 
mientras el usuario está escribiendo o leyendo, no podrá interactuar con otras 
aplicaciones por lo que este consumo no es preocupante ni mucho menos ya que 
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cuando esté interactuando con otras aplicaciones el consumo será el del bloc de notas 
pequeño.  
9.4.3 Consumo de batería 
El consumo de batería es mínimo y no llega al 2% en 3 horas, por lo que ni ha aparecido 
en la lista de aplicaciones que usan más la batería.  
9.5 Conclusiones 
De esta prueba de concepto podemos obtener las siguientes conclusiones: 
 Dificultad para interactuar con las vistas. Para poder recoger un click y a la vez 
permitir al usuario que pueda interactuar con otras aplicaciones hemos 
necesitado ingeniárnoslas cuando en una actividad hubiera bastado con un 
simple onClickListener(). Por otra parte, el bloc de notas grande hemos tenido que 
hacer que sea sin interactuación con otras aplicaciones ya que de otra manera 
hubiéramos tenido que buscar vías alternativas para poder mostrar el teclado ya 
que con las flags que nos permiten interactuar con otras aplicaciones, el teclado 
no se muestra al no poder recoger el click en un texto editable. 
9.6 Mejoras 
Una posible mejora en esta prueba sería minimizar el bloc de notas grande cuando picas 
en el fondo y no en el botón. Sería interesante esto además por la dificultad de recoger 
un click fuera de nuestra vista por servicios. 
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10 Espejo 
Bajo este nombre empiezo la última prueba de concepto. Aquí probaremos que pasa 
cuando intentamos utilizar algo más agresivo con la cpu como es la cámara y que 
dificultades nos encontramos para mostrarla. 
10.1 ¿En qué consistirá esta POC? 
Se mostrará al usuario una ventana donde verá en todo momento la cámara frontal del 
teléfono a modo de espejo. Esta ventana la podrá mover y estará siempre en primer 
plano. Si el usuario decide hacer click sobre la ventana, se tomará una foto y se 
guardará en el almacenamiento externo. 
10.2 Estructura del proyecto. 
Siguiendo con la estructura de las otras dos, será la siguiente: 
 
10.3 Desarrollo de la POC 
10.3.1 Elección del servicio 
El servicio escogido, siguiendo la misma lógica, es un started service. 
10.3.2 Launcher Activity.  
No cambiamos el código que hemos visto anteriormente, sólo el nombre del servicio por 
el correcto. 
@Override 
protected void onCreate(Bundle savedInstanceState) { 
  
Activity 
Launcher  
 Service   Espejo 
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    super.onCreate(savedInstanceState); 
    setContentView(R.layout.activity_launcher2); 
 
    Intent i = new Intent(this, Espejo_Service.class); 
    startService(i); 
    this.finish(); 
} 
 
10.3.3 Servicio 
Instanciamos la clase espejo. 
@Override 
public void onCreate() { 
    super.onCreate(); 
    new Espejo(); 
} 
Esta clase maneja toda la lógica respecto a esta prueba de concepto. 
Por partes: 
private Camera mCamera = null; 
private CamaraView mCameraView = null; 
 
public Espejo() 
{ 
    try{ 
        mCamera = Camera.open(1);//PASAR INT CAMARA QUE SE REQUIERE  
    } catch (Exception e){ 
        Log.d("ERROR", "ERROR: " + e.getMessage()); 
    } 
 
Lo primero que hay que hacer es comprobar que podemos abrir la cámara para no 
bloquear el teléfono y prevenir excepciones.   
if(mCamera != null) { 
 
    final WindowManager wm = (WindowManager) 
getSystemService(WINDOW_SERVICE); 
    LayoutInflater li = (LayoutInflater) 
getSystemService(LAYOUT_INFLATER_SERVICE); 
    final WindowManager.LayoutParams params = new WindowManager.LayoutParams( 
            650, 650, 
            WindowManager.LayoutParams.TYPE_PHONE, 
            WindowManager.LayoutParams.FLAG_NOT_FOCUSABLE, 
            PixelFormat.TRANSLUCENT); 
 
    params.gravity = Gravity.CENTER; 
    params.dimAmount = 0.5f; 
 
    final View camera = li.inflate(R.layout.camera, null); 
Interacción gráfica en Servicios de Android Pablo Struth Izquierdo 
 
~ 54 ~ 
 
 
    mCameraView = new CamaraView(getBaseContext(), mCamera); 
    FrameLayout camera_view = (FrameLayout)camera.findViewById(R.id.cameraf); 
    camera_view.addView(mCameraView); 
Los parámetros usados para crear la ventana de la cámara son los mismos que el bloc 
de notas pequeño o la pelota, sólo se le ha cambiado el tamaño. Añadimos la cámara 
al layout ‘camera’ que será nuestra vista y después de añadirle la lógica para poder 
mover la ventana por la pantalla, añadimos esta vista al window manager. 
camera.setOnTouchListener(new View.OnTouchListener() { 
 
    private int initialX; 
    private int initialY; 
    private float initialTouchX; 
    private float initialTouchY; 
    boolean click; 
 
    @Override 
    public boolean onTouch(View v, MotionEvent event) { 
        ; 
        final int treshold = 100; 
        switch (event.getAction()) { 
 
            case MotionEvent.ACTION_DOWN: 
                click = true; 
                initialX = params.x; 
                initialY = params.y; 
                initialTouchX = event.getRawX(); 
                initialTouchY = event.getRawY(); 
 
                return true; 
            case MotionEvent.ACTION_UP: 
                wm.updateViewLayout(camera, params); 
                if (click) { 
                    mCamera.takePicture(null, null, new 
Camera.PictureCallback() { 
                        @Override 
                        public void onPictureTaken(byte[] data, Camera 
camera) { 
                            if (data != null) { 
                                Bitmap bitmap = 
BitmapFactory.decodeByteArray(data, 0, data.length); 
 
                                if(bitmap!=null){ 
 
                                    File file=new 
File(Environment.getExternalStorageDirectory()+"/FotosEspejo"); 
                                    if(!file.isDirectory()){ 
                                        file.mkdir(); 
                                    } 
 
                                    file=new 
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File(Environment.getExternalStorageDirectory()+"/FotosEspejo",System.currentT
imeMillis()+".jpg"); 
 
 
                                    try 
                                    { 
                                        FileOutputStream fileOutputStream=new 
FileOutputStream(file); 
                                        
bitmap.compress(Bitmap.CompressFormat.JPEG,100, fileOutputStream); 
 
                                        fileOutputStream.flush(); 
                                        fileOutputStream.close(); 
                                    } 
                                    catch(IOException e){ 
                                        e.printStackTrace(); 
                                    } 
                                    catch(Exception exception) 
                                    { 
                                        exception.printStackTrace(); 
                                    } 
 
                                }} 
                                camera.startPreview();} 
                    }); 
 
                } 
                return true; 
 
            case MotionEvent.ACTION_MOVE: 
                if (Math.abs(params.x - initialX) > treshold || 
Math.abs(params.y - initialY) > treshold) { 
                    click = false; 
                } 
                params.x = initialX + (int) (event.getRawX() - 
initialTouchX); 
                params.y = initialY + (int) (event.getRawY() - 
initialTouchY); 
 
                wm.updateViewLayout(camera, params); 
 
 
                return true; 
        } 
        return false; 
    } 
}); 
wm.addView(camera, params); 
El código no tiene ninguna novedad salvo por lo que hacemos si detectamos click. En 
este caso, tomamos una foto con la cámara frontal y la guardamos en el 
almacenamiento externo. Concretamente en “FotosEspejo”. 
 
Interacción gráfica en Servicios de Android Pablo Struth Izquierdo 
 
~ 56 ~ 
 
10.4 Pruebas 
En este caso una de las pruebas más interesantes es la de CPU ya que en teoría, el 
consumo de la batería de la cámara ha de ser elevado y esto ha de verse reflejado.  
10.4.1 Consumo de CPU 
El consumo de CPU, según el monitor de Android Studio, es el siguiente: 
 
Ilustración 5 Consumo de CPU 
Sorpresivamente, el consumo de CPU no se dispara enormemente como cabía esperar. 
Vemos picos sobretodo en los momentos de captura de foto que es cuando ha de 
guardar también las fotos en el almacenamiento externo. Un consumo más que 
correcto cabe decir. 
10.4.2 Consumo de memoria 
El consumo de memoria según los monitores de Android Studio fue el siguiente: 
 
El consumo de memoria vemos como varia con el tiempo pero en todo caso es muy 
bajo y aceptable. 
10.4.3 Consumo de batería 
Como era de esperar, la batería bajó rápidamente pero no tanto por nuestra prueba 
de concepto sino por dos razones básicas: 
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 Consumo de la pantalla. Mantener la pantalla encendida mientras vemos 
nuestra cámara produce un gasto de batería significativo. 
 Consumo del hardware. Alimentar la cámara requiere un gasto considerable de 
batería. 
10.5 Conclusiones 
De esta última prueba de concepto podemos extraer estas conclusiones: 
 Consumo bajo exceptuando el hardware de la cámara. El consumo de la POC 
en sí ha sido bastante bajo. Por otra parte, si el usuario decide utilizar una 
aplicación con cámara, ha de atenerse también a el gran consumo de batería 
que de por sí originará la cámara. 
 Gran adaptabilidad en los servicios. Aun con sus limitaciones, hemos podido 
introducir la cámara en segundo plano y la hemos podido visionar sin ningún 
problema. 
10.6 Mejoras 
Quizás fuera interesante añadir efectos o poder personalizar diferentes settings de la 
cámara. 
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11 Custom Notification 
Uno de los problemas que tiene el interactuar con gráficos en servicios es el mecanismo 
de escape. ¿Cómo puede el usuario parar o detener el servicio sin tener que entrar en 
ajustes del sistema? Podríamos hacer una salida personalizada para cada funcionalidad 
diferente:  
 En el caso de la pelota podría ser hacer doble click en la pelota y desplegar un 
menú donde el usuario pueda salir del servicio.  
 En el caso del bloc de notas podrías ser arrastrar el bloc de notas hacia abajo de 
la pantalla, tal como hace Facebook Messenger. 
 En el caso de la cámara se hace difícil pensar una solución que pueda ser 
práctica y satisfactoria para el usuario. 
La idea es que no podemos personalizar la salida de la aplicación para cada tipo de 
utilidad que ofrezcamos ya que es muy confuso para el usuario y costoso para el 
desarrollador. Por eso, una manera sencilla de poder controlar esto es una notificación 
personalizada. Las notificaciones del sistema siempre están por encima de nuestros 
servicios por lo que no se pueden bloquear, y a la vez, son una elegante manera de 
poder interactuar con servicios. 
11.1 Implementación de la Notificación personalizada 
Implementaremos una notificación personalizada que simplemente nos permita parar 
el servicio actual.  
private void startNotification(){ 
    String ns = Context.NOTIFICATION_SERVICE; 
    NotificationManager notificationManager = 
            (NotificationManager) getSystemService(ns); 
 
    Notification notification = new Notification(R.mipmap.ic_launcher, null, 
            System.currentTimeMillis()); 
 
    RemoteViews notificationView = new RemoteViews(getPackageName(), 
            R.layout.customnoti); 
 
    //the intent that is started when the notification is clicked (works) 
    Intent notificationIntent = new Intent(this, Desktop_Ball_Service.class); 
    PendingIntent pendingNotificationIntent = PendingIntent.getActivity(this, 
0, 
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            notificationIntent, 0); 
 
    notification.contentView = notificationView; 
    notification.contentIntent = pendingNotificationIntent; 
    notification.flags |= Notification.FLAG_NO_CLEAR; 
 
    //this is the intent that is supposed to be called when the 
    //button is clicked 
    Intent switchIntent = new Intent(this, switchButtonListener.class); 
    PendingIntent pendingSwitchIntent = PendingIntent.getBroadcast(this, 0, 
            switchIntent, 0); 
 
    notificationView.setOnClickPendingIntent(R.id.buttonparar, 
            pendingSwitchIntent); 
 
    notificationManager.notify(1, notification); 
} 
 
 
public static  class switchButtonListener extends BroadcastReceiver { 
 
 
    @Override 
    public void onReceive(Context context, Intent intent) { 
        StopServei(); 
    } 
} 
Sin entrar mucho en detalle, este método lo que hace es crear una notificación con un 
layout personalizado, lanzarla y especificarle que cuando pulsemos el botón que 
queremos, envíe un intent a una clase especifica. Esta clase, llamada 
switchButtonListener deberá extenderse de BroadcastReceiver23 para poder recibir el 
intent lanzado por sendBroadcast(). Una vez allí, cuando recibimos un intent, llamamos 
a la función StopServei() que según el juego actual hace una cosa u otra.   
public static void StopServei() 
{ 
    switch (currentgame) 
    { 
        case 0: 
            Ball_Game.Remove(); 
            break; 
        case 1: 
            Bloc_Notas.Remove(); 
            break; 
        case 2: 
            Espejo.Remove(); 
                                                 
23 Esta clase es necesaria para poder recibir intents lanzados por broadcast. Más información en 
https://developer.android.com/reference/android/content/BroadcastReceiver.html 
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            break; 
    } 
} 
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12 Futuros proyectos 
Después de comprobar que sí es posible desarrollar aplicaciones de esta manera, la 
siguiente pregunta es, ¿Hacía donde nos podemos dirigir? A la hora de comenzar este 
trabajo tenía unas ideas al respecto pero después de terminarlo, comprendiendo mejor 
los servicios y las dificultades que representan, lo veo desde una perspectiva más 
realista. Y, aún siendo más realista, veo mucho futuro y capacidad de extensión en este 
campo. 
Uno de los proyectos que personalmente me gustaría emprender y que, honestamente, 
veo negocio en ello, es la creación de un tipo de mascota virtual. Todos conocemos al 
famoso Pou24, y si, ¿Pudiéramos tenerlo por nuestro escritorio dando vueltas? Y con ello 
no me refiero a un widget tipo DroidPet25 sino a una mascota que se mueva libremente 
y sin restricciones por nuestro escritorio, nos llame la atención y podamos acariciarlo 
mientras usamos whatssap, por poner un ejemplo. Sin duda alguna, esto supondría un 
trabajo enorme de diseño y desarrollo pero la idea me parece súper interesante.  
Otro proyecto interesante y ambicioso, que es precisamente la idea de la cual nace 
este trabajo, es la creación de una especie de mercado de minijuegos basados en esta 
tecnología. Se desarrollaría una librería open source para definir unas  pautas de diseño 
y funcionalidades básicas para que cualquier desarrollador pueda de manera fácil 
crear minijuegos y subirlos al mercado común donde los usuarios elegirían que juegos 
quieren bajarse y jugar. 
Una de las pruebas de concepto que hemos hecho, la del espejo concretamente, 
podría ser interesante también de cara a una versión completa y cuidada.  
 
                                                 
24 Aplicación de Android basada en una mascota virtual desarrollada por Zakeh. Descargable 
en https://play.google.com/store/apps/details?id=me.pou.app&hl=es 
25 Aplicación de Android con posibilidad de usarla como widget basada en una mascota virtual 
desarrollada por Zombies In The Lab. Descargable en https://android.es/2012/03/23/droidpet-
widget-una-mascota-virtual-en-tu-escritorio-android/ 
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13 Conclusiones 
Con estas tres pruebas de concepto, después de analizar tanto su desarrollo como los 
datos que los monitores de CPU y memoria ofrecían, queda demostrada la viabilidad 
de esta manera de proceder con los servicios. El consumo en todas las pruebas ha sido 
relativamente bajo (incluso en el de la cámara) y el consumo de memoria, salvo en la 
del bloc de notas, no ha sido significativo.  
Por otra parte, desarrollar aplicaciones de esta manera es algo más complejo que 
hacerlo por actividad convencional. No tener ni contexto, ni interfaz gráfica disponible 
hace que tengas que investigar bastante los diferentes parámetros existentes del 
Windows manager para poder conseguir que la vista se comporte exactamente como 
deseas. Es evidente que nuestro margen de maniobra queda limitado a estos 
parámetros y como juguemos con ellos aunque como hemos visto en la segunda y 
tercera prueba, podemos ingeniárnoslas para poder lograr nuestros objetivos (como 
implementar un onclicklistener()).  
También nace un problema en esto, que no hemos comentado, y es la necesidad de 
justificar la aplicación. Es difícil vender al usuario que la aplicación sólo la necesitamos 
para abrirla y cerrarla. Encontrar en ella un apoyo para hacer ajustes de la aplicación u 
alguna otra funcionalidad parecida sería ideal para solventar este problema. 
Otro de los grandes problemas que me he encontrado en el desarrollo de este trabajo 
ha sido la imposibilidad de escapar de las pruebas de concepto si no era deteniendo el 
servicio por ajustes. Esto, tal como se explica en el trabajo, lo solventé con una 
notificación del sistema customizada. Es una solución simple, pero funcional. 
Por otra parte, es ilusionante pensar en las posibilidades que la interacción gráfica con 
los servicios nos permite. Mascotas virtuales, aplicaciones flotantes, juegos en primer 
plano… Las posibilidades son infinitas.  
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