Artificial Life Modelling by Žák, Jakub
VYSOKÉ UČENÍ TECHNICKÉ V BRNĚ 






FAKULTA INFORMAČNÍCH TECHNOLOGIÍ 
ÚSTAV INTELIGENTNÍCH SYSTÉMŮ 
FACULTY OF INFORMATION TECHNOLOGY 






MODELOVÁNÍ UMĚLÉHO ŽIVOTA 




AUTOR PRÁCE    Bc. Jakub Žák 
AUTHOR 
 




BRNO 2009   
Vysoké učení technické v Brně – Fakulta informačních technologii 
 
Ústav intelignetních systémů Akademický rok 2008/2009 
Zadání diplomové práce 
 
 
Řešitel: Jakub Žák, Bc. 
Obor: Inteligentní systémy 
Téma: Modelování umělého života 




1. Prostudujte současný stav poznání v oblasti vytváření a modelování umělého života.  
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obdobnými těm, jaké má lidská bytost.  
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sestavování plánů odpovídajících těmto záměrům.  
4. Realizujte agenta ve virtuálním městě a simulujte jeho chování.  
5. Zhodnoťte Vámi navržené algoritmy a diskutujte možné rozšíření modelu na 
multiagentní systém s více umělými lidmi - agenty. 
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Tato práce se zabývá simulací umělého života pomocí umělých BDI agentů. Pro účely práce je 
vytvořen virtuální svět, do kterého jsou agenti umístěni. V systému figuruje 5 různých druhů agentů. 
Agent otec, který systém řídí a synchronizuje. Dále pak agenti výrobce, prodavač, policista a zloděj. 
Model systému je vytvořen pomocí návrhové metodologie Prometheus. Systém je naprogramován v 





This paper deals with artificial life simulation by means of artificial BDI agents.This work aims to 
create a virtual world, to which agents are put. In system, there is 5 kinds of agents. Agent father, who 
rules and synchronizes the system. Next are agent worker, salesman, cop and thief. Model of the 
system is created by use of Prometheus methodology. The system is programed in the Jason language, 
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Počítačová věda, nebo také informatika, je v současné době velice dynamicky se rozvíjející odvětví. 
Je tomu tak již od 1. poloviny 20. století, kdy byly sestrojeny první, z dnešního pohledu primitivní, 
počítače. Ještě dříve však byl rozpoznán obrovský potenciál umělých strojů, jakožto zařízení, která 
měla člověku život usnadňovat. První stroje byly samozřejmě mechanické. Byla to jednoduchá 
zařízení, která měla člověku usnadnit každodenně vykonávané úkoly. Dále přišly stroje elektrické, 
které byly sice sofistikovanější, ale stále byly zaměřeny vždy pouze na jednu činnost, právě proto, že 
byly schopny provádět pouze určitou množinu úkolů, potažmo lze říci výpočtů. 
Konečně s příchodem prvního univerzálního výpočetního modelu bylo možno, nejdříve 
teoreticky, provádět obecné výpočty a ne pouze výpočty zaměřené na jeden konkrétní problém. S 
touto přelomovou myšlenkou se začaly vytvářet první počítače. Už ve velmi raných fázích rozvoje 
informatiky se tato vědní disciplína rozdělila na mnoho rozdílných odvětví. Podstatné je, že se 
vyčlenil i obor nazvaný umělá inteligence. Je to obor, ve kterém jsou vytvářeny algoritmy a 
implementace pro specifickou třídu problémů, jejichž řešení považujeme za určitý projev inteligence.  
Podoborem pro umělou inteligenci je odvětví, které se zabývá vývojem tzv. umělých agentů. 
Toto odvětví se snaží pohlížet na programovou jednotku - agenta, jako na autonomní entitu, která má 
mít schopnosti vhodné pro řešení jemu zadaných úkolů.  
Tato diplomová práce využívá poznatků z oboru umělých agentů a klade si za cíl vytvořit 
komunitu agentů ne nepodobnou lidskému společenství. Je samozřejmostí, že úroveň abstrakce při 
řešení takovéhoto problému nemůže sahat až do míst, ve kterých se pohybuje realita. Realita je totiž 
nejvyšší možnou mírou abstrakce a nelze ji, prozatím, simulovat v celé její komplexnosti. Je proto 
nutné vybrat vhodný úsek, který se bude simulovat. Pro účely této práce jsem navrhl model agentního 
systému obsahující 4 agenty (lidi), kteří budou mít v systému 4 role. První rolí je agent policista, dále 
pak zloděj, obchodník a výrobce. Tyto 4 druhy agentů abstrahují různé složky lidské společnosti a 
budou popsány v dalším textu. 
Další podstatnou věcí je volba typu agenta, který se bude v daném modelu pohybovat. Agentů 
je totiž více druhů, které se dělí, ať už podle architektury nebo podle jiných specifik, např míra 
dosažitelných schopností agenta. Některé jejich druhy jsou popsány v  [1]. Důležité je, že pro účely 
této práce byli vybráni BDI agenti, jejichž činnost bude osvětlena dále v teoretické části práce. 
Posledním problémem, který je třeba řešit při implementaci takovéhoto problému je volba 
implementačního prostředí, potažmo jazyka, ve kterém se bude daný problém programovat. Tento 
problém byl vyřešen volbou jazyka Jason, jež je implementací agentního jazyka AgentSpeak(L) a 
zároveň je k němu vytvořeno jednoduché programovací prostředí. Jazyk Jason bude podrobněji 
popsán v dalším textu. 
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Následující kapitola rozebere problematiku BDI agentů do podrobností, jež jsou nutné k 
pochopení této práce. Za kapitolou o agentech přijde kapitola o metodologii Prometheus, která slouží 
k návrhu BDI agentních systémů. Po vysvětlení metodologie přijde popis mnou vytvořeného modelu. 
Tento model bude rozebírán z pohledu metodologie Prometheus. Po rozebrání modelu do všech 
detailů přijde popis některých specifik jazyka Jason a to právě těch, které budou v rámci práce 
využity. V kapitole o jazyce Jason bude také uvedení modelu do kontextu jazyka. Následuje kapitola 
popisující vybrané části implementace. Poslední praktická kapitola, po níž už následuje pouze závěr, 
bude rozebírat dosažené výsledky práce. 
Poslední částí úvodu je vymezení prací převzatých ze semestrálního projektu, na nějž tato práce 
navazuje. Ze semestrální byla převzata praktická část modelu, který byl pro ní vytvořen. Tato část 
modeluje činnost agenta výrobce v systému. Budou pouze doplněny informace, které v předchozím 
návrhu nebyly úplné. Tyto poznatky ze semestrální práce budou využity v kapitole popisující model 
systému a to kapitole 4. 
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2 BDI agent 
 
V této kapitole rozeberu pojem BDI agent. Budou definovány jeho základní charakteristiky stejně tak, 
jako fungování v kontextu ostatních agentů. Dále bude popsána teorie potřebná k pochopení 
problematiky BDI agentů spojené s vypracováním mé diplomové práce. 
Nejdříve je potřeba definovat, co je to vlastně BDI agent. BDI agent je typem umělého agenta. 
Umělý agent je pak člověkem vytvořená entita jednající v určitém systému v zájmu svém, potažmo 
svého stvořitele nebo v zájmu některého z ostatních agentů pohybujících se v systému. Tato laická 
definice samozřejmě počítá s multi-agentním systémem. V případě systému pouze s jedním agentem 
pak agent jedná pouze v zájmu svém. 
Po uvedení této neformální definice bude pojem agent upřesněn pomocí definice převzaté z  [2]. 
"An  agent is a computer system that is situated in some environment, and that is capable of  
autonomous action in this environment in order to meet its design objectives." 
Volně přeloženo to znamená, že agent je počítačový systém, který je situován v nějakém 
prostředí a je schopen autonomních akcí v tomto prostředí za účelem splnění úkolů definovaných 
návrhem agenta. Zároveň z toho vyplývá, že agent je schopen jak přijímat informace o prostředí, tak 
své okolí ovlivňovat. Tato definice ovšem nic neříká o vnitřní struktuře agenta. Právě vnitřní struktura 
pak určuje, jakým způsobem se bude agent "dívat na svět" a jakým způsobem bude své okolí 
ovlivňovat. 
Nyní je na čase více probrat právě vnitřní strukturu a model chování BDI agenta. 
2.1 Beliefs, Desires, Intentions 
Jak už nadpis napovídá, zkratka BDI znamená beliefs, desires, intentios. Tato kapitola vysvětlí 
jednotlivé pojmy a ujasní tak jejich význam v kontextu následujícího teoretického textu. 
Jakkoli může být užitečné vytvářet agenty, kteří svou činnost odvozují od dokazování formulí, 
zdá se být jasné, že lidé takto nečiní. Fungování BDI agentů by tedy mělo být odvozeno více od 
chování lidského a je tedy potřeba vytvořit příslušné nástroje pro popis takového chování. BDI 
agentní model je tedy modelem, který si bere inspiraci z procesů, které se zdají být rozhodující při 
lidském rozhodování. 
Základem pro popis BDI agenta jsou 3 mentální stavy. Jsou to stavy belief (víra), desire 
(touha), intention (záměr). Těmito mentálními stavy je pak řízeno agentovo rozhodování a výběr 
vhodných akcí pro danou situaci. Agentovu rozhodování se také někdy říká praktické usuzování. 
Vysvětlení tohoto termínu pak bude v následující kapitole vyhrazeno příslušné místo. 
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Víra je agentovou představou o světe. Agent věří, že jeho báze znalostí je obrazem výseku 
světa, který daný agent potřebuje znát, aby mohl správně fungovat. Tento obraz samozřejmě může být 
zastaralý nebo nepřesný. 
Touhu pak lze pochopit jako souhrn všech možných stavů světa (cíle), kterých se agent snaží 
dosáhnout. Je docela pochopitelné, že jednotlivé touhy by měly být vzájemně výlučné a splnění jedné 
by tedy nemělo popírat možnost splnění druhé. O cílech také často mluvíme jako o agentových 
možnostech. 
Konečně záměr je i cílem, který byl zadán agentu už při jeho stvoření nebo může vyplynout ze 
zvažování možností. Snadno si pak můžeme představit, že agent začne s cílem, který mu byl uložen 
jeho návrhářem jako primární a v dané chvíli pak zvažuje možnosti kompatibilní s daným cílem. 
Jinými slovy zvažuje možnosti, které vedou ke splnění primárního cíle. Možnost, kterou si pak agent 
vybere, se zavazuje splnit a ta se tak stává jeho dalším záměrem. Tento proces může být i rekurzivní a 
agent tak dlouho přijímá záměry, až se nakonec dostane k atomické akci, kterou je schopen provést a 
ovlivnit tak své okolí. Záměr jako pojem také můžeme považovat za odhodlání dosáhnout nějakého 
cíle. 
2.2 Praktické usuzování 
Praktické usuzování je výpočetní (rozhodovací) model, jehož výstupem by mělo být provedení akce. 
Pojem praktické usuzování lze definovat jako: 
"Practical reasoning is a matter of weighing conflicting considerations for and against 
competing options, where the relevant considerations are provided by what the agent 
desires/values/cares  about and what the agent believes." ( [2]) 
Tato definice, volně přeloženo, říká: Praktické usuzování je otázka zvažování kladů a záporů 
konkurenčních možností, kde jako relevantní možnosti jsou brány v úvahu agentovy 
touhy/hodnoty/na čem mu záleží a zároveň, čemu agent věří. 
Dále je potřeba dát termín praktické usuzování do kontextu s teoretickým usuzováním, jehož 
výsledkem je znalost, v terminologii BDI agenta víra (belief). Když například budu věřit, že Sokrates 
je člověk a všichni lidé jsou smrtelní, pak mohu odvodit, že Sokrates je smrtelný. Teoretické 
usuzování tedy vede k víře a pouze upravuje můj osobní obraz světa. Oproti tomu, když se například 
rozhoduji zda pojedu vlakem, či autobusem, mé rozhodování nakonec povede k jedné z akcí "jet 
autobusem" nebo "jet vlakem", čímž v podstatě ovlivňuji okolní svět. 
U lidí lze při jejich praktickém usuzování vypozorovat 2 oddělené fáze tohoto procesu. V první 
fázi je potřeba se zeptat čeho chceme v daném světě dosáhnout. U výše uvedeného příkladu to je 
rozhodnutí zda "jet vlakem" nebo "jet autobusem". V další fází procesu praktického rozhodování se 
pak ptáme jak daného stavu světa dosáhnout. U našeho příkladu, pokud bych se rozhodl jet vlakem, 
pak na otázku jak mohu odpovědět posloupností akcí, které provedu, abych splnil daný záměr (jet 
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vlakem). Posloupnost akcí pro daný záměr pak může být například: dojít na vlakové nádraží, koupit si 
jízdenku, sednout do vlaku, čekat. 
První proces, kdy vybíráme čeho chceme dosáhnout se nazývá zvažování (deliberation). Druhý 
proces, kdy vymýšlíme, jak daného stavu světa dosáhnout se nazývá plánování (means-end-
reasoning). 
V ideálním světě by praktické usuzování bylo jednoznačným procesem. Agent jako část 
softwaru však stojí před omezeními a to jak časovými, tak prostorovými. Tím je myšleno, že má 
pouze omezenou pamět a čas procesoru pro provádění svých výpočtů. Z toho plyne, že oba procesy 
praktického usuzování, jak zvažování, tak plánování, mají omezený počet cyklů procesoru a 
omezenou paměťovou kapacitu. Z těchto úvah pak plynou dva důležité důsledky ( [2], s.67). 
• Agenti situovaní v reálném prostředí musí používat své prostředky efektivně, aby byli schopní v 
daném prostředí efektivně jednat. Reálné prostředí je totiž vysoce dynamické a agent situovaný v 
takovém prostředí potřebuje umět jednat rychle a správně, aby mohl včas reagovat na některé 
zásadní změny prostředí. 
V rámci této práce jsou agenti modelovaní v umělém prostředí a řešení tohoto problému tedy 
nebude nutné. 
• Agenti nemohou provádět zvažování donekonečna. V určité chvíli musí přijmout daný stav světa a 
rozhodnout se k přijetí nějakého záměru.  
Tento problém je zásadní i pro agenty v umělém prostředí a při návrhu agenta a prostředí je 
nutno brát v potaz, že agenti nemohou zvažovat své možnosti donekonečna. V jistém smyslu je 
odbourání tohoto problému intuitivní, protože agent, který stále pouze přijímá informace z vnějšího 
světa, případně stále se rozhodující, co dál dělat, by nebyl k ničemu. Nicméně je potřeba tuto 
problematiku brát v potaz a při návrhu agentů, potažmo systému, nesklouznout k chybě, která by 
vedla k danému nesmyslnému chování. 
2.3 Záměr v praktickém usuzování 
Tato kapitola popisuje význam a vlastnosti záměru v procesu praktického usuzování. Předchozí 
kapitola naznačila, že první fází procesu je zvažování. Výsledkem zvažování je pak přijetí určitého 
záměru. Je tedy nutné vysvětlit jednotlivé aspekty tohoto mentálního stavu, aby bylo pochopitelnější, 
jakým způsobem agent svoje zvažování provádí. 
Nejdříve poznamenejme, že lze rozlišit několik různých typů záměrů. Jednak tímto pojmem 
můžeme myslet "akci", nebo ho lze pochopit jako "stav mysli". Pro názornější pochopení uvedu 
příklad. Mohu například někoho záměrně strčit pod vlak, kde můj záměr bude zabít danou osobu. 
Záměr si v tomto případě vyložím jako provedení akce "strčit někoho pod vlak". Ve druhém případě 
budu mít dnes ráno záměr "dnes večer půjdu a někoho strčím pod vlak". Tady musím záměr pochopit 
jako stav mysli, protože záměrem zatím není myšlena akce, ale pouze myšlenka v mé hlavě. Oba tyto 
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významy záměru mají úzkou spojitost. Ze stavu, kdy je záměr chápán jako stav mysli, se s 
postupujícím časem, kdy se budoucnost mění na přítomnost, význam záměru obrací a v rámci záměru 
by se měla produkovat akce. Samozřejmě to nemusí platit vždy, pokud přijmu záměr, jako stav mysli, 
někde ve více vzdálené budoucnosti, pak souhra okolností může vést k tomu, že se nakonec daný 
záměr vůbec neuskuteční. 
Bratman ( [3]) říká, že záměr hraje mnohem silnější roli při ovlivňování výběru akce, než 
ostatní mentální stavy, jako například touhy (desire). Pro názornost opět uvedu příklad. Moje touha 
dnes večer hrát basketbal má pouze potenciální šanci ovlivnit mé akce tento večer. Musí soupeřit s 
ostatními touhami, do té doby, než je jasné, co budu dělat. V kontrastu s tímto, jakmile přijmu záměr 
dnes večer hrát basketbal, pak je záležitost programu dnešního večera uzavřena. Nepotřebuji už 
nadále zvažovat klady a zápory ostatních mentálních stavů a když přijde večer, provedu svůj záměr. 
První důležitou vlastností záměru je, že by měl v důsledku vést k akci (posloupnosti akcí). 
Předpokládejme, že jsem přijal záměr napsat diplomovou práci. Lze tedy očekávat, že učiním 
smysluplný pokus pro dosažení tohoto záměru. Smysluplným pokusem je myšleno, že vytvořím 
nějaký plán akcí, jejichž provedení povede k napsání diplomové práce. 
Další markantní vlastností záměru je, že má persistentní (přetrvávající) charakter. Pokud totiž 
přijmu nějaký záměr, pak by tento záměr měl přetrvat a já provádím veškeré akce nutné k tomu, 
abych daného záměru dosáhl. Pokud bych od záměru upustil bez zřejmého důvodu, pak bych nejednal 
racionálně. Samozřejmě mohou existovat výjimky, například, pokud by se ukázalo, že nemám šanci 
daného záměru dosáhnout (měl bych takovou víru), pak je v mém zájmu od záměru upustit a přitom 
jednám racionálně. 
Třetí důležitou vlastností záměru je, že pokud přijmu záměr, pak tento ovlivňuje mé budoucí 
praktické usuzování. V praxi to znamená, že pokud přijmu nějaký záměr, pak ve svém dalším jednání 
nebudu přijímat záměry, které jsou s tím původním v rozporu. V souvislosti s předchozím příkladem, 
pokud přijmu záměr "napsat diplomovou práci", pak je to v rozporu se záměrem "chodit každý večer 
na párty". 
Konečně poslední podstatnou vlastností záměru je, že je velmi úzce svázán s představami 
(belief) o budoucnosti. Například, když přijmu záměr "napsat diplomovou práci", pak bych měl věřit, 
že tento záměr je pro mě uskutečnitelný. Ve chvíli, kdy je úspěšně proveden plán pro uskutečnění 
záměru, je pak záměru dosaženo a já jsem napsal diplomovou práci. Pokud bych už od začátku 
nevěřil, že se mi ji povede napsat, bylo by pro mě nesmyslné přijímat daný záměr. 
2.4 Plánování 
Plánování je přirozeně procesem rozhodování, jak dosáhnout nějakého cíle (přijatého záměru) pomocí 
akcí, které jsou dostupné. Proces plánování si můžeme také vyložit jako automatické programování. 
Plánovač je pak subsystém, který na vstupu dostane následující informace: 
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1. Cíl nebo záměr. V jistém smyslu lze tyto dva termíny považovat za totožné. V podstatě je to 
pro agenta zadáním úkolu. Toto zadání lze také pojmout jako stav světa, kterého chce agent 
dosáhnout nebo v opačném případě, kterému se chce agent vyhnout. 
2. Aktuální stav prostředí. Tyto údaje jsou v agentově bázi představ se vším, co s tím souvisí 
(viz. kapitola  2.1). 
3. Akce dostupné agentovi. 
Výstupem plánovacího algoritmu je pak plán, který lze popsat jako posloupnost akcí 
dostupných agentovi. Pokud plánovací algoritmus vytvoří plán korektně, pak provedením plánu agent 
transformuje prostředí ze stavu, v němž plán vytvářel do stavu, kterého chce docílit. Případně lze také 
říci, že agent dosáhne požadovaného záměru/cíle. 
Původní myšlenka v oboru zabývajícím se agentnímy systémy byla taková, že umělý agent by 
měl svůj plán vytvářet od základu ( [4]). Od základu tady znamená, že agent by měl k dispozici pouze 
seznam proveditelných akcí a měl by za úkol vybrat vhodné akce a sestavit z nich plán (program) 
vedoucí ke splnění cíle. Problém tohoto přístupu je v tom, že je výpočetně velmi náročný protože je 
PSPACE-úplný. 
Další možností, která má z výpočetního hlediska nulovou složitost, je vytvoření vhodných 
plánů "offline", čímž je myšleno vytvoření všech plánů ve fázi návrhu agenta. Agent už jen vybírá v 
dané situaci nejvhodnější plán, případně složí několik plánů do jednoho výsledného, čímž je odbourán 
problém vytváření plánu od základu. V principu je tato myšlenka podobná té předchozí, pouze s tím 
rozdílem, že agent skládá za sebe vhodné plány místo výběru jednotlivých atomických akcí. Ve světle 
této skutečnosti pak můžeme vidět eleganci navrhnutého přístupu. Díky tomu, že agent skládá plány a 
ne atomické akce, je schopen provádět své jednání mnohem efektivněji a v kratším čase, což může 
být zásadní v situaci popsané v kapitole  2.2 (agent je v reálném prostředí a potřebuje se rozhodovat v 
reálném čase). Jedinou nevýhodou, zdá se, je sestavení plánu architektem systému a ne samotným 
agentem, což na první pohled postrádá potřebnou flexibilitu. Zkušenosti nicméně ukázaly ( [4], strana 
20), že tento přístup v praxi funguje dobře. Tento model vytváření plánů je použit i v jazyce Jason, 
potažmo AgentSpeak, použitém v této práci. 
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3 Metodologie Prometheus 
Abychom mohli navrhnout agentní systém, potřebujeme přesnou posloupnost kroků, metodologii, 
pomocí které nám bude takový návrh umožněn. Prometheus je takovou metodologií. Prometheus byl 
pro tuto diplomovou práci vybrán z toho důvodu, že umožňuje detailní návrh všech aspektů systému, 
stejně tak, jako agentů v něm. Prometheus obsahuje také některé další aspekty, jež podpořily jeho 
výběr pro tento projekt. V následujícím seznamu budou vypsány některé z těchto důvodů. 
• Prometheus je detailní, čímž je myšleno, že poskytuje vedení v otázce toho, jak provádět 
jednotlivé kroky návrhu systému, jež se nazývají procesy Promethea. 
• Prometheus poskytuje podporu návrhu agentů založených na cílech a plánech. 
• Prometheus pokrývá celou škálu aktivit, od základních požadavků na systém po detailní 
návrh. 
• K metodologii přísluší vývojový nástroj Prometheus Design Tool, který je volně dostupný a je 
navržen pro podporu vývoje agentního systému, který je vytvářen s pomocí Promethea. Tento 
nástroj byl využit k návrhu modelu i v této práci. 
• Prometheus byl úspěšně vyzkoušen negraduovanými studenty, jejichž zpětná vazba byla 
posléze využita k vylepšení některých aspektů metodologie. 
Právě tyto vlastnosti odlišují Promethea od ostatních existujících metodologií. Zatímco spousta 
existujících metodologií podporuje vývoj agentních systému na nižší, či vyšší úrovni, žádná z nich 
nemá všechny výše popsané vlastnosti ( [5]).  
Měli bychom poznamenat, že Prometheus je obecná metodologie. Ačkoli detailní návrh 
předpokládá určitou agentní architekturu, zbytek této metodologie těmto omezením nepodléhá. Není 
totiž možné vytvořit detailní postup pro jakýkoli proces bez přijetí určitých omezení, kterým daný 
proces podléhá. 
3.1 Přehled metodologie 
Tato kapitola obsahuje celkový přehled metodologie Prometheus. Budou naznačeny jednotlivé fáze 
návrhu systému a celková struktura metodologie. Dále budou vysvětleny specifické notace 
jednotlivých fází a také piktogramy použité ke grafickému zobrazení částí systému.  
Na začátku je potřeba poznamenat, že Prometheus se skládá ze 3 hlavních fází: 
• Specifikace systému: V této prvotní fázi je definován systém jako celek pomocí cílů a  
scénářů popisujících, jak jednotlivých cílů dosáhnout. Dále je definováno rozhraní systému 
vzhledem k jeho okolí pomocí specifikování akcí, vjemů a externích dat. Nakonec je také 
potřeba definovat funkcionality systému. 
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• Návrh architektury: Nyní už jsou rozpoznáni jednotliví agenti, je vytvořen diagram systému, 
který zachycuje jeho celkový přehled. Nakonec jsou jednotlivé scénáře situací převedeny na 
interakční protokoly. 
• Detailní návrh: V této, poslední, fázi jsou domyšleny detaily každého vytvořeného agenta a 
jsou definovány agentovy schopnosti, data, události a plány. Diagramy procesů jsou pak 
využity jako mezikrok mezi interakčním protokolem a agentovým plánem. 
Každá z těchto tří fází zahrnuje model reflektující dynamiku systému, stejně tak, jako model 
ukazující strukturu systému nebo jeho komponent. Je samozřejmostí, že ke každé části modelu je 
možno přidávat textové deskriptory (popisky), které blíže specifikují některou z entit modelu. 
Následující tabulka souhrnně ukazuje, do kterých částí patří jednotlivé součásti metodologie a zda 
jsou zahrnuty ve strukturní, či dynamické složce modelu. 
 
 dynamické modely strukturní modely desktriptory entit 
specif. systému scénáře cíle funkcionality (akce a vjemy) 
návrh architektury diagramy interakcí přehled systému zprávy agentů 
detailní návrh diagramy procesů schopnosti agenta schopnosti, plány, data 
 
Předchozí tabulka ukázala přehled metodologie z pohledu statiky a dynamiky systému. 
Následující obrázek, převzatý z  [6] (a přeložený do češtiny), ukazuje celkový přehled metodologie a 
jejích jednotlivých součástí. Nejhornější část obrázku zobrazuje fázi specifikace systému, prostřední 
část pak návrh architektury a úplně nejníže jsou ukázány součásti detailního návrhu jednotlivých 
agentů. 
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obr. 3.1: fáze metodologie Prometheus 
 
3.2 Specifikace systému 
Specifikace systému začíná hrubou myšlenkou, jak by měl systém vypadat. Touto myšlenkou může 
jednoduše být několik odrážek definujících základní popis systému. Dalším pokračováním je potom 
vypsání požadavků na systém ve formě: 
• cílů systému 
• scénářů (případů užití) 
• funkcionalit 
• rozhraní systému s okolím definovaném pomocí vjemů a akcí 
Měli bychom poznamenat, že předchozí seznam není posloupnost kroků, které by šly 
bezprostředně za sebou. Lepší bude pochopit jednotlivé prvky jako nezávislé myšlenky, kde jedna 
může vést ke druhé. Například cíle systému budou přirozeným vstupním bodem do definování 
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modelu systému. Díky stanovení cílů pak můžeme začít uvažovat jednotlivé scénáře, které budou s 
danými cíly spojeny. Každý vytvořený scénář pak může obsahovat další podcíle, jejichž splnění 
povede ke správnému průběhu scénáře. S touto myšlenkou pak můžeme říci, že specifikace systému 
je spíše iterativním procesem, než pouhou posloupností kroků. 
Nyní bude na čase popsat podrobněji, jakým způsobem by mělo probíhat smýšlení návrháře při 
definování základů systému v této fázi návrhu. Jak už bylo řečeno, je přirozeným začátkem definovat 
několika větami základní prvky, které by měl systém "umět". Z těchto několika odrážek je poté 
potřeba extrahovat základní cíle systému. Po zjištění, co je těmito základními cíli, přichází jejich 
podrobnější rozepsání. V metodologii Prometheus je v této části návrhu zásadní zeptat se, jak může 
být každého ze základních cílů dosaženo. Díky tomu, že se zeptáme jak a jsme schopni si odpovědět, 
pak vytvoříme další množinu podcílů, jejichž splnění následně povede ke splnění cílů hlavních. 
Postupným dotazováním a následným odpovídáním vytváříme strom cílů, který je prvním 
diagramem, který v procesu návrhu systému vytváříme. V tomto stromu jsou samozřejmě podcíle 
potomky cílů nadřízených. Tyto potomky lze spojovat logickými and a or, které definují nutnost 
splnění jednotlivých synovských uzlů. 
Dalším krokem návrhu je zvažování funkcionalit. Funkcionality jsou související "kusy" 
chování, které bude navržený systém znát a zároveň lze říci, že funkcionalita zahrnuje určitý počet jak 
cílů, tak akcí, vjemů a dat, jež s ní souvisejí a jejichž složením vytvoříme požadovanou část chování 
systému. Nejjednodušeji řečeno, funkcionality můžeme považovat za schopnosti, které musí systém 
ovládat, aby byl schopen splnit všechny úkoly, pro které je navrhován. Není pak výjimkou, když 
některé z těchto schopností skončí jako určité schopnosti agentů vytvářených v dalších fázích návrhu.  
Funkcionality se snažíme identifikovat právě ze stromu cílů vytvořeném v rámci předchozího 
kroku. Základní skupina funkcionalit je vytvořena tak, že uvažujeme různá seskupení cílů, kde každá 
skupina cílů je jednou funkcionalitou. Funkcionality jsou nadále popsány textovými deskriptory, což 
jsou textové popisky zachycující užitečné informace k dané funkcionalitě. Často jsou pak takovou 
informací cíle související s danou funkcionalitou, dále pak akce, které je schopna provádět a spouštěcí 
události, což jsou situace, díky kterým se funkcionalita může uvést do chodu. Spouštěcími událostmi 
mohou být vjemy, ale obecněji jsou to libovolné události, ke kterým může v systému docházet. 
Deskriptor samozřejmě také může obsahovat informaci o datech, které daná funkcionalita produkuje 
nebo se kterými pracuje. 
Dalším aspektem specifikace systému jsou pak scénáře. Scénářem je myšlen detailní popis 
určité sekvence událostí, akcí či vjemů. Tato sekvence má za úkol uspokojit splnění cíle, který je s 
daným scénářem v souvislosti. Jiným příkladem může být reakce na určitou událost, která se odehraje 
v systému. 
Scénáře jsou popisovány za použití identifikátoru (jména), spouštěcí události a posloupnosti 
kroků. Těmito kroky pak mohou být v metodologii Prometheus akce, vjemy, cíle, scénáře nebo další. 
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Ke každému kroku mohou volitelně příslušet informace či data, která jsou v daném kroku využita, 
nebo která jsou daným krokem produkována. 
Posledním krokem této fáze je definování prostředí, ve kterém se agent, v této chvíli potažmo 
systém, pohybuje. Je potřeba definovat vjemy, které budou systému dostupné z okolí a akce, kterými 
může systém ovlivňovat okolí. V tomto projektu je systém uzavřený před vnějším světem a tedy tuto 
fázi návrhu není potřeba dále brát v úvahu. 
3.3 Architektura systému 
Tato fáze je druhou fází Promethea a zaměřuje se zejména na definování agentů, dále pak na 
komunikaci mezi nimi a za výstup této fáze je považován diagram přehledu systému. 
Prvním krokem je rozhodování typů agentů vytvořených v systému. Toto je prováděno 
shlukováním funkcionalit a následně zkoumáním jednotlivých seskupení. Jeden agent pak může být 
vytvořen pomocí jedné funkcionality, nebo, je-li to vhodné, seskupením více funkcionalit dohromady. 
Pomůckami při rozhodování správnosti rozdělení jsou zejména diagram párování dat a diagram 
komunikace agentů. Jakmile je rozhodnuto, který agent bude pokrývat které funkcionality, jsou agenti 
popsáni pomocí deskriptoru agenta. 
Dalším krokem je vysledování interakce mezi vytvořenými agenty. Interakce jsou popisovány 
pomocí interakčních diagramů a interakčních protokolů. Interakční diagramy mohou být 
identifikovány ze scénářů vytvořených při specifikaci systému. Z interakčních diagramů jsou 
následně vytvořeny interakční protokoly, které mají zevšeobecňovat jednotlivé komunikace do tvaru 
obecně platných protokolů. 
Posledním krokem je vytvoření diagramu přehled systému, ve kterém je zachycena celková 
architektura systému. Tento diagram ukazuje v podstatě agenty a jejich případné interakce. 
Po tomto letmém uvedení do problematiky této fáze je potřeba některé kroky popsat důsledněji. 
První krok, tedy nalezení rozdělení funkcionalit a vytvoření agentů, bude pravděpodobně 
nejdůležitějším v celé této fázi. V nejlepším případě by každý agent měl být samostatnou jednotkou a 
párování agentů by mělo být minimální ( [5]). 
Jak už bylo řečeno, každý agent pokrývá obecně několik funkcionalit. Různé členění 
funkcionalit pak vytváří různou architekturu, která může být posuzována pomocí "celistvosti" 
každého agenta a pomocí stupně interakce agentů. Celistvostí je myšlena vlastnost, kdy agent 
obsahuje všechny prvky, které jsou nutné k tomu, aby byl schopen plnohodnotně plnit svou úlohu a 
nemusel například požadovat provedení určité akce po jiném agentovi. Stupněm interakce pak nemusí 
nutně být myšlena komunikace. Interakcí může být například dotaz agenta č.1 agentu č.2, kde první 
agent požaduje určitá data a přitom při jiném rozdělení funkcionalit by daná data mohl mít agent č.1 
přímo v sobě a odpadla by tak nutnost této interakce. Výstupem by tedy mělo být takové rozdělení, ve 
kterém jsou odbourány výše uvedené typy interakcí. 
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Při rozdělování funkcionalit je vhodné řídit se několika myšlenkami, uvedenými v  [5]. 
• Pokud jsou dvě funkcionality prokazatelně spojeny, je rozumné jejich spojení do jednoho typu 
agenta. Oproti tomu, když spolu dvě funkcionality nemají nic společného, pak by nejspíše 
měly být modelovány v různých agentech. 
• Když dvě funkcionality užívají společná data, pak by měly být seskupeny v jednom typu 
agenta. 
Užitečnou pomůckou je zde diagram párování dat, který obsahuje jednotlivé funkcionality a 
data, se kterými je každá funkcionalita spojena (čtení/zápis). Vizuálním zkoumáním tohoto diagramu 
pak můžeme určit, zda nejsou některé funkcionality rozděleny špatně. Tento diagram nám tedy může 
pomoci při přerozdělování funkcionalit zkoumáním společných zdrojů dat (druhý bod v předchozím 
seznamu).  
Druhou pomůckou je diagram komunikace agentů. Díky tomuto diagramu můžeme jednotlivé 
dělení funkcionalit zkoumat z pohledu schopností agenta a jeho požadavku na vykonání potřebné 
akce někým jiným (viz. příklad výše). 
Jakmile je rozhodnuto o typech agentů, přichází na řadu deskriptor agenta jako dokumentační 
pomůcka. Tento deskriptor pak obsahuje všechny podstatné informace, které je o agentu potřeba 
vědět. Jsou to: 
• rozhraní agenta s okolím 
• cíle, které má plnit 
• které funkcionality jsou v něm zkombinovány a 
• se kterými protokoly je agent obeznámen. 
Deskriptor zároveň navádí architekta systému k úvahám o životním cyklu agenta. Podstatné 
informace jsou, kdy má být agent vytvořen, kdy zničen a za jakých okolností má docházet k 
vytváření/rušení instance agenta. 
Dalším krokem je vytvoření interakčních diagramů, potažmo protokolů ze scénářů. Tento 
proces je až téměř mechanický. Podstatou je, že pokud agent 1 provede krok N a následně agent 2 
provede krok N+1, pak je to znamení, že se bude posílat zpráva agent 1 -> agent 2. Tímto vytvoříme 
interakční diagram, který zachycuje modelové situace spíše, než všechny možné. Pro zachycení 
libovolné kombinace zpráv pak musíme interakční diagram zevšeobecnit právě na interakční 
protokol, který může často skončit jako kombinace několika interakčních diagramů. 
Konečně výstupem 2. fáze je vytvoření diagramu přehledu systému zachycujícího celkovou 
architekturu. Tento diagram ukazuje agenty, vjemy, akce, zprávy a data, kde každý z těchto prvků má 





Šipky mezi jednotlivými uzly pak znamenají komunikaci mezi agenty, akce dostupné agentům, 
data, která agenti čtou/zapisují nebo vjemy, které jsou jim dostupné. 
obr. 3.2: piktogramy pro diagram přehledu systému 
3.4 Detailní návrh 
Toto je poslední fáze metodologie Prometheus. Jako taková se skládá z několika kroků ve kterých 
jsou definovány: 
• vnitřní struktury agentů definované jako schopnosti 
• diagramy procesů z diagramů interakce 
• detaily schopností pomocí, událostí, plánů a dat 
Podstatou této fáze je vytvoření plánů pro jednotlivé agenty k uspokojení všech na začátku 
definovaných cílů. Schopnosti jsou strukturované mechanismy podobné modulům, které mohou 
obsahovat plány, data a události. Kvůli možnostem hierarchického členění mohou také obsahovat jiné 
schopnosti. 
Při vymýšlení schopností, které by měl daný agent zvládat, je poměrně přirozeným začátkem 
zvažování schopností funkcionalit, které agent obsahuje. V tomto prvotním návrhu se pak příliš 
obsáhlé schopnosti dělí, příliš malé se mohou slučovat. Celý proces postupuje až do bodu, kdy je 
návrhář spokojen. Pro přehled jednotlivých schopností pak slouží diagram přehledu agenta, kde jsou 
přehledně zobrazeny všechny agentovy schopnosti. Tento diagram je podobný diagramu přehledu 
systému, až na několik výjimek. Přirozeně neobsahuje jednotlivé agenty, protože je diagramem vždy 
právě pro jednoho agenta a obvykle neobsahuje ani uzly protokolů. Oproti tomu obsahuje navíc 
agentní schopnosti a plány. Na následujícím obrázku jsou zobrazeny piktogramy, které lze nalézt v 
diagramu přehledu agenta. 
 
obr. 3.3: piktogramy pro diagram přehledu agenta 
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Během fáze návrhu architektury byla dynamika systému popisována pomocí interakčních 
diagramů, resp. interakčních protokolů. Tyto zobrazovaly interakci mezi dvěma agenty "z ptačí 
perspektivy", čímž je myšleno, že v diagramu figurovali dva (nebo více) agenti. S tímto popisem se 
ale nemůžeme spokojit při popisu z perspektivy jednoho z agentů. K tomuto účelu slouží diagramy 
procesů. Typicky z každého interakčního protokolu lze odvodit několik diagramů procesů, kde 
jednotlivé diagramy podléhají perspektivám jednotlivých agentů. 
Posledním krokem je vytvoření relevantních plánů ze schopností, protože BDI agentní teorie 
hovoří o plánech, nikoli schopnostech jako prostředcích pro dosažení agentových cílů. Závěrečné 
převedení schopností na plány je už pouze kosmetickou úpravou, protože jako plány, tak i schopnosti 
předpokládaly určité podmínky. Podmínkami myslím, že jak plány, tak schopnosti jsou spouštěny 
určitými událostmi, obsahují posloupnost určitých kroků a používají určitá data.  
V tomto konečném místě návrhu je potřeba přijmout podmínky, které bude diktovat 
implementační prostředí a těmi se řídit. Implementačním prostředím je v tomto případě jazyk Jason, 
což znamená, že teoretický model můžeme opustit, protože i jazyk Jason se pohybuje v termínech 
spouštěcích událostí, plánů, či použitých dat neboli báze znalostí. Více v kapitole zabývající se 
jazykem Jason. 
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4 Model systému 
Tato kapitola popisuje model agentního systému, který je vytvářen v rámci této práce. Model byl 
vytvářen návrhovou metodologií "Prometheus", která byla rozebrána do detailů v předchozí kapitole. 
Prometheus je založen na přístupu shora dolů, což znamená, že prvním krokem návrhu je specifikace 
systému jako celku. Další kroky už se odvíjí od výše popsaných postupů, až k poslednímu kroku, 
kterým je specifikace plánů jednotlivých agentů.  
Postup vytváření modelu se odvíjí od určité metodologie, proto je více než logické, že model 
bude popisován ve stejném sledu kroků, jaký specifikuje Prometheus s tím, že na některé kroky bude 
kladen větší důraz než na jiné a to především proto, že v procesu návrhu systému nebylo některých 
technik využito a to z toho důvodu, že jich jednoduše nebylo třeba.  
Úvodem pro popis systému bude první podkapitola, která definuje základní požadavky. Těmito 
požadavky je myšlena především obecná struktura modelu a základní schopnosti, které budou v rámci 
systému implementovány ať už jako schopnosti agentů, nebo možnosti prostředí, ve kterém jsou 
agenti umístěni. 
4.1 Základy systému 
Toto je úvodní podkapitola návrhu obsahující základní požadavky, které by měl systém splňovat, aby 
byl plnohodnotnou aplikací pro simulování umělého života. Začnu obecnou specifikací systému.  
Modelování umělého života je problémem, který nikdy nemůže přesně zkopírovat originál 
dodaný matkou přírodou. Je proto nutností hledat vhodné atributy pro popisy prvků systému i 
systému jako celku. Tyto atributy by pak měly odrážet filosofii, která bude stát za daným modelem. 
Model je tedy souborem úvah, které vedou k vytváření funkčních prvků. Tyto úvahy budou 
především o tom, z čeho vlastně život vychází, co je jeho projevem a co je jeho cílem. 
Prvotním požadavkem je ten, který specifikuje zadání semestrální, potažmo diplomové práce. 
Tento požadavek mě zavazuje k tomu vytvořit systém pro simulaci umělého života. Tento systém by 
měl být agentním systémem. Bude tedy potřeba specifikovat jak by měl systém vypadat, co by měl 
dělat, jací v něm budou agenti a jaké budou mít v systému cíle. Všechny tyto specifikace budou 
obsahem dalších, už detailních, kapitol Nejdříve nastíním představu, jak by měl systém vypadat a jak 
se bude chovat a poté přistoupím ke specifikaci agentů a jejich motivací. 
Pokouším se simulovat život a tedy prvotní motivací systému by mělo být přežití a 
sebereplikace. Pokud mluvíme o systému jako celku, pak pojem přežití nemá smysl rozebírat, protože 
v důsledku je systém pouze programem a jeho "žití" je závislé na tom, zda ho spustíme nebo ne. 
Sebereplikace je už zajímavějším pojmem. Systém respektive model může vždy být pouze jeden, 
proto nemůže kopírovat sám sebe. Spíše než celý systém se budou sebereplikovat agenti v něm. Tento 
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problém bude trošku zjednodušen a to tak, že se agenti nebudou rozmnožovat v tradičním smyslu 
slova, ale budou do systému dodáváni noví, kteří budou mít za úkol zlepšit jeho celkové chování. 
Agenti se tedy mohou "rozmnožovat", což nás přivádí k prvnímu atributu systému a to je počet 
agentů v něm. Abychom mohli tento atribut vyrovnávat, musíme jim dát i schopnost odejít za 
určitých podmínek ze systému, jinými slovy "zemřít". Na počátku bude systém mít konstantní počet 
agentů a vždy při odchodu agenta bude dodán jiný v závislosti na atributech odchodu původního 
agenta. V tomto místě stanovíme, že agenti mohou ze systému odcházet dvěma odlišně definovanými 
způsoby. Prvním bude smrt v chudobě a nemoci a druhým pak odchod s bohatstvím a ve zdraví. Přišli 
jsme tedy na dva základní atributy agentů v systému a to jejich zdraví, které bude dále chápáno jako 
určitý počet životů a druhým atributem je počet financí. 
Dalším pozoruhodným faktem, pozorovatelným v přírodních úkazech, je snaha všech systémů 
dosahovat rovnováhy. Rovnováha je totiž bodem, kdy má systém nejmenší energii a snahu další 
nepřijímat ani nevydávat. Pokud se zamyslíme nad tímto principem, můžeme jednoduše odvodit další 
z motivací modelovaného systému a to je dosažení rovnovážného stavu. Energii tohoto systému si 
pak můžeme jednoduše představit jako jednotlivé agenty obsažené v systému. Vydaná energie je pak 
abstrahována jako agent, který ze systému odchází (umírá) a energie přijatá je pak novým agentem, 
který je do systému dodán. Pokud přijmeme tento princip, tedy, že za každého odchozího agenta je 
dodán nový, pak se nabízí myšlenka, že celková energie systému je stále konstantní, protože systém 
obsahuje v podstatě stále stejný počet agentů. Musíme si však uvědomit, že je konstantní v tom 
smyslu, že je stále přijímána a odebírána. V tomto případě tedy nesplňuje původně vyřčenou 
myšlenku rovnováhy, že systém energii nepřijímá ani nevydává a pokud ano, tak v co nejmenší 
možné míře. Dalším cílem systému bude snaha o dosažení rovnováhy, tedy snaha o to, aby žádný z 
agentů ze systému neodešel a energie neputovala ven ani dovnitř.  
Abychom mohli dále pracovat s touto myšlenkou, musíme přijmout fakt, že do systému musí 
být na počátku vložena jistá nerovnováha, protože kdyby tam nebyla, systém by byl v rovnováze už 
od samého začátku, což by v podstatě nemělo smysl z tohot úhlu pohledu modelovat. Tato 
nerovnováha by měla spočívat ve vytvoření určitého počtu agentů několika typů, kteří se budou ze 
systému snažit utéct a to cestou s bohatstvím a ve zdraví. Nyní si můžeme povšimnout, že agenti se 
snaží ze systému odejít, kdežto systém se snaží, aby žádný z agentů pryč neodešel. Máme tedy zájmy 
jdoucí proti sobě a musíme dodat oběma stranám možnosti, pomocí kterých by mohly dosáhnout 
svých cílů. Díky tomu, že agentů je více typů a zároveň jim dáme schopnost se navzájem ovlivňovat, 
může systém při odchodu agenta dodat do systému agenta jiného typu, díky čemuž se změní poměry 
agentů jednotlivých typů a systém by se měl přiblížit k dosažení rovnováhy, pokud bude agenty 
nahrazovat správným způsobem. 
Nyní bude zřejmě na místě definovat základní typy agentů, ktreří budou v systému přítomni. V 
základním návrhu bude do systému dodáno 5 druhů agentů. 4 z těchto typů reprezentují některé 
složky lidské společnosti.  
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Prvním typem je agent-otec, který bude sloužit v systému jako "vyšší moc" a který bude na 
ostatní agenty dohlížet. Všechny potřebné detaily budou uvedeny dále. 
Druhým typem agenta bude agent-výrobce. Tento agent představuje pracující třídu lidského 
společenství. V podstatě jako i ostatní typy sleduje dva hlavní cíle. Prvním cílem je příjem potravy. 
Toho dosahuje tak, že půjde za agentem-obchodníkem a nakoupí si potravu. Díky tomu pak může 
zvyšovat svůj počet životů a blížit se tak vytouženému odchodu ze systému ve zdraví. Druhým 
zásadním cílem je vydělávání peněz. Splnění tohoto cíle je dosahováno tak, že agent vyrábí potraviny, 
které prodává obchodníkovi. Agent nemůže konzumovat sebou vytvořené jídlo, protože je abstrakcí 
celé pracující třídy a ne pouze výrobce potravin.  
Třetím typem je agent-obchodník. Tento typ agenta je abstrakcí bohaté vrstvy společnosti a v 
této implementaci kvůli funkčnosti prodává pouze potravu. Opět sleduje dva hlavní cíle. Příjmu 
potravy je dosahováno tak, že agent odebere něco ze svých zásob a nají se. Výdělek je zajištěn 
prodejem potravy ostatním typům agentů. Pokud se agent-obchodník rozhodne, že nemá dostatek 
potravin, jde je nakoupit k některému z agentů-výrobců. 
Dalším typem je agent-zloděj. Představuje abstrakci kriminality ve společnosti. Agent vydělává 
tak, že se snaží okrást agenta-obchodníka o finance. Potravu pak přijímá stejně jako ostatní agenti, 
kteří nejsou obchodníky, a to tak, že si ji od určitého agenta-obchodníka nakoupí. 
Posledním typem je agent-policista. Tento typ agenta abstrahuje přítomnost řádu a autority. 
Tento agent si opět kupuje jídlo u agenta-obchodníka, čímž může doplňovat své životy. Vydělává tak, 
že se snaží chytat agenty-zloděje. Tohoto je dosahováno tak, že agent-policista obchází agenty-
obchodníky a snaží se nachytat agenta-zloděje při krádeži. 
V dalším textu budou pod pojmem otec, policista, zloděj, pracovník a obchodník myšleny 
jednotlivé typy agentů. 
4.2 Návrh systému 
Obsah této kapitoly reprezentuje druhý, už formální, krok při návrhu agentního systému. Prvním 
krokem návrhu v metodologii Prometheus je sepsání základních myšlenek, které chceme v systému 
implementovat. Tento krok reprezentuje předchozí kapitola. Nyní se zaměříme na definici cílů a 
podcílů jednotlivých agentů, které budou určovat jejich základní potřeby a v důsledku tedy i jejich 
chování. Po definování všech potřebných cílů budou popisovány scénáře situací, které mohou nastat v 
systému v důsledku plnění cílů agenty. 
4.2.1 Cíle agentů 
V systému již bylo identifikováno 5 typů agentů a stromy cílů budou tedy popisovány postupně 
pro každého agenta. Tyto stromy jsou sepisovány na základě předchozích úvah o povaze systému a 
požadavcích, které jsou kladeny na schopnosti systému. Každý cíl definovaný v přiložených 
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obrázcích představuje cíl, který by měl agent splnit aby se přiblížil splnění cíle hlavního. Celkový 
přehled cílů systému, který ukazuje propojení jednotlivých níže popisovaných podstromů lze nalézt v 
příloze č.1. 
 Nutno dodat, že některé definované struktury cílů jsou společné pro více agentů. Tyto pak 
budou představeny v závěru, až po vyčerpávajícím popisu všech cílů specifických pro jednotlivé typy 
agentů. 
Otec 
Prvním popisovaným agentem bude otec, protože, jako hlavní entita, má ostatní agenty na 
starosti a bude tedy abstrakcí ovládání systému. Hlavní myšlenka je taková, že otec má dohlížet na 
odchody/příchody agentů z/do systému. Díky tomu je otec v podstatě systémem, který se snaží 
dosáhnout výše popisované rovnováhy. Jeho další, a to velmi podstatnou, úlohou bude synchronizace 
agentů. Agenti jsou synchronizováni především za účelem sběru dat a lepší kontroly cyklů, které 
provádí. Synchronizace zároveň poskytuje výborný nástroj pro obecnou kontrolu agentů, případně pro 
úpravu jejich jednotlivých atributů. Podrobný popis synchronizace bude uveden v kapitole zabývající 
se implementací systému. 
Otec zároveň poskytuje mezivrstvu mezi vnějším prostředím a agenty. Díky tomu bude možno 
v budoucnu při případném rozšiřování systému odlišit dvě entity, otce a vnější prostředí, které mohou 
agenty ovládat. Díky synchronizaci přes otce by rovněž bylo snadné vytvořit týmy agentů, které by 
řešily rozdílné či společné úkoly, a které by mohly spolupracovat nebo naopak jít proti sobě 
kupříkladu při boji o určité zdroje. 
Na obrázku 4.1 jsou zobrazeny cíle otce. Tyto cíle budou osvětleny v následujícím textu. 
Především nastíním myšlenky, které mě dovedly právě k této specifikaci. 
obr. 4.1: cíle- otec 
 
Hlavním požadavkem je dostat systém do rovnováhy. Důvod tohoto požadavku byl rozebrán 
výše a nyní je na čase přiblížit, jak by toho systém, reprezentovaný otcem, měl dosáhnout. 
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Oba podcíle v první úrovni pod kořenem už byly rovněž zmíněny a není třeba je znovu 
rozebírat. V pravé části stromu už zbývá pouze cíl dodávat správné nové, čímž je samozřejmě 
myšleno agenty. Tohoto cíle se bude otec snažit dosáhnout pomocí tabulky, která bude specifikovat, 
jak se mají jednotlivé typy agentů nahrazovat. Tuto tabulku uvedu v některé z následujících kapitol, 
která bude souhrnně popisovat všechna nastavení systému. Systém bude totiž mít poměrně dost 
parametrů a považuji za rozumnější a hlavně přehlednější jejich uvedení na jednom místě, aby si 
čtenář sám mohl udělat souhrnný obrázek parametrizovaného systému.  
Podcílů uzlu synchronizovat agenty je několik. Cíle zastavit agenty a spustit agenty jsou 
základem synchronizace v systému. Cíl dávat $, brát hp, dát skill, který je mezi nimi je podstatou 
otcova ovlivňování atributů ostatních agentů. Všechny tyto tři cíle jdou za sebou ve stejném sledu, jak 
jsou naznačeny v obrázku, tedy nejdříve otec všechny agenty zastaví, následně každému upraví jeho 
atributy a po úpravě všech agentů a zaznamenání všech potřebných statistik opět agenty spustí. 
Policista 
Policista je agentem, který, dá se s lehkou nadsázkou říci, udržuje v systému pořádek. Nelze to 
brát doslova, protože podstatou jeho "zaměstnání" je chytat zloděje, které však ze systému nevyhodí, 
ale pouze je v rámci nastavených parametrů penalizuje. Na obrázku 4.2 jsou znázorněny cíle, které 
jsou specifické pro policistu. 
Jak je vidět z obrázku, policista si 
za hlavní úkol klade nezemřít. Ve 
skutečnosti je však, v dosud neustáleném 
systému, důsledkem úspěšného plnění 
tohoto cíle posun v "životní úrovni" 
(myšleno počet životů a množství 
financí) směrem nahoru. Při úspěšném 
pokračování plnění tohoto cíle by 
policista dřív nebo později měl ze 
systému odejít se zdravím a bohatstvím. 
Až ve chvíli, kdy se systém dostane do 
rovnováhy, mělo by se plnění tohoto cíle 
stát poplatné svému jménu. 
obr. 4.2: cíle- policista 
Ve stromu lze definovat jeden hlavní podcíl, který se dále rozpadá do dvou větví. Tímto 
podcílem je dopadnout zloděje, což je vlastně policistův způsob obživy. Dopadení zloděje v podstatě 
spočívá v tom, že policista, pokud pocítí potřebu pracovat, vyhledá podle nastavených atributů 
určitého obchodníka, který mu sdělí, kdo ho právě okrádá a tohoto zloděje (případně více zlodějů) se 
následně policista pokusí chytit. Úspěšnost při chycení zloděje závisí na dvou faktorech. Prvním je 
náhoda a druhým je tzv. skill (dovednost), což je další atribut, který má každý agent a který určuje 
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výši znalosti jeho řemesla. Podrobně bude o skillech pojednáno v kapitole zabývající se nastavením 
systému. 
Poslední poznámkou, kterou uvedu k policistovi v tomto místě uvedu je to, že kromě podcíle 
dopadnout zloděje má agent několik dalších podcílů, které má společné s některými ostatními agenty 
a které jsou napojeny přímo na kořen stromu obrázku 4.2. 
Zloděj 
Jak už bylo řečeno, zloděj je abstrakcí kriminality. Do modelu má přinášet prvek nejistoty, 
konkrétně pro obchodníky. Zlodějovým zaměstnáním je přirozeně okrádání. Konkrétně v této 
implementaci zloděj okrádá pouze obchodníky. Okrádat by samozřejmě mohl i výrobce, ale model je 
založen na předpokladu, že výrobce je abstrakcí chudých, těžce pracujících obyvatel, proto nebude 
zlodějovým cílem je okrádat. Je tu i paralela s běžným životem. Zloději v reálném světě raději 
okrádají firmy (neboli bohaté obchodníky), u kterých je šance většího nelegálního výdělku. Na 
obrázku 4.3 lze vidět cíle zloděje, jak byly sestaveny pro tento model. Stejně jako ostatní agenti 
(kromě otce), je zlodějovým hlavním cílem nezemřít. 
Tento cíl má stejný význam, jak byl popsán výše u 
policisty. Aby mohl zloděj cíl nezemřít splnit, jednou z 
jeho činností musí být obstarávání financí na následný 
nákup životů. Prvním krokem této činnosti je výběr 
vhodného obchodníka. Zloděj bude obchodníky vybírat 
na základě pravidel uvedených v kapitole o nastavení 
systému. Dalším krokem bude nahlášení se 
obchodníkovi, aby obchodník měl přehled o zlodějích, 
kteří ho právě okrádají. Takto je to zařízeno z toho 
důvodu, aby obchodník měl možnost sdělit policistovi, 
kdo ho okrádá a ten měl následně příležitost zloděje 
chytit. Po nahlášení zloděj okrade obchodníka a 
následně se zase musí odhlásit, aby nebyl penalizován 
někdy později, kdy už "nic špatného nedělá". Zloděj 
sleduje i některé další cíle, které sleduje více agentů a o těchto bude řeč v závěru specifikace cílů pro 
agenty. 
obr. 4.3: cíle- zloděj 
Obchodník 
Obchodník je agentem, který vydělává na tom, že ostatní potřebují obživu, aby v systému 
přežili. Jeho hlavním úkolem je prodej jídla všem ostatním agentům, kteří si ho jinak neumí obstarat. 
Obchodník zároveň musí být schopen jídlo obstarat. Toho dosahuje nákupem od pracovníka, který 
jídlo vytváří. Vytvořené jídlo prodá za určitou cenu a tedy obchodník, aby si vydělal, musí k této ceně 
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přidat určité množství, které je v důsledku jeho čistým ziskem. Obrázek 4.4 ukazuje cíle sledované 
pouze obchodníkem. 
Stejně jako v předchozích případech je hlavní cíl 
nezemřít, který má stejný význam jako u ostatních 
agentů. Prvním podcílem je podcíl jíst, který je u 
obchodníka vyřešen jinak, než u ostatních agentů. 
Obchodník, protože jídlo prodává, nemusí vyhledávat 
jiného obchodníka, aby se najedl. Pokud má na svém 
skladě dostatek jídla, stačí mu pouze ze skladu odebrat 
potřebné množství a může se  najíst. Problém nastává v 
případě, že je na skladě jídla méně, než kolik potřebuje 
pro aktuální ukojení svého hladu. V tomto případě si 
obchodník vyjí celý sklad a následně by měl, protože 
nemá zásoby, jít nakoupit k výrobci, aby mohl dále jíst 
a uspokojit tak své potřeby. Druhým významným cílem 
je prodej jídla ostatním. Pro cyklické dosahování tohoto 
cíle je samozřejmě potřeba mít na skladě dostatek 
zásob. Obchodníkovou prioritou by tedy měla být 
opakovaná kontrola svého skladu zásob, aby měl pořád jistotu, že má zásob dostatek. Přesné 
specifikace jeho velikosti skladu a pocitu, že má málo zásob, budou v kapitole zabývající se 
celkovým nastavením systému. 
obr. 4.4: cíle- obchodník 
Výrobce 
Posledním typem agenta v systému bude výrobce. Výrobce je těžce pracující agent, který v 
podstatě nedělá nic jiného, než že vytváří zásoby jídla, které při požadavku prodává obchodníkům. 
Důvody, proč nemůže prodávat ostatním agentům byly rozebrány výše. Na obrázku 4.5 lze 
identifikovat, kromě notně popisovaného hlavního cíle, několik podcílů, které by měly zahrnovat jeho 
výrobní a výdělečnou činnost. 
Proces výroby spočívá ve vytváření určitého počtu výrobků během jednoho synchronizačního 
cyklu. Proces je spuštěn agentovým vnitřním pocitem, že nemá na skladě dostatek surovin k prodeji 
obchodníkům. Na základě tohoto impulzu výrobce vyrobí několik kusů v závislosti na velikosti jeho 
skillu, což je jeden z atributů agentů, který bude vysvětlen dále. Agent bude vyrábět do té doby, než 
zaplní sklad. Při prodeji obchodníkovi se mu několik kusů ze skladu odprodá v závislosti na 
dispozicích obchodníka. Výrobcovým cílem by tedy, stejně jako u obchodníka, měla být soustavná 
kontrola obsahu jeho skladu. 
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Definici velikosti skladu, počtů vyrobených 
kusů a další nastavení si opět ponecháme do 
příslušné kapitoly.  
Proces prodeje je iniciován obchodníkem a 
je v podstatě založen na komunikaci dvou agentů. 
Podrobnější popis tohoto procesu si tedy necháme 
do kapitoly o komunikaci mezi agenty v systému.  
Společné cíle 
V této závěrečné sekci jsou popisovány cíle, 
které jsou společné vždy pro více agentů. To, že 
jsou společné ovšem neznamená, že by agenti něco 
získali, pokud spolupracovali při jejich dosahování. 
Spíše jde o to, že každý agent by v rámci splnění svého hlavního cíle měl brát v úvahu i splnění 
tohoto společného cíle. V podstatě se jedná především o cíl, jehož plnění agentům umožní příjem 
potravy. Tento cíl mají společný policista, zloděj a výrobce. Obchodník tento cíl neplní, protože aby 
přijímal potravu, plní svůj cíl vyčleněný pro tento účel. Struktura cílů pro přijetí potravy je viditelná 
na obrázku 4.6.  
obr. 4.5: cíle- výrobce 
Druhým společným cílem je cíl nic nedělat. Tento cíl má dva významy. Prvním významem je 
abstrakce trvání výdělečné akce. V podstatě jde o to, že systém je synchronizovaný a aby v rámci 
jednoho cyklu všichni aktivní agenti vykonali přibližně stejný počet 
jim specifických výdělečných akcí, musí po každé akci nějaký čas 
počkat. Aktivními agenty jsou v tomto případě myšleni policisté, 
zloději a výrobci. Tito jsou totiž iniciátory jejich výdělečných akcí. 
Obchodník, jako jediný musí čekat na podnět zvenčí, který mu 
umožní prodat nějaký počet kusů jídla a tak vykonat jednu svou 
výdělečnou akci. Druhým významem této akce je vytvořit abstrakci 
akce nicnedělání. V určitých případech si totiž aktivní agenti mohou 
říci, že se jim nic dělat nechce a místo jedné výdělečné akce zvolí 
akci nicnedělání. O podmínkách výběru této akce bude opět více 
povězeno v kapitole o nastavení systému. 
obr. 4.6: cíle- najíst se  
4.2.2 Scénáře situací 
Dalším krokem v návrhové metodologii Prometheus je stanovení tzv. use case scenarios. 
Volným překladem tohoto termínu do češtiny by pak mohlo být scénáře situací, či scénáře užití. Tyto 
scénáře lze vyčíst ze stromů cílů definovaných pro jednotlivé agenty v systému. Tato kapitola tedy 
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identifikuje jednotlivé scénáře, které se v systému mohou odehrát jako posloupnosti akcí, vjemů 
agentů, či jiným událostí, které se v systému mohou odehrát. Scénáře lze v návrhové metodologii 
Prometheus vnořovat a tedy scénáře složitější, které obsahují mimo jiné vnořené scénáře budou 
doprovázeny příslušnými obrázky.  
Otec 
Otec, jako dohlížející entita má sice pouze několik, zato však zásadních úkolů. Prvním úkolem 
vypozorovatelným ze stromu cílů je synchronizace agentů. Pro tento úkol tedy zřejmě bude vhodné 
vytvořit patřičný scénář. Druhým scénářem bude posloupnost akcí, které otec musí zajistit při 
odchodu agenta ze systému.  
Synchronizovat agenty 
Tento scénář je spouštěn pravidelně v určitých časových intervalech. Spouštěcí událostí scénáře 
tedy bude uběhnutí určitého množství reálného času. Po spuštění scénáře je prvotní akcí otce 
zastavení činnosti všech agentů. Jakmile všichni agenti zastaví, otec se každého z nich zeptá na jeho 
statistiky. Tento krok je poplatný výše popsaným důvodům synchronizace, konkrétně jde o sběr 
potřebných statistik. Jakmile otec zjistí od každého agenta vše potřebné, sebere každému agentu 
určité množství životů a přidělí určitý obnos peněz a agenti s v rámci synchronizace upraví svoje 
atributy. 
Životy otec odebírá z toho důvodu, aby agenti dříve nebo později dostali hlad a byli tedy 
motivováni k nákupu životů od obchodníka. Aby se byla možnost dosažení určité rovnováhy, musí 
také otec "něco" přidělit. 
Otec tedy přidělí každému 
agentu určitý drobný 
obnos peněz. Kdyby to 
totiž neudělal, ze systému 
by unikaly životy, ale 
financí by v něm bylo 
pořád stejné množství, kvůli tomu by agenti nikdy nemohli vydělávat do plusu a finance by v 
celkovém pohledu pouze ztráceli. Otázka komu kolik přidělit závisí na odpracovaných jednotkách za 
daný synchronizační cyklus, přičemž každý agent si odpracuje jednu jednotku, pokud jednou provede 
svůj plán na vydělávání financí. Zároveň s jednou odpracovanou jednotkou si agent přičte jednu 
jednotku zkušenosti. Drobná výjimka nastává u policisty. Tato výjimka bude popsána v kapitole o 
nastavení systému. Při určitém množství bodů zkušenosti, pak otec zvedne agentu v rámci 
synchronizace úroveň, popisovanou v předešlém textu jako skill. Každý z agentů může dosáhnout 
maximálně 5. úrovně. Dále budou definovány tabulky pro přidělování úrovní pro jednotlivá povolání. 
obr. 4.7: scénář- synchronizace 
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Posledním krokem tohoto scénáře je opětovné spuštění agentů, kteří by se měli vrátit k plnění 
svých původních záměrů. Tento složený scénář je na obrázku 4.7. 
Dodávat nové agenty 
Druhým otcovým scénářem je dodávání nových agentů za ty odchozí. Otec bude agenty 
nahrazovat podle tabulky, která bude popsána dále v kapitole nastavení.  
Spouštěcí událostí bude buď nulová, případně záporná hodnota životů agenta, pokud agent 
umírá v chudobě a bez peněz, nebo hodnota životů 100 a financí také 100. Kontrola atributů agentů 
probíhá v rámci synchronizace a tedy v implementaci bude zřejmě tento scénář zabudován mezi 
synchronizační mechanismy otce. 
Policista 
Policista, stejně jako ostatní, dále popisovaní agenti, sleduje několik hlavních cílů. Scénáře, 
identifikované ze společných cílů, budou pochopitelně také společné. Pro kompaktnost jsem se 
rozhodl, že je popíšu opět v závěru této kapitoly. Každému z dále popisovaných agentů (kromě 
obchodníka) pak zbývají cíle, které vedou v vydělávání financí a ani policista nebude výjimkou. Z 
cílů specifických pro policistu lze identifikovat jeden složený scénář, který řeší jeho honbu za zloději 
v systému. Tímto scénářem je popis dopadení zloděje. 
Dopadení zloděje 
Jak už bylo řečeno, jde o scénář složený a bude tedy ilustrován obrázkem 4.8. Spouštěcí 
událostí tohoto scénáře je policistovo zjištění, že by měl pracovat. Nejdříve vybere vhodného 
obchodníka, o kterém se domnívá, že by u něj mohl některý ze zlodějů krást. Po vybrání obchodníka 
policista spustí scénář, který začíná příchodem k 
obchodníkovi. Následně se policista 
obchodníkovi ohlásí. Jakmile obchodník zjistí, že 
je u něj policista, nahlásí mu všechny zloděje, 
kteří u něj právě kradou (každý zloděj se mu při 
krádeži hlásí). Po tom, co se policista dozví o 
všech zlodějích u obchodníka, přistoupí k akci a pokusí se je jednoho po druhém pochytat, přičemž v 
každém pokusu může uspět, či neuspět. Po tomto pokusu o pochytání všech zlodějů policista 
penalizuje právě ty, které se mu podařilo chytit. Zároveň si přidá jednu odpracovanou akci a počet 
zkušenostních bodů, podle počtu pochytaných zlodějů. Pokud policista nechytí ani jednoho zloděje, 
nebo u obchodníka nikdo není, pak si nepřidává ani zkušenosti, ani odpracovanou jednotku. 





U zloděje lze opět identifikovat pouze jeden specifický scénář, kterým je opět honba za 
výdělkem, i když samozřejmě jinou cestou než policista. 
Okrást obchodníka 
Spouštěcí událostí je opět zlodějův pocit, že by měl pracovat. Prvním krokem je vybrání 
vhodné oběti (obchodníka), kterého se pokusí okrást. Dalším krokem je příchod k obchodníkovi a 
nahlášení se. Jako důsledek nahlášení musí obchodník přidat zloděje do své báze znalostí. Po těchto 
akcích může konečně dojít k pokusu o krádež, přičemž se zloději může nebo nemusí podařit 
obchodníka okrást. Po pokusu, ať už úspěšném nebo neúspěšném, si zloděj přidá bod zkušeností. Jak 
je vidět, zloděj si přidává zkušenosti, i když je jeho pokus neúspěšný. Tento princip je abstrakcí 
myšlenky, že zloději jsou v podstatě podvodníci a tedy nedbají na pravidla a přidávají si zkušenosti, i 
když jim to nepřísluší. 
Pokud byl pokus o loupež úspěšný, tak si zloděj i obchodník musí upravit svou znalost o 
vlastním stavu financí. Zloděj dokončuje scénář akcí odhlášení se od obchodníka a jako důsledek toho 
ho obchodník odstraní ze seznamu zlodějů, kteří ho okrádají. 
Obchodník 
U obchodníka lze identifikovat dva scénáře. Prvním je příjem potravy (přijímá jinak, než 
ostatní) a druhým je pak scénář pro nákup zásob od výrobce. U obchodníka nelze vymýšlet scénář pro 
prodej potravy, protože ten je pouze obrácenou verzí nákupu potravin, což je společný scénář, ve 
kterém figurují ostatní agenti. 
Najíst se 
Tento scénář je iniciován pocitem hladu u obchodníka a je poměrně prostý. Obchodník, aby se 
najedl, tak mu pouze stačí odebrat něco ze zásob na svém skladě, tyto zásoby musí sníst a upravit 
svou hodnotu životů. Jiná situace ovšem nastane, pokud obchodník na svém skladu dost zásob nemá. 
V tomto případě by měl nastat scénář nakoupit. 
Nakoupit 
Iniciační událostí tohoto scénáře by měl být buď obchodníkův pocit, že má málo zásob. Tento 
pocit může vyplynout ze dvou příčin. První příčinou je, že obchodníka vykoupili ostatní agenti a 
druhou příčinou pak může být, že si obchodník snědl tolik zásob, že mu jich na skladě zbylo málo, 
případně žádné. 
Prvním krokem při průběhu tohoto scénáře by měl být výběr vhodného výrobce, od kterého 
může obchodník zásoby nakoupit. Jakmile je výrobce vybrán, může za ním obchodník přijít a 
domluvit se na nákupu zásob. Po nákupu si obchodník i výrobce figurující v tomto scénáři upraví 
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počet svých financí, kde obchodníkovi nákupem ubudou a výrobci přibudou. Naopak tomu bude s 
počtem kusů na skladě, který si oba aktéři také musí upravit. Množství vyměněných komodit a financí 
záleží na aktuálních potřebách a domluvě obou stran. 
Nákup může být také neúspěšný a to hned z několika příčin, například, pokud vybraný výrobce 
nemá na skladě momentálně žádné suroviny. Druhou možností je, že naopak obchodník nemá finance 
na nákup surovin. 
Výrobce 
Výrobce je poměrně jednoduchý agent, u kterého lze vysledovat specifický scénář pro výrobu 
surovin.  
Vyrobit 
Spouštěcím mechanismem pro tento scénář je opět výrobcův pocit, že má pracovat. Tento pocit 
výrobce dostane, pokud na skladě nemá dostatek zásob. Co je to  dostatek bude opět definováno v 
kapitole popisující nastavení systému. Pro hladký průběh scénáře stačí výrobci provést akci vyrobit, 
jejímž následkem je vyrobení určitého počtu kusů podle skillu. Po vyrobení daného počtu kusů 
výrobků si výrobce přidá zkušenostní bod a upraví si informaci o počtu kusů na svém skladě. 
Společné scénáře 
V systému jsou dva scénáře společné pro některé agenty. Prvním z nich je scénář pro najezení 
se a druhým je scénář pro nic nedělání. Scénář pro nic nedělání nemá smysl popisovat, protože se 
skládá pouze z jediné akce a to akce čekej.  
Najíst se 
Scénář je, stejně jako struktura cílů, společný pro policistu, zloděje a výrobce.  
Spouštěcím mechanismem tohoto scénáře je, jak jinak, vjem hladu. Další kroky už se v 
podstatě neliší od struktury obchodníkova scénáře pro nákup potravin od výrobce. Drobný rozdíl je 
pouze v sémantice posledních kroků. Pouze obchodník, od kterého se nakupuje bude upravovat svůj 
stav zásob, kdežto agent, který nakupuje si upraví počet svých životů. 
4.2.3 Funkcionality 
Posledním krokem v rámci této fáze návrhu je vytvoření funkcionalit, které budou umožňovat splnění 
jednotlivých scénářů. Funkcionalitou je v Prométheovi chápána role a její soubor cílů, vjemů a akcí, 
které musí mít k dispozici, aby byla schopna plnit vymyšlené scénáře. Role je pak určitým souborem 
schopností systému. V mém návrhu je každá role zastoupena jedním z agentů, proto je každý agent 
sám o sobě jednou funkcionalitou. V příloze č.2 bude uveden diagram přehled systému, který uvádí 
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cíle, akce a vjemy jednotlivých rolí, potažmo agentů. Některé akce, které provádí všechny role stejně, 
pak mohou být společné. 
4.3 Architektura systému 
Další fází vývoje systému je návrh architektury. Metodologie Prometheus pracuje až do této fáze s 
pojmem role a ne s pojmem agent. Je to z toho důvodu, že obecně lze několik rolí nakonec sjednotit v 
jednoho agenta. 
V rámci této diplomové práce však byl nejprve definován systém a v něm několik agentů, 
jejichž další specifikace se řídily použitou metodologií. S pojmem role jsem pracoval pouze při 
modelování systému v PDT (Prometheus Design Tool- vývojový nástroj pro modelování pomocí této 
metodologie). Další uvažování rolí a jejich převod na agenty nebude součástí specifikací systému v 
této práci, protože tento krok byl v podstatě proveden už na začátku specifikace systému jako celku.  
 V rámci této fáze návrhu bude vysvětleno, jaké má každý z agentů znalosti a dále pak, kteří 
agenti spolu komunikují a jak komunikace probíhá. 
4.3.1 Znalosti 
Prvním krokem této fáze je vytvoření báze znalostí pro každého z agentů. Znalosti bych rozdělil na 
persistentní, neboli přetrvávající a dočasné, které může nebo nemusí v dané chvíli agent mít.  
Při modelování systému v PDT jsem bral ohled pouze na znalosti persistentní, protože podle 
mého názoru znalosti dočasné jsou spíše otázkou implementace systému, než otázkou návrhu modelu. 
Na obrázku 4.9 jsou přehledně všechny persistentní znalosti zobrazeny pro každou z rolí v 
metodologii, respektive pro každý druh agenta v mém modelu. 
Abych předešel nepochopení vysvětlím, že pojmenování akcí, vjemů, rolí (PDT), agentů a dat 
je anglicky a to z důvodu konzistence s následnou implementací, ve které jsou proměnné rovněž 
pojmenovávány anglicky. Zároveň angličtina poskytuje efektivní prostředek pro vytváření "krátkých  
spojení, které hodně vyjadřují". Tím je myšleno, že jedno anglické slůvko je schopno vyjádřit celé 
české sousloví, popřípadě větu. Dalším důvodem je obecná rozšířenost angličtiny v oboru 
programování. Některé konstrukty by tedy v češtině vypadaly, z pohledu programátora, velmi 
nevzhledně. Jednotlivé pojmy budou samozřejmě vždy do češtiny přeloženy v místě prvního výskytu 
daného termínu. 
Začnu s popisem otce (father), jak už je v této práci dobrým zvykem. Otec má přirozeně 
znalosti potřebné především k běhu systému.  
• behaviour- chování.  Je to znalost, díky které otec ví, kolik má dávat a kolik brát 
jednotlivým agentům v jednotlivých oktantech systému. Pojem oktant bude vysvětlen v 
kapitole o nastavení systému.  
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• hunger_places- místa hladu. Díky této znalosti otec může správně prostřednictvím 
prostředí zasílat agentům vjemy hladu. 
• ag_mind- mysl agenta. Tato znalost představuje agentovu mysl, kterou zasílá otci při 
synchronizaci. Jen díky tomu může otec správně spočítat mysl novou, kterou agentu následně 
vrátí. 
• skill_update_tables- tabulky úpravy skillů (schopností). Díky těmto tabulkám může 
otec vhodně přidělovat další úrovně jednotlivým povoláním. 
• replace table- tabulka náhrady. Tato tabulka specifikuje, jaký druh agenta má přijít do 
systému, pokud některý odchází.  
obr. 4.9: data agentů 
 
Dalšími popisovanými budou policista (cop) a zloděj (thief). Oběma těmto agentům stačí jejich 
mind- mysl, aby mohli v systému fungovat. Jak je vidět na obrázku, mysl se skládá z více atributů. 
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• name- jméno. Tento atribut slouží jednoduše k uchování jména agenta, které se skládá z role 
(cop, thief, ...) a pořadového čísla. Například- "cop5". 
• hp (hit points)-  životy. V tomto atributu se uchovává aktuální hodnota životů agenta. 
• money- peníze.  
• wu (work units)- jednotky práce. Slouží k uložení odpracovaných jednotek v daném cyklu. 
Užití je hlavně pro otce, který i podle tohoto atributu určuje, kolik v daném cyklu agent 
dostane peněz a bude mu odebráno hp.  
• xp (experience points)- zkušenostní body. Za každou vykonanou akci si agent přidá bod. Při 
určitém počtu bodů se mu zvýší skill.  
• skill- úroveň. Atribut už byl popsán výše, ale pro úplnost, skill udává výši schopností 
agenta ve svém oboru.  
Posledními popisovanými agenty budou obchodník (salesman) a výrobce (worker). Kromě 
mysli, ve významu, jak ji chápe tato práce mají několik dalších znalostí přímo souvisejících s 
obchodováním. 
• price/piece- cena/kus. Tato znalost udává aktuální cenu za jeden kus ať už jídla 
(obchodník) nebo surovin (výrobce).  
• pcs (pieces)- kusů. Aktuální počet kusů na skladě. 
• capacity- kapacita. Znalost říkající, kolik maximálně u sebe může mít výrobce nebo 
obchodník kusů komodit. 
• thiefs_by_me- zloději u mě. Touto znalostí disponuje pouze obchodník a je to seznam 
zlodějů, kteří ho právě okrádají. 
4.3.2 Komunikace agentů 
Ve výsledném modelu probíhá komunikace v několika případech. Tato kapitola podrobně rozebere 
jednotlivé příklady a ke každé komunikaci bude uveden protokol, který jí řeší.  
Nejdříve uvedu souhrn všech komunikačních cest, které v modelu existují. Tyto cesty jsou 
přehledně znázorněny na obrázku 4.10. 
Jak je vidět, všichni agenti 
komunikují s otcem. To je dáno výše 
popisovanou synchronizací. Při každé 
synchronizaci si otec s každým agentem 
vymění několik zpráv, které budou 
názorně zobrazeny a popsány v dalším 
textu. Na jedné straně protokolu stojí otec, 
který musí znát povely, které má agentům 
obr. 4.10: komunikační cesty 
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dávat a na druhé straně stojí agenti, kteří musí umět adekvátně reagovat na otcovy výzvy. 
Dalším typem komunikace je obchodování. To může probíhat ve dvou případech. Jednak 
všichni policisté, zloději a výrobci musí nakupovat jídlo od obchodníků a jednak obchodník musí 
nakupovat zásoby od výrobce. Jediný rozdíl v těchto dvou případech je v sémantice prodávané 
komodity, v principu však bude protokol pro oba případy stejný. Všichni agenti tedy musí ovládat 
polovinu protokolu pro nákup ať už jídla, či v případě obchodníka, surovin. Druhou polovinou je 
prodej druhé straně, který musí ovládat obchodník a výrobce, kteří jsou v modelu jedinými prodejci. 
Všechny následující komunikace řeší problematiku krádeží. Prvním z protokolů je ten, kterého 
se drží zloděj, pokud přijde okrást obchodníka. Stejně tak se ho samozřejmě musí držet obchodník, 
který je druhou komunikující stranou. V protokolu půjde především o nahlášení zloděje obchodníkovi 
a také o velikost ukradené částky. 
Dalším je komunikace mezi obchodníkem a policistou. V komunikaci půjde především o to, 
aby se policista uměl obchodníkovi ohlásit a aby obchodník byl schopen korektně poskytnout seznam 
všech zlodějů, kteří ho právě okrádají. 
Poslední z typů komunikací, ke kterým v modelu dochází, je chycení zloděje policistou. V 
tomto případě nebude potřeba protokol, protože policista jako jediný posílá zprávu zloději a to 
zprávu, že byl chycen a má si tedy správně upravit své statistiky. Konkrétní obsah zprávy bude 
osvětlen v kapitole zabývající se nastavením systému. 
Protokoly 
Texty protokolu jsou opět anglicky, ze stejných důvodů, jako tomu bylo u pojmenování bází 
znalostí agentů. Veškeré termíny budou samozřejmě korektně překládány do češtiny v přesném znění, 
nebo ve významu, jaký mají. 
Synchronizace 
Prvním popisovaným protokolem je synchronizační protokol. Grafické znázornění protokolu je 
na obrázku 4.11. Protokol je odstartován otcem, který všem agentům vyšle signál attention 
(pozor). Následně čeká na odezvy od jednotlivých agentů. Reakcí každého agenta je zastavení a 
odeslání otci synchronizační zprávu sync(mind) (synchronizuji mysl), ve které předává svou 
mysl. Otec mysl agenta zpracuje a odešle mu mysl novou pomocí zprávy given(new_mind) 
(dána nová mysl), čímž agentovi předá mysl novou. Agent v rámci této fáze už pouze odpoví 
mind_updated (mysl upravena), čímž dává otci najevo, že v rámci tohoto synchronizačního cyklu 
je upraven a čeká na povel ke spuštění. 
Otec takto musí komunikovat s každým agentem v systému. Jakmile synchronizuje a upraví 
všechny agenty (wait for all- čekej na všechny), může dát všem agentům povel ready 
(připraveni), po kterém se každý z agentů opětovně spustí.  
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obr. 4.11: protokol- synchronizace  
Nákup/prodej 
Asi nejsložitějším protokolem je protokol pro nákup a prodej komodit. Protokol je znázorněn 
na obrázku 4.12. 
Protokol je odstartován ve chvíli, kdy některý z agentů, který je v této chvíli v pozici 
nakupujícího (buyer), zamkne (lock) svoje možnosti nakupování a odešle jinému vhodnému 
agentu zprávu introduction (představení), ve které řekne své jméno a dává tak najevo, že by rád 
obchodoval, respektive nakupoval. Druhý agent je tímto automaticky postaven do role prodejce 
(seller).   
Nyní mohou nastat dvě situace, protože nákup a prodej je v modelu řešen s výlučným 
přístupem, kvůli čemuž se i agent kupující před začátkem komunikace zamyká. Je to tak zařízeno 
především proto, aby agent, který chce nakupovat nechodil naráz k několika prodejcům. Zároveň 
prodejce by měl v jedné chvíli obsluhovat pouze jednoho agenta. První situací je, že agent, který je v 
roli prodejce, právě v této chvílí prodává komoditu někomu jinému. Kvůli tomu musí požadavek 
agenta odmítnout. Tato situace není v protokolu kvůli přehlednosti ukázána, ale jedinou další akci, 
které provádí agent v roli prodávajícího je, že odešle kupujícímu zprávu, že je zaneprázdněn a 
nemůže ho tedy obsloužit. Následkem toho agent kupující uvolní svoje zdroje, jinými slovy odemkne 
se, aby mohl uspokojit své potřeby jinde. 
Pokud nastane druhá situace, tedy, že prodávající má volné zdroje (if not locked), 
zamkne se a protokol může probíhat bez problémů dál. 
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obr. 4.12: protokol- nákup/prodej 
Agent prodávající po svém zamčení odešle zprávu accept, kterou dává najevo, že obchod je možný. 
Následně kupující spočítá, kolik potřebuje kupované komodity a odešle prodávajícímu zprávu 
needed(pcs) (potřebuji kusů). Prodávající po obdržení této zprávy zjistí, jaký je stav jeho skladu.  
Nyní se komunikace rozpadá opět na dvě možnosti. První možností je, že prodávající má 
prázdný sklad (není v obrázku). V tomto případě odešle kupujícímu oznámení, že má prázdný sklad a 
odemkne svoje zdroje. Kupující po obdržení této zprávy také odemkne své zdroje a komunikace je u 
konce. 
Ve druhém případě, kdy sklad prázdný není může mít prodávající na skladě méně kusů, než je 
požadavek, nebo více (stejně) kusů. Na základě kontroly skladu zjistí, která možnost je ta správná a 
vytvoří kupujícímu nabídku, která zahrnuje počet kusů, které může prodat. Tato nabídka je odeslána 
ve zprávě bid(pcs) (nabízím kusů). Po odeslání zprávy prodejce spočítá na základě aktuální ceny 
za jeden kus, kolik to bude dohromady kupujícího stát a odešle mu zprávu bid($) (nabízím cenu, 
resp. bude tě to stát). 
Po obdržení této zprávy si kupující zjistí, zda má dostatek financí na požadovanou transakci. 
Pokud ano, odešle zprávu agreed (souhlasím) a upraví si svůj počet kusů zboží, případně počet 
životů a stav financí (update). Následně odemkne svoje zdroje (unlock) a může pokračovat v 
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ostatních plánech. Při obdržení zprávy agreed si prodejce stejným způsobem upraví počet kusů na 
skladě a stav svých financí a následně se odemkne. 
Pokud se stane, že kupující nemá dostatek financí na požadovanou transakci, komunikace 
pokračuje v obrázku pod červenou čárou. Kupující si zjistí, kolik má financí a nabídne je prodejci 
zprávou can_give($) (mohu nabídnout). Pokud je kupujícím obchodník, tak ještě před odesláním 
zprávy can_give($) si upraví svou hodnotu peněz, aby mu je nemohl v této kritické chvíli zloděj 
ukrást. Za daný obnos prodejce spočítá počet kusů, které si kupující zaplatí a odešle mu zprávu 
give(pcs) (dávám kusů). Následně si prodejce upraví potřebné hodnoty a odemkne své zdroje. Po 
přijetí poslední zprávy své hodnoty upraví i kupující a také odemkne své zdroje, čímž nákup končí. 
Okradení 
Další protokol už je z rodiny protokolů zabývajících se okrádáním obchodníků a vším co je s 
tím spojeno. Tento konkrétní protokol slouží ke komunikaci mezi zlodějem a obchodníkem. Protokol 
je zobrazen na obrázku 4.13.  
obr. 4.13: protokol- okradení 
 
Před začátkem komunikace se zloděj zamkne, protože má dovoleno okrádat pouze jednoho 
obchodníka naráz. Následně vyšle zprávu want to steal (chci tě okrást), ve které se představí a 
sděluje obchodníkovi, že ho chce okrást. Jako důsledek této zprávy si ho obchodník přidá do svého 
seznamu zlodějů a pošle zprávu noticed (zaznamenáno), která znamená, že je připraven se nechat 
okrást. Zloděj po obdržení této zprávy spočítá, zda se mu akce okrádání v tomto případě podařila.  
Pokud ne, odešle obchodníkovi zprávu, že se nepodařilo okrádání a obchodník si ho jako 
důsledek této zprávy odstraní ze svého seznamu a komunikace končí.  
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Pokud se zloději podaří akce kradení, spočítá kolik ukradl a pošle obchodníkovi zprávu 
stealing($) (kradu tolik a tolik peněz). Po obdržení této zprávy obchodník odevzdá zloději 
požadovaný obnos. Ihned po odeslání zprávy si obchodník upraví informaci o svém stavu financí a 
čeká na zprávu, že zloděj odchází. 
Zloděj si upravuje svůj stav financí ihned po tom, co mu přijde zpráva, kolik dostal od 
obchodníka, která zní buď ok (v pořádku), nebo have($), pokud má obchodník menší obnos, než 
zloděj požaduje. Nakonec odešle zloděj zprávu leaving (odcházím), po které se odemkne. 
Obchodník po přijetí této zprávy zloděje odstraní ze svého seznamu. 
Zpráva policistovi 
Posledním z protokolů je Zpráva policistovi. Tento protokol slouží k podání hlášení policistovi 
od obchodníka a je zobrazen na  následujícím obrázku. 
obr. 4.14: protokol- Zpráva policistovi 
 
Protokol iniciuje policista, když se rozhodne pracovat. Prvním krokem je opět zámek, aby 
nechodil za více obchodníky naráz. První zprávou je tedy zpráva cop here, kterou se policista 
představí. 
Pokud už se obchodník baví s jiným policistou, posílá zamítavou odpověď a policista se musí 
odemknout aby mohl zkoušet štěstí jinde. 
Pokud je však u obchodníka volno, zamkne se a pošle policistovi zprávu my thiefs(t), ve 
které je seznam okrádajících zlodějů. Policista se postupně pokusí zloděje pochytat a po všech 
pokusech, které má (závisí na počtu přítomných zlodějů), pošle obchodníkovi zprávu tried, kterou 
oznamuje konec prohlídky. Nakonec oba zúčastnění uvolní své zdroje a komunikace končí. 
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4.4 Návrh agentů 
V Prométheovi je tato poslední fáze návrhu nazvána detailní návrh. V této fázi už dochází ke 
konkrétnímu návrhu schopností a posléze plánů jednotlivých agentů. Schopností tedy bude konkrétní 
souhrn akcí, vjemů a dalších komponent návrhu. 
Fáze návrhu plánů byla z této práce vypuštěna, protože už konkrétní schopnosti na sebe v 
průběhu modelování braly tvar plánů, proto v podstatě pouhé přepisování schopností na plány by bylo 
zbytečným a neúčelným natahováním textu. Navíc všechny podstatné detaily, které nebudou přímo 
viditelné z návrhu schopností, budou dořešeny v kapitole zabývající se implementací. Typicky se 
bude schopnost dělit na několik plánů. 
Nutno dodat, že při návrhu architektury v PDT (Prometheus Design Tool) nebyla komunikace 
řešena na úrovni protokolů, ale pouhých zpráv. Implementační zkušenost však ukázala, že systém 
nevystačí s pouhými jednotlivými zprávami, ale je potřeba zavést komplexnější komunikační model. 
Protokoly byly vytvořeny a implementovány dodatečně a nejsou tedy součástí obrazové 
dokumentace, jak bude uváděna u jednotlivých schopností agentů. Zprávy na zobrazeních schopností 
budou sloužit k ilustraci komunikačních směrů v tom smyslu, že agent buď zprávu přijímá nebo 
odesílá a nebude, doufám, problémem si pod těmito zprávami představit jednotlivé výše uvedené 
protokoly. 
4.4.1 Schopnosti agentů 
V této kapitole budou postupně představeny všechny schopnosti, které agenti potřebují, aby mohli v 
systému správně fungovat. Agenti budou představováni ve stejném sledu, v jakém tomu bylo při 
představování cílů a scénářů. Stejně jako v předchozích případech jsou některé schopnosti společné a 
tyto budou opět uvedeny na konci výčtu.  
Schopnosti v této kapitole jsou do jisté míry poplatné dříve vytvořeným scénářům a proto se 
pokusím hlavně doplnit informace, které ještě nebyly zmíněny a nebudu schopnosti popisovat, jak by 
se měly odehrávat krok po kroku. 
V některých diagramech jsou pozůstatky ze šipek od ostatních schopností. Tímto je naznačeno, 
že některé akce se provádějí v rámci více schopností a bude třeba je implementovat dostatečně 
univerzálně, aby byly všude využitelné. 
Otec 
U otce jsou modelovány dvě základní schopnosti. První schopností je hojně zmiňovaná 
synchronizace a druhou je potom schopnost nahradit agenta, který ze systému odchází. Obě 
schopnosti jsou přehledně ukázány na obrázku 4.15. 
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Při synchronizaci (synchronize) otec, když dostane agentovu mysl, musí ji vhodně upravit. 
Aby to mohl udělat korektně, čte z tabulek, které napovídají, kdy má upravovat skill, zda nemá agent 
v aktuální situaci hlad, či jak se k němu má chovat. Jak už bylo zmíněno, zprávy, které otec přijímá a 
vysílá jsou součástí synchronizačního protokolu a nemá smysl je rozebírat dále. Co se týče akcí, tak z 
obrázku lze vyčíst, že otec opravdu musí provést ty akce, které byly popsány v kapitole o scénářích. 
Konkrétně musí zastavit agenty (stop_agents), zeptat se na jejich statistiky (ask_agents), 
spočítat novou mysl pro každého agenta (count_newStats) a nakonec agenty znovu spustit 
(ready_agents). 
obr. 4.15: schopnosti- synchronizace, přidej/odeber agenta 
 
Schopnost "přidat/odebrat agenta" (add/removeAgent) je využita před otcovým 
upravováním mysli (odchází bohatý) a druhý test by měl být proveden po úpravě (odchází mrtvola se 
záporným počtem životů).  
Policista 
V podstatě jedinou policistovou unikátní schopností je jeho způsob vydělávání peněz. Ostatní 
schopnosti má společné s více agenty. 
Obrázek 4.16 přehledně ukazuje všechny 
entity patřící k této schopnosti, kterou jsem 
nazval "chycení zloděje" (thiefCatch). 
Jedinou drobnou odchylkou, která je 
viditelná i u některých dalších schopností 
popisovaných dále je akce "jdi za 
obchodníkem" (goto_salesman) která v 
konečném návrhu modelu nemá charakter 
akce, ale úvodního představení při spuštění 
příslušného komunikačního protokolu. 
obr. 4.16: schopnost- chyť zloděje 
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Nutnou informací o této schopnosti je, že při úspěšném chycení zloděje posílá zloději zprávu 
"mám tě" (gotcha) díky čemuž zloděj pozná, že si má upravit příslušné atributy. 
Z obrázku lze podle směru šipek vyčíst, že agent zapisuje data do proměnných wu, money a 
xp. Toto činí po úspěšném i neúspěšném provedení akce. Konkrétně po neúspěšné akci se nemění 
hodnoty money a xp, protože policista nikoho nechytil. 
Zloděj 
Zloděj má specifickou schopnost pouze "okrádej" (steal). Tato schopnost je znázorněna na 
obrázku 4.17. Jak je vidět, ke schopnosti 
patří vjem "pracuj" (work), která je 
spouštěcím mechanismem pro plány patřící 
do této schopnosti. Na tomto obrázku si lze 
povšimnout, že obsahuje akce  "vyber 
obchodníka" (choose_salesman),  "jdi 
za obchodníkem" (goto_salesman) a 
"uprav peníze" (update_money). Tyto tři 
akce jsou velice rozšířené, protože je 
obsahuje i policistova schopnost pro chytání 
zlodějů. Zároveň budou ve společné 
schopnosti pro příjem potravy.  
obr. 4.17: schopnost- ukradni 
Stejně jako u policistovy schopnosti pro výdělek i zloděj zapisuje po provedení akce data do 
proměnných pro výši financí, odpracovaných jednotek a zkušenostních bodů. 
Obchodník 
Pro obchodníka je typický vlastní způsob obživy, což je jedna z jeho unikátních schopností. 
Další jeho schopností je "prodej potravu" (sellFood) ostatním agentům. S tímto související je 
schopnost "nakup zásoby" (buySupply). 
Zároveň musí obchodník umět "být okraden" 
(beRobed) a "spolupracovat s policistou" 
(copCoop). na obrázku 4.18 je poslední 
schopnost: spolupráce s policistou a na obrázku 
4.19 jsou dohromady první tři schopnosti. 
O schopnosti "spolupracovat s policistou" 
není třeba se rozepisovat, protože velká její část 
je obsahem příslušného protokolu. Zajímavou 
obr. 4.18: schopnost- splupracuj s policistou 
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informací je pouze fakt, že při užívání této schopnosti agent pouza data čte z proměnné, ve které jsou 
uvedeni právě kradoucí zloději (thiefs_by_me). 
Schopnosti "nakup zásoby" a "prodej potravu" jsou v podstatě svou obrácenou verzí a 
jejich velkou část pokrývá komunikace pomocí vyhrazeného protokolu. Postup, jak se odehrávají v 
čase je pak z převážné míry otázkou scénáře a nutné detaily budou opět uvedeny v kapitole o 
implementaci systému. 
obr. 4.19: schopnosti- prodej, nakup, buď okraden 
Novinkou, která ještě nebyla zmiňována, je schopnost "být okraden". V podstatě je odvozena 
ze zlodějova scénáře pro krádež a je do značné míry otázkou použití protokolu pro krádež, který 
využívá obchodník se zlodějem. 
Poslední naznačenou obchodníkovou schopností je jeho ujídání z vlastního skladu. Tato 
schopnost je pojmenována "jíst" (s:eat). 
Výrobce 
 Výrobce je specifický svou 
schopností vytvářet pro systém 
potraviny, které pak prodává 
obchodníkovi. Jeho unikátní 
schopností tedy bude "výroba" 
(create).  Tato schopnost je 
zobrazena na obrázku 4.20. 




Posledními popisovanými schopnostmi jsou schopnosti společné, které sdílí 2 nebo více agentů. 
Dohromady lze identifikovat 4 společné schopnosti, viditelné na obrázku 4.21. 
obr. 4.20: schopnosti- společné 
 
Nejpodstatnější společnou schopností je schopnost "spolupracovat s otcem" (fatherCoop). 
Tuto mají všichni agenti (samozřejmě s vyjímkou otce). Díky ní lze agenty synchronizovat. Lze si 
povšimnout, že agenti čtou všechna data tvořící jejich mysl, to když ji posílají otci a při návratu mysli 
nové všechna data opětovně zapíší. V obrázku však není znázorněno zapisování dat jména (name) a 
zkušenostních bodů (xp). Je tomu tak proto, že tyto údaje otec pouze čte, ale nikdy je nemění. 
Další společnou schopností pro agenty zloděje, policistu a výrobce je "jíst" (eat). Tato 
schopnost v podstatě složena ze scénáře pro danou situaci a protokolu nakupování. 
Schopnost "nicnedělání" už byla popsána, protože je v podstatě přepisem scénáře pro 
nicnedělání. 
Konečně "vyber akci" (actionChoose) je schopností, která je také poměrně důležitá, protože 
díky ní se agent může rozhodnout, co má v dané chvíli dělat. Tato funkce je společná opět pro 
všechny agenty s výjimkou otce.  
4.5 Nastavení systému 
Konečně se dostávám k notně odkazované kapitole a to nastavení systému. Čtenář se dozví o všech 
potřebných nastaveních, jak byla definována pro tento systém. Zároveň bude definován svět, jak je 




Prvním "nastavením" je idea světa, ve kterém se agenti budou pohybovat. Světem není 
myšleno místo, po kterém agenti chodí, ale spíše je jejich pozice ve světě dána hodnotou jejich 
aktuálních hodnot životů a financí. Ideu tohoto světa ilustruje obrázek 4.21. 
Jak je vidět, svět je rozdělen dvěma 
osami. Osou životů a osou financí. Aby 
byla větší možnost variability chování, je 
svět rozdělěn nejen dvěma hlavními osami, 
ale i osami 1. a 3. kvadrantu. Ve světě je 
tedy 8 různých míst- oktantů. 
Hlad 
Ve světě, jak je definován existují 
různá místa, kde je agentům dodán vjem 
hladu.  
Agenti mají různá povolání a z 
povahy těchto povolání jsem vytvořil místa 
hladu pro každého z agentů. Bez dalšího 
vysvětlování uvedu, že tato místa ilustruje 
obrázek 4.22. 
obr. 4.21: svět 
obr. 4.22: místa hladu 
 
Chování otce 
Dalším nastavení, které bylo potřeba definovat je chování otce vzhledem k jednotlivým typům 
agentů v závislosti na tom, ve které části světa (oktantu) se nacházejí. Chování bylo definováno jako 
několik možností. Možnosti jsou kombinací toho kolik agentům přidělí financí a kolik jim sebere 
životů. Možnosti jsou celkem 4, protože otec může agentům dát/sebrat hodně nebo málo.  Tato 
nastavení popisuje tabulka 4.1. V jednotlivých sloupcích jsou typy agentů a v řádcích potom 
kombinace toho, kolik otec dá a kolik sebere. Tyto kombinace jsou vypsány binárně ale májí význam 
0- málo, 1- hodně. 
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4.1  policista zloděj obchodník výrobce 
dá odebere     
0 0 7,8 8 7,8 1,6,7,8 
0 1 1,2,3,6 2 5,6 2,3 
1 0 4 1 1,2 4,5 
1 1 5 3,4,5,6,7 3,4  
Ve vzorcích pro výpočet se objevuje formulka skill/2, což je desetinné číslo. Počty životů a 
financí jsou však definovány pro celá čísla. Bere se tedy horní hodnota tohoto výpočtu, abychom se 
nedostali k 0. 
Málo pro odebrání je pak definováno vzorcem: 
4/*)2,1(_ skillwurandommsebere =  rovnice: 4.1 
Odebráno hodně: 
2/*)2,1(_ skillwurandomhsebere =  rovnice: 4.2 
Dáno málo: 
 4/*),1(_ skillwurandommda =  rovnice: 4.3 
Dáno hodně: 
2/*),1(_ skillwurandomhda =  rovnice: 4.4 
 
Nahrazování agentů 
Dalším nastavením je tabulka, která určuje, jakým způsobem bude systém nahrazovat 
odcházející agenty. Byly definovány dva typy odchodů ze systému a proto je potřeba vytvořit 
nastavení pro každý z nich.  
V systému jsou 4 druhy agentů, kteří mohou do systému vcházet nebo z něj odcházet a je 
potřeba aby byli nahrazováni korektním způsobem, což znamená, že ke každému typu agenta musí 
být přiřazen právě jeden jiný, který ho nahradí s tím, že nesmí být nahrazovány dva různé typy jedním 
jiným, protože by pak některý typ agenta nemohl do systému přijít a agenti tohoto typu by tedy mohli 
pouze ubývat. Pro názornost je uvedena tabulka 4.2, ve které jsou všechny možnosti vypsány. V 
hlavičce jsou všechny typy agentů a řádky pak definují, jak jsou agenti nahrazováni při určitém typu 
odchodu. 
4.2 policista zloděj obchodník výrobce 
chudoba zloděj obchodník výrobce policista 
bohatství výrobce policista zloděj obchodník 
 
Základní myšlenka nahrazování je v tom, že, pokud agent odchází v chudobě, pravděpodobně 
zemřel, protože v systému neměl dostatek zdrojů, které by ho uživily, je tedy nahrazen agentem, ze 
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kterého mu plynou finance. Jedinou výjimkou je výrobce, kterému sice plynou zisky z obchodníka, 
ale je nahrazen policistou. Je to z toho důvodu, že pokud nebudou obchodníci chodit, je to 
pravděpodobně proto, že nemusí mít peníze. Proto je do systému dodán policista, který by měl chytat 
a penalizovat zloděje, aby tito kradli méně a umožnili tak obchodníkům více nakupovat.  
Na druhou stranu, pokud agent odchází s bohatsvím, pak se jeho odvětví pravděpodobně rozvíjí 
a je tedy potřeba dodat agenta, který ho bude brzdit.  
Ocenění za akci 
Vzhledem k tomu, že každý z agentů se živí jinak, je potřeba vytvořit rozdílné ocenění za 
každou akci, kterou provedou. Ocenění je zároveň závislé na aktuálním skillu agenta. U obchodníků a 
výrobců je oceněním cena jejich výrobku. Počáteční nastavení pro tyto dva druhy agentů je je vidět v 
tabulce 4.3.  
4.3 obchodník výrobce 
1 0.4 0.2 
2 0.8 0.4 
3 1.2 0.6 
4 1.6 0.8 
5 2 1 
U zloděje je to pak množství financí, které se mu podaří ukrást obchodníkovi, konkrétně byl 
vytvořen vzorec: 
zsou *$%5=  
První část vzorce pak znamená, že zloděj ukradne 5% aktuálních obchodníkových financí, 
které se násobí zs, což představuje zlodějův skill. 
U policisty je to obnos, který dostane za chycení zloděje. Konkrétní vzorec je pak: 
rovnice: 4.5
rovnice: 4.6zspsd *= , 
kde ps představuje policistův skill. 
Penalizace zloděje 
Penalizace závisí na skillu policisty a skillu zloděje. Konkrétně pokud je rozdíl skillů větší než 
2, pak je zloděj penalizován málo, kdežto, pokud je rozdíl skillů 2 a menší, je zloděj penalizován 
hodně. V tabulce je vidět, kolik musí zloděj odevzdat s tím, že jsou opět situace málo a hodně. 
4.4 financí  skill 
málo 10% 0 
hodně 20% 1 
Zásoby 
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Dalším nastavením systému je velikost skladů pro obchodníka a výrobce. Prvotní nastavení je 
takové, že obchodník může uskladnit až desetinásobek svého skillu. Výrobce může uskladnit 
sedminásobek. 
Vyrobit kusů 
Toto nastavení říká, kolik je schopen konkrétní výrobce vyrobit kusů zboží. Počet výrobků je 
opět odvislý od velikosti jeho skillu. Konkrétní hodnoty udává tabulka 4.5. Hlavička tabulky udává 
skill, který má výrobce a první řádek, kolik přísluší ke skillu výrobků za jeden výrobní cyklus. 
4.5 1,2 3,4 5 
vyrobí 1 2 3 
Výběr agentů 
Předposledním nastavením agentů, které je potřeba specifikovat, je výběr agentů, jak si 
navzájem volí v závislosti na svém skillu, kterého agenta půjdou navštívit v daném konkrétním 
případě. 
První situací je nákup. Tabulka 4.6 ukazuje, jak se mezi sebou jednotliví agenti volí. 
4.6 policista zloděj obchodník výrobce 
výběr náhodně náhodně skill 1, jinak vyšší sv=so 
Snad jen vysvětlím, že v tabulce v kolonce výrobce znamená sv skill výrobce a so skill 
obchodníka. 
Druhou možností je výběr obchodníka z pohledu zloděje a policisty, když se rozhodnou 
pracovat. V tomto případě si zloděj vybírá obchodníky s nejvyšším možným skillem, protože 
předpokládá, že bude mít nejvíce financí. Policista toto reflektuje a vybírá stejně aby měl co největší 
šanci na zloděje narazi. 
Zvyšování skillů 
Konečně posledním z nastavení systému je tabulka 4.7, která ukazuje, po dosažení kolika 
zkušenostních bodů mohou agenti postoupit na další úroveň. 
Protože zloděj a policista pracují s větší náhodou než obchodník a výrobce, měly by jim být 
nastaveny mírnější podmínky pro dosahování dalších úrovní. 
4.7 policista zloděj obchodník výrobce 
2 2 5 10 25 
3 10 15 25 60 
4 20 30 45 100 





Projekt je implementován v Jazyce Jason, jež je implementací agentního jazyka AgentSpeak. Tato 
kapitola rozebírá podstatné součásti programu, který byl v rámci této práce vytvořen. Řeč bude 
zejména o rozšířeních základního prostředí, jež Jason poskytuje. Dále bude řeč o interních akcích 
implementovaných v rámci práce a v neposlední řadě bude popsána práce s agentovou myslí, jak byla 
definována v kapitole  4.3.1. 
Jak už to tak bývá, tak teorie je odlišná od praxe a tedy implementace se nedrží modelu úplně 
do puntíku, ale pro její potřeby byly některé podrobnosti upraveny, nicméně v globálním pohledu je 
model stále stejný. Tyto podrobnosti jsou maličkostmi typu vjem místo zprávy, či je přidána akce, 
která v modelu nebyla uvažována. 
5.1 Stavba programu 
Program je sestaven z několika částí. Jednak se sestává z agentního programu napsaného v Jasonu. 
Tento program je rozdělen na 6 souborů, z nichž je 5 vyhrazeno agentům v systému a poslední 
specifikuje multiagentní prostředí. Z programů agentů je nejpodstatnější součástí synchronizace, která 
bude rozepsána v následující kapitole. Dalším kódem jsou pak jednotlivé plány agentů. 
Druhou součástí je kód agentního prostředí napsaného v javě. V kódu prostředí je podstatná 
především implementace akcí prováděných otcem. Další součástí je jsou funkce obsluhující 
zobrazování výstupních grafů. Pro grafickou vizualizaci je užita javovská knihovna JFreeChart, která 
je volně dostupná na adrese: http://www.jfree.org/index.html. 
Poslední součástí programu jsou interní akce napsané pro agenty. Tyto slouží hlavně k obsluze 
agentovy mysli. Těmto funkcím bude vyhrazena jedna z následujících kapitol. 
5.1.1 Synchronizace 
Synchronizace je nejdůležitější procedurou celé implementace. Principem synchronizace v této 
implementaci je zavolání všech agentů, kteří se při přijetí dané výzvy zastaví a pošlou otci svou mysl. 
Otec mysl každého z nich zpracuje a následně odstraní ze systému všechny agenty, kteří se ukázali 
být pro další cyklus mrtvými. Po nahlášení všech agentů, což je řešeno pouhým počítáním jejich 
počtu, je otec propustí poslední zprávou a tito se vrátí opět ke svým činnostem. Pro lepší názornost 







+!start_sync <-  
 .broadcast(tell, signal(attention)); //rekne si o hlaseni 
 .wait( "+reported(all)" );   //ceka na vsechny 
 -reported(all);  //nulovani pro priste 
 add_stats(true);  //pridava do grafu- akce do prostredi 
 !kill_all_dying;  //odstrani mrtve a na jejich misto prida nove 
.broadcast(tell, signal(ready)); //znovu spusteni 
 .wait(1000);  //chvili muzou delat co chcou 
 !!start_sync.  //pak znovu 
 
Dalším kusem kódu je příjem a úprava informací od jednoho agenta: 
 
@wait_f_sync[atomic, priority(100)] 
+sync(Mind): son_count(S) & reported_count(X) <-  
 action.set_mind(Mind, NewMind, Ag); //spocita novou hlavu pro agenta 
 report(NewMind); //nahlasi agentovu novou mysl (grafy) 
 .send(Ag, tell, given(NewMind)); //poslu zpet novou hlavu 
//ceka na potvrzeni prijeti mysli 
 .wait( "+!kqml_received(Ag, tell, signal(mindUpdated),M)" );  
     
 action.get_stat(NewMind, status, Status); //interni akce 
 if( Status==dying_poor | Status==dying_rich ){    
  .broadcast(tell, dying(Ag)); //kvuli zotaveni nahlasi mrtveho 
  replace(NewMind) //vytvori vjem pro tvorbu noveho 
 };   
  
-+reported_count(X+1); //pridal se dalsi 
 if( S==(X+1) ){ 
  +reported(all)  //a jsou tu vsichni 
 }. 
  
A konečně posledním kusem kódu je synchronizace z pohledu agenta, který po přijetí zprávy 
vyšle otci mysl a nejdříve čeká na novou mysl. Jakmile se dočká nové mysli, počká na 
signal(ready) a poté může znovu chvíli svobodně fungovat. Následuje kostra synchronizace tak, 







+signal(attention)[source(father)]: mind(Mind) & pricePower(Pow) <- 
 .abolish(signal(_));  //dal uz nebude potreba 
 .send(father, tell, sync(Mind)); //poslu otci svoje staty 
  
 //cekani na novou mysl 
 .wait( "+!kqml_received(father, tell, given(NewMind), _)" ); 
 -+mind(NewMind); 
  
 .send(father, tell, signal(mindUpdated));  //hlava upravena  
 .wait( "+!kqml_received(father, tell, signal(ready), _)" ); 
 
 if( me(fst) )  //pokud bezim poprve, spustim se 
  { !!start_agent }. 
  
Podstatné na celém plánu pro synchronizaci je zvýrazněné slovíčko atomic, které agentu říká, 
že v průběhu provádění tohoto plánu nemá pokračovat v plnění ničeho jiného. Díky této myšlence a 
vědomosti, že musí čekat na událost, kterou je zpráva signal(ready) od otce, můžeme zaručit, že 
agent nebude provádět během synchronizace žádné další aktivity. 
S takto nastavenou synchronizací je ovšem drobný problém a to ten, že při odstraňování agentů 
a jejich nahrazování novými systém občas "vytuhne". Nicméně tento problém je velice ojedinělý a tak 
mu nepřikládám velký význam. Celkově se tak totiž děje ve velice malém procentu případů. 
5.1.2 Akce do prostředí 
V systému je implementováno i několik akcí, jež mají ovlivňovat vnější prostředí. Konkrétně jde 
především o otcovo hlášení pro grafy a dále několik akcí, jejichž provedením získá agent nějaký 
vjem. 
Otcovy akce jsou tedy 3 a všechny jsou viditelné v předchozí ukázce kódu. První akcí je 
report, který podá hlášení o aktuálně se nahlašovaném agentu. Část jeho mysli je pak předána do 
pole, které funguje jako akumulátor hodnot agentů pro daný cyklus. Na konci každého cyklu pak otec 
zavolá add_stats (přidej statistiky), což je akce, která z každého pole spočte průměrnou hodnotu a 
tuto pak zapíše do výsledku, který je vidět v grafu. Poslední otcovou akcí je replace, což je akce, 
která podle odcházejícího agenta spočítá, jak by měl vypadat agent nový a všechnny potřebné 
informace pak předá otci pomocí vjemu. 
Poslední akcí je choose_agent (vyber agenta), kterou využívají obyčejní agenti, pokud 
chtějí jít na nákup, či někoho okrást nebo ochraňovat. Vybraný agent jim přijde opět v podobě vjemu. 
 49
5.2 Interní akce 
V této práci je využito i možnosti vytvářet vlastní interní akce v rámci jazyka Jason. Tyto mají 
především účel čtení/zápisu do agentovy mysli, jak ji chápe kapitola  4.3.1. Těmto akcím je potřeba 
předat parametr celé mysli, jak ji má uloženou agent v bázi znalostí. Další parametry akce jsou pak 
ovlivněny jejím smyslem.  
 Akce, které do hlavy sahají a čtou/zapisují data, mají vetšinou podobnou strukturu a to: 
1. ziskej hlavu a z ni potrebne parametry 
2. uprav parametry 
3. uloz zpet do hlavy a vytvor retezec s novou hlavou 
Některé akce vypouštějí 3. krok. Jsou to ty, které mají za úkol pouze získat potřebné parametry. 
Zbývající interní akce slouží k výpočtům některých agentových interních proměnných.  
5.2.1 Parser 
Parser je komponenta, která slouží pro práci s agentovou myslí, nebo ve druhém případě pro práci s 
obchodníkovým seznamem zlodějů. Protože jsem se rozhodl, že budu hlavu považovat za seznam 
znalostí, musí být umožněna kvalitní podpora pro práci s takovýmto seznamem a kompnenta parser je 
řešením pro tuto podporu. 
Pracovat s myslí v javě jako se stringem by bylo krajně nepraktické a proto je mysl převedena 
právě z Jasonovského seznamu do javovské mapy, kde klíčem je funktor dané znalosti (predikát) a 
hodnotou je hodnota dané znalosti. 
Parser umožňuje základní operace, kde nejdůležitější operací je převedení seznamu na 
klíčovanou mapu a zpět. Dalšími operacemi je získaní požadované vlastnosti a úprava celé mysli pro 





Tato poslední kapitola přehledně rekapituluje výsledky této práce. Důraz je kladen zejména na 
vysvětlení chování systému. Výstupy budou ilustrovány příslušnými grafy. Objeví se ukázky grafu 
počtů agentů jednotlivých povolání a průměrného skillu každého povolání. Z těchto lze vyčíst, zda se 
systém ustálil, jak kladl požadavek definovaný v cílech práce. Dále pak budou předvedeny grafy 
průměrných počtů životů a průměrných stavů financí. Tyto dopomohou k pochopení chování systému 
v jednotlivých etapách vývoje. Jednotlivé výstupy budou v následujícím textu popsány společně s 
výkladem chování podle jednotlivých grafů. 
Protože grafy jsou poměrně velké, bude výklad veden postupně a grafy nebudou uvedeny 
všechny naráz, protože by to bylo nepřehledné. Nutno dodat, že v případě grafů životů, financí a 
skillu jsou uvedeny průměrné hodnoty pro jednotlivé cykly, protože není jiná, příliš rozumná, cesta 
takovéhoto zobrazení. 
6.1 Životy 
Graf životů je uveden na obrázku 6.1. Pro upřesnění, červeně jsou znázorněny životy policistů, modře 
pak zlodějů, žlutí jsou obchodnící a zelení výrobci. 
obr. 6.1: graf životů 
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Jak je vidět, z počátku v systému životy pouze ubývaly, protože výrobci ještě neměli produkty, 
které by mohli prodávat obchodníkům. Hned, jakmile byly vyrobeny zásoby, je zkoupili policisté, 
kteří se obecně snaží držet hodnotu svých životů na vyšší úrovni, aby byli neustále "fit", což je 
ostatně vidět i ve zbytku grafu. Až do cca. 300 cyklu vše probíhalo běžným způsobem, kdy agenti 
jedli, když měli hlad, případně byli nahrazováni kolegy. Tím jsou vysvětleny ony "zuby". Pak se však 
vše změnilo, když ze systému odešli výrobci, což je vidět i v grafu počtu agentů. Z grafu životů a 
financí si můžeme povšimnout, že výrobci odešli bohatí, protože i životy i finance jsou na vysoké 
úrovni. Co se týče životů, tak v systému po této události nastane represe, protože není dostatek 
surovin pro obchodníka a potažmo tedy životů pro ostatní agenty a životy prudce mizí. Po drobných 
výkyvech je vidět, že systém se opět pomalu dostává do rovnováhy a kdyby běžel dál, nejspíše by se 
opět dostal do podobného stavu. 
6.2 Finance 
Dalším výstupem práce je graf průměrných financí v jednotlivých cyklech. Legenda je stejná jako v 
předchozím grafu a stejně tak u dalších grafů. 
obr. 6.2: graf financí 
 
Z grafu je patrné, že výrobci, jakožto iniciátoři všech možností pro nákupy ze začátku začnou 
prudce vydělávat, ale dokonce ještě před nimi jsou obchodnící, kteří dokáží nakoupené produkty 
velmi dobře zhodnotit. Obchodníci sice dokážou hodně vydělat, ale z předchozího grafu lze 
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vypozorovat, že neumí moc dobře hospodařit se životy, což výrobci zvládají mnohem lépe. Prudké 
propady financí u obchodníků lze přisoudit jejich úmrtí i při vysokém stavu financí. 
 Co se týče policistů a zlodějů, tak tito obecně disponují menšími obnosy. Bylo vypozorováno, 
že je to hlavně z toho důvodu, že tyto typy agentů pracují s určitou pravděpodobností úspěchu, což 
jim dává v důsledku mnohem menší výdělek než u "prodejních" agentů. Policista jsou tedy sami 
iniciátory svých akcí, ale dost často akce končí neúspěchem a proto vydělávají méně.  
6.3 Skill 
Předposlední ukázkou je graf průměrného skillu na obrázku 6.3. Tento obrázek může jen potvrdit 
moje předchozí slova o úspěšnosti agentů policistů a zlodějů. Mají průměrně nižší skill a tedy malou 
šanci na hodnotný výdělek. Naopak nejvyšší skill bude mít vždy výrobce, protože musí vyrábět 
potravu pro všechny agenty a tedy má příležitost k více úspěšným akcím a tedy vyššímu skillu,  
financím a nakonec i životům. 
obr. 6.3: graf skillů 
 
 
6.4 Počet agentů v systému 
Posledním výstupem je obrázek (6.4) počtu agentů v jednotlivých cyklech. Z tohoto obrázku je 
patrné, že počet agentů se neustálil, protože kdyby ano, končil by obrázek na výrazně nižším počtu 
cyklů, než předchozí. 
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Je vidět, že počet agentů se postupně přeléval v závislosti na úspěšnosti jejich odchodu ze 
systému.  
obr. 6.4: graf počtu agentů 
 
Nutno dodat, že toto je pouze jeden z výstupů systému. Pomocí různého nastavení paramterů 
lze dosáhnout mnoha různých druhů chování. Automatické dosažení rovnováhy však nebylo 
dosaženo ani v jednom z nich.  
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Závěr 
Tato diplomová práce navázala na semestrální projekt a zpracovala téma vytvoření agentního systému 
pro modelování umělého života. Téma bylo zpracováno z pohledu BDI agentního systému a byl 
vytvořen model multiagentního systému s 5 typy agentů. Nejdůležitějsím z nich je otec, který 
všechny ostatní agenty řídí a synchronizuje. Další 4 typy agentů jsou abstrakcí některých složek 
lidské společnosti.  
Systém byl vymodelován za pomoci metodologie Prometheus a následně implementován v 
jazyce Jason, jež je javovskou implementací jazyka AgentSpeak.  
Ačkoli nebylo dosaženo původního cíle, tedy rovnováhy, jak byla vymezena v kapitole 
Základy systému, mohu říci, že byl vytvořen systém, na kterém lze pomocí nastavení mnoha různých 
parametrů zkoumat různé druhy jeho chování a bylo tedy splněno základní zadání vymezené pro tuto 
práci a to vytvořit simulaci umělého života. 
Z pohledu dalšího vývoje je možné vymyslet mnoho dalších rozšíření. Například jednotlivé 
typy agentů mohou v rámci své skupiny spolupracovat a dosáhnout tak větší efektivity. Dalším 
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