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SUMMARY  
This work was initiated aiming to improve the quality of business model-based development 
of information systems (IS) and the quality of information systems themselves by providing the 
novel business rules (BR) specification method and engineering solutions of this method. The end 
result of the work has been made available to everybody interested and is ready for immediate 
application in practice. Not many SBVR implementations were developed yet, but the popularity of 
SBVR is growing as different interest-groups are finding the variety of ways for applying the SBVR 
standard. The goal of the work is to show how to transform SBVR Business Vocabularies into 
UML class models.  
The individual transformation method and SBVR-based information systems development 
process using transformation of business vocabularies into the UML class model, was developed 
and Magic Draw plugin was made. 
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1. Įvadas 
 
Tiriamojo darbo tikslas yra pagerinti informacinių sistemų ir veiklos modeliais grindžiamo 
kompiuterizuoto jų kūrimo procesų kokybę, pasiūlant veiklos žodynų ir taisyklių specifikavimo 
metodą ir jį realizuojančius inžinerinius sprendimus. 
Magistrinis darbas turi išspręsti problemas dėl veiklos žodynų ir taisyklių išgavimo ir 
įvedimo į automatizuoto projektavimo įrankius informacinių sistemų kūrimo metu, jų 
transformavimo į projektines specifikacijas ir programos kodą bei reagavimo į pokyčius sistemos 
funkcionavimo metu. Tam tikslinga sukurti veiklos taisyklių užrašymo artima natūraliajai kalba 
šablonus, kuriuos naudodami analitikai ir dalykinės srities ekspertai galėtų vienareikšmiškai vieni 
kitus suprasti ir sukurti semantiškai vertingesnius formalius taisyklių aprašus. Šiuos aprašus būtų 
galima naudoti tolesniuose projektavimo etapuose, transformuojant taisykles į projektines 
specifikacijas ir programos kodą. 
Metodas būtų pritaikomas didelei informacinių sistemų aibei ir įvairiems realizavimo 
metodams – vykdymui veiklos taisyklių procesoriuose, verslo būsenų mašinose, duomenų bazių 
trigeriais ar įvairių platformų programų kodu. Didžiausias esamų veiklos taisyklių koncepcijos 
metodus įgyvendinančių įrankių trūkumas yra tame, kad taisykles į juos reikia įvesti specifinėmis 
formaliomis kalbomis, kurios nėra lengvai suprantamos probleminės srities atstovams, be to, esami 
metodai paprastai tinka tik tam tikro tipo informacinėms sistemoms, kurios turi dideles taisyklių 
aibes. Darbo metu pasiektas tyrimų lygis sudarytu prielaidas sukurti vartotojui draugiškas taisyklių 
specifikavimo priemones, kurios leistų vienareikšmiškai suprasti, tikrinti, modifikuoti ir įgyvendinti 
veiklos taisykles įvairiose informacinėse sistemose nuo veiklos koncepcijų iki kodo. 
Atlikus veiklos žodynų ir taisyklių standartų analizę buvo pasirinktas SBVR standartas. 
SBVR yra pirmasis OMG grupės standartas, skirtas išimtinai veiklos žodynams ir veiklos 
taisyklėms specifikuoti. Nors standartas yra jau keletas metų kaip patvirtintas, tačiau įrankių, kurie 
jį taikytų yra labai nedaug – galima teigti, kad standartas kol kas dar nesusilaukė didelio 
pripažinimo. Veiklos žodyno ir veiklos taisyklių semantikos standartas SBVR yra OMG 
specifikacija, kuri išreiškia veiklos žinias veiklos dalyviams suprantama kalba ir leidžia užrašyti jas 
notacija, nereikalaujančia specialių IT žinių. Veiklos žodynai ir veiklos taisyklės paprastai 
specifikuojamos tekstu. SBVR vartojama ribota natūrali kalba (angl. Controlled Natural 
Language), pavyzdžiui, anglų. 
Veiklos žodynas leidžia sukurti natūralią aktyvią sąsają tarp žmonių, dalyvaujančių veikloje, 
ir tą veiklą kompiuterizuojančių programų sistemų. Kai veiklos taisyklėms nustatyti yra taikomi kuo 
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įvairiausi metodai, tolesnis veiklos ir veiklos taisyklių žodynų taikymas yra labai aktualus 
šiuolaikinių informacinių sistemų kūrimui, duomenų bazių integravimui, interneto paslaugų, 
Pasaulio semantinio tinklo ir IS projektavimo metodų plėtrai.  
Darbo eigoje buvo sukurtas šio metodo projektas, realizuotas ir ištestuotas Magic Draw 
įskiepio prototipas. Šio metodo sukūrimas yra Lietuvos projekto „Veiklos taisyklių sprendimai 
informacinių sistemų kūrimui (VeTIS)“ dalis. Sukurtas įrankis realizuoja transformaciją iš veiklos 
žodynų semantinių aprašų į UML nuo platformos nepriklausomus (PIM) klasių modelius. Tai pirma 
tokios apimties šios transformacijos realizacija, apimanti beveik visus veiklos žodyno metamodelio 
elementus.  
Be įvado magistro darbą sudaro turinys, santrauka anglų kalba, sutrumpinimų žodynas, 
penki skyriai, paskelbtų publikacijų ir cituotų šaltinių sąrašai, priedai. 
Antrajame darbo skyriuje pristatoma esamos problemos ir vartotojų analizė, OMG 
konsorciumo veiklos žodynų ir taisyklių, UML ir MDA standartų, metodo esamų sprendimų 
analizės rezultatai, taip pat ir transformavimo procesorių analizė, rizikos faktoriai ir analizės 
išvados. Trečiajame skyriuje pateikiama veiklos žodynų transformacijos įrankio reikalavimų 
specifikacija ir analizė, tikslų modelis, kompiuterizuojamų panaudojimo atvejų modelis ir 
pristatomi SBVR bei UML modeliai. Ketvirtajame skyriuje aprašomas įskiepio projektas: loginė 
architektūra, vartotojo paslaugos, detalusis projektas ir elgsenos modelis. Penktajame skyriuje 
aprašoma metodo realizacija, aptariama, kaip veikia prototipas ir kaip jis buvo testuojamas. 
Šeštajame skyriuje atliekamas eksperimentas iškeltai hipotezei patvirtinti, kad pagrindinius UML 
klasių elementus (klases, klasių atributus ir ryšius) galima gauti transformavus iš ribota natūralia 
kalba specifikuotų konceptų. Toliau pateikiamos išvados, literatūros sąrašas, terminų ir santrumpų 
žodynėlis, bei priedai, kuriuose pateikiami darbo tema parašyti straipsniai ir sukurta VeTIS įrankio 
mokomoji medžiaga, tyrimo planas pateikiamas 7 priede. 
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2. Veiklos žodynų transformacijų analizė 
 
Sparčiai tobulėjant informacinėms technologijoms ir didėjant kuriamų sistemų sudėtingumui 
bei skaičiui, atsirado poreikis kuo daugiau automatizuoti IS kūrimo procesą. Automatizavimo 
problemai spręsti naudojami modeliais grindžiamo kūrimo (angl. Model Driven Development) 
metodai, kurių esmė – didesnis naudojamų abstrakcijų lygis, kai vietoj programavimo kalbų 
naudojamos modeliavimo kalbos (UML). Šiandien, unifikuota modeliavimo kalba (UML) yra viena 
plačiausiai naudojamų modeliavimo kalbų specifikuojant konceptualias schemas. UML schemos 
gali būti papildomos tekstinėmis išraiškomis, kurios aprašytu veiklos taisykles ir kurios negalėjo 
būti išreikštos grafiškai [21]. Šios tekstinės išraiškos aprašomos objektinių reiškinių kalba (OCL). 
 
2.1. Veiklos žodynų transformacijų analizės tikslas  
 
Šios analizės tikslas yra įsitikinti ar toks metodas yra reikalingas ir ištirti ar egzistuoja jau 
sukurtų šio metodo analogų kuriuos būtų galima naudoti tiesiogiai arba pritaikyti. Taip pat 
išsiaiškinti kaip pagerėtų informacinių sistemų ir veiklos modeliais grindžiamo jų kompiuterizuoto 
kūrimo procesų kokybė. Išanalizuoti veiklos žodynų ir taisyklių standartus, vartotojus, įvertinti 
kuriamo įrankio riziką, transformacijų kalbas. Apibrėžti sistemai keliamus reikalavimus. Analizei 
atlikti buvo pasirinkti šie analizės metodai: 
 Literatūros šaltinių studijavimas 
 Esamų, jau sukurtų metodų ir jų realizacijos analizavimas 
 Veiklos žodynų ir taisyklių aprašymų studijavimas 
 
2.2. Veiklos žodynų ir taisyklių išgavimo ir įvedimo problema 
 
Tyrimo sritis - veiklos taisyklių koncepcijos bruožai, žinomi taisyklių specifikavimo ir 
modeliavimo sprendimai bei standartai, specializuoti programiniai įrankiai ir jų charakteristikos. 
Tyrimų objektas – veiklos taisyklių išraiškos ir specifikavimo modelių bei metodų 
sudarymas ir jų taikymas kuriant informacines sistemas. 
Tyrimas turi išspręsti problemas dėl veiklos taisyklių išgavimo ir įvedimo į automatizuoto 
projektavimo įrankius informacinių sistemų kūrimo metu, jų transformavimo į projektines 
specifikacijas ir programos kodą bei reagavimo į pokyčius sistemos funkcionavimo metu. Tam 
tikslinga sukurti veiklos taisyklių užrašymo artima natūraliajai kalba šablonus [13], kuriuos 
naudodami analitikai ir dalykinės srities ekspertai galėtų vienareikšmiškai vieni kitus suprasti ir 
sukurti semantiškai vertingesnius formalius taisyklių aprašus. Šiuos aprašus būtų galima naudoti 
 11 
tolesniuose projektavimo etapuose, transformuojant taisykles į projektines specifikacijas ir 
programos kodą.  
 
2.1 pav. SBVR į UML transformacijos esmės paaiškinimas 
 
 Žinoma, unifikuota modeliavimo kalba (UML) ir SBVR nėra susietos, todėl SBVR 
reikia transformuoti į UML, kad probleminės srities ekspertas lengvai galėtu suprasti projektuotojo 
sumodeliuotą modelį (supaprastintas paaiškinimas parodytas  2.1 pav.)[12]. 
 
2.3. Informacinių sistemų kūrimo, remiantis veiklos žodynais ir taisyklėmis, procesų analizė 
 
Šiuo metu pradeda įsitvirtinti naujos kartos automatizuoto programinės įrangos kūrimo 
metodai – taip vadinamas modeliais grindžiamas kūrimas (MDD) [2], kai pagrindinės kūrybinės 
pastangos dedamos modelių lygmenyje, o didžioji dalis schemų ir programų kodo generuojama 
automatiškai. „Programavimas“ naudojant nuo realizacijos platformos nepriklausomus modelius 
(PIM) išlaisvina kūrėją nuo būtinybės žinoti visas realizacijos detales ir tampa vienintele išeitimi, 
kai nuolat didėjanti informacinių technologijų įvairovė ir sudėtingumas reikalauja įvaldyti ištisus 
kalbų ir technologijų rinkinius. Stambiausios pasaulio IT korporacijos, standartų organizacija OMG 
ir kitos mokslinės-pramoninės bendruomenės nuosekliai plėtoja MDD ir MDA metodus, ypatingai 
baigiamųjų kūrimo etapų automatizavimą: specifinių platformų modelių PSM ir programinio kodo 
generavimą iš PIM modelių [6].  
Modeliais grindžiamo kūrimo metoduose modelių kokybei keliami griežti kokybiniai 
semantinio aiškumo ir vienareikšmiškumo reikalavimai. Užtikrinti šią kokybę be įrankių sunku, 
todėl tampa vis labiau aktualu automatizuoti ankstesnius kūrimo etapus. Probleminės srities 
ekspertui sunku patikrinti sistemų analitiko sudarytas specifikacijas (2.2 pav.) dėl nesuprantamos 
 
UML 
 
SBVR 
 
Paaiškinimas 
Modeliavimas Validavimas 
Transformacija 
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formalios specifikavimo kalbos (pvz., UML). Iš kitos pusės, analitikui sudėtinga patikrinti 
probleminės srities eksperto pateiktos informacijos pilnumą ir teisingumą dėl šiam tikslui 
dažniausiai naudojamos natūraliosios kalbos ypatumų (natūraliąja kalba pateikti teiginiai gali būti 
daugiareikšmiai, prieštaringi, nestruktūrizuoti ir pan.). Padėti jiems susikalbėti gali veiklos taisyklių 
specifikavimo kalba, kuri iš vienos pusės išreiškiama natūraliajai kalbai artimais sakiniais, iš kitos 
pusės, yra formali (tiksli ir vienareikšmiška). Šia kalba turi būti galima aprašyti visus kuriamai 
sistemai keliamus reikalavimus ir apribojimus, apibrėžiant juos probleminės srities žodyno 
sąvokomis ir neprarandant semantikos.  
 
2.2 pav. Dabartinis veiklos procesas 
 
Veiklos taisyklių koncepcija vis labiau skverbiasi į įvairiausias programinės įrangos kūrimo 
sritis. Norint kompiuterizuoti bent kiek sudėtingesnį uždavinį ilgesniam vartojimui, padaryti jį 
lankstesnį pokyčiams atsiranda veiklos taisyklių užrašymo ir atsekimo problema. Veiklos taisyklių 
specifikacijos iš veiklos aprašo keliauja į sistemos reikalavimų, vėliau – projektinių sprendimų 
specifikacijas ir įgyvendinamos programos kode. Tam galimi įvairūs požiūriai ir metodai, tačiau 
visų jų esminis reikalavimas – palaikyti ryšį tarp dalykinės srities semantikos ir jos atvaizdavimo 
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kode tam, kad probleminės srities pokyčius būtų galima greitai atsekti ir automatiškai atvaizduoti 
programinėje realizacijoje. Praradus šį ryšį, dubliuojamas taisyklių rinkimas ir specifikavimas, 
didėja klaidų tikimybė, darosi nebeįmanoma surasti pokyčių paveiktas vietas, nes jos išsisklaido po 
visą sistemą. 
Taisyklių išsibarstymas po įvairias sistemos vietas ir sistemų nelankstumas pokyčiams yra 
dvi tarpusavyje susijusios problemos, kurios neišvengiamai apsunkina tiek programinės įrangos 
specifikacijų valdymą (kūrimą, keitimą, šalinimą) ir analizavimą IS kūrimo metu, tiek pakartotiną 
šių specifikacijų naudojimą. Sukurtoji sistema, pasikeitus probleminei sričiai (organizacijos veiklos 
logikai), taip pat turėtų keistis; kitu atveju kompiuterizuota sistema nebeatitiks esamos situacijos. 
Esmė tame, kad, kuriant sistemą tradiciniais metodais, veiklos logika yra įsiuvama programiniame 
kode ir duomenų bazėse, todėl, įvykus pasikeitimams organizacijos veiklos logikoje, modifikuoti 
tokią informacinę sistemą yra itin sudėtinga.  
Minėtos problemos gali būti sprendžiamos pritaikant IS kūrimo procese veiklos taisyklių 
koncepciją, kuri mažina nesusikalbėjimo barjerą tarp IS kūrėjų ir užsakovų (leidžia tiksliai, 
nedviprasmiškai ir visiems suprantama forma specifikuoti vartotojo reikalavimus) bei sudaro 
prielaidas kurti lankstesnes informacines sistemas (2.3 pav.). Veiklos taisyklėmis grindžiamų IS 
kūrimo metodų kūrimo sritis šiuo metu yra labai sparčiai vystoma, tačiau didžiausi pasiekimai yra 
įgyvendinti tik taip vadinamuose veiklos taisyklių procesoriuose (angl. Business Rule Engines), 
kurie skirti produkcinių taisyklių vykdymui ir tinka tam tikro tipo informacinėms sistemoms. 
Minėtieji taisyklių procesoriai yra tik viena galima veiklos taisyklių realizacija. Dažniau reikalingas 
veiklos taisyklių pokyčių palaikymas duomenų bazėse, tinklo programinės įrangos paslaugų ir 
komponentų sistemose. Tiek tradiciniuose, tiek naujausiuose modeliais grindžiamo kūrimo 
metoduose veiklos taisyklių koncepcija taikoma ribotai, esami sprendimai yra daugiau 
eksperimentinio lygmens. Veiklos taisykles šiuo metu galima užrašyti tik nedaugelyje CASE 
įrankių (natūraliąja kalba arba OCL UML CASE įrankiuose), kai kuriuose įrankiuose galima jas 
dalinai patikrinti, tačiau gyvavimo ciklas nuo įvedimo iki kodo nėra užtikrinamas. Ten, kur galima 
įvesti taisykles natūraliąja kalba, jos nėra formalios, o formaliam užrašymui naudojama OCL kalba 
nėra draugiška dalykinės srities ekspertams. Taigi vis labiau aktualus taisyklių palaikymas nuo 
veiklos koncepcijų iki kodo visame informacinės sistemos gyvavimo cikle nėra išspręstas, dalinai 
jis sprendžiamas tam tikrų tipų sistemų realizavimo etapuose. 
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2.3 pav. Veiklos modeliais grindžiamas kompiuterizuotas informacinių sistemų kūrimo procesas, jungiantis 
veiklos taisyklių koncepciją ir MDA 
 
Pastaruoju metu smarkiai plečiasi semantinio pasaulio tinklo (angl. Semantic Web) 
galimybės. Semantinio tinklo metodai, intensyviai naudojantys ontologijas ir taisykles, skverbiasi ir 
į esamas informacines sistemas. Ontologinė analizė gali padėti išgauti tekstiniuose dokumentuose 
užrašytus reikalavimus – įmonėse naudojami didžiuliai tokių dokumentų kiekiai. Tai dar viena 
galimybė pagerinti veiklos taisyklių koncepcija besivadovaujančius metodus, sukuriant priemones 
veiklos taisyklių išgavimui iš natūraliosios kalbos tekstų bei projektuojant taisyklių kalbą 
suderinamą su semantinio tinklo taisyklėmis. Pastarasis reikalavimas svarbus įvairios paskirties 
sistemų sąveikai (angl. Interoperability).  
Apibendrinant galima teigti, kad sukurtasis metodas pagerintų informacinių sistemų kokybę 
ir pagerintų kūrimo procesą (padidintų jo našumą dėl ankstesnių etapų automatizavimo, taisyklių 
išgavimo iš tekstinių dokumentų, pakartotino taisyklių naudojimo, sumažintų dubliavimą ir pan.).  
Inžineriniai darbo rezultatai turėtų įtakos plėtojant smulkių ir vidutinių IT įmonių verslą ne 
tik Lietuvos, bet ir pasaulio kontekste.  
 
 
 15 
2.4. Veiklos taisyklių vartotojų analizė 
 
Sukurtu metodu naudosis trijų tipų vartotojai – informacinių technologijų bendrovės, kurie 
kuria programinę įrangą, universitetai savo moksliniuose tyrimuose ir vyriausybinės organizacijos, 
turinčios didelę aibę veiklos taisyklių. 
 
2.4.1. Veiklos taisyklių vartotojų aibė, tipai ir savybės 
 
Pagrindinė suinteresuotų vartotojų grupė (potencialūs vartotojai) yra informacinių 
technologijų (IT) bendrovės, kurių veiklos produktai yra programinės įrangos projektai ir 
programinė įranga, ypač jei ji gaminama plačiu mastu, nes tuomet daugkartinis taisyklių ir modelių 
panaudojimas įgauna dar didesnę prasmę.  
Tiesiogiai su IT bendrovėmis yra susijusios užsakovų organizacijos, kurioms kuriama 
programinė įranga – tai gali būti bet kuri Lietuvos ar užsienio šalies įmonė, ketinanti 
kompiuterizuoti savo veiklos procesus.  
Dar viena suinteresuotų organizacijų grupė yra universitetai, plėtojantys naujus mokslinius-
technologinius pasiekimus savo moksliniuose tyrimuose ir taikantys juos praktikoje. Veiklos 
taisyklių surinkimas, specifikavimas ir automatizavimas tam pritaikytais įrankiais, prasmingos 
informacijos išgavimas taisyklių pavidale iš tekstinių dokumentų aktualus ir pritaikomas daugelyje 
sričių: teisėje, medicinoje, finansų analizėje, transporto valdyme ir kt.   
Galiausiai, sukurtasis veiklos taisyklių surinkimo ir struktūrizavimo metodas pravartus 
vyriausybės, viešųjų ir visuomeninių institucijų veiklos kompiuterizavimui, nes čia itin sunku 
prižiūrėti didelę dažnai perteklinių ir prieštaringų, iš įvairių šaltinių ateinančių taisyklių aibę. 
 
2.4.2. Veiklos taisyklių vartotojų tikslai ir problemos 
 
Metodas ir jo programinė realizacija įgalintų IT kompanijų sistemų analitikus ir 
projektuotojus: 
 tiksliai specifikuoti kuriamas sistemas ir suderinti šias specifikacijas su probleminės 
srities ekspertais (organizacijų, kurioms kuriamos sistemos, atstovais); 
 kurti informacines sistemas, lanksčiai pritaikomas prie nuolat dažnėjančių 
organizacijų ir jų aplinkos pokyčių. 
Programiškai realizavus metodą, probleminės srities ekspertai (įmonių atstovai) gautų 
priemonę, leidžiančią dalykiškai ir nedviprasmiškai komunikuoti su IT bendrovėmis – visų pirma, 
tiksliai ir nedviprasmiškai išreikšti ir specifikuoti savo reikalavimus būsimajai programinei įrangai. 
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Veiklos taisyklių automatizavimas padidina galimybes pritaikyti eksploatuojamas informacines 
sistemas naujiems poreikiams ir greitai reaguoti į pokyčius be programuotojų pagalbos. 
 
2.5. Veiklos žodynų ir taisyklių standartų analizė 
 
Iki šiol nėra vieningos nuomonės klausimais, susijusiais su VT klasifikavimu, 
identifikavimu ir atvaizdavimu [4]. Tuo pačiu nėra ir vieningos VT apibrėžties (2.1 lentelė).  
2.1 lentelė. Veiklos taisyklių apibrėžtys 
Metai, šaltinis Apibrėžtis 
1984 m., Daniel S. Appleton 
(Appleton, 1984) 
Aiškus apribojimo teiginys, kuris egzistuoja 
lygiagrečiai su verslo ontologija. 
1987 m., Ronald G. Ross “Entity 
Modeling: Techniques and 
Application” (Ross, 1987) 
Specialios taisyklės (ar verslo politika), kurios valdo 
organizacijos elgseną ir išskiria ją iš kitų. Šios 
taisyklės valdo organizacijos būsenos pasikeitimus. 
1990 m., J. Bell, D. Brooks ir kt. 
„Re-Engineering Case Study 
Analysis of Business Rules and 
Recommendations for Treatment of 
Rules in a Relational Database 
Environment”, (apibrėžtis 
percituota iš (Knolmeyer ir kt., 
1994)). 
Teiginiai apie tai, kaip vykdoma veikla, t.y. apie gaires 
ir apribojimus organizacijos būsenų ir joje veikiančių 
procesų atžvilgiu. 
1997 m., GUIDE veiklos taisyklių 
projektas (vėliau tapo žinomas kaip 
Veiklos taisyklių grupė (Business 
rules Group), ver. 1.2 (Hay ir kt., 
1997). Aktualioje redakcijoje 
(Business, 2000a) apibrėžtis išliko 
nepakitus. 
Tam tikrus veiklos aspektus apibrėžiantis arba 
apribojantis teiginys, kuris reikalingas norint įvertinti 
veiklos struktūrą arba valdyti/įtakoti veiklą. Jokia VT 
negali būti suskaidyta į detalesnes VT neprarandant 
svarbios informacijos apie veiklą. 
2000 m., Veiklos taisyklių grupė, 
Veiklos taisyklių motyvacijos 
modelis (Business, 2000b).  
Direktyva, skirta daryti įtaką ar valdyti verslo elgseną. 
Tokios direktyvos pagrindžia verslo politiką, kuri yra 
suformuluota kaip atsakas į galimybes, grėsmes, 
stiprybes ir silpnybes.  
2001 m., Managing Reference Data 
in Enterprise Databases, Malcolm 
Chisholm (Ross, 2003) 
 
Atskiras teiginys, apdorojantis duomenis ar 
informaciją, kurią organizacija valdo, ir išvedantis 
kitus duomenis ar informaciją iš šių duomenų, arba 
naudojantis juos tam tikro veiksmo sužadinimui. 
2002 m., Barbara von Halle, 
“Business Rules Applied: Building 
Better Systems Using the Business 
Rule Approach” (Von Halle, 2001) 
Sąlygos, kuriomis vadovaujantis veiklos įvykiai 
valdomi taip, kaip yra priimtina verslui. 
2004 m., Veiklos taisyklių 
komanda, Veiklos taisyklių veiklos 
semantika (Business, 2004). 
Patarimas (nuoroda), liečianti elgseną, veiksmą, 
praktiką (nusistovėjusią tvarką) ar procedūrą 
konkrečioje veikloje ar aplinkoje (sferoje). 
2005 m., Veiklos taisyklių grupė, 
Veiklos motyvacijos modelis, 
Direktyva, nereikalaujanti papildomo interpretavimo 
(t.y. vienareikšmiškai suprantama) bei garantuojanti 
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Metai, šaltinis Apibrėžtis 
versija 1.1 (Business, 2005b). numatytų strategijų ir taktikų laikymąsi. 
 
Nežiūrint į VT apibrėžčių gausą, dauguma jų gali būti padengiami apibrėžties, 
suformuluotos GUIDE projekte 1997 m.[11] Pagal šią apibrėžtį veiklos taisykle laikytini ne tik 
teiginiai ir apribojimai, reikalingi norint valdyti ar įtakoti veiklą, bet ir teiginiai, reikalingi norint 
apibrėžti ar įvertinti veiklos struktūrą. Tokie struktūriniai teiginiai – tai terminai (angl.: term) ir 
ryšius tarp terminų nusakantys faktai (angl.: fact). Tokiu būdu GUIDE VT samprata traktuotina 
kaip visapusiška ir universali, todėl ja bus remiamasi šiame darbe.  
Veiklos taisyklių specifikavimo modeliai (sutrumpintai gali būti vadinami VT modeliais) 
visuomet apima VT klasifikavimo schemą, t.y. apibrėžia VT sąvoką, jos kilmę bei tipus. Detaliuose 
VT specifikavimo modeliuose gali būti nagrinėjamas ir VT nustatymo bei fiksavimo procesas. 
Griežtas VT specifikavimo modelis yra būtinas, norint kokybiškai analizuoti vartotojo poreikius bei 
vienareikšmiai užrašyti VT. Paprastai šiuolaikiniuose VT modeliuose išskiriami 2-6 pagrindiniai 
VT tipai, kurie toliau detalizuojami į potipius.  
Neabejotinai ryškiausias VT modelis iš iki šiol pristatytųjų yra pateiktas grupės mokslininkų 
pasiūlytame GUIDE projekte. GUIDE VT modelis yra vertinamas kaip pamatinė konceptualaus 
pobūdžio veiklos taisyklių studija, su juo siejasi visos žinomos VT klasifikacijos. Verta pažymėti, 
jog VT modeliai vystosi, intensyviai kuriami ir standartai, tačiau GUIDE projekte suformuluotos 
tezės neturėtų prarasti savo aktualumo ir ateityje. 
Šiame skyriuje pateikiami OMG grupės parengtų arba rengiamų standartų, vienaip ar kitaip 
susijusių su veiklos modeliavimu ir veiklos taisyklėmis, analizės rezultatai. Analizuoti šie OMG 
standartai ir iniciatyvos:  
 Model-driven Architecture (MDA), 
 Semantics of Business Vocabulary & Rules (SBVR), 
 Production Rules Representation (PRR). 
 
2.5.1. Modeliais grindžiama architektūra (MDA) 
 
OMG (angl., Object Management Group, www.omg.org) grupė pasiūlė MDA (angl., Model-
driven architecture) principą modeliais grindžiamam sistemų kūrimui (angl., Model-driven 
Development - MDD). MDA principo esmė yra kompiuterizuojamos sistemos funkcionalumo 
specifikacijos atskyrimas nuo specifikacijos, aprašančios to funkcionalumo realizavimo aspektus 
konkrečioje technologinėje platformoje.  
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MDA procesas yra padalintas į tokius žingsnius (2.4 pav.): 
1. Sukurti aukšto abstrakcijos lygio modelį, kuris yra nepriklausomas nuo bet kokios 
realizacinės platformos. Šis modelis yra vadinamas nuo platformos nepriklausomu modeliu (angl., 
Platform Independent Model – PIM); 
2. Transformuoti PIM į vieną ar daugiau modelių, kuriuose yra įvertintas konkrečios 
realizacinės platformos aspektas. Šie modeliai yra vadinami nuo platformos priklausomi modeliai 
(angl., Platform Specific Model – PSM); 
3. Transformuoti PSM modelius į kodą. 
 
2.4 pav. MDA transformacijos „PIM  PSM  Kodas” 
 
Trumpai apžvelkime PIM ir PSM modelius. PIM modelis, kartais dar vadinamas domeno 
modeliu (angl., Domain Model), išreiškia išimtinai kompiuterizuojamos veiklos (angl., business) 
funkcionalumą ir elgseną kuriamos sistemos požiūriu. Šis modelis kuriamas bendradarbiaujant 
probleminės srities ekspertams ir IS kūrėjams. PIM modelis neturi būti įtakojamas jokios 
technologinės platformos, o modeliavimui pasirinktoji notacija turi būti suprantama abiem 
bendradarbiaujančioms pusėm – tokiu būdu probleminės srities ekspertai galės užtikrinti, kad tas 
funkcionalumas, kuris yra atvaizduotas PIM modelyje yra pilnas ir teisingas. Kitas privalumas yra 
tas, kad nuo platformos nepriklausantis modelis išliks nekintantis ir išlaikys savo vertę ilgą laiką, 
net ir vykstant technologijų kaitai (modelis pakis tik tuo atveju, jei pakis pati probleminė sritis, 
kurią išreiškia PIM modelis). 
PSM modelis yra kuriamas transformuojant PIM modelį (iš vieno PIM modelio galima 
sukurti vieną ir daugiau PSM modelių, pritaikytų skirtingoms realizacinėms platformoms). Vykdant 
„PIM  PSM“ transformaciją svarbų vaidmenį atlieka vadinamieji profiliai (arba bibliotekos, angl., 
Profile), kuriuose saugomi standartizuoti UML išplėtimų (stereotipų, iš anksto nustatytų reikšmių, 
apribojimų) rinkiniai, skirti konkrečios platformos specifikai įvertinti. Profilis yra UML 
mechanizmas, skirtas metamodeliams apibrėžti ir išplėsti.  
OMG pateikia keturis būdus, kaip galima atlikti transformacijas tarp PIM ir PSM modelių:  
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1. Transformacija atliekama rankiniu būdu, transformacijos taisykles sukuriant 
kiekvienam konkrečiam atvejui. Atlikus transformaciją, taisyklės, kaip tai buvo padaryta, nėra 
išsaugomos. 
2. Transformacija atliekama rankiniu būdu, tačiau procesas vykdomas naudojant sukurtus 
šablonus, kurie pritaikyti PIM transformavimui į konkretų PSM. 
3. Sukurtieji šablonai yra taikomi naudojant MDA įrankyje integruotą algoritmą, kuris 
sukuria PSM modelio skeletą. Šis pirminis modelio variantas vėliau turi būti papildytas rankiniu 
būdu. 
4. Gerai išvystytas MDA įrankis atlieka pilną transformaciją iš PIM į PSM modelį. 
CIM nuo skaičiavimų nepriklausomas modelis (angl., Computation Independent Model – 
CIM) arba – veiklos modelis (angl., Business Model). Dar prieš keletą metų OMG laikėsi 
nuomonės, kad CIM modelis nėra būtinas ir yra naudojamas tik kaip gairė kuriant PIM modelį. Tam 
buvo keletas priežasčių (OMG-Rules, 2003): 
 OMG vizijoje MDA principas yra realizuojamas naudojant eilę OMG pasiūlytų standartų, 
vienas iš kurių yra UML. Tačiau pati OMG pripažįsta, kad „grynasis“ UML nėra visiškai 
tinkama kalba CIM modeliavimui. Dėl šios priežasties OMG negalėjo pasiūlyti jokio 
formalaus metodo „CIM  PIM“ transformacijai atlikti – tebuvo numatyta galimybė iš 
CIM gauti PIM. Šios transformacijos ilgą laiką buvo tyrinėjamos tik pavienių mokslininkų 
[10], mokslinių darbų šioje srityje yra labai nedaug. 
 OMG tikėjosi sulaukti veiklos modeliavimui skirtų, su UML ir kitais OMG standartais 
suderinamų standartų, kurių pagrindu sukurto CIM modelio elementus būtų galima 
transformuoti į PIM modelio elementus. 
 
 
2.5 pav. MDA transformacijos „CIM  PIM  PSM  Kodas” 
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Šiuo metu CIM modelio pozicijos MDA erdvėje labai sustiprėjo (2.5 pav.), kadangi OMG 
šiuo metu jau turi pasiūliusi eilę standartų (BPMN, OSM, BMM, SBVR), kurie gali būti tiesiogiai 
priskirti CIM lygmeniui ir tokiu būdu integruoti su kitais OMG standartais (visų pirma, su UML); 
dar keletas su veiklos modeliavimu susijusių iniciatyvų yra pasiūlymų teikimo arba vystymo 
stadijose [25].  
Atlikus MDA analizę galima įžvelgti tokius pagrindinius šio principo taikymo IS gyvavimo 
cikle privalumus:  
 MDA papildžius naujaisiais OMG standartais (BMM, SBVR ir kt.), skirtais veiklai 
modeliuoti, atsiranda galimybė glaudžiai ir vienareikšmiškai susieti realaus pasaulio 
fragmentus (probleminę veiklos sritį) su informacinėmis sistemomis, tokiu būdu užtikrinant 
kuriamų sistemų lankstumą (adaptyvumą), skaidrumą ir kitas kokybines charakteristikas. 
 Galimybė atlikti automatizuotas transformacijas tarp modelių [10] bei kodo generavimą 
sukurtųjų modelių pagrindu sąlygoja trumpesnį sistemos kūrimo laiką bei kaštus; 
 CIM ir PIM modelių naudojimas skatina modelių daugkartinį panaudojimą (angl., model 
reusability); 
 Visi projektiniai modeliai yra kuriami naudojant vieningą modeliavimo kalbą (UML) arba 
kalbas, sukurtas bendro metamodelio (MOF) pagrindu, o tai dalinai išsprendžia modelių 
suderinamumo problemą; 
 Lengviau priderinti sukurtąją IS prie besikeičiančių technologinių bei veiklos reikalavimų; 
 Taikant MDA principą kartu su XMI sistemos migracija į kitas technologines platformas 
gali būti atliekama greičiau ir paprasčiau. 
Toliau trumpai apžvelgsime kitus šiam darbui svarbius OMG standartus. 
 
2.5.2. Veiklos žodyno ir taisyklių standartas (SBVR) 
 
SBVR specifikacija [20] apibrėžia veiklos žodyno (business vocabulary), veiklos 
faktų (business facts) ir veiklos taisyklių (business rules) semantiką bei XMI schemą veiklos 
žodynų ir veiklos taisyklių apsikeitimui tarp organizacijų ar kompiuterizuotų sistemų. MDA 
architektūroje SBVR yra Veiklos modelio (CIM) sudėtinė dalis – šioje pozicijoje SBVR gali būti 
naudojamas kaip viso veiklos modelio žodynas. Labai svarbus SBVR akcentas yra tai, kad tiek 
veiklos terminų žodynai, tiek ir pačios veiklos taisyklės yra sudaromos naudojant natūralios kalbos 
konstrukcijas – tai yra ypač svarbu veiklos modeliavimo lygmenyje. 
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2.6 pav. Penki pagrindiniai SBVR aspektai [20] 
 
SBVR galima išskirti 5 aspektus (2.6 pav.): Bendruomenė (Community), Bendrų prasmių 
branduolys (Body of Shared Meanings), Loginė formuluotė (Logical Formulation), Veiklos 
atvaizdavimas (Business Representation), Formali logika (Formal Logic): 
 Veiklos žodyno (Business vocabulary) pagrindas yra bendruomenė. Veiklos lygmenyje 
pirmos svarbos bendruomenės yra pačios organizacijos, vykdančios tam tikrus veiklos procesus 
(prižiūrimus ir valdomus veiklos taisyklių). Tačiau ir tokios bendruomenės, kaip industrijos šaka, 
kurioje veikia organizacija, arba organizacijos partneriai, standartų grupės ir kitos panašios 
organizacijos taip pat gali būti įvertintos. Kitas svarbus bendruomenių momentas yra sub-
bendruomenės pačioje organizacijoje (bendruomenėje) , kurios gali turėti savus bendrų prasmių 
branduolius, išreikštus kituose žodynuose (tai gali būti įvairūs žargonai ar netgi kitos kalbos). 
SBVR standarte šios sub-bendruomenės yra vadinamos kalbinėmis bendruomenėmis (speech 
communities). SBVR standartas turi apibrėžęs ir dar vieną bendruomenės tipą – tai semantinė 
bendruomenė (semantic community). Semantinės bendruomenės yra bendruomenės, kurios veiklos 
konceptus supranta vienodai. Tokiu būdu vieną semantinę bendruomenę gali sudaryti kelios 
kalbinės bendruomenės; 
 Kiekviena bendruomenė turi savą bendrų prasmių branduolį, kurį sudaro konceptai 
(įskaitant ir faktų tipus) bei veiklos taisyklės. SBVR specifikacijoje prasmė yra apibūdinama kaip 
„tai, kas norima pasakyti žodžiu, ženklu, teiginiu ar aprašu; tai, ką kažkas nori išreikšti“. Bendrų 
prasmių branduolyje yra nustatomos bendros dalykų prasmės, bet ne tų dalykų išraiškos formos. 
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Natūralu, kad norint šiomis bendromis prasmėmis keistis, apie jas diskutuoti ir jas validuoti, šios 
prasmės turi būti kažkokiu būdu išreikštos; tačiau SBVR ypatumas yra tame, kad šis standartas 
atskiria veiklos dalyko prasmę nuo bet kokios konkrečios to dalyko išreiškimo formos. Bendrų 
prasmių branduolio struktūra (t.y. kuris konceptas kokią rolę vaidina viename ar kitame fakte, kuris 
faktas naudojamas kurioje taisyklėje ir pan.) yra apibrėžiama, asocijuojant abstrakčius konceptus, 
faktų tipus (fakto tipas yra asociacija tarp dviejų ar daugiau konceptų) ir VT, o ne asocijuojant 
išraiškas konkrečioje natūralioje kalboje; 
 Loginė formuluotė suteikia formalią, abstrakčią, nuo kalbos nepriklausomą sintaksę 
bendrų prasmių branduolio semantikai užrašyti. Ji palaiko įvairias pateikimo formas, pavyzdžiui, 
daiktavardžių ir veiksmažodžių išreiškimo formas, galimybę skaityti asociacijas abiem kryptim. 
Loginė formuluotė palaiko dvi svarbias SBVR savybes: pirma, bendrų prasmių branduolio 
susiejimą (atvaizdavimą) su bendruomenių naudojamais žodynais, ir antra, atvaizdavimą į XMI, kas 
leidžia keistis konceptais, faktais ir veiklos taisyklėmis tarp įvairių įrankių, palaikančių SBVR; 
 Atvaizdavimas. Konceptai ir veiklos taisyklės, sudarantys bendrų prasmių branduolį, 
turi būti atvaizduoti žodynuose kalbinėms bendruomenėms priimtina ir suprantama forma. Šios 
pateikimo formos gali būti įvairios natūralios kalbos, modeliavimo kalbos, tokios kaip UML, arba 
specializuoti natūralios kalbos poaibiai, naudojami, pavyzdžiui, inžinierių ar teisininkų. SBVR 
palaiko veiklos prasmės atvaizdavimą į konkrečią kalbą, asocijuodama bendrų prasmių branduolio 
elementus su tam tikrais žymekliais (signifiers), pavyzdžiui, konceptus suriša su tokiais terminais 
kaip „vartotojas“, „mašina“ ir pan., o faktų tipus – su tokiais simboliais, veiksmažodžiais ar 
frazėmis kaip „nuomojasi“, „yra saugomas“ ir pan. Tokiu būdu loginės formuluotės užtikrina 
struktūrą, o žymekliai yra įterpiami į logines formuluotes išreiškimo (tam tikroje kalboje) tikslais. 
SBVR naudoja skirtingas spalvas skirtingiems elementams atvaizduoti: oranžinė – SBVR sintaksė, 
žalia – žodynas (terminai, individualūs konceptai (vardai, tikriniai daiktavardžiai), skaičiai), mėlyna 
– faktų tipai (asociacijos tarp konceptų); 
 SBVR turi tvirtą teorinį formalios logikos pagrindą, pagrindžiantį tiek SBVR logines 
formuluotes, tiek ir bendrų prasmių branduolio struktūrą. Pagrindas yra pirmos eilės predikatų 
logika (su tam tikrais apribotais aukštesnės eilės logikos išplėtimais), o taip pat modalinės logikos 
(modal logic) konceptai, tokie kaip būtinybė, galimybė, įsipareigojimas ir leidimas. 
SBVR specifikacijoje galima išskirti dvi vieną su kitu susijusius žodynus (ir juos 
palaikančius metamodelius): 
 SBVR žodynas, skirtas aprašyti veiklos žodynams (Vocabulary for Describing Business 
Vocabularies), kurio branduolį sudaro veiklos žodyno metamodelis. Kiekvienas veiklos žodynas, 
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sudarytas naudojant SBVR, turėtų saugoti savyje visus specializuotus terminus ir apibrėžimus 
konceptų, kuriuos konkreti organizacija ar bendruomenė naudoja savo veikloje. Šis žodynas yra 
nepriklausomas nuo naudojamų technologijų, kurios naudojamos organizacijoje veiklos procesams 
palaikyti. Veiklos konceptai yra apibrėžiami nepriklausomai nuo terminų ar kalbos, naudojamos 
šiems konceptams išreikšti – tai leidžia viena kalba išreikštus veiklos konceptus išversti į kitą kalbą 
(t.y. SBVR palaiko dialektus). Specifikacija taip pat apibrėžia konstruktus, kurie leidžia atlikti 
tekstinių dokumentų lingvistinę analizę, o tai savo ruožtu sudaro prielaidas išgauti veiklos žodyną ir 
veiklos taisykles iš tekstinių dokumentų automatizuotomis priemonėmis. 
 SBVR žodynas, skirtas veiklos taisyklėms aprašyti (Vocabulary for Describing 
Business Rules), kurio branduolį sudaro veiklos taisyklių metamodelis. SBVR specifikacijoje 
veiklos taisyklė yra apibrėžiama kaip „taisyklė, kuri yra veiklos jurisdikcijoje“ („a rule that is under 
business jurisdiction“). Veiklos taisyklės yra sudaromos naudojant veiklos žodyną ir specialią 
SBVR sintaksę. SBVR atskiria taisyklės prasmę (Meaning) nuo potencialiai galimų būdų išreikšti 
šią taisyklę natūralia kalba. Tokiu būdu tampa įmanoma aptikti skirtingais žodžiais (netgi 
skirtingomis kalbomis) užrašytas veiklos taisykles, kurios turi vieną ir tą pačią prasmę (t.y. yra 
sinonimai). Ši daugiakalbystės savybė teoriškai įgalina veiklos taisykles automatiškai versti iš 
vienos kalbos į kitą, iš vieno dialekto į kitą. 
Žodyno, skirto veiklos taisyklėms aprašyti, metamodelis susideda iš dviejų dalių: pirmoji 
dalis skirta veiklos taisyklių konceptams, o antroji – formuluotėms, kurios skirtos toms veiklos 
taisyklėms išreikšti. 
Naudojant SBVR, veiklos taisyklės yra užrašomos formaliai ir vėliau interpretuojamos 
naudojant formalią logiką – tai reiškia, kad atitinkami įrankiai tokias VT gali patikrinti įvairių 
formalių kriterijų atžvilgiu (VT pilnumas, suderinamumas ir pan.). Formalizuotos natūralios kalbos 
konstrukcijos taip pat leidžia sumažinti natūralios kalbos dviprasmiškumo lygį. Be kita ko, SBVR 
palaiko ir multidimencines, hierarchines kategorijas, kas leidžia užrašinėti organizacijos konceptus 
nuo bendriausių iki labiausiai specifinių (taksonomijos, kategorijų schemos). SBVR taip pat palaiko 
tezaurų mechanizmus (sinonimai, trumpiniai, „see also“). 
Reikia pastebėti, kad naudojant SBVR galima sudarinėti tiktai deklaratyvias veiklos 
taisykles. Šiuo metu OMG dar nėra pasiūliusi taisyklių, kaip deklaratyvias SBVR taisykles 
atvaizduoti į tokius gerai žinomus ir pripažintus taisyklių formatus kaip „If Then“, ECA (event-
condition-action), sprendimų lenteles ar medžius ir pan. Dėl šių priežasčių kai kurie mokslininkai ir 
praktikai į SBVR perspektyvą žiūri gana rezervuotai. Dar vienas niuansas yra tas, kad ne visos 
SBVR veiklos taisyklės, net ir vykdomosios, gali būti automatizuotos (kompiuterizuotos) 
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informacijos sistemos lygmenyje. Tai nėra labai svarbu SBVR specifikacijos, kuri skirta veiklos 
lygmens taisyklėms užrašyti, lygmenyje, tačiau tai svarbu žiūrint iš MDA pozicijos, kadangi veiklos 
modelis (kartu su veiklos taisyklėmis) turi būti transformuojamas į PIM modelį [14]. Pereinant į 
PIM lygmenį tokios neautomatizuojamos veiklos taisyklės turėtų būti fiksuojamos pareigybinėse 
instrukcijose ar taisyklių rinkiniuose, kurie reglamentuoja vartotojo veiksmus. Šios vietos OMG kol 
kas dar neturi išsprendusi.  
SBVR sąsają su kitais OMG standartais taip pat yra gana dviprasmiška. Iš vienos pusės 
SBVR turi MOF modelį (OMG Meta Object Facility), ir tai reiškia, kad SBVR modeliai gali būti 
saugoti MOF saugyklose, jais galima keistis, jie gali būti susieti su kitais MOF grindžiamais 
modeliais (tame tarpe ir UML); per MOF standartas yra pilnai integruotas į MDA architektūrą. Iš 
kitos pusės, šiuo metu dar nėra nei vieno metodo ar aiškių taisyklių, kaip konkrečiai SBVR turėtų 
sietis su kitais OMG standartais.  
SBVR specifikacijoje [20] yra skyrius, kuriame bendrais bruožais pristatomas metodas, kaip 
SBVR veiklos žodyną grafiškai atvaizduoti per UML klasių diagramą. Reikia pastebėti, kad šis 
metodas įvertina mažiau nei 20 iš daugiau nei 100 SBVR veiklos žodyno metamodelio konceptų. 
Specifikacijoje nėra keliamas klausimas, ar toks ženklus konstruktų (kalbos ekspresyvumo) 
skaičiaus sumažinimas nesukelia kokių nors sunkumų, ar tai neįtakoja specifikacijos pilnumo ir kitų 
savybių.  
 
2.5.3. Produkcinių taisyklių atvaizdavimas (PRR) 
 
PRR iniciatyva šiuo metu dar tiktai praėjo pasiūlymų pateikimo (Request for Proposals) 
stadiją, todėl jokios oficialios, viešai prieinamos PRR specifikacijos šiuo metu dar nėra. 
OMG jau turi standartą, skirtą formaliam veiklos taisyklių užrašymui veiklos modeliavimo 
(CIM) lygmenyje – tai aukščiau apžvelgtasis SBVR. Tuo tarpu PRR iniciatyvos tikslas yra pasiūlyti 
standartą, kuris leistų specifikuoti veiklos taisykles (o tiksliau, taisyklių poaibį – produkcines 
taisykles (production rules), išreiškiančias sistemos elgseną) sistemos modeliavimo lygmenyje 
(PIM) [9]. Reikia pabrėžti, kad PRR specifikacijose ypač akcentuojama būtinybė pagerinti 
produkcinių taisyklių modeliavimą UML kalboje, ir MDA apskritai – kadangi būtent tai yra 
įvardinama kaip viena iš prioritetinių PRR taikymo sričių. PRR standartu bus siekiama 
standartizuoti šio tipo veiklos taisyklių modeliavimą šiame lygmenyje ir užtikrinti šių taisyklių 
apsikeitimo galimybę (per standartizuotą apsikeitimo formatą (interchange format) – XMI) 
sistemos modeliavimo lygmenyje tarp įvairių veiklos taisyklių modeliavimą palaikančių įrankių. 
 25 
Dar vienas siektinas PRR standarto tikslas yra užtikrinti produkcinių taisyklių atsekamumo 
(traceability) UML modeliuose (ir kituose MDA standartuose) palaikymą. 
Prognozuojama, kad PRR standarto taikymas praktikoje paskatins greitesnį produkcinių 
taisyklių (ar apskritai, veiklos taisyklių) požiūrio taikymą kompiuterizuotose sistemos (tame tarpe ir 
IS) – to bus siekiama pagrinde per PRR ir UML metamodelių susiejimą; produkcinės taisyklės taptų 
UML išplėtimu, kurį sistemų kūrėjai galėtų panaudoti savo kuriamuose OO modeliuose. Taip pat 
tikimasi, kad tai padidintų pasitikėjimą produkcinių taisyklių (ar apskritai, veiklos taisyklių) 
interpretavimo/vykdymo mechanizmais, tokiais kaip taisyklių varikliai (rule engines), ir paskatintų 
dažnesnį jų taikymą. PRR šiuo metu vis dar yra kūrimo stadijoje. 
Produkcinės taisyklės yra programinės logikos (programming logic) fragmentas [24], 
specifikuojantis vieno ar daugiau veiksmų vykdymą prie tam tikrų apibrėžtų patenkintų sąlygų. 
Produkcinės taisyklės turi operacinę sintaksę (formalizuojančią būsenų pasikeitimą). Produkcinių 
taisyklių įtaka sistemai gali priklausyti nuo jų vykdymo eilės tvarkos. Visos produkcinės taisyklės 
turi bendrą struktūrą: „Jei (sąlyga) tai (veiksmų sąrašas)“ (if (condition) then (action-list)). Kai 
kuriuose taikymuose produkcinės taisyklės struktūra gali būti išplėsta konstruktu „kitu atveju“ 
(„else“): „Jei (sąlyga) tai (veiksmų sąrašas) kitu atveju (alternatyvus veiksmų sąrašas)“ (if 
(condition) then (action-list) else (alternative-action-list)); tačiau reikia pastebėti, kad pastaroji 
produkcinės taisyklės konstrukcija PRR specifikacijoje nebus taikoma.  
 
2.7 pav. RuleML specifikacijoje apibrėžta taisyklių klasifikacija 
 
Produkcines taisykles ir jų potipius galima rasti RuleML specifikacijoje pateiktoje taisyklių 
klasifikacijoje (2.7 pav.); tiesa, PRR specifikacijos kūrėjai pastebi, kad PRR Produkcinė taisyklė yra 
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ne Taisyklės (Rule), o Vykdomosios taisyklės (Computer Executable Rule) poklasis – taip padaryta, 
siekiant išvengti nesusipratimų metamodelio klasę Taisyklė (Rule) naudojant kitoms reikmėms. 
PRR semantiką apibrėžia PRR metamodelis, kurį galima padalinti į dvi sritis (fragmentus): 
 PRR branduolys sudaro PRR metamodelio pagrindą. PRR Core modeliu apibrėžtomis 
produkcinėmis taisyklėmis bus galima keistis su kitais PRR Core modeliais. Tiesa, tam reikės 
susikurti atitinkamas transformacijos taisykles.  
Kitas PRR metamodelio fragmentas yra PRR OCL. PRR OCL yra išplėsta UML OCL 
versija, skirta sąlygoms (conditions) ir veiksmams (actions) apibrėžti. PRR OCL apibrėžia 
nenormatyvinę, abstrakčią sintaksę (kurios pagrindą sudaro OCL kalba), skirtą specifikuoti PRR 
išraiškoms. 
 Kaip jau minėta, PRR gali būti glaudžiai integruojama su OCL kalba – tai atliekama per 
PRR OCL metamodelį, kuris yra išplėsta UML OCL versija, skirta sąlygoms (conditions) ir 
veiksmams (actions) apibrėžti. PRR OCL apibrėžia nenormatyvinę, abstrakčią sintaksę (kurios 
pagrindą sudaro OCL kalba), skirtą specifikuoti PRR išraiškoms. 
PRR OCL metamodelyje naudojamos EssentialOCL paketo, kuris yra pilno OCL metamodelio 
poaibis, klasės.  
PRR iniciatyvoje dalyvauja didelis skaičius su veiklos taisyklėmis dirbančių kompanijų 
(pvz., Fair Isaac, ILOG, LibRT, Pega, Corticon, TIBCO), taip pat akademinės visuomenės atstovai 
(RuleML.org) bei kitos didelės IT kompanijos (Fujitsu, IBM). Tokio didelio konsorciumo 
subūrimas leidžia daryti prielaidas, kad PRR standartas susilauks ne tik akademinės bendruomenės, 
bet ir didžiųjų IT kompanijų dėmesio ir palaikymo. 
PRR metamodelis bus sukurtas taip, kad jį būtų nesudėtinga išplėsti.  
Apibendrinant galima pasakyti, kad PRR standartu OMG sieks išspręsti visą eilę klausimų, 
susijusių su veiklos taisyklių taikymu informacijos sistemose (ir kitose programų sistemose) ir 
kituose OMG standartuose: 
 PRR užtikrina standartizuotą produkcinių taisyklių atvaizdavimo būdą, kuris yra 
suderinamas su taisyklių procesorių taikoma produkcinių taisyklių koncepcija. Dėl šios priežasties 
PRR gali būti taikomas veiklos taisyklių apsikeitime tarp įvairių taisykles modeliuojančių įrankių 
(ir kitų įrankių, kurie vienu ar kitu aspektu palaiko taisyklių modeliavimą); 
 PRR gali būti taikomas MDA PIM modelių kūrime; yra visos prielaidos manyti, kad 
PRR bus palaikomas ir PSM lygmenyje, tačiau tai didžiąja dalimi priklausys nuo taisyklių 
interpretavimo sistemų (ir kitų, pavyzdžiui, CASE įrankių) gamintojų; 
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 PRR parodo, kaip produkcinių taisyklių specifikavimas gali išplėsti OMG UML kalbos 
panaudojamumą; 
 PRR yra produkcinių taisyklių atvaizdavimo standartas, kuris gali būti panaudotas kaip 
pagrindas kitose taisyklių standartizavimo iniciatyvose, tokiose kaip W3C RIF (Rule Interchange 
Format) ar produkcinėms taisyklėms skirtoje RuleML versijoje. 
 
2.5.4. OMG veiklos taisyklių standartų analizės apibendrinimas 
 
Išanalizavus visus OMG standartus, kurie vienu ar kitu aspektu yra susiję su veiklos taisyklių 
principu, galima teigti, kad didžiausią įtaką turi SBVR, kadangi tiek veiklos terminų žodynai, tiek ir 
pačios veiklos taisyklės yra sudaromos naudojant natūralios kalbos konstrukcijas – tai yra ypač 
svarbu veiklos modeliavimo lygmenyje. 
MDA architektūra integruoja tarpusavyje visus kitus OMG standartus (tai pasiekiama per 
bendrą OMG grupės meta-metamodelį – MOF). Dauguma šiuolaikinių CASE įrankių, tame tarpe ir 
UML MagicDraw, palaiko vieną ar kitą MDA aspektą, kas leidžia daryti prielaidas, kad tokie 
įrankiai per MDA architektūra palaikys ir kuriamą metodą, kuris bus grindžiamas būtent OMG 
standartais. Reikia pastebėti, kad ne visi MDA principai (pvz., CIM modeliavimas, CIM-PIM 
transformacijos ar kokybiško, pilno kodo generavimas [1]) šiuo metu yra sėkmingai realizuoti ar 
pakankamai gerai išplėtoti. 
SBVR yra pirmasis OMG grupės standartas, skirtas išimtinai veiklos žodynams ir veiklos 
taisyklėms specifikuoti. Standartas yra taikytinas CIM (veiklos modeliavimo) lygmenyje. Nors 
standartas yra jau keletas metų kaip patvirtintas, tačiau įrankių, kurie jį taikytų yra labai nedaug – 
galima teigti, kad standartas kol kas dar nesusilaukė didelio pripažinimo. Viena iš realiausių 
priežasčių, kodėl taip yra – standartui OMG grupė kol kas neturi užtikrinusi tolimesnio palaikymo 
MDA gyvavimo cikle, t.y. kol kas dar nėra patvirtintų standartų (kalbų), į kuriuos būtų galima 
transformuoti SBVR veiklos taisykles, tokiu būdu užtikrinant veiklos taisyklių palaikymą viso 
taisyklių ir kompiuterizuotų sistemų gyvavimo ciklo metu. 
PRR yra OMG grupės iniciatyva, kuri greitu laiku turėtų duoti rezultatą – standartą, skirtą 
vieno iš veiklos taisyklių tipų, t.y. produkcinių taisyklių, modeliavimui. Su PRR standarto 
atsiradimu SBVR taip pat įgautų naują pagreitį, kadangi PRR palaikytų taisyklių modeliavimą jau 
ne veiklos modeliavimo (kaip kad SBVR), o nuo platformos nepriklausomame sistemos 
projektavimo etape. Tai būtų didelis ir svarbus žingsnis plėtojant MDA koncepciją veiklos taisyklų 
aspektu.  
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PRR specifikacijose ypač akcentuojama būtinybė pagerinti (produkcinių) taisyklių 
modeliavimą UML kalboje, ir MDA apskritai – kadangi būtent tai yra įvardinama kaip viena iš 
prioritetinių PRR taikymo sričių. PRR standartu bus siekiama standartizuoti šio tipo veiklos 
taisyklių modeliavimą PIM lygmenyje ir užtikrinti šių taisyklių apsikeitimo galimybę (per 
standartizuotą apsikeitimo formatą – XMI) sistemos modeliavimo metu tarp įvairių veiklos taisyklių 
modeliavimą palaikančių įrankių. Dar vienas siektinas PRR standarto tikslas yra užtikrinti 
produkcinių taisyklių atsekamumo (traceability) UML modeliuose (ir kituose MDA standartuose) 
palaikymą. Prognozuojama, kad PRR standarto taikymas praktikoje paskatins greitesnį produkcinių 
taisyklių (ar apskritai, veiklos taisyklių) požiūrio taikymą kompiuterizuotose sistemos (tame tarpe ir 
IS) – to bus siekiama pagrinde per PRR ir UML metamodelių susiejimą; produkcinės taisyklės taptų 
UML išplėtimu, kurį sistemų kūrėjai galėtų panaudoti savo kuriamuose OO modeliuose. Taip pat 
tikimasi, kad tai padidintų pasitikėjimą vykdomųjų taisyklių interpretavimo/vykdymo 
mechanizmais, tokiais kaip taisyklių varikliai (rule engines), ir paskatintų dažnesnį jų taikymą.  
 
2.6. Veiklos žodynų transformavimo kalbų analizė  
 
 Informacinėse technologijose transformavimo kalbos yra ypač svarbios.
 Labiausiai paplitusios modeliu transformacijos kalbos: 
 ATL - populiari metamodeliais paremta transformacijų kalba, 
 QVT - OMG standartas modelių transformavimui MOF/QVT trumpai: QVT, 
 Beanbag - operacijomis paremta kalba užtikrinanti inkrementinio duomenų augimo 
vientisumą, 
 MOLA - grafinė aukšto lygmens transformavimo kalba įgyvendinta Lx pagrindu, 
 Tefkat - transformavimo kalba ir modelių transformavimo procesorius. 
 
 Naudojant modeliavimo paketą MagicDraw UML, transformacija suteikia modelio ir 
duomenų migravimo tarp skirtingų UML profilių ir tarp skirtingo profilio versijų transformacijos 
galimybę. Transformacija yra aprašoma deklaratyviai, grafiškai, modelio pagalba. Transformacija 
leidžia pakeisti elemento tipą, požymius, požymių tipus. Transformacija yra vienakryptė, skirta 
vieno pirminio modelio transformavimui į vieną galutini. 
 Tam, jog pasirikti tinkamiausia modelių transformavimo kalbą ir įrankį reikia įvertinti 
argumentus. Gerai apibendrinus pasirinkimo kriterijus, renkantis reikia atsakyti į klausimus (Kas 
bus transformuojama? Koks transformacijos tikslas? Ar pakartotinė transformacija bus reikalinga? 
ir t.t.) ir įvertinti kriterijus. 
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 Be jokių abejonių tinkamiausias sprendimas yra modeliu paremtos transformacijos 
kalbos leidžiančios atlikti transformacijas metamodelių pagalba. Transformacijos turi būti gerai 
palaikančios horizontalias transformacijas ir pakankamai populiarios, jog turėtų išvystytus 
transformavimo įrankius.  
 Tokios transformavimo kalbos ir technologijos yra ATL [3] ir QVT [17]. Taip pat verta 
paminėti XSLT [26] dėl glaudžios sąsajos tarp XML ir modelių, kuri yra dažniausia jų saugojimo 
kalba XSLT yra ypač paplitusi modelių transformavime. Dėl šio derinio modeliai išeksportuoti į 
XML dažnai transformuojami XSLT pagalba, o vėliau vėl paverčiami modeliais. 
 
2.6.1. ATL 
 
 ATL (angl. ATLAS Transformation Language) yra modelių transformavimo kalba ir 
įrankių rinkinys. ATL naudojimas modeliais paremtoje inžinerijoje (angl. Model Driven 
Engineering – MDE) tikslas pagaminti daugybę galutinių modelių remiantis pirminiu modeliu. 
Pagal MDE principą transformacija taip pat aprašoma modeliu. ATL įgyvendinta populiarioje 
Eclipse platformoje, tai suteikia papildomas galimybes, sintaksės validavimą ir kitas galimybes bei 
transformacijų bibliotekas. Šiuo metu yra keltas metamodeliavimo technologijų. ATL palaiko MOF 
(angl. Meta Object Facilities) apibrėžiama OMG ir Ecore metamodelį. Tai reiškia, jog ATL gali 
transformuoti metamodelius specifikuotus MOF ir Ecore (2.8 pav.). 
         ATL pavyzdys: 
rule Author { 
 from 
       a : Author!Author 
 to 
       p : Person!Person ( 
            name <- a.name, 
                       surname <- a.surname) 
} 
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2.8 pav. ATL transformacijos schema 
 
 Ši schema apžvelgia ATL transformaciją (Author2Person) kuri leidžia generuoti Person 
modelį atitinkanti MMPerson metamodelį iš Author modelio kuris atitinka MMAuthor metamodelį. 
ATL aprašyta transformacija atitinka ATL metamodelį. Transformacija atliekama tarp skirtingų 
metamodelių modelių. 
 
2.6.2. QVT 
 
 QVT (angl. Query/Views/Transformation) palaiko mišrią transformacijos užrašymo 
specifikacija: deklaratyvia ir imperatyve. Pagal QVT yra OMG standartas – kalba transformacijų 
aprašymui MDA kontekste. Tai yra vienas iš svarbiausių modelių transformacijų standartų. 
 Užklausa – tai išraiška modelio išrinkimui. OCL yra viena iš žymiausiu kalbų skirta 
užklausoms. Modelis pilnai kilęs iš kito modelio yra vadinamas Vaizdu. Dažniausiai vaizdas nėra 
saugomas ir negali būti keičiamas nepriklausomai nuo pradinio modelio. Programa kuri iš pradinio 
modelio sukuria galutini vadinama Transformacija. 
QVT pavyzdys:  
Relation UML2Rel {  
checkonly domain uml1  
c:Class {name = n, attribute = a:Attribute{name = an}}  
checkonly domain r1  
t:Table {name = n, column = col:Column{name = an}}  
}  
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2.9 pav. QVT UML klasių transformacija į duomenų bazių modelį 
 
2.9 pav. atvaizduojama klasių diagramos transformacijos į reliacinę duomenų schemą, 
transformacijos tarp klasės ir lentelės aprašas. QVT palyginus su ATL yra ganėtinai jauna kalba. 
QVT principai: 
 pirminis ir galutinis modeliai gali atitikti MOF; 
 transformacijos aprašas yra modelis, taigi taip pat atitinka MOF metamodelį, t.y. abstrakti 
QVT sintakse atitinka MOF versijos 2.0 metamodelį. 
Detaliau QVT integruoja OCL versijos 2.0 standartą ir išplečia jį iki imperatyvaus. QVT 
nusako net tris DSL kalbas (angl. Domain Specific Languages): 
 Ryšių (angl. Relations), 
 Centrinę (angl. Core) ir 
 Operacine (angl. Operational) sąsajų. 
Šios kalbos yra suskirstytos į lygmenis. Ryšių ir Centrinė yra deklaratyvios kalbos 
skirtinguose abstrakcijos lygmenyse su tarpusavio sąsajomis. Ryšių kalba turi tekstinę ir grafinę 
sintaksę. Operacinė sąsajų kalba yra imperatyvinė kalba praplečianti Ryšių ir Centrinę kalbas. 
Operacinės kalbos sintaksės konstrukcijos randamos imperatyviose kalbose (ciklai, sąlygos, ir kt.). 
Taip pat svarbi specifikacijos dalis yra mechanizmas vadinamas QVT/Juoda dėžė 
(angl. QVT/BlackBox), skirtas iškviesti transformacijas aprašytas kitomis kalbomis (XSLT, 
XQuery). Labai svarbi specifikacijos leidžianti integruoti esamas ne QVT paremtas transformacijas. 
Šiuo metu QVT palaiko modelio – modelio transformacijas. Modelio į tekstą 
transformacijos yra už QVT specifikacijos ribų. Detalus QVT principai aprašomi OMG standarte 
[17]. 
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2.6.3. XSLT 
 
XSLT (angl. eXtensible Stylesheet Language Transformations) – kalba, aprašanti 
XML dokumento transformaciją į HTML (angl. Hyper text Markup Language) dokumentą arba į 
kitokios struktūros XML dokumentą. Ši kalba neretai naudojama tinklalapių turiniui tiesiogiai iš 
XML duomenų generuoti, tačiau tai tik vienas iš daugelio jos pritaikymų. XSLT naudoja XML 
sintaksę. Nėra iki galo sutarta, ar šią kalbą galima laikyti pilnaverte programavimo kalba, tačiau ja 
įmanoma realizuoti sudėtingus algoritmus. XSLT yra sukurta naudojimui kaip XSL (angl. 
Extensible Stylesheet Language) kalbos dalis. 2.2.3 paveiksle parodytas bendras XSLT naudojimo 
atvejis. 
XSLT pavyzdys: 
<?xml version="1.0" ?> 
<xsl:stylesheet version="1.0" 
xmlns:xsl="http://www.w3.org/1999/XSL/Transform"> 
 <xsl:template match="teacher"> 
  <p><u><xsl:value-of select="."/></u></p> 
 </xsl:template> 
 <xsl:template match="student"> 
  <p><b><xsl:value-of select="."/></b></p> 
 </xsl:template> 
 <xsl:template match="/"> 
  <html> 
  <body> 
  <xsl:apply-templates/> 
  </body> 
  </html> 
 </xsl:template> 
</xsl:stylesheet> 
 
2.10 pav. XSLT panaudojimas 
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2.6.4. Veiklos žodynų transformavimo kalbos analizės apibendrinimas 
 
Tarp ATL ir QVT yra daug bendro: abi naudoja OCL, abi nusakomos MOF 
metamodeliu, abi palaiko XMI kaip pirminio modelio ir galutinio rezultato formatus. Tačiau, šiuo 
metu ATL yra viena labiausiai QVT standartą atitinkančiu atviro kodo transformacijos kalbų. Bet 
dėl savo komponentiškumo ATL turi potencialą būti lengviau plečiama už QVT. Praplečiantys ATL 
atvirojo kodo įrankiai: AMMA, AMW, AM3, TCS, ir t.t. 
ATL galima butų traktuoti kaip skirta platesniam problemų sprendimo ratui, nei QVT 
kuri orientuojasi dažniausiai į PIM ir PSM. Pavyzdžiui, AMMA platformoje turėtų būti įmanoma 
transformuoti binarinius failus, kuomet QVT apsiriboja „XMI į XMI transformacijomis“ su 
apribotu praplėtimu. 
Iš architektūrinės pusės QVT ir ATL lyginamos pagal keletą kategorijų: abstraktumas, 
paradigma, kryptingumas, kardinalumas, ir t.t.. Rezultatai rodo, jog ATL ir QVT yra suderinami ir 
galimos tarpusavio transformacijos. Tad pasirinkus viena iš šių transformavimo sprendimų būtų 
prieinama įrankių bazė, bibliotekos, sprendimų analizės, standartų palaikymas, ir t.t. Tačiau analizės 
metu [22] buvo išanalizuoti J. Cabot ATL pagalba sudarytos transformacijos pavyzdžiai 
UML2SBVR1 ([7], [8]), kurie lėmė apsisprendimą naudoti ATL transformavimo kalbą šiam metodui 
realizuoti.  
 
2.7. Veiklos žodynų transformavimo siekiamas sprendimas  
 
Svarbiausias mokslinis rezultatas – tai veiklos taisyklėmis išplėstas veiklos modeliais 
grindžiamas informacinių sistemų kūrimo metodas, palaikomas standartinių UML 2.x CASE 
įrankių ir apimantis: 
 veiklos taisyklių specifikavimo metodą natūraliajai kalbai artimais šablonais, 
naudojant probleminės srities žodyną; 
 veiklos taisyklių palaikymą informacinių sistemų gyvavimo ciklo etapuose „nuo 
veiklos koncepcijų iki kodo“ ir transformavimą iš vieno etapo modelių į kito etapo 
modelius bei programinę realizaciją; 
 veiklos taisyklių vaizdavimo UML modeliuose kalbą (UML veiklos taisyklių profilį) 
– grafinius simbolius, stereotipus, žymes bei apribojimus, kuriais galima atvaizduoti 
veiklos taisykles UML diagramose; 
 metodo iliustraciją pavyzdžiais, metodinius nurodymus ir rekomendacijas. 
                                               
1 http://jordicabot.com/research/SBVR/index.html 
 34 
 
2.8. Veiklos žodynų transformavimo darbo tikslas ir uždaviniai 
 
Tyrimo tikslas - pagerinti informacinių sistemų ir veiklos modeliais grindžiamo jų 
kompiuterizuoto kūrimo procesų kokybę, pasiūlant veiklos taisyklių specifikavimo metodą ir jį 
realizuojančius inžinerinius sprendimus. 
Magistriniame darbe bus  sprendžiami šie pagrindiniai uždaviniai: 
1. Pirmajame etape bus analizuojama ir vertinama esama naujausių mokslinių tyrimų ir 
inžinerinių sprendimų padėtis veiklos taisyklių, ir modeliais grindžiamo (MDD) informacinių 
sistemų kūrimo srityje. 
2. Veiklos taisyklių specifikavimo metodo sukūrimas. Šiame etape bus sukurti esminiai 
metodo elementai: atitinkama taisyklių klasifikacija; šablonų rinkinys taisyklių įvedimui natūraliajai 
kalbai artima forma; su UML metamodeliu integruoti veiklos taisyklių metamodeliai ir jų 
transformacijos; grafiniai elementai taisyklių vaizdavimui. 
3. Sukurtojo metodo inžinerinė realizacija ir jo įvertinimas. Šiame etape bus atliekama 
metodą realizuojančio įskiepio tipiniam UML CASE įrankiui realizacija (tam numatytas  
MagicDraw UML CASE įrankis, kurio kūrėjai yra UAB „Baltijos programinė įranga“). Sukurtasis 
prototipas bus testuojamas, atliekami eksperimentai metodui įvertinti [5]. 
 
2.9. Nefunkciniai reikalavimai ir apribojimai 
 
Įrankiui keliami tokie nefunkciniai reikalavimai: 
 Grafinė vartotojo sąsaja turi būti realizuota JAVA kalba; 
 Galimybė paleisti programą paleidus Magic Draw paketą; 
 Apribojimai turi būti įvedami struktūrizuota kalba, artima natūraliai; 
 Apribojimai turi būti matomi Magic Draw pakete; 
 Sistemos sąsaja turi būti nesudėtinga ir suprantama analitikui ir projektuotojui. 
 
2.10. Įrankio kūrimo rizikos faktorių analizė 
 
Trumpinys SWOT (Strengths, Weaknesses, Opportunities, and Threats) lietuviškai rašomas 
SSGG (stiprybės, silpnybės, galimybės, grėsmės). 
Sistemos projektui 2.2 lentelėje išvardijamos stiprybės, silpnybės (t.y. vidiniai aplinkos 
veiksniai) ir galimybės bei grėsmės (t.y. išoriniai aplinkos veiksniai). 
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2.2 lentelė. SSGG analizė (SWOT) 
STIPRYBĖS  SILPNYBĖS  
1. Geras projekto vykdytojas; 
2. Detalus veiklos taisyklių modelis; 
3. VT tipų apibrėžimai bei pavyzdžiai; 
4. Kvalifikuoti darbuotojai; 
5. Naujausios technologijos. 
1. Nėra darytų analogų; 
2. Nauja sritis; 
3. Sunku kontroliuoti projekto eigą. 
GALIMYBĖS  GRĖSMĖS  
1. ES struktūrinių fondų parama, diegiant 
įskiepį; 
2. Mažesnės IS projektavimo ir kūrimo laiko 
sąnaudos; 
3. Mažesni IS projektavimo ir kūrimo kaštai; 
4. Lengvesnis reagavimas į IS funkcionavimo 
pokyčius. 
1. Programinio kodo generavimo 
nesuderinamumas; 
2. Aplinkos nestabilumas. 
 
 
Dar nepradėjus kurti sistemos pradžioje nustatome pradines Stiprybių, Silpnybių, Galimybių 
ir Grėsmių įverčius, kurie yra labiausiai tikėtini prieš sukuriant įskiepį. 
Pateikiamas MPP grafas 2.11 pav., sudarytas pagal SWOT analizės parametrus. Mėlyna 
spalva nurodo stiprinančią įtaką, o raudona - silpninančią.  
ST1
WK1
ST5
ST4
ST3
ST2
OP1
WK2
WK3
OP4
OP3
OP2
TH1
TH2
0,5
0,4
0,7
0,4
0,4
0,2
0,2
0,3 0,5
0,4
-0,2
-0,1
-0,1
-0,2
-0,1
-0,2
-0,2
0,2
0,1
0,1
-0,5
-0,5
-0,4
 
2.11 pav. SWOT schema 
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2.3 lentelėje pateikiama SWOT analizės Stiprybių , Silpnybių, Galimybių  ir Grėsmių  įverčiai: 
 
 
 
2.3 lentelė. SWOT analizės įverčiai 
Tikėtinumo Įtakos 
funkcijos stiprumas Stiprybės Silpnybės 
  reikšmė   ST1 ST2 ST3 ST4 ST5 WK1 WK2 WK3 
∑ 
OP1 0,6 0,2 0,3     0,3 0,4 -0,5 -0,3   0,16 
OP2 0,4 0,2   0,5 0,5 0,2   -0,2 -0,1 -0,2 0,22 
OP3 0,5 0,3   0,7 0,7     -0,1 -0,3   0,45 
OP4 0,6 0,1   0,6     0,2       0,14 G
al
im
yb
ės
 
Bendroji suma: 0,97 
TH1 0,8 0,9 -0,5         0,2 0,3   0,72 
TH2 0,7 0,7 -0,2     -0,2       0,1 0,28 
G
rė
sm
ės
 
Bendroji suma: 1 
 
Gautas įvertis parodo, jog kiekybinis galimybių įvertis yra mažesnis už kiekybinį grėsmių 
įvertį. Tai rodo, jog neverta atlikti darbo, tačiau visa tai svyruoja ant ribos. 
 Išanalizuosime įtaką, jeigu mes veiklos taisyklių automatizuoto projektavimo įrankio 
sukūrimą atidėtume metams. Tarkime, kad pradėtume kurti sistemą po vienerių metų, tuomet 
atsirastu daugiau veiklos taisyklių aprašų ir pavyzdžių, taip pat pagerėtų ir projekto vadovo įgūdžiai 
vadovauti projektui, galbūt atsirastu didesnės kvalifikacijos specialistų, taip pat palengvėtų 
programinio kodo suderinamumas. 
Pateikiamas MPP grafas 2.12 pav., sudarytas pagal SWOT analizės parametrus po vienerių 
metų. Mėlyna spalva nurodo stiprinančią įtaką, o raudona silpninančią.  
 37 
 
2.12 pav. SWOT schema po vienerių metų 
2.4 lentelėje pateikiama SWOT analizės Stiprybių , Silpnybių, Galimybių  ir Grėsmių  
po vienerių metų  įverčiai: 
2.4 lentelė. SWOT analizės po vienerių metų įverčiai 
Tikėtinumo Įtakos 
funkcijos stiprumas Stiprybės Silpnybės 
  reikšmė   ST1 ST2 ST3 ST4 ST5 WK1 WK2 WK3 
∑ 
OP1 0,2 0,2 0,6     0,4 0,4 -0,3 -0,1   0,24 
OP2 0,7 0,1   0,5 0,6 0,3   -0,1 -0,1 -0,2 0,17 
OP3 0,8 0,2   0,7 0,4     -0,1 -0,3   0,3 
OP4 0,9 0,1   0,6     0,2       0,17 G
al
im
yb
ės
 
Bendroji suma: 0,88 
TH1 0,5 0,9 -0,5         0,1 0,5   0,54 
TH2 0,7 0,8 -0,4     -0,6       0,3 0 
G
rė
sm
ės
 
Bendroji suma: 0,54 
 
Gautas įvertis parodo, jog kiekybinis galimybių įvertis yra didesnis už kiekybinį grėsmių 
įvertį. Tai rodo, jog verta atlikti automatizuoto projektavimo įrankio sukūrimą. 
Atlikus projekto SWOT analizę gautas bendras galimybių įvertis yra didesnis už bendrą 
grėsmių įvertį po vienerių metų, tačiau ir esamu laikotarpiu nebūtų nuostolinga vykdyti projektą. 
Apibendrinus galima sakyti, kad šį projektą realizuoti verta, nes yra abipusė nauda tiek 
automatizuoto projektavimo įrankio sukūrime, tiek vartotojui, nes būtent vartotojui bus 
palengvinamas darbas IS projektavimo ir realizavimo srityje.  
 38 
 
2.11. Veiklos žodynų transformacijos kokybės kriterijai 
 
Tikslas bus pasiektas, jeigu bus įgyvendinti pagrindiniai projekto reikalavimai: 
 VT specifikavimas natūraliajai kalbai artimais šablonais; 
 Transformavimą iš vieno etapo modelių į kito etapo modelius bei programinę 
realizaciją;  
 Veiklos taisyklių vaizdavimo UML modeliuose kalbą; 
 Realizuotas įskiepis Magic Draw įrankiui 
 
2.12. Analizės išvados 
 
1. Išanalizavus informacinių sistemų projektavimo procesą buvo nustatyta, kad UML kalba 
sunkiai suprantama dalykinės srities ekspertams, todėl siekiama supaprastinti 
bendradarbiavimą tarp IS kūrimo proceso dalyvių, pritaikant veiklos taisyklėmis paremtus 
specifikavimo metodus. 
2. Šioje darbo dalyje išnagrinėti analizės priemonių bei metodų pasirinkimo kriterijai, nustatyta, 
kad veiklos taisyklės turėtų būti specifikuojamos natūralios kalbos šablonais. 
3. Analizės metu išanalizuota esamų veiklos žodynų ir taisyklių (VT) surinkimo ir specifikavimo 
metodai, iš jų buvo pasirinktas SBVR, kadangi tiek veiklos terminų žodynai, tiek ir pačios veiklos 
taisyklės yra sudaromos naudojant ribotos natūralios kalbos konstrukcijas. 
4. Buvo pasirinkta ATL veiklos žodynų transformavimo kalba, nes transformacijos vykdomos 
metamodelių pagalbą naudojant OCL konstrukcijas ir ji yra labiausiai išvystyta. 
5. Analizės metu išsiaiškinta, kad nėra reikiamos žodyno transformacijos, todėl turės būti kuriama 
nauja SBVR veiklos žodynų transformacija į UML klasių diagramas. 
6. Šio darbo tikslas: 
 Gerinti IS kūrimo kokybę; 
 Palengvinti projektų dalyvių sąveikavimą tarpusavyje; 
 Įvesti veiklos žodyną kalba artima natūraliai. 
7. Kadangi potencialūs vartotojai projektavimui naudoja Magic Draw, veiklos žodyno įvedimo 
galimybes tikslinga kurti kaip šio įrankio išplėtimą (įskiepį). 
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3. Veiklos žodynų transformacijos įrankio reikalavimų specifikacija ir analizė 
 
Šiame skyriuje yra pateikiama kuriamo prototipo projektavimo metodika, aprašoma kokiu 
principu yra surenkamos taisyklės ir žodynas. Plačiau nagrinėjamas projektavimo etapas: kokia seka 
yra aprašomos veiklos taisyklės ir kaip generuojama klasių diagrama.  
 
3.1. Veiklos žodynų transformacijos metodo specifikacija 
 
3.1.1. Įrankio kūrimo tikslų modelis 
Pagrindiniai kuriamo prototipo tikslai pavaizduoti 3.1 pav. 
 
3.1 pav. SBVR veiklos žodynų transformacijų į UML metodo kūrimo tikslai 
 
3.1.2. Kompiuterizuojamų panaudojimo atvejų diagrama 
Kompiuterizuojamų panaudojimo atvejų modelyje išskiriamos vartotojų grupės, bei 
kuriamos informacinės sistemos paslaugos, kuriomis naudosis šių grupių vartotojai. 3.2 pav. 
atvaizduota panaudojimo atvejų diagrama, panaudojimo atvejų specifikacija (3.1 - 3.4 lentelėje), o 
3.3 pav. scenarijus. 
 
3.2 pav. Kompiuterizuojamų panaudojimo atvejų diagrama 
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3.1 lentelė. PA “Business rules specification“ specifikacija 
PA „Specificate business vocabulary“  
Tikslas. Specifikuoti veiklos žodyną  
Aprašymas. 
Aktorius System analitic, expert 
Sužadinimo sąlyga Vartotojas įvedė veiklos žodyną 
Išplečia PA  
Apima PA  
Susiję 
panaudojimo 
atvejai 
Specializuoja PA  
Pagrindinis įvykių srautas Sistemos reakcija ir sprendimai 
1. Vartotojas įveda veiklos žodyną  1.1. Sistema išsaugo veiklos žodyną ir 
atitinkamai jį apdoroja. 
2. Vartotojas baigia PA  
Po sąlyga:   
Alternatyvūs scenarijai 
  
 
3.2 lentelė. PA “Specificate business rules vocabulary“ specifikacija 
PA „Specificate business rules vocabulary“  
Tikslas. Specifikuoti veiklos taisykles 
Aprašymas. 
Aktorius System analitic, expert 
Sužadinimo sąlyga Vartotojas įvedė veiklos taisykles 
Išplečia PA  
Apima PA  
Susiję 
panaudojimo 
atvejai 
Specializuoja PA  
Pagrindinis įvykių srautas Sistemos reakcija ir sprendimai 
1. Vartotojas įveda veiklos taisykles  1.1. Sistema išsaugo veiklos taisykles ir 
atitinkamai jas apdoroja tolimesniems 
veiksmams. 
2. Vartotojas baigia PA  
Po sąlyga:   
Alternatyvūs scenarijai 
  
 
3.3 lentelė. PA “Transform to UML“ specifikacija 
PA „Transform to UML“  
Tikslas. Transformuoti veiklos taisykles ir žodyną ir gauti UML atitinkančią diagramą 
Aprašymas. 
Aktorius System analitic 
Sužadinimo sąlyga Vartotojas inicijavo veiklos taisyklių ir 
žodyno transformavimą 
Išplečia PA  Susiję 
panaudojimo Apima PA 
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Specializuoja PA  
Pagrindinis įvykių srautas Sistemos reakcija ir sprendimai 
1. Vartotojas inicijuoja transformavimą  1.1. Sistema transformuoja veiklos 
žodyną ir taisykles į UML. 
2. Vartotojas baigia PA  
Po sąlyga:   
Alternatyvūs scenarijai 
  
 
3.4 lentelė. PA „Generate code“ specifikacija 
PA „Generate code“  
Tikslas. Sugeneruoti programinį išeities kodą 
Aprašymas. 
Aktorius System analitic 
Sužadinimo sąlyga Vartotojas inicijavo kodo generavimą 
Išplečia PA  
Apima PA  
Susiję 
panaudojimo 
atvejai 
Specializuoja PA  
Pagrindinis įvykių srautas Sistemos reakcija ir sprendimai 
1. Vartotojas inicijuoja kodo generavimą 1.1. Sistema generuoja programinį kodą 
iš UML diagramų. 
2. Vartotojas baigia PA  
Po sąlyga:   
Alternatyvūs scenarijai 
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3.3 pav. PA „Business rules specification“ scenarijus 
Prototipui keliami tokie nefunkciniai reikalavimai: 
 Sistema turi veikti kartu su MagicDraw UML paketu; 
 Veiklos konceptai ir taisyklės turi būti įvedamos ribota natūralia kalba; 
 Veiklos konceptų ir taisyklių įvedimo sąsaja turi būti intuityviai suprantama veiklos 
dalyviams; 
 Veiklos konceptų ir taisyklių transformavimo sąsaja turi būti patogi analitikams ir 
projektuotojams 
 
3.2. Veiklos žodynų transformacijų modeliai 
 
3.2.1. Veiklos žodyno transformacijų SBVR modelis 
SBVR specifikacija (OMG-SBVR, 2008)[20] apibrėžia veiklos žodyno (business 
vocabulary), veiklos faktų (business facts) ir veiklos taisyklių (business rules) semantiką bei XMI 
schemą veiklos žodynų ir veiklos taisyklių apsikeitimui tarp organizacijų ar kompiuterizuotų 
sistemų. Labai svarbus SBVR akcentas yra tai, kad tiek veiklos terminų žodynai, tiek ir pačios 
veiklos taisyklės yra sudaromos naudojant natūralios kalbos konstrukcijas – tai yra ypač svarbu 
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veiklos modeliavimo lygmenyje [16]. Kaip pavyzdys, supaprastintas SBVR metamodelis pateiktas 
3.4 pav. 
 
3.4 pav. Supaprastintas SBVR metamodelio fragmentas 
 
Iš pateikto SBVR modelio 3.5 pav. sudarytas UML modelis (3.7 pav.), kuris remiasi 
UML metamodeliu (3.6 pav.). Transformacijos metu UML klasės buvo transformuotos iš SBVR 
objektų tipų (ObjectType) family, product. [7] 
 
 
3.5 pav. SBVR modelis kuris transformuojamas į UML modelį 
 
3.2.2. Veiklos žodynų transformacijų UML modelis 
UML kalba formaliai remiasi UML metamodeliu kuris nusako abstrakčia kalbos 
sintaksę. Metamodelis nusako galimus elementus, ryšius, kurie gali būti atvaizduoti UML modelyje. 
Kaip pavyzdys supaprastintas UML metamodelis pateiktas 3.5 pav., kuris nusako pagrindinius 
elementus: klases, atributus, asociacijas, apibendrinimą. 
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3.6 pav. Supaprastintas UML metamodelio fragmentas 
 
UML modelis, remiantis šiuo metamodeliu (3.6 pav.) pavaizduotas paprastoje 
schemoje 3.7 pav., kuriame pavaizduota Product klasė (kiekvienas produktas turi unikalų kodą, 
kainą) ir Family klasė (kuri turi tik kodą). 
 
3.7 pav. UML modelis 
 
3.3. Veiklos žodynų transformacijos metodo reikalavimų analizės apibendrinimas  
 
Reikalavimų specifikavimo metu buvo nustatyta, kad pagrindinė būsimosios 
informacijos sistemos funkcija bus veiklos taisyklių ir žodyno specifikavimas žmogiškąja kalba ir 
transformavimas į UML klases naudojantis Eclipse ATL įskiepiu, kuris naudos SBVR ir UML 
metamodelius. Pagrindinis uždavinys bus suderinti SBVR ir UML modelius. Tam buvo sugalvotas 
algoritmas, kuris pagal ATL kalbos aprašą transformuoja vieną modelį į kitą, kuris aprašytas 5 
skyriuje. 
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4. Veiklos žodynų transformacijos įskiepio projektas 
 
Šiame skyrelyje aprašomas metodas skirtas transformuoti ribota natūralia kalba 
specifikuotą žodyną į UML klasių diagramą. Transformacijos vykdomos dviem etapais: pirmiausia 
žodynas transformuojamas į SBVR XMI modelį, kuris kitame etape, naudojant ATL 
transformavimo procesorių, transformuojamas į UML modelį, kitame etape gautas modelis 
importuojamas į Magic Draw ir sugeneruojamas klasių diagramos modelis. 
 
4.1. Įrankio architektūros projektas 
 
4.1.1. Įrankio loginė architektūra  
 
Sistemos loginė architektūra (4.1 pav.) parodo jos pagrindinius architektūrinius 
komponentus. Pagrindinis komponentas yra „Business Logic“, kuriame apdorojamos natūralios 
kalbos taisyklės ir vykdomos transformacijos panaudojant metamodelius transformavimo įrankiu 
ATL. 
 
4.1 pav. IS loginė architektūra 
 
4.1.2. Vartotojo paslaugos 
 
Vartotojo sąsają sudaro MagicDraw langas iš kurio yra iškviečiami kiti kuriamo 
įskiepio langai, tokie kaip taisyklių ir žodyno įvedimo ir redagavimo, tai pavaizduoja 4.2 pav. 
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4.2 pav. IS vartotojo sąsajos planas 
 
 
 
4.1.3. Veiklos paslaugos 
 
Veiklos paslaugas sudaro penkios klasės: Lexer, Business rules controller, SBVR 
controller, Transformation controller, Business rules vocabulary controller. Lexer – gramatiškai 
apdoroja gautas veiklos taisykles ir žodyną ir išskaido jas į atskirus objektų tipus, Business rules 
controller – apdoroja veiklos taisykles, SBVR controller – šioje klasėje saugoma visa veiksmų 
logika, Transformation controller – ši klasė atlieka visus transformavimo veiksmus, Business rules 
vocabulary controller – apdoroja veiklos žodyno objektus. 
 
4.3 pav. IS veiklos paslaugų valdikliai 
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4.2. Sukurto įrankio detalus projektas  
 
 
Pateiktoje klasių diagramoje (4.4 pav.) matyti projektuojamos IS klasės, kurios skirtos 
veiksmams su veiklos taisyklėmis ir UML klasių diagramomis atlikti. 
 
4.4 pav. Sistemos klasių diagrama 
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4.1 lentelė. Pagrindinių įrankio klasių aprašymas 
Klasės pavadinimas Aprašymas 
Taisyklių gramatikos klasė, kurioje aprašomi veiklos taisykllių  
simboliai, žodyno atpažinimo funkcijos 
Pagrindiniai metodai 
RuleSetLexer 
mNUMBER() – skaičiaus atpažinimas 
mSIGNIFIER() – žodžio iš mažųjų raidžių atpažinimas 
mICSIGNIFIER() – žodžio iš didžiosios raidės atpažinimas 
mWS() – tarpo atpažinimas 
Žodyno gramatikos klasė, kurioje aprašomi veiklos žodyno 
simboliai. 
Pagrindiniai metodai 
VocabularyLexer 
mSIGNIFIER() – žodžio iš mažųjų raidžių atpažinimas 
mICSIGNIFIER() – žodžio iš didžiosios raidės atpažinimas 
mWS() – tarpo atpažinimas 
Taisyklių gramatikos analizės klasė, skirta įvestų veiklos taisyklių 
žodžiams nuspalvinti. 
Pagrindiniai metodai 
RulesetWordRule 
verify() – veiklos taisyklių validavimas  
Žodyno gramatikos analizės klasė, skirta įvestiems veiklos 
konceptams nuspalvinti. 
Pagrindiniai metodai 
VocabularyWordRule 
verify() – veiklos žodyno validavimo metodas 
Taisyklių gramatikos analizės klasė, skirta veiklos taisyklių 
dokumentui sudaryti iš vartotojo įvesto teksto. 
Pagrindiniai metodai 
RulesetParser 
ruleSet() – veiklos taisyklių analizė, taisyklių dokumento 
sudarymas 
Žodyno gramatikos analizės klasė, skirta veiklos žodyno 
dokumentui iš vartotojo įvesto teksto sudaryti 
Pagrindiniai metodai 
VocabularyParser 
vocabulary() – veiklos žodyno dokumento sudarymas 
BusinessModeller Redaktoriaus nustatymų klasė 
Apibendrintas VeTIS redaktoriaus dokumentas. 
Pagrindiniai metodai 
BusinessModellerDocument 
getEntries() – dokumento įrašų gavimas 
setEntries() – dokumento įrašų nustatymas 
RuleSet VeTIS redaktoriaus taisyklių saugojimo dokumentas. 
Vocabulary VeTIS redaktoriaus žodyno saugojimo dokumentas. 
VeTIS redaktoriaus eksportavimo į XMI sąsaja. Ši sąsaja 
naudojama programos viduje, tačiau per ją prie eksportavimo 
funkcijų prisijungia ir VeTIS MagicDraw įskiepis (VeTIS MD 
UML plugin). 
Pagrindiniai metodai 
VetisBMUtil 
exportVocabToXmi() – veiklos žodyno dokumento eksportavimas 
į SBVR XMI schemą 
exportRulesToXmi() – veiklos taisyklių dokumento eksportavimas 
į SBVR XMI schemą 
Exporter Apibendrinta eksportavimo į XMI klasė. 
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Pagrindiniai metodai 
readXMIFile() – sugeneruoto XMI SBVR failo nuskaitymas ir 
grąžinimas tekstiniu formatu 
Eclipse Modeling Framework (EMF) klasė, skirta saugoti 
sukurtus SBVR elementus. 
Pagrindiniai metodai 
org.eclipse.emf.ecore.resource. 
Resource 
add() – naujo SBVR elemento priskyrimas resursui 
save() – resurse saugojamų SBVR elementų išsaugojimas SBVR 
XMI schemoje 
Ši klasė nagrinėja sukurtą veiklos taisyklių dokumentą ir juo 
remiantis sukuria taisyklių SBVR elementus, kuriuos išsaugo XMI 
faile. 
Pagrindiniai metodai 
RulesetExporter 
parseAndExportRuleset() – veiklos taisyklių analizė ir 
eksportavimas į SBVR XMI schemą 
Ši klasė nagrinėja sukurtą veiklos žodyno dokumentą ir pagal jį 
sukuria žodyno SBVR elementus, kuriuos išsaugo XMI faile. 
Pagrindiniai metodai 
VocabularyExporter 
parseAndExportVocabulary() – veiklos žodyno analizė ir 
eksportavimas į SBVR XMI schemą 
Klasė, skirta sukurti vieną SBVR elementą (ObjectType, 
Designation, Text ir kt.). 
Pagrindiniai metodai 
SBVRFactory 
createObjectType() – objekto tipo elemento kūrimas 
createText() – teksto elemento kūrimas 
createFactType() – fakto tipo elemento kūrimas 
          ... 
Klasė, skirta sukurti ir sujungti SBVR elementus pagal SBVR 
standartą, pvz. norint transformuoti veiklos terminą į SBVR, 
sukuriamas ne tik ObjectType elementas, bet ir Text, Designation, 
Term, taip pat jie sujungiami tarpusavyje. 
Pagrindiniai metodai 
VetisSBVRManager 
createVetisText() – tekstinio elemento kūrimas bei patikrinimas, 
ar schemoje nėra tokio paties sukurto anksčiau 
createVetisPositiveInteger() – teigiamo sveikojo skaičiaus 
kūrimas bei patikrinimas, ar schemoje nėra tokio paties sukurto 
anksčiau 
          ... 
SBVR EMF class Apibendrinta SBVR elemento klasė. Jų yra daug (ObjectType, 
FactType, Text,...), todėl dėl vietos stokos jos nerodomos. Šios 
klasės sugeneruojamos naudojant EMF technologiją, t.y. iš 
sukurto SBVR metamodelio. 
 
Remiantis klasių diagrama (4.4 pav.) pateikiami klasių aprašymai 4.1 lentelėje. 
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4.3. Įrankio elgsenos modelis  
 
Sekų diagramoje (4.5 pav.) yra pateikiamas sistemos veikimo algoritmas. Aprašomas transformavimo algoritmas, kuris iš vartotojo 
natūralia kalba įvestu taisyklių ir žodyno sudaro klasių diagramą su OCL apribojimais. 
 
 
4.5 pav. Veiklos taisyklų specifikavimo sekų diagrama
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Ši diagrama aprašo sudaromas klasių diagramos būsenas ir jų kitimus, taip pat joje atsispindi 
visa modelio sukūrimo logika (4.6 pav.). 
 
4.6 pav. UML klasių diagramos būsenų diagrama 
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5. Veiklos žodynų transformacijos įskiepio realizacija 
 
Šis darbas yra Lietuvos universitetų vykdomo projekto „Veiklos taisyklių sprendimai 
informacinių sistemų kūrimui (VeTIS)“ dalis. Projekte sukurto VeTIS2 įrankio tikslas – leisti 
specifikuoti veiklos žodynus ir veiklos taisykles pagal OMG SBVR standartą ir vykdyti 
transformaciją SBVR  UML / OCL. Jis realizuoja OMG veiklos žodyno ir veiklos taisyklių 
standarto „Semantics of Business Vocabulary and Business Rules“ (SBVR) viziją – išreikšti veiklos 
žinias ribota natūralia kalba, kurią vienareikšmiškai supranta žmonės ir kompiuterinės programos. 
VeTIS įrankis taip pat atitinka OMG MDA viziją – transformuoja formaliai aprašytas veiklos žinias 
į programinės įrangos modelius, išreiškiamus grafine UML ir tekstine OCL kalba.  
Įrankis realizuotas Eclipse 3.4.1 platformoje taikant SBVR 1.0 ir UML 2.1.2 metamodelius 
(XMI formatu), ATL transformacijų kalbą 3.0.0 ir ATL transformavimo procesorių 3.0.0 yra SBVR 
standarto pagrindu parengtas MagicDraw UML CASE įrankio įskiepis, tačiau VeTIS redaktorių 
galima naudoti ir kaip savarankišką įrankį (Eclipse įskiepį). VeTIS redaktoriaus vartotojo sąsaja 
buvo sukurta adaptuojant SBeaVeR Eclipse įskiepį, kuris yra Digital Business Ecosystem projekto 
dalis [18]. 
5.1. Prototipo veikimo aprašymas 
 
Pateiktoje diagramoje (5.1 pav.) matyti projekto programinės realizacijos diegimo principinė 
schema ir papildomi jo komponentai. Visa sistema bus diegiama viename kompiuteryje, kuris turės 
JAVA palaikymą, bei įdiegtą „MagicDraw“ programą. O pats realizuojamas projektas veiks kaip 
Eclipse paremtas „MagicDraw“ įskiepis. 
 
5.1 pav. Sistemos diegimo diagrama 
                                               
2 http://www.magicdraw.com/main.php?ts=navig&cmd_show=1&menu=plugins#free 
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 Įskiepis skirtas sugeneruoti SBVR XMI schemą iš ribota natūralia kalba įvesto veiklos žodyno 
ir veiklos taisyklių. Redaktorių reikia patalpinti Eclipse plugins kataloge. Jo veikimui reikalingi šie 
Eclipse įskiepiai:  
5.1 lentelė. Eclipse programoje naudojami įskiepiai 
Eclipse įskiepis Aprašymas 
org.eclipse.ui Programų kūrimo sąsajos, komunikavimui su Eclipse platformos 
vartotojo sąsaja. 
org.eclipse.core.runtime Palaiko Eclipse vykdymo platformą. 
org.eclipse.jface.text Manipuliavimo su tekstiniais dokumentais sistema.  
org.eclipse.core.resources Darbo srities (workspace) ir jo ištekliais palaikymo ir 
manipuliavimo įskiepis. 
org.eclipse.ui.editors Pagrindinė Eclipse redaktoriaus klasė. 
org.eclipse.ui.ide Pagrindinis Eclipse platformos vartotojo sąsajos elementas. 
org.eclipse.ui.workbench.texteditor Tekstinio redaktoriaus komponentas. 
org.eclipse.ui.views Darbastalio dalis kuri leidžia naviguoti tarp hierarchinių objektų ir 
jų savybių. 
org.eclipse.ui.forms Formos kurias naudoja vedliai, redaktoriai ir hierarchiniai sąrašai. 
org.eclipse.emf Eclipse modeliavimo karkasas. 
org.eclipse.xsd Teikia programų kūrimo sąsaja XML schemoms. 
org.eclipse.emf.ecore.xmi Naudojamas skaityti ir rašyti į XML failus. 
org.dbe.businessModeller.lib Pagalbinės VeTIS redaktoriaus bibliotekos 
  
Projekto prototipo realizavimo diagrama pavaizduota (5.2 pav.). Norint naudoti prototipą 
kaip MagicDraw įskiepį, kompiuteryje turi būti įdiegta MagicDraw UML 16.0 arba aukštesnė 
versija. Į MagicDraw plugins katalogą nukopijuojamas MD UML įskiepis, kuris su MagicDraw 
įrankiu bendrauja (importuoja UML schemas, jas modifikuoja, kuria diagramas) per MagicDraw 
UML Open API komponentą.  
Kita įskiepio dalis yra VeTIS programa (VeTIS Application) [15], kuri yra Eclipse 
redaktorius.              
Ši programa turi projekto kūrimo, importavimo komponentus, VeTIS redaktorių, kurio 
sugeneruotas SBVR XMI schemas transformuoja į UML&OCL naudojant ATL. Sugeneruotas 
UML&OCL schemas VeTIS programa importuoja į MagicDraw per VeTIS MD UML įskiepį, su 
kuriuo bendrauja per RMI technologiją.  
VeTIS projektas buvo komandinis darbas, tačiau šio magistrinio darbo autoriaus pagrindinė 
dalis – ATL transformacijos, kurių realizacija pateikta kita spalva (5.2 pav.). Ji skirta transformuoti 
SBVR XMI schemai į UML XMI schemą. 
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5.2 pav. Sistemos realizavimo diagrama 
 
 Norint pritaikyti SBVR metamodelį siekiamam redaktoriui, iškilo problemų dėl to, 
kad SBVR standarte pateikiamas metamodelis aprašytas atskirais fragmentais ir nėra tinkamas 
veiklos žodynų ir taisyklių redaktoriams realizuoti. Darbe naudojama Jordi Cabot realizuoto įrankio 
UML2SBVR keturi metamodeliai (5.3 pav):  
 LFSV (Logical Formulation of Semantics Vocabulary);  
 VDBR (Vocabulary for Describing Business Rules); 
 VDBV (Vocabulary for Describing Business Vocabularies); 
 MRV (Meaning and Representation Vocabulary). 
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5.3 pav. Ryšys tarp SBVR metamodelių 
 
MRV skirtas aprašyti pagrindinius veiklos terminus, jų sąryšius. Svarbiausios šio 
metamodelio dalys yra šios: 
 Reiškinys (angl. expression) – veiklos koncepto tekstinis aprašas; 
 Atvaizdis (angl. representation) – koncepto ir jo tekstinės išraiškos sujungimo elementas; 
 Prasmė (angl. meaning) – veiklos terminas; 
 Ekstensija (angl. extension) – realaus pasaulio egzempliorių aibė. 
 VDBV yra pagrindinis žodyno aprašymo metamodelis, aprašo veiklos konceptus ir faktų 
tipus, papildomą informaciją apie žodyną. 
 VDBR - veiklos taisyklių aprašymo metamodelis, kuris skirsto veiklos taisykles į 
operacines ir struktūrines. 
 LFSV skirtas aprašyti veiklos taisyklių, išreikštų natūralia kalba, struktūrą semantinėmis 
formuluotėmis, kurios būna dviejų tipų:  
o loginės formuluotės – skirtos aprašyti loginėms operacijoms, kvantoriams, 
atominėms formuluotėms, kurios paremtos faktų tipais ir kitos formuluotėms; 
o projekcijos – formuluoja aprašus, agregacijas bei klausimus. 
Šie keturi metamodeliai buvo sujungti į vieną SBVR metamodelį tam, kad būtų 
paprasčiau vykdyti ATL transformacijas. Metamodeliai buvo jungiami per bendrus elementus, 
naudojant grafinį Eclipse diagramų redaktorių [23]. MRV metamodelis buvo naudojamas kaip 
pagrindinis. Prie jo buvo prijungtas VDBV metamodelis, kuris naudoja MRV elementus. Vėliau 
buvo prijungti VDBR ir LFSV metamodeliai. 5.4 paveiksle pavaizduota metamodelių jungimo 
schema. Schemoje pavaizduoti tik pagrindiniai metamodelių elementai. 
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5.4 pav. SBVR metamodelių sujungimo schema 
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 5.5 paveiksle pateiktas sujungto SBVR metamodelio fragmentas.  
 
5.5 pav. Pagrindinės SBVR metamodelio klasės 
 
5.2. Sukurto metodo testavimas 
 
Programos testavimas buvo vykdomas keletą etapų. Kiekviena programos dalis buvo 
testuojama atskirai prieš apjungiant į vieningą sistemą (integravimo testavimo metodas). Šis 
metodas buvo naudojamas kartu su testavimo strategija "iš apačios į viršų" (angl. "bottom-up") t.y. 
prieš apjungiant žemesnio lygio komponentus į vieningą sistemą, yra įsitikinama, kad jie 
individualiai dirba teisingai, o tik tada testuojama integruotai. 
Sukurtasis programinis prototipas (redaktorius) ir transformacija buvo testuojami 
sugeneruojant kiekvienam veiklos žodyno koncepto ir veiklos taisyklės sakinio tipui XMI schemą ir 
transformuojant ATL pagalba ją į atitinkamus UML XMI schemos elementus, kurie buvo 
importuojami į MagicDraw UML įrankį ir pavaizduojami klasių diagrama. Iš pavaizduotos klasių 
diagramos buvo sprendžiama ar natūrali kalba buvo tinkamai konvertuota į grafinius elementus. 
Kadangi sudėtingiems elementams reikėjo didelių fragmentų, čia pateikiami principiniai 
fragmentai, atspindintys atitinkamų elementų metamodelius ir transformacijas testavimo metu.  
Veiklos žodyno konceptui Vocabulary sugeneruojamas individualus konceptas, jo vardas, 
nurodoma kalba ir unikalus identifikatorius URI: 
Konceptas Vocabulary 
Sugeneruotos SBVR XMI schemos fragmentas 
<?xml version="1.0" encoding="cp1257"?> 
<xmi:XMI xmi:version="2.0" xmlns:xmi="http://www.omg.org/XMI"  
   xmlns:SBVR="http://www.eclipse.org/sbvr/1.0.0/SBVR"> 
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  <SBVR:Vocabulary xmi:id="_7J5fYKHdEd6PwLziY7l4iA"/> 
  <SBVR:Name xmi:id="_7J5fYaHdEd6PwLziY7l4iA" meaning="_7J5fY6HdEd6PwLziY7l4iA"  
      expression="_7J5fYqHdEd6PwLziY7l4iA" preferred="true"  
         refersTo="_7J5fYKHdEd6PwLziY7l4iA"/> 
  <SBVR:Text xmi:id="_7J5fYqHdEd6PwLziY7l4iA" value="Loan Contracts"/> 
  <SBVR:IndividualConcept xmi:id="_7J5fY6HdEd6PwLziY7l4iA"  
      instance="_7J5fYKHdEd6PwLziY7l4iA"/> 
  <SBVR:Language xmi:id="_7J5fZKHdEd6PwLziY7l4iA"/> 
  <SBVR:Name xmi:id="_7J5fZaHdEd6PwLziY7l4iA" meaning="_7J5fZqHdEd6PwLziY7l4iA"  
      expression="_7J5fZ6HdEd6PwLziY7l4iA" preferred="true"  
         refersTo="_7J5fZKHdEd6PwLziY7l4iA"/> 
  <SBVR:IndividualConcept xmi:id="_7J5fZqHdEd6PwLziY7l4iA"  
      instance="_7J5fZKHdEd6PwLziY7l4iA"/> 
  <SBVR:Text xmi:id="_7J5fZ6HdEd6PwLziY7l4iA" value="English"/> 
  <SBVR:URI xmi:id="_7J5faKHdEd6PwLziY7l4iA"  
      value="http://www.loc.gov/standards/iso639-2/php/English_list.php"/> 
Žodynas transformuojamas į UML paketą, kuris įdedamas į aukštesnio lygio paketą – modelį. : 
Transformuotos UML XMI schemos elementas Package 
<uml:Model xmi:version="2.1" xmlns:xmi="http://schema.omg.org/spec/XMI/2.1"  
   xmlns:uml="http://www.eclipse.org/uml2/2.1.0/UML"  
      xmi:id="_E0WAsKt8Ed68LcNaTXhLcw" name="Data" viewpoint=""> 
    <ownedComment xmi:id="_E0o7oKt8Ed68LcNaTXhLcw"> 
       <body>Author:Created by VeTIS</body> 
    </ownedComment> 
  <packagedElement xmi:type="uml:Package" xmi:id="_E0o7oat8Ed68LcNaTXhLcw"  
      name="Loan Contracts"> 
Transformuotos UML XMI schemos elementas Package ir importuotas į MagicDraw 
 
 
Kiekvienas elementas testuojamas atskirai. Ribota natūralia kalba užrašyti sakiniai 
transformuojami į SBVR XMI schemą, vėliau ATL transformacijos pagalba schema 
transformuojama į UML schemą, kuri importuojama į MagicDraw. MagicDraw programoje 
sugeneruota klasių diagrama lyginama su ribota natūralia kalba užrašytais sakiniais ir vertinama ar 
gautas rezultatas teisingas. 
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6. Veiklos žodynų transformacijos metodo eksperimentinis tyrimas 
 
Realizuotas įrankis skirtas transformuoti ribota natūralia kalba specifikuotą žodyną į UML 
klasių diagramą. Vykdant eksperimentą buvo iškelta hipotezė, kad pagrindinius UML klasių 
elementus (klases, klasių atributus ir ryšius) galima gauti transformavus iš ribota natūralia kalba 
specifikuotų konceptų.  
Kiekvieno elemento transformavimas buvo vykdomas atskirai. Žodyno elementai buvo 
transformuojami į SBVR XMI CIM modelį. Gauta SBVR XMI schema transformuojama į UML 
XMI PIM schemą ir importuojama į Magic Draw. Iš Magic Draw sugeneruotos klasių diagramos 
buvo sprendžiama ar žodyno elementas transformuotas korektiškai.  
 
6.1. Termino transformavimas 
 
Veiklos žodyno konceptui Object_type sugeneruojamas koncepto tipas, kuris įdedamas į 
koncepcinę schemą. Koncepcinė schema priklauso faktų modeliui. Sukuriamas terminas, žymėjimas 
ir tekstas su objekto tipo vardu, į žodyno vardų erdvę įtraukiama objekto tipo žymėjimo designation 
nuoroda:  
Konceptas bank 
Sugeneruotos SBVR XMI schemos fragmentas 
<SBVR:ConceptualSchema xmi:id="_YPMBSeY_Ed6uQNG2vQOEZw"> 
   <concept xmi:type="SBVR:ObjectType" xmi:id="_YPMBSuY_Ed6uQNG2vQOEZw"/ 
      </SBVR:ConceptualSchema> 
<SBVR:FactModel xmi:id="_YPMBS-Y_Ed6uQNG2vQOEZw"   
   conceptualSchema="_YPMBSeY_Ed6uQNG2vQOEZw"/> 
<SBVR:VocabularyNamespacexmi:id="_YPMBTOY_Ed6uQNG2vQOEZw"     
   designation="_YPMBQeY_Ed6uQNG2vQOEZw _YPMBReY_Ed6uQNG2vQOEZw   
      _YPMBTuY_Ed6uQNG2vQOEZw _YPMBT-Y_Ed6uQNG2vQOEZw"   
         uri="_YPMBSOY_Ed6uQNG2vQOEZw"  
            language="_YPMBROY_Ed6uQNG2vQOEZw"/> 
<SBVR:Text xmi:id="_YPMBTeY_Ed6uQNG2vQOEZw" value="bank"/> 
<SBVR:Designation xmi:id="_YPMBTuY_Ed6uQNG2vQOEZw"  
   meaning="_YPMBSuY_Ed6uQNG2vQOEZw" expression="_YPMBTeY_Ed6uQNG2vQOEZw"/> 
<SBVR:Term xmi:id="_YPMBT-Y_Ed6uQNG2vQOEZw" meaning="_YPMBSuY_Ed6uQNG2vQOEZw"  
   expression="_YPMBTeY_Ed6uQNG2vQOEZw" preferred="true"/> 
Object_type transformuojamas į klasę: 
Transformuotos UML XMI schemos elementas 
<packagedElement xmi:type="uml:Class" xmi:id="_FE4XEKt8Ed68LcNaTXhLcw" name="Bank"> 
   </packagedElement> 
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Transformuotos UML XMI schemos elementas importuotas į MagicDraw ir atvaizduotas grafiškai 
 
 
6.2. Faktų tipo transformavimas 
 
Transformuojant žodyno faktų tipo konceptą, pagrindinis sukuriamas elementas yra fact type, 
kuris per designation elementą jungiasi su dviem terminais. Taip pat faktų tipas turi dvi roles. 
Toliau pateikiamas sugeneruotas asociacijos ryšio SBVR schemos fragmentas. Kitų faktų tipų 
(agregavimas, apibendrinimas) schemos yra tokios pačios tik skiriasi konceptų tipas. 
Konceptas bank gives loan 
Sugeneruotos SBVR XMI schemos fragmentas 
<SBVR:ConceptualSchema xmi:id="_O17L2eY_Ed6uQNG2vQOEZw"> 
<concept xmi:type="SBVR:ObjectType" xmi:id="_O17L2uY_Ed6uQNG2vQOEZw"/> 
<concept xmi:type="SBVR:ObjectType" xmi:id="_O17L2-Y_Ed6uQNG2vQOEZw"/> 
<concept xmi:type="SBVR:AssociativeFactType" xmi:id="_O17L3OY_Ed6uQNG2vQOEZw"> 
  <role xmi:id="_O17L3eY_Ed6uQNG2vQOEZw" objectType="_O17L2uY_Ed6uQNG2vQOEZw"/> 
  <role xmi:id="_O17L3uY_Ed6uQNG2vQOEZw" objectType="_O17L2-Y_Ed6uQNG2vQOEZw"/> 
</concept> 
</SBVR:ConceptualSchema> 
<SBVR:FactModel xmi:id="_O17L3-Y_Ed6uQNG2vQOEZw" 
   conceptualSchema="_O17L2eY_Ed6uQNG2vQOEZw"/> 
<SBVR:VocabularyNamespace xmi:id="_O17L4OY_Ed6uQNG2vQOEZw"  
   designation="_O17L0eY_Ed6uQNG2vQOEZw _O17L1eY_Ed6uQNG2vQOEZw     
      _O17L4uY_Ed6uQNG2vQOEZw _O17L4-Y_Ed6uQNG2vQOEZw _O17L5eY_Ed6uQNG2vQOEZw  
         _O17L5uY_Ed6uQNG2vQOEZw _O17L5-Y_Ed6uQNG2vQOEZw _O17L6-Y_Ed6uQNG2vQOEZw  
      _O17L7uY_Ed6uQNG2vQOEZw _O17L7-Y_Ed6uQNG2vQOEZw" uri="_O17L2OY_Ed6uQNG2vQOEZw"   
   language="_O17L1OY_Ed6uQNG2vQOEZw"/> 
<SBVR:Text xmi:id="_O17L4eY_Ed6uQNG2vQOEZw" value="bank"/> 
<SBVR:Designation xmi:id="_O17L4uY_Ed6uQNG2vQOEZw" 
   meaning="_O17L2uY_Ed6uQNG2vQOEZw"  
   expression="_O17L4eY_Ed6uQNG2vQOEZw"/> 
<SBVR:Term xmi:id="_O17L4-Y_Ed6uQNG2vQOEZw" meaning="_O17L2uY_Ed6uQNG2vQOEZw"  
   expression="_O17L4eY_Ed6uQNG2vQOEZw" preferred="true"/> 
<SBVR:Text xmi:id="_O17L5OY_Ed6uQNG2vQOEZw" value="loan"/> 
<SBVR:Designation xmi:id="_O17L5eY_Ed6uQNG2vQOEZw" meaning="_O17L2Y_Ed6uQNG2vQOEZw"  
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   expression="_O17L5OY_Ed6uQNG2vQOEZw"/> 
<SBVR:Term xmi:id="_O17L5uY_Ed6uQNG2vQOEZw" meaning="_O17L2-Y_Ed6uQNG2vQOEZw"  
   expression="_O17L5OY_Ed6uQNG2vQOEZw" preferred="true"/> 
<SBVR:Designation xmi:id="_O17L5-Y_Ed6uQNG2vQOEZw" 
   meaning="_O17L3OY_Ed6uQNG2vQOEZw"  
   expression="_O17L6uY_Ed6uQNG2vQOEZw"/> 
<SBVR:SententialForm xmi:id="_O17L6OY_Ed6uQNG2vQOEZw"  
   meaning="_O17L3OY_Ed6uQNG2vQOEZw" expression="_O17L7eY_Ed6uQNG2vQOEZw"  
      designation="_O17L6-Y_Ed6uQNG2vQOEZw _O17L7uY_Ed6uQNG2vQOEZw"/> 
<SBVR:PositiveInteger xmi:id="_O17L6eY_Ed6uQNG2vQOEZw" value="1"/> 
<SBVR:Text xmi:id="_O17L6uY_Ed6uQNG2vQOEZw" value="gives"/> 
<SBVR:Placeholder xmi:id="_O17L6-Y_Ed6uQNG2vQOEZw" 
   meaning="_O17L3eY_Ed6uQNG2vQOEZw"  
   expression="_O17L4eY_Ed6uQNG2vQOEZw"  
      isAtStartingCharacterPosition="_O17L6eY_Ed6uQNG2vQOEZw"/> 
<SBVR:PositiveInteger xmi:id="_O17L7OY_Ed6uQNG2vQOEZw" value="12"/> 
<SBVR:Text xmi:id="_O17L7eY_Ed6uQNG2vQOEZw" value="bank gives loan"/> 
<SBVR:Placeholder xmi:id="_O17L7uY_Ed6uQNG2vQOEZw" 
   meaning="_O17L3uY_Ed6uQNG2vQOEZw"  
   expression="_O17L5OY_Ed6uQNG2vQOEZw"  
      isAtStartingCharacterPosition="_O17L7OY_Ed6uQNG2vQOEZw"/> 
<SBVR:FactSymbol xmi:id="_O17L7-Y_Ed6uQNG2vQOEZw" meaning="_O17L3OY_Ed6uQNG2vQOEZw"  
   expression="_O17L6uY_Ed6uQNG2vQOEZw" preferred="true"/> 
Veiklos žodyno konceptas associative_fact_type transformuojamas į asociacija 
Transformuotos UML XMI schemos elementas 
<packagedElement xmi:type="uml:Class" xmi:id="_F3Hu8Ay5Ed-GTMgM16I5Vw" name="Bank"> 
        <ownedAttribute xmi:id="_F3Hu8Qy5Ed-GTMgM16I5Vw" name="loan" 
visibility="private" type="_F3Hu9Ay5Ed-GTMgM16I5Vw" association="_F3Hu-Qy5Ed-
GTMgM16I5Vw"> 
          <upperValue xmi:type="uml:LiteralUnlimitedNatural" xmi:id="_F3Hu8gy5Ed-
GTMgM16I5Vw" name="" value="*"/> 
          <lowerValue xmi:type="uml:LiteralInteger" xmi:id="_F3Hu8wy5Ed-GTMgM16I5Vw" 
name=""/> 
        </ownedAttribute> 
      </packagedElement> 
      <packagedElement xmi:type="uml:Class" xmi:id="_F3Hu9Ay5Ed-GTMgM16I5Vw" 
name="Loan"> 
        <ownedAttribute xmi:id="_F3Hu9Qy5Ed-GTMgM16I5Vw" name="bank" 
visibility="private" type="_F3Hu8Ay5Ed-GTMgM16I5Vw" association="_F3Hu-Qy5Ed-
GTMgM16I5Vw"> 
          <upperValue xmi:type="uml:LiteralUnlimitedNatural" xmi:id="_F3Hu9gy5Ed-
GTMgM16I5Vw" name="" value="*"/> 
          <lowerValue xmi:type="uml:LiteralInteger" xmi:id="_F3Hu9wy5Ed-GTMgM16I5Vw" 
name=""/> 
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        </ownedAttribute> 
      </packagedElement> 
      <packagedElement xmi:type="uml:Association" xmi:id="_F3Hu-Qy5Ed-GTMgM16I5Vw" 
name="gives" memberEnd="_F3Hu9Qy5Ed-GTMgM16I5Vw _F3Hu8Qy5Ed-GTMgM16I5Vw"/> 
Transformuotos UML XMI schemos elementas importuotas į MagicDraw ir atvaizduotas grafiškai 
  
 
6.3. isPropertyOf faktų tipo transformavimas 
 
 Aprašomi du fakto tipai ir isPropertyOf fakto tipas. Jis atpažįstamas pagal veiksmažodį has. 
Nuo asociacijos fakto tipo jis skiriasi tuo, kad pirmoji fakto tipo rolė naudojama aprašyti atributui 
bei atsiranda papildomas objekto tipas aprašyti atributo duomenų tipui (nagrinėjamame pavyzdyje 
text), jis naudojamas kaip pirmos rolės objectType. 
Konceptas loan 
  
amount 
 
loan has amount 
Sugeneruotos SBVR XMI schemos fragmentas 
<SBVR:ConceptualSchema xmi:id="_lNXSeeZAEd6uQNG2vQOEZw"> 
<concept xmi:type="SBVR:ObjectType" xmi:id="_lNXSeuZAEd6uQNG2vQOEZw"/> 
<concept xmi:type="SBVR:Role" xmi:id="_lNXSe-ZAEd6uQNG2vQOEZw"/> 
<concept xmi:type="SBVR:IsPropertyOfFactType" xmi:id="_lNXSfOZAEd6uQNG2vQOEZw"> 
  <role xmi:id="_lNXSfeZAEd6uQNG2vQOEZw" objectType="_lNXSf-ZAEd6uQNG2vQOEZw"/> 
  <role xmi:id="_lNXSfuZAEd6uQNG2vQOEZw" objectType="_lNXSeuZAEd6uQNG2vQOEZw"/> 
</concept> 
<concept xmi:type="SBVR:ObjectType" xmi:id="_lNXSf-ZAEd6uQNG2vQOEZw"/> 
</SBVR:ConceptualSchema> 
<SBVR:FactModel xmi:id="_lNXSgOZAEd6uQNG2vQOEZw" 
   conceptualSchema="_lNXSeeZAEd6uQNG2vQOEZw"/> 
<SBVR:VocabularyNamespace xmi:id="_lNXSgeZAEd6uQNG2vQOEZw" 
   designation="_lNXSceZAEd6uQNG2vQOEZw _lNXSdeZAEd6uQNG2vQOEZw _lNXSg 
   ZAEd6uQNG2vQOEZw _lNXShOZAEd6uQNG2vQOEZw _lNXShuZAEd6uQNG2vQOEZw _lNXSh 
ZAEd6uQNG2vQOEZw _lNXSiOZAEd6uQNG2vQOEZw _lNXSjOZAEd6uQNG2vQOEZw _lNXSj 
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ZAEd6uQNG2vQOEZw _lNXSkOZAEd6uQNG2vQOEZw _lNXSkuZAEd6uQNG2vQOEZw _lNXSk 
ZAEd6uQNG2vQOEZw" uri="_lNXSeOZAEd6uQNG2vQOEZw" 
language="_lNXSdOZAEd6uQNG2vQOEZw"/> 
<SBVR:Text xmi:id="_lNXSguZAEd6uQNG2vQOEZw" value="loan"/> 
<SBVR:Designation xmi:id="_lNXSg-ZAEd6uQNG2vQOEZw" 
   meaning="_lNXSeuZAEd6uQNG2vQOEZw" expression="_lNXSguZAEd6uQNG2vQOEZw"/> 
<SBVR:Term xmi:id="_lNXShOZAEd6uQNG2vQOEZw" meaning="_lNXSeuZAEd6uQNG2vQOEZw" 
expression="_lNXSguZAEd6uQNG2vQOEZw" preferred="true"/> 
<SBVR:Text xmi:id="_lNXSheZAEd6uQNG2vQOEZw" value="amount"/> 
<SBVR:Designation xmi:id="_lNXShuZAEd6uQNG2vQOEZw" meaning="_lNXSe 
ZAEd6uQNG2vQOEZw" expression="_lNXSheZAEd6uQNG2vQOEZw"/> 
<SBVR:Term xmi:id="_lNXSh-ZAEd6uQNG2vQOEZw" meaning="_lNXSe-ZAEd6uQNG2vQOEZw" 
expression="_lNXSheZAEd6uQNG2vQOEZw"/> 
<SBVR:Designation xmi:id="_lNXSiOZAEd6uQNG2vQOEZw" 
meaning="_lNXSfOZAEd6uQNG2vQOEZw" expression="_lNXSi-ZAEd6uQNG2vQOEZw"/> 
<SBVR:SententialForm xmi:id="_lNXSieZAEd6uQNG2vQOEZw" 
meaning="_lNXSfOZAEd6uQNG2vQOEZw" expression="_lNXSjuZAEd6uQNG2vQOEZw" 
designation="_lNXSjOZAEd6uQNG2vQOEZw _lNXSj-ZAEd6uQNG2vQOEZw"/> 
<SBVR:PositiveInteger xmi:id="_lNXSiuZAEd6uQNG2vQOEZw" value="10"/> 
<SBVR:Text xmi:id="_lNXSi-ZAEd6uQNG2vQOEZw" value="has"/> 
<SBVR:Placeholder xmi:id="_lNXSjOZAEd6uQNG2vQOEZw" 
meaning="_lNXSfeZAEd6uQNG2vQOEZw" expression="_lNXSheZAEd6uQNG2vQOEZw" 
isAtStartingCharacterPosition="_lNXSiuZAEd6uQNG2vQOEZw"/> 
<SBVR:PositiveInteger xmi:id="_lNXSjeZAEd6uQNG2vQOEZw" value="1"/> 
<SBVR:Text xmi:id="_lNXSjuZAEd6uQNG2vQOEZw" value="loan has amount"/> 
<SBVR:Placeholder xmi:id="_lNXSj-ZAEd6uQNG2vQOEZw" 
meaning="_lNXSfuZAEd6uQNG2vQOEZw" expression="_lNXSguZAEd6uQNG2vQOEZw" 
isAtStartingCharacterPosition="_lNXSjeZAEd6uQNG2vQOEZw"/> 
<SBVR:FactSymbol xmi:id="_lNXSkOZAEd6uQNG2vQOEZw" meaning="_lNXSfOZAEd6uQNG2vQOEZw" 
expression="_lNXSi-ZAEd6uQNG2vQOEZw" preferred="true"/> 
<SBVR:Text xmi:id="_lNXSkeZAEd6uQNG2vQOEZw" value="text"/> 
<SBVR:Designation xmi:id="_lNXSkuZAEd6uQNG2vQOEZw" meaning="_lNXSf 
ZAEd6uQNG2vQOEZw" expression="_lNXSkeZAEd6uQNG2vQOEZw"/> 
<SBVR:Term xmi:id="_lNXSk-ZAEd6uQNG2vQOEZw" meaning="_lNXSf-ZAEd6uQNG2vQOEZw" 
expression="_lNXSkeZAEd6uQNG2vQOEZw" preferred="true"/> 
Du fakto tipai ir isPropertyOf fakto tipas transformuojamas į klasę ir atributą. 
Transformuotos UML XMI schemos elementas 
<packagedElement xmi:type="uml:Class" xmi:id="_kiZUAwy6Ed-GTMgM16I5Vw" name="Loan"> 
        <ownedAttribute xmi:id="_kiZUBAy6Ed-GTMgM16I5Vw" name="amount" 
visibility="private" type="_kiZUBQy6Ed-GTMgM16I5Vw"/> 
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      </packagedElement> 
      <packagedElement xmi:type="uml:PrimitiveType" xmi:id="_kiZUBQy6Ed-GTMgM16I5Vw" 
name="String"/> 
Transformuotos UML XMI schemos elementas importuotas į MagicDraw ir atvaizduotas grafiškai 
  
 
6.4. Veiklos žodynų transformavimo eksperimento apibendrinimas 
 
 Vykdant eksperimentą buvo atliekamos šių SBVR konceptų transformacijos: 
 Termino, 
 Asociacijos, 
 isPropertyOf fakto tipo. 
 Iš šių konceptų buvo sugeneruoti tokie elementai: 
 UML klasė, 
 Dvi klasės su asociacijos ryšiu, 
 Klasė su atributu. 
  Eksperimentas patvirtino kad sukurtas įrankis leidžia transformuoti visus pagrindinius klasių 
diagramų elementus. 
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7. Išvados 
 
1) Literatūros šaltinių ir egzistuojančių veiklos žodynų transformacijos analizės metu 
nustatyta, kad natūralia kalba modeliuoti veiklos taisykles gali tiek IT ekspertai, tiek verslo atstovai. 
Tačiau dalykinės srities ekspertui rašyti specifikaciją raštu yra lengviau, negu naudoti grafinę 
notaciją.  
2) Įvertinus sistemos reikalavimus, metodui realizuoti buvo pasirinkta JAVA technologija ir 
Eclipse aplinka, kadangi tik šia kalba realizuota sistema gali dirbti su ALT transformacijų 
varikliuku ir taip pat ji lengvai komunikuoja su MagicDraw produktu kaip įskiepis, nereikalaujant 
kitos papildomos programinės įrangos. 
3) Transformacijoms realizuoti buvo pritaikytas Cabot (2009) sudarytas SBVR metamodelis 
(susidedantis iš keturių metamodelių), kurio savybės buvo papildytos SBVR standarto atžvilgiu 
tam, kad jį būtų galima pritaikyti realizacijai. Cabot SBVR metamodeliai buvo sujungti ir papildyti 
kai kuriais ryšiais, kadangi jų reikėjo pilnai išpildyti transformaciją; kai kurių Cabot SBVR 
metamodelio savybių buvo atsisakyta, siekiant išlaikyti jį kuo artimesnį oficialiam standartui. 
4) Realizacijos metu sudarytas SBVR metamodelis leidžia aprašyti veiklos žodyną ir 
taisykles, juo remiantis galima daryti transformacijas ne tik į UML modelius, bet ir aprašinėti tam 
tikros veiklos ontologijas.  
5) Sukurto metodo realizacijos testavimas patvirtino, kad programinė įranga veikia ir 
įgyvendina visus funkcinius reikalavimus. Taip pat transformuoja SBVR veiklos žodyno konceptus 
į UML klasių diagramas be klaidų. 
6) Siūlomo metodo efektyvumui nustatyti, atliktas eksperimentas, kurio metu buvo vykdoma 
ribotos natūralios kalbos konceptų transformacija į UML klasių elementus. Nustatyta, kad taikant šį 
metodą aprašytų ir transformuotų į UML diagramą konceptų prasmė nepasikeičia ir transformuoja 
visus pagrindinius UML klasių diagramos elementus. Tokiu būdu yra išlaikomas veiklos žodynų ir 
taisyklių vientisumas. 
7) VeTIS projekte sukurto Magic Draw įskiepio rezultatai parodė, kad veiklos žodynų ir 
taisyklių specifikavimo ribota natūralia kalba galimybių plėtra turi dideles perspektyvas. Atskirų 
veiklos sričių ribotos natūralios kalbos žodynai leidžia sukurti kompiuteriams ir žmonėms 
suprantamas sąsajas tarp programų ir realiame pasaulyje vartojamos žmonių kalbos.  
8) Magistro darbo tematika buvo paskelbti keturi straipsniai ir perskaityti pranešimai 
konferencijose. 
 66 
8. Literatūra 
 
[1] Ablonskis, L. (2007). A suggestion for improvement of program code generators // In J. 
Nummenmaa, E. Soderstrom (Eds.), Proc. Of the 6th International Conference on Perspectives 
in Business Information Research – BIR’2007, Tampere, Finland, September 2007. 
[2] AI Wiki [žiūrėta 2008 11 10]. Prieiga per internetą: 
https://ai.ia.agh.edu.pl/wiki/pl:miw:miw08_bizrulesvocabularies  
[3] ATL Documentation. [žiūrėta 2009-04-20]. Prieiga per internetą: 
http://www.eclipse.org/m2m/atl/doc/ 
[4] Avdejenkov, V., Vasilecas, O. (2006). Priemonių veiklos taisyklėms(VT) informacinėse 
sistemose realizuoti analizė. Informacinės Technologijos 2006, Kaunas, Technologija. 
[5] Bartkus, A., Bisikirskas, J. (2007). Veiklos taisyklių įskiepis CASE įrankiui "MagicDraw 
UML". Bakalauro darbas. KTU. 
[6] Business Rules Team. (2004). Business Semantics of Business Rules (version 2.1). Initial 
Submission to BEI RFP br/2003-06-03. [Interaktyvus], [žiūrėta 2008-10-20]. Prieiga per 
internetą: www.omg.org/cgi-bin/doc?bei/04-01-04. 
[7] Cabot J., Pau R., Ravento R. From UML/OCL to SBVR speciﬁcations: A challenging 
transformation, 2008 
[8] Cabot J., Pau R., Ravento R. UML-to-SBVR and SBVR-to-HTML transformations. Prieiga 
internete: www.lsi.upc.edu/~jcabsearch/SBVR. 
[9] Fair Isaac-PRR. (2007). Production Rule Representation. Fair Isaac Corporation, ILOG SA, 
Submission to Production Rule Representation. Ver. 1.03, 2007, [žiūrėta 2008-10-20] Prieiga 
per internetą: www.omg.org. 
[10] Gudas S., Skersys T. Lopata A. Framework for knowledge–based IS engineering. In: 
Proceedings of third international conference „Advances in Information systems 
(ADVIS2004)“, Izmir, Turkey, October 20-22, 2004, LNCS 3261, 2004, 512 – 522. 
[11] Kapocius K., Butleris R. Repository for business rules based IS requirements. Informatica, 
2006, Vol. 17, Nr. 4, 503–518. 
[12] Kleiner, M., Albert, P., Bézivin, J. Parsing SBVR-Based Controlled Languages. In Model 
Driven Engineering Languages and Systems, LNCS, Vol. 5795, 2009, 122–136. 
[13] Lebedys, E., Vasilecas, O. (2004). Analysis of business rules modelling languages. In Proc. 
of the IT’2004, Lithuania, Technologija. 
[14] Linehan, M. H. Semantics in Model-Driven Business Design. In Proc. 2nd Int. Semantic Web 
Policy Workshop (SWPW'06), 2006. 
 67 
[15] Nemuraitė L., Skersys T., Šukys A., Šinkevičius E., Ablonskis L. VETIS tool for editing and 
transforming SBVR business vocabularies and business rules into UML&OCL models. // 
Information Technologies' 2010 : proceedings of the 16th international conference on 
Information and Software Technologies, IT 2010, Kaunas, Lithuania, April 21-23, 2010 / 
Edited by A. Targamadze, R. Butleris, R. Butkiene Kaunas University of Technology. Kaunas 
: Technologija. ISSN 2029-0020. 2010, p. 377-384., 2010 
[16] Raj A., Prabhakar T. V., Hendryx S. Transformation of SBVR business design to UML 
models. In: ISEC '08: Proceedings of the 1st conference on India software engineering 
conference, ACM, Hyderabad, India, 2008. 
[17] QVT Specification version 1.0. [žiūrėta 2009-04-20]. Prieiga per internetą: 
http://www.omg.org/spec/QVT/1.0/ 
[18] SBVR an Eclipse based plugin to create fact-oriented business models and rules [žiūrėta 
2008 11 08]. Prieiga per internetą: http://sbeaver.sourceforge.net. 
[19] Schacher M. Business Rules from an SBVR and an xUML Perspective (Parts 1–3). Veiklos 
taisyklių žurnalas, 2006, vol. 7, Nr. 6–8. 
[20] Semantics of Business Vocabulary and Business Rules (SBVR), v1.0. OMG formali 
specifikacija/2008-01-02, 2008. 
[21] OMG Unified Modeling Language, Superstructure, V2.1.2. OMG formali specifikacija/2007-
11-02, 2007. 
[22] Šinkevičius E., Butleris R. Transformacija iš UML į SBVR naudojant Atlas kalbą Eclipse 
aplinkoje. // 14-osios Tarpuniversitetinės magistrantų ir doktorantų mokslinės konferencijos 
"Informacinės technologijos" pranešimų medžiaga / Vilniaus universitetas, Vytauto Didžiojo 
universitetas, Kauno technologijos universitetas. [Kaunas] : [Vilniaus universiteto Kauno 
Humanitarinis fakultetas]. ISSN 2029-249X., p. 187-190., 2009 
[23] Šinkevičius E., Tutkutė L. SBVR metamodelio sudarymas ir panaudojimas veiklos žodynų 
transformacijoms į UML taikant ATLAS transformavimo kalbą // Informacinė visuomenė ir 
universitetinės studijos (IVUS) 2010: konferencijos pranešimo medžiaga / Vilniaus 
universitetas, Kauno technologijos universitetas, Vytauto Didžiojo universitetas., 2010 
[24] Tutkutė L., Ručinskaitė Agnė Veiklos taisyklių, grindžiamų šablonais, valdymas 
informacinėse sistemose. // 14-osios Tarpuniversitetinės magistrantų ir doktorantų mokslinės 
konferencijos "Informacinės technologijos" pranešimų medžiaga / Vilniaus universitetas, 
Vytauto Didžiojo universitetas, Kauno technologijos universitetas. [Kaunas] : [Vilniaus 
universiteto Kauno Humanitarinis fakultetas]. ISSN 2029-249X, p. 177-181., 2009 
 68 
[25] Tutkutė L., Šinkevičius E. Veiklos procesų modeliavimo praplėtimas veiklos taisyklėmis // 
Informacinė visuomenė ir universitetinės studijos (IVUS) 2010: konferencijos pranešimo 
medžiaga / Vilniaus universitetas, Kauno technologijos universitetas, Vytauto Didžiojo 
universitetas., 2010 
[26] W3C Recommendations for XSL Transformations (XSLT) version 1.0. [žiūrėta 2009-04-20]. 
Prieiga per internetą: http://www.w3.org/tr/xslt/ 
 
 
 69 
Terminų ir santrumpų žodynėlis  
 
ATL – yra Eclipse.org Model-To-Model (M2M) projekto dalis. Tai yra modelių 
transformavimo kalba apibrėžta metamodeliais ir tekstinę sintakse (angl. Atlas transformation 
language). 
CASE – automatizuotas programų kūrimas (kūrimo sistema) (angl. Computer Aided Software 
Engineering) 
IS – informacinė sistema 
MDA – modeliais grindžiama architektūra, OMG plėtojamas programų sistemų kūrimo būdas 
ir standartų aibė (angl. Model Driven Architecture) 
MDD – modeliais grindžiamas sistemų kūrimas, bendras šiuolaikinis požiūris į programų 
sistemų kūrimą (angl. Model Driven Development) 
OCL – formali išraiškų kalba, UML standarto dalis (angl. Object Constraint Language) 
OMG – mokslinis konsorciumas, kurio pradinis tikslas buvo objektinių metodų standartizavimas, 
tačiau vėliau jo veikla išplito ir į kitas kryptis (angl. Object Management Group) 
OSM – organizacinės struktūros metamodelis, vienas iš OMG standartų veiklos procesų 
modeliavimui (angl. Organization Structure Metamodel)  
SBVR – veiklos žodyno ir veiklos taisyklių semantikos apibrėžimas, duodantis abstrakčius 
formalius pagrindus veiklos taisyklių modeliavimui (angl. Semantics of Business Vocabulary and 
Business Rules) 
UML – unifikuota modeliavimo kalba programų sistemų modeliavimui, konstravimui ir 
dokumentavimui; turi išplėtimo mechanizmus ir pritaikyta daugeliui sričių, tame tarpe veiklos modeliavimui 
(angl. Unified Modeling Language) 
VT – veiklos taisyklė 
XMI – XML schema apsikeitimui metaduomenimis, naudojama UML CASE įrankiuose 
UML modelių metaduomenų aprašymui (angl. XML Metadata Interchange) 
XML - bendros paskirties duomenų struktūrų bei jų turinio aprašomoji kalba (angl. eXtensible 
Markup Language) 
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9. Priedai 
1 priedas. Mokslinis straipsnis tarptautinėje konferencijoje „Information Technologies‘2010“ 
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2 priedas. Mokslinis straipsnis konferencijoje „Informacinė visuomenė ir universitetinės 
studijos (IVUS 2010)“ 
 
 79 
 
 80 
 
 81 
 
 82 
 
 83 
 
 84 
3 priedas. Mokslinis straipsnis konferencijoje „Informacinė visuomenė ir universitetinės 
studijos (IVUS 2010)“ 
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4 priedas. Mokslinis straipsnis konferencijoje „Informacinės technologijos 2009“ 
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5 priedas. Veiklos žodynų transformacijos SBVR2UML specifikacija ATL kalboje 
module VeTISSBVR2UML2; -- Module Template 
create OUT : UML from IN : SBVR; 
 
 
helper def: privateVisibilityValue:UML!VisibilityKind = #private; 
 
helper def: publicVisibilityValue:UML!VisibilityKind = #public; 
 
helper def: compositeAggregation:UML!AggregationKind = #composite; 
 
helper def: returnDirection:UML!ParameterDirectionKind = #return; 
 
helper def: trueValue:Boolean = true; 
 
helper def: falseValue:Boolean = false; 
 
helper def: voidValue:String = 'void'; 
 
helper def: zvaigzde:String='-1'; 
 
helper def: invCounter:Integer = 1; 
 
helper def: preCounter:Integer = 1; 
 
helper def:iteratorCounter:Integer=1; 
 
helper def: unlimitedVariable:UML!UnlimitedNatural= 
 thisModule.zvaigzde.toInteger(); 
 
-- This helper removes "_" signs from the sentence and capitalize each word  
 
helper def: getNameWithNoSpace(s:SBVR!Text):String = s.split('_')-> 
 iterate(i; n: String = '' | n + i.substring(1, 1).toUpper() + i.substring(2, 
i.size()));   
  
-- This helper removes "_" signs from the sentence and capitalize each word, except first 
word 
 
helper def: getNameWithNoSpaceAtr(s:SBVR!Text):String =  
 let text:SBVR!Text = thisModule.getNameWithNoSpace(s) in  
  text.substring(1, 1).toLower() + text.substring(2, text.size()); 
 
helper def: factSymbolAllInstances:Set(SBVR!FactSymbol)=SBVR!FactSymbol.allInstances(); 
 
helper def: termAllInstances:Set(SBVR!Term)=SBVR!Term.allInstances(); 
 
helper def: 
placeholderAllInstances:Set(SBVR!Placeholder)=SBVR!Placeholder.allInstances(); 
 
--SBVR2UML helpers 
 
helper def: getMultiplicityValue (o:SBVR!Placeholder):SBVR!Quantification = 
 SBVR!Quantification.allInstances()->select(q| 
  not q.oclIsTypeOf(SBVR!UniversalQuantification) 
   and SBVR!RoleBinding.allInstances() 
    ->exists(rb|rb.bindableTarget=q.variable 
   and q.scopeFormulation=rb.atomicFormulation 
    and rb.factTypeRole=o.meaning))->asSequence()-
>first(); 
 
helper def: getLowerValue (o:SBVR!Placeholder):SBVR!Quantification = 
 SBVR!AtLeastNQuantification.allInstances()->select(q| 
  SBVR!RoleBinding.allInstances()->exists(rb|rb.bindableTarget=q.variable 
   and q.scopeFormulation=rb.atomicFormulation 
    and rb.factTypeRole=o.meaning))->asSequence()-
>first(); 
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helper def: getNumericValue (o:SBVR!Placeholder):SBVR!Quantification = 
 SBVR!NumericRangeQuantification.allInstances()->select(q| 
  SBVR!RoleBinding.allInstances()->exists(rb|rb.bindableTarget=q.variable 
   and q.scopeFormulation=rb.atomicFormulation 
    and rb.factTypeRole=o.meaning))->asSequence()-
>first(); 
 
helper def: getUpperValue (o:SBVR!Placeholder):SBVR!Quantification = 
 SBVR!AtMostNQuantification.allInstances()->select(q|   
  SBVR!RoleBinding.allInstances()->exists(rb|rb.bindableTarget=q.variable  
   and q.scopeFormulation=rb.atomicFormulation  
    and rb.factTypeRole=o.meaning))->asSequence()-
>first(); 
 
helper def: getUpperOrLowerValue(o:SBVR!Placeholder):SBVR!Quantification = 
 SBVR!ExactlyNQuantification.allInstances()->select(q|  
  SBVR!RoleBinding.allInstances()->exists(rb|rb.bindableTarget=q.variable  
   and q.scopeFormulation=rb.atomicFormulation 
    and rb.factTypeRole=o.meaning))->asSequence()-
>first(); 
 
helper def: getFactSymbolValue(s:String):String = s.split(' ')-> 
 subSequence(2,2)->first();  
  
helper def: isPlaceholderPreferred(pl:SBVR!Placeholder):Boolean= 
 let sententialForm1:SBVR!SententialForm= 
  SBVR!SententialForm.allInstances()->select(sf| 
   sf.designation->includes(pl))->asSequence()->first()in 
 let sententialFormValue:String=sententialForm1.expression.value.toString()in 
 let factSymbolValue:String=thisModule.getFactSymbolValue(sententialFormValue) in 
  thisModule.factSymbolAllInstances->exists(fs|fs.preferred=true  
   and fs.meaning=sententialForm1.meaning 
    and fs.expression.value.toString()=factSymbolValue); 
 
helper def: getGeneralizations(o:SBVR!Term):Sequence(SBVR!Designation)=  
 SBVR!Designation.allInstances()-> 
  select(c|c.meaning.oclIsTypeOf(SBVR!CategorizationFactType))-> 
   select(cc|cc.meaning.role->first().objectType-> 
asSequence()->first()=o.meaning  
    and o.preferred=true)->asSequence(); 
  
helper def : getPackagedElementsRef(): Sequence(SBVR!Designation)=   
thisModule.termAllInstances->select(e |e.preferred=true and 
(e.meaning.oclIsTypeOf(SBVR!ObjectType) 
   or e.meaning.oclIsTypeOf(SBVR!CategorizationType)))->union 
    (thisModule.factSymbolAllInstances-
>select(e|e.preferred=true  
     and 
(e.meaning.oclIsTypeOf(SBVR!AssociativeFactType) 
    or e.meaning.oclIsTypeOf(SBVR!PartitiveFactType))))-> 
     union(SBVR!Name->allInstances()->select(ic| 
    -- ic.preferred=true and  
   ic.refersTo->asSequence()->first().oclIsKindOf 
(SBVR!CategorizationScheme)))->asSequence(); 
 
helper def: getOwnedRules():Sequence(SBVR!Designation)= 
 thisModule.getInvariants()->union(thisModule.getPreconditions()); 
 
helper def: getInvariants():Sequence(SBVR!Designation)= 
 SBVR!Statement.allInstances()->select(st|thisModule.isStructuralRule(st)or 
  thisModule.isDerivationRule(st))->asSequence(); 
 
helper def: getOwnedAttributes(o:SBVR!Term):Sequence(SBVR!Placeholder)= 
 let b:Sequence(SBVR!Placeholder)= 
  SBVR!AssociativeFactType.allInstances()->select(pft| 
    thisModule.factTypeIsAssociation(pft) and 
   pft.role->last().objectType->asSequence()->first()=o.meaning 
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   and o.preferred=true )-> 
  collect(pf|pf.role->first())->asSequence()-> 
   iterate(p;acc:Sequence(SBVR!Placeholder)=Sequence{}| 
    let 
a:Sequence(SBVR!Placeholder)=thisModule.placeholderAllInstances-> 
   select(pl|pl.meaning=p)in acc->append(a))in 
   
 let c:Sequence(SBVR!Placeholder)= 
  SBVR!AssociativeFactType.allInstances()->select(pft| 
   thisModule.factTypeIsAssociation(pft) and 
  pft.role->first().objectType->asSequence()->first()=o.meaning)-> 
   collect(pf|pf.role->last())->asSequence()-> 
    iterate(p;acc:Sequence(SBVR!Placeholder)=Sequence{}| 
   let 
a:Sequence(SBVR!Placeholder)=thisModule.placeholderAllInstances 
->select(pl|pl.meaning=p)in 
  acc->append(a))in 
   
 let d:Sequence(SBVR!Placeholder)= 
  SBVR!IsPropertyOfFactType.allInstances()->select(pft| 
   pft.role->last().objectType->asSequence()->first()=o.meaning)-> 
    collect(pf|pf.role->first())->asSequence()-> 
    
 iterate(p;acc:Sequence(SBVR!Placeholder)=Sequence{}| 
   let 
a:Sequence(SBVR!Placeholder)=thisModule.placeholderAllInstances 
->select(pl|pl.meaning=p)in 
  acc->append(a))in 
    
 let e:Sequence(SBVR!Placeholder)= 
  SBVR!PartitiveFactType.allInstances()->select(pft| 
   pft.role->last().objectType->asSequence()->first()=o.meaning)-> 
    collect(pf|pf.role->first())->asSequence()-> 
    iterate(p;acc:Sequence(SBVR!Placeholder)=Sequence{}| 
   let 
a:Sequence(SBVR!Placeholder)=thisModule.placeholderAllInstances 
->select(pl|pl.meaning=p)in 
  acc->append(a))in 
   
 let f:Sequence(SBVR!Placeholder)= 
  SBVR!PartitiveFactType.allInstances()->select(pft| 
   pft.role->first().objectType->asSequence()->first()=o.meaning)-> 
    collect(pf|pf.role->last())->asSequence()-> 
   iterate(p;acc:Sequence(SBVR!Placeholder)=Sequence{}| 
  let a:Sequence(SBVR!Placeholder)=thisModule.placeholderAllInstances 
->select(pl|pl.meaning=p)in 
  acc->append(a))in 
    
 let g:Sequence(SBVR!Placeholder)=SBVR!Characteristic.allInstances() 
  ->select(pft| 
   pft.role->last().objectType->asSequence()->first()=o.meaning)-> 
    collect(pf|pf.role->first())->asSequence()-> 
    
 iterate(p;acc:Sequence(SBVR!Placeholder)=Sequence{}| 
    let 
a:Sequence(SBVR!Placeholder)=thisModule.placeholderAllInstances 
 ->select(pl|pl.meaning=p)in 
   acc->append(a)) 
     
  in d->union(b)->union(c)->union(e)->union(f)->union(g); 
 
helper def: factTypeIsOperation(o:SBVR!AssociativeFactType):Boolean= 
 SBVR!AtomicFormulation.allInstances()->exists(af|af.factType=o and 
  SBVR!ModalFormulation.allInstances()->exists(mf| 
   (mf.oclIsTypeOf(SBVR!ObligationFormulation)or 
    mf.oclIsTypeOf(SBVR!PermissibilityFormulation))and 
     if 
mf.logicalFormulation.oclIsTypeOf(SBVR!UniversalQuantification)then 
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     if 
mf.logicalFormulation.scopeFormulation.oclIsTypeOf(SBVR!AtomicFormulation)then 
  mf.logicalFormulation.scopeFormulation=af 
     else if  
mf.logicalFormulation.scopeFormulation.oclIsTypeOf(SBVR!Implication)then  
  mf.logicalFormulation.scopeFormulation.consequent=af  
   else false endif endif else false endif)); 
     
helper def: factTypeIsAssociation(o:SBVR!AssociativeFactType):Boolean= 
 not thisModule.factTypeIsOperation(o) or 
  SBVR!AtomicFormulation.allInstances()->exists(af|af.factType=o and 
   SBVR!ModalFormulation.allInstances()->exists(mf| 
    (mf.oclIsTypeOf(SBVR!NecessityFormulation) or 
    
 mf.oclIsTypeOf(SBVR!PossibilityFormulation)) and  
      if 
mf.logicalFormulation.oclIsTypeOf(SBVR!UniversalQuantification)then 
--if mf.logicalFormulation.scopeFormulation=af then true else 
    if 
mf.logicalFormulation.scopeFormulation.oclIsKindOf(SBVR!Quantification) then  
   mf.logicalFormulation.scopeFormulation.scopeFormulation=af else 
false endif else false endif)); 
     
helper def: getOwnedOperations(o:SBVR!Term):Sequence(SBVR!AssociativeFactType)= 
 SBVR!AssociativeFactType.allInstances()->select(ft| 
  ft.role->last().objectType->asSequence()->first()=o.meaning)-> 
asSequence()-> 
iterate(p;acc:Sequence(SBVR!AssociativeFactType)=Sequence{}| 
    if thisModule.factTypeIsOperation(p)then acc-
>append(p) 
     else acc endif)->asSequence(); 
      
helper def: getMemberEnds(s:SBVR!FactSymbol):Sequence(SBVR!Placeholder)= 
thisModule.placeholderAllInstances->select(r| 
 r.meaning=s.meaning.role->first())->asSequence()-> 
 union(thisModule.placeholderAllInstances->select(r|r.meaning=s.meaning.role 
->last())->asSequence() 
    );   
 
helper def: 
categorizationSchemeNameOfCategorizationFactSymbol(fs:SBVR!FactSymbol):SBVR!Name= 
 let category1:SBVR!ObjectType=fs.meaning.role->first().objectType->asSequence() 
->first() in 
   SBVR!Name.allInstances()->select(na| 
    na.refersTo->asSequence()->  
 first().oclIsKindOf(SBVR!CategorizationScheme))-> 
    select(na|na.refersTo->asSequence()-
>first().containsCategory 
->includes(category1))->asSequence()->first(); 
  
helper def:  
isCategorizationFactTypeWithCategorizationScheme(cf:SBVR!FactSymbol):Boolean= 
  not 
thisModule.categorizationSchemeNameOfCategorizationFactSymbol(cf).oclIsUndefined(); 
 
 
--SBVR2UML rules  
   
 
rule Vocabulary2Package { 
 
from 
 
s : SBVR!Name(s.meaning.oclIsTypeOf(SBVR!IndividualConcept)  
 and s.refersTo->asSequence()->first().oclIsTypeOf(SBVR!Vocabulary)) 
 
to 
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t : UML!Model ( 
 
name <- 'Data' 
, 
viewpoint <- '' 
, 
ownedComment <- Sequence {author} 
, 
packagedElement <- Sequence {pack} 
) 
, 
author: UML!Comment ( 
body <- 'Author:Created by VeTIS' 
) 
, 
pack: UML!Package ( 
 
name <- thisModule.getNameWithNoSpace(s.expression.value) 
, 
packagedElement <- thisModule.getPackagedElementsRef()->including(constraintPackage) 
 
) 
, 
constraintPackage:UML!Package( 
 name<-'Constraints' 
 , 
 ownedRule<-thisModule.getOwnedRules() 
) 
} 
 
rule Term2PrimitiveType { 
  
 from 
  s:SBVR!Term(s.meaning.oclIsTypeOf(SBVR!ObjectType) 
   and s.preferred=true 
    and (s.expression.value='integer' 
     or s.expression.value='text' 
      or 
s.expression.value='number' 
       or 
s.expression.value='null' 
        or 
s.expression.value='boolean')) 
   to 
  t : UML!PrimitiveType ( 
   name <- if s.expression.value='integer'then 'Integer' 
    else if s.expression.value='text'then 'String' 
     else if s.expression.value='number' then  
      'UnlimitedNatural' 
     else if s.expression.value='null' then 
'void' 
    else 'Boolean' endif endif endif endif 
  
   ) 
  } 
 
 
rule Placeholder2OwnedAttribute { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and  
  SBVR!IsPropertyOfFactType.allInstances()->exists(a|a.role 
   ->first()=s.meaning) 
 )  
  
 to 
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 t : UML!Property ( 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value) 
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <- thisModule.termAllInstances-> 
  select(tt|tt.preferred=true and  
   tt.meaning=s.meaning.objectType->asSequence()->first()) 
    ->asSequence()->first() 
  ) 
 } 
 
 
rule Placeholder2OwnedAssociation { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole) 
  and thisModule.isPlaceholderPreferred(s)and 
   thisModule.getMultiplicityValue(s).oclIsUndefined() 
    and (thisModule.factSymbolAllInstances->select 
     (a|a.preferred=true and  
     
 a.meaning.oclIsTypeOf(SBVR!AssociativeFactType) 
      and  
 thisModule.factTypeIsAssociation(a.meaning))-> 
  exists(b|b.meaning.role->asSequence() 
   ->includes(s.meaning))or 
    (thisModule.factSymbolAllInstances->select 
     (a|a.preferred=true and  
    a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   exists(b|b.meaning.role->last()=s.meaning))) 
   )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value) 
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
   tt.meaning=s.meaning.objectType->asSequence()-> 
    first())->asSequence()->first() 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!AssociativeFactType) 
   and thisModule.factTypeIsAssociation(a.meaning))-> 
    select(b|b.meaning.role->asSequence()-
>includes(s.meaning)) 
     ->asSequence()->first() 
 , 
 upperValue <- upperValueDefault 
 , 
 lowerValue <- lowerValueDefault 
 ) 
 , 
  
 upperValueDefault:UML!LiteralUnlimitedNatural 
  (name<-'', 
   value<-thisModule.unlimitedVariable 
  ) 
  , 
 lowerValueDefault:UML!LiteralInteger ( 
  name<-'', 
  value<-0 
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  ) 
 } 
   
rule Placeholder2OwnedAssociationWithCardinalities { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole) 
  and thisModule.isPlaceholderPreferred(s) 
   and not thisModule.getLowerValue(s).oclIsUndefined() 
    and not thisModule.getUpperValue(s).oclIsUndefined() 
and  
   (thisModule.factSymbolAllInstances->select 
    (a|a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
   exists(b|b.meaning.role->asSequence()->includes(s.meaning))or 
  (thisModule.factSymbolAllInstances->select 
   (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
    exists(b|b.meaning.role->last()=s.meaning))) 
    )  
  
to 
 
t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value)  
  , 
 visibility <- thisModule.privateVisibilityValue 
  , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
   tt.meaning=s.meaning.objectType->asSequence()->first()) 
    ->asSequence()->first() 
  , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
   select(b|b.meaning.role->includes(s.meaning))->asSequence()-
>first() 
  , 
 upperValue <- upperValue1 
 , 
 lowerValue <- lowerValue1 
  ) 
  , 
 upperValue1:UML!LiteralUnlimitedNatural ( 
  name <-'', 
  value <- 
thisModule.getUpperValue(s).maximumCardinality.value.toString().toInteger() 
  ) 
  , 
 lowerValue1:UML!LiteralInteger ( 
 name <- '', 
  value <-  
  thisModule.getLowerValue(s).minimumCardinality.value.toString().toInteger() 
  ) 
} 
 
rule Placeholder2ownedAssociationWithExactCardinalities { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and 
  thisModule.isPlaceholderPreferred(s) and 
   not thisModule.getUpperOrLowerValue(s).oclIsUndefined() 
    and (thisModule.factSymbolAllInstances->select 
    
 (a|a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
    exists(b|b.meaning.role->asSequence()-
>includes(s.meaning))or 
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   (thisModule.factSymbolAllInstances->select 
    (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
     exists(b|b.meaning.role-
>last()=s.meaning))) 
   )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value)  
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
   tt.meaning=s.meaning.objectType->asSequence()->first()) 
    ->asSequence()->first() 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValue1 
 , 
 lowerValue <- lowerValue1) 
 , 
 upperValue1:UML!LiteralUnlimitedNatural ( 
  name <-'', 
  value <-  
 thisModule.getUpperOrLowerValue(s).cardinality.value.toString().toInteger() 
  ) 
 , 
 lowerValue1:UML!LiteralInteger ( 
 name <- '', 
  value <-  
 thisModule.getUpperOrLowerValue(s).cardinality.value.toString().toInteger() 
 ) 
} 
 
rule Placeholder2OwnedAssociationWithNumericCardinalities { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and 
  thisModule.isPlaceholderPreferred(s) and 
   not thisModule.getNumericValue(s).oclIsUndefined() 
    and (thisModule.factSymbolAllInstances->select 
    
 (a|a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
    exists(b|b.meaning.role->asSequence()-
>includes(s.meaning))or 
   (thisModule.factSymbolAllInstances->select 
    (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
     exists(b|b.meaning.role-
>last()=s.meaning))) 
   )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value)  
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
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  thisModule.termAllInstances->select(tt|tt.preferred=true and  
   tt.meaning=s.meaning.objectType->asSequence()-> 
    first())->asSequence()->first() 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValue1 
 , 
 lowerValue <- lowerValue1) 
 , 
 upperValue1:UML!LiteralUnlimitedNatural ( 
  name <-'', 
  value <-  
 thisModule.getNumericValue(s).maximumCardinality.value.toString().toInteger() 
  ) 
  , 
 lowerValue1:UML!LiteralInteger ( 
 name <- '', 
  value <-  
 thisModule.getNumericValue(s).minimumCardinality.value.toString().toInteger() 
 ) 
} 
   
rule Placeholder2OwnedAssociationWithLowerCardinalities { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and 
  thisModule.isPlaceholderPreferred(s) and 
   not thisModule.getLowerValue(s).oclIsUndefined() 
    and thisModule.getUpperValue(s).oclIsUndefined() 
   and (thisModule.factSymbolAllInstances->select 
    (a|a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
     exists(b|b.meaning.role->asSequence() 
      ->includes(s.meaning))or 
     (thisModule.factSymbolAllInstances-
>select 
    (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   exists(b|b.meaning.role->includes(s.meaning)))) 
  )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value)  
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
 tt.meaning=s.meaning.objectType->asSequence()->first())->asSequence()->first() 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValueDefault 
 , 
 lowerValue <- lowerValue1 
  ) 
 , 
 upperValueDefault:UML!LiteralUnlimitedNatural 
  ( name<-'', 
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   value<-thisModule.unlimitedVariable 
  ) 
 , 
 lowerValue1:UML!LiteralInteger ( 
  name <- '', 
  value <-  
 thisModule.getLowerValue(s).minimumCardinality.value.toString().toInteger() 
  ) 
 } 
 
rule Placeholder2OwnedAssociationWithUpperCardinalities { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and 
  thisModule.isPlaceholderPreferred(s) and 
   not thisModule.getUpperValue(s).oclIsUndefined() 
    and thisModule.getLowerValue(s).oclIsUndefined() 
   and (thisModule.factSymbolAllInstances->select 
    (a|a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
     exists(b|b.meaning.role->asSequence() 
      ->includes(s.meaning))or 
     (thisModule.factSymbolAllInstances-
>select 
    (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   exists(b|b.meaning.role->last()=s.meaning))) 
  )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value)  
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
   tt.meaning=s.meaning.objectType->asSequence()->first()) 
    ->asSequence()->first() 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!AssociativeFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValue1 
 , 
 lowerValue <- lowerValueDefault) 
 , 
 upperValue1:UML!LiteralUnlimitedNatural ( 
  name <-'', 
  value <-  
 thisModule.getUpperValue(s).maximumCardinality.value.toString().toInteger() 
  ) 
  , 
 lowerValueDefault:UML!LiteralInteger ( 
  name<-'', 
  value<-0 
  ) 
 } 
  
rule Placeholder2Characteristic { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and  
  thisModule.factSymbolAllInstances->select 
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   (a|a.preferred=true and  
    a.meaning.oclIsTypeOf(SBVR!Characteristic))-> 
   exists(b|b.meaning.role->asSequence()->first()=s.meaning))  
  
 to 
 
 t : UML!Property ( 
 
   
 name <- let ftr:SBVR!FactSymbol=thisModule.factSymbolAllInstances-> 
  select(ch|ch.preferred=true and 
    ch.meaning.oclIsTypeOf(SBVR!Characteristic))-> 
     select(bc|bc.meaning.role-
>first()=s.meaning) 
    ->asSequence() in 
   thisModule.getNameWithNoSpaceAtr(ftr->first().expression.value) 
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <- thisModule.termAllInstances-> 
  select(tt|tt.preferred=true and  
   tt.expression.value='boolean')->asSequence()->first() 
  ) 
 } 
 
rule Placeholder2ownedCompositeAssociation { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and 
  thisModule.isPlaceholderPreferred(s)and  
   thisModule.getMultiplicityValue(s).oclIsUndefined()  
    and thisModule.factSymbolAllInstances->select 
    
 (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
      exists(b|b.meaning.role-
>first()=s.meaning) 
    )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value) 
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
 tt.meaning=s.meaning.objectType->asSequence()->first())->asSequence()->first() 
 , 
 aggregation <- thisModule.compositeAggregation 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValueDefault 
 , 
 lowerValue <- lowerValueDefault 
  ) 
 , 
  
 upperValueDefault:UML!LiteralUnlimitedNatural 
  (name<-'', 
   value<-thisModule.unlimitedVariable 
  ) 
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 , 
 lowerValueDefault:UML!LiteralInteger ( 
  name<-'', 
  value<-0 
 ) 
} 
 
rule Placeholder2ownedCompositeAssociationWithCard { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and 
  thisModule.isPlaceholderPreferred(s) and 
   not thisModule.getLowerValue(s).oclIsUndefined() 
    and not thisModule.getUpperValue(s).oclIsUndefined() 
     and thisModule.factSymbolAllInstances-
>select 
    (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
     exists(b|b.meaning.role-
>first()=s.meaning) 
     )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value) 
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
   tt.meaning=s.meaning.objectType->asSequence()->first()) 
    ->asSequence()->first() 
 , 
 aggregation <- thisModule.compositeAggregation 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValue1 
 , 
 lowerValue <- lowerValue1 
  ) 
 , 
 upperValue1:UML!LiteralUnlimitedNatural ( 
  name <-'', 
  value <-  
 thisModule.getUpperValue(s).maximumCardinality.value.toString().toInteger() 
  ) 
 , 
 lowerValue1:UML!LiteralInteger ( 
 name <- '', 
  value <- 
thisModule.getLowerValue(s).minimumCardinality.value.toString().toInteger() 
 ) 
} 
 
rule Placeholder2ownedCompositeAssociationWithExactCard { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and 
  thisModule.isPlaceholderPreferred(s) and 
   not thisModule.getUpperOrLowerValue(s).oclIsUndefined() 
    and thisModule.factSymbolAllInstances->select 
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 (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
      exists(b|b.meaning.role-
>first()=s.meaning) 
    )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value) 
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
   tt.meaning=s.meaning.objectType->asSequence()->first()) 
  ->asSequence()->first() 
 , 
 aggregation <- thisModule.compositeAggregation 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValue1 
 , 
 lowerValue <- lowerValue1) 
 , 
 upperValue1:UML!LiteralUnlimitedNatural ( 
  name <-'', 
  value <- 
thisModule.getUpperOrLowerValue(s).cardinality.value.toString().toInteger() 
  ) 
 , 
 lowerValue1:UML!LiteralInteger ( 
 name <- '', 
  value <-  
 thisModule.getUpperOrLowerValue(s).cardinality.value.toString().toInteger() 
 ) 
} 
 
rule Placeholder2ownedCompositeAssociationWithNumericCard { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole)and 
  thisModule.isPlaceholderPreferred(s) and 
   not thisModule.getNumericValue(s).oclIsUndefined() 
    and thisModule.factSymbolAllInstances->select 
    
 (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
      exists(b|b.meaning.role-
>first()=s.meaning) 
    )  
  
 to 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value) 
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
   tt.meaning=s.meaning.objectType->asSequence()->first()) 
  ->asSequence()->first() 
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 , 
 aggregation <- thisModule.compositeAggregation 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValue1 
 , 
 lowerValue <- lowerValue1) 
 , 
 upperValue1:UML!LiteralUnlimitedNatural ( 
  name <-'', 
  value <-  
 thisModule.getNumericValue(s).maximumCardinality.value.toString().toInteger() 
  ) 
 , 
 lowerValue1:UML!LiteralInteger ( 
  name <- '', 
  value <-  
 thisModule.getNumericValue(s).minimumCardinality.value.toString().toInteger() 
 ) 
} 
 
rule Placeholder2ownedCompositeAssociationWithUpperCard { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole) and 
  thisModule.isPlaceholderPreferred(s) and 
   thisModule.getLowerValue(s).oclIsUndefined() 
    and not thisModule.getUpperValue(s).oclIsUndefined() 
   and thisModule.factSymbolAllInstances->select 
    (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
     exists(b|b.meaning.role-
>first()=s.meaning) 
   )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value) 
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
 tt.meaning=s.meaning.objectType->asSequence()->first())->asSequence()->first() 
 , 
  aggregation <- thisModule.compositeAggregation 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValue1 
 , 
 lowerValue <- lowerValueDefault 
  ) 
 , 
 upperValue1:UML!LiteralUnlimitedNatural ( 
  name <-'', 
  value <-  
 thisModule.getUpperValue(s).maximumCardinality.value.toString().toInteger() 
  ) 
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 , 
 lowerValueDefault:UML!LiteralInteger ( 
  name<-'', 
  value<-0 
 ) 
} 
 
rule Placeholder2ownedCompositeAssociationWithLowerCard { 
 
 from 
 
 s : SBVR!Placeholder(s.meaning.oclIsTypeOf(SBVR!FactTypeRole) 
  and thisModule.isPlaceholderPreferred(s)  
   and not thisModule.getLowerValue(s).oclIsUndefined() 
    and thisModule.getUpperValue(s).oclIsUndefined() 
     and thisModule.factSymbolAllInstances-
>select 
    (a|a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   exists(b|b.meaning.role->first()=s.meaning)  
  
    )  
  
 to 
 
 t : UML!Property ( 
 
 name <- thisModule.getNameWithNoSpaceAtr(s.expression.value) 
 , 
 visibility <- thisModule.privateVisibilityValue 
 , 
 type <-  
  thisModule.termAllInstances->select(tt|tt.preferred=true and  
 tt.meaning=s.meaning.objectType->asSequence()->first())->asSequence()->first() 
 , 
  aggregation <- thisModule.compositeAggregation 
 , 
 association <- thisModule.factSymbolAllInstances->select 
  (a|a.preferred=true and a.meaning.oclIsTypeOf(SBVR!PartitiveFactType))-> 
   select(b|b.meaning.role->asSequence()->includes(s.meaning)) 
    ->asSequence()->first() 
 , 
 upperValue <- upperValueDefault 
 , 
 lowerValue <- lowerValue1 
  ) 
 , 
 upperValueDefault:UML!LiteralUnlimitedNatural 
  ( name<-'', 
   value<-thisModule.unlimitedVariable 
   ) 
   , 
 lowerValue1:UML!LiteralInteger ( 
  name <- '', 
  value <-  
 thisModule.getNumericValue(s).minimumCardinality.value.toString().toInteger() 
 ) 
} 
 
 
rule FactSymbol2Association { 
 
 from 
  s : SBVR!FactSymbol (s.preferred=true and 
   (s.meaning.oclIsTypeOf(SBVR!AssociativeFactType) 
     and thisModule.factTypeIsAssociation(s.meaning)or 
    
 s.meaning.oclIsTypeOf(SBVR!PartitiveFactType))) 
 to 
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  t : UML!Association ( 
   name <- thisModule.getNameWithNoSpaceAtr(s.expression.value), 
    memberEnd <- thisModule.getMemberEnds(s) 
 ) 
} 
   
 
rule CategorizationFactSymbol2Generalization { 
  
 from  
  
 s:SBVR!FactSymbol(s.preferred=true and  
  s.meaning.oclIsTypeOf(SBVR!CategorizationFactType) and not  
   thisModule.isCategorizationFactTypeWithCategorizationScheme(s) 
   ) 
  to 
  t:UML!Generalization ( 
    
  isSubstitutable <- thisModule.trueValue 
  , 
  general<-thisModule.termAllInstances->select(ss|ss.preferred=true  
   and ss.meaning.oclIsTypeOf(SBVR!ObjectType)  
    and s.meaning.role->last().objectType->asSequence()-> 
     first()=ss.meaning)->asSequence()-
>first() 
 ) 
} 
 
rule CategorizationFactSymbol2GeneralizationWithGeneralizationSet { 
  
 from  
  
  s:SBVR!FactSymbol(s.preferred=true and  
 s.meaning.oclIsTypeOf(SBVR!CategorizationFactType) 
  and thisModule.isCategorizationFactTypeWithCategorizationScheme(s)) 
    
 to 
   
 t:UML!Generalization ( 
    
  isSubstitutable <- thisModule.trueValue 
  , 
  general<-thisModule.termAllInstances->select(ss|ss.preferred=true  
   and ss.meaning.oclIsTypeOf(SBVR!ObjectType)  
  and s.meaning.role->last().objectType->asSequence()-> 
   first()=ss.meaning)->asSequence()->first() 
  , 
  generalizationSet <- 
   thisModule.categorizationSchemeNameOfCategorizationFactSymbol(s) 
 ) 
} 
 
rule CategorizationSchemeName2GeneralizationSet { 
 
 from  
  
 s:SBVR!Name( 
  --s.preferred=true and  
  s.refersTo->asSequence()->first().oclIsKindOf(SBVR!CategorizationScheme)) 
   
 to 
  
 t:UML!GeneralizationSet( 
   
 name<-thisModule.getNameWithNoSpace(s.expression.value) 
 , 
 isCovering<- 
 if s.refersTo->asSequence()->first().oclIsTypeOf(SBVR!Segmentation) then  
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  thisModule.trueValue else 
   thisModule.falseValue endif 
 ,  
 isDisjoint<-thisModule.trueValue 
 ,  
 powertype<-thisModule.termAllInstances->select(te|te.preferred=true and  
  s.refersTo->asSequence()->first().isBasedOn=te.meaning)-> 
   asSequence()->first() 
 ) 
 } 
  
 
rule Statement2StructuralRule { 
 
 from  
 
 s : SBVR!Statement (thisModule.isStructuralRule(s)  
  )       
  
 
 to 
  
 t : UML!Constraint( 
  name <- 'inv'+thisModule.className(s)+thisModule.invCounter.toString() 
  , 
  constrainedElement <- thisModule.constrainedElem(s) 
  , 
  specification <- ruleSpecification 
  ) 
  , 
  ruleSpecification:UML!OpaqueExpression ( 
   name<-'', 
   language<-'OCL2.0', 
   body<-thisModule.bodyOclText(thisModule.centralFormulation(s)) 
  ) 
  do {  
  thisModule.invCounter <- thisModule.invCounter + 1; 
  } 
 } 
     
rule StatementWithDeonticImplication2Precondition { 
 
 from  
 
 s : SBVR!Statement( 
  thisModule.isPrecondition(s))  
    
 using 
{logicalFormulation1:SBVR!LogicalFormulation=thisModule.centralFormulation(s).antecedent; 
  }  
 
   
 to 
  
 t : UML!Constraint( 
  name <- 'pre'+thisModule.opName(s)+thisModule.preCounter.toString() 
  , 
  constrainedElement <- Sequence{thisModule.baseFactType(s)} 
  , 
  specification <- ruleSpecification 
  ) 
  , 
  ruleSpecification:UML!OpaqueExpression ( 
   name<-'', 
   language<-'OCL2.0', 
   body<-thisModule.bodyOclText(logicalFormulation1) 
   ) 
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  do {  
  thisModule.preCounter <- thisModule.preCounter + 1; 
    
  } 
 } 
      
rule StatementWithDerivation2Invariant { 
 
 from  
 
 s : SBVR!Statement( 
  thisModule.isDerivationRule(s))  
 
     
 to 
  
 t : UML!Constraint( 
  name <- 'inv'+thisModule.className(s)+thisModule.invCounter.toString() 
  , 
  constrainedElement <- thisModule.constrainedElem(s) 
  , 
  specification <- ruleSpecification 
  ) 
  , 
  ruleSpecification:UML!OpaqueExpression ( 
   name<-'', 
   language<-'OCL2.0', 
   body<-  
    thisModule.bodyOclText(thisModule.baseFormulation(s)) 
             +' implies ' 
    + 
thisModule.bodyOclText(thisModule.centralFormulation(s).antecedent) 
    ) 
    
  do {  
  thisModule.invCounter <- thisModule.invCounter + 1; 
  thisModule.iteratorCounter <- thisModule.iteratorCounter + 1; 
   
  } 
 } 
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6 priedas. VeTIS įrankio mokomoji medžiaga, demonstracija 
Sukurta VeTIS įrankio demonstracija, kuri randasi: 
http://www.magicdraw.com/magicdraw_resources. 
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7 priedas. Tyrimo planas 2008-2010 metais 
 
Prognozuojama tyrimo darbų vykdymo pradžia – 2008 m. spalio-lapkričio mėnesiai. 
Tyrimas bus vykdomas iki 2010 m. pradžios. Projekto vykdymo darbų planas, darbus paskirstant 
metų ketvirčių tikslumu, pateikiamas 9.1 lentelėje. Detalesnis suplanavimas nėra tikslingas. Greta 
darbų pavadinimų nurodoma jų numatoma apytikslė trukmė mėnesiais. 
9.1 lentelė. Tyrimo planas 2008-2010 metais 
 
2008 m. 2009 m. 2010 m. 
Nr. Darbo pavadinimas Trukmė mėn. 
III IV I II III IV I II 
1.  Esamų veiklos 
taisyklių (VT) 
surinkimo ir 
specifikavimo 
metodų analizė. 
1-2 
        
2.  Veiklos žodyno 
išgavimo iš 
probleminės srities 
tyrimas. 
1-2 
        
3.  VŽ integravimo į 
informacinių sistemų 
(IS) kūrimą analizė. 
2-4 
        
4.  VŽ atvaizdavimo 
programiniame kode 
galimybių analizė. 
2 
        
5.  VŽ transformavimo 
metodo sukūrimas. 
3-4 
        
6.  Sukurtojo metodo 
realizacija ir jo 
įvertinimas. 
6 
        
7.  Sukurtojo įskiepio 
testavimas ir metodo 
įvertinimas.  
1 
        
 
