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v
 Einleitung
Ein wichtiger Gesch

aftsbereich moderner Banken ist das Investmentbanking Das In
vestmentbanking umfat neben Dienstleistungen zur Finanzierung von Unternehmen
wie beispielsweise der Emission von Aktien oder Anleihen auch Handelsaktivit

aten
auf verschiedenen M

arkten mit unterschiedlichen Finanzinstrumenten Diese Finanz
instrumente werden mit unterschiedlichen Zielen gehandelt welche in der Risikomini
mierung der Spekulation und der Ausnutzung von Arbitragem

oglichkeiten zu sehen
sind Hul Das Gewicht der Handelsaktivit

aten wird dabei allein schon aus den
erzielten Ums

atzen deutlich Im Monat M

arz dieses Jahres wurde erstmals die Um
satzgrenze von einer Billion DM an den deutschen Wertpapierb

orsen

uberschritten
allein am 

	 lag der Umsatz nur im Aktienhandel an den deutschen Wertpa
pierb

orsen bei einem Rekordwert von 
 Mrd DM DB Neben dem Handel an den
Wertpapierb

orsen wird aber auch auf den OverTheCounter M

arkten Hul gehan
delt dh Anbieter und Nachfrager eines Finanzinstruments schlieen ihre Gesch

afte
direkt ab ohne den Umweg

uber eine B

orse Damit liegen die erzielten Ums

atze noch

uber den oben genannten Zahlen
Der Handel der Finanzinstrumente erfolgt dabei teilweise rein elektronisch wie beim
XetraSystem in Deutschland K

aufer und Verk

aufer geben ihre Auftr

age einem lo
kalen Terminal ein der Computer bestimmt dann unter Ber

ucksichtigung der Preis
und Mengenvorstellungen der K

aufer und Verk

aufer den Preis zu dem der maxima
le Umsatz get

atigt werden kann Bei einer Pr

asenzb

orse

ubernimmt diese Aufgabe
der Kursmakler Sch Bei den oben aufgelisteten Zahlen ist die Bedeutung von
fehlerfreier Software im Investmentbanking oensichtlich
Wie abh

angig die Wertpapierb

orsen schon von der Rechnerunterst

utzung sind wird
insbesondere bei einem Rechnerausfall deutlich Durch Rechnerausf

alle am  und
am 	
 wurde an der Frankfurter Wertpapierb

orse der Handel stundenlang
unterbrochen Welt Die Verluste waren an diesen Tagen immens da der Handel
an anderen B

orsen und im Ausland weiterhin stattfand und in Frankfurt nicht darauf
reagiert werden konnte Nach Mah bedeutet ein einst

undiger Rechnerausfall f

ur
eine Bank einen Verlust von rund  Mio DM allein im Aktienhandel
Der Wunsch nach fehlerfreier Software ist also in Anbetracht der erzielten Ums

atze
und leider auch der Probleme in j

ungster Zeit begr

undet Bisher wurden die Anfor
derungen an den SoftwareTest im Investmentbanking insbesondere im Handel von

Finanzinstrumenten kaum untersucht Es gibt zwar schon Ver

offentlichungen die
Entwurfsmuster und Rahmenwerke f

ur die Entwicklung von spezieller Software in
diesem Umfeld beschreiben ZSa ZSb ZSc EG BE	 aber es existieren
nach bestem Wissen des Autors keine Ver

oentlichungen die die Aspekte des Testens
untersuchen
Aber auch fehlerfreie Software kann ein wirtschaftliches Risiko beinhalten An der
Wall Street in New York wird nach Vir jedes f

unfte bis sechste Gesch

aft in Aktien
von einem Computer entschieden Wenn allerdings zu viele Handelsparteien durch
dieselbe Software bzw

ahnliche Software dieselbe Strategie verfolgen kann in be
stimmten Situationen die Nachfrage oder das Angebot in einer Aktie fehlen so da
der Preis der entsprechenden Aktie sich extrem nach oben oder unten bewegen kann
Am Schwarzen Montag dem 
 trugen solche Handelsprogramme zu einem
Crash der B

orse in New York bei An diesem Tag verlor der Dow Jones Index mehr
als 
  Kritisiert wird auch die Qualit

at der automatisch bestimmten Preise im
XetraSystem Besonders zu Beginn und am Ende eines Handelstages treten h

aug
groe Preisunterschiede zwischen der Pr

asenz und der ComputerB

orse auf Mah
Software mu also nicht nur fehlerfrei entwickelt sondern auch richtig eingesetzt wer
den
Das Investmentbanking besitzt einige Besonderheiten die sich auch auf die Software
Unterst

utzung auswirken Dazu geh

ort zum einen die Tatsache da die M

arkte auf
denen agiert wird relativ

eng sind und sich auch schnell ver

andern Aus diesem
Grund m

ussen Markterfordernisse schnell erkannt und auch ausgenutzt werden Da
zu kann beispielsweise die Entwicklung neuer Finanzinstrumente geh

oren Auerdem
m

ussen auch zur Erhaltung der Wettbewerbsf

ahigkeit regelm

aig neue Dienstleistun
gen bzw neue Finanzinstrumente in die M

arkte eingef

uhrt werden Es mu vor allem
m

oglich sein auf Marktl

ucken schnell reagieren zu k

onnen Die Wettbewerbsf

ahigkeit
ist nur dann sichergestellt wenn auch die Entwicklung der entsprechenden Software
Unterst

utzung angepat ist Der SoftwareProze mu dazu relativ exibel sein Die
Entwicklung der Software mu in m

oglichst kurzer Zeit geschehen Diese Aspekte und
auch die enge Kommunikation zwischen Anwendern und Entwicklern die durch die
Entwicklung der Software f

ur den eigenen Bedarf gegeben ist legen das Prototyping
in der SoftwareEntwicklung nahe
In dieser Diplomarbeit steht ein spezielles Problem aus dem Investmentbanking im
Mittelpunkt Es handelt sich dabei um die Bewertung von Zinsderivaten Die Be
wertung von Zinsderivaten erfolgt auf der Grundlage von theoretischen Modellen die
durch Annahmen

uber bestimmte Marktfaktoren Preise f

ur Zinsderivate implizieren
In g

unstigen F

allen k

onnen aus den Annahmen geschlossene Preisgleichungen her
geleitet werden H

aug m

ussen jedoch die Preise numerisch durch rekombinierende
B

aume ermittelt werden
Die softwaretechnische Umsetzung der rekombinierenden B

aume f

ur die Bewertung
von Zinsderivaten ist jedoch sehr fehleranf

allig da die Modelle eine hohe Komplexit

at

besitzen und die Implementierung einen nicht zu untersch

atzenden Aufwand berei
tet Hinzu kommt da Fehler die nur zu kleinen Abweichungen in den berechneten
Preisen f

uhren nicht oensichtlich sind Diese Fehler k

onnen aber durch die hohen
Nominalbetr

age die den Zinsderivaten h

aug zugrunde liegen hohe wirtschaftliche
Verluste verursachen Der Bedarf nach zuverl

assigen Testverfahren ist also deutlich
Das Ziel der Diplomarbeit ist damit die Entwicklung eines m

oglichst zuverl

assigen
Testverfahrens das den objektorientierten prototypbasierten Charakter der Software
Entwicklung im Investmentbanking ber

ucksichtigt
Das objektorientierte Paradigma hat sich nicht nur im Investmentbanking bei der Ent
wicklung von Software durchgesetzt Das Testverfahren sollte die Objektorientierung
explizit unterst

utzen da Testverfahren f

ur strukturierte Software nicht unbedingt bei
objektorientierter Software eingesetzt werden k

onnen
Jedes Zwischenergebnis der SoftwareEntwicklung sollte so fr

uh wie m

oglich auf Kor
rektheit gepr

uft werden um die SoftwareEntwicklung nicht auf einer fehlerhaften
Basis fortzuf

uhren F

ur die prototypbasierte SoftwareEntwicklung bedeutet das da
insbesondere jeder Prototyp getestet werden sollte Entscheidend ist dabei die Tatsa
che da h

aug in einer einzelnen PrototypingIteration nur ein bestimmter Abschnitt
in der Implementierung des Prototyps ver

andert wird In g

unstigen F

allen ist nur der
Test dieser ver

anderten Abschnitte notwendig so da der Testaufwand wesentlich
geringer ausf

allt
Die prototypbasierte SoftwareEntwicklung kann auch aus einer anderen Perspektive
betrachtet werden Wird die erste PrototypingIteration einer gew

ohnlichen Software
Entwicklung die beispielsweise nach dem klassischen Wasserfallmodell durchgef

uhrt
wird gleichgesetzt so k

onnen alle nachfolgenden PrototypingIterationen als Korrek
turen in der Wartungsphase betrachtet werden Der Test von korrigierter Software
wird in der Literatur als Regressionstest bezeichnet Damit liegt auch der Einsatz
von Regressionstestverfahren f

ur den Test von Prototypen nahe
Zu diesem Ziel fat Kapitel  der Diplomarbeit die wichtigsten Begrie aus dem
Prototyping zusammen Anschlieend wird in Kapitel 	 das Testen von Software
erl

autert Kapitel  enth

alt die Ausgangsbasis des in dieser Diplomarbeit entwickelten
Testverfahrens wobei das Testverfahren schlielich in Kapitel  beschrieben wird
Kapitel  stellt die f

ur das Verst

andnis der Arbeit notwendigen nanzwirtschaftlichen
Kenntnisse zur Verf

ugung w

ahrend Kapitel  die Anwendung des Testverfahrens an
einem konkreten Problem demonstriert Das letzte Kapitel der Diplomarbeit fat die
Ergebnisse abschlieend zusammen und bietet einen Ausblick

uber die Diplomarbeit
hinaus
	
 Prototyping
Dieses Kapitel erl

autert die wichtigsten Begrie im Rahmen des Prototypings Dazu
werden im Abschnitt  das Prototyping in den Proze der SoftwareEntwicklung
eingeordnet und die Begrie des Prototyps bzw des Prototypings deniert Es werden
die einzelnen Phasen im Prototyping und die verschiedenen Arten des Prototypings
die nach den verfolgten Zielen unterschieden werden erl

autert Abschnitt  fat
schlielich die Besonderheiten im objektorientiertem Prototyping kurz zusammen
 Klassisches Prototyping
Stark fallende HardwarePreise und immer leistungsf

ahigere Rechner haben in Ver
bindung mit den steigenden Erwartungen der Auftraggeber an Software dazu gef

uhrt
da SoftwareSysteme einen sehr hohen Komplexit

atsgrad erreicht haben Da jedoch
die Entwicklung der softwaretechnischen Methoden nicht mit der Entwicklung im
HardwareSektor mithalten konnte ergeben sich bei der Realisierung solcher kom
plexer SoftwareSysteme massive Probleme die sich in der schlechten Qualit

at der
erstellten Systeme oder in gr

oeren Managementproblemen des SoftwareProzesses

zeigen Diese Diskrepanz zeigt sich besonders bei verteilten Systemen wo die Entwick
lung der softwaretechnischen Methoden zur Realisierung von verteilten Anwendungen
gewaltig der HardwareEntwicklung hinterherhinkt
Es wurde schon relativ fr

uh ein Prozemodell vorgeschlagen das die methodische Vor
gehensweise aus den Ingenieurwissenschaften in der Entwicklung von Software einset
zen sollte um Software hoher Qualit

at kosteng

unstig und termingerecht produzieren
zu k

onnen Das sogenannte Wasserfallmodell bzw klassisches Phasenmodell Roy

unterteilt den SoftwareEntwicklungsproze linear in verschiedene Phasen wobei eine
Phase nur dann begonnen werden kann wenn die vorherige Phase vollst

andig abge
schlossen wurde Allerdings hat sich diese rein sequentielle Vorgehensweise des Was
serfallmodells f

ur die erfolgreiche Erstellung von komplexen Systemen aus verschiede
nen Gr

unden als ungeeignet erwiesen H

aug erweisen sich Entscheidungen in fr

uhen
Phasen des Wasserfallmodells sp

ater als fehlerhaft so da R

uckspr

unge zu diesen

Eine Denition des Begris des SoftwareProzesses ndet sich in Blz

Phasen notwendig werden die aber im Wasserfallmodell nicht vorgesehen sind Au
erdem ist auch die Annahme der vollst

andigen Erfassung der Anforderungen vor dem
Entwurf der Systemarchitektur problematisch Aus diesen Gr

unden wurden verschie
dene Varianten zumWasserfallmodell und auch andere SoftwareEntwicklungsmodelle
vorgeschlagen die diese und andere Probleme l

osen sollten GJM PS Som
Das Prototyping Flo hat sich insbesondere zur vollst

andigen und korrekten Erfas
sung der Anforderungen der Nutzer an das SoftwareProdukt bew

ahrt Die Idee des
Prototyping besteht darin den linearen Ablauf des Phasemodells an einer bestimmten
Stelle zu unterbrechen und eine Iteration aus Implementierung eines Systemmerkmals
Test durch den Auftraggeber und Feedback einzuf

ugen Diese Iteration kann je nach
Art des Prototypings und der verfolgten Ziele unterschiedliche Ausmae annehmen
W

ahrend sich beim explorativen Prototyping diese Iteration nur in der Phase der
Anforderungsdenition vollzieht wird beim evolution

aren Prototyping der Software
Entwicklungsproze als ganzes iterativ durchgef

uhrt dh die Software

w

achst zum
sp

ateren Endprodukt Bevor jedoch auf diese Begrie weiter eingegangen wird wird
zuerst der Begri des Prototyps bzw der des Prototypings deniert
Leider existiert in der Literatur keine eindeutige Denition des Prototypbegris ob
wohl Prototypen schon seit mehr als einem Jahrzehnt in der SoftwareErstellung
genutzt werden In der vorliegenden Diplomarbeit werden SoftwarePrototypen in
Anlehnung an Boa	 CS und Smi folgendermaen deniert


Unter einem Software Prototyp soll eine m

oglichst einfach zu ver

andern
de vorl

auge Version oder ein lau

ahiges Modell des SoftwareSystems ver
standen werden das die wesentlichen Eigenschaften des sp

ateren Systems
besitzt Entsprechend soll unter Prototyping der Proze der Prototypen
entwicklung verstanden werden
Der Proze des Prototypings besteht aus den folgenden vier Schritten
 Funktionsauswahl
Im ersten Schritt werden die in dem Prototypen zu realisierenden Funktionen
bestimmt Zu unterscheiden ist dabei das vertikale und das horizontale Pro
totyping Beim vertikalem Prototyping wird eine bestimmte Untermenge der
Systemfunktionen in ihrer endg

ultigen Form realisiert Das horizontale Pro
totyping sieht hingegen die Implementierung aller Systemfunktionen in einge
schr

ankter Form vor
 Konstruktion
Die Konstruktion des Prototyps kann entweder mit speziellen Prototyping

Dieser Prototypbegri ist zu unterscheiden vom Prototypbegri aus prototyporientierten Program
miersprachen	 wie zum Beispiel Omega oder Self	 wo Prototypen als ein alternativer Ansatz
zu Klassen in objektorientierten Programmiersprachen betrachtet werden Bla


Werkzeugen oder mit denselben Werkzeugen erfolgen wie das endg

ultige Soft
wareProdukt Diese Entscheidung beeinut in starkem Mae den Aufwand
f

ur die Prototypenproduktion und f

ur die Weiterverwendung
	 Auswertung
In diesem Schritt wird eine Bewertung des Prototyps anhand von vorher fest
gelegten Mast

aben durchgef

uhrt
 Weiterverwendung
Wie oben schon angedeutet ist die Weiterverwendung des Prototyps nur dann
m

oglich wenn der Prototyp in derselben Umgebung realisiert wird wie das End
produkt Hinzu kommt da der Prototyp auch dieselben Qualit

atsanforderun
gen erf

ullen mu Dieser Schritt kann bei Verwendung von WegwerfPrototypen
entfallen
Es werden je nach den verfolgten Zielen verschiedene Arten des Prototypings unter
schieden Flo
Exploratives Prototyping
Das explorative Prototyping wird prim

ar zur eindeutigen Identikation der zu reali
sierenden Eigenschaften des SoftwareSystems und zur Diskussion von alternativen
L

osungen genutzt Hierbei steht vor allem die Beseitigung von Kommunikation
problemen zwischen den beteiligten Personen im SoftwareProze im Vordergrund
H

aug besitzen die Entwickler geringe Kenntnisse im Anwendungsgebiet des sp

ate
ren SoftwareProdukts so da sie durch das Prototyping sich das erforderliche Wissen
aneignen k

onnen Es kann aber auch vorkommen da die Anwender keine genauen
Vorstellungen

uber den gew

unschten Leistungsumfang der zu entwickelnden Softwa
re haben In diesen F

allen kann durch die Implementierung von verschiedenen Sy
stemfunktionen als Prototypen eine Auswahl getroen und die tats

achlich ben

otigten
Funktionen bestimmt werden
Bei dieser Art des Prototypings werden meistens sogenannteWegwerfPrototypen ver
wendet da das Ziel hier prim

ar in einer verbesserten Kommunikation liegt und der
Prototyp nicht unbedingt in das sp

atere SoftwareProdukt integriert werden soll Dar
aus resultiert auch da in diesem Fall Prototypen nicht auf derselben Rechnerplatt
form implementiert werden m

ussen und da der Prototyp nicht denselben Qualit

ats
anforderungen gen

ugen mu wie das Endprodukt
Experimentelles Prototyping
Das experimentelle Prototyping wird meistens zur Bewertung von L

osungen zu einer
bestimmten Fragestellung innerhalb des SoftwareProzesses eingesetzt Dazu wer
den die einzelnen L

osungen als Prototypen implementiert und die Bewertung dieser

L
osungen durch Tests an diesen Prototypen durchgef

uhrt Diese Art des Prototypings
kommt also dem PrototypingBegri aus den Ingenieurwissenschaften am n

achsten
Prototypen die im Rahmen des experimentellen Prototypings entstehen k

onnen in
den sp

ateren Phasen des Wasserfallmodells als Erg

anzung zur Spezikation dienen
Diese Prototypen k

onnen dabei je nach der Phase in der sich das System bendet eine
komplement

are Form zur Spezikation eine verfeinernde Form zur Spezikation oder
aber auch eine Zwischenstufe zwischen Spezikation und Implementierung bilden
Experimentelle Prototypen k

onnen entweder als WegwerfPrototypen realisiert oder
aber auch in das SoftwareProdukt integriert werden Diese Entscheidung h

angt vor
allem von der Verf

ugbarkeit von PrototypingTools ab die die Implementierung und
die anschlieende Integration bzw Transformation des Prototyps in das Software
System vereinfachen
Evolution

ares Prototyping
Das evolution

are Prototyping weist unter den verschiedenen Formen des Prototy
pings die meisten Unterschiede zu dem traditionellen PrototypingBegri aus den
Ingenieurwissenschaften auf H

aug wird in der Literatur das evolution

are Prototy
ping als evolution

are bzw inkrementelle SoftwareEntwicklung bezeichnet und somit
nicht in das Prototyping eingeordnet Das evolution

are Prototyping basiert auf der
Erfahrung da die Umgebung in der das SoftwareSystem eingebettet ist sich mit
der Zeit ver

andert und Ver

anderungen des Systems notwendig werden bzw da neue
Anforderungen durch den Einsatz des SoftwareSystems entstehen Unter diesen Vor
aussetzungen liefern die anderen Formen des Prototypings oder aber auch das Was
serfallmodell mit einem starren Anforderungskatalog nur unzureichende Ergebnisse
so da eine andere Strategie zur SoftwareEntwicklung verfolgt werden mu Aus der
Sicht des evolution

aren Prototypings besteht das SoftwareSystem nicht aus einem
einzigen Endprodukt sondern aus einer Serie von verschiedenen Versionen wobei
jede Vorg

angerversion als Prototyp f

ur die Nachfolgeversion dient Im Rahmen des
evolution

aren Prototypings wird zwischen der inkrementellen und der evolution

aren
Systementwicklung unterschieden
 Das Prinzip der inkrementellen Systementwicklung besteht in der schrittweisen
Realisierung von komplexen Problemen dh das zu l

osende Problem wird in
mehrere kleinere Probleme unterteilt und diese dann nacheinander realisiert
Entsprechend k

onnen auch die Anwender schrittweise zur Bedienung des Sy
stems geschult werden was wiederum zu einer verbesserten Kommunikation
beitr

agt Es soll betont werden da die inkrementelle Systementwicklung dem
Wasserfallmodell nicht widerspricht da nur die Implementierungsphase durch
das inkrementelle Vorgehen beeinut wird
 Bei der evolution

aren Systementwicklung vollzieht sich der Entwicklungsproze

als Ganzes innerhalb von verschieden Zyklen die jeweils aus einer Entwurf ei
ner Implementations und einer Bewertungsphase bestehen Im Gegensatz zur
inkrementellen Systementwicklung wird hierbei nicht von einem starren Anfor
derungskatalog ausgegangen Vielmehr wird die Einsatzumgebung des Systems
als ver

anderlich angenommen was dazu f

uhrt da auch die Anforderungen sich
ver

andern Zu betonen ist da in dieser Art der Systementwicklung kein der
Wartungsphase des Wasserfallmodells entsprechender Prozezustand existiert
Vielmehr werden zur Wartung der Software weitere Evolutionszyklen durchlau
fen
 Objektorientiertes Prototyping
Im letzten Abschnitt wurde schon auf die Bedeutung geeigneter Werkzeuge im Rah
men des Prototypings hingewiesen F

ur die Erstellung von Wegwerfprototypen stehen
dem Entwickler unterschiedliche Werkzeuge wie zum Beispiel HyperCard

oder
PowerBuilder

zur Verf

ugung die mit ihrer eigenen Skriptsprache die Program
mierung des Prototypen wesentlich vereinfachen Diese Werkzeuge unterst

utzen den
Entwickler vor allem auch in der Realisierung der Benutzerober

ache Dialogelemen
te und ihre Eigenschaften werden nicht programmiert sondern mit der Maus durch
Drag und Drop an die entsprechende Stelle auf dem Bildschirm plaziert
H

aug soll aber der Prototyp wie in dem Anwendungsbeispiel in dieser Diplomarbeit
in ein bestehendes SoftwareSystem integriert oder auch evolution

ar zum endg

ultigen
SoftwareSystem weiterentwickelt werden In diesen F

allen k

onnen die oben genann
ten PrototypingWerkzeuge nur begrenzt eingesetzt werden da oft eine Entwicklungs
umgebung bzw eine Programmiersprache in der das endg

ultige SoftwareSystem rea
lisiert werden soll vorgegeben ist Wurden noch vor zehn Jahren der Groteil der
SoftwareProjekte mit strukturierten Methoden und Programiersprachen wie zum
Beispiel C oder Pascal entwickelt so sind dies heutzutage objektorientierte Metho
den und Programmiersprachen wie C oder auch Java Es liegt also nahe auch
das Prototyping mit objektorientierten Methoden durchzuf

uhren CS Die Ob
jektorientierung erweist sich aber auch aus anderen Gr

unden f

ur das Prototyping als
vorteilhaft Die objektorientierten Techniken der Vererbung und des Polymorphismus
unterst

utzen den Aufbau einer Klassenbibliothek die in mehreren Projekten genutzt
werden kann In dieser Bibliothek werden h

aug genutzte Klassen gespeichert auf die
dann bei der Programmierung von neuen Prototypen zur

uckgegrien werden kann
Die Vererbung erm

oglicht dabei das Anpassen der Klassen in dieser Bibliothek an eine
neue Problemstellung Die objektorientierte Programmierung erm

oglicht also das Zu
sammenf

ugen von vorhandenen SoftwareBausteinen zu gr

oeren SoftwareSystemen

URL httpwwwapplecomhypercard

URL httpwwwsybasecomproductspowerbuilder

dadurch er

ubrigt sich die wiederholte Implementierung von h

aug ben

otigten Funk
tionen Eine besondere Art von Klassenbibliotheken stellen Application Frameworks
dar Application Frameworks bestehen aus einer Menge von Klassen die unterein
ander eine festgelegte Beziehung haben so da sie zusammen eine

ubergeordnete
Aufgabe erf

ullen k

onnen wie zum Beispiel die Microsoft Foundation Class Library
Das Prototyping und die Objektorientierung k

onnen aber auch auf eine andere Art
miteinander kombiniert werden Das Prototyping kann mit den im ersten Abschnitt
genannten Zielen in der objektorientierten SoftwareEntwicklung eingesetzt werden
um beispielsweise w

ahrend der objektorientierten Spezikation eine vollst

andige und
fehlerfreie Erfassung der Anforderungen zu erm

oglichen oder um einen m

oglichst op
timalen objektorientierten Entwurf zu gew

ahrleisten Allerdings existieren in der Li
teratur nur wenige objektorientierte Vorgehensmodelle die das Prototyping als einen
festen Bestandteil beinhalten Hes Eine andere Idee wird in MPD

 verfolgt In
diesem Papier wird das Prototyping vor bestehende objektorientierte Entwicklungs
modelle vorgeschaltet so da die Ergebnisse des Prototypings in die objektorientierte
Analyse eingehen k

onnen

 Testen von Software
Dieses Kapitel gibt einen

Uberblick

uber das Testen von Software Das Testen wird
hierzu in Abschnitt 	 in das Qualit

atsmanagement eingeordnet indem Software
Qualit

at deniert und das Testen als eine Manahme f

ur die Qualit

atssicherung identi
ziert wird Anschlieend wird das Testen von Software in Abschnitt 	 deniert und
in Abschnitt 		 die Vorgehensweise beim Testen von Software erl

autert Abschnitt 	
enth

alt Ausf

uhrungen zum Testen in der strukturierten SoftwareEntwicklung Hier
werden insbesondere in Abschnitt 	 die verschiedenen Testgegenst

ande die bei der
strukturierten SoftwareEntwicklung entstehen genannt und in Abschnitt 	 Test
methoden f

ur den Test dieser Testgegenst

ande unterschieden Eine ausf

uhrliche Be
schreibung zweier Testmethoden f

ur die strukturierte SoftwareEntwicklung bendet
sich in Abschnitt 		 Das Testen in der objektorientierten SoftwareEntwicklung
wird dagegen in Abschnitt 	 behandelt In Abschnitt 	 sind Besonderheiten
der objektorientierten SoftwareEntwicklung die auch das Testen beeinussen auf
gef

uhrt Abschnitt 	 listet in analogerweise zu Abschnitt 	 die Testgegenst

ande
bei der SoftwareEntwicklung auf wobei hier allerdings die objektorientierte Software
Erstellung imMittelpunkt steht Anschlieend werden in Abschnitt 		 verschiedene
Testmethoden f

ur objektorientierte Software unterschieden und in Abschnitt 	 der
Klassen und der Integrationstest erl

autert
 SoftwareQualit

at
Die m

oglichen Gefahren durch ein Fehlverhalten von Software werden besonders
beim Einsatz in sicherheitskritischen Bereichen wie zum Beispiel bei medizinischen
Ger

aten deutlich Hier kann ein Fehler in der Software fatale Folgen haben und
unter Umst

anden zum Tod von Menschen f

uhren

 Ein wichtiges Ziel der Software
Entwicklung mu also die Produktion von m

oglichst fehlerfreier Software sein
Die Fehlerfreiheit von Software ist allerdings nur ein Merkmal der die Software
Qualit

at bestimmt Doch bevor auf diese Merkmale weiter eingegangen wird soll

Die Therac Vorf

alle Lev haben gezeigt	 da dieses leider kein theoretischer Worst Case
Fall ist


Angemessenheit
Richtigkeit
Interoperabilität
Ordnungsmäßigkeit
Sicherheit
Reife
Fehlertoleranz
Wiederherstellbarkeit
Verständlichkeit
Erlernbarkeit
Bedienbarkeit
Zeitverhalten
Verbrauchsverhalten
Analysierbarkeit
Modifizierbarkeit
Stabilität
Prüfbarkeit
Anpaßbarkeit
Installierbarkeit
Konformität
Austauschbarkeit
Funktionalität
Zuverlässigkeit
Benutzbarkeit
Effizienz
Änderbarkeit
Übertragbarkeit
Softwarequalität
Abbildung 	 Qualit

atsmodell nach DIN
der Begri der SoftwareQualit

at deniert werden In dem vorliegendem Text soll
SoftwareQualit

at gem

a DIN folgendermaen deniert werden
Unter SoftwareQualit

at wird die Gesamtheit der Merkmale eines Soft
wareProdukts verstanden die sich auf dessen Eignung beziehen festge
legte oder vorausgesetzte Erfordernisse zu erf

ullen
SoftwareQualit

at ist also aus verschiedenen Qualit

ats Merkmalen zusammenge
setzt die es erm

oglichen die Qualit

at eines SoftwareProdukts zu beurteilen Die
se Qualit

atsmerkmale sollten dabei f

ur eine objektive Bewertbarkeit der Software
Qualit

at m

oglichst quantitativ bestimmbar sein Dazu sind die Merkmale gege
benfalls selber in Teilmerkmale aufzuschl

usseln die dann durch Qualit

atsindikato
ren DIN wie zum Beispiel Pfadl

ange oder modularer Aufbau bewertbar sind
Diese Unterteilung der SoftwareQualit

at in verschiedene Merkmale und Teilmerkma
le wird dabei als Qualit

atsmodell bezeichnet In DIN wird dazu ein Vorschlag
f

ur ein Qualit

atsmodell in Form der Abbildung 	 gemacht
Vor dem Beginn der Entwicklung eines SoftwareProdukts sollten genau denierte
Qualit

atsziele vorgegeben werden die das endg

ultige SoftwareProdukt zu erf

ullen
hat Diese Qualit

atsziele sollten dann im Pichtenheft der Software festgehalten wer
den da sie sich sowohl auf die Kosten wie auch auf die Termine auswirken Aus
den Qualit

atszielen ergeben sich Qualit

atsanforderungen die f

ur jedes Qualit

atsmerk
mal die zu erreichende G

ute angeben Zur Erf

ullung dieser Qualit

atsanforderungen
m

ussen dann geeignete Manahmen gew

ahlt werden die es den Entwicklern erm

ogli
chen die einzelnen Qualit

atsanforderungen und schlielich auch das Qualit

atsziel zu
erreichen

Die Manahmen des Qualit

atsmanagement mit denen diese Merkmale sichergestellt
bzw

uberpr

uft werden m

ussen k

onnen in konstruktive und analytische Qualit

ats
managementManahmen unterschieden werden
 Die konstruktiven Qualit

atsmanagementManahmen stellen das Vorhandensein
der oben genannten Merkmale w

ahrend der Entwicklung sicher Als ein Beispiel
hierzu kann die objektorientierte SoftwareEntwicklung genannt werden die die

Anderbarkeit und die

Ubertragbarkeit der Software unterst

utzt
 Bei den analytischen Qualit

atsmanagementManahmen steht hingegen die
nachtr

agliche

Uberpr

ufung von Qualit

atsmerkmalen im Vordergrund Es
k

onnen dabei grob statische und dynamische Verfahren unterschieden werden
Den statischen Manahmen werden beispielsweise Inspektionen WalkThroughs
und die formale Verikation zugeordnet Das wichtigste Verfahren unter den
dynamischen Manahmen bildet das Testen von Software das im n

achsten Un
terabschnitt ausf

uhrlicher behandelt wird
Klassikationen der analytischen Qualit

atsmanagementManahmen nden sich
in Lig Rie
 Denition und Ziele des Testens
Das Testen von Software stellt das mit Sicherheit am h

augsten eingesetzte Pr

ufver
fahren dar In der vorliegenden Arbeit wird der Begri des Testens von Software
folgendermaen deniert vgl Gri Rie
Unter Testen von Software soll die systematische Ausf

uhrung eines Test
gegenstandes zum Aunden von Fehlern unter realen Einsatzbedingungen
verstanden werden
Der Testgegenstand der in den Abschnitten 	 und 	 ausf

uhrlicher behandelt
wird kann dabei sowohl ein ausf

uhrbarer Teil des SoftwareSystems als auch das
gesamte SoftwareSystem selbst sein Die charakteristische Eigenschaft des Testens
ist also die Ausf

uhrung des zu testenden Programms in der realen Umgebung wo
bei Besonderheiten des Zielrechners des Compilers des Betriebssystems und auch
der Rechengenauigkeit das Ergebnis des Tests beeinussen k

onnen Diese Eigen
schaft unterscheidet das Testen von allen anderen analytischen Qualit

atsmanagement
Manahmen Bei der Ausf

uhrung werden stichprobenartig Testeingaben gemacht die
ein Fehlverhalten des Programms ausl

osen sollen Die Korrektheit eines Programms
kann durch Tests allerdings nicht bewiesen werden da dies die Eingabe von allen
m

oglichen Eingabekombinationen erfordern w

urde Im allgemeinen ist die Zahl der
Testeingaben die dazu erforderlich w

aren sehr gro so da ein Korrektheitsbeweis
praktisch nicht durchf

uhrbar ist Das Ziel von Testverfahren mu also die Bestimmung

einer Menge von Testeingaben sein die repr

asentativ fehlersensitiv redundanzarm
und

okonomisch ist Lig
 Testablauf
Das Testen von Software besteht aus verschiedenen Aktivit

aten mit unterschiedlichen
Zielsetzungen In der strukturierten SoftwareEntwicklung k

onnen grob folgende Ak
tivit

aten unterschieden werden Rie vgl Gri PS


 Testplanung
Zur ersten Phase des Testens geh

ort insbesondere die Auswahl der Testmetho
den die zur Bestimmung der Testdaten eingesetzt werden sollen Bei der Aus
wahl sind auf die Vor und Nachteile der einzelnen Methoden zu achten und eine
Auswahl so zu treen da die Nachteile einer ausgew

ahlten Methode durch die
Vorteile einer anderen Methode kompensiert werden Daraus resultiert da f

ur
einen Test in ausreichendem Mae sowohl funktionsorientierte als auch struktur
orientierte Testmethoden auf die in den n

achsten Unterabschnitten eingegangen
wird genutzt werden m

ussen Auerdem k

onnen zur Auswahl auch Mazahlen
Rie herangezogen werden die aus der Spezikation oder der Programmstruk
tur abgeleitet werden k

onnen Es k

onnen beispielsweise Mazahlen bestimmt
werden die die Komplexit

at des Pr

uings in Bezug auf den Kontrollu ange
ben Da komplexe Programmstrukturen besonders fehleranf

allig sind sollten
sie auch intensiver getestet werden
Zur Auswahl der Testmethoden geh

ort auch die Festlegung eines Abbruchkrite
riums f

ur den Test Als Abbruchkriterium dient h

aug eine bestimmte Testg

ute
Rie vgl PS die aus benutzerorientierter fehlerorientierter und struk
tureller Sicht bestimmt werden Bei der benutzerorientierten Testg

ute wird die
Fehleraufdeckungsrate also die Zahl der gefundenen Fehler pro Zeiteinheit be
stimmt und der Test beendet wenn die Fehleraufdeckungsrate minimal gewor
den ist Bei der fehlerorientierten Beurteilung der Testg

ute hingegen werden
entweder die Mutationsanalyse oder die Fehlereinpanzung eingesetzt Beide
Verfahren f

uhren eine gezielte Ver

anderung des Pr

uings durch Rie Die
strukturelle Bestimmung der Testg

ute sieht genau dann ein Ende des Tests vor
wenn bei einem bestimmten

Uberdeckungsgrad bez

uglich eines Testkriteriums
keine Fehler gefunden werden k

onnen
 Testdatenerzeugung
In dieser Phase wird die Erzeugung der Testdaten durchgef

uhrt Die Sollda
ten das heit die Ergebnisse bei korrekter Ausf

uhrung des Pr

uings werden

Der hier vorgestellte Testablauf gilt mit einigen Ver

anderungen auch f

ur die objektorientierte
SoftwareEntwicklung Siehe dazu Sne
	
dabei aus einer Testreferenz wie zum Beispiel der Spezikation gewonnen Zu
beachten ist hierbei allerdings da die Ausgabe des zu testenden Programms
nicht nur von Eingabedaten abh

angen kann sondern auch vom inneren Zustand
des Programms und unter Umst

anden von dem Inhalt einer Datenbank Au
erdem k

onnen auch Rechenungenauigkeiten das Ergebnis verf

alschen so da
anstatt eines einzelnen Sollergebnisses eine Menge angegeben werden mu die
das Sollergebnis darstellt
	 Testrahmenerstellung
Aufgabe dieser Phase ist die Erzeugung der f

ur den Modultest notwendigen
Treiber driver und Stellvertreter stubs Treiber ersetzen dabei

ubergeordnete
Module die die zu testenden Funktionen und Prozeduren aufrufen w

ahrend
Stellvertreter die untergeordneten Module ersetzen Der Testrahmen kann dabei
so realisiert werden da die erforderlichen Daten direkt von der Testperson
w

ahrend der Testausf

uhrung interaktiv eingegeben werden k

onnen
 Testausf

uhrung
Nachdem die notwendigen Aktivit

aten zur Testvorbereitung abgeschlossen wur
den wird in dieser Phase der eigentliche Test durchgef

uhrt Dazu wird der
Testgegenstand mit den vorher bestimmten Eingabedaten ausgef

uhrt und die
Ergebnisse in einem Testprotokoll festgehalten
 Testauswertung
Die abschlieende Testauswertung besteht zum einen aus der Bestimmung der
Testg

ute die als Abbruchkriterium das Ende des Tests festsetzt und zum an
deren aus dem Vergleich der protokollierten Testergebnisse mit den Solldaten
um ein Fehlverhalten des Pr

uings auf der Testdatenmenge festzustellen
Nach der Durchf

uhrung des Tests folgt die Lokalisierung der Fehler die ein Fehlver
halten des Pr

uings verursacht haben Anschlieend werden die Fehler behoben und
ein Regressionstest

durchgef

uhrt Die Lokalisierung und die Behebung der Fehler
geh

ort allerdings nicht mehr zum Umfang des Testens Falls das gew

unschte Testziel
beispielsweise in Form einer bestimmten Testg

ute noch nicht erreicht wurde wird
der Test mit einer neuen Testdatenmenge wiederholt

Siehe Abschnitt 


 Testen in der strukturierten
SoftwareEntwicklung
 Testgegenst

ande
W

ahrend der systematischen SoftwareEntwicklung entstehen verschiedene Zwischen
ergebnisse die den Stand der SoftwareEntwicklung zu dem jeweiligem Zeitpunkt
angeben und die in die n

achste Phase der SoftwareEntwicklung als Ausgangsbasis
eingehen Es ist also klar da diese Zwischenergebnisse so fr

uh wie m

oglich gete
stet werden sollten um die SoftwareEntwicklung nicht auf einer fehlerhaften Basis
fortzuf

uhren und um Fehlerfolgekosten minimal zu halten F

ur den Test wie er
in dieser Diplomarbeit deniert wurde k

onnen folgende Testgegenst

ande bei einer
strukturierten SoftwareEntwicklung

identiziert werden Gri
 Funktion
Funktionen stellen w

ahrend der Erstellung der Software die kleinsten gesondert
zu pr

ufenden Testgegenst

ande dar Die Testreferenz bzw die Testgrundlage
sind dabei die Dokumente des SoftwareFeinentwurfs Je nach der Kopplung der
Funktionen untereinander und der Testreihenfolge ist ein geeigneter Testrahmen
zu realisieren der die aufrufenden und die aufgerufenen Funktionen simuliert
 Modul
Als die n

achstgr

oeren Testgegenst

ande ergeben sich die Module Ein Modul
stellt dabei eine Zusammenfassung von semantisch zusammengeh

origen Funk
tionen mit einer denierten Schnittstelle nach auen dar Module sollten zur
Unterst

utzung der Wiederverwendbarkeit in anderen Projekten m

oglichst kon
textunabh

angig sein das heit ein Modul sollte m

oglichst unabh

angig von an
deren Modulen entwickelbar und testbar sein Bei der Integration der einzelnen
Funktionen zu einem Modul ist insbesondere auch das Zusammenwirken der
Funktionen zu testen Bei dem sogenannten Integrationstest sind vor allem die
Schnittstellen der einzelnen Funktionen und die Verwendung von globalen Da
ten zu

uberpr

ufen

Ahnlich wie beim Funktionstest kann sich auch beim Test
eines Moduls abh

angig davon ob Funktionen aus anderen Modulen importiert
werden und von der Reihenfolge in der die Module getestet werden die Not
wendigkeit zu einer Testumgebung ergeben
 Subsystem
Subsysteme entstehen durch Zusammenfassen von mehreren Modulen zu einer
Gruppe wobei auch hier nach der Zusammenfassung ein Integrationstest durch
gef

uhrt werden mu Subsysteme werden dabei gegen den SystemGrobentwurf
getestet Auch beim Subsystemtest kann ein Testrahmen f

ur das Testen not
wendig sein

Eine Einf

uhrung in die strukturierte SoftwareEntwicklung ndet sich in PS
	 Blz

 System
Beim Systemtest wird das gesamte SoftwareSystem das aus allen vorher gete
steten Modulen besteht einem Test unterzogen Das System wird dabei gegen
den Systementwurf und die Anforderungsspezikation getestet Damit h

angt
auch zusammen da der Test in der realen Umgebung durchgef

uhrt werden
sollte Nach der Durchf

uhrung des Systemtests wird das SoftwareSystem dann
dem Auftraggeber

ubergeben
 Installiertes System
Im letzten Schritt wird das System in der Einsatzumgebung installiert und
vom Auftraggeber im Rahmen eines Abnahmetests gegen den zu Beginn der
SoftwareEntwicklung ausgehandelten Anforderungskatalog getestet Der Ab
nahmetest entspricht also einem Systemtest der vom Auftraggeber anstelle des
Entwicklers durchgef

uhrt wird Nach dem Abnahmetest beginnt

ublicherweise
die Garantiezeit und auch die Zahlungsverpichtung des Auftraggebers
 Testmethoden
Im analytischen Qualit

atsmanagement k

onnen verschiedene Klassen von Testmetho
den unterschieden werden Im folgenden wird eine Klassikation von Testmethoden
nach Lig vorgestellt vgl PS Rie Die Beschreibung verschiedener Test
methoden ndet sich in PS Rie
White	 Black	 und Grey	Box Methoden
Die Einteilung in White und BlackBox Methoden bildet sich durch die Unterschei
dung der Testmethoden nach der ben

otigten Information bez

uglich der Implemen
tierung des Pr

uings Bei WhiteBox Methoden basiert der Test auf der Imple
mentierung w

ahrend BlackBox Methoden unabh

angig von der Implementierung des
Pr

uings die Bestimmung der Testdaten durchf

uhren Allerdings existieren Testme
thoden die nicht eindeutig einer dieser beiden Klassen zugeordnet werden k

onnen
Diese Methoden werden dann als GreyBox Methoden bezeichnet
Beispiele
WhiteBox Methoden  Kontrolluorientierter Test Pertubationentest
GreyBox Methoden  Grenzwertanalyse BacktoBackTest
BlackBox Methoden  funktionale

Aquivalenzklassenbildung Zufallstest
Struktur	 funktionsorientierte und diversizierende Methoden
Werden Testmethoden nach der Testreferenz gegen den der Pr

uing getestet wird
gruppiert so k

onnen struktur funktionsorientierte und diversizierende Methoden

unterschieden werden Die strukturorientierten Methoden testen den Pr

uing gegen
die Programmstruktur und sind somit auch WhiteBox Methoden Dagegen f

uhren
die funktionsorientierten Methoden einen Test des Pr

uings gegen die Spezikation
durch und sind nach der obigen Unterscheidung den BlackBox Methoden gleichzu
setzen Es soll allerdings betont werden da BlackBox Methoden nicht umgekehrt
den funktionsorientierten Methoden entsprechen m

ussen Als ein Beispiel dazu kann
der Zufallstest dienen Der Zufallstest ist zwar eine BlackBox Methode aber nicht
funktionsorientiert da er nicht auf der Spezikation basiert Bei diversizierenden
Methoden werden verschiedene Versionen die unter Umst

anden von unterschiedli
chen Gruppen realisiert werden gegeneinander getestet
Beispiele
Strukturorientierte Methoden  Kontrolluorientierter Test Pertubationentest
Funktionsorientierte Methoden 

Aquivalenzklassenbildung Partitionsanalyse
Diversizierende Methoden  Pertubationentest BacktoBackTest
Fehlerorientierte Methoden
Bei den fehlerorientierten Methoden basiert die Auswahl der Testdaten auf bestimm
ten Annahmen bez

uglich der Fehler Die Testdaten werden dabei so bestimmt
da sie diejenigen Bereiche des Testgegenstands ausf

uhren die bei

ahnlichen Test
gegenst

anden besonders fehleranf

allig waren
Beispiele
Pertubationentest Grenzwertanalyse

Aquivalenzklassenbildner

Aquivalenzklassenbildende Methoden unterteilen den Eingabebereich des Pr

uings
in verschiedene

Aquivalenzklassen Diese Methoden k

onnen zus

atzlich danach un
terschieden werden ob sie die Herleitung der

Aquivalenzklassen basierend auf der
Spezikation oder basierend auf der Struktur des Pr

uings durchf

uhren
Beispiele

Aquivalenzklassenbildung anhand
Implementierung  Pfadbereichstest
Spezikation  funktionale

Aquivalenzklassenbildung
Implementierung und Spezikation  Partitionsanalyse
Basis	 und h

ohere Testmethoden
Bei den Basismethoden handelt es sich um Testmethoden die nicht weiter in andere
Basismethoden zerlegt werden k

onnen w

ahrend h

ohere Testmethoden aus mehreren

Basismethoden zusammengesetzt sind
Beispiele
Basismethoden  BacktoBackTest
H

ohere Testmethoden  Pfadbereichstest
 Beispiele f

ur Testmethoden
An dieser Stelle werden zwei Testmethoden beschrieben um zum einen die Arbeits
weise von Testmethoden zu demonstrieren und zum anderen die Unterschiede von
funktions und strukturorientierten Testmethoden zu zeigen
Funktionale

Aquivalenzklassenbildung
Als ein einfaches Beispiel f

ur das funktionsorientierte Testen wird die Methode der
funktionalen

Aquivalenzklassenbildung Lig PS Rie angegeben Bei der

Aqui
valenzklassenbildung werden ausgehend von einer informellen Spezikation Bedin
gungen f

ur die einzelnen Variablen der Eingabe aufgestellt welche die Eingabewerte
entsprechend ihren Datenbereichen als g

ultig bzw als ung

ultig klassizieren Eine
Eingabebedingung induziert also eine

Aquivalenzrelation mit zwei

Aquivalenzklassen
W

ahrend eine der

Aquivalenzklassen alle Eingabewerte enth

alt die als Normalfall be
handelt werden enth

alt die andere Klasse Werte die falsche Eingaben darstellen und
somit eine Fehlerbehandlung erfordern Nach der Bestimmung der

Aquivalenzklas
sen werden anschlieend die Testdaten ausgew

ahlt In einem ersten Schritt werden
die Testdaten so ausgew

ahlt da sie m

oglichst viele

Aquivalenzklassen

uberdecken
die g

ultige Eingabewerte beinhalten Dabei

uberdeckt eine Eingabe genau dann eine

Aquivalenzklasse wenn eine Komponente der Eingabe Element der Klasse ist Hierbei
werden solange Eingaben ausgew

ahlt bis alle g

ultigen

Aquivalenzklassen ber

ucksich
tigt wurden Anschlieend werden im n

achsten Schritt Eingaben bestimmt die jeweils
genau eine ung

ultige Klasse

uberdecken da die Verarbeitung aller ung

ultigen Einga
bewerte durch die M

oglichkeit eines Abbruch der wiederum von einem ung

ultigen
Eingabewert verursacht werden kann nicht sichergestellt ist
Kontrolluorientierter Test
Als ein Beispiel zum strukturorientierten SoftwareTest wird an dieser Stelle das kon
trollubezogene Testen Rie beschrieben Beim kontrollubezogenen Testen wer
den die Testmuster so erzeugt da ein bestimmtes

Uberdeckungskriterium erf

ullt
wird Ausgehend von dem Kontrollugraphen legt ein

Uberdeckungskriterium die
jenigen Knoten und Kanten des Kontrollugraphen fest die die zu erzeugenden
Testdaten ausf

uhren m

ussen Das Ideal in diesem Zusammenhang w

are die soge
nannte Pfad

uberdeckung Dabei werden diejenigen Testdaten erzeugt die alle Pfade

ausf

uhren die vom Anfangsknoten zum Endknoten des Kontrollugraphen f

uhren
Auf diese Weise k

onnten alle Fehler die sich auf den Kontrollu auswirken bzw
die zu einer falschen Berechnung f

uhren gefunden werden Dies w

urde aber bedeu
ten da die Zahl der Testdaten sehr gro werden k

onnte da die Zahl der Pfade
exponentiell mit der Zahl der Verzweigungen im Kontrollugraphen zunimmt Ein
zus

atzliches Problem stellen Schleifen ohne obere Grenze dar Bei diesen Schleifen
kann die Zahl der Wege vom Anfangsknoten zum Endknoten unendlich sein Es wird
deutlich da schw

achere

Uberdeckungskriterien verwendet werden m

ussen Werden
bestimmte Annahmen

uber die Art der Fehler in dem zu testenden Programm ge
macht kann beim kontrollubezogenen Testen beispielsweise auch das Kriterium
der Anweisungs

uberdeckung oder der Zweig

uberdeckung Rie verwendet werden
	 Testen in der objektorientierten
SoftwareEntwicklung
 Besonderheiten beim Test objektorientierter Systeme
Obwohl die ersten objektorientierten Programmiersprachen schon in den sechziger
Jahren entwickelt wurden blieb der Test von objektorientierter Software von der For
schung bis noch vor wenigen Jahren unber

ucksichtigt Es herrschte die Meinung da
der Test von objektorientierter Software mit herk

ommlichen Testmethoden durch
gef

uhrt werden kann und da die Objektorientierung zu einer wesentlichen Vereinfa
chung des Testens f

uhrt RBP

	 In den letzten Jahren wurde jedoch erkannt da
diese Meinung nicht zutreend ist und da neue Teststrategien und methoden f

ur
den objektorientierten Test entwickelt werden m

ussen R

up
Objektorientierte Systeme besitzen einige Besonderheiten die den Test besonders
erschweren Dazu geh

oren vor allem die objektorientierten Grundprinzipien

der Da
tenkapselung Vererbung und des Polymorphismus Es existieren aber auch noch
andere Besonderheiten der Objektorientierung die sich auf den Test auswirken Ein
Beispiel daf

ur ist die Wiederverwendbarkeit die durch die Objektorientierung explizit
unterst

utzt wird Klassen die in

ahnlichen Projekten wiederverwendet werden sollen
m

ussen intensiver getestet werden um das fehlerfreie Funktionieren auch in einem
anderen als dem in der Entwicklung vorgesehenem Kontext zu garantieren
In den nachfolgenden Ausf

uhrungen werden die Auswirkungen der objektorientierten
Grundprinzipien auf das Testen erl

autert BS Win vgl Sne R

up

Zur Denition der Begrie aus der Objektorientierung siehe Blz	 FS

Datenkapselung
Eine Klasse kapselt Variablen und Funktionen ein die im objektorientiertem Para
digma als Attribute und Methoden der Klasse bezeichnet werden Die Werte der
Attribute stellen dabei zu einem bestimmten Zeitpunkt den Zustand des Objekts dar
Der Objektzustand ist durch die Datenkapselung von auen nicht direkt sichtbar dh
die Datenkapselung erschwert das Testen da der Objektzustand nicht beobachtbar
ist und somit auch nicht auf Konsistenz

uberpr

uft werden kann Dieses Problem kann
auf verschiedene Arten gel

ost werden
 Eine oensichtliche L

osung besteht in dem Erweitern der Klasse um einzelne
Befehle oder auch um Methoden die den momentanen Objektzustand nach au
en sichtbar machen Nachteil dieser L

osung ist allerdings da dieses Erweitern
der Klasse einen zus

atzlichen Aufwand verursacht
 Der Zustand der zu testenden Klasse kann aber auch indirekt

uber eine Unter
klasse gepr

uft werden indem Befehle bzw Methoden die den Zustand sichtbar
machen durch Vererbung dem Nachfolger hinzugef

ugt werden Allerdings hat
auch dieser Ansatz seine Nachteile Es ist n

amlich m

oglich da die Unterklasse
keinen vollen Zugri auf die Attribute der Oberklasse besitzt wie zum Beispiel
private Attribute in der C Programmiersprache
 Es sind aber auch andere von der Programmiersprache abh

angige L

osungen
m

oglich Als ein Beispiel soll dabei das friend Konstrukt in C genannt
werden der einer Klasse den vollen Zugri auf die Attribute einer anderen
Klasse die auch als private deklariert sein k

onnen erm

oglicht
In diesem Zusammenhang soll auch ein Problem beim Testen von nicht instanziier
baren Klassen erl

autert werden Vor der

Uberpr

ufung der verschiedenen Zust

ande
die ein Objekt annehmen kann m

ussen die zu testenden Objekte erzeugt werden Es
sind aber F

alle m

oglich wo diese Erzeugung also die sogenannte Instanziierung nicht
m

oglich ist wie zum Beispiel bei abstrakten generischen und MixIn Klassen Der
Test dieser Klassen erfordert einen Testrahmen der alle m

oglichen Auspr

agungen
welche die zugeh

origen Objekte besitzen k

onnen ber

ucksichtigt
Vererbung
Durch die Vererbung k

onnen Eigenschaften dh Attribute und Methoden einer oder
mehrerer Klassen an eine Klasse weitergegeben werden Auf dem ersten Blick scheint
der Test von Methoden die von einer erfolgreich getesteten Klasse geerbt wurden
nicht notwendig zu sein Dabei wird allerdings die Tatsache

ubersehen da die ge
erbten Methoden in Zust

anden aufgerufen werden k

onnen die in der Oberklasse nicht
eintreten konnten und deshalb auch beim Entwurf der Methoden nicht ber

ucksich
tigt wurden Es ist also m

oglich da die geerbten Methoden sich bei diesen neuen


Zust

anden undeniert verhalten Aber auch bei Ber

ucksichtigung dieser Zust

ande
beim Entwurf ist ein Test notwendig da diese Zust

ande eine Ausf

uhrung von Ab
schnitten verursachen k

onnen die im Kontext der Oberklasse nicht erreichbar waren
Da aber Erreichbarkeit ein notwendiges Kriterium f

ur den Test ist mu ein erneuter
Test dieser Methode durchgef

uhrt werden um die Korrektheit der geerbten Methoden
auch im Kontext der Unterklasse sicherzustellen
Bei den nichtstrikten Formen der Vererbung ist die Notwendigkeit eines Tests von
geerbten Methoden oensichtlicher als bei dem obigem Fall der strikten Vererbung
Es sollte klar sein da Methoden die bei der Vererbung eine Ver

anderung erfah
ren haben einem Test unterzogen werden m

ussen Es m

ussen danach aber auch alle
Methoden getestet werden die die ver

anderte Methode zur Erf

ullung der eigenen Auf
gabe benutzen Diese Methoden k

onnen sowohl geerbte als auch neu in den unteren
Schichten der Vererbungshierachie denierte Methoden sein
Bei der mehrfachen Vererbung treten noch spezielle Probleme zus

atzlich zu den oben
erw

ahnten auf die zu testen sind Liegt der Fall vor da eine Klasse von mehreren
anderen Klassen Methoden erbt die denselben Namen und dieselbe Signatur besitzen
so besteht eine Mehrdeutigkeit die entsprechend aufgel

ost werden mu Diese Mehr
deutigkeit kann zum einen durch den Entwickler gel

ost werden indem er explizit die
zu vererbende Methode angibt oder zum anderen durch die Programmiersprache die
beispielsweise durch die Deklarationsreihenfolge die zu vererbende Methode ausw

ahlt
In beiden F

allen ist zu testen ob die richtige Methode vererbt wurde die auch vor
gesehen war
Polymorphismus
Durch Polymorphismus k

onnen verschiedene Objekte auf dieselbe Nachricht verschie
den reagieren Dieser Mechanismus wird insbesondere in Verbindung mit der Ver
erbung eingesetzt Polymorphismus erschwert durch die dynamische Bindung den
Testproze da dadurch nur zur Laufzeit festgestellt werden kann welches Objekt f

ur
einen polymorphen Klassenbezeichner eingesetzt wird und welche Implementierung
f

ur eine Methode tats

achlich ausgef

uhrt wird
Als eine L

osung zu diesem Problem k

onnen f

ur den funktionalen Test Bedingun
gen angegeben werden die die verschiedenen Implementierungen f

ur eine polymorphe
Methode erf

ullen m

ussen Anhand dieser Bedingungen k

onnen dann aus der Spezi
kation Testdaten erzeugt werden mit denen alle Versionen der polymorphen Methode
getestet werden k

onnen

Ahnliche Probleme ergeben sich beim Test von Methoden mit polymorphen Parame
tern Die Testdaten m

ussen hierbei so bestimmt werden da m

oglichst viele ver
schiedene Auspr

agungen die die polymorphen Parameter annehmen k

onnen ber

uck
sichtigt werden Die Schwierigkeit dabei besteht in der Bestimmung einer m

oglichst
repr

asentativen Menge von Objekten die f

ur die polymorphen Parameter eingesetzt

werden sollen Die Menge der m

oglichen Objekte ist dabei im Prinzip unendlich gro
Die Vererbungshierachie kann beliebig erweitert werden wobei alle Objekte in der
Vererbungshierarchie als m

ogliche Eingabewerte dienen k

onnen
 Testgegenst

ande
In diesem Abschnitt werden die verschiedenen Testgegenst

ande in der objektori
entierten SoftwareEntwicklung in analoger Weise zu Abschnitt 	 aufgelistet
BS R

up Win vgl GDT	 Diese Auistung soll die Unterschiede zwi
schen der strukturierten und der objektorientierten SoftwareEntwicklung in Bezug
auf das Testen verdeutlichen
 Methode
Den Funktionen in der strukturierten SoftwareEntwicklung stehen Methoden
in der objektorientierten SoftwareEntwicklung gegen

uber Allerdings wird die
Methode im Gegensatz zur Funktion nicht als die kleinste unabh

angig testbare
Einheit im SoftwareProze betrachtet da die Methoden einer Klasse durch ge
genseitige Aufrufe und durch gemeinsam verwendete Instanzvariable dh durch
den Objektzustand stark miteinander gekoppelt sind Der Test einer Metho
de erfordert die Instanziierung der entsprechenden Klasse oder zumindest die
Simulation der Klasseneigenschaften die sich auf das Verhalten der Methode
auswirken Der Aufwand f

ur den Test von Methoden ist durch den Testrahmen
im allgemeinen h

oher als der Aufwand f

ur den Test von Funktionen obwohl
Methoden

ublicherweise eine einfachere Kontrollstruktur besitzen als Funktio
nen
 Klasse
Da der Test einer Methode mit einem relativ hohen Aufwand verbunden ist
wird h

aug die Klasse als die kleinste unabh

angig testbare Einheit im Software
Proze betrachtet Klassen entsprechen den Modulen in der strukturierten
SoftwareEntwicklung vgl Lig wobei in der objektorientierten Software
Entwicklung zus

atzlich zur Kapselung die Mechanismen der Vererbung und des
Polymorphismus zur Verf

ugung stehen Durch diese Mechanismen ist allerdings
der Zusammenhang zwischen Kontrollu und der Struktur des Quelltextes
nicht mehr so oensichtlich wie bei strukturierter Software Es stellt sich al
so die Frage inwieweit kontrolluorientierte Testmethoden aus der klassischen
SoftwareErstellung

uberhaupt noch anwendbar sind Hinzu kommt da durch
eine Klasse keine Reihenfolge vorgegeben wird in der die Methoden der Klasse
aufgerufen werden k

onnen Diese Tatsache erschwert zus

atzlich die Anwendbar
keit kontrolluorientierter Verfahren Zum Klassentest existieren verschiedene
Verfahren auf die im Abschnitt 	 eingegangen wird

 Subsystem
Im objektorientiertem SoftwareProze entstehen Subsysteme durch das Zusam
menfassen von Klassen zu sogenannten Clustern wobei Cluster so gebildet wer
den sollten da sie m

oglichst einfach wiederverwendet werden k

onnen Ein
Cluster von Objekten kann nur dann eine

ubergeordnete Aufgabe erf

ullen wenn
die Objekte aus denen der Cluster zusammengesetzt ist auch korrekt intera
gieren Nach einem Test der einzelnen Klassen mu also ein Test durchgef

uhrt
werden der die Integration der Klassen

uberpr

uft aus denen der Cluster zu
sammengesetzt ist Verfahren zum Integrationstest werden im Abschnitt 	
erl

autert
 System und installiertes System
Beim Systemtest und beim Abnahmetest dh beim Test des installierten Sy
stems durch den Auftraggeber bleiben die Verfahren aus der strukturierten
SoftwareEntwicklung im wesentlichen g

ultig da die objektorientierte Imple
mentierung des Systems f

ur den Tester nicht sichtbar ist Allerdings m

ussen
f

ur den Test die Dokumente der objektorientierten Analyse als Testreferenz
herangezogen werden wie zum Beispiel die Dokumente zur Analyse durch Nut
zungsf

alle Use Cases FS
 Testmethoden
Die herk

ommlichen Testmethoden die im Rahmen der Qualit

atssicherung von struk
turierter Software eingesetzt werden k

onnen haben in der objektorientierten Software
Entwickung nur eine begrenzte Anwendbarkeit Zur ausreichenden Qualit

atssicherung
objektorientierter Software m

ussen neue Verfahren entwickelt werden die die Beson
derheiten der Objektorientierung entsprechend ber

ucksichtigen Diese Tatsache wurde
aber erst in den letzten Jahren erkannt so da die Mehrzahl der Ver

oentlichungen
zum Thema objektorientierte Testmethoden auch in den letzten f

unf Jahren erschie
nen ist
Objektorientierte Testmethoden k

onnen nach Sne in die drei Gruppen regelbasier
ter nachrichtenbasierter und nutzungsbasierter Test unterteilt werden wobei diese
Unterteilung analog zur Unterteilung der herk

ommlichen Testmethoden in die Grup
pen White Black und GreyBox Methoden durchgef

uhrt wird
Regelbasierter Test
Der regelbasierte Test von objektorientierter Software entspricht einem WhiteBox
Test dh zur Generierung der Testdaten wird die Implementierung des Testgegen
standes herangezogen Bei objektorientierter Software wird also entsprechend die
	
Entscheidungslogik der Methoden untersucht und Testdaten so ausgew

ahlt da be
stimmte

Uberdeckungskriterien erf

ullt werden Regelbasierte Testmethoden eignen
sich also insbesondere f

ur den Test von Klassen
Nachrichtenbasierter Test
Der nachrichtenbasierte Test entspricht hingegen einem BlackBox Test Dabei wer
den representative Eingangsnachrichten erzeugt und anschlieend die Ausgangsnach
richten des zu testenden Systems validiert Bei nachrichtenbasierten Testmethoden
steht das Verhalten eines objektorientierten Systems also insbesondere auch eines
einzelnen Objekts nach auen im Mittelpunkt Diese Testmethoden k

onnen beim
Integrationstest eingesetzt werden
Nutzungsbasierter Test
Nutzungsbasierte Testmethoden zielen auf die

Uberpr

ufung der spezizierten Nut
zungsf

alle ab dh der nutzungsbasierte Test entspricht einem funktionalem Test ge
gen die Spezikation Beim nutzungsbasiertem Testen wird also nicht die Korrektheit
der internen Abl

aufe im System sichergestellt sondern die Einhaltung der Spezikati
on

uberpr

uft Dazu z

ahlt neben den Ausgaben auf dem Bildschirm auch der Zustand
von Datenbanken und persistenten Objekten Nutzungsbasierte Testmethoden eignen
sich also f

ur den System bzw Abnahmetest
 Klassen und Integrationstest
Klassentest
Der Klassentest besteht zum einen aus dem Test von Methoden wobei der Test al
ler Methoden eher die Ausnahme sein wird da Methoden im allgemeinen eine relativ
einfache Kontrollstruktur besitzen Auerdem sollten auch insbesondere bei der Nut
zung einer Klassenbibliothek nur diejenigen Methoden getestet werden die auch in
der zu entwickelnden Software ben

otigt werden um den Testaufwand so gering wie
m

oglich zu halten Diese Strategie stellt allerdings wiederum die Anwendbarkeit kon
trolluorientierter

Uberdeckungskriterien in Frage Sne Sne
Zum anderen mu beim Klassentest aber auch das Zusammenspiel der Methoden
validiert werden Der Schwerpunkt beim Klassentest sollte auf diesem Methoden
Integrationstest liegen da die Komplexit

at objektorientierter Systeme durch die In
teraktion einfacher Methoden entsteht Sne
Der Klassentest umfat aber auch noch zus

atzlich zu den oben genannten zwei Punk
ten noch den Integrationstest von Objekten die derselben Klasse zugeh

oren und den
Test der Klasse in Verbindung mit der Vererbung Ove	

Der Test einer Klasse erfordert im ersten Schritt die Erzeugung eines Objekts dh
die Instanziierung der Klasse da Klassen nur die Struktur f

ur Objekte angeben und
deshalb selbst nicht ausf

uhrbar sind

 In diesem Zusammenhang existieren zwei Fra
gestellungen R

up
 Was ist ein Testfall
Ein Testfall besteht in der Regel aus einer Nachrichtensequenz dh zum Testen
eines Objekts wird der IstZustand des Objekts vor und nach der Nachrichten
sequenz mit dem SollZustand verglichen Ein Problem dabei kann die Fehler
maskierung darstellen R

up Ein Fehlverhalten einer Methode wird durch die
Ausf

uhrung nachfolgender Methoden verdeckt Das Problem der Fehlermaskie
rung wird dabei durch die Datenkapselung versch

arft da diese wie schon oben
beschrieben die Beobachtbarkeit des Zustands erschwert bzw verhindert
 Wieviele Testobjekte m

ussen erzeugt werden
In MK wird die Erzeugung eines Objekts f

ur jeden Testfall vorgeschlagen
da dadurch Fehler in einem Testfall nicht zu Folgefehlern f

uhren k

onnen und
Testf

alle einfacher aus der Menge der Testf

alle gel

oscht bzw auch hinzugef

ugt
werden k

onnen Die Testf

alle sind also unabh

angig voneinander In Pel wird
darauf hingewiesen da beim Testen in Verbindung mit static Variablen in
C mehrere Objekte derselben Klasse notwendig sein k

onnen
Beim Klassentest haben sich unterschiedliche Ans

atze als erfolgversprechend erwiesen
W

ahrend einige Autoren endliche Automaten beim Klassentest einsetzen schlagen
andere Autoren Verfahren vor die auf formalen Spezikationen basieren
 Endliche Automaten
Endliche Automaten werden in der objektorientierten SoftwareEntwicklung
h

aug zur Modellierung von Objekten genutzt wobei die Zust

ande eines Auto
maten die verschiedenen Objektzust

ande und die Transformationen die Reak
tion des Objekts auf entsprechende Nachrichten darstellen Zur Erstellung von
Automaten zu komplexen Objekten kann dabei SC herangezogen werden
wo ein Verfahren zur Konstruktion von komplexen Automaten aus einfacheren
Automaten beschrieben wird Zur Generierung von Testf

allen aus endlichen
Automaten sei auf TR	a TR	b TR	c KSG

 BS HKC MCM


verwiesen
 Formale Spezikationen
Formale Spezikationen k

onnen ebenfalls zum Test von Klassen verwendet wer
den wobei jedoch der Aufwand zur Generierung der formalen Spezikation nicht
unber

ucksichtigt bleiben sollte Zur Anwendung formaler Spezikationen beim
Klassentest sei auf DF TX BBP CTC

 verwiesen

So gesehen ist die Bezeichung

Klassentest paradox	 da die Ausf

uhrbarkeit ein notwendiges Kri
terium f

ur den Test ist

Integrationstest
Nach dem erfolgreichen Test der einzelnen Klassen mu anschlieend das korrek
te Zusammenspiel der Klassen untereinander getestet werden Der objektorientierte
Integrationstest bezieht sich dabei nur auf Klassen die nicht in einer Vererbungsbe
ziehung stehen Dieses Zusammenspiel mu dabei nicht unbedingt hierarchisch sein
da sich auch zwei Objekte gegenseitig Nachricht schicken k

onnen Es m

ussen also
neue Integrationsstrategien entwickelt werden die auch die Vererbung und die dyna
mische Bindung ber

ucksichtigen R

up Zum Integrationstest wurden verschiedene
Verfahren vorgeschlagen TR	a TR	b Ove	 Ove

 Ausgangsbasis des Testverfahrens
In diesem Kapitel werden die Grundlagen des entwickelten Testverfahrens f

ur die pro
totypbasierte SoftwareEntwicklung erl

autert Dazu werden nach einer kurzen Auf
listung der Anforderungen an Testverfahren die sich durch das spezielle Umfeld des
Investmentbankings ergeben in in Abschnitt  Strategien f

ur den Prototypentest
beschrieben Aus den Schw

achen zweier einfacher Teststrategien wird in Abschnitt 
auf eine optimale Strategie geschlossen die auf der Basis eines Regressionstestverfah
rens umgesetzt werden kann Anschlieend werden die Grundlagen des Regressions
tests und eine Klassikation der Verfahren in Abschnitt 	 erl

autert Das Verfahren
von RothermelHarrold wird in Abschnitt 	 ausf

uhrlicher beschrieben da es
die Basis f

ur den Prototypentest darstellt Da dieses Verfahren jedoch rein struktu
rell ist werden in Abschnitt  die Verfahren von TseXu und HongKwonCha
f

ur den funktionalen Klassentest beschrieben Diese Verfahren werden im n

achsten
Abschnitt der Diplomarbeit in das Verfahren von RothermelHarrold integriert
 Anforderungen an Testverfahren im
Investmentbanking
Das Investmentbanking stellt wie schon in Kapitel  angedeutet spezielle Anforde
rungen an die SoftwareEntwicklung die durch entsprechende Manahmen im Softwa
reProze ber

ucksichtigt werden m

ussen Diese Manahmen umfassen auch geeignete
Testverfahren die folgende Merkmale der SoftwareEntwicklung unterst

utzen m

ussen
 Prototyping
Die wichtigste Eigenschaft des Prototypings ist ohne Zweifel die inkrementelle
Erstellung des Prototyps dh der Prototyp wird ausgehend von einer ersten
Version iterativ zum Endprodukt weiterentwickelt In jeder dieser Iterationen
sollte der Prototyp einem Test unterzogen werden wobei beachtet werden soll
te da im allgemeinen in den einzelnen Iterationen bestimmte Abschnitte der
Spezikation oder der Implementierung unver

andert verbleiben und somit unter
Umst

anden nicht erneut getestet werden m

ussen

 Objektorientierung
Die SoftwareEntwicklung in dem speziellen Umfeld des Investmentbankings er
folgt nach dem objektorientierten Paradigma Testverfahren m

ussen also die
Objektorientierung explizit unterst

utzen wobei die schon oben erw

ahnten Be
sonderheiten der Objektorientierung beachtet werden m

ussen
	 Zuverl

assigkeit
Testverfahren sollten zuverl

assig sein dh sie sollten m

oglichst viele Fehler auf
decken Allerdings resultiert diese Anforderung h

aug in einer relativ groen
Testdatenmenge dh der Testaufwand steigt stark an Da aber Fehler in der
SoftwareUnterst

utzung f

ur das Investmentbanking hohe wirtschaftliche Ver
luste verursachen k

onnen sollte der Testaufwand als Entscheidungskriterium
nicht allzustark gewichtet sein
 Teststrategien in der prototypbasierten
SoftwareEntwicklung
 Einfache Strategien
Die besonderen Anforderungen der prototypbasierten SoftwareEntwicklung an den
Testproze wurden bislang kaum untersucht Es existieren nach bestem Wissen des
Autors keine Quellen in der Literatur oder im Internet in denen konkrete Testver
fahren f

ur Prototypen bzw f

ur die evolution

are SoftwareEntwicklung vorgeschlagen
werden
F

ur den Prototypentest sind zwei einfache Strategien naheliegend die jedoch beide
Schw

achen besitzen die deren Eignung f

ur den Test in Frage stellen
 In der ersten Strategie werden die einzelnen Prototypen die w

ahrend des Proto
typings entstehen als isolierte SoftwareProdukte betrachtet und auch dement
sprechend ohne eine Ber

ucksichtigung der Tests von vorherigen Prototypen iso
liert getestet Diese Vorgehensweise f

uhrt allerdings zu einer Ressourcenver
schwendung da wie schon oben angedeutet die verschiedenen Prototypen ge
meinsame Eigenschaften haben k

onnen die nicht bei jedem Prototyp erneut
validiert werden m

ussen
 Die zweite Strategie sieht hingegen nur einen Test der ver

anderten Abschnitte
in der Implementierung bzw in der Spezikation vor Allerdings ist auch diese
komplement

are Strategie problematisch Diese Vorgehensweise ist zumindest
beim strukturellen Test nicht ausreichend da durch Kontroll bzw Datenu
abh

angigkeiten Fehler in den ver

anderten Abschnitten zu Fehlern in den nicht
ver

anderten Abschnitten f

uhren k

onnen In bestimmten F

allen f

allt also auch
der Test von nicht ver

anderten Programmabschnitten an

 Optimale Strategie
Eine optimale Strategie mu also neben dem Test der Ver

anderungen die sowohl die
Implementierung als auch die Spezikation betreen k

onnen auch den Test derjenigen
Teile der Implementierung vorsehen die durch die Ver

anderungen nur indirekt

uber
Kontroll bzw Datenuabh

angigkeiten betroen sind Beim funktionalen Test sollte
eine

Uberpr

ufung der Ver

anderungen in der Spezikation ausreichend sein wobei vor
ausgesetzt werden mu da die Spezikation durch Ver

anderungen nicht inkonsistent
geworden ist Die Korrektheit der Spezikation wird in den folgenden Ausf

uhrungen
als gegeben betrachtet
Das Verfahren das in dieser Arbeit vorgeschlagen wird basiert auf einem Algorith
mus zum Regressionstest von Klassen in objektorientierten Programmen Bei dem
hier vorgeschlagenen Verfahren wird die fehlende Funktionalit

at des Prototyps als
ein Fehler betrachtet der schrittweise in den PrototypingIterationen behoben wird
Nach jeder

Korrektur des Prototyps wird dann ein Regressionstest durchgef

uhrt
Diese Interpretation wird damit auch den Zielen des Regressionstests gerecht
Es existieren jedoch einige Punkte die bei der Verwendung von Regressionstesttech
niken beim Testen von Prototypen beachtet werden m

ussen Dazu geh

ort da der
Nutzen der SelectiveRetest Strategie

sich insbesondere bei relativ stabilen Software
Systemen zeigt dh wenn die SoftwareEntwicklung sich in einem fortgeschrittenen
Stadium bendet und die Ver

anderungen an der Software die zu testen sind nur ge
ring sind Bei einem Prototyp k

onnen die zu testenden Ver

anderungen jedoch gr

oer
sein so da sich die hier vorgeschlagene Strategie sehr der ersten Strategie n

ahert Die
Ver

anderungen an dem Prototypen sollten in den einzelnen PrototypingIterationen
also m

oglichst klein gehalten werden Ein weiterer Punkt ist aber auch die Tatsa
che da der Regressionstest einen zus

atzlichen Aufwand verursacht Es mu hierbei
eine Testdatenmenge mit zus

atzlichen Informationen bez

uglich der

uberdeckten An
weisungen des Programms durch die einzelnen Testeingaben

bereitgestellt werden
Dieser zus

atzlicher Aufwand k

onnte aber m

oglicherweise den Zeitgewinn beim Rapid
Prototyping wieder zunichte machen Es ist aber auch m

oglich da diese zus

atzlichen
Informationen durch die Verwendung von WegwerfPrototypen nicht verf

ugbar ist
Das in dieser Diplomarbeit vorgeschlagene Testverfahren f

ur Prototypen basiert auf
einem Verfahren von RothermelHarrold RHb RHc da es ein ezient
zu implementierendes zuverl

assiges Verfahren f

ur den Regressionstest von objekt
orientierten Programmen darstellt Dieses Verfahren kann zwar werkzeugunterst

utzt
durchgef

uhrt werden ber

ucksichtigt aber keine Ver

anderungen der Spezikation da
es nur auf der Implementierung basiert Ein rein struktureller Test ist allerdings bei
der SoftwareEntwicklung nicht ausreichend so da zus

atzlich ein funktionaler Test
durchgef

uhrt werden mu Der funktionale Test basiert hierbei auf den Methoden
von TseXu TX TX und HongKwonCha HKC

Siehe Abschnitt 


Vergleiche TestHistory aus Abschnitt 


 Regressionstest
 Grundlagen des Regressionstests
Nach der Korrektur eines Programms m

ussen Regressionstests durchgef

uhrt werden
um sicherzustellen da die Korrekturen richtig erfolgt sind und da sie keinen Einu
auf das richtige Funktionieren der unver

anderten Teile des getesteten Programms
haben Dabei entf

allt h

aug solange nur Fehler in der Implementierung entfernt
werden die Phase der Testdatengenerierung da Testdaten schon von vorhergehenden
Tests zur Verf

ugung stehen

Ublicherweise besteht der Regressionstest aus den folgenden f

unf Phasen RHb
RH GHK


 Zu Beginn des Regressionstests m

ussen die Ver

anderungen erkannt werden die
an dem Programm zur Korrektur durchgef

uhrt wurden
 Im n

achsten Schritt wird die Untermenge der Testdatenmenge bestimmt die
zum erneuten Test des Programms verwendet werden soll
	 Anschlieend erfolgt die Testausf

uhrung dh das Programm wird mit der oben
bestimmten Untermenge der Testdaten getestet
 Falls erforderlich m

ussen in dieser Phase neue Testdaten generiert werden um
beispielsweise ein bestimmtes

Uberdeckungskriterium zu erf

ullen
 Anschlieend mu der Test mit den neu generierten Testdaten erneut durch
gef

uhrt werden
 Die Testdaten werden in der letzten Phase f

ur sp

atere Regressionstests aufbe
reitet wie zum Beispiel in der Form einer TestHistory die angibt welches
Testdatum welchen Pfad im Programm ausgef

uhrt hat
Die Auswahl der Testdaten in der zweiten Phase des Regressionstests kann nach zwei
Strategien erfolgen Die erste Strategie sieht einen Test mit allen vorliegenden Test
daten vor RetestAll Strategie w

ahrend in der zweiten Strategie der Test mit einer
Untermenge der vorliegenden Testdaten durchgef

uhrt wird SelectiveRetest Strategie
RHa Rot In RW werden verschiedene Kennzahlen vorgestellt die bei der
Entscheidung zwischen diesen beiden Strategien herangezogen werden k

onnen
In RHa Rot ndet sich ein Vergleich der verschiedenen Regressionstestverfah
ren nach der SelectiveRetest Strategie Da die verschiedenen Regressionstestverfah
ren nach sehr unterschiedlichen Prinzipien funktionieren sind auch die Ergebnisse der
einzelnen Verfahren sehr unterschiedlich In diesem Papier wird eine Reihe von Krite
rien angegeben die troztdem den Vergleich und die Beurteilung der unterschiedlichen
Verfahren erm

oglicht
	

 Vollst

andigkeit
Die Vollst

andigkeit eines Verfahrens gibt die Rate an mit der Fehler durch
die ausgew

ahlte Testdatenmenge gefunden werden k

onnen dh je h

oher die
Vollst

andigkeit eines Verfahrens desto mehr Testdaten werden ausgew

ahlt die
Fehler ausf

uhren und sichtbar machen k

onnen
 Pr

azision
Die Pr

azision eines Verfahrens bestimmt die Rate mit der Testdaten ausgew

ahlt
werden die keine Fehler ausf

uhren und somit auch keine Fehler sichtbar machen
k

onnen
 E	zienz
Die Ezienz eines Verfahrens gibt zum einen dessen Komplexit

at in Bezug auf
Rechenzeit und Platzbedarf aber auch dessen Automatisierbarkeit an Die
Ezienz entscheidet also

uber die praktische Anwendbarkeit des Verfahrens
 Allgemeinheit
Die Allgemeinheit eines Verfahrens erm

oglicht Aussagen

uber die F

ahigkeit des
Verfahrens realistische Sprachkonstrukte beliebig komplexe Programmver

an
derungen und realistische Testgegenst

ande verarbeiten zu k

onnen
In RHa Rot werden die verschiedenen Verfahren die bis zu diesem Zeitpunkt
vorgeschlagen wurden in die drei Gruppen

Uberdeckungsmethoden Minimierungs
methoden und zuverl

assige Methoden eingeordnet vgl RW GHK

 F

ur einen
empirischen Vergleich verschiedener Verfahren aus diesen Gruppen siehe GHK



Uberdeckungsmethoden
Bei

Uberdeckungsmethoden werden zum Regressionstest alle Testdaten aus der ge
gebenen Testdatenmenge ausgew

ahlt die zur Sicherstellung eines bestimmten

Uber
deckungskriterium auf den ver

anderten Abschnitten des Testgegenstandes ben

otigt
werden Die Generierung von neuen Testdaten f

allt dabei nur dann an wenn die
vorhandenen Testdaten zur Erf

ullung des

Uberdeckungskriteriums nicht ausreichen
wie zum Beispiel in den F

allen in denen das zu testende Programm um neue Ab
schnitte erweitert wurde In RHa Rot werden

Uberdeckungsmethoden weiter
in Methoden unterteilt die auf die symbolische Ausf

uhrung die Pfadanalyse den
Datenu oder den Program Dependence Graph des Testgegenstandes basieren Auf
diese weitere Unterteilung soll in dieser Diplomarbeit allerdings nicht eingegangen
werden Der interessierte Leser sei auf RHa Rot verwiesen
Im folgenden wird beispielhaft eine

Uberdeckungsmethode nach YK basierend auf
der symbolischen Ausf

uhrung des Testgegenstandes beschrieben
Dieses Verfahren zum Regressionstest sieht in einem ersten Schritt die Partitionierung
des Eingaberaums des korrigierten Programms vor Die Partitionierung wird dabei auf
	
der Grundlage sowohl der Spezikation als auch der Implementierung durchgef

uhrt
dh dieses Regressiontestverfahren ber

ucksichtigt also auch funktionale Ver

anderun
gen des Testgegenstandes Danach werden alle Testdaten aus der gegebenen Test
datenmenge die g

ultige Eingaben darstellen den einzelnen Partitionen zugeordnet
Da ein

Uberdeckungskriterium unterstellt wird das genau ein Testdatum pro Parti
tion fordert werden unter Umst

anden anschlieend neue Testdaten generiert wenn
die

Uberdeckung aller Partitionen nicht gegeben war Nach dem Aktualisieren der
Testdatenmenge wird das zu testende Programm durch symbolische Ausf

uhrung der
Testdaten validiert Da jedoch der Test die tats

achliche Ausf

uhrung des Programms
erfordert wird das Programm anschlieend mit den Testdaten durchlaufen
Minimierungsmethoden
Minimierungsmethoden basieren ebenfalls auf

Uberdeckungskriterien wobei hier al
lerdings die

Uberdeckung der ver

anderten Programmabschnitte durch minimale Test
datenmengen erreicht wird Die bisher in der Literatur vorgeschlagenen Minimie
rungsverfahren lassen im Gegensatz zu

Uberdeckungsmethoden keine Ver

anderungen
der Kontrollstruktur zu dh es k

onnen keine Abschnitte gel

oscht oder der Testge
genstand um neue Abschnitte erweitert werden
Minimierungsmethoden werden in RHa Rot weiter in Methoden untergliedert
die auf lineare Gleichungssysteme oder auf die Art der Programmver

anderungen basie
ren Im folgenden wird nur auf Minimierungsverfahren eingegangen die auf linearen
Gleichungssystemen basierend die Optimierung durchf

uhren F

ur Minimierungsver
fahren basierend auf Programmver

anderungen sei auf RHa Rot verwiesen
Als ein Beispiel f

ur Minimierungsmethoden wird hier die Methode aus Fis be
schrieben
In dieser Minimierungsmethode werden zuerst aus der Implementierung des ver

ander
ten Programms Matrizen erzeugt die die Erreichbarkeit der einzelnen Programmseg
mente durch die Testdaten und die der einzelnen Programmsegmente untereinander
angeben Anschlieend wird mit Hilfe dieser beiden Matrizen f

ur jedes Programmseg
ment eine Ungleichung als Nebenbedingung f

ur die sp

atere Minimierung aufgestellt
Die linke Seite jeder Ungleichung gibt dabei die einzelnen Testdaten an die das ent
sprechende Programmsegment

uberdecken w

ahrend die rechte Seite der Ungleichung
abgibt ob das Programmsegment entsprechend dem

Uberdeckungskriterium durch
die entg

ultige Testdatenmenge

uberdeckt werden mu oder nicht Dieses Verfah
ren unterstellt dabei ein

Uberdeckungskriterium das die Ausf

uhrung von allen Pro
grammsegmenten erfordert die von ver

anderten Programmsegmenten erreichbar sind
Anschlieend wird eine Minimierung

uber die Zahl der Testdaten durchgef

uhrt wo
bei die oben aufgestellten Ungleichungen als Nebenbedingungen in die Minimierung
eingehen
	
Zuverl

assige Methoden
Bei zuverl

assigen Methoden stehen weniger

Uberdeckungskriterien im Vordergrund
sondern mehr die Selektion von allen Testdaten aus der Testdatenmenge die ein
Fehlverhalten des ver

anderten Programms verursachen k

onnen Somit ist also die
RetestAll Strategie eine zuverl

assige Methode Da als eine Anforderung an Testver
fahren f

ur Software im Investmentbanking auch die Zuverl

assigkeit angegeben wurde
kommen zum Test von Prototypen nur Verfahren dieser Kategorie in Frage Die zu
verl

assigen Methoden werden in RHa Rot ebenfalls weiter untergliedert Es
wird dabei zwischen der Firewall Methode der Cluster Identikations Methode der
Slicebasierten Methode und der Program Dependence Graph Methode unterschie
den Im n

achsten Unterkapitel wird die Program Dependence Graph Methode nach
RothermelHarrold ausf

uhrlich beschrieben da dieses Verfahren die Grundla
ge des in dieser Diplomarbeit entwickelten Verfahrens zum Testen von Prototypen
darstellt Beispiele anderer zuverl

assiger Methoden nden sich in RHa Rot
 Regressionstest nach Rothermel	Harrold
Program Dependence Graph PDG
Die Program Dependence Graph Methode RHb basiert auf einer Darstellung des
zu testenden Programms wie schon aus der Bezeichnung ersichtlich in Form eines
Program Dependence Graphs PDG FOW Aus diesem Grund soll bevor das
eigentliche Verfahren beschrieben wird das n

otige Wissen im Zusammenhang mit
PDGs zusammengefat werden
Ein PDG stellt das zu analysierende Programm in Form eines gerichteten Graphen
dar Die einzelnen Anweisungen in dem Programm werden dabei durch Knoten in
diesem Graphen repr

asentiert w

ahrend die Kanten die Abh

angigkeiten zwischen den
Anweisungen verdeutlichen In einem Programm k

onnen zwei verschiedene Abh

angig
keiten zwischen den Anweisungen existieren Eine Datenabh

angigkeit kann zwischen
zwei Anweisungen genau dann bestehen wenn in der einen Anweisungen der Wert
einer Variablen ver

andert und in einer anderen Anweisungen auf den Wert der ge
meinsamen Variablen zugegrien wird Die Reihenfolge dieser beiden Anweisungen
darf also nicht ver

andert werden Eine Kontrollabh

angigkeit besteht dagegen genau
dann wenn die Ausf

uhrung einer Anweisung von einer anderen Anweisung abh

angt
Eine Kontrollabh

angigkeit existiert zum Beispiel zwischen einer Fallunterscheidung in
Form eines ifthenKonstrukts und den Anweisungen die als Alternativen abh

angig
von Pr

adikat der Fallunterscheidung ausgef

uhrt werden k

onnen Bestehen also Kon
trollabh

angigkeiten zwischen zwei Knoten dann gehen von einem Knoten minde
stens zwei Kontrollupfade aus wobei nur einer dieser Pfade den anderen Knoten
enth

alt Es soll nochmal darauf hingewiesen werden da PDGs nicht die Reihenfolge
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Abbildung  searchProzedur mit PDG RHb
der Anweisungen wie das in Kontrollugraphen durch Kontrollupfade geschieht
wiedergeben sondern Abh

angigkeiten zwischen den Anweisungen
Eine Anwendung von PDGs besteht in der Bestimmung der Befehle in einem Pro
gramm die parallel ausgef

uhrt werden k

onnen Andere Anwendungsbeispiele f

ur
PDGs nden sich in FOW
Abbildung  zeigt beispielhaft einen PDG in dem Kontrollabh

angigkeiten mit
durchgezogenen Linien und Datenabh

angigkeiten mit gestrichelten Linien gezeichnet
sind In dieser Abbildung ist auch ersichtlich da in einem PDG vier verschiedene
Knotentypen unterschieden werden k

onnen
 StatementKnoten
StatementKnoten die als Ellipsen dargestellt werden repr

asentieren einfache
Befehle in dem Sourcecode des Programms wie zum Beispiel Zuweisungen Ein
bzw Ausgabebefehle Variablendeklarationen oder Funktionsaufrufe
 RegionKnoten
RegionKnoten werden durch Kreise abgebildet Sie fassen Anweisungen die
nur durch bestimmte Bedingungen erreichbar sind zu einem Block zusammen
 PredicateKnoten
PredicateKnoten stellen Fallunterscheidungen dar Sie werden durch Rechtecke
symbolisiert von denen entsprechend den m

oglichen F

allen mehrere Kontroll
pfade ausgehen
	
 ExitKnoten
Der ExitKnoten wird im PDG als Sechseck gezeichnet und stellt den Endknoten
des PDGs dar
Algorithmen zur Generierung von PDGs nden sich in RH	a CC
Class Dependence Graph ClDG
PDGs stellen Kontroll und Datenabh

angigkeiten in einzelnen Funktionen bzw in ein
zelnen Methoden dar Eine Klasse umfat

ublicherweise mehrere Methoden so da
es also naheliegt die einzelnen PDGs der Methoden einer Klasse zu einem Graphen
zusammenzufassen Dieser Graph wird als Class Dependence Graph ClDG bezeich
net In Abbildung  ist ein Beispiel f

ur ein ClDG der den PDG aus Abbildung 
als einen Untergraphen f

ur die Methode search enth

alt angegeben ClDG besitzen
jedoch einige Besonderheiten die noch einer Erkl

arung bed

urfen Zum Testen einer
Klasse sind Treiber notwendig die eine Instanz der Klasse erzeugen die Klasse in
einen Anfangszustand bringen und die Methoden in einer bestimmten Sequenz aufru
fen In ClDGs werden Treiber um nicht alle m

oglichen Treiber einzeln ber

ucksichtigen
und die einzelnen PDGs der Methoden mehrfach durchlaufen zu m

ussen in einem
einzigen Knoten zusammengefat Dieser Knoten wird Representative Driver Node
genannt In der Abbildung  ist dieser Knoten als Wurzelknoten dargestellt und mit
der Bezeichnung listRDN markiert In der Abbildung ist auch ersichtlich da dieser
Knoten zu jeder von auen sichtbaren Methode

einen gestrichelten Pfad besitzt um
Kontrollabh

angigkeiten zwischen dem Testrahmen und der Klasse anzuzeigen Die
einzelnen Attribute der Klasse die insgesamt den Zustand eines Objektes der Klasse
ausmachen werden durch einen Knoten mit der Bezeichnung state abgebildet Es
soll darauf hingewiesen werden da aus Platzgr

unden in dieser Abbildung Kanten
zur Veranschaulichung von Datenabh

angigkeiten in den einzelnen Methoden nicht
dargestellt sind Auerdem existieren auch keine Kontrollpfade zwischen den PDGs
der einzelnen Methoden da sich die Methoden in diesem Beispiel nicht gegenseitig
aufrufen
Im objektorientierten Prototyping werden die Klassen des Prototyps nicht durch di
rektes Ver

andern den Nutzeranforderungen angepat sondern fehlende oder falsche
Funktionalit

at durch Vererbung hinzugef

ugt bzw

uberschrieben Vererbung wird in
einem ClDG entsprechend der Abbildung 	 sichtbar gemacht In dieser Abbildung
ist eine StackKlasse dargestellt die Methoden von der obigen ListKlasse erbt
wobei wiederum die Kanten zur Darstellung der Datenuabh

angigkeiten fehlen Die
fett gezeichneten Kanten machen in dieser Abbildung die Kontrollabh

angigkeiten zwi
schen den geerbten und den neu denierten Methoden sichtbar w

ahrend die gestri
chelten Pfeile wie in Abbildung  Kontrollabh

angigkeiten zwischen dem Testrahmen
und der Klasse anzeigen

In C sind das genau die public deklarierten Methoden
	
const int MAXLIST  
class List 
int list
int numentries
int maxentries
public
E Listint n  MAXLIST	
S
 list  new intn
S maxentries  n
S numentries  

E List	 
S delete list

E int getnumentries	 
S return numentries

E int getmaxentries	 
S return maxentries

int search	
int putitemint int	
int getitemintint	
E void setnumint n	 
S
 numentries  n

E void incnum	 
P ifnumentries 
maxentries	
S numentries


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  item
S return 

else
S
 return 

E
 int Listgetitemint item int loc	 
P

 if   loc  maxentries	 
S
 item  listloc
S
 return 

else
S
 return 

E
 int Listsearchint loc int item	 
S
 loc  
P
 while loc  numentries	 
P
 if listloc  item	
S return 
else
S loc

S
 return 

Abbildung  ListKlasse als ClDG RHb
	

class Stack  public List
int top
public
E Stackint n	
S Listn	
S
  top   
E Stack	
S List	
S  top   
int pushint item	
int popint item	
void print	

E int Stackpopint item	
P if top  	 
S getitemitem top	
S return 

else
S return 

E int Stackpushint item	
S
 int maxgetmaxentries	
P if top  max	 
S putitemitem top	
S return 

S return 

T FT
X
E26
S27 R6
FT
T F
P28
P29 S32
S31
R7 R8
R9 R10
T F
T F
X
E13
P14 X
S15
X
X
X
XE21
X
R4
S23 S24 S25
E16
P17
S18 S19 S20
state
E40
S41 S42
E51
S52 S56P53
R14
S54 S55
E46
P47 X
R13R12
S48 S49 S50
E43
XS45S44
R1 E7
S8
R3R2
R5
P22
S2 S3 S4
E1
S30
X
X
X
stackRDN
E9
S10
E11
S12
E5
S6
 Klasse                  )
(Neue Methoden der
(Vererbte Methoden der Klasse              )
Stack
List
Abbildung 	 Vererbung in ClDGs RHb
	

Algorithmus nach RHb
Fehler k

onnen nur dann durch Fehlverhalten sichtbar gemacht werden wenn die
Software mit Eingaben getestet wird die die fehlerhaften Abschnitte der Software
ausf

uhren Allerdings ist es m

oglich da nicht alle Eingaben die diese fehlerhaften
Abschnitte ausf

uhren auch den Fehler sichtbar machen dh da sich ein Fehlverhal
ten nur bei bestimmten Eingaben einstellt Da aber schon aus theoretischen Gr

unden

vor dem Test nicht entschieden werden kann welche Eingaben die ver

anderte und
unter Umst

anden fehlerhafte Programmabschnitte erreichen ein Fehlverhalten verur
sachen und welche nicht m

ussen im Rahmen des zuverl

assigen Regressionstests alle
Testdaten ausgew

ahlt werden die ver

anderte Abschnitte ausf

uhren
Angenommen die Zeile S loc der Methode Listsearch in Abbildung  sei
zur

Korrektur durch die Zeile S loc   ersetzt worden Der ClDG der Klas
se List sei G und der der ver

anderten Klasse G

 wobei Knoten des ver

anderten ClDG
G

im folgenden durch ein Apostroph kenntlich gemacht werden Dieser Fehler kann
nur mit Testeingaben erkannt werden die die Zeile S	

erreichen und damit also alle
Bedingungen auf dem Kontrollupfad zu dieser Zeile erf

ullen Die Eingaben die alle
Pfadbedingungen erf

ullen sind genau diejenigen Eingaben die im ver

anderten ClDG
den Knoten R


erreichen Da nur die Zeile S	 eine Ver

anderung erfahren hat glei
chen sich die Knoten R
 und R


 so da diese beiden Knoten genau von denselben
Testdaten

uberdeckt werden Der Fehler kann also durch den Test mit den Test
daten die den Knoten R


uberdecken erkannt werden Der Algorithmus setzt zu
diesem Zweck eine TestHistory voraus die f

ur jeden Predicate und RegionKnoten
diejenigen Eingaben angibt die diesen Knoten

uberdecken Die Menge dieser Testda
ten f

ur einen Predicate oder RegionKnoten R wird dabei RegionHistory bezeichnet
und mit Rhistory abgek

urzt Der Test ist also in diesem Fall mit den Eingaben in
R
history durchzuf

uhren
In dem oben erl

auterten Beispiel wurde von nur einer Ver

anderung zur Korrektur aus
gegangen Wird aber in dem Beispiel noch zus

atzlich die Zeile P	 if 
listloc
 item in P	 if 
listloc  item ver

andert so wird die Zeile S	

nicht
mehr notwendigerweise von allen Eingaben in R
history erreicht Es ist zwar immer
noch g

ultig da S	

durch die Testdaten ausgef

uhrt wird die auch R


ausf

uhren
aber die

Aquivalenz zwischen R
 und R


ist durch Kontrolluver

anderungen nicht
mehr gegeben Die Auswahl der Eingaben in R
history reicht also f

ur einen zu
verl

assigen Test von S	

nicht mehr aus Die Eingaben in R
history die durch
den ver

anderten Kontrollu nicht mehr bei S	

ankommen und somit f

ur einen zu
verl

assigen Test fehlen

uberdecken nun andere Bereiche der Methode die ebenfalls
Ver

anderungen erfahren haben F

ur den zuverl

assigen Test von S	

m

ussen also dem
nach auch die Testdaten in Rhistory ausgew

ahlt werden In diesem Fall wird also
bewut eine Obermenge der Testdaten ausgew

ahlt die den Knoten S	

ausf

uhren
um die Zuverl

assigkeit des Tests zu garantieren Oensichtlicherweise m

ussen f

ur den

Theoretische

Uberlegungen zum Regressionstest nden sich in RH
a	 Rot
	
Test aller Ver

anderungen alle Testdaten selektiert werden die einen RegionKnoten
mit ver

anderten Nachfolgern erreichen In dem Beispiel w

aren das also die Testdaten
in Rhistory und R
history

 Die

Aquivalenz zwischen den Knoten der beiden
ClDGs G und G

wird im Algorithmus durch gleichzeitiges Traversieren der beiden
Graphen in Pr

axordnung ermittelt Wird dabei ein RegionKnoten R

in G

 der
ver

anderte kontrollabh

angige Nachfolger besitzt gefunden so werden die Eingaben
in der RegionHistory des

aquivalenten RegionKnotens R in G f

ur den Regressions
test ausgew

ahlt Das weitere Traversieren der Nachfolger von R

ist dann nicht mehr
n

otig da schon alle Eingaben ausgew

ahlt worden sind die die Nachfolger

uberdecken
Algorithmus nach RHb RHc
Der Algorithmus ist in dieser Form RH	b noch relativ unpr

azise Eine neue
bzw ver

anderte Variablendenition als erste Anweisung der Methode w

urde bei
spielsweise zur Selektion aller Testdaten aus der Testdatenmenge f

uhren auch wenn
die Variable in der restlichen Methode nicht mehr erscheint und somit das Ergebnis
der Methode nicht beeinussen kann In der vorliegenden Diplomarbeit wird des
halb eine pr

azisere Version des Algorithmus nach RHb RHc benutzt der auch
Datenabh

angigkeiten ber

ucksichtigt Dieser Algorithmus schliet Eingaben die die
Ausf

uhrung von ver

anderten Variablendenitionen denen jedoch keine Abfrage des
Variablenwerts w

ahrend der Verarbeitung der Eingabe folgt von der Selektion aus
Dadurch verringert sich die Zahl der ausgew

ahlten Testeingaben dh die Testmenge
wird pr

aziser
In den Abbildungen  und  ist der Algorithmus der in RHb RHc vorge
schlagen wird in einer etwas ver

anderter Form

angegeben In diesen Abbildungen
werden kontrollabh

angige Nachfolger als cdNachfolger und entsprechend datenab
h

angige Nachfolger als ddNachfolger abgek

urzt Der Algorithmus ben

otigt als Ein
gabe zur Erzeugung der ClDGs die beiden Versionen C und C

der Klasse mit jeweils
einer Liste PubM und PubM

der

oentlichen Methoden Zus

atzlich zu diesen Ein
gaben wird noch die Menge der Testdaten ben

otigt die f

ur den Test der Klasse C
eingesetzt wurde und aus der die Testdaten f

ur den Regressionstest ausgew

ahlt werden
sollen
Der Algorithmus sieht als ersten Schritt die Erzeugung

der ClDGs G und G

der
Klassen C und C

f

ur die darauolgende Analyse vor Abb  Zeile f An
schlieend wird der visitedFlag jedes Knotens zur

uckgesetzt Zeile f damit je
der Knoten h

ochstens nur einmal traversiert wird Unterschiede in den stateKnoten
der ClDGs entstehen durch Ver

anderungen an den Attributen der Klasse C Die
se Ver

anderungen k

onnen durch Datenabh

angigkeiten zu Fehlern in der Klasse C


In diesem Beispiel ist allerdings Rhistory in Rhistory enthalten

Der Algorithmus ist in beiden Ver

oentlichungen leider fehlerhaft

Die Erzeugung von ClDGs wird in RH
c nicht beschrieben Stattdessen wird auf eine Ver

of
fentlichung verwiesen	 die	 trotz einer Anfrage bei den Autoren	 nicht gefunden werden konnte
	
 procedure SelectClassTestsCC

 PubMPubM

 T   T

 input CC

 Urspr

ungliche Klasse C und ver

anderte Version C

 PubMPubM

 Liste

oentlicher Methoden in C und C


 T  Vorgegebene Testdatenmenge
 output T

 F

ur den Regressionstest ausgew

ahlte Menge der Testdaten
 begin
 G  ConstructClDGCPubM
 G

 ConstructClDGC

 PubM


 for all Knoten n in G und G

do
 Markiere n not visited
 for all neuever

anderte Variable m in state

	 gel

oschte Variable m in state do
 maffected  T
 T

 

 for all Nachfolger N von G
RDN
do
 if  zu N

aquivalenter Nachfolger N

von G

RDN
then
 T

 T

 CompareNN


 else
 T

 T

Nhistory
 end
Abbildung  SelectClassTestsProzedur RHb RHc
f

uhren dh die Ver

anderungen m

ussen also einem Test unterzogen werden F

ur den
Test von Datenabh

angigkeiten ist jedem Knoten eine Menge mit der Bezeichnung
affected zugeordnet die alle Testdaten enth

alt die jeweils diesen und einen Knoten
mit einer ver

anderten Denition ausf

uhren Ein Knoten wird auch kurz als affected
markiert bezeichnet und zwar genau dann wenn Testdaten in die affectedMenge
des entsprechenden Knotens eingef

ugt wurden Ver

anderungen an den Attributen
werden dadurch getestet da der affectedMenge der Knoten die eine Referenz
eines ver

anderten Attributs enthalten alle Testdaten in T eingef

ugt werden Zeile
f Nach einer Initialisierung der ausgew

ahlten Testdatenmenge wird die Compare
Funktion f

ur jeden Nachfolger N des Representative Driver Nodes G
RDN
von G der
einen

aquivalenten Knoten N

in G

besitzt aufgerufen L

at sich allerdings kein

aquivalenter Nachfolger des Representative Driver Nodes G

RDN
in G

ndet weil bei
spielsweise dieser Knoten gel

oscht wurde so werden alle Eingaben in Nhistory f

ur
den zuverl

assigen Test ausgew

ahlt Zeilen 
Aufgabe der CompareFunktion ist die Bestimmung derjenigen Eingaben inNhistory
die f

ur einen zuverl

assigen Test des Knoten N

ben

otigt werden Die beiden Knoten
N und N

werden zu Beginn der Funktion als visited markiert Abb  Zeile 
Anschlieend wird dann GetCorresp als Pr

adikat der darauolgenden Fallunterschei
dung auf diesen beiden Knoten ausgewertet
Die GetCorrespFunktion vergleicht die Nachfolger zweier Region bzw Predicate
Knoten N und N

in den beiden ClDGs und entscheidet dar

uber ob f

ur den Test
des Knotens N

alle Testdaten in Nhistory erforderlich sind oder ob eine Unter
menge von Nhistory die dann im weiteren Ablauf der CompareFunktion bestimmt


 procedure CompareNN

  T

 input NN

 Region oder PredicateKnoten in G und G

 output T

 F

ur den Test von N

ausgew

ahlte Testdaten

 begin
 Markiere N und N

visited
 if GetCorrespNN

 then
 T

 
 for all neuerver

anderter cdNachfolger A von N

	 gel

oschter cdNachfolger A von N do
 for all ddNachfolger B von A do
 if B ist visited then
 T

 T

Nhistory Dhistory	 B cdNachfolger von D
 else
 Baffected  Baffected  Nhistory

 for all cdNachfolger A von N oder N

	 Aaffected   do
 T

 T

Nhistory Aaffected
 for all cdNachfolger A von N und N

	 A Endknoten do
 Markiere A visited
 for all cdNachfolger A von N 	 der nicht visited ist do
 T

 T

 CompareAA

	 A

zu A

aquivalenter Nachfolger von N

 else
 T

 Nhistory
 return T

 end


 procedure GetCorrespNN

  boolean
 input NN

 Region oder PredicateKnoten in G und G

 output true falls Traversierung unterhalb von N und N

fortgesetzt werden kann	 false sonst
 begin
 Kontrollabh

angige Nachfolger von N und N

zueinander zuordnen
 if keine Zuordnung gefunden then
 return false
 else if Knoten	 der keine einfache Zuweisung enth

alt	 ist neuver

andertgel

oscht then
 return false

 else
 return true
 end
Abbildung  Compare und GetCorrespProzedur RHb RHc
wird ausreicht Dazu wird als erster Schritt f

ur jeden Nachfolger des Knotens N
ein

aquivalenter Nachfolger des Knotens N

in dem anderen ClDG gesucht Abb 
Zeile  H

aug kann jedoch durch weitreichende Korrekturen keine Zuordnung der
Knoten in den beiden ClDGs aufgestellt werden so da zum Test des Knoten N

alle Eingaben in Nhistory notwendig werden Zeile 	
f  
f Aber auch wenn
eine Zuordnung aufgestellt werden konnte ist in einigen F

allen die Selektion aller
Testdaten in Nhistory unumg

anglich Bei Ver

anderungen eines Knotens der keine
einfache Zuweisung repr

asentiert m

ussen zum zuverl

assigen Test alle Testdaten also
alle Testdaten in Nhistory ausgew

ahlt werden die diese Ver

anderungen ausf

uhren
Zeile 	f  
f Eine einfache Zuweisung kann dabei als Denition einer Variablen

ohne Seiteneekte verstanden werden Bei Ver

anderungen hingegen die eine einfa
che Zuweisung betreen erfolgt der Test nur mit denjenigen Eingaben in Nhistory
die sowohl die ver

anderte Zuweisung als auch eine Referenz der Variablen ausf

uhren
Diese Eingaben werden in der CompareFunktion ermittelt dh in diesen F

allen wie
auch in den F

allen wo keine Ver

anderungen an den Nachfolgern der beiden Knoten
N und N

festgestellt werden konnten liefert die GetCorrespFunktion true zur

uck
Zeile 	 Diese Unterscheidung der Ver

anderungen wird wie schon oben angedeutet
zur pr

aziseren Testauswahl durchgef

uhrt
Die Untermenge T

von T  die f

ur den Test des Knotens N

genutzt werden soll
wird in einem ersten Schritt auf die leere Menge initialisiert Zeile  Anschlieend
werden die ver

anderten kontrollabh

angigen Nachfolger A des Knoten N bzw des
Knotens N

betrachtet Zeile 	 F

ur jeden dieser ver

anderten Nachfolger werden
ihre datenabh

angigen Nachfolger B daraufhin untersucht ob sie schon besucht also
visited markiert worden sind Zeile 
f F

ur visited markierte Nachfolger B wird
Nhistory  Dhistory wobei B kontrollabh

angig von D ist f

ur den Test des Kno
tens B ausgew

ahlt Zeile  Dagegen werden nicht visited markierte Knoten als
affected markiert da diese Knoten datenabh

angig von anderen ver

anderten Knoten
sind indem Nhistory zu Baffected hinzugef

ugt wird Zeile 	 In den Zeilen 
bis 	 des Algorithmus werden also diejenigen Eingaben in Nhistory ausgew

ahlt die
eine ver

anderte Variablendenition und eine Referenz dieser Variablen ausf

uhren Es
soll nochmals darauf hingewiesen werden da eine Datenabh

angigkeit nur zwischen
einem Knoten existiert der den Wert einer Variablen

andert bzw setzt und einem
anderen Knoten der auf den Wert dieser Variablen zugreift Danach werden dieje
nigen kontrollabh

angigen Nachfolger der beiden Knoten N und N

betrachtet die
vorher bei der Traversierung affected markiert worden sind F

ur jeden dieser Nach
folger wird f

ur den Test die Schnittmenge von Nhistory und der Testdaten die an
den betreenden Nachfolger angeh

angt wurden ausgew

ahlt Zeile f Das sind also
wiederum genau diejenigen Eingaben die sowohl die ver

anderte Variablendenition
als auch den Zugri auf die Variable

uberdecken Anschlieend werden alle Nach
folger der beiden Knoten N und N

 die selber wiederum keine Nachfolger besitzen
und somit Blattknoten des entsprechenden Graphen darstellen visited markiert Zei
le f Die CompareFunktion wird danach f

ur jeden kontrollabh

angigen Nachfolger
A der in der Traversierung noch nicht besucht worden ist des Knotens N mit dem

aquivalenten Knoten in G

aufgerufen
Die Rechenzeit dieses Verfahrens ist quadratisch in der Zahl der Knoten der ClDGs
beschr

ankt Allerdings soll hier auf die Laufzeitanalyse nicht eingegangen werden
Der interessierte Leser sei auf RHb verwiesen
Dieses Verfahren besitzt einige Eigenschaften die dessen Einsatz in der Entwicklung
von Software mit hohen Qualit

atsanforderungen erm

oglichen und auch nahelegen Die
wichtigste Eigenschaft ist oensichtlicherweise die Zuverl

assigkeit dieses Verfahrens
Wie schon erl

autert w

ahlt dieses Verfahren alle Testdaten aus der gegebenen Testda
temenge aus die ver

anderte und unter Umst

anden fehlerhafte Abschnitte ausf

uhren

und damit Fehler sichtbar machen k

onnen Diese Eigenschaft tr

agt damit zur Feh
lerfreiheit der Software bei Die erh

ohten Qualit

atsanforderungen m

ussen allerdings
nicht unbedingt mit einem h

oheren Aufwand erkauft werden Das Verfahren von
RothermelHarrold ist verglichen mit anderen Regressionstestverfahren im all
gemeinen pr

aziser dh die ausgew

ahlte Testdatenmenge ist kleiner als Mengen die
mit Hilfe anderer Verfahren bestimmt werden Dadurch nimmt die Testausf

uhrung
weniger Zeit in Anspruch Ein anderes wichtiges Merkmal dieses Verfahrens ist auch
da das Verfahren in der Lage ist Abschnitte in der Implementierung zu erkennen
die durch die vorhandenen Testdaten nicht

uberdeckt werden und die Erzeugung neu
er Testdaten erfordern Algorithmen dazu nden sich in RHb Rot Auerdem
kann dieses Verfahren auch werkzeugunterst

utzt durchgef

uhrt werden was wiederum
zur Ezienz des SoftwareProzesses beitr

agt
RothermelHarrold haben in Rot RH andere Verfahren vorgeschlagen die
zwar dieselbe Strategie wie das hier vorgestellte Verfahren verfolgen die aber anstelle
auf PDGs bzw ClDGs auf den Kontrollugraphen des Programms basieren Aller
dings haben sie dieses Verfahren nicht auf objektorientierte Programme erweitert
	

Ball schl

agt in Bal aufbauend auf den Ver

oentlichungen von Rothermel
Harrold mehrere verbesserte Verfahren vor Allerdings fehlt auch bei Ball die
Anwendung seiner Verfahren auf objektorientierte Programme
 Funktionaler Test von Klassen
Das oben beschriebene Verfahren f

ur den Regressiontest von Klassen ist rein struktu
rell und basiert damit nur auf der Implementierung der Klasse An keiner Stelle des
Algorithmus wird die Spezikation der Klasse ben

otigt Gerade aber beim Prototy
ping wo die Spezikation Schritt f

ur Schritt um weitere Funktionalit

at erweitert wird
ist der funktionale Test besonders wichtig Es mu nicht nur sichergestellt werden
da der Prototyp richtig implementiert wird sondern da sich auch die Funktiona
lit

at des Prototyps in den PrototypingIterationen an die Anforderungen der Nutzer
n

ahert
Der funktionale Test des Prototyps basiert in dieser Diplomarbeit auf den Verfahren
von TseXu und HongKwonCha wobei aus dem ersteren nur die Generierung
eines Zustandsautomaten aus einer formalen Spezikation

ubernommen wurde da
das zweite Verfahren das die eigentliche Grundlage des funktionalen Tests darstellt
von einer Spezikation in Form eines Automaten ausgeht Der funktionale Test wird
also genau wie der strukturelle Test nur f

ur einzelne Klassen durchgef

uhrt dh da
im wesentlichen nur die Interaktion der Methoden einer einzelnen Klasse funktional
getestet wird

Auf einer Anfrage per Email teilte Rothermel mit	 da sie zur Zeit daran arbeiten
	
 Funktionaler Klassentest nach Tse	Xu
Formale Spezikation in Larch
Zur Generierung des Zustandsautomaten wird in TX eine Spezikation der Klasse
in Larch GHG

	 GGH	 Lea vorausgesetzt Eine LarchSpezikation be
steht aus zwei Schichten die in verschiedenen Sprachen formuliert werden Die obere
Schicht der Spezikation beschreibt die Schnittstelle und das Verhalten der zu imple
mentierenden Prozedur bzw des abstrakten Datentyps w

ahrend die untere Schicht
daf

ur das mathematische Vokabular zur Verf

ugung stellt In der oberen Schicht wird
eine von der sp

ateren Programmiersprache abh

angige Behavioral Interface Speci
cation Language BISL


benutzt Die Sprache in der unteren Schicht ist dagegen
unabh

angig von der sp

ateren Programmiersprache und wird Larch Shared Language
LSL bezeichnet
Zur Spezikation der Schnittstelle werden in der Regel Konstrukte der Programmier
sprache benutzt um eine m

oglichst kurze und zugleich genaue Spezikation zu erhal
ten Dadurch k

onnen auch Besonderheiten der Programmiersprache auf eine relativ
einfache Art unterst

utzt und auch ausgenutzt werden Eine universelle Sprache zur
Schnittstellenspezikation aller m

oglichen Programmiersprachen kann f

ur eine einzel
ne Programmiersprache nicht in dem Mae ezient sein wie eine speziell f

ur diese
Programmiersprache entworfene Sprache
Das Verhalten einer Prozedur oder eines abstrakten Datentyps wird hingegen mit
speziellen Konstrukten der entsprechenden BISL speziziert Eine Prozedur wird
durch den Zustand den sie zur Ausf

uhrung voraussetzt durch die Variablen die sie
ver

andern kann bzw darf und durch den Zusammenhang der Zust

ande vor und
nach der Ausf

uhrung der Prozedur speziziert Der Zustand vor der Ausf

uhrung
wird PreZustand und entsprechend der Zustand nach der Ausf

uhrung PostZustand
bezeichnet Die Bedingung die vor der Ausf

uhrung also im PreZustand erf

ullt
sein mu wird PreZusicherung genannt In analoger Weise wird die Bedingung die
nach der Ausf

uhrung der Methode also im PostZustand eintritt PostZusicherung
bezeichnet Das Verhalten eines abstrakten Datentyps wird in erster Linie durch eine
Menge von abstrakten Werten f

ur die Objekte des abstrakten Datentyps und durch
die Spezikation der Operationen als Prozeduren beschrieben
Die LSL dient zur mathematischen Modellierung des zu implementierenden Problems
In LSL werden anstelle von Algorithmen mathematische Operationen und entspre
chende Theorien angegeben die im Problembereich g

ultig sind Diese mathematische
Basis wird in der BISL bei der exakten Formulierung der Pre und PostZusicherungen
ben

otigt Daneben kann die LSL aber auch Redundanzen die beispielsweise bei Kor
rektheitsbeweisen benutzt werden k

onnen beinhalten Redundanzen k

onnen in Form
von Implikationen oder Beispielen in die Spezikation eingef

ugt werden
	
H

aug werden diese Sprachen auch Larch Interface Languages genannt

 StackBasics E C	 trait
 introduces
 empty  C

 push E C  C
 top C  E
 pop C  C
 asserts
 C generated by empty push
  e E stk C
 toppushe stk		  e
 poppushe stk		  stk
 implies converts top pop
 exempting topempty	 popempty	
Abbildung  Grundlegende Operationen auf Stacks GHG

	
F

ur eine vollst

andige Einf

uhrung in Larch sei auf die Literatur verwiesen In den fol
genden Ausf

uhrungen wird nur das f

ur das Verst

andnis notwendige Wissen erl

autert
Beispiel einer LSL	Spezikation StackBasics
In GHG

	 bendet sich als Anhang eine Bibliothek aus verschiedenen Spezi
kationen in LSL die auch eine Spezikation der grundlegenden StackOperationen
beinhaltet Diese Spezikation ist mit geringen Ver

anderungen in Abbildung  an
gegeben Die Grundlagen von LSL werden am Beispiel dieser Abbildung im folgenden
kurz zusammengefat
Eine LSLSpezikation GHG

	 deniert zwei verschiedene Arten von Symbolen
Operationen und Sorten Eine Operation bildet einen Tupel aus verschiedenen Wer
ten auf einen zugeordneten Wert ab und entspricht somit einer Prozedur bzw einer
Funktion Eine Sorte stellt

ahnlich wie ein Typ in einer Programmiersprache eine Un
termenge aller m

oglichen Werte dar Obwohl die Begrie der Operation und der Sorte
sehr verwandt mit den Begrien der Prozedur und des Typs sind d

urfen sie nicht ver
wechselt werden da sie durch unterschiedliche Konzepte gepr

agt sind Operationen
werden in LSL wie in dem Beispiel in Abbildung  zu einem Trait zusammenge
fat in dem auch spezielle Eigenschaften dieser Operationen aufgelistet werden Die
Deklaration der Operationen eines Traits folgt nach dem introducesKonstrukt Das
Trait StackBasics in Abbildung  deniert die Operationen empty push top und
pop Zu jeder dieser Operationen die h

aug auch TraitFunktionen genannt werden
wird die Signatur angegeben Die Signatur einer Operation ist ein Tupel aus den Sor
ten der Argumente und des Ergebnisses Die Operation push besitzt beispielsweise
die Signatur EC  C dh sie bildet ein Paar bestehend aus der Sorte E und
der Sorte C auf einen Wert der Sorte C ab Die Operation empty besitzt hingegen
keine Argumente und stellt damit einen abstrakten Wert des abstrakten Datentyps

StackBasics dar Die Denition der Operationen bendet sich nach dem asserts
Konstrukt wo Eigenschaften der Sorte und Beziehungen zwischen Operationen und
Variablen in Form von Gleichungen und Implikationen aufgelistet werden Die achte
Zeile in der Abbildung dr

uckt mit Hilfe des generatedKonstrukts die Eigenschaft
der Sorte StackBasics aus da jeder Wert dieser Sorte durch eine endliche Kette
von empty und push Operationen erzeugt werden kann In den Zeilen  bis  werden
dann die Beziehungen zwischen den Grundoperationen eines Stacks deniert Ab
schlieend werden in den Zeilen  und 	 Aussagen

uber die Vollst

andig des Traits
gemacht Der convertsKonstrukt gibt die Operationen an die durch die Axiome
des Traits vollst

andig speziziert sind wobei der exemptingKonstrukt die F

alle an
gibt f

ur die diese Operationen nicht deniert sind In dem obigen Beispiel sind die
Operationen top und pop vollst

andig durch die Axiome speziziert allerdings mu
beachtet werden da beide Operationen f

ur den Wert empty nicht deniert sind da
auf leeren Stacks keine top und popBefehle ausgef

uhrt werden k

onnen


Es soll darauf hingewiesen werden da an keiner Stelle des Traits StackBasics Aus
sagen

uber die Implementierung der Operationen gemacht werden dh es werden
keine Datenstrukturen oder Algorithmen beschrieben Es werden aber auch keine
Aussagen

uber das Verhalten der Operationen f

ur F

alle gemacht die nicht deniert
sind
Beispiel einer LarchC	Spezikation Stack
In der vorliegenden Arbeit wird die BISL LarchC Lea Leaa Leab der
Programmiersprache C benutzt Die Schnittstellenspezikation der Klasse Stack
ist in Abbildung  angegeben Eine Schnittstellenspezikation mu diejenige In
formation beinhalten die notwendig f

ur die Kommunikation

uber die Schnittstelle
und aber auch f

ur die Implementierung des der Schnittstelle zugrundeliegenden Pro
gramms ist
Die Verbindung der beiden Stufen bei der Spezikation in Larch wird durch eine Ab
bildung der Typen in der jeweiligen BISL auf Sorten in LSL hergestellt Die Typen
in einer Schnittstellenspezikation basieren jeweils auf Sorten die die Eigenschaften
der Werte dieser Typen durch geeignete Operationen beschreiben Beispielsweise ist
dem Typ int in der Zeile  der Abbildung in LarchC ein gleichnamiger Trait
zugeordnet der genau die Eigenschaften der ganzen Zahlen und der Operationen auf
ganzen Zahlen speziziert Jeder Schnittstellenspezikation ist automatisch eine Spe
zikation in LSL zugeordnet die die Basistypen der jeweiligen Programmiersprache
beschreibt Bei komplizierten Typen kann die LSL Spezikation allerdings nicht au
tomatisch erstellt werden so da diese Stufe der Spezikation noch zus

atzlich vom
Anwender entwickelt und mit dem usesKonstrukt in die LarchC Spezikation
eingebunden werden mu


Die StackOperationen	 die in dem Trait StackBasics deniert werden	 haben eine andere Funk
tionalit

at als die gleichnamigen Methoden der Klasse Stack aus dem letzten Unterkapitel

  uses StackBasicsint for E IntStack for C	
  spec class IntStack


 class BoundedIntStack 

 public
  spec IntStack stk
  spec int top maxentries

  invariant maxentriesany    topany  maxentriesany

 BoundedIntStackint limit	 throw	
  behavior 

  requires limit  

  modifies top maxentries stk
  ensures top    maxentries  limit  stk  empty
  

 BoundedIntStack	 throw	
  behavior 

  ensures true
  

 int pushint item	 throw	

  behavior 

  requires top  maxentries
  modifies top stk
  ensures top  top    stk  pushitem stk	  result  
  also
  requires top  maxentries
  ensures result  
  

 int popint item	 throw	

  behavior 

  requires top  
  modifies top stk
  ensures top  top    item  topstk	  stk  popstk	
   result  
  also

  requires top  

  ensures result  

  

 
Abbildung  LarchCSpezikation der Klasse Stack
LarchC gen

ugt wie es auch in der Abbildung  deutlich wird der C
Syntax so da die LarchC Spezikation als HeaderDatei verwendet werden
kann und sollte Der CKompiler interpretiert die LarchC eigenen Kon

strukte als Kommentare da sie sich nach der Zeichenfolge  benden In der ersten
Zeile der Abbildung wird das Trait StackBasics mit Hilfe des usesKonstrukt als
Basis der Schnittstellenspezikation deniert wobei in dem Trait E durch int und C
durch IntStack ersetzt wird Anschlieend wird in der zweiten Zeile die Klasse
IntStack deklariert wobei der specKonstrukt deutlich macht da diese Klassende
klaration nur f

ur die Spezikation ben

otigt wird und nicht implementiert werden mu
Entsprechend wird in der Zeile  der Spezikation ein Objekt dieser Klasse ebenfalls
mit dem specKonstrukt deklariert In der siebten Zeile werden zwei Variablen vom
Typ int deklariert die zum einen die Zahl der in dem Stack enthaltenen Elemente
und die Gr

oe des Stacks angeben Auch diese Variablen werden nur zur Spezikation
ben

otigt In jedem Zustand mu die Gr

oe des Stacks gr

oer null und die Anzahl
der enthaltenen Elemente kleiner oder gleich der Gr

oe des Stacks sein dh diese
Bedingungen stellen die Invariante dar die immer erf

ullt sein mu Zeile  Der
Wert einer Variablen h

angt jeweils von dem Zustand bzw dem Zeitpunkt ab in dem
sich das Programm bendet Deshalb mu zu jeder Variablen der Zustand angegeben
werden in dem der Wert abgefragt werden soll W

ahrend any einen beliebigen Zu
stand angibt bezeichnen  den Zustand vor PreZustand und  den Zustand nach
PostZustand der Ausf

uhrung einer Prozedur
Im folgenden wird nur die Spezikation der Methode push erl

autert da alle ande
ren Methoden analog speziziert werden Entsprechend der CSyntax besitzt die
pushMethode die Signatur int  int Auerdem erzeugt diese Methode keine Ex
ceptions dh der Argument des throwKonstrukts ist leer Zeile 	 Nach dem
Schl

usselwort behavior folgt die Beschreibung des Methodenverhaltens wobei beim
Aufruf dieser Methode entweder die PreZusicherung in der Zeile  oder die Pre
Zusicherung in der Zeile  erf

ullt sein mu Entweder mu die Zahl der in dem Stack
enthaltenen Elemente kleiner als die Gr

oe des Stacks sein oder gleich der Gr

oe Im
ersten Fall gibt der modifiesKonstrukt in der Zeile  an da die Variablen top
und stk ver

andert werden k

onnen Da in dem zweiten Fall kein modifiesKonstrukt
erscheint kann im zweiten Fall auch keine Variable ver

andert werden Durch die
ensuresKonstrukte in den Zeilen  und 	
 werden die Werte der ver

anderten Va
riablen im PostZustand angegeben wobei result das Ergebnis der Methode darstellt
Im ersten Fall wird der Wert der Variablen top um eins erh

oht dh der Wert der
Variablen top ist im PostZustand um eins h

oher als im PreZustand Anschlieend
wird dann die Operation push der Sorte StackBasics aufgerufen und eins als Ergeb
nis der Methode zur

uckgegeben Im zweiten Fall wird minus eins als Ergebnis der
Methode festgelegt um anzuzeigen da die pushOperation der Sorte StackBasics
nicht ausgef

uhrt werden konnte
Generierung eines Zustandsautomaten aus der formalen Spezikation
Das Verhalten der Methoden einer Klasse ist im allgemeinen abh

angig von den Wer
ten der Attribute Da auerdem die Attribute einer Klasse durch die Kapselung von

auen nicht sichtbar sind werden h

aug die Attributwerte in einem Zeitpunkt auch
als Zustand RBP

	 der Klasse bezeichnet Nach einem Methodenaufruf wechselt
h

aug dieser Zustand da die Methoden

ublicherweise Operationen auf den Attributen
ausf

uhren und diese ver

andern Der Wechsel des Objektzustandes wird als Transi
tion RBP

	 bezeichnet Eine Transition besteht neben dem aktuellen und dem
Folgezustand aus Ereignis W

achter und aus Aktion Ein Ereignis ist die Ursache f

ur
den Zustandswechsel und entspricht

ublicherweise einem Methodenaufruf W

achter
sind hingegen bestimmte Bedingungen die die Attribute erf

ullen m

ussen damit eine
Transition erfolgen kann Eine Aktion ist in diesem Zusammenhang dann die Opera
tion die bei der Transition ausgef

uhrt werden soll Diese Operation umfat h

aug die
Ver

anderung der Attribute und damit auch indirekt des Zustands An dieser Stelle
soll keine formale Denition von Zustandsautomaten gegeben werden dazu sei auf
den Abschnitt  verwiesen
In DF	 Hie MCM

 werden Verfahren zur Generierung von Zustandsautoma
ten aus formalen Spezikationen beschrieben Die folgenden Ausf

uhrungen basieren
auf TX TX
Zur Generierung eines Zustandsautomaten mu in einem ersten Schritt der Zustands
raum der Klasse in abstrakte Zust

ande partitioniert werden Der Zustandsraum be
steht aus allen m

oglichen Zust

anden die ein Objekt der entsprechenden Klasse an
nehmen kann H

aug verh

alt sich ein Objekt f

ur bestimmte Zust

ande jedoch sehr

ahnlich so da diese Zust

ande zu einem abstrakten Zustand zusammengefat wer
den Der konkrete Zustand eines Objektes ist in diesem Zusammenhang dann der
tats

achliche Zustand in dem sich das Objekt bendet
Zur Partitionierung des Zustandsraums auf der Basis der Spezikation der Klasse
wird folgende Heuristik verwendet
 Bei der Partitionierung des Zustandsraums sollte nur eine Ber

ucksichtigung der
wichtigen Funktionen der Klasse ausreichend sein
 Der Wertebereich jedes Attributs sollte anhand von speziellen Werten partitio
niert werden Spezielle Werte k

onnen sein
 Werte die typisch f

ur das Attribut sind
 Werte die in Fallunterscheidungen bzw in Bedingungen vorkommen
 Werte die an den Grenzen des Wertebereichs liegen
In dem einfachen Beispiel der StackKlasse ist die Partitionierung des Zustandsraums
oensichtlich Die abstrakten Zust

ande eines StackObjektes ergeben sich durch den
minimalen und den maximalen Wert den das Attribut top annehmen kann Aus der
LarchCSpezikation in Abbildung  der StackKlasse ist ersichtlich da

  top  maxentries gilt Daraus folgt da ein StackObjekt die Zust

ande leer
belegt und voll annehmen kann Der Zustand leer tritt ein wenn gilt top  
 Der

Zustand belegt tritt dagegen ein wenn der Stack Elemente enth

alt jedoch nicht voll
ist dh wenn gilt 
  top  maxentries Der Zustand voll tritt oensichtlicherweise
genau dann ein wenn top  maxentries gilt
Jeder dieser abstrakten Zust

ande des StackKlasse entspricht einem Zustand des Au
tomaten der Klasse Die Transitionen zwischen den Zust

anden des Automaten werden
aus der LarchCSpezikation der Klasse gewonnen Das Ereignis jeder Transi
tion entspricht dem Aufruf einer Methode also einer entsprechenden Nachricht Der
W

achter jeder Transition folgt aus der PreZusicherung wobei die Aktion der Tran
sition sich aus der PostZusicherung der Methode ergibt Eine Methode kann jedoch
mehrere Pre und PostZusicherungen besitzen so da in dem Zustandsautomaten der
Klasse mehrere Transition zur Darstellung der Methode notwendig werden k

onnen
Diese Zusammenh

ange sollen am Beispiel der pushMethode erl

autert werden Die
pushMethode der StackKlasse enth

alt wie es aus der Abbildung  ersichtlich ist
zwei requiresKonstrukte die zwei verschiedene PreZusicherungen angeben von
denen einer im Zeitpunkt des Aufrufs der Methode erf

ullt sein mu Entweder mu
top  maxentries oder top  maxentries gelten Diese beiden Bedingungen ent
sprechen also nach den obigen Ausf

uhrungen den W

achtern zweier Transitionen Die
Aktionen der Transitionen ergeben sich aus den PostZusicherungen also den Ter
men nach den ensuresKonstrukten Im ersten Fall wird in der Aktion der Wert
des Attributs top um eins erh

oht das

ubergebene Element abgespeichert und eins
zur

uckgegeben Die Aktion im zweiten Fall besteht nur aus der R

uckgabe des Wertes
minus eins als Ergebnis der Methode
In analoger Weise k

onnen alle Zust

ande und Transitionen des Automaten bestimmt
werden Die vollst

andige Generierung des Automaten soll an dieser Stelle jedoch
nicht vorgef

uhrt werden da die oben erl

auterten Ideen ausreichen sollten um die
Vorgehensweise zu verdeutlichen In der Abbildung  ist der vollst

andige Automat
der StackKlasse angegeben der sich durch diese Vorgehensweise ergibt
 Funktionaler Klassentest nach Hong	Kwon	Cha
Das obige Verfahren nach TX TX ging von einer formalen Spezikation der
Klasse aus von der dann ein endlicher Automat konstruiert wurde Das Verfahren
nach HKC geht dagegen direkt von einer Spezikation der Klasse als endlicher
Automat aus Aus diesem Automaten dem Class State Machine CSM wird mit
Hilfe eines Algorithmus der im folgenden beschrieben wird ein spezieller Datenu
graph generiert Dieser Datenugraph der als Class Flow Graph CFG bezeichnet
wird dient zur Generierung der Testdaten wobei diese Testdaten im Gegensatz zu
dem Regressionstestverfahren aus dem letzten Unterkapitel nicht aus einzelnen Ein
gaben

 sondern aus Methodensequenzen bestehen Der Grund hierf

ur ist da das
Regressionstestverfahren nach RothermelHarrold die Korrektheit der einzelnen

Abgesehen von Eingaben f

ur den Konstruktor der Klasse
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Abbildung  CSM der StackKlasse
Methoden testet w

ahrend bei dem Verfahren nach HongKwonCha die korrekte
Interaktion der einzelnen Methoden

uber die Attribute im Mittelpunkt steht Aus
dem CFG werden dann Daten

usse zwischen den Methoden identiziert und auf der
Basis von Datenukriterien Testdaten erzeugt


Class State Machine CSM
Eine Class State Machine CSM besteht nach HKC neben endlichen Mengen V
und F f

ur jeweils die Attribute und die Methoden der Klasse C noch aus endlichen
Mengen S und T f

ur die Zust

ande und die Transitionen Zum Verst

andnis der CSM
sei auf die Abbildung  verwiesen

Ein anderes Verfahren f

ur den datenubezogenen Klassentest ndet sich in HR


Neben den Zust

anden die durch bestimmte Attributwerte zustande kommen besitzt
eine CSM noch zus

atzlich die Zust

ande s

 s
f
und s
e
 W

ahrend s

den Zustand vor
der Objekterzeugung also vor dem Aufruf des Konstruktors darstellt gibt s
f
den
Zustand nach dem L

oschen des Objektes also nach dem Destruktoraufruf wieder
Der Zustand s
e
repr

asentiert den Fehlerzustand dh denjenigen Zustand der nach
einem ung

ultigem Ereignis erreicht wird
Eine Transition t ist formal als ein Tupel source target fn guard action deniert
Hierbei stellen source und target den Ausgangs und den Folgezustand dar w

ahrend
fn die Methode angibt die die Transition ausl

ost Guard ist diesem Zusammenhang
die Bedingung welche die Attribute erf

ullen m

ussen damit die Transition stattnden
kann Action repr

asentiert schlielich die Operation die w

ahrend der Transition auf
den Attributen ausgef

uhrt werden soll
Class Flow Graph CFG
Der CFG einer Klasse C ist ein gerichteter Graph bestehend aus einer Knotenmenge
N und einer Kantenmenge E Zu jedem Zustand s W

achter g und jeder Transition t
existiert ein entsprechender Knoten in dem Graphen dh die Knotenmenge N ist
eine Vereinigung der Mengen N
s
 N
g
und N
t
 Diese Knoten werden durch Kanten aus
der Kantenmenge E untereinander verbunden Die Kanten werden nach dem Typ der
Knoten die sie verbinden in die Mengen E
st
 E
sg
 E
gt
und E
ts
eingeordnet wobei
der Index einer Menge die Knotentypen angibt die die Kanten aus dieser Menge
verbinden
Abbildung  stellt den CFG der Klasse Stack dar In dieser Abbildung sind Kno
ten die die Zust

ande des Objektes bzw des Automaten repr

asentieren als Kreise
gezeichnet Die Rechtecke in dieser Abbildung stehen hingegen f

ur die Transitio
nen des Automaten wobei die W

achter der jeweiligen Transitionen als Rhomben die
direkt den entsprechenden Rechtecken vorgeschaltet sind abgebildet werden
Durch den Vergleich der Abbildungen 	 und  werden die Unterschiede zwischen
ClDGs und CFGs deutlich Die Knoten in einem ClDG entsprechen jeweils genau
einer Anweisung in einer Methode der Klasse w

ahrend die Knoten in einem CFG da
gegen in der Regel mehrere Anweisungen bzw eine vollst

andige Methode beinhalten
Auch die Bedeutung der Kanten ist unterschiedlich Die Kanten in einem ClDG stel
len jeweils Abh

angigkeiten bez

uglich dem Kontroll und dem Datenu dar Kanten
in einem CFG repr

asentieren den Kontrollu in einer Klasse dh CFGs beinhal
ten in Bezug auf den Kontrollu mehr Informationen als ClDGs ClDGs beinhalten
keinerlei Informationen

uber die Reihenfolge von Anweisungen solange die Anwei
sungen weder Kontroll noch Datenabh

angig sind wogegen CFGs die Reihenfolge der
Anweisungen bzw der Anweisungsbl

ocken explizit als Kanten darstellen

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Abbildung  CFG der StackKlasse
Transformation von CSMs in CFGs
Die Transformation eines CSMs zu einem CFG wird in HKC mit Hilfe des Algo
rithmus in Abbildung 
 durchgef

uhrt Im ersten Schritt des Algorithmus werden
die einzelnen Untermengen N
s
 N
g
und N
t
der Knotenmenge zu der leeren Menge
initialisiert Zeile  Anschlieend wird f

ur jeden Zustand s des Automaten die Men
ge N
s
um einen entsprechenden Knoten erweitert so da jeder Zustand durch einen
Knoten abgebildet wird Danach wird f

ur jede Transition ein Knoten in N
t
eingef

ugt
wobei allerdings nur dann ein Knoten f

ur den W

achter der Transition in N
g
erscheint
wenn der W

achter nicht den konstanten Wert wahr besitzt Zeile  An dieser
Stelle des Algorithmus ist schon die Erzeugung aller notwendigen Knoten des Gra
phen abgeschlossen Im weiteren Verlauf werden dann die entsprechenden Kanten
generiert Dazu werden wiederum die einzelnen Kantenmengen E
sg
 E
st
 E
gt
und E
ts
auf die leere Menge initialisiert Zeile  Abh

angig vom W

achter jeder Transition
t wird entweder eine Kante die den Ausgangszustand tsource und die Transition t
repr

asentierenden Knoten verbindet in die Menge E
st
eingef

ugt oder zwei Kanten
die zum einen den Anfangszustand tsource und den W

achter tguard und zum an
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Abbildung 
 Algorithmus zur Transformation eines CSMs in ein CFG
deren den W

achter tguard und die Transition t verbinden in die Mengen E
sg
bzw
E
gt
eingef

ugt Zeile 	 Der erste Fall wird hierbei dann ausgef

uhrt wenn der
W

achter der Transition immer erf

ullt ist der zweite Fall entsprechend in den

ubrigen
F

allen
Die Laufzeit und der Platzbedarf des Algorithmus ist oensichtlicherweise linear in
der Zahl der Zust

ande und der Transitionen des Automaten also durch OjSj jT j
beschr

ankt
Testdatengenerierung
Zur Generierung der Testdaten also den Methodensequenzen werden zuerst in den
Knoten des CFGs der Kontext der einzelnen Attribute ermittelt Eine Denition ei
nes Attributs ist genau dann in einem Knoten t t  N
t
 gegeben wenn in der Aktion
der entsprechenden Transition ein Wert zu diesem Attribut zugewiesen wird Die
Referenz eines Attributs wird hingegen in zwei F

alle unterschieden Ist die Referenz
eines Attributs innerhalb der Aktion einer Transition so wird diese Referenz als Be
rechnungsreferenz in dem entsprechenden Knoten t t  N
t
 bezeichnet Bendet sich
jedoch die Referenz im Rahmen eines Zustandspr

adikats oder eines W

achters einer
Transition so wird diese Referenz als Entscheidungsreferenz im Knoten s s  N
s

bzw g g  N
g
 deniert
Diese Begrie werden am Beispiel der StackKlasse erl

autert Die StackKlasse um
fat nur das Attribut top Eine Denition dieses Attributs existiert beispielsweise

innerhalb der Transition t

und damit in dem entsprechenden Knoten der Abbil
dung  da in der Aktion dieser Transition das Attribut inkrementiert wird F

ur
das Inkrementieren des Wertes mu vorher auf das Attribut zugegrien werden dh
es existiert in diesem Knoten auch eine Berechnungsreferenz Eine Entscheidungsre
ferenz ist hingegen in jedem Knoten s s  N
s
 des CFGs gegeben da der Zustand
von top abh

angt und somit zur Bestimmung des Zustandes ein Zugri auf das At
tribut erfolgt Im Knoten g

bendet sich ebenfalls eine Entscheidungsreferenz da
die Transition t

nur erfolgt wenn top  
 gilt Insgesamt existieren in den Knoten
ft

 t

 t

 t

 t

 t
	
 t

g Denitionen in den Knoten ft

 t

 t

 t

 t
	
 t

g Berechnungs
referenzen und schlielich in den Knoten fleer belegt voll g

 g

 g

 g

g der Abbil
dung  Entscheidungsreferenzen des Attributs
Anschlieend werden Testdaten auf Grundlage eines Datenukriteriums auf dem
CFG erzeugt In diesem Beispiel wird das Kriterium alleDenitionen

f

ur die
Testdatengenerierung zugrundegelegt Dieses Kriterium wird genau dann von den
Testdaten erf

ullt wenn jede Denition des Attributs durch mindestens eine Referenz
getestet wird Zur Bewertung dieses Kriteriums sei auf Rie verwiesen In dem obi
gen Beispiel erf

ullen die Methodensequenzen Stack
	push
ipush
ipop
i
Stack
 und Stack
push
ipush
ipop
ipop
iStack
 als Test
daten dieses Kriterium da der Test jeder Denition durch mindestens eine Referenz
gegeben ist Die erste Sequenz f

ugt zum StackObjekt zwei Elemente hinzu und
entfernt anschlieend wieder das oberste Element dh es werden in der CSM der
Klasse die Zust

ande s

 leer belegt belegt belegt und s
f
durchlaufen Damit werden
im CFG die Denitionen in den Knoten t

 t

 t

 t

durch die entsprechenden Ent
scheidungsreferenzen in den Knoten leer und belegt des CFGs getestet Die zweite
Sequenz f

ugt zu dem StackObjekt zwei Elemente und entfernt wieder diese dabei
wird durch die Gr

oe des StackObjekts von zwei Elementen der Zustand voll er
reicht Diese Sequenz stellt damit den Test der Denitionen in den Knoten t

und
t

durch Entscheidungsreferenzen in den Knoten belegt und leer sicher Diese spezi
elle Testdatenmenge

uberdeckt die DenitionReferenz Paare ft

 leer t

 belegt
t

 belegt t

 belegt t

 voll t
	
 belegt t

 leerg und gen

ugt also dem Krite
rium alleDenitionen

Andere Kriterien nden sich in Rie

 Ein Testverfahren f

ur die
prototypbasierte
SoftwareEntwicklung
In diesem Kapitel wird das Testverfahren das im Rahmen der Diplomarbeit ent
standen ist beschrieben Im letzten Kapitel wurden verschiedene Verfahren f

ur den
strukturellen und den funktionalen Klassentest beschrieben ohne jedoch den Zu
sammenhang dieser Verfahren zur prototypbasierten SoftwareEntwicklung in ausrei
chendem Mae deutlich zu machen Abschnitt  beschreibt die Anwendbarkeit des
Verfahrens von RothermelHarrold f

ur den strukturellen Test von Prototypen
w

ahrend in Abschnitt  die Anwendbarkeit der Verfahren von TseXu und Hong
KwonCha f

ur den funktionalen Test von Prototypen beschrieben wird Da jedoch
der isolierte Test der strukturellen und der funktionalen Merkmale eine relativ unbe
friedigende L

osung darstellt wurde eine Integration dieser Verfahren erarbeitet die
schlielich in Abschnitt 	 vorgestellt wird Durch die Integration dieser Verfahren
entsteht ein Testverfahren das den oben aufgelisteten Anforderungen entspricht und
somit das Ziel der Diplomarbeit erf

ullt
	 Struktureller Test
Der strukturelle Test im Prototyping kann auf eziente Weise mit Hilfe des Regres
sionstestverfahrens von RothermelHarrold durchgef

uhrt werden Dazu werden
die einzelnen Klassen des ersten Prototyps einem herk

ommlichen strukturellen Test
unterzogen und die dazu erforderlichen Testdaten in einer TestHistory abgespeichert
Alle anderen Prototypen die im weiteren Verlauf des Prototypings entstehen wer
den dann mit Hilfe des Verfahrens von RothermelHarrold getestet Es soll hier
nochmals betont werden da hier nur der Test der einzelnen Klassen betrachtet wird
Der Integrationstest der Klassen ist zwar nicht unwichtigt konnte jedoch aus Zeit
gr

unden nicht ber

ucksichtigt werden und bleibt somit ein oenes Problem Dieses
Verfahren ist auch in der Lage Abschnitte in der Implementierung eines Prototyps zu
erkennen die in dem vorherigen Prototyp nicht vorhanden waren und somit durch die
Testdaten nicht

uberdeckt werden k

onnen Dadurch wird die Generierung neuer Test

daten die in der Regel f

ur jeden Prototyp anf

allt da jeder Prototyp neue Abschnitte
enth

alt unterst

utzt Einziger Nachteil dieses Verfahrens ist jedoch die Tatsache da
es den funktionalen Test nicht ber

ucksichtigt
	 Funktionaler Test
Der funktionale Prototypentest kann allerdings aufwendiger als der strukturelle Test
mit Hilfe der beiden Verfahren von TseXu und HongKwonCha durchgef

uhrt
werden Abh

angig davon in welcher Form die Spezikation der einzelnen Klassen
vorliegt mu unter Umst

anden zuerst ein Automat der Klasse basierend auf dem
Verfahren vonTseXu erzeugt werden Dieser Schritt entf

allt nat

urlich in den F

allen
wo die Spezikation der Klassen schon mit Hilfe von Automaten durchgef

uhrt wurde
Aus dem Automaten der Klasse wird anschlieend der CFG der Klasse nach dem
Algorithmus in der Abbildung 
 entwickelt Das Verfahren nach HongKwon
Cha sieht nach der Generierung des CFGs die Generierung der Testdaten die ein
Datenukriterium auf diesem CFG erf

ullen vor Der funktionale Test strikt nach
den Verfahren von TseXu und HongKwonCha durchgef

uhrt betrachtet die
einzelnen Prototypen als isolierte SoftwareProdukte und f

uhrt h

aug zur Generierung
derselben Testdaten Der funktionale Test entspricht in dieser Form also der ersten
Strategie in Abschnitt  Diese Strategie verursacht jedoch wie schon erl

autert
eine Ressourcenverschwendung
	 Gleichzeitiger Test funktionaler und struktureller
Merkmale
Das Verfahren das im Rahmen der Diplomarbeit entstanden ist wird am Beispiel
der StackKlasse beschrieben Der strukturelle Test von Prototypen kann wie oben
festgestellt wurde in ezienter Weise auf der Basis des Regressionstestverfahrens von
RothermelHarrold durchgef

uhrt werden Aus diesem Grund wurde versucht
Verfahren f

ur den funktionalen Test in das Verfahren von RothermelHarrold
zu integrieren um dadurch die Vorteile dieses Regressionstestverfahrens zu erhalten
Der Algorithmus in den Abbildungen  und  mute dazu etwas angepat werden
Bevor jedoch auf die Ver

anderungen des Algorithmus eingegangen wird soll die dem
Algorithmus zugrundeliegende Datenstruktur erl

autert werden
 Erweiterter Class Dependence Graph 
xClDG
Beim Klassentest nach HongKwonCha werden die Testdaten auf der Grundlage
eines Datenukriteriums das auf den Attributen der Klasse erf

ullt sein mu erzeugt

Dabei wird eine Denition eines Attributs nur mit einer Referenz die sich in einer
anderen Methode bendet zu einem DenitionReferenzPaar zusammengefat da
die Interaktion der Methoden

uber die Attribute getestet werden soll ClDGs stellen
zwar in einer

ubersichtlichen Form Daten und Kontrollabh

angigkeiten innerhalb der
Methoden einer Klasse dar zeigen jedoch keine Datenabh

angigkeiten an die durch
die Attribute der Klasse zwischen den Methoden entstehen Aus diesem Grund wur
den ClDGs um Kanten erg

anzt die diese Abh

angigkeiten verdeutlichen Diese neuen
Kanten sollen im folgenden inter method data dependence mdd Kanten genannt wer
den Eine mddKante f

uhrt also von der Denition eines Attributs in einer Methode
zu einer Referenz dieses Attributs in einer anderen Methode Ein erweiterter ClDG
soll Extended Class Dependence Graph xClDG bezeichnet werden
Methoden k

onnen aber im Prinzip in jeder Reihenfolge aufgerufen werden so da
sich hier die Frage stellt welche Referenz datenabh

angig zu welcher Denition ist
Sind beispielsweise in zwei Methoden A und B je eine Denition und eine Referenz
desselben Attributs vorhanden so kann entweder die Denition in Methode A mit
der Referenz in Methode B oder die Denition in Methode B mit der Referenz in
Methode A durch eine mddKante verbunden werden Die Entscheidung zwischen
den beiden F

allen h

angt nur von der Reihenfolge ab in der die Methoden aufgerufen
werden Wird die erste Methode vor der zweiten Methode aufgerufen so wird bei
der Referenz in Methode B auf einen Wert des Attributs zugrien der durch die
Denition in der anderen Methode gesetzt wurde Die Denition in Methode A ist
also mit der Referenz in Methode B durch eine mddKante zu verbinden In dem
anderen Fall entsprechend umgekehrt Ein xClDG legt also im Gegensatz zu einem
gew

ohnlichem ClDG eine bestimmte Reihenfolge fest in der die Methoden ausgef

uhrt
werden k

onnen
Der CFG der Klasse der mit Hilfe des Algorithmus in Abbildung 
 generiert wird
zeigt die m

oglichen Methodensequenzen an Es kann auf der Basis des CFGs der
Klasse bestimmt werden ob eine Referenz in einer Methode von einer Denition in
einer anderen Methode erreicht werden kann und somit eine Datenabh

angigkeit zwi
schen dieser Denition und der Referenz besteht Ist eine Datenabh

angigkeit zwischen
der Denition und der Referenz gegeben so sind sie also durch eine mddKante zu
verbinden
Abbildung  zeigt den xClDG der Klasse Stack Die mddKanten sind in dieser Ab
bildung punktiert gezeichnet wobei der ClDG der ListKlasse zur

Ubersichtlichkeit
weggelassen wurde Die mddKanten sind in dieser Abbildung entsprechend den De
nitionReferenzPaaren die zur Sicherstellung des Kriteriums alleDenitionen durch
Testdaten

uberdeckt werden m

ussen

 gesetzt
Zum Erweitern eines ClDGs m

ussen also Denitionen und Referenzen eines Attributs
entsprechend einem Datenukriterium zueinander zugeordnet und mddKanten zum
ClDG hinzugef

ugt werden deren Ursprung eine Denition und das Ziel die zugeordne

Siehe Beispiel in Abschnitt 



T FT
state
E40
S41 S42
E51
S52 S56P53 X
R14
S54 S55
E46
P47 X
R13R12
S48 S49 S50
E43
XS45S44X
stackRDN
Abbildung  StackKlasse als xClDG
te Referenz ist Dazu m

ussen die Anweisungen in der Implementierung der Klasse be
stimmt werden die die Denition und die Referenz des Attributs ausf

uhren W

ahrend
eine Denition eines Attributs h

aug in der Form

x     in der Implementierung
erscheint ist insbesondere eine Entscheidungreferenz jedoch schwieriger in der Imple
mentierung zu identizieren Beispielsweise wurde in Abschnitt  zum Erf

ullen
des Kriteriums alleDenitionen das Paar t

 leer als ein DenitionReferenzPaar
bestimmt das durch die Testdatenmenge

uberdeckt werden mu W

ahrend die De
nition im Knoten t

relativ einfach als die Zeile S top   im Konstruktor
identiziert werden kann stellt sich die Frage wo sich die zugeordnete Entscheidungs
referenz bendet Die Referenz ist in diesem Fall ein Zustandspr

adikat der im leeren
Zustand des Stacks erf

ullt ist Der Zustand eines Objektes ist jedoch ein abstrak
ter Begri der nur in der Spezikation der Klasse erscheint

 Aus diesem Grund
wird wohl in den wenigsten F

allen in der Implementierung der Klasse ein Ausdruck
vorkommen der genau die Form des Zustandspr

adikats besitzt Da allerdings das
Verhalten der Klasse abh

angig vom Zustand ist mu eine Fallunterscheidung in der
Methode die nach der Denition aufgerufen wird vorhanden sein die abh

angig vom
Wert des ver

anderten Attributs ein bestimmtes zustandabh

angiges Verhalten ausl

ost
Diese Fallunterscheidung repr

asentiert also indirekt ein Zustandspr

adikat
Im dem obigen Beispiel wurde angenommen da nach Aufruf des Konstruktors
Stack
n die Methode push
i aufgerufen wird Deshalb wurde der Knoten S
mit dem Knoten P	 durch eine mddKante verbunden da dieser Knoten eine Fall
unterscheidung enth

alt die abh

angig von dem zustandsbestimmenden Attribut top
verschiedene Alternativen ausf

uhrt und somit das Verhalten im Zustand leer sichtbar
macht
Bei Entscheidungsreferenzen stellt sich die Situation dagegen

ahnlich wie bei Deni
tionen dar dh h

aug kann relativ einfach eine Anweisung in der Implementierung

Zumindestens in der Programmiersprache C

 procedure xCompareNN

  T

 T


 input NN

 Region oder PredicateKnoten in G und G

 output T

 Testdaten f

ur den strukturellen Test

 T

 fin

 in

g  Testdaten f

ur den funktionalen Test
 in

 Eingabe	 die eine Denition unterhalb von N

ausf

uhrt
 in

 Eingabe	 die eine mddabh

angige Referenz in einer anderen Methode ausf

uhrt
 begin
 Markiere N und N

visited
 if GetCorrespNN

 then
 T

 
 T

 
 for all neuerver

anderter cdNachfolger A von N

	 gel

oschter cdNachfolger A von N do
 for all ddNachfolger B von A do

 if B ist visited then
 T

 T

Nhistory Dhistory	 D cdVorg

anger von B
 else
 Baffected  Baffected Nhistory
 for all mddNachfolger B von A do
 if B ist visited then
 T

 T

 fin

 in

g in

	 Nhistory in

	 Dhistory	 D cdVorg

anger von B
 else
 Bmdd affected  Bmdd affected Nhistory
 for all cdNachfolger A von N oder N

	 Aaffected   do

 T

 T

Nhistory Aaffected
 for all cdNachfolger A von N oder N

	 Amdd affected   do
 T

 T

 fin

 in

g in

	 Amdd affected in

	 Nhistory
 for all cdNachfolger A von N und N

	 A Endknoten do
 Markiere A visited
 for all cdNachfolger A von N 	 A nicht visited markiert do
 T

 T

 xCompareAA

	 A

zu A

aquivalenter Nachfolger von N

 else
 T

 Nhistory
 T

 

 return T

 T


 end
Abbildung  xCompareProzedur
bestimmt werden die die Referenz beinhaltet Analoge

Uberlegungen f

uhren zu allen
anderen mddKanten in der Abbildung 
 Auswahl der Testdaten
Der Algorithmus in den Abbildungen  und  wurde an einigen Stellen erweitert
um auch die mddKanten verarbeiten zu k

onnen Die Ver

anderungen des Algorithmus
beschr

anken sich aber nur auf die CompareProzedur In der Abbildung  ist die
erweiterte Version dieser Prozedur dargestellt
Die Prozedur xCompare bestimmt ausgehend von den Region bzw PredicateKnoten


N und N

als Eingabe diejenigen Testdaten aus einer gegebenen Testdatenmenge die
f

ur den strukturellen und den funktionalen Test des Knotens N

notwendig sind Die
Testdaten f

ur den strukturellen Test des Knotens N

werden genau nach dem Verfah
ren von RothermelHarrold bestimmt so da im folgenden nur die Selektion der
Testdaten f

ur den funktionalen Klassentest beschrieben werden soll Die Testdaten
f

ur den funktionalen Test bestehen aus zwei Komponenten Die erste Komponente
ist die Eingabe die eine ver

anderte Denition

uberdeckt w

ahrend die zweite Kom
ponente eine mddabh

angige Referenz in einer anderen Methode ausf

uhrt Da sich
Denition und Referenz in verschiedenen Methoden benden k

onnen sie im Gegen
satz zum strukturellen Test der sich nur auf eine einzige Methode bezieht nicht mit
derselben Eingabe

uberdeckt werden
Die Verarbeitung der mddKanten ndet in der xCompareFunktion in den Zeilen 
 und  statt Der Rest der Prozedur ist im wesentlichen identisch mit der
CompareFunktion aus Abbildung  und soll deshalb nicht erl

autert werden In
den Zeilen  bis  werden neue oder ver

anderte kontrollabh

angige Nachfolger A
des Knotens N

bzw gel

oschte Nachfolger A des Knotens N betrachtet Nach der
Traversierung der datenabh

angigen Nachfolger von A in den Zeilen 	 bis  der
xCompareProzedur werden in den Zeilen  bis  die mddNachfolger dieses Kno
tens ber

ucksichtigt Falls ein mddNachfolger schon besucht wurde und damit visited
markiert ist werden zur Testdatenmenge T

alle Eingabepaare in

 in

 hinzugef

ugt
die eine Eingabe in

zur

Uberdeckung der ver

anderten Denition eines Attributs und
eine Eingabe in

zur

Uberdeckung einer zur Denition mddabh

angigen Referenz um
fassen Der zuverl

assige Test des Knotens N

erfordert alle m

oglichen Paare die mit
einer Komponente aus Nhistory und einer Komponente aus der RegionHistory des
Knotens zu der die Referenz kontrollabh

angig ist gebildet werden k

onnen Zeile f
Falls der mddNachfolger B des ver

anderten Knotens A jedoch noch nicht besucht
worden ist so werden die Eingaben in Nhistory zu Bmdd affected hinzugef

ugt
Dadurch wird deutlich gemacht da diese Referenz von einer Ver

anderung in einer
Denition die genau von den Testdaten in Bmdd affected

uberdeckt wird beein
ut werden kann
In den Zeilen  bis  werden anschlieend zu N kontrollabh

angige Knoten A be
trachtet die noch nicht besucht worden sind und die zu ver

anderten Denitionen
mddabh

angig sind F

ur diese Knoten gilt Amdd affected   Da diese Knoten
noch nicht besucht worden sind wurden zur Testdatenmenge T

auch keine Eingaben
hinzugef

ugt die diesen Knoten testen Aus diesem Grund werden in T

alle Eingaben
eingef

ugt die eine Komponente in

aus Amdd affected und eine Komponente in

aus Nhistory enthalten
F

ur eine Beispielsanwendung dieses Verfahrens sei auf den Kapitel  verwiesen

 Zinsderivate und deren Bewertung
Dieses Kapitel stellt das ben

otigte nanzwirtschaftliche Wissen f

ur das Verst

andnis
der Diplomarbeit zur Verf

ugung Abschnitt  gibt dazu einen

Uberblick

uber
origin

are Finanzinstrumente wie Aktien und Anleihen w

ahrend in Abschnitt 
derivative Finanzinstrumente erl

autert werden Zu den derivaten Finanzinstrumen
ten geh

oren insbesondere Futures Abschnitt  Optionen Abschnitt  und
Zinsderivate Abschnitt 	 Letztere werden in den darauolgenden Abschnit
ten ausf

uhrlicher behandelt Es werden in Abschnitt 	 die verschiedenen Model
le die zur Bewertung von Zinsderivaten eingesetzt werden k

onnen beschrieben und
das Zinsstrukturmodell nach RitchkenSankarasubramanian welches auf dem
HeathJarrowMortonModell basiert ausf

uhrlicher erl

autert

 Origin

are Finanzinstrumente
 Aktien
Eine der wichtigsten Finanzinstrumente ist die Aktie Sch
Eine Aktie verbrieft eine Beteiligung an einem Unternehmen in der Rechts
form einer Aktiengesellschaft AG oder einer Kommanditgesellschaft auf
Aktien KGaA
Die beiden Unternehmensformen sind rechtlich im Aktiengesetz AktG geregelt Der
Besitzer einer Aktie ist also ein Teilhaber des Unternehmens das die Aktie emittiert
hat Als Teilhaber besitzt der Aktieninhaber Rechte und auch Pichten gegen

uber
der Gesellschaft und der Leitung des Unternehmens Zu den Rechten geh

oren das
Mitgliedschaftsrecht auf der j

ahrlichen Hauptversammlung und Verm

ogensrechte wie
zum Beispiel das Recht auf Dividende also an einer Gewinnbeteiligung Eine Picht
besteht insbesondere in einer Einzahlung zum Grundkapital Das Grundkapital das
bei Aktiengesellschaften auch gezeichnetes Kapital genannt wird entspricht der Sum
me des Nennwerts aller ausgegebenen Aktien Der Nennwert ist allerdings von dem
Preis einer Aktie zu unterscheiden W

ahrend der Nennwert ein Buchwert ist ergibt

sich der Preis einer Aktie aus Angebot und Nachfrage F

ur eine Erl

auterung der
verschiedenen Aktienarten sei auf Sch verwiesen
Die Organe einer Aktiengesellschaft sind die Hauptversammlung der Aufsichtsrat
und der Vorstand
 Hauptversammlung
Die Hauptversammlung der Aktion

are beschliet beispielsweise

uber die

An
derung der Kapitalgrundlage

 wie durch Emission neuer

Aktien oder die
Au

osung der Gesellschaft In der Hauptversammlung wird aber auch

uber
die Verwendung des Bilanzgewinns abgestimmt Das Stimmrecht jedes Akti
on

ars ist dabei abh

angig von der Zahl seiner Aktien dh an seinem Anteil am
Grundkapital
 Aufsichtsrat
Ein weiteres Organ der Aktiengesellschaft ist der Aufsichtsrat Der Aufsichtsrat
bestellt die Gesch

aftsf

uhrung also den Vorstand und

uberwacht diesen Gege
benfalls kann der Aufsichtsrat den Vorstand wieder abberufen Der Aufsichtsrat
setzt sich aus h

ochstens  Vertretern der Aktion

are und der Arbeitnehmer zu
sammen die in der Hauptversammlung auf maximal vier Jahre gew

ahlt werden
Die Hauptversammlung kann als oberstes Organ der Aktiengesellschaft den Auf
sichtsrat auch wieder entlassen
 Vorstand
Das dritte Organ einer Aktiengesellschaft ist der Vorstand Der Vorstand einer
Aktiengesellschaft hat die Aufgabe das Unternehmen in eingener Verantwor
tung zu f

uhren Die Mitglieder des Vorstandes werden zu diesem Ziel vom
Aufsichtsrat f

ur die Dauer von f

unf Jahren bestellt und k

onnen sowohl vom
Aufsichtsrat als auch von der Hauptversammlung entlassen werden Besteht
der Vorstand aus mehr als einer Person so hat der Aufsichtsrat zus

atzlich die
Aufgabe den Vorsitzenden des Vorstandes zu bestimmen
Die Aktiengesellschaft ist also eine Unternehmensform in der Eigentum und F

uhrung
getrennt sind dh die Aktion

are sind zwar die Besitzer des Unternehmens haben
aber nicht die Gesch

aftsf

uhrung inne
 Anleihen
In der vorliegenden Diplomarbeit werden Anleihen gem

a Hav	 Sch folgender
maen deniert vglBV

Die

Anderung der Kapitalgrundlage wird Kapitalerh

ohung bzw herabsetzung FH
 genannt

In diesem Zusammenhang werden die neu emittierten Aktien auch als junge Aktien bezeichnet
	
Eine Anleihe ist ein Wertpapier das eine Schuldaufnahme am Kapital
markt gegen Ausgabe einer Schuldverschreibung verbrieft
Der K

aufer bzw Gl

aubiger einer Anleihe erwirbt mit dem Kauf der Anleihe das
Recht auf Tilgung und Verzinsung des Nennwerts der Anleihe Der Nennwert der An
leihe wird zur Erleichterung der Emission und des Handels in Teilbetr

age gest

uckelt
Die durch die St

uckelung entstanden Finanzinstrumente werden Teilschuldverschrei
bungen genannt H

aug sind auch andere Bezeichnungen f

ur Anleihen wie Bonds
Renten Obligationen oder Schuldverschreibungen anzutreen
Die Tilgungs und Zinszahlungen sind innerhalb der Laufzeit der Anleihe zu zahlen
Kurzfristige Anleihen besitzen eine Laufzeit von bis zu vier Jahren w

ahrend die
Laufzeit bei mittelfristigen Anleihen zwischen vier bis acht Jahren liegt Liegt die
Laufzeit bei

uber acht Jahren so wird von langfristigen Anleihen gesprochen
Als Emittent von Anleihen k

onnen sowohl staatliche Institutionen als auch Unter
nehmen auftreten Bei Anleihen von staatlichen Institutionen wird beispielsweise
zwischen Bundesschatzbriefen Kommunalobligationen oder Pfandbriefen unterschie
den w

ahrend Anleihen von emissionsf

ahigen Unternehmen als Industrieobligationen
bezeichnet werden
Tilgung
Die Tilgung des Nennwerts der Anleihe kann entweder planm

aig oder auerplanm

a
ig erfolgen
 Planm

a
ige Tilgung
Die planm

aige Tilgung unterscheidet wiederum drei F

alle
Bei der gesamtf

alligen Anleihe wird der Nennwert der Anleihe am Ende der
Laufzeit ausgezahlt Bei einer Annuit

atenAnleihe erfolgt die Tilgung derart
da die Raten als Summe aus Tilgung und Zinszahlung konstant sind Da
gegen wird bei einer Auslosungsanleihe die zur

uckzuzahlenden Anleihen vom
Emittenten ausgelost
 Au
erplanm

a
ige Tilgung
Die auerplanm

aige Tilgung tritt bei vorzeitiger K

undigung des Emittenten
auf In besonderen F

allen kann auch der K

aufer der Anleihe das Recht der
vorzeitigen K

undigung besitzen
Verzinsung
Der Emittent der Anleihe hat dem K

aufer Zinszahlungen auf den Nennwert der An
leihe zu leisten In der Abbildung  sind die verschiedenen Formen der Verzinsung
mit den entsprechenden Anleihen dargestellt

Verzinsung
der Anleihe
Zero-Bond
Straight-Bond
Floater
Cap-Floater
Floor-Floater
Collared-Floater
Convertible-Floater
Zinsphasen-Anleihe
Nullkupon
Fester Zins
Veränderlicher Zins
AnleiheVerzinsungsform
Mit Zinskupon
Abbildung  Formen der Verzinsung bei Anleihen
 Festverzinsliche Anleihe
Bei einer festverzinslichen Anleihe die auch als StraightBond bezeichnet wird
erfolgen die Zinszahlungen in regelm

aigen Zeitpunkten zu einem festen Zins
satz Die Zinszahlungen sind

ublicherweise durch Zinsscheine bzw Kupons die
der Anleihe beigef

ugt sind verbrieft
 Variabel verzinsliche Anleihe
Eine Anleihe mit variablem Zinssatz die auch Floating Rate Note genannt wird
verzinst sich dagegen in Abh

angigkeit zu einem Referenzzinssatz wie zum Bei
spiel dem London Interbank Oered Rate LIBOR oder Frankfurt Interbank
Oered Rate FIBOR Beides sind Zinss

atze die Banken untereinander f

ur
kurzfristige Kredite erheben Die Dierenz zwischen dem Referenzzinssatz und
dem eektiven Zinssatz der Anleihe wird in diesem Zusammenhang als Spread
bezeichnet und richtet sich nach der Kreditw

urdigkeit also der Bonit

at des
Schuldners Bei einer variabel verzinsten Anleihe k

onnen zus

atzlich Besonder
heiten zur Verzinsung vereinbart werden
 Bei der variablen Verzinsung kann die Schwankungsbreite des Zinssat
zes eingeschr

ankt werden Ein CapFloater ist beispielsweise eine Anlei
he bei der der Zinssatz einen festgelegten Grenzzinssatz den Cap nicht

uberschreiten kann Dagegen ist ein FloorFloater eine Anleihe deren Zins
satz eine Untergrenze den Floor nicht unterschreiten kann Liegt sowohl
eine Ober als auch eine Untergrenze des Zinssatzes vor so wird vom einem
CollaredFloater gesprochen
 Eine andere Sonderform der variablen Verzinsung liegt beim Convertible
Floating Rate Note vor Diese Anleihe beinhalten entweder f

ur den Emit
tent oder f

ur den Gl

aubiger das Recht die variabel verzinste Anleihe in

eine festverzinste Anleihe umzutauschen
 NullkuponAnleihe
Die Zinszahlungen k

onnen bei einer Anleihe auch g

anzlich fehlen der Anlei
he h

angen dann keine Zinskupons an Entsprechend wird in diesen F

allen
auch von NullkuponAnleihen oder ZeroBonds gesprochen Tats

achlich er
geben sich die Zinszahlungen aus der Dierenz zwischen dem Emissionskurs
und der R

uckzahlung der Anleihe am Ende der Laufzeit dh der Gl

aubiger
kauft die Anleihe zu einem Preis der schon um die Zinszahlungen verringert
ist Ein ZeroBond bietet also nur einen einmaligen Ertrag am Ende der Lauf
zeit ZeroBonds k

onnen auch aus festverzinslichen Anleihen deren Zinskupons
abgetrennt werden k

onnen entstehen In diesem Fall wird die Anleihe ohne
Zinszahlungen also der ZeroBond und die Zinskupons getrennt gehandelt Ei
ne festverzinsliche Anleihe die diese M

oglichkeit anbietet wird StrippedBond
bezeichnet
 ZinsphasenAnleihe
Eine Mischform aus festverzinslichen und variabel verzinslichen Anleihen bieten
ZinsphasenAnleihen an Diese Anleihen zahlen in der Regel zu Beginn der
Laufzeit einen festen Zinssatz danach einen variabeln Zinssatz und am Ende
der Laufzeit wieder einen festen Zinssatz Der variable Zinssatz orientiert sich
wiederum an einen Referenzzinssatz
Bestimmte Sonderformen von Anleihen k

onnen neben den oben erl

auterten Gl

aubi
gerrechten auch Anteilrechte an dem emittierenden Unternehmen beinhalten Dazu
geh

ort die Wandelschuldverschreibung die innerhalb einer Umtauschfrist in Aktien
umgetauscht werden kann Eine OptionsAnleihe beinhaltet dagegen noch zus

atzlich
das Recht Aktien des Unternehmens zu einem bestimmten Preis zu beziehen Dieses
Recht kann getrennt von der Anleihe gehandelt werden und wird

ublicherweise Opti
onsschein bezeichnet Beide Anleiheformen haben also Eigenschaften von Optionen



 Derivative Finanzinstrumente
 FuturesKontrakte
FuturesKontrakte geh

oren zu den einfacheren Derivaten Ein FuturesKontrakt wird
in der vorliegenden Arbeit folgendermaen deniert vgl Hul Sch
Ein FuturesKontrakt ist eine Vereinbarung zwischen zwei Parteien einen
Basiswert zu einem bestimmten Zeitpunkt in der Zukunft zu einem fest
gelegten Preis dem Lieferpreis zu kaufen bzw zu verkaufen

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Abbildung  PayoDiagramm bei FuturesKontrakten
Der Basiswert kann dabei im Prinzip jedes Gut sein das handelbar ist

Ublich sind
Futures auf anderen Finanzinstrumenten wie Aktien und Anleihen auf Devisen oder
auch auf Rohstoen wie Roh

ol oder Kaee Der sp

atere K

aufer des Basiswerts be
ndet sich dabei in der sogenannten LongPosition w

ahrend der Verk

aufer des Ba
siswerts dagegen eine ShortPosition eingeht
Der Lieferpreis wird bei der Initiierung des FuturesKontrakts so bestimmt da der
FuturesKontrakt einen Marktwert von Null hat Damit entstehen f

ur beide Parteien
bei Abschlu des FuturesKontraktes keine Kosten Der FuturesPreis ist in diesem
Zusammenhang derjenige Lieferpreis bei dem der FuturesKontrakt einen Marktwert
von Null hat Zum Zeitpunkt der Initiierung ist also der Lieferpreis des Futures
und der FuturesPreis identisch F

ur die Bestimmung des FuturesPreises sei auf
CW Hul verwiesen
FuturesPreis und Lieferpreis sind normalerweise nur zum Zeitpunkt der Initiierung
des Futures identisch Durch Preisver

anderungen des Basiswerts

andert sich auch der
FuturesPreis also derjenige Lieferpreis des Futures bei dem der FuturesKontrakt
einen Marktwert von Null hat Da der urspr

ungliche Lieferpreis des Futures nat

urlich
nicht nachtr

aglich ver

andert werden kann ist die Position im FuturesKontrakt nach
der Initiierung f

ur eine der beiden Parteien vorteilhaft Damit ist f

ur diese Partei
der Marktwert des Futures gr

oer Null Dieser Marktwert ist am Ende der Futures
Laufzeit f

ur die Partei in der LongPosition gleich der Dierenz aus dem Kassapreis
des Basiswerts und dem Lieferpreis des Futures Der Marktwert des Futures in Short
Position ist entsprechend die Dierenz aus dem Lieferpreis und dem Kassapreis des
Basiswerts Diese Dierenzen werden als Payo in der entsprechenden Position be
zeichnet In Abbildung  ist der Payo eines Futures in den beiden m

oglichen
Positionen aufgezeichnet

Die bisherigen Ausf

uhrungen haben sich zwar auf Futures bezogen gelten aber in
gleicher Form auch f

ur ForwardKontrakte Ein ForwardKontrakt CW Hul
stellt wie ein FuturesKontrakt eine Vereinbarung zwischen zwei Parteien zum Kauf
bzw Verkauf eines Basiswerts dar Der Unterschied zwischen den beiden Kontrakten
ist vor allem da Futures standartisiert sind und an Terminb

orsen gehandelt werden
w

ahrend ForwardKontrakte eigentlich nur auf OverTheCounter M

arkten angeboten
werden
Ein weiterer Unterschied zwischen Futures und ForwardKontrakten ist b

orsent

ag
liche Abrechnung bei Futures An jedem B

orsentag werden die Gewinne und Verluste
die sich an diesem Tag ergeben haben durch MarkingToMarket der Terminb

orse
direkt auf den MarginKonten der beiden Parteien verrechnet Hul
 Optionen
Ein OptionsKontrakt ist im Gegensatz zu einem FuturesKontrakt nur mit Verpich
tungen f

ur eine der beiden Parteien die den OptionsKontrakt abschlieen verbun
den Ein OptionsKontrakt oder kurz Option ist folgendermaen deniert Hul
Eine Option verbrieft dem K

aufer der Option das Recht einen Basiswert
zu einem bestimmten Zeitpunkt in der Zukunft zu einem festgelegten Preis
vom Verk

aufer der Option zu kaufen CallOption bzw dem Verk

aufer
der Option zu verkaufen PutOption
Als Basiswert kommen dabei wiederum andere Finanzinstrumente wie Aktien Fu
tures oder sogar Optionen Rohstoen und Devisen in Frage Der K

aufer hat f

ur
sein Recht zum Kauf oder Verkauf dem Verk

aufer der Option der auch Stillhalter
bezeichnet wird einen OptionsPreis bzw eine OptionsPr

amie zu zahlen Optionen
die zum Kauf des Basiswerts berechtigen werden CallOptionen genannt w

ahrend
bei VerkaufsOptionen auch von PutOptionen gesprochen wird Der bei Abschlu
der Option festgelegte Preis f

ur den Basiswert wird auch Aus

ubungspreis oder Strike
bezeichnet
Es soll nochmals betont werden da eine Option nicht zum Kauf oder Verkauf ver
pichtet Der K

aufer der Option hat das Recht dazu aber nicht die Verpichtung
dh eine Option ist im Gegensatz zu einem FuturesKontrakt ein asymmetrisches
Finanzinstrument Ein anderer Unterschied zwischen Optionen und Futures ist auch
da der K

aufer der Option dem Verk

aufer eine Pr

amie zu zahlen hat w

ahrend bei
der Initiierung eines Futures keine Zahlungen zwischen den beiden Vertragspartnern
stattnden
Je nach den m

oglichen Zeitpunkten f

ur die Aus

ubung der Option wird von europ

ai
schen amerikanischen oder von BermudaOptionen gesprochen Europ

aische Optio
nen berechtigen nur am Ende der Laufzeit zum Kauf bzw zum Verkauf des Basis

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Abbildung 	 Aus

ubungsgewinn bei Optionen
werts w

ahrend amerikanische Optionen einen beliebigen Zeitpunkt bis zum Laufzeit
ende zulassen Bei BermudaOptionen

werden Zeitintervalle innerhalb der Laufzeit
festgelegt in denen die Optionen ausge

ubt werden k

onnen
Bei Optionen k

onnen vier verschiedene Positionen eingegangen werden Der K

aufer
einer Option bendet sich in einer LongPosition w

ahrend der Verk

aufer in analoger
Weise zu FuturesKontrakten eine ShortPosition eingeht Zus

atzlich wird zwischen
Call und PutOptionen unterschieden dh das beispielsweise der Stillhalter einer
CallOption eine ShortCallPosition h

alt In der Abbildung 	 sind die m

oglichen
Gewinne und Verluste am Ende der OptionsLaufzeit in den einzelnen Positionen in
Abh

angigkeit vom Preis des Basiswerts dargestellt
Im folgenden wird beispielhaft die LongCallPosition dh der Kauf einer Kaufoption
beschrieben Der K

aufer der CallOption hat beim Eintreten in die LongCallPosition
die OptionsPr

amie P an den Stillhalter der Option zu zahlen Obwohl er nun das
Recht zum Kauf hat wird er dieses Recht nur dann zu dem m

oglichen Zeitpunkt T
aus

uben wenn der Preis S
T
des Basiswerts

uber oder gleich dem Aus

ubungspreis K

Bermuda liegt zwischen Europa und Amerika

liegt also die Option im bzw am Geld ist Sonst k

onnte er den Basiswert am Kas
samarkt billiger kaufen In diesem Fall liegt sein Gewinn bei S
T
 K  P Geldein
heiten GE Ist allerdings der Preis des Basiswerts unter dem Aus

ubungspreis also
die Option aus dem Geld dann wird er die Option nicht aus

uben und sie ist damit
wertlos Denn wenn er die Option aus

uben w

urde w

urde er f

ur den Basiswert den
Aus

ubungspreis bezahlen der aber

uber dem Preis des Basiswerts am Kassamarkt
ist In diesem Fall liegt sein Gewinn bei P GE da die OptionsPr

amie unabh

angig
von der sp

ateren Aus

ubung zu zahlen ist Zusammengefat ist der Gewinn in der
LongCallPosition gleich maxS
T
K 
 P GE
Der Payo dh die Zahlung bei der Aus

ubung ergibt ohne die Ber

ucksichtigung
der Pr

amienzahlung Bei der LongCallPosition ist der Payo zum Zeitpunkt T also
maxS
T
K 
 GE
Options	Preis zum Zeitpunkt der Aus

ubung
Aus den bisherigen Ausf

uhrungen geht hervor da die OptionsPr

amie zum Zeit
punkt der Aus

ubung bei einer CallOption maxS
T
K 
 und bei einer PutOption
maxK  S
T
 
 sein mu Denn w

are beispielsweise die OptionsPr

amie C bei einer
CallOption kleiner als maxS
T
K 
 so k

onnte ein risikoloser Gewinn erwirtschaf
tet werden indem eine CallOption zu C gekauft und gleichzeitig eine CallOption
mit gleicher Austattung zu maxS
T
K 
 verkauft wird Diese Strategie erm

oglicht
einen risikolosen Gewinn da zum einen die Einzahlungen aus dem Verkauf gr

oer
sind als die Auszahlungen aus dem Kauf und zum anderen die Verpichtungen aus
der verkauften Option genau dieselben sind wie die Rechte aus der gekauften Op
tion Analoge

Uberlegungen zeigen auch da die OptionsPr

amie nicht gr

oer als
maxS
T
K 
 sein kann Solche risikolosen Gewinnm

oglichkeiten die auch als Ar
bitrage bezeichnet werden k

onnen nicht f

ur l

angere Zeit bestehen Denn durch den
Kauf der Option zu C GE entsteht zus

atzliche Nachfrage die den Preis C der Option
erh

oht Nach einer bestimmten Zeit gilt dann C  maxS
T
K 
 H

aug wird aus
diesem Grund die Arbitragefreiheit auch als Pr

amisse vorausgesetzt
Der Preis der Option ist also zum Zeitpunkt der Aus

ubung bekannt Dieser Preis
kann aber f

ur andere Zeitpunkte t  T nicht ohne zus

atzliche Annahmen bestimmt
werden Ober und Untergrenzen f

ur den OptionsPreis k

onnen dagegen durch ana
loge Arbitrage

uberlegungen angegeben werden Hul Auerdem kann auch eine
Beziehung zwischen den Preisen von Put und CallOptionen hergeleitet werden Die
PutCallParit

at wird ebenfalls ausf

uhrlich in Hul dargestellt
Binomialmodell
Das Binomialmodell CR erm

oglicht die Berechnung von OptionsPreisen f

ur be
liebige Zeitpunkte innerhalb der OptionsLaufzeit Das ist allerdings nur durch eine

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Abbildung  Binomialmodell
zus

atzliche Annahme

uber die Eintrittswahrscheinlichkeiten f

ur die Kurse des zugrun
deliegenden Basiswerts m

oglich Dieser Basiswert sei im folgenden eine Aktie Im
Binomialmodell wird angenommen da die Aktienkurse binomialverteilt sind Wenn
der Aktienkurs zum Zeitpunkt eins S GE betr

agt dann steigt der Kurs der Aktie
zum Zeitpunkt zwei mit der Wahrscheinlichkeit q auf uS GE oder der Kurs f

allt mit
der Wahrscheinlichkeit  q auf dS GE d  r  u Siehe dazu auch Abbildung 
Daraus folgt da der Preis einer CallOption zum Zeitpunkt zwei entweder mit der
Wahrscheinlichkeit q den Wert C
u
 maxuSX 
 oder mit der Wahrscheinlichkeit
 q den Wert C
d
 maxdSX 
 annimmt wenn die Option zum Zeitpunkt zwei
ausl

auft
Nun wird ein Portefeuille aus  Einheiten der Aktie und B GE Kapital betrachtet
Der Preis dieses Portefeuilles betr

agt im bei stetiger Verzinsung

zum zweiten Zeit
punkt mit der Wahrscheinlichkeit q uS  e
r
B und mit der Wahrscheinlichkeit  q
dS  e
r
B GE  und B werden so bestimmt da der Preis des Portefeuilles zum
zweiten Zeitpunkt gleich dem OptionsPreis ist
 
C
u
 C
d
u dS
 B 
uC
d
 dC
u
u de
r
Die Preise des Portefeuilles und der CallOption m

ussen aus Arbitragegr

unden auch
zum ersten Zeitpunkt identisch sein
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Abbildung  Binomialmodell mit zwei Perioden
Eine wichtige Eigenschaft der Gleichung  ist da sie nicht von der Wahrschein
lichkeit q und von der Risikoeinstellung des Investors abh

angt Auerdem hat p hier
den Charakter einer Wahrscheinlichkeit es gilt n

ahmlich 
  p   p ist auch in der
Tat der Wert den die Wahrscheinlichkeit q haben w

urde wenn die Anleger risikoneu
tral w

aren Bei risikoneutralen Anlegern w

urde die Aktie eine Rendite in H

ohe des
risikolosen Zinssatzes r erwirtschaften dh quS   qdS  e
r
S bei q 
e
r
d
ud
 p
Der Abbildung  liegt die Annahme zugrunde da der Aktienkurs w

ahrend der
OptionsLaufzeit entweder um den Faktor d f

allt oder um den Faktor u steigt Der
Aktienkurs kann also am Ende der OptionsLaufzeit nur zwei verschiedene Werte
annehmen Diese Annahme ist jedoch f

ur Realit

at zu grob so da es nahe liegt die
OptionsLaufzeit in weitere Perioden zu unterteilen
Abbildung  zeigt das Binomialmodell mit einer Unterteilung der OptionsLaufzeit
in zwei Perioden Der Graph der zur Bewertung von Optionen nach dem Binomi
almodell benutzt wird wird als rekombinierender Baum bezeichnet Die Rekombi
nierbarkeit des Baums ist bei der Anwendung eines Modells entscheidend L

at das
Modell aus theoretischen Gr

unden keine rekombinierenden B

aume bei der Bewertung
zu so ist damit die praktischen Anwendbarkeit in Frage gestellt da die Rechenzeit
bei einem nicht rekombinierenden Baum exponentiell mit der Tiefe ansteigt
Eine exponentielle Rechenzeit ist aber in einigen F

allen auch bei rekombinierenden
B

aumen nicht vermeidbar Bei bestimmten Optionen wie zum Beispiel Asiatischen
Optionen ist der Preis pfadabh

angig dh der Preis der Option h

angt auch von der
Reihenfolge ab in der die Preise des Basiswerts zustande gekommen sind Da aber die
Zahl der Pfade in einem Baum exponentiell mit der Tiefe w

achst ist die Rechenzeit
f

ur die Bewertung bei diesen Optionen ebenfalls exponentiell In diesen F

allen wird
auch von pfadabh

angiger Bewertung gesprochen
Die Gleichung  kann dazu rekursiv f

ur beliebig viele Zeitpunkte erweitert werden
indem f

ur C
u
und C
d
wieder Gleichung  eingesetzt wird Es gilt f

ur den Options

Preis C bei einer Unterteilung der OptionsLaufzeit in n Perioden CR
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BlackScholes	Gleichung
Das BlackScholesModell BS	 das  mit dem Nobelpreis f

ur Wirtschafts
wissenschaften geehrt wurde geht im Gegensatz zum Binomialmodell von einem kon
tinuierlichen Handel aus dh der Handel erfolgt in unendlich kleinen Zeitintervallen
Die BlackScholesGleichung kann dabei durch Unterteilen der OptionsLaufzeit
in unendlich viele Perioden und anschlieender Grenzwertbildung der Gleichung 
f

ur n	 hergeleitet werden CR Es ergibt sich bei dieser Grenzwertbetrachtung
f

ur den Preis einer CallOption
C  SNdXe
rt
Nd 
p
t mit d 
ln
S
X
 rt

p
t




p
t
wobei N die kumulative Standardnormalverteilung bezeichnet
 Zinsderivate
W

ahrend Futures und Optionen Derivate darstellen die sich eigentlich auf beliebig
handelbare Basiswerte beziehen k

onnen handelt es sich bei den Derivaten die im
folgenden erl

autert werden sollen um solche die sich auf die Zinsstrukturkurve be
ziehen
Zins
Unter einem Zins wird der Preis f

ur die

Uberlassung von Geld oder Kapital f

ur
einen bestimmten Zeitraum verstanden wobei bei der Berechnung des Zinses ver
schiedene Methoden und Bezugszeitpunkte unterschieden werden Bei den folgenden
	
Ausf

uhrungen wird die Anlage als sicher betrachtet ansonsten m

ute bei einem risi
koaversem Anleger der Zins um eine Risikopr

amie erh

oht werden FH
Der Zins kann diskret oder stetig bestimmt werden Der Unterschied zwischen den
beiden Methoden entsteht durch die Anzahl der Zinszahlungen innerhalb eines Jahres
W

ahrend bei der diskreten Verzinsung nur endlich viele Zinszahlungen angenommen
werden erfolgen die Zinszahlungen bei der stetigen Verzinsung unendlich oft Ei
ne Anlage von einer GE steigt bei diskreter mfacher unterj

ahriger Verzinsung zum
Zinssatz i in n Jahren auf
 
i
m

mn
GE an Der stetige Zinssatz ist Grenzwert des unterj

ahrigen Zinssatzes bei unendlich
h

auger unterj

ahriger Verzinsung also f

ur den Fall m  	 Die H

ohe der Anlage
nach n Jahren wird bei stetiger Verzinsung folgendermaen berechnet
lim
m
 
i
m

mn
 e
in

Der stetige Zinssatz sollte allerdings nicht mit dem momentanen Zinssatz verwechselt
werden W

ahrend bei stetigen Verzinsung die Zeitr

aume in denen die Zinszahlun
gen stattnden als beliebig klein angenommen werden wird bei einem momentanen
Zinssatz von einem einzigen sehr kurzem Zeitintervall ausgegangen
Weiterhin kann nach dem Bezugszeitpunkt des Zinssatzes unterschieden werden Ein
Zinssatz kann sich zum einen auf den gegenw

artigen wie auch auf einen in der Zukunft
liegenden Zeitpunkt beziehen Bei einer Anlage die zum heutigen Zeitpunkt f

ur m
Jahre get

atigt werden soll erfolgt die Anlage mit dem mj

ahrigen Kassazinssatz
Dagegen erfolgt die Verzinsung die erst in k Jahren f

ur m Jahre get

atigt werden soll
mit dem Terminzinssatz der in k Jahren f

ur m Jahre gilt Terminzinss

atze k

onnen
aus Kassazinss

atzen unterschiedlicher Laufzeiten bestimmt werden
Zinsstrukturkurve
Die Zinsstruktur Term Structure of Interest Rates ergibt sich aus allen Zinss

atzen
zu einem Zeitpunkt f

ur unterschiedliche Laufzeiten Die graphische Darstellung der
Zinsstruktur wird Zinsstrukturkurve bzw Zinskurve bezeichnet Abbildung  zeigt
die Zinsstrukturkurve vom 
 Diese Form der Zinsstrukturkurve wird als
normal bezeichnet da die Zinss

atze f

ur l

angere Laufzeiten h

oher sind als die f

ur
k

urzere Laufzeiten Werden jedoch die Zinss

atze f

ur l

angere Laufzeiten kleiner als f

ur
k

urzere so wird von einer inversen Zinsstrukturkurve gesprochen Bei einer achen
Zinsstrukturkurve sind dagegen alle Zinss

atze gleich Zur Bestimmung der aktuellen
Zinskurve aus den Preisen der am Kapitalmarkt gehandelten Finanzinstrumenten
siehe Hul
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Abbildung  Zahlungen aus einem SwapGesch

aft Hul
Ein Floor ist analog zu einem Cap deniert Bei einem Floor wird zwischen Emittent
und K

aufer eine Untergrenze vereinbart bei deren Unterschreitung der Emittent dem
K

aufer den Dierenzzinssatz auf das FloorNominal zu zahlen hat Diese Untergrenze
wird auch entsprechend FloorRate genannt In diesem Zusammenhang wird bei einer
Strategie die eine LongPosition in dem Cap Floor und gleichzeitig eine Short
Position in einem Floor Cap vorsieht von einem Collar gesprochen
Swaps
Ein Swap als ein weiteres wichtiges Zinsderivat stellt wiederum eine Verpichtung
f

ur beide Parteien dar und ist damit ein symmetrisches Finanzinstrument Hul
Ein Swap ist eine Vereinbarung zwischen zwei Parteien zum Austausch
von xen und variablen Zinszahlungen an bestimmten Zeitpunkten auf
ein gemeinsames SwapNominal
In Abbildung  ist ein Swap mit einer Laufzeit von drei Jahren zwischen zwei Un
ternehmen A und B dargestellt Das Unternehmen A zahlt dem Unternehmen B
den MonatsLIBOR im Gegenzug erh

alt es einen Zinssatz in H

ohe von  auf ein
SwapNominal von 

 Mio GE Die Zahlungen erfolgen halbjahrlich Die erste Zah
lung erfolgt sechs Monate nach dem Vertragsabschlu also am 

 Da f

ur die
erste Zahlung der LIBORZinssatz vom 

	 also zum Vertragsabschlu her
angezogen wird existieren f

ur die erste Zahlung keine Ungewiheiten dh die erste
Zahlung ist sicher Unternehmen A zahlt an Unternehmen B einen Zins in H

ohe von







   Mio GE Dagegen erh

alt es am 

 wie auch an allen ande
ren Zahlungterminen von Unternehmen B einen Zinszahlung von 
 
 

 
 

  
Mio GE Am 

	 hat das Unternehmen A dem Unternehmen B eine Zah
lung von 
 
 

 
 

   Mio GE zu leisten Diese Zahlung wird wiederum
vom LIBORZinssatz bestimmt der f

ur den Zeitraum vom 

 bis 

	
g

ultig war In analogerweise werden alle anderen Zinszahlungen bestimmt
Ein Unternehmen kann also mit Hilfe eines Swaps variable Zinszahlungen gegen xe
Zinszahlungen austauschen Swaps k

onnen zur Risikominimierung im Rahmen von

Krediten mit variablen Zinss

atzen eingesetzt werden Die variablen Zinszahlungen
werden durch xe ausgetauscht dadurch existieren keine Unsicherheiten

uber die
H

ohe der zuk

unftigen Zinszahlungen
Die Zahlungen aus einem Swap k

onnen durch ein Portefeuille aus zwei Anleihen du
pliziert werden Im obigen Beispiel k

onnen die Zahlungen die das Unternehmen B
aus dem SwapGesch

aft erh

alt auch durch den Kauf einer Anleihe mit einem Zinssatz
in H

ohe des MonatsLIBOR und durch den Verkauf einer Anleihe mit einem festen
Zinssatz in H

ohe von  erreicht werden Beide Anleihen sollen gesamtf

allig getilgt
werden und einen Nennwert von 

 Mio GE besitzen Es gilt f

ur den Preis V des
Swaps aus der Sicht des Unternehmens B vgl Hul
V  B
fix
B
fl

B
fix
ist dabei der Preis der festverzinslichen Anleihe und B
fl
der der variabel ver
zinslichen Anleihe Der Preis der festverzinslichen Anleihe ergibt sich durch Abzinsen
der Zinszahlungen der Anleihe auf den gegenw

artigen Zeitpunkt Also
B
fix

n
X
j
NkDF
j

k ist dabei der xe Zinssatz der sogenannte KuponZinssatz und N der Nennwert
der Anleihe bzw des Swaps Auerdem gibt  die Zeitdauer zwischen den Zinszah
lungen an und DF
j
den Diskontfaktor f

ur das Abzinsen vom Zeitpunkt t
j
auf den
Zeitpunkt 
 Damit gilt f

ur den Kapitalwert der xen Zahlungen auch
B
fix

n
X
j
Nke
r
j
t
j
 	
wobei r
j
den Zinssatz f

ur eine risikolose Anlage f

ur den Zeitraum 
 bis t
j
bezeich
net Der Kapitalwert der x verzinsten Anleihe kann also ohne zus

atzliche Annahmen
bez

uglich der zuk

unftigen Entwicklung der Zinsstruktur bestimmt werden Der Ka
pitalwert der variabel verzinsten Anleihe bestimmt sich im Gegensatz zu dem der x
verzinsten Anleihe etwas aufwendiger Es gilt f

ur den Kapitalwert
B
fl

n
X
j
Nf
j
DF
j
 
In dieser Gleichung stellt f
j
den Terminzinssatz zum Zeitpunkt t
j
f

ur den Zeitraum
von t
j
bis t
j
dar Anschlieend wird folgende Beziehung zwischen dem Terminzins
satz f
j
und dem Diskontfaktor DF
j
ausgenutzt
DF
j
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 f
j
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

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
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
Durch Einsetzen der Gleichung  in die Gleichung  kann folgende Gleichung
f

ur den Kapitalwert der variabel verzinsten Anleihe hergeleitet werden
B
fl

n
X
j
N




DF
j
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j
 
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Somit kann auch der Kapitalwert der variabel verzinsten Anleihe ohne Annahmen f

ur
die zuk

unftige Entwicklung der Zinsstruktur bestimmt werden Aus den Gleichungen
	 und  folgt f

ur den Preis eines Swaps
V  B
fix
 B
fl

n
X
j
Nke
r
j
t
j
N e
r
n
t
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
Swaptions
Optionen auf Swaps oder kurz Swaptions geh

oren zu den komplexeren Zinsderivaten
Hul
Eine Swaption gibt dem K

aufer das Recht in einen bestimmten Swap mit
einer festgelegten SwapRate zu einem Zeitpunkt in der Zukunft eintreten
zu k

onnen
Dem Bezugspreis einer Option entspricht bei einer Swaption die SwapRate denn sie
bestimmt ob die Swaption am Ende der Laufzeit ausge

ubt wird oder wertlos verf

allt
Analog zu Call und PutOptionen wird bei Swaptions zwischen Payer und Receiver
Swaption unterschieden Bei einer PayerSwaption kann der K

aufer der Swaption
am Ende der Laufzeit in einen Swap eintreten in dem er die xen Zinszahlungen zu
leisten hat Eine ReceiverSwaption gibt dem K

aufer dagegen das Recht in einen
Swap als Empf

anger der xen Zinszahlungen einzutreten
Angenommen ein Unternehmen beabsichtigt in sechs Monaten einen variabel verzin
sten Kredit aufzunehmen Die variablen Zinszahlungen sollen dabei aus Gr

unden der
Risikominimierung durch einen Swap gegen xe Zinszahlungen ausgetauscht werden
Zum gegenw

artigen Zeitpunkt besteht allerdings eine Unsicherheit hinsichtlich der
H

ohe des SwapRates bei der Aufnahme des Kredits Das Unternehmen kann deshalb
heute eine PayerSwaption abschlieen die es dann am Laufzeitende also in sechs
Monaten nur aus

ubt wenn die SwapRate am Markt h

oher ist als die SwapRate

der Swaption Dadurch sichert sich das Unternehmen eine SwapRate die h

ochsten
gleich der der Swaption ist
Der Preis einer Swaption kann im Gegensatz zu einem Swap nicht ohne zus

atzliche
Annahmen

uber die Bewegungen der Zinsstrukturkurve bestimmt werden

 Bewertung von Zinsderivaten
 Probleme bei der Bewertung von Zinsderivaten
Es existiert zu der gegenw

artigen Zeit immer noch kein Modell zur Bewertung von
Zinsderivaten das eine

ahnliche Akzeptanz in der Praxis erfahren hat wie das
BlackScholesModell f

ur Aktienoptionen Der Vorteil des BlackScholes
Modells ist insbesondere seine einfache Anwendbarkeit Die Bewertung von eu
rop

aischen Aktienderivaten kann mit geschlossenen Gleichungen durchgef

uhrt werden
Die Preisbildung bei Zinsderivaten ist jedoch wesentlich schwieriger als die Preisbil
dung bei Aktienderivaten Die Gr

unde sind vielf

altig Hei vgl Tsc
 Die Zinsstruktur ergibt sich durch die Renditen von Anleihen mit unterschied
lichen Laufzeiten Das Kursverhalten von Anleihen unterscheidet sich jedoch
wesentlich von dem der Aktien
 PulltoParEekt
Eine Anleihe besitz im Gegensatz zu einer Aktie eine endliche Laufzeit Der
Marktwert der Anleihe am Ende dieser Laufzeit ist bekannt da die Zins
und Tilgungszahlungen im allgemeinen schon vorher festgelegt sind Dieser
Marktwert ist unabh

angig von der zwischenzeitlichen Kursentwicklung der
Anleihe
 Restlaufzeit und Volatilit

at
Die Volatilit

at dh die Schwankungsbreite der Anleihekurse ist am Ende
der Laufzeit gleich null da der Marktwert der Anleihe durch den Pullto
ParEekt schon im voraus bekannt ist Die Volatilit

at der Anleihenkurse
steigt am Anfang der Laufzeit

ahnlich wie bei Aktien zun

achst an und
sinkt gegen Ende der Laufzeit auf null
 Obergrenze des Anleihekurses
Der Marktwert einer Anleihe ist durch die Zins und Tilgungszahlungen
nach oben begrenzt
 Die Anleihen die die Zinsstruktur bestimmen unterscheiden sich im Prinzip
nur durch die jeweilige Restlaufzeit Die Kursunterschiede zwischen den An
leihen entstehen somit durch die Laufzeitpr

aferenzen der Marktteilnehmer die
Anleihen mit bestimmten Laufzeiten vorziehen Die Kurse von Anleihen mit

Direkte Methode:
Bondpreismodelle
Indirekte Methode:
Zinsstrukturmodelle
Modelle zur Bewertung
von Zinsderivaten
endogene
Zinsstrukturmodelle
exogene 
Zinsstrukturmodelle
Inversions-
Modelle
Modelle der gesamten
Zinsstruktur
Abbildung  Klassikation der Modelle zur Bewertung von Zinsderivaten Hei

ahnlichen Laufzeiten sind also nicht unabh

angig von einander so da die Mo
dellierung der gesamten Zinsstrukturkurve nicht auf der Basis von unabh

angigen
Anleihen geschehen kann sondern Korrelationen ber

ucksichtigt werden m

ussen
	 Ein weiteres Problem ist der Umfang der ber

ucksichtigten Informationen F

ur
die Bewertung einer Option auf einer bestimmten Anleihe ist im Prinzip nur die
Modellierung dieser einen Anleihe notwendig Die Abh

angigkeiten unter den
Anleihen legt jedoch die Ber

ucksichtigung aller Anleihe nahe Hinzu kommt da
zur konsistenten Bewertung verschiedener Zinsderivate die gesamte Zinsstruktur
ben

otigt wird da die Preise dieser Zinsderivate von unterschiedlichen Zinss

atzen
abh

angen k

onnen
Ein Zinsstrukturmodell sollte neben der aktuellen Zinsstruktur auch die Schwan
kungsintensit

at der einzelnen Zinss

atze ber

ucksichtigen Die Bewegungen der
Zinsstrukturkurve k

onnte mit Hilfe der sogenannten Volatilit

atsstruktur genau
er modelliert werden Die Volatilit

at ist dabei als die Standardabweichung der
relativen Zins

anderungen deniert
 Modelle zur Bewertung von Zinsderivaten
In Hei werden die Ans

atze zur Bewertung von Zinsderivaten wie Caps und Swap
tions gem

a der Abbildung  zun

achst in direkte und indirekte Methoden unter
schieden Bei den direkten Methoden wird der Basiswert des Derivats durch einen
stochastischen Proze beschrieben und aufbauend darauf die Bewertung des Derivats
durchgef

uhrt Da der Basiswert in der Regel eine Anleihe ist werden die direkten
Methoden h

aug auch Bondpreismodelle bezeichnet Die indirekten Methoden be
schreiben dagegen eine oder mehrere Zustandsvariable wie zum Beispiel bestimmte
Zinss

atze durch stochastische Prozesse aus denen dann die Preise des Basiswerts


bestimmt werden k

onnen Die indirekten Methoden werden auch Zinsstrukturmo
delle genannt da aus den modellierten Zustandsvariablen h

aug auch die gesamte
Zinsstrukturkurve ermittelt werden kann
Zinsstrukturmodelle werden weiterhin in endogene und exogene Zinsstrukturmodelle
unterschieden Die endogenen Zinsstrukturmodelle modellieren die Zinsstruktur durch
wenige Zustandsvariable Die endogen ermittelte Zinsstruktur weicht allerdings mei
stens von der tats

achlichen mehr oder weniger stark ab Da aber durch kleinste
Abweichungen in der Zinsstruktur zu betr

achlichen Fehlern bei der Bewertung ei
nes Zinsderivats kommen kann haben endogene Zinsstrukturmodelle in der Praxis
keine Bedeutung Im Gegensatz dazu k

onnen exogene Zinsstrukturmodelle beliebi
ge Zinsstrukturkurven abbilden Dies kann auf zwei verschiedene Arten geschehen
Zum einen k

onnen endogene Zinsstrukturmodelle durch weitere Parameter die die
endogene Zinsstruktur beeinussen zu Inversionsmodellen erweitert werden Diese
Parameter k

onnen anschlieend im Rahmen einer Kalibrierung so angepat werden
da die endogene Zinsstruktur der tats

achlichen entspricht Eine andere M

oglichkeit
besteht im Modellieren aller Zinss

atze der Zinsstruktur so da die tats

achliche Zins
struktur als Startwert benutzt werden kann
 Bondpreismodelle
Die wichtigsten Bondpreismodelle stellen ohne Zweifel das BlackScholesModell
und seine Erweiterung in Form des BlackModells Bla Hul dar
Das BlackScholesModell das eigentlich zur Bewertung von Aktienderivaten ent
wickelt wurde kann unter bestimmten Voraussetzungen und mit geeigneter Parame
trisierung auch bei Zinsderivaten eingesetzt werden Dabei m

ussen allerdings eini
ge theoretische Probleme ber

ucksichtigt werden Dazu geh

ort die Annahmen der
konstanten Volatilit

at des Basiswerts Diese Annahme stellt zwar bei Aktien keine
gr

oeren Probleme dar ist aber wie schon oben am PulltoParEekt erl

autert bei
Anleihen denitiv nicht erf

ullbar Der Fehler bei der Bewertung von beispielsweise
einer Option auf einer Anleihe h

angt insbesondere von den Laufzeiten der Option und
der Anleihe ab Dieser Fehler ist solange ein gr

oerer Zeitraum zwischen den beiden
F

alligkeiten liegt vernachl

assigbar Haben jedoch die Option und die Anleihe eine
vergleichbare Laufzeit so ist dieser Bewertungsfehler entsprechend zu ber

ucksichtigen
Im Investmentbanking wird h

aug eine Erweiterung des BlackScholesModells
eingesetzt die unterstellt da sich das zu bewertende Zinsderivat auf den Termin
preis des Basiswerts und nicht auf den Kassa also den aktuellen Preis bezieht Der
Terminpreis des Basiswerts ist dabei der Preis den der Basiswert zum Zeitpunkt
der F

alligkeit des Derivats besitzt Bei einer Option mit drei Jahren Laufzeit auf
einer Anleihe w

urde das bedeuten da sich die Option auf den Preis der Anlei
he bei Lieferung in drei Jahren beziehen w

urde Der eigentliche Basiswert ist also
ein ForwardKontrakt auf den Basiswert Ein wichtiger Unterschied zum Black

ScholesModell ist damit der unterschiedliche Bezugszeitpunkt der Volatilit

at des
Basiswerts Das BlackModell ben

otigt nur die Volatilit

at des Basiswerts am Ende
der Laufzeit des Derivats
Andere Bondpreismodelle werden in Hei beschrieben
Bondpreismodelle besitzen den Nachteil da sie die Abh

angigkeiten der am Markt
gehandelten Anleihen und damit die Abh

angigkeiten innerhalb der Zinsstruktur nicht
ber

ucksichtigen Daraus resultiert da f

ur jedes zu bewertende Zinsderivat ein eigenes
Modell erforderlich wird
 Zinsstrukturmodelle
Theorien zum Verlauf der Zinsstrukturkurve
Es wurden schon fr

uhzeitig die ersten Theorien zum Verlauf der Zinsstruktur formu
liert die den Zusammenhang zwischen kurz und langfristigen Zinss

atzen erkl

aren
sollten Zu den wichtigsten Theorien geh

oren die Erwartungs und die Liquidit

ats
preferenztheorie
 Erwartungstheorie
Nach der Erwartungstheorie FH vgl Hav	 Tsc zu der schon im Jahre
 die erste Ver

oentlichung erschienen ist wird die Zinsstruktur und damit
die Form der Zinsstrukturkurve durch die Erwartungen der Marktteilnehmer

uber die Entwicklung der kurzfristigen Zinss

atze bestimmt Sei r
tT
der Zinssatz
f

ur eine risikolose Anlage zum Zeitpunkt t f

ur die Dauer von T Jahren Es be
stehen zwei M

oglichkeiten Kapital f

ur die Dauer von T Jahren anzulegen Zum
einen ist diese die einmalige Anlage zum Zinssatz von r
T
und zum anderen die
revolvierende Anlage zu den Zinss

atzen r

 #r

    #r
T
 Bei der revolvie
renden Anlage sind alle Zinss

atze bis auf ersten unsicher dh im Zeitpunkt 

kann nicht mit Sicherheit vorhergesagt werden zu welchem Zinssatz r
t
im Zeit
punkt t wiederangelegt werden kann Bei risikoneutralen Anlegern sind beide
Alternativen gleichwertig da sie sich nur hinsichtlich des Risikos unterscheiden
In einer risikoneutral Welt besitzen zwei Anlagen mit gleicher Laufzeit dieselbe
Rendite da alle Anleger sich nur nach der Rendite richten und in die Anlage
mit der gr

oeren Rendite investieren Es gilt also
  r
T

T
   r

  E#r

  E#r

      E#r
T

Eine steigende Zinsstrukturkurve r

 r

     r
T
ist nach der Erwar
tungstheorie damit immer dann gegeben wenn die Marktteilnehmer steigende
kurzfristige Zinss

atze erwarten Eine fallende Zinsstrukturkurve entsprechend
in dem anderen Fall

 Liquidit

atspr

aferenztheorie
In der Liquidit

atspr

aferenztheorie FH vgl Hav	 Tsc wird im Gegen
satz zur Erwartungstheorie auch das Risiko einer Anlage ber

ucksichtigt Die
Marktteilnehmer sch

atzen die langfristige Anlage risikoreicher als die kurzfristi
ge Anlage ein da sie weniger exibel gegen

uber Zinsver

anderungen ist Somit
werden sie sich nur bei einer entsprechenden Risikopr

amie die mit der L

ange
der Laufzeit zunimmt f

ur die langfristige Anlage entscheiden Die langfristi
gen Zinss

atze sind damit um die Risikopr

amien h

oher als die kurzfristigen so
da bei der Liquidit

atspr

aferenztheorie eine steigende Zinsstruktur und damit
eine normale Zinsstrukturkurve postuliert wird Diese Theorie erkl

art aber kei
ne inversen Zinsstrukturkurven die im Fr

uhjahr  auch auf dem deutschen
Kapitalmarkt gegeben waren
Kritik zu diesen Theorien und andere Ans

atze nden sich in Hav	 Tsc
Endogene Zinsstrukturmodelle
Die beiden oben erl

auterten Theorien versuchen den Verlauf der Zinsstrukturkurve zu
erkl

aren sie lassen aber die zeitlichen Bewegungen der Kurve unber

ucksichtigt Die
Bewegungen der Zinsstrukturkurve sind allerdings bei der Bewertung von Zinsderi
vaten entscheiden Bei endogenen Zinsstrukturmodellen werden die Bewegungen der
Zinsstrukturkurve durch stochastische Prozesse f

ur den Momentanzins oder f

ur ande
re Zustandsvariablen modelliert Der stochastische Proze kann dabei auf zwei ver
schiedene Arten entwickelt werden W

ahrend Arbitragemodelle einen Proze f

ur den
Momentanzins explizit vorgeben wird bei allgemeinen Gleichgewichtsmodellen der
Zinsproze aus Annahmen

uber den Kapitalmarkt hergeleitet Hei Hul Aus
gehend von dem Proze des Momentanzinses oder anderer Zustandsvariablen werden
dann Gleichungen f

ur die Preise von NullkuponAnleihen abgeleitet Diese Gleichun
gen bestimmen die Zinsstrukturkurven die im Rahmen des entsprechenden Modells
abgebildet werden k

onnen F

ur die genauen Herleitungen der durch das entsprechende
Modell implizierten Preisgleichungen von NullkuponAnleihen sei auf die Originalli
teratur verwiesen
Die bekanntesten Beispiele f

ur endogene Zinsstrukturmodelle sind die Modelle
nach RendlemanBartter RB
 Vasicek Vas und CoxIngersollRoss
CIR In allen drei Modellen wird der Momentanzins durch einen stochastischen
Proze in der Form
dr  r tdt r

dW t
beschrieben
Das RendlemanBartterModell unterstellt da der Momentanzins der geome
trischen Brownschen Bewegung folgt also sich verh

alt wie eine Aktie im Black
ScholesModell Es gilt f

ur die Driftrate r t  r und f

ur die Varianzrate
	

r

 

r

 Die Annahme der Brownschen Bewegung bei Zinss

atzen hat jedoch ih
re Probleme Ein wichtiger Unterschied zwischen Aktien und Zinss

atzen ist da mit
groer Wahrscheinlichkeit hohe Zinss

atze gegen einen langfristigen Mittelwert fallen
und niedrige Zinss

atze gegen diesen Wert steigen Diese Eigenschaft bei Zinss

atzen
wird Mean Reversion bezeichnet Das RendlemanBartter ber

ucksichtigt jedoch
nicht die wichtige Eigenschaft der Mean Reversion bei Zinss

atzen
Das VasicekModell ist dagegen so konstruiert da Zinss

atze mit einer Rate von a
gegen einen langfristigen Mittelwert b streben Die Driftrate ist zu diesem Zweck mit
r  ab r speziziert Die Varianzrate ist mit 

r

 

festgelegt
Beide Modelle haben den Nachteil da der Momentanzins negativ werden kann Das
CoxIngersollRossModell besitzt diesen Nachteil nicht Die Varianzrate ist
dazu so festgelegt da sie proportional zum Momentanzins ist Damit steigt bei
steigendem Momentanzins auch die Varianz des Momentanzinses an Der Proze f

ur
den Momentanzins hat dabei denselben Drift wie der Proze f

ur den Momentanzins
im VasicekModell Im Gegensatz zu den beiden obigen Modellen ist das Cox
IngersollRossModell ein allgemeines Gleichgewichtsmodell
Alle drei beschriebenen Modelle sind sogenannte Einfaktormodelle da sie von der
Annahme ausgehen da die Zinsstruktur von nur einer zuf

alligen Variable bestimmt
wird Einfaktormodelle der Zinsstruktur k

onnen jedoch nur beschr

ankte Formen
der Zinsstrukturkurve abbilden so da bei anderen Modellen weitere zuf

allige Va
riablen angenommen wurden Diese Modelle werden nach der Zahl der zuf

alligen
Variablen Zwei oder Mehrfaktormodelle bezeichnet Endogene Zweifaktormodelle
der Zinsstruktur sind beispielsweise die Modelle nach BrennanSchwartz BS
und LongstaffSchwartz LS Die zwei zuf

alligen Variablen im Brennan
SchwartzModell sind zwei Zinss

atze deren stochastische Prozesse sich gegenseitig
beinussen k

onnen W

ahrend dieses Modell ein Arbitragemodell ist ist das Modell
nach LongstaffSchwartz ein allgemeines Gleichgewichtsmodell Die zuf

alligen
Variablen dieses Modells sind zum einen der Momentanzins und zum anderen die
Momentanvarianz
Das Problem der endogenen Zinsstrukturmodelle ist da die tats

achliche Zinsstruk
turkurve unter Umst

anden nicht durch das Modell abbildbar ist da die tats

achliche
Zinsstruktur keine GleichgewichtsSituation des Modells darstellt Die Bewertung
von Zinsderivaten erfordert jedoch eine m

oglichst exakte Abbildung der tats

achlichen
Zinsstruktur da sonst die berechneten Preise von denen am Markt mehr oder minder
stark abweichen k

onnen Wenn das Modell die Realit

at nicht in einer bestimmten
Qualit

at abbilden kann k

onnen die Implikationen aus dem Modell auch nicht auf die
Realit

at bezogen werden

Inversionsmodelle
Inversionsmodelle gleichen in vieler Hinsicht den endogenen Zinsstrukturmodellen
Die Zinsstruktur wird auch bei diesen Modellen ausgehend von einem stochastischen
Proze f

ur den Momentanzins oder f

ur andere Variablen hergeleitet W

ahrend bei den
endogenen Zinsstrukturmodellen die tats

achliche Zinsstruktur keine Ber

ucksichtigung
ndet wird bei Inversionsmodellen der stochastische Proze an die tats

achliche Zins
struktur angepat um endogen realistischere Zinsstrukturen zu erhalten Der sto
chastische Proze wird zu diesem Ziel um zeitabh

angige Parameter erweitert Das
Anpassen des Prozesses geschieht durch die Kalibrierung dieser zeitabh

angigen Para
meter dh es werden diejenigen Werte f

ur die zeitabh

angigen Parameter bestimmt
die den geringsten Fehler bei der Bewertung von Zinsderivaten verursachen
HullWhite HW
 Hul schlagen folgende Erweiterung des Prozesses f

ur den
Momentanzins in den Modellen von Vasicek und CoxIngersollRoss vor
dr  	t  
tr

 rdt tr

dW t
Dieses allgemeine Modell l

at nicht nur eine Kalibrierung an die aktuelle Zinsstruktur
zu sondern auch an die aktuelle Volatilit

atstruktur da auch die Varianzrate t
zeitabh

angig ist Dieser Proze stellt f

ur   
 die Erweiterung des VasicekModells
und f

ur   
 die Erweiterung des CoxIngersollRossModells dar Andere
Inversionsmodelle sind in Hei dargestellt
Probleme bei der praktischen Realisierung von Inversionsmodellen ergeben sich ins
besondere in den F

allen wo keine geschlossene Preisgleichungen f

ur Anleihen oder
Zinsderivate hergeleitet werden k

onnen In solchen F

allen mu die Bewertung von
Zinsderivaten numerisch wie zum Beispiel durch rekombinierende B

aume

 erfolgen
Die numerische Bewertung von Zinsderivaten durch rekombierende B

aume erfordert
jedoch einen quadratischen bis kubischen Rechenaufwand in der Tiefe des Baums so
da die Kalibrierung die durch iterative Bewertung von mehreren Zinsderivaten ge
schieht entsprechend lange dauert Der Aufwand bei der Kalibrierung eines Modells
ist also f

ur seine Praxistauglichkeit entscheidend
Modelle der gesamten Zinsstruktur
Bei den Modellen der gesamten Zinsstruktur stellt sich das Problem der Kalibrierung
erst gar nicht da die aktuelle Zinsstruktur als Startwert in die Zinsstrukturentwick
lung eingeht Damit wird auch die gesamte Information der aktuellen Zinsstruktur
ber

ucksichtigt
Das erste Modell der gesamten Zinsstruktur wurde vonHoLee HL ver

oentlicht
Das Modell nach HoLee beschreibt die Entwicklung der Zinsstruktur in Form eines

Siehe Abschnitt 

Binomialbaums in dem die Preise verschiedener NullkuponAnleihen modelliert sind
Die Bewertung von Zinsderivaten erfolgt dabei relativ zu den Preisen der modellierten
NullkuponAnleihen Dazu werden Beziehungen zwischen dem zu bewertendem Zins
derivat und NullkuponAnleihen ausgenutzt wie zum Beispiel da sich ein Cap als ein
Portefeille aus Anleihen darstellen l

at Das HoLeeModell hat jedoch einige Nach
teile die dessen praktische Anwendbarkeit in Frage stellen Dazu z

ahlt zum einen da
die Form der Zinsstrukturkurven die nach dem Modell in der Zukunft m

oglich sind
sehr eingeschr

ankt ist Die zuk

unftigen Zinsstrukturkurven sind parallele Verschie
bungen der Ausgangskurve Auerdem ist auch kein Kippen der Zinsstrukturkurve
m

oglich dh es kann keine inverse Zinsstrukturkurve aus einer normalen entstehen
Zum anderen sind im HoLeeModell negative Zinss

atze m

oglich
Eine allgemeine Theorie zur Modellierung der gesamten Zinsstruktur wurde von
HeathJarrowMorton HJM entwickelt Sie haben ausgehend von einem
stochastischen Proze f

ur den Terminzins Beziehungen zwischen dem Drift und der
Varianz des Prozesses hergeleitet die die Arbitragefreiheit der durch den Proze impli
zierten Zinsstrukturen sicherstellen Das HeathJarrowMortonModell umfat
die meisten anderen Zinsstrukturmodelle die ver

oentlich wurden Die Allgemeinheit
dieses Modells stellt aber auch ein Problem bei der Bewertung von Zinsderivaten dar
Die Bewertung von Zinsderivaten mu da keine geschlossenen Preisgleichungen an
gegeben werden k

onnen numerisch durch B

aume erfolgen Diese numerische Appro
ximation kann jedoch nur mit nichtrekombinierenden B

aumen durchgef

uhrt werden
dh die Approximation erfordert eine exponentielle Laufzeit in der Tiefe des Baums
Aus diesem Grund wurden Modelle entwickelt die zwar den Bedingungen ausHeath
JarrowMortonModell gen

ugen die aber durch eingeschr

ankte stochastische Pro
zesse f

ur den Terminzins die Rekombinierbarkeit des Baums zur Approximation sicher
stellen Eines dieser Modelle ist dasRitchkenSankarasubramanianModell das
im n

achsten Unterkapitel ausf

uhrlicher erl

autert wird
 Zinsstrukturmodell nach Ritchken	Sankarasubramanian
Theoretische Grundlagen
Die numerische Bewertung von Zinsderivaten erfordert im HeathJarrow
MortonModell im allgemeinen einen nichtrekombinierenden Baum Jar
HJM

 Da die Zahl der Knoten in dem nichtrekombinierenden Baum exponentiell
mit der Tiefe des Baums steigt ist die Approximation der Preise von Zinsderivaten
mit einem exponentiellen Aufwand sowohl in Bezug auf die Laufzeit als auch auf den
Speicherplatzbedarf verbunden Der Gr

oe des Baums ist somit eine obere Grenze
gesetzt die zwar f

ur europ

aische Derivate ausreichend sein mag HJM

 die aber
bei amerikanischen Derivaten einen nicht zu vernachl

assigenden Approximationsfehler
verursacht

RitchkenSankarasubramanian stellen in RSa LRSa RSb eine Klasse
von stochastischen Prozessen vor die eine pfadunabh

angige Bewertung von Zinsderi
vaten gestatten Sei folgender Proze f

ur den Terminzins ft T  gegeben ft T  ist
dabei der Wert des momentanen Terminzinssatzes zum Zeitpunkt t f

ur den Zeitpunkt
T 
dft T   
f
t T dt 
f
t T dW t
Die Zinsstruktur kann ausgehend von dem stochastischen Proze f

ur den Terminzins
satz bestimmt werden da aus dem Terminzinssatz die Preise von NullkuponAnleihen
berechnet werden k

onnen Es gilt f

ur den Preis einer NullkuponAnleihe die im Zeit
punkt T f

allig wird im Zeitpunkt t BR
P t T   exp


Z
T
t
ft sds

 
Die Volatilit

at 
f
t T  ist bei der Modellierung der Zinsstruktur entscheidend da
sie nach HeathJarrowMorton HJM aus Arbitragegr

unden die Driftrate

f
t T  bestimmt

f
t T   
f
t T 
Z
T
t

f
t sds
In dieser allgemeinen Form k

onnen Zinsderivate nur mit nichtrekombinierenden B

au
men bewertet werden RitchkenSankarasubramanian bestimmen in RSa
eine Klasse von stochastischen Prozessen f

ur den momentanen Terminzinssatz die
jedoch die eziente Bewertung mit rekombinierenden B

aumen erm

oglicht Sie leiten
folgende Bedingung f

ur die Varianzrate dieser Prozesse her

f
t T   
f
t tkt T  mit kt T   exp


Z
T
t

xdx

 

f
t t ist dabei die Volatilit

at des momentanen Kassazinssatzes im Zeitpunkt t Es
soll daran erinnert werden da der Terminzinssatz ft t zum Zeitpunkt t f

ur den
Zeitpunkt t per Denition dem Kassazinssatz zum Zeitpunkt t entspricht Die Vola
tilit

at des Terminzinssatzes ft T  ist also gleich der Volatilit

at des Kassazinssatzes
zum Zeitpunkt t der seinerseits von der gesamten Zinsstruktur abh

angen kann und
nicht weiter eingeschr

ankt ist multipliziert mit einer exogen vorgegebener Funktion

x Diese Funktion dient insbesondere bei der Kalibrierung der Volatilit

atsstruktur
LRSa
Es kann auf der Basis der Gleichungen  und  eine Preisgleichung f

ur Nullku
ponAnleihen hergeleitet werden die die Zinsstruktur eindeutig festgelegt RSa
P t T  
P 
 T 
P 
 t
exp

t T rt f
 t 


t T t


Dabei gilt f

ur  und 
t T  
Z
T
t
kt udu t 
Z
t



f
u tdu 
Z
t



f
u uk

u tdu

Der Preis einer NullkuponAnleihe die zum Zeitpunkt T f

allig wird kann also mit In
formationen die zum Zeitpunkt t verf

ugbar sind bestimmt werden Ben

otigt werden
einerseits die Preise von NullkuponAnleihen zum Zeitpunkt 
 Diese Preise k

onnen
aus der aktuellen Zinsstruktur die als Startwert in die Entwicklung eingeht entnom
men werden Andererseits werden der momentane Kassazinssatz rt im Zeitpunkt t
und der Wert einer zweiten Variable t ben

otigt Diese Variable stellt neben dem
Terminzinssatz die zweite zuf

allige Variable in dem Modell dar
Die Einschr

ankung der Volatilit

at des momentanen Terminzinssatzes impliziert fol
gende stochastische Prozesse f

ur die Entwicklung der beiden Zustandsvariablen rt
und t RSa
dr  r  tdt 
f
t tdW t dt  

f
t t 
ttdt
mit
r  t  
tf
 t rt  t 
d
dt
f
 t
Generierung des rekombinierenden Baums
Im folgenden wird die numerische Bewertung von Zinsderivaten im Ritchken
SankarasubramanianModell beschrieben Die Ausf

uhrungen beziehen sich dabei
auf LRSa vgl LRSb wobei eine Spezikation der Volatilit

at in der Form

f
t t  rt 
vorausgesetz wird
Der stochastische Proze des momentanen Terminzinssatzes wird um die Rekombi
nierbarkeit des Baums sicherzustellen in eine Form mit konstanter Varianz transfor
miert Es ergibt sich dabei eine neue Zustandsvariable Y  die sich bei einer Spezi
kation der Volatilit

at nach Gleichung  durch
Y t 
ln rt

 

ausdr

ucken l

at Die Entwicklung dieser Zustandsvariablen wird durch folgenden
stochastischen Proze beschrieben
dY t  mY  tdt dW t
F

ur den Drift dieses Prozesses gilt
mY  t 




f
 t e
Y t
  t 
d
dt
f
 t

e
Y t







Angenommen die Laufzeit T des zu bewertenden Derivats wird in n

aquidistante
Perioden mit der L

ange  t 
T
n
unterteilt Sei Y

 

 der initiale Wert der beiden

r = 3.2749
phi (1) = 0.64
r = 2.68128
phi (1) = 1.04340
r = 7.28847
phi (1) = 2.93074
r = 4.88561
phi (3) = 2.93074
phi (2) = 2.28620
phi (1) = 1.64166
r = 3.2749
phi (3) = 2.14640
phi (2) = 1.71782
phi (1) = 1.28923
r = 2.19524
phi (1) = 1.28923
r = 4.0
phi (1) = 0.0
r = 4.88561
phi (1) = 0.64
r = 4.0
phi (3) = 1.56916
phi (2) = 1.30628
phi (1) = 1.04340
r = 5.96298
phi (1) = 1.56916
Abbildung  Rekombinierender Baum nach RitchkenSankarasubramanian
LRSa
Zustandsvariablen zum Zeitpunkt 
 dh im Wurzelknoten des Baums F

ur diese
beiden Startwerte gilt zum einen Y


ln r

und zum anderen 

 
 Angenommen
Y
i
sei der Wert der Zustandsvariable Y nach i Perioden Der Wert Y
i
kann nach
einer Periode zwei verschiedene Werte annehmen
Y

i
 Y
i

p
 t Y

i
 Y
i

p
 t
Damit gilt in Verbindung mit der Gleichung 
 f

ur den momentanen Kassazinssatz
r

i
 e
Y

i
 e
Y
i

p
t
 r

i
 e
Y

i
 e
Y
i

p
t

Die zweite Zustandsvariable  ist im Gegensatz zu der Zustandsvariablen Y pfadab
h

angig dh ihr Wert ist f

ur jeden Pfad in dem Baum verschieden Genaugenommen
m

ute in einem Knoten zu jedem Pfad der zu diesem Knoten f

uhrt ein Wert
abgespeichert werden Da aber die Pfadabh

angigkeit verhindert werden soll wird eine
maximale Zahl m der Werte in einem Knoten vorgegeben F

uhren mehrere Pfade
zu einem Knoten so wird das Intervall zwischen dem kleinsten und dem gr

oten 
Wert in m Intervalle unterteilt so da die Zahl der Werte gleich m betr

agt Die
maximale Zahl der Werte ist in der Abbildung  aus drei beschr

ankt
Sei 
i
der Wert der Zustandsvariable  nach i Perioden Die beiden Nachfolgewerte
von 
i
bestimmen sich bei einer Spezikation der Volatilit

at nach Gleichung 
folgendermaen


i
 

i
 
i
 

ri t

 
i t
i
 t 
Bei der Generierung des Baums wird mit Hilfe der Gleichung  der Nachfolger
eines Werts bestimmt Falls zu einem der beiden nachfolgenden Knoten mehrere

Pfade f

uhren und in diesem schon Werte abgespeichert sind so wird zwischen dem
minimalen und den maximalen Wert mit Ber

ucksichtigung des neu berechneten s
erneut interpoliert
Im folgenden wird zum Ziel der einfacheren Verst

andlichkeit die Berechnung der Wahr
scheinlichkeiten nach LRSb beschrieben obwohl diese Methode negative Wahr
scheinlichkeiten nicht ausschliet Negative Wahrscheinlichkeiten und damit ver
bunden Wahrscheinlichkeiten gr

oer eins werden bei der Berechnung nach LRSa
vermieden
Die Wahrscheinlichkeit p f

ur eine Aufw

artsbewegung in dem Baum wird so bestimmt
da der Erwartungswert und die Varianz des Kassazinssatzes dem Drift und der Va
rianz des approximierten Prozesses bei beliebig kleiner Partitionierung der Laufzeit
des Derivats gleicht Diese Bedingung wird durch folgende Gleichung erf

ullt
p 
mY  t t Y
i
 Y

i
Y

i
 Y

i

Da die Wahrscheinlichkeit p auch von  abh

angt ist die Zahl der Wahrscheinlichkei
ten f

ur eine Aufw

artsbewegung in einem Knoten gleich der Zahl der Werte Die
Wahrscheinlichkeit f

ur eine Abw

artsbewegung in dem Baum ist entsprechend  p
Bewertung eines Zinsderivats
Die zuk

unftige Entwicklung der Zinsstruktur wird durch einen Zustandsbaum be
schrieben in dem jeder Knoten eine m

ogliche Form der Zinsstrukturkurve darstellt
Ein Zinsderivat wie beispielsweise ein Cap ist nur in bestimmten Zust

anden bzw bei
bestimmten Formen der Zinsstrukturkurve mit Zahlungen verbunden Jedem Knoten
entspricht damit auch eine Zahlung die an den Emittenten oder vom Emittenten des
Derivats zu leisten ist Der aktuelle Wert des Derivats bestimmt sich als abdiskon
tierter Erwartungswert da jeder Zustand mit einer bestimmten Wahrscheinlichkeit
und nach einer bestimmten Zeit erreicht werden kann Abbildung 
 stellt einen
Zustandsbaum der die Zahlungen einer europ

aischen CallOption angibt Der Basis
wert dieser Option ist eine NullkuponAnleihe mit einer Laufzeit von f

unf Jahren und
einem Nominalwert von 




 GE Die Option hat eine Laufzeit von drei Jahren
und einen Aus

ubungspreis von 	
 GE
Als erster Schritt werden bei der Bewertung eines Derivats die Zahlungen in den
m

oglichen Zust

anden in dem Zustandsbaum eingetragen Danach werden diese Zah
lungen rekursiv auf den Wurzelknoten des Baums und damit auf den gegew

artigen
Zeitpunkt abdiskontiert
Sei C
i
der Wert des zu bewertenden Derivats nach i Perioden in einem Zustand mit ei
nem Wert von 
i
und einem Y Wert von Y
i
 Bei der Berechnung von C
i
wird zuerst
mit Hilfe der Gleichung  der Wert in der Periode 
i
bestimmt Anschlieend
werden aus den beiden nachfolgenden Knoten die Werte C

i
i
und C

i
i
des


B = 78291.86
C(2) = 0
B = 78234.76
C(3) = 0
B = 78349.01
C(1) = 0
B = 69782.46
C(1) = 0
B
C(2) = 2709.28
B = 84541.33
C(3) = 2668.25
B = 84623.40
C(1) = 2750.32
= 84582.36
B = 89084.31
C(1) = 7211.23
C= 1997.86
p (1) = 0.450
C= 3181.01
p (1) = 0.46595
C= 732.98
p (1) = 0.44421
C= 0.0
p (1) = 0.44009
C= 1401.64
p (2) = 0.45816
C= 1384.85
p (3) = 0.45980
C= 1418.5
p (1) = 0.45652
C= 4917.09
p (1) = 0.48431
Abbildung 
 Bewertung einer europ

aischen CallOption LRSa
Derivats die 
i
entsprechen entnommen und mit wiederum der zu 
i
entsprechen
den Wahrscheinlichkeit der Erwartungswert gebildet Dieser Erwartungswert wird
danach mit dem Kassazinssatz dieses Zustands abdiskontiert Also
C
i
 p

i
C

i
  p

i
C

i
e
r
i
it

Rekursiv kann der Wert des Derivats zum Zeitpunkt 
 und damit im gegenw

artigen
Zeitpunkt bestimmt werden
Es mu allerdings beachtet werden da 
i
 durch die beschr

ankte Zahl der Werte
in einem Knoten nicht in den nachfolgenden Knoten vorhanden sein kann In diesem
Fall ist die Zahl der Pfade zu den nachfolgenden Knoten gr

oer als die erlaubte Zahl
der Werte Um jedoch trotzdem den zu 
i
entsprechenden Preis des Derivats
zu bestimmen wird in diesen F

allen eine lineare Interpolation zwischen den Preisen
des Derivats durchgef

uhrt die denjenigen Werten entsprechen die 
i
benachbart
sind

	 Ein Anwendungsbeispiel im
Investmentbanking
In diesem Kapitel wird beispielhaft ein Prototyp aus einem konkreten Projekt mit Hil
fe des entwickelten Testverfahrens getestet Dazu werden in dem Abschnitt  das
Projekt und in dem Abschnitt  der in diesem Projekt verfolgte SoftwareProze be
schrieben Das Testverfahren setzt neben dem zu testendem Prototypen auch den aus
der letzten PrototypingIteration voraus um die Ver

anderungen erkennen zu k

onnen
Im folgenden wird der erste Prototyp in dem Abschnitt 	 mit der Spezikation in
Larch der Implementierung dem ClDG der CSM dem CFG und schlielich dem
xClDG beschrieben Der eigentlich zu testende Prototyp wird dann in Abschnitt 
erl

autert Der Test wird anschlieend in Abschnitt  auf der Basis der Algorithmen
in den Abbildungen   und  durchgef

uhrt Abschlieend folgt eine Bewertung
des Testverfahrens in Abschnitt 
 Ein konkretes Projekt aus dem
Investmentbanking
Die Anwendbarkeit des in dieser Diplomarbeit entwickelten Testverfahrens wird im
folgenden am Beispiel eines konkreten Projekts bei der Dresdner Bank AG in Frank
furt demonstriert Das Ziel dieses Projekts war die Erweiterung des eingesetzten
SoftwareSystems Stars f

ur den Handel mit Zinsderivaten um ein Bewertungs
modell nach dem HeathJarrowMortonParadigma da das schon eingesetz
te BlackModell wie im letzten Kapitel erl

autert einigen Einschr

ankungen un
terworfen ist Das HeathJarrowMortonModell erlaubt jedoch in seiner ur
spr

unglichen Form keine eziente Bewertung von Zinsderivaten so da ein anderes
Zinsstrukturmodell das zwar dem HeathJarrowMortonParadigma folgt das
aber eine pfadunabh

angige Bewertung gestattet implementiert und auf seine Praxi
stauglichkeit

uberpr

uft werden mute Die Praxistauglichkeit wird vor allem durch
die Qualit

at in der das Modell die Realit

at abbilden kann bestimmt Zu diesem
Ziel werden die Eingangsparameter des Modells so bestimmt da die tats

achlichen
Preise f

ur eine Menge von Zinsderivaten zu denen sie gegenw

artig auf dem Kapi

talmarkt gehandelt werden m

oglichst genau reproduziert werden Entscheidend ist
dabei auch die Zeit die zur dieser Kalibrierung ben

otigt wird Ausgew

ahlt wurde zu
diesem Zweck das im letzten Kapitel ausf

uhrlicher erl

auterte Zinsstrukturmodell nach
RitchkenSankarasubramanian da die Annahmen die f

ur die pfadunabh

angige
Bewertung erf

ullt werden m

ussen nicht allzu restriktiv sind
 Vorgehensweise bei der Realisierung
Die Realisierung des Modells folgte einem evolution

aren prototypenorientierten Soft
wareProze der allerdings bei Projektbeginn nicht vorgegeben war Die prototype
norientierte Vorgehensweise ergab sich vielmehr aus folgenden Gr

unden
 Die Implementierung des Modells erfordert weitreichende Kenntnisse der Fi
nanzwirtschaft und insbesondere der Stochastik Es wurden zur Bew

altigung
der dadurch resultierenden Komplexit

at des Modells mehrere Teilprobleme iden
tiziert und diese iterativ implementiert
 Die Implementierung des Modells sollte die Bewertung von sehr unterschiedli
chen Zinsderivaten erlauben und auch leicht auf zuk

unftige Derivate erweiterbar
sein Einige Entscheidungen erwiesen sich in Bezug auf die Architektur aus die
sem Grund als suboptimal so da f

ur den optimalen Systementwurf mehrere
Versuche erforderlich waren
	 Die Umsetzung des Modells ist in zwei Artikeln beschrieben LRSa LRSb
Allerdings weisen beide Artikel Unterschiede auf die zum einen die Berech
nung der

Ubergangswahrscheinlichkeiten und zum anderen die Diskontfaktoren
in dem rekombinierenden Baum betreen Da eine Anfrage bei den Autoren
ergebnislos blieb wurden beide Versionen als Prototypen implementiert und
verglichen
 Es hat sich bei dem Test der Praxistauglichkeit des Modells herausgestellt da
sich beide Artikel zur Implementierung auf einen speziellen Fall beziehen der
zu dem gegenw

artigen Zeitpunkt auf dem deutschen Kapitalmarkt nicht ge
geben war

 Die Implementierung mute verallgemeinert und erneut auf die
Praxistauglichkeit

uberpr

uft werden
Die Realisierung des Modells konnte also nicht mit einem linearen Prozemodell wie
mit dem Wasserfallmodell durchgef

uhrt werden da aus den oben genannten Gr

unden

In beiden Artikel wird von einem konstanten  ausgegangen Bei einem konstanten  kann jedoch
kein Hump in der Volatilit

at	 also ein Ansteigen f

ur kurze Laufzeiten und wieder ein Abfallen f

ur
l

angere Laufzeiten	 abgebildet werden LRSa Bei den sp

ateren Implementierungen wurde 
durch eine Treppenfunktion dargestellt
	
h
aug die Ergebnisse aus fr

uheren Phasen der SoftwareEntwicklung

uberarbeitet
werden mute Auerdem war das SoftwareProdukt nicht das einzige Ziel Es sollten
vielmehr die Eigenschaften des Modells auf der Basis des implemetierten Prototyps
untersucht werden
Das Ziel des Prototypings war damit also nicht die klassische Identikation der zu
realisierenden Anforderungen Die zu realisierenden Anforderungen waren eindeu
tig Vielmehr sollte die softwaretechnische Umsetzung des komplexen Problems

uberhaupt erm

oglicht werden um aufbauend darauf Wissen

uber das Modell zu sam
meln Das Prototyping war also entsprechend der Klassikation in Kapitel  sowohl
evolution

ar als auch experimentell
Die Implementierung wurde in der Programmiersprache C durchgef

uhrt da auch
das Gesamtsystem in dieser Programmiersprache realisiert ist Auerdem bietet sich
die Objektorientierung bei diesem Projekt auch unabh

angig davon an da alle Zinsde
rivate gemeinsame Eigenschaften haben die ihren Preis bestimmen Dadurch k

onnen
mit Hilfe des Vererbungsmechanismus verschiedenste Zinsderivate mit demselben Fra
mework bewertet werden
 Der erste Prototyp
 Spezikation
In den Abbildungen  und  ist die Spezikation der Klasse RSTree
die Methoden f

ur die Bewertung von Optionen im Rahmen des Ritchken
SankarasubramanianModells umfat angegeben Abbildung  enth

alt dabei
die Spezikation der Schnittstelle in der BISL LarchC der Programmierspra
che C w

ahrend die Abbildung  die LSLSpezikation der der LarchC
Spezikation zugrundeliegenden Funktionen angibt Der Zustandsbaum wird dabei
als gegeben vorausgesetzt da hier die Anwendung des Testverfahrens und nicht die
Realisierung des Modells im Vordergrund steht
Die LarchCSpezikation enth

alt insbesondere die Denition der Schnittstel
len der Methoden PriceOfDerivative und PriceInState Die PriceOfDerivative
Methode gibt dabei den vom Modell implizierten Preis der

ubergebenen Option wie
der w

ahrend die PriceInStateMethode den Preis der Option in einem bestimm
ten Zustand als Ergebnis zur

uckliefert Jeder Knoten des Baums repr

asentiert einen
m

oglichen Umweltzustand wobei der Wurzelknoten des rekombinierenden Baums den
aktuellen Zustand zu dem gegenw

artigen Zeitpunkt entspricht Aus diesem Grund
gleicht ein Aufruf der PriceOfDerivativeMethode einem Aufruf der PriceInState
Methode mit den Eigenschaften des Wurzelknotens als

Ubergabeparameter Zeile 
Die PriceInStateMethode unterscheidet drei F

alle bei der Berechnung der Zu
standspreise Der erste Fall liegt genau dann vor wenn der betrachtete Zustand

  include mathh

  uses RSTreeTraitT	

  spec class T
  spec class Deriv

 class RSTree 

 private
  spec T nd

 double PriceInStateDeriv dr double phi double tm	 throw	
  behavior 

  spec double PriceUp PriceDown q

  spec T ndr  nd
  requires upnd	  empty
  ensures result  drpayoffnd phi	
  also
  requires phiExistsnd phi	
  modifies nd PriceUp PriceDown
  ensures
  nd  upndr	
   PriceUp  PriceInStatedr phiNextndr phi	 tm  dt	
   nd  downndr	

   PriceDown  PriceInStatedr phiNextndr phi	 tm  dt	
   result  pndr phi	!PriceUp    pndr phi		!PriceDown	
  !exprndr	!dt	
  also
  requires phiExistsnd phi	
  modifies q
  ensures q  phi  phiFnd phi		phiCnd phi	  phiFnd phi		
   result  q!PriceInStatedr nd phiCnd phi	 tm	
     q	!PriceInStatedr nd phiFnd phi	 tm	
  


 public
 RSTree	 throw	
  behavior 

  constructs self
  ensures true

  



 RSTree	 throw	

  behavior 



  ensures true

  



 double PriceOfDerivativeDeriv dr	 throw	

  behavior 


  ensures result  PriceInStatedr  	
  
 
Abbildung  LarchCSpezikation der RSTreeKlasse

im Zeitpunkt der Optionsf

alligkeit liegt Zeile f Der Preis der Option ist in die
sem Zeitpunkt unabh

angig von den nachfolgenden Zust

anden eindeutig festgelegt Er
entspricht genau dem Payo der Option Der zweite Fall liegt genau dann vor wenn
der

ubergebene Wert der zusammen mit dem momentanen Kassazinssatz r den
Preis der Option in dem entsprechenden Zustand bestimmt in dem Knoten vorhan
den ist Zeile  Der

ubergebene Wert ist also nicht bei der Generierung des
Baums durch Interpolation weggefallen Der Optionspreis bestimmt sich in diesem
Fall als abgezinster Erwartungswert der Optionspreise in den beiden nachfolgenden
Zust

anden Der dritte Fall liegt schlielich genau dann vor wenn der

ubergebene
Wert nicht in dem Knoten des rekombinierenden Baums existiert Zeile 	
Dieser Fall tritt dann ein wenn die Zahl der Pfade die zu diesem Knoten f

uhren
gr

oer ist als die zul

assige Zahl der Werte in einem Knoten In diesem Fall wird
wie schon im letzten Kapitel erl

autert zwischen dem kleinsten und dem gr

oten 
Wert linear interpoliert Abgespeichert werden dann der kleinste der gr

ote und die
interpolierten Werte Hier werden die Optionspreise f

ur die beiden Werte be
stimmt die den

ubergebenen Wert eingrenzen Anschlieend wird zwischen den
Optionspreisen die sich f

ur diese beiden Werte ergeben linear interpoliert Das
Ergebnis dieser Interpolation ist dann der gesuchte Optionspreis in diesem Zustand
Die LSLSpezikation enth

alt insgesamt vier Traits in denen vor allem rekombi
nierende B

aume RecBinTree und B

aume im RitchkenSankarasubramanian
Modell RSTreeTrait deniert werden Die Spezikation des Traits RecBinTree
gleicht bis auf die Zeile  der Spezikation eines echten bin

aren Baums in dem die
Zahl der Knoten exponentiell mit der Tiefe des Baums ansteigt Die Zeile  des
Traits dr

uckt die charakteristische Eigenschaft rekombinierender B

aume aus Das
Trait RSTreeTrait beinhaltet grundlegende Funktionen f

ur rekombinierende B

aume
im RitchkenSankarasubramanianModell Dazu geh

oren die Berechnung der
Wahrscheinlichkeit f

ur eine Aufw

artsbewegung in dem Baum Zeile f die Bestim
mung des momentanen Kassazinssatzes Zeile 	 und alle Funktionen im Zusam
menhang mit den Werten Das Vorhandensein eines Werts in einem Knoten wird
phiExists gepr

uft w

ahrend der Wert in nachfolgenden Zust

anden durch phiNext
berechnet wird phiC phiF bestimmt schlielich den kleinsten gr

oten Wert in
dem entsprechenden Knoten der gr

oer kleiner ist als der

ubergebene
Es soll an dieser Stelle noch auf zwei Punkte im Zusammenhang mit der Spezikation
aufmerksam gemacht werden Die Spezikation enth

alt keinerlei Informationen

uber
die eziente Implementierung der Bewertungsroutinen dh da insbesondere die Re
kombinierbarkeit des Baums die erst die eziente Berechnung der Preise gestattet
nur in einer einzigen Zeile der LSLSpezikation ber

ucksichtigt wird Die Spezi
kation der Schnittstelle ber

ucksichtigt diese Eigenschaft des Baums nicht da das
Verhalten der Methoden nach Auen ohne eine Ber

ucksichtigung der Rekombinier
barkeit einfacher zu beschreiben ist Weiterhin ist in keiner der beiden Spezikationen
eine Aussage

uber die Zahl der m

oglichen Werte in einem Knoten gemacht worden
Die Zahl der Werte ist f

ur die Implementierung der Methoden zur Preisberechnung

 RecBinTree ET	 trait
 introduces
 empty  T

    T E T  T
 content T  E
 up down T  T
 asserts
  e E t t t T
 contentt e t	  e
 upt e t	  t
 downt e t	  t
 downupt		  updownt		 " Bedingung f#ur die Rekombinierbarkeit


 doubleArray trait
 includes Arraydouble for E Int for I doubleArray for A	

 RSNode tuple of shortRate double prob phis doubleArray

 RSTreeTrait T	 trait
 includes
 RecBinTreeRSNode for E T	
 ModelParam " Definition von sigma kappa dt
 introduces

 phiExists T double  Bool
 p phiNext phiC phiF T double  double
 r T  double
 asserts
  nd T phi double i Int
 contentnd	phisi  phi 

 pnd phi	  contentnd	probi
 rnd	  contentnd	shortRate
 phiExitsnd phi	  contentnd	phisi  phi
 phiNextnd phi	  phi  sigma!sigma!rnd	!rnd	  !kappa!phi	!dt

 contentnd	phisi  phi  phi  contentnd	phisi 

 phiCnd phi	  contentnd	phisi
  phiFnd phi	  contentnd	phisi
Abbildung  LSLSpezikation der RSTreeKlasse
irrelevant sie wird nur bei der Generierung des Baums ben

otigt
 Implementierung und Class Dependence Graph
In der Abbildung 	 sind die Implementierung und der ClDG des ersten Proto
typs angegeben Die Implementierung wurde gem

a der LarchCSpezikation
in der Abbildung  durchgef

uhrt w

ahrend der ClDG entsprechend Rothermel
Harrold wiederum aus der Implementierung erzeugt wurde Dabei wurden Kanten

include mathh
include ModelParamh
include Derivh
class RSTree 
private
RSTree up down
double rprices prob phis
int phiIdxdouble phi	
double pdouble phi	
int phiExistsdouble phi	
double phiNextdouble phi	
double phiCdouble phi	
double phiFdouble phi	
double PriceInStateDeriv dr
double phidouble tm	 throw	
public
RSTree	 throw	 
RSTree	 throw	 
double PriceOfDerivative
Deriv dr	 throw	

state
RSTreeRND
P2
T
X
P3
S9S8
E5
S11
S18E7
S17
T
X
E1
R1S1 S6S5 X
E2
S10 X
E4
S14 S15
E6
X
R9 R10
P4 X
E8
P1
F
R3R2
S2
R4 R5
S4S3
T F
E3
S7 R6
R7 R8
FT
S12 S13 X S16 X R11 R12
P6
R15
P5
R13 R14
S19
P7
FT
S23
S22
S20 S21 S24 S25
T F
T F
E int RSTreephiIdxdouble phi	
S int i  
P while phi  phisi	
S
 i
P
 if phi  phisi	
S return i
S else return 

E
 double RSTreepdouble phi	 
S double i  phiIdxphi	
S return probi

E int RSTreephiExistsdouble phi	
S double i  phiIdxphi	
P if i  	
S return 
else return 

E double RSTreephiNextdouble phi	 
S double resultphipowsigmar
	
 
kappaphi	dt
S return result

E double RSTreephiCdouble phi	 
S
 int i  phiIdxphi	
S return phisi

E double RSTreephiFdouble phi	 
S int i  phiIdxphi	
S return phisi

E double RSTreePriceOfDerivative
Deriv dr	 throw	 
S double resultPriceInStatedr	
S return result

E double RSTreePriceInStateDeriv dr double phi double tm	
throw	 
double result q
P if up  NULL	
S return drpayoffthis phi	
P if phiExistsphi		 
P if pricesphiIdxphi	  	
S result  pricesphiIdxphi	
else 
S
 result  pphi	upPriceInStatedrphiNextphi	tmdt	
pphi		downPriceInStatedrphiNextphi	tmdt		
exprdt	
S
 pricesphiIdxphi	  result 
S

 return result

P if phiExistsphi		 
S
 q  phi  phiFphi		 phiCphi	  phiFphi		
S
 result  qPriceInStatedr phiCphi	 tm	
   q	PriceInStatedr phiFphi	 tm	
S
 return result 

Abbildung 	 Implementierung und ClDG des ersten Prototyps


die Datenabh

angigkeit innerhalb einer Methode anzeigen zu Gunsten der

Ubersicht
lichkeit nicht dargestellt An dieser Stelle werden jedoch die Implementierung und der
ClDG nicht weiter erl

autert da sie keine gr

oeren Schwierigkeiten f

ur das Verst

andnis
bereiten sollten
 Class State Machine
Die Generierung der CSM ist in diesem Beispiel wesentlich aufwendiger als in dem
Beispiel der StackKlasse Ein Objekt der Klasse RSTree stellt genau genommen nur
einen Knoten in dem Zustandsbaum dar Jeder Knoten enth

alt wie auch aus der
vierten Zeile der LSLSpezikation ersichtlich wird seine beiden Unterb

aume bzw
Verweise auf diese Unterb

aume dh der Wurzelknoten enth

alt die gesamte Informa
tion des Baums Die Aufgabe der CSM in dem StackBeispiel war oensichtlich sie
sollte das dynamische Verhalten eines einzelnen Objekts der Klasse Stack beschrei
ben Hier ist allerdings die Aufgabe der CSM nicht mehr so oensichtlich da hier
eine Verkettung von mehreren Objekten derselben Klasse vorliegt Es ergeben sich
mehrere M

oglichkeiten Die CSM k

onnte so konstruiert werden da sie das dyna
mische Verhalten des gesamten Baums wiedergibt oder da sie das Verhalten eines
bestimmten Knotens wie des Wurzelknotens beschreibt Im folgenden wird die CSM
so entwickelt da das dynamische Verhalten des gerade betrachteten Knotens der
durch die Variable nd in der LarchCSpezikation angegeben wird beschrie
ben wird Somit wird auch indirekt das Verhalten des gesamten Baums erfat da die
Variable nd auch ein Attribut des gesamten Baums darstellt
Die zustandsbestimmenden Attribute der Klasse RSTree sind up

und phis da das
Verhalten der Methode PriceInState und damit eines Objekts durch diese Varia
blen gesteuert wird Die Zust

ande eines RSTreeObjekts ergeben sich aus den Pre
Zusicherungen dieser Methode Der erste Zustand ist erf

ullt wenn die Bedingung
up
nd empty gilt Zeile  Dieser Zustand tritt bei der Preisberechnung dann ein
wenn der betrachtete Knoten in der letzte Ebene des Baums liegt und somit der be
trachtete Zustand im Zeitpunkt der Optionsf

alligkeit Es ergeben sich noch zus

atzlich
zwei weitere Zust

ande die durch das Vorhandensein des der Methode PriceInState

ubergebenen Werts in dem betrachteten Knoten bestimmt werden Diese Zust

ande
haben damit die Pr

adikate phiExists
nd phi Zeile  bzw phiExists
nd
phi Zeile 
Eine Besonderheit der hier erzeugten CSM liegt insbesondere in der Form der Zu
standswechsel Zustandswechsel erfolgten in dem Beispiel der StackKlasse durch
Ver

andern des Attributs top Ein StackObjekt konnte beispielsweise nur dann vom
Zustand leer in den Zustand belegt wechseln wenn das Attribut top nach einem push
von null auf eins erh

oht wurde Zustandswechsel erfolgen hier jedoch nicht durch

Hier h

atte auch genausogut die Variable down ausgew

ahlt werden k

onnen	 da gilt up  NULL

down  NULL

Option
vorhanden
phi nicht
vorhanden
phi
fällig
t
1
t
2
t
3
t
4
t
5
s
0
V  fT nd doubleArray phisg
F  fPriceInStateDeriv double double	g
S  fs


 phi vorhanden phi nicht vorhanden Option fallig s
f
g
T  ft

 s


 phi vorhanden PriceInStatedr  	 wahr
fnd  upnd	 PriceInStatedr phiNextnd 	 dt	
nd  downnd	 PriceInStatedr phiNextnd 	 dt	g
t

 phi vorhanden phi vorhanden PriceInStatedr phi tm	 phiExistsnd phi	
fnd  upnd	 PriceInStatedr phiNextnd phi	 tm dt	
nd  downnd	 PriceInStatedr phiNextnd phi	 tm dt	g
t

 phi vorhanden Option fallig PriceInStatedt phi tm	 upnd	  NULL
fdrpayoffnd phi	g
t

 phi vorhanden phi nicht vorhanden PriceInStatedr phi tm	
phiExistsnd phi	 fnd  upnd	 PriceInStatedr phiNextnd phi	 tm dt	
nd  downnd	 PriceInStatedr phiNextnd phi	 tm dt	g
t

 phi nicht vorhanden phi vorhanden PriceInStatedr phi tm	 wahr
fPriceInStatedr phiCnd phi	 tm	 PriceInStatedr phiFnd phi	 tm	gg
Abbildung  CSM der RSTreeKlasse
Ver

andern der Attribute Die zustandsbestimmenden Attribute sind sogar wird nur
ein einzelnes Objekt betrachtet konstant Sie


andern sich dadurch da ein anderes
Objekt betrachtet wird das

ublicherweise Attribute mit anderen Werten besitzt Die
CSM beschreibt damit genau genommen das Verhalten eines Superknotens der die
Eigenschaften aller Knoten besitzt
Abbildung  zeigt die CSM der RSTreeKlasse Der Knoten s

hat jedoch eine an
dere Bedeutung als in dem StackBeispiel Der Zustand s

stellt hier den Zustand
vor dem Aufruf der Methode PriceInState dar In diesem Zustand kann also schon
der Konstruktor der Klasse aufgerufen worden sein und ein Objekt existieren Aus
diesem Grund enth

alt die CSM auch keinen Knoten der den Zustand nach einem De
struktoraufruf darstellt Der Knoten s
f
 der einen Fehlerzustand repr

asentiert fehlt

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Option
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Abbildung  CFG der RSTreeKlasse
ebenfalls da nur eine einzige Methode betrachtet wird die f

ur alle Objektzust

ande
deniert ist
Streng genommen erf

ullt die RSTreeKlasse nicht die Voraussetzungen die f

ur die
Generierung der CSM erf

ullt sein m

ussen TseXu TX setzen sogenannte mutable
Objects voraus dh Objekte die verschiedene abstrakte Werte annehmen k

onnen
Diese Voraussetzung wird hier jedoch durch geeignete Denition der Zustandspr

adi
kate umgangen
 Class Flow Graph
Die Generierung des CFGs erfolgt gem

a HKC und bereitet keine gr

oeren Schwie
rigkeiten siehe Abbildung  Im folgenden wird die Ermittlung der zu

uberdecken
den DenitionReferenzPaare beschrieben
Die Ermittlung dieser DenitionReferenzPaare gestaltet sich durch die oben ge
nannten Besonderheiten der RSTreeKlasse wieder etwas schwieriger In dem Stack
Beispiel konnte jede Anweisung die den Wert des Attributs ver

anderte als eine De
nition des Attributs identiziert werden In dem Beispiel der RSTreeKlasse exi
stieren jedoch keine Anweisungen die den Wert der Attribute direkt ver

andern Die


state
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T F
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Abbildung  xClDG des ersten Prototyps
Ver

anderung der Attribute kommt wie schon oben erkl

art dadurch zustande da ein
anderer Knoten der in der Regel andere Attributwerte besitzt betrachtet wird Da
der gegenw

artig betrachtete Knoten in der Variablen nd abgespeichert wird k

onnen
alle Anweisungen die den Wert der Variablen nd ver

andern als Denitionen der At
tribute up und phis aufgefat werden Somit benden sich in den Knoten t

 t

und
t

Denitionen der Attribute
In diesen Knoten benden sich auch logischer Weise Berechnungsreferenzen des up
Attributs da das Attribut up den Wert enth

alt den die Variable nd bei einer Auf
w

artsbewegung in dem Baum annimmt Die Werte in einem Knoten werden bei
der Berechnung des Payos der zu bewertenden Option ben

otigt somit enth

alt der
Knoten t

also eine Berechnungsreferenz dieses Attributs Die Werte werden zwar
auch bei der Berechnung der Werte in den nachfolgenden Knoten ben

otigt da aber
der Baum und damit die Werte in den Knoten des Baums als gegeben vorausgesetzt
werden werden diese Berechnungsreferenzen nicht ber

ucksichtigt
Entscheidungsreferenzen benden sich in allen Knoten des CFG die Zust

ande des
CSM darstellen Die Knoten die die Zust

ande phi vorhanden und phi nicht vorhan
den abbilden beinhalten Entscheidungsreferenzen des Attributs phis w

ahrend der
Knoten f

ur den Zustand Option fallig eine Entscheidungsreferenz des Attributs up
enth

alt Auerdem sind in den Knoten g

und g

Entscheidungsreferenzen von phis
enthalten und im Knoten g

eine Entscheidungsreferenz von up
 Extended Class Dependence Graph
Abbildung  zeigt den xClDG des ersten Prototyps Der ClDG aus der Abbil
dung 	 wurde dazu so um mddKanten erweitert da das alleDenitionenKrite


 double PriceInStateDeriv dr double phi double tm	 throw	
  behavior 

  spec double PriceUp PriceDown q

  spec T ndr  nd
  requires tm  drmaturity
  ensures result  drpayoffnd phi	
  also
  requires phiExistsnd phi	
  modifies nd PriceUp PriceDown
  ensures
  nd  upndr	
   PriceUp  PriceInStatedr phiNextndr phi	 tm  dt	
   nd  downndr	

   PriceDown  PriceInStatedr phiNextndr phi	 tm  dt	
   result  maxpndr phi	!PriceUp    pndr phi		!PriceDown	
  !exprndr	!dt	 drpayoffndr phi		
  also
  requires phiExistsnd phi	
  modifies q
  ensures q  phi  phiFnd phi		phiCnd phi	  phiFnd phi		
   result  q!PriceInStatedr nd phiCnd phi	 tm	
     q	!PriceInStatedr nd phiFnd phi	 tm	
  
Abbildung  LarchCSpezikation der ver

anderten RSTreeKlasse
rium erf

ullt wird Es wurden folgende DenitionReferenzPaare f

ur den Test des
Attributs phis gebildet t

 g

 t

 t

 t

 g

 Das Attribut up wird dagegen durch
folgende Paare getestet t

 g

 t

 g

 t

 g


 Der zweite Prototyp
Die Ver

anderungen die an dem ersten Prototypen durchgef

uhrt wurden sind so
wohl funktionaler als auch struktureller Art Die Funktionalit

at wird so erweitert
da auch amerikanische Optionen bewertet werden k

onnen Amerikanische Optionen
k

onnen im Gegensatz zu europ

aischen Optionen in jedem Zeitpunkt innerhalb der
Optionslaufzeit ausge

ubt werden Dadurch ist der Wert einer amerikanischen Opti
on in jedem Zeitpunkt mindestens so hoch wie der Wert einer europ

aischen Option
da eine amerikanische Option eine europ

aische umfat Der Wert kann aber auch in
einem bestimmten Zeitpunkt gr

oer sein und zwar genau dann wenn die vorzeiti
ge Aus

ubung in diesem Zeitpunkt g

unstiger ist als die Aus

ubung am Laufzeitende
Diese Eigenschaft amerikanischer Optionen wirkt sich in der Spezikation des Pro
totyps jediglich auf die Zeilen  und  der LarchCSpezikation aus siehe
Abbildung  Hierbei wird unterstellt da drpayoff bei europ

aischen Optio
nen in allen Zeitpunkten bis auf den Zeitpunkt der Optionsf

alligkeit null als Payo

	
E double RSTreePriceInStateDeriv dr double phi double tm	 throw	 

double result q dis
P$ if up  NULL	
S return drpayoffthis phi	
P% if phiExistsphi		 

P if pricesphiIdxphi	 & 	
S result  pricesphiIdxphi	
else 

S result  maxpphi	!upPriceInStatedr phiNextphi	 tm  dt	
  pphi		!downPriceInStatedr phiNextphi	 tm  dt		
!expr!dt	 drpayoffthis dr		
S pricesphiIdxphi	  result

S return result

P if &phiExistsphi		 

S q  phi  phiFphi		phiCphi	  phiFphi		
S$ result  q!PriceInStatedr phiCphi	 tm	
   q	!PriceInStatedr phiFphi	 tm	
S% return result


Abbildung  Implementierung des zweiten Prototyps
zur

uckliefert
Die strukturelle Ver

anderung wird zum Zwecke der Korrektur durchgef

uhrt Durch die
Rekombinierbarkeit des Baums werden bei der Bewertung von Optionen die meisten
Knoten mehr als einmal besucht Da aber der Preis einer Option jedesmal derselbe
ist

 kann dieser einmal berechnet und in dem Knoten abgespeichert werden um da
durch Rechenzeit einzusparen Die Rekombinierbarkeit wird in der Implementierung
in Zeile P ausgenutzt Hier wird der in dem Knoten gespeicherte Optionspreis f

ur
das entsprechende  auf seine G

ultigkeit untersucht und gegebenfalls zur

uckgegeben
Die G

ultigkeit wird durch einen einfachen Vergleich des abgespeicherten Werts mit
dem Initialwert durchgef

uhrt Falls schon der Optionspreis berechnet wurde und
g

ultig ist so unterscheiden sich diese beiden Werte und der abgespeicherte Wert kann
zur

uckgegeben werden Ansonsten mu der entsprechende Optionspreis neu bestimmt
werden Ungl

ucklicherweise wurde ein Wert als Initialwert gew

ahlt der auch einen
g

ultigen Optionswert darstellen kann so da in einigen F

allen g

ultige Optionsprei
se als ung

ultig betrachtet und neu bestimmt werden Aus diesem Grund wurde der
Initialwert in der Zeile P auf  gesetzt
Die Generierung des ClDGs der CSM und des CFGs erfolgen analog zu denjenigen
des ersten Prototyps und werden hier nicht nochmals erl

autert Der xClDG wird

Zumindest bei den Optionen	 die hier betrachtet werden Gegenbeispiel Asiatische Optionen
Hul


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Abbildung  PriceInStateMethode
wiederum durch Erweitern des ClDGs um mddKanten erzeugt Diese mddKanten
werden gem

a den zu

uberdeckenden DenitionReferenzPaaren des ersten Prototyps
gesetzt da diese Paare auch beim zweiten Prototyp ihre G

ultigkeit haben und keine
neuen Denitionen durch die erweiterte Funktionalit

at des Prototyps entstanden sind
Der gesamte xClDG wird hier jedoch nicht abgebildet da er sich nicht von dem xClDG
des ersten Prototyps unterscheidet
	 Auswahl der Testdaten
In den folgenden Ausf

uhrungen wird nur die Methode PriceInState betrachtet da
die Ver

anderungen des Prototyps nur diese Methode betreen und das Verst

andnis
nicht unn

otig erschwert werden soll Abbildung  zeigt diese Methode als Teil des
xClDGs des zweiten Prototyps
Die Prozedur SelectClassTests sieht nach der Generierung der xClDGs der beiden
Klassen die visitedMarkierung jedes Knotens vor Abbildung  Zeile f Anschlie
end werden in die affectedMengen aller Knoten die durch ver

anderte Attribute be
troen sind alle Testdaten eingef

ugt um den Test der ver

anderten Attribute sicher
zustellen Zeile f Da aber in dem vorliegenden Beispiel keine Ver

anderungen an
den Attributen vorgenommen wurden m

ussen auch keine Testdaten in die affected


Mengen aufgenommen werden Danach wird die Menge T

der ausgew

ahlten Testda
ten auf die leere Menge gesetzt Zeile 	 und die xCompareProzedur mit den Knoten
E und E

als Eingaben aufgerufen Zeile  bis 
Die xCompareProzedur markiert in einem ersten Schritt die

ubergebenen Knoten als
visited Abbildung  Zeile  und versucht mit Hilfe der GetCorrespProzedur
eine Zuordnung zwischen den Nachfolgern dieser Knoten zu nden Zeile  Nach
dieser Zuordnung der Nachfolger werden die Mengen T

und T

der ausgew

ahlten
Testdaten initialisiert und die Nachfolger paarweise miteinander verglichen Da aber
kein kontrollabh

angiger Nachfolger der beiden Knoten E und E

ver

andert wurde
und nicht auch mddaffected ist wird die xCompareProzedur rekursiv auf den
Nachfolgern aufgerufen
Die erste Ver

anderung die bei der rekursiven Ausf

uhrung der Prozedur xCompare
festgestellt wird betrit einen Nachfolger von R In der GetCorrespProzedur
wird der Knoten P als ein ver

anderter kontrollabh

angiger Nachfolger von R

ent
deckt und da der Knoten P keine einfache Zuweisung enth

alt der Wert false
zur

uckgegeben Durch diesen R

uckgabewert werden in der xCompareProzedur al
le Testdaten in RHistory f

ur den strukturellen Test ausgew

ahlt Zeile   	
Es werden dagegen keine Testdaten f

ur den funktionalen Test ausgew

ahlt obwohl

Anderungen in der Spezikation zu strukturellen

Anderungen gef

uhrt haben Diese
benden sich jedoch unterhalb des Knotens P
Angenommen der Knoten P ist nicht ver

andert worden dh der Prototyp wurde nur
funktional ge

andert und die einzige Ver

anderung ist in dem Knoten S
 In diesem
Fall w

urde die GetCorrespProzedur ausgef

uhrt auf den Knoten R und R

den
Wert true zur

uckliefern da es sich dabei nur um eine Ver

anderung in einem Knoten
handelt der eine einfache Zuweisung beinhaltet Nach der Initialisierung der Men
gen T

und T

werden die daten und mddabh

angigen Nachfolger des ver

anderten
Knotens in den Zeilen  bis  der xCompareProzedur betrachtet Der Knoten S

hat zum einen die datenabh

angigen Nachfolger S und S Diese Knoten werden
da sie noch nicht besucht worden sind affected markiert dh die Testdaten in
RHistory werden an Saffected und Saffected hinzugef

ugt Zum anderen
besitzt der Knoten S
 die mddabh

angigen Nachfolger P S P und P Die
ersten beiden dieser Knoten sind durch die xCompareProzedur schon besucht worden
dh da in diesem Fall diejenigen Testdaten ausgew

ahlt werden die den Knoten P
bzw S und den Knoten S
 ausf

uhren Zeile f Die beiden anderen Nachfolger
wurden hingegen noch nicht besucht dh diese Knoten werden mddaffected mar
kiert also die Eingaben in RHistory an Pmdd affected und Pmdd affected
hinzugef

ugt

Die Knoten in dem xClDG des zweiten Prototyps werden im folgenden durch einen Apostroph
kenntlich gemacht



 Bewertung des Testverfahrens
Das in dieser Diplomarbeit vorgeschlagene Testverfahren f

ur die objektorientierte
prototypbasierte SoftwareEntwicklung besitzt neben den Vorteilen die schon in die
ser Arbeit genannt wurden einige Nachteile die beim obigen Test sichtbar wurden
 Formale Spezikation
Das Testverfahren setzt eine formale Spezikation voraus die jedoch einige Pro
bleme bereiten kann H

aug ist eine formale Spezikation wenn sie

uberhaupt
erstellt werden kann mit einem nicht zu untersch

atzendem Aufwand verbun
den Es stellt sich dann die Frage ob dieser Aufwand

uberhaupt gerechtfertigt
ist Dagegen kann aber argumentiert werden da ein funktionaler Test eine
m

oglichst aussagekr

aftige Spezikation voraussetzt damit

uberhaupt funktio
nale Fehler entdeckt werden k

onnen Das Problem der formalen Spezikation ist
also nicht ein Problem des hier vorgestellten Verfahrens sondern ein Problem
an sich
 Zustandsautomat
Aus der formalen Spezikation wird ein Zustandsautomat generiert der das
dynamische Verhalten der Klasse sichtbar machen soll Die Spezikation kann
also damit auch in Form eines Automats vorliegen Das Problem das aber
trotzdem bleibt ist die Tatsache da in manchen F

allen kein Zustandsautomat
entwickelt werden kann In dem obigen Beispiel konnte der Zustandsautomat
nur

uber einen Umweg konstruiert werden da die Attribute der einzelnen Ob
jekte konstant waren
Diese Nachteile r

ucken aber bei hohen Qualit

atsanforderungen an die zu entwickelnde
Software in den Hintergrund Das Verfahren besitzt eine hohe Zuverl

assigkeit die da
zu f

uhrt da weniger Fehler unentdeckt bleiben Durch die Ezienz dieses Verfahrens
ist es bei der Entwicklung von Software mit hoher Qualit

at anderen Verfahren sogar
vorzuziehen Das Verfahren sieht nur den Test von Abschnitten der Implementierung
vor die ver

andert wurden und damit auch Fehler enthalten k

onnen Dadurch werden
also beim Testen Ressourcen eingespart die wiederum in das Testen oder aber auch
in andere Phasen der SoftwareEntwicklung investiert werden k

onnen



 Zusammenfassung und Ausblick
In der vorliegenden Diplomarbeit wurde ein Testverfahren f

ur die SoftwareEntwick
lung im Investmentbanking entwickelt und die Anwendbarkeit an einem konkreten
Problem demonstriert Dieses Testverfahren wurde zwar speziell f

ur das Investment
banking entwickelt ist aber

uberall dort anwendbar wo eine objektorientierte pro
totypbasierte SoftwareEntwicklung gegeben ist Die hohe Zuverl

assigkeit legt den
Einsatz dieses Testverfahrens insbesondere auch in sicherheitskritischen Bereichen
nahe
Das Testverfahren bestimmt auf der Grundlage der Spezikationen und der Imple
mentierungen zweier Prototypen diejenigen Testdaten aus einer Testdatenmenge die
f

ur den zuverl

assigen Test des letzteren Prototyps ben

otigt werden Dazu werden
die xClDGs der beiden Prototypen erzeugt und die Unterschiede analysiert Die
ausgew

ahlten Testdaten

uberdecken alle Abschnitte des zu testenden Prototyps die
entweder zur Korrektur ver

andert wurden oder aber zu ver

anderten Abschnitten
abh

angig sind Die Ver

anderungen k

onnen dabei sowohl struktureller als auch funk
tionaler Art sein
Das Verfahren von RothermelHarrold das eigentlich f

ur den Regressionstest
entwickelt wurde wurde zu diesem Zweck so erweitert da auch die Spezikation
des implementierten Problems ber

ucksichtigt wird Damit liegt auch eine andere
Anwendung des vorgestellten Verfahrens nahe Das Verfahren kann auch im Regres
sionstest eingesetzt werden Es besitzt alle Vorteile des Verfahrens von Rothermel
Harrold und zus

atzlich den Vorteil da auch funktionale Ver

anderungen

uberpr

uft
werden Allerdings konnte der Einsatz des Verfahrens im Regressionstest aus Zeit
gr

unden nicht weiter untersucht werden
Ein ezienter Test erfordert geeignete SoftwareWerkzeuge die m

oglichst viele T

a
tigkeiten w

ahrend des Testens selbstst

andig durchf

uhren Die Implementierung eines
SoftwareWerkzeugs war zwar nicht Ziel dieser Arbeit ist aber f

ur die Anwendbarkeit
und vor allem f

ur die Akzeptanz entscheidend Eine interessante Aufgabe w

are also
die Implementierung eines SoftwareWerkzeugs denn das Verfahren ndet nur dann
Einsatz wenn dem Praktiker die Vorteile des Verfahrens auch oensichtlich sind


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