Context: Organizations increasingly develop software in a distributed manner. The Cloud provides an environment to create and maintain software-based products and services. Currently, it is unknown which software processes are suited for Cloud-based development and what their e↵ects in specific contexts are. Objective: We aim at better understanding the software process applied to distributed software development using the Cloud as development environment. We further aim at providing an instrument, which helps project managers comparing di↵erent solution approaches and to adapt team processes to improve future project activities and outcomes. Method: We provide a simulation model, which helps analyzing di↵erent project parameters and their impact on projects performed in the Cloud. To evaluate the simulation model, we conduct di↵erent analyses using a Scrumban process and data from a project executed in Finland and Spain. An extra adaptation of the simulation model for Scrum and Kanban was used to evaluate the suitability of the simulation model to cover further process models. Results: A comparison of the real project data with the results obtained from the di↵erent simulation runs shows the simulation producing results close to the real data, and we could successfully replicate a distributed software project. Furthermore, we could show that the simulation model is suitable to address further process models. Conclusion: The simulator helps reproducing activities, developers, and events in the project, and it helps analyzing potential tradeo↵s, e.g., regarding throughput, total time, project size, team size and work-inprogress limits. Furthermore, the simulation model supports project managers selecting the most suitable planning alternative thus supporting decision-making processes.
reproducing activities, developers, user stories and events in the project, and it generates statistics, e.g., on throughput, total time, and lead and cycle time. The resulting simulation model can be customized to simulate di↵erent processes. Specifically, in addition to the Scrumban process, we also modeled "pure" Scrum
Research Questions
To study distributed software development in the Cloud and make a comparison among Lean Agile processes using an adapted simulation model, we formulate the research questions in Table 1 . Table 1 : Summary of the research questions addressed in the study at hand.
Research Question and Rationale
RQ 1 How does the simulation model need to be calibrated, such that it reflects the particularities of the distributed project?
The first research question aims at extending a previously defined simulation model (Anderson et al., 2012) , such that it covers the particularities of distributed software development. For this, di↵erent elements of the model need to be adjusted, and several simulation runs need to be performed to tune the model. For each simulation run, only a single parameter varies (e.g., average e↵ort of each user story, project size, and team size). Finally, the total time required and throughput values are examined to understand whether the variations are continuous or non-linear. For this, the following metrics are used: throughput and total time, for a chosen value of one parameter and for fixed values of the other inputs, the simulator is run once until it stops (the end of the simulation) and the variation of the throughput (and total time) is examined. RQ 2 To what extent can the simulation model reproduce the data obtained in the real project?
Having the calibrated simulation model available, the second research question aims to study whether the simulation model can be used to reproduce the real project. In particular, results (i.e., throughput and total time) are collected feeding the simulation model with artificial and real project data. Results are used to improve the simulation model and, eventually, a comparison is carried out using the metric distance (between curves) of released user stories. RQ 3 How reliable is the simulation model?
The third research question studies the reliability of the simulation model. In particular, if many simulation runs are performed using the same inputs: Does the model behave as expected? For this, several runs of the simulation model are performed using a list of artificial user stories. As metric, the variation (of average e↵ort) is used to compare the variation in the calculated e↵ort with the real e↵ort from the project data. RQ 4 Can a comparison of Scrumban, Kanban, and Scrum processes performance support decision-making?
The fourth research question studies the adaptability of the simulation model for reproducing Scrum and Kanban processes in order to compare them. For this, several runs of the simulation model are performed using input data collected from the Software Factory project. As metrics, the average, median, min, max, and the standard deviation of cycle time are used to compare the performance of the three development processes.
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Simulation Goals and Requirements

180
The overall goal of this study is to better understand distributed software development in a Cloud con-181 text. For this, an existing simulation model (Anderson et al., 2012) is modified to better support decision-182 making processes concerning planning a distributed development process. The aim of this simulation model 183 is thus to analyze the tradeo↵s regarding throughput and total time on varying project size, team size, WIP 184 limits and average e↵ort. Furthermore, the modified simulation model aims to help project managers select-185 ing the most suitable planning alternative. The overall simulation goals setting the scene for the simulation 186 are therefore in Table 2 described using the GQM goal template according to Solingen and Berghout (1999) :
The simulation model is purposed to answer the detailed questions collected in Table 3 . For this, we 189 define the input and output parameters/variables as summarized in Table 4 . The simulation is performed 190 instrumenting five scenarios, which are defined in Table 5 . If the work-in-progress limit (i.e., the maximum number of user stories that can be handled at any given time) varies for di↵erent activities, how does the throughput change? Q 5 What is the relationship between the average e↵ort for the user stories in the project and the total time required? Q 6 Which parameters can be used to best compare process performance? 192 In this section, we briefly introduce the Software Factory process, which serves as a blueprint for dis-193 tributed development projects, and we analyze and explain the modifications required to use this process as 194 input for the simulation model. The Scrumban model as shown in Figure 1 comprises the four steps Pregame, Sprint Planning, Sprint, 200 and Review Meeting. In the reported setting, a single sprint takes two weeks. Apart from this, most of the 201 well-known Scrum practices are applied, e.g., the product owner selects user stories, developers estimate 202 the given stories, and daily stand-up meetings are performed. To set up the simulation, we provide a for-203 
Specification of the Simulation Model
Scenario Description
S 1 For a chosen value of the throughput or total time and for fixed values of the other inputs (project and team size), the simulator is run once until it stops and the total time required is examined. S 2 For a chosen value of the size of the project and for fixed values of the other inputs, the simulator is run once until it stops (the size of the project is reached) and throughput and total time are examined. S 3 The simulator is run for a chosen value of size of the team, and for the fixed values of the other inputs, the values of the throughput and total time are examined. S 4 For a chosen value of the WIP limits in each activity and for the fixed values of the other inputs, the values of the throughput and total time are examined. S 5 For a chosen number of simulation runs, and all parameters remain fixed, and the relation among average e↵ort and total time is examined. S 6 For a chosen number of simulation runs, and all parameters remain fixed, the comparison of cycle time statistics of three di↵erent processes are examined. malization of the process model from Figure 1 . Therefore, we need a detailed understanding of the process 204 model and how specific practices are implemented. Table 6 provides a detailed description of the process 205 steps and assigns inputs and outputs.
206
According to the general Scrum guideline (Schwaber and Beedle, 2002; Kniberg and Skarin, 2010) , the 207 three roles Scrum master, product owner, and team are present in a software project. In the Software Factory, 208 these roles are generally present and implemented. However, due to the distributed project setup, the team 209 is spread across three project sites (one team per site). That is, the project is operated as a distributed project which the team members are located.
214
The Software Factory was used for on-site observations to collect information for modeling the project 215 context of our simulation model appropriately. After each iteration, interviews have been conducted with 216 the development team members. Furthermore, we were involved in the daily meetings and the sprint review 217 meetings to collect extra data for improving the simulation model. For instance, the di↵erent teams were 218 composed of practitioners and graduate students each with di↵erent skills and work experience. Information 219 about the team members has been used to calibrate the simulation model. 220 Table 6 : Detailed description of the di↵erent process elements considered in the process simulation. Implementation of actual practices in the Software Factory are explained.
Process Activity
Input Output
In the Pregame, Epics as input are divided into User Stories. The outcome of this meeting is the (initial) Backlog containing all User Stories to be prioritized in the Sprint Planning activity.
In the Software Factory, the Pregame usually takes two days.
Epics User Stories
Based on the Backlog, in the Sprint Planning, each User Story or task (in which some user stories are divided) is prioritized.
User Stories User Stories (prioritized)
In the Sprint, the actual development activities (including analysis and coding tasks performed by the developers) are carried out. During the Sprint, daily meetings (10-15 minutes) are held in which the four basic Daily Scrum questions are asked and answered. Eventually, this activity produces the actual systems, i.e., the Code of the system, and a set of Acceptance Criteria (according to a "Definition of Done"; DoD), which are used in later analyses of the goal achievement.
User Stories (prioritized) Code, Acceptance Criteria
In the Review Meeting, the team and the Product Owner verify the fulfillment of the Acceptance Criteria defined in the analysis steps of the Sprint. The product-centered Review Meeting is complemented by a more process-oriented retrospective. Depending on the review outcomes, some tasks might be subject to rework, i.e., certain tasks might be repeated, and those tasks are scheduled for the next Sprint. In the simulation presented in the paper at hand, the main actors are the developers of a distributed team 253 working according to the process as shown in Figure 1 , whereas each activity requires a certain set of skills.
254
The most important events in the simulation model are: FeatureCreation, FeatureToPull, StartDay, 255 and FeatureWorkEnded. These are used to set the scene for a simulation and to analyze the (potential) 256 need for rework.
257
To run a simulation using the presented model, the following input is required: The main input is a 258 list of user stories of which each is characterized by an identifier, a report date, an e↵ort characterizing the 259 amount of work required to complete a user story (in days), and a priority (as a numerical value; the higher the value the higher the user story's priority). Furthermore, a set of parameters related to the real process and prioritized activities are analyzed and pulled from the second activity (implementation), which happens 289 respecting the WIP-limits set and the skills of available developers. Once the implementation is done, user 290 stories are pulled from the third activity (test) to evaluate the quality according to the acceptance criteria set. 
Simulation Results
299
In this section, we present the simulation results. In Section 4.1, we describe the actual simulation setup.
300
In Section 4.2, we present the outcomes of the simulation runs and a discussion. Finally, in Section 4.3, we critically discuss our findings regarding the threats to validity. Figure 3 : Percentage of open and closed user stories as used for the di↵erent simulated sprints.
314
In this simulation we analyzed five sprints, and we performed simulation runs using real and artificial 315 data. Real data has been collected directly from the aforementioned project, and artificial data has been 316 collected by using an algorithm of the simulation model that takes the real data as input. After the data 317 analysis, we calculated the average e↵ort and standard deviation to identify the data distribution 3 and to 318 obtain statistical values for incoming user stories. Having the data required, we built the list of user stories 319 that serve as input for the simulator (Figure 3 shows the resulting user story setup used for the simulation). 320 2 In this project in the context of a smart grid environment, the system to be implemented had to process and analyze a substantial quantity of data concerned with measurement of data consumption. Data was collected hourly, daily, and monthly. The teams were appointed to implement the di↵erent modules that compose the system for the processing data.
3 For the data distribution, we assume a log-Normal distribution. For incoming user stories, however, the distribution is unknown. Therefore and in order to allow for replicating input data in di↵erent simulation runs, we use a linear interpolation method.
Simulation Runs
321
In this section, we provide insights into the simulations and present and discuss the results. The di↵erent 322 simulations address the questions (Table 3 ) and scenarios (Table 5 ) as introduced in Section 3.2. The 323 full mapping of simulations, questions, and scenarios is shown in Table 7 . For example, question Q 1 is 324 studied using the first simulation for scenario S 1 , i.e., for a given throughput, what parameters can be varied.
325
Similarly, simulation two for scenario S 2 helps answering Q 2 and Q 5 , i.e., how total time and throughput 326 vary in relation to varying project size. In the following, we first describe the individual simulations before 327 integrating the di↵erent outcomes for answering the research questions in Section 4.2.8. The second simulation studies Q 2 , i.e., studying what e↵ect a varying project size has (i.e., keeping the 341 other parameters fixed) on the throughput and the total time required for a project. For a chosen value of 342 project size and fixed values of other inputs, the simulator is run once until it stops (the size of the project 343 is reached) and the values of the variables throughput and total time are evaluated. We assumed that 344 a linear relation among project size, and throughput and total time required exists. Therefore, we 345 re-ran the simulation with a stepwise increasing project size, but kept the other parameters fixed. The 346 number of user stories (with an average e↵ort of 1.3 person days) increases and we checked the di↵erences 347 in throughput and total time as shown in Figure 4 . Total Time Throughput Figure 4 : Relation of total time (in days) and throughput (user stories released) of the simulated projects with di↵erent amounts of user stories (see Table 8 ).
projects size increases from 200 to 400 user stories-and then continues with a linear trend until 500 user 352 stories. In Table 8 we tabulated the obtained throughput as the total user stories released during the project. 353 We consider the throughput as the number of user stories released at the end of the project. Table 8 shows 354 that for a project size of 25 user stories, the throughput is approx. three to four user stories per week (48 user 355 stories, including assumed 20% of rework) and a total time of 76.46. For a project size of 50 user stories, 356 the throughput is seven to eight user stories per week, i.e., the throughput equals 82 closed user stories 357 and a total time of 84.21, and so forth. Hence, doubling the project size also doubles the throughput. In S 3 , we study the relationship between team size, throughput and total time to answer Q 3 , i.e.,
360
what the e↵ect on the throughput and the total time required is if the team size varies, but other parameters 361 are fixed. We assume that no linear relation exists among team size, throughput, and total time.
362
That is, if the number of developers skilled in testing goes to zero, throughput is blocked. If the number of 363 blocked user stories grows, adding new tester does not increase the throughput, due to the bottleneck from 364 the previous phase. The summary of the simulation results is shown in Table 9 in which the throughput is 365 again represented by the number of user stories released by the end of the project. The team size was chosen, in order to study the impact on the throughput when other project parameters 367 remained fixed. For this, we use the number of hours that each developer works. We assume that variations 368 on throughput and total time depend on the developers' skills, on the number of hours they work, 369 and on the strategy used to assign them to the activities rather than the size of the team. We selected the 370 cases of the whole team, and teams with six and three developers respectively. The results demonstrated 371 that variations in throughput and total time mostly depend on the skills of the developers and their 372 assignment to the di↵erent activities. Table 9 shows that if three developers or six developers, that are 373 skilled in all activities, work on the same number of user stories, they may obtain the same throughput 374 and the same total time. Instead, when the number of developers is not high enough to satisfy the e↵ort 375 required for an activity, throughput decreases and the total time increases. In S 4 , we study the relation between the use of WIP limits, throughput and total time to answer 378 Q 4 , i.e., what the impact on the throughput is if the WIP limit for activities varies. For a given WIP limit, 379 it is possible to examine the resulting throughput and total time, if other parameters remain fixed. It is required to perform many simulation runs to obtain WIP-limit values, which can yield optimal throughput 381 in the minimum time required. For a team setup of 12 developers, we performed several simulation runs 382 with di↵erent values for the WIP limit, and without limits. For example, at first one may consider a WIP 383 limit of 10-12, i.e., 10 in the first and last activity, and 12 in the second and third activity. WIP limits 384 tested were also 6-8 and 3-4. We observed that for lower WIP-limit values, throughput decreases and Simulations performed using the real project data, did not show any variation for neither variable. Yet, 401 simulations using the artificial data showed variations. In total, we performed 100 simulation runs and 402 found a low correlation 0.0888 between the variation in average effort and total time (Table 10) .
403
Furthermore, we found a correlation of -0.119 between average effort and throughput (Table 11) .
404
Hence, there is no direct relation between average effort and throughput. In S 6 , we study the relations between average effort, throughput, and total time with a partic- The implemented software development model presented in Section 3.3.1 is used to allow for comparing 409 the results (i.e., throughput and total time required to finish the project) obtained from the simula-410 tions performed on real and artificial data. In particular, simulations were run using the list of user stories,
411
parametrized with values for the e↵ort taken from the real project. The analysis was carried out on the num-412 ber of released user stories, in particular by comparing the two performance curves shown in Figure 5 . The 413 curves represent the cumulative number of user stories released in the project and, in an optimal case, both 414 curves should overlap. As Figure 5 shows, our experimental results suggest that the presented simulation 415 model produces data that well match, which demonstrates the feasibility of the approach presented. In last simulation S 7 , we compare the cycle time of the three di↵erent processes Scrumban (the origi-418 nal Software Factory process), Scrum, and Kanban to improve our ability to choose the right process for the 419 respective context and to adapt other processes in similar cases. Again, we study in how far our simulation 420 model can also reproduce data from the real project.
421
The Software Factory's Scrumban model (see Section 3.3.1) and the adaptations of our simulation model 422 for Scrum and Kanban (see Section 3.4.1) are to compare the performance of the di↵erent processes, specif-423 ically the cycle time. Furthermore, data is used to compare the simulation outcomes with results obtained 424 in the real projects. In this simulation, the di↵erent runs used the list of estimated and parametrized user 425 stories from the real case project. Analyses have been performed on the real case data as well as on the 426 simulation results collected from 100 runs for each case. Table 12 shows the results, which suggest that
Conclusion
Future Work. Future work thus comprises gathering data from further Software Factory projects and from 545 other industrial projects from di↵erent contexts. These steps will enhance the data bases and they will 546 support the model's validation to improve its reliability. Furthermore, the present model is expected to be 547 extended to allow for simulating and reproducing further processes, i.e., to be generalized and then cus-548 tomized for application to further domains. We demonstrated this by providing an initial simulation and Cocco, L., Mannaro, K., Concas, G., Marchesi, M., 2011. Simulating kanban and scrum vs. waterfall with system dynamics, in:
