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Abstract. Traditional development frameworks even show great technological 
potential, present problems due to its high complexity of implementation and 
use. However, with the emergence of service-oriented architecture (SOA), 
these problems can be minimized, because SOA is based on principles such as 
maintainability, reusability and simplicity. This study presents the AZEF, a 
service-oriented framework for minimizing efforts on the development process 
of applications. 
Resumo. Frameworks tradicionais de desenvolvimento ainda que demonstrem 
grande potencial tecnológico, apresentam problemas devido sua alta 
complexidade de implementação e utilização. Contudo, com o surgimento da 
arquitetura orientada a serviços (SOA), esses problemas podem ser 
minimizados, pois SOA baseia-se em princípios como: manutenabilidade, 
reusabilidade e simplicidade. O presente trabalho objetiva a apresentação do 
AZEF, um framework baseado em SOA para minimização de custo no 
processo de desenvolvimento de aplicações. 
1. Introdução 
A concepção dos frameworks deu-se ao final da década de 1990, graças à transição 
gradual do desenvolvimento de software original para o desenvolvimento baseado em 
reuso, uma estratégia de construção de aplicações que objetiva o ganho de produtividade 
através da reutilização de unidades previamente criadas e que posteriormente deu lugar a 
engenharia de software baseada em componentes [Sommerville 2011].  
 Segundo [Taligent 1997], frameworks ou arcabouços de software são conjunto 
de classes de software semiprontas e relacionadas que visam atender a solução de um 
determinado domínio de problema, de forma que as classes possam ser usadas, 
estendidas ou customizadas por desenvolvedores para soluções específicas. 
 Embora não haja dúvidas quanto aos benefícios que os frameworks tradicionais 
podem acrescentar aos projetos de software, sua alta complexidade de utilização e 
implementação surge como um problema que tem cada vez mais, motivado as 
  
 
organizações a contratarem profissionais especialistas em frameworks [Sommerville 
2011]. 
 De acordo com Carneiro [2003], essa alta complexidade inerente aos frameworks 
tradicionais, deve-se ao fato de sua manipulação depender grande parte de extensas 
codificações de sistemas, exigindo do desenvolvedor um alto conhecimento sobre as 
implementações internas desses frameworks.  
 O presente estudo propõe o desenvolvimento do AZEF (Almost Zero Effort 
Framework), um framework orientado a serviços capaz de provê redução de esforços de 
desenvolvimento, pois seu funcionamento independe de codificação de sistema. Ao invés 
disso, sua manipulação dar-se a partir do cadastro de funcionalidades, tornando o 
processo de desenvolvimento de software menos complexo se comparado à utilização 
dos frameworks tradicionais. 
2. SOA (Service Oriented Architecture) 
SOA é uma analogia ao termo em inglês: Service-Oriented Architecture, que significa 
arquitetura orientada a serviços. Sua definição refere-se a um padrão que descreve os 
principais conceitos de uma arquitetura de software e suas relações, onde o serviço e sua 
utilização são os conceitos fundamentais implícitos [Fonseca 2009]. 
 Embora essa definição tenha sido vastamente abordada pelos principais autores 
da Engenharia de Software, ainda há confusões que dificultam o seu entendimento. SOA 
não deve ser entendido como um software, tecnologia ou até mesmo um produto, mas 
sim como uma forma de projetar sistemas baseados na composição de serviços 
interoperáveis e reutilizáveis [Junior 2010]. 
3. AZEF: Um Modelo de Framework Orientado a Serviços 
Frameworks orientados a serviços podem ser definidos como um modelo de software 
que une conceitos da engenharia de software baseada em componentes e da arquitetura 
orientada a serviços para obtenção de produtos de softwares cada vez mais reutilizáveis 
[Fonseca 2009]. 
 O principal objetivo do presente estudo é o desenvolvimento do AZEF, um 
framework orientado a serviços cujo objetivo é minimizar esforços no processo de 
desenvolvimento de aplicações web, ou seja, na criação de web softwares que trabalhem 
com dados que devem persistir em banco de dados. 
 A ideia para o nome AZEF deu-se a partir das iniciais ao termo em inglês Almost 
Zero Effort Framework, ou simplesmente framework de esforço quase zero. Essa 
definição deve-se ao fato de que o AZEF não tem natureza orientada a código-fonte, ou 
seja, o desenvolvimento de aplicações a partir dele só necessitará de desenvolvimento de 
código de sistema, em casos particulares. 
 Na verdade, o modelo de framework que estamos propondo torna-se bastante 
diferenciado, pois suas características são baseadas em serviços e, por isso, parte da sua 
manipulação depende exclusivamente de cadastros de funcionalidades. 
 Para um melhor entendimento sobre o funcionamento do AZEF, vamos imaginar 
uma ferramenta de interfaces bem interativas com  um desenvolvedor de aplicação 
  
 
(usuário), que a partir de simples cadastros de serviços, possa mapear os dados para 
diferentes bancos de dados, interfaces e validações, e que, além disso, torne-o flexível 
para desenvolver novas funcionalidades. O AZEF enquadra-se perfeitamente no estilo de 
ferramenta proposta. 
 De acordo com Machado [2004], a implementação dos frameworks orientados a 
serviços requer um reuso bem mais amplo do que os frameworks tradicionais, pois suas 
funcionalidades devem basear-se em configurações cada vez menores. Baseado nesse 
principio, o processo de desenvolvimento do AZEF buscou reunir conceitos capazes de 
tornar esse mesmo framework obediente à configuração de um número mínimo de 
parâmetros. Além disso, o AZEF conta com algumas características que, de acordo com 
[Machado 2004] são fundamentais aos frameworks orientados a serviços: 
 Disponibilidade de reuso caixa-branca e caixa-preta: capacidade de viabilizar o 
desenvolvimento de novas funcionalidades de software a partir de unidades 
previamente criadas ou a partir de novas implementações a critério do 
desenvolvedor [Ravichandran e Rothenberger, 2003]; 
 Dinamismo: capacidade de ter suas funcionalidades e serviços passíveis de 
alteração, ou seja, o acoplamento de novas funcionalidades ou alteração de 
funcionalidades existentes não afeta o funcionamento da aplicação como um todo 
[Machado 2004]; 
 Heterogeneidade ambiental: capacidade de comunicação com diversas 
plataformas de sistemas operacionais e sistemas de banco de dados. Atualmente, 
o AZEF provê comunicação com os principais sistemas operacionais (Linux, 
Windows, Mac OS, FreeBSD etc.) e sistemas de banco de dados (MySQL, 
PostegreSQL, mSQL, Oracle, dbm, InterBase, FilePro etc.); 
 Padronização: familiarização das funcionalidades existentes com o desenvolvedor 
de aplicação, de modo que essa familiarização seja um fator importante que 
influencia na redução de erros por parte dos desenvolvedores de aplicação. 
4. Funcionamento do AZEF 
O funcionamento do AZEF dar-se através dos seus quatro serviços providos: Módulo, 
Menu, Campo e Vinculação de campo. Cada um deles é descrito, como segue: 
 Modulo: compreende as configurações iniciais do software, onde o 
desenvolvedor especificará se desenvolverá a aplicação a partir de uma base de 
dados previamente criada ou não. Além disso, será especificado o banco de 
dados a ser utilizado pela aplicação e informações de acesso ao banco de dados 
(usuário e senha); 
 Menu: compreende a criação das tabelas e dos formulários que farão parte da 
aplicação. Ao cadastrar um menu, o AZEF automaticamente criará a tabela e o 
formulário para a figuração e cadastro dos dados respectivamente; 
 Campo: compreende a configuração de campos para os formulários da aplicação. 
Ao criar um campo, o desenvolvedor torna esse mesmo campo apto a figurar em 
qualquer menu da aplicação; 
  
 
 Vinculação de campo: compreende a ação de vincular um campo a um menu. 
Esse serviço permite que um mesmo campo possa fazer parte de quantos 
formulários o desenvolvedor desejar. Para cada campo vinculado, 
automaticamente seu respectivo atributo de tabela é inserido na entidade do menu 
especificado. 
 Após a configuração dos quatro serviços do AZEF na criação de um projeto de 
software, não se fará necessário qualquer tipo de implementação para operações de 
banco de dados, pois o AZEF é inteligente o suficiente para automatizar essas operações, 
ou seja, o desenvolvedor deverá preocupar-se apenas em configurar os formulários da 
aplicação, sem preocupar-se em desenvolver métodos para persistência dos dados. Caso 
o desenvolvedor optar por desenvolver alguma regra de negócios, o AZEF disponibiliza 
recursos para implementações de codificações de sistema. 
 
Figura 1. Página principal de AZEF e seus serviços. 
 
5. Aspectos do Processo de Desenvolvimento do AZEF 
O AZEF foi desenvolvido sobre a linguagem PHP juntamente com o banco de dados 
MySQL. O PHP é uma linguagem de criação de scripts do lado do servidor, que foi 
projetada especificamente para a Web. Seu surgimento deu-se em 1994, através de 
Rasmus Lerdorf. As principais motivações para a adoção do PHP na criação do nosso 
framework são justificadas por [Welling e Thomson 2005] de acordo com os seguintes 
quesitos: alto desempenho, interfaces para muitos sistemas diferentes de banco de dados 
e portabilidade. 
 O MySQL é um sistema de gerenciamento de banco de dados relacional 
(RDBMS – Relational DataBase Management System) bastante poderoso e eficiente. 
  
 
Suas principais vantagens são: alto desempenho, baixo custo e facilidade de configurar e 
aprender [Welling e Thomson 2005]. 
 O padrão de projeto utilizado na criação do AZEF foi o MVC – um acrônimo 
para Model, View e Controller (Modelo, Visão e Controlador). Esse padrão de projeto 
tem como objetivo separar todo o desenvolvimento de uma aplicação em três partes: 
 Modelo: gerencia o comportamento dos dados da aplicação; 
 Visão: gerencia a saída gráfica e textual da parte da aplicação visível ao 
usuário; 
 Controlador: interpreta as entradas de dados, comandando a Visão e o 
Modelo. 
 A grande vantagem de se utilizar o padrão MVC é a separação de lógica e 
apresentação, sendo que isso favorece o trabalho em equipe. Um designer poderia 
trabalhar na apresentação, definindo HTML, CSS e Flash, enquanto um Database 
Administrator (DBA) poderia trabalhar com o modelo, e outro programador poderia se 
concentrar nas regras de negócios inseridas no controlador. Dessa forma, qualquer 
mudança, por exemplo, na apresentação, teria pouco ou nenhum impacto nas demais 
camadas da aplicação [Minetto 2007]. 
6. Comparativo Entre o AZEF e os Demais Frameworks 
Talvez a proposta do AZEF se confunda com a proposta dos frameworks tradicionais de 
desenvolvimento. Isso se deve ao fato de que ambos propõem algo em comum: 
diminuição de custos sem que a qualidade do produto em desenvolvimento seja afetada. 
Assim, a distinção entre essas duas classes não está nos fins e sim nos meios. 
 Embora os objetivos propostos sejam os mesmos tanto para o AZEF quanto para 
os não orientados a serviço, os ganhos que ambos podem oferecer podem apresentar 
diferenças bastante consideráveis, pois, os mecanismos empregados nesses dois tipos de 
frameworks são distintos. Normalmente esses ganhos são avaliados de acordo com dois 
critérios: usabilidade e praticidade. 
 Para uma melhor compreensão sobre o que estamos falando, pesquisamos alguns 
frameworks que auxiliam no desenvolvimento de aplicações web escritas em PHP. Nessa 
pesquisa, foram relacionados os seguintes frameworks: 
 
Tabela 1. Principais frameworks de desenvolvimento em PHP 
 No contexto de avaliação dos frameworks mostrados na tabela anterior, 
observamos que os mesmos tratam-se de produtos de softwares tipicamente orientados a 
código-fonte, ou seja, suas configurações dependem de implementações abruptas, 
exigindo-se do desenvolvedor conhecimento específico sobre programação. 
  
 
 Em contrapartida, o framework orientado a serviço proposto nesse trabalho 
(AZEF) é consideravelmente mais prático e usual, pois seu funcionamento se dá a partir 
de simples cadastros de serviços, o que acaba tornando o processo de desenvolvimento 
mais simplificado.  Seu funcionamento foi baseado em uma ferramenta chamada 
ScriptCase. 
 O ScriptCase é um ferramenta de desenvolvimento de aplicações PHP muito 
parecida com o modelo de software proposto nesse nosso estudo (AZEF), porém 
existem diferenças cruciais entre ambas. A primeira delas é que o ScriptCase não é um 
framework orientado a serviço. Além disso, ele atua como um gerador de código de 
aplicações, onde o desenvolvedor configura alguns padrões e obtém pastas de arquivos 
com código-fonte. 
 Diferentemente do que acontece no ScriptCase, o AZEF não gera códigos de 
aplicações. Ao invés disso, o AZEF gera a aplicação em tempo de execução. Quando o 
usuário do AZEF cria uma aplicação, o mesmo fornece informações através de 
configurações dessa aplicação. Essas informações servirão para criar dinamicamente a 
aplicação toda vez que ela for acessada. 
7. Conclusões 
Frameworks orientados a serviços surgem como soluções capazes de minimizar gargalos 
inerentes ao uso dos frameworks tradicionais. Essa afirmação deve-se ao fato de que os 
frameworks orientados a serviços independem ao máximo de codificações de sistemas, o 
que não ocorre nos frameworks tradicionais. 
 De acordo com a proposta apresentada no presente estudo, o processo de 
prototipação de software passará a ser familiar tanto ao desenvolvedor de aplicação 
quanto ao seu usuário final, o que nos faz pensar que futuramente um usuário final 
poderá desenvolver sua própria aplicação. 
Como trabalhos futuros relacionados ao nosso trabalho, podemos destacar: 
 Proposta de um modelo de framework orientado a serviço capaz de comunicar 
sistemas atuais com sistemas legados; 
 Proposta de um modelo de framework orientado a serviços capaz de comunicar 
linguagens de programação distintas; 
 Proposta de um modelo de framework orientado a serviço para o 
desenvolvimento de softwares baseados em domínios de aplicações específicos. 
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