This paper focuses on automated computer-aided symbolic analysis of combinational networks. A novel program is presented to carry out the symbolic analysis, and to derive closed-form formulas for the response of combinational networks, for excitations specified by symbols or symbolic expressions. The source code listing of the program is presented. The program operation is fully illustrated by an example. The symbolic analysis addressed in this work can serve as a basis of efficient programs for variety of logic design tasks, including logic simulation, fault simulation, test generation, and symbolic verification. The advantages of the proposed approach are discussed. Scientists, researchers, designers, educators and students dealing with combinational networks can benefit from the symbolic approach considered in this paper.
INTRODUCTION
Symbolic analysis at the system (or circuit) level is a formal technique to calculate the behavior or a characteristic of a system (or circuit) with the independent variable (time or frequency), the dependent variables (voltages, currents, and signals), and (some or all of) system (or circuit) elements (excitations and parameters) represented by symbols. The technique is complementary to numerical analysis, where the variables excitations and parameters are specified by numbers. Symbolic analysis represents a natural way of analyzing a system or circuit, a way taught in all basic engineering courses and practiced by real-life designers. In short, symbolic analysis is aimed at producing outputs as expressions that contain variables (symbols) and numbers [1, 2, 3] .
A symbolic simulator is a computer program that receives the system (or circuit) description as input and can automatically carry out the symbolic analysis and generate the symbolic expression (i.e. closed-form analytic expression) for the desired system (or circuit) characteristic (response or transfer function).
In a fully symbolic analysis all system (or circuit) elements are represented by symbols. In a mixed symbolic-numeric analysis only part of the elements are represented by symbols and the others are specified by their numerical values [4] .
Symbolic analysis is primarily used to analyze a system (or circuit) and obtain and understand its behavior more efficiently than one could by using the numerical values of the system (or circuit) elements. Symbolic analysis provides closed-form symbolic expressions for the characteristic of a system (or circuit). It complements numerical analysis, where a series of numbers is returned in tabulated or plotted form. These numbers are specific for a particular set of parameter values. Plenty of simulations are required to scan performance tradeoffs. On the other hand, symbolic analysis returns first-time correct analytic expression that remains valid as long as all models, assumptions and conditions remain valid. Symbolic analysis gives a different perspective on a system (or circuit) which is more appropriate in order to obtain real insight into the behavior of a system (or circuit). The use of symbolic formulas is also an efficient alternative if a characteristic has to be evaluated repeatedly for multiple values of the system (or circuit) excitations or parameters. The symbolic expressions for the required characteristic are generated once and then compiled; the same compiled code can then be evaluated many times for particular (numerical) values of the excitations or parameters [5] .
Symbolic analysis can be successfully used in Boolean analysis of digital circuits described at the logical level (e.g. in formal verification). Boolean algebra can be applied to digital systems in analysis of switch networks symbolically. For a network of switches (gates), each of which is either open or closed depending on the value of some Boolean variable, the goal of symbolic analysis is to derive formulas expressing the conditions under which conducting paths will exist between specified pairs of terminals. The symbolic analysis of switch networks remains a key problem in deriving an abstract representation of the function computed by a digital system. The functionality of such a network can be expressed as a series of systems of Boolean equations. Solving these equations symbolically yields a set of Boolean formulas that describe the mapping from input states (excitations) to output states of the switch network. The analysis can serve as a basis of efficient programs for variety of logic design tasks, including logic simulation, fault simulation, test generation, and symbolic verification [6, 7, 8] .
After introductory remarks and basic definitions of symbolic analysis we proceed with a brief review of Boolean algebra and combinational networks in Section 2. Next, in Section 3 we state our research objective, conditions and assumption understood throughout the research. Section 4 presents a symbolic simulator that we have developed to carry out symbolic analysis. An illustrative example is fully elaborated in detail in Section 5, to explain the operation of the simulator. The concluding remarks and future directions are given in Section 6. The source code listing of the simulator is given in Appendix.
BOOLEAN ALGEBRA AND COMBINATIONAL NETWORKS
The mathematical tool for the implementation of digital hardware is the binary Boolean algebra, which can viewed as an algebraic structure (B, +, ·,¯) with B = {0, 1}, and the following postulates:
1. x + y = y + x, x · y = y · x, for any x, y ∈ B;
4. x + 0 = x and x · 1 = x, for any x ∈ B;
5. x +x = 1 and x ·x = 0, for any x ∈ B.
The following is true for arbitrary elements of B:
A Boolean (or switching) function is a mapping f : B n → B. It can be represented by a truth table, which is an exhaustive tabular evaluation of f .
The most important functions are given in Table 1 . Switching functions can be implemented by using electronic devices. The general approach is to obtain implementations for the basic functions given in Table 1 and then use them as basic elements for the implementation of any desired switching function. Implementation of the basic functions are referred to collectively as gates. The Boolean unary function f (x) =x is referred to as the NOT function and the corresponding implementation is called the inverter.
A gate, like any other physical device, will take a finite time to react and will introduce a delay referred to as the propagation delay.
A combinational network is a collection of interconnected gates. It has a number of input terminals and one or more output terminals. It can be represented by a block diagram. Inputs x 1 , x 2 , . . . , x N constitute the excitation, and outputs y 1 , y 2 , . . . , y M constitute the response of the combinational network. Each input can assume two binary values, namely 0 or 1, and N inputs can assume 2
N binary values, referred to as input combinations. Similarly, with M outputs 2 M output combinations are possible, which are related to the input combinations by some rule of correspondence [9] .
The distinctive property of a combinational network is that the output combination at a given instant depends only on the input combination at that instant (assuming steady-state conditions). A combinational network has no memory of previous input or output combinations.
An N -input, M -output combinational network can be characterized by a set of M switching functions such as
The analysis of a combinational network can be accomplished by deducing its switching function or its truth table by using the Boolean postulates and theorems. A network of gates controlled by Boolean variables can be represented as a system of Boolean equations. The solution of this system gives a symbolic description of the network response (outputs) in terms of the excitations (inputs).
PROBLEM STATEMENT, CONDITIONS AND ASSUMPTIONS
This paper focuses on automated computer-aided symbolic analysis of combinational networks. The goal of symbolic analysis is to derive analytic formulas expressing the response of a combinational network in terms of the network excitations represented by symbols or symbolic expressions.
We assume that a combinational network is specified by the block diagram from which we deduce a system of Boolean equations that represents the network. Next, we solve the system of equations symbolically by using the original program SACN, that we have developed in Mathematica [10] , as a symbolic simulator for combinational networks.
It is also assumed that the combinational network and the set of corresponding Boolean equations can be represented by a directed acyclic graph (DAG -a directed graph that has no closed paths), with each DAG node specifying a Boolean operation, and with each leaf denoting a variable or constant.
The inputs (excitations) to combinational networks can be arbitrary symbolic expressions (Boolean formulas), not just constants (0 or 1), variables or their complements.
The symbolic analysis, and the corresponding symbolic simulator (SACN) presented in this paper, does not attempt to model gates at the detailed physical level, nor it takes the propagation delay into account. It is based on the switch-level model as an abstract representation of many physical digital systems.
SACN -A NEW SYMBOLIC SIMULATOR FOR COMBINATIONAL NETWORKS
Combinational networks consisting of small number of gates can be analyzed manually. For lager networks this is lengthy, tedious, and error-prone even for a motivated and experienced researcher. This section proposes a new symbolic simulator, named SACN, that we have developed in Mathematica. The simulator performs automated symbolic analysis, of combinational networks specified by the block diagrams, and derives analytic expressions for outputs of the combinational networks in terms of the excitations represented by symbolic expressions.
The widespread availability of symbolic mathematics programs places highpowered mathematical functionality in the hands of scientists, researchers, and developers. These environments are very useful for engineers to build upon powerful systems for symbolic and knowledge-based signal processing KBSP [11] .
Mathematica presents an attractive platform upon which an environment for KBSP can be built. It implements pattern matching, conditional rules, and a programming language. Many different programming paradigms are offered: procedural, functional, object-oriented, constraint-based, and rule-based [12, 13, 14] .
In this paper a simulation language is proposed to describe a combinational network with an ASCII file. The network is viewed as a list of components. A component is a list of identifiers specifying the component type, its individual name, the output port, the input port(s), and the symbolic value of a generator. Components and nodes are numbered consecutively starting from 1. Each component implements a gate (NOT, OR, AND, NOR, NAND, XOR) or an input (excitation). The network inputs are specified by components called generators, GEN, that are defined by symbolic parameters, i.e. an input can be 0, 1, a symbol, or a symbolic expression.
The listing of the program SACN, that implements the symbolic analysis, is given in Appendix. The following section details on the syntax and semantics of SACN and illustrates the SACN operation by an example.
AN EXAMPLE OF SYMBOLIC SIMULATION
Consider a combinational network shown in Fig. 1 . Two excitations (inputs) are represented by the GEN components, labeled G, connected to nodes 1 and 2. Assume that the excitations have values x 1 and x 2 , respectively. To make distinction between the two components of the same type ("GEN") we introduce component individual names, e.g. "input1" and "input2". The SACN specification of the excitations follows:
Each component is assigned an integer identifier -the unique component sequence number -starting from 1.
Next, we have two inverters (NOT gates). They are single-input, singleoutput components. The SACN description of these gates looks like:
The generic component name (type) is "NOT" and the individual names are "not1" and "not2"; the output ports are connected to nodes 3 and 4; the inputs to the inverters are at nodes 1 and 2.
Three NAND gates of Fig. 1 are symbolized by the NAND components named "nand1", "nand2" and "nand3". NANDs are multi-input single output components. The output nodes are 5, 6, and 7; the inputs are specified as lists of node numbers.˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙˙ṁ The output is at node 7. It is not explicitly specified because SACN computes the complete response -it derives analytic expressions for signals at all nodes of the combinational network.
The graph (DAG) of the combinational network is shown in Fig. 2 . Note that there exist no closed paths in the graph.
The rest of this section explains a Mathematica interactive session in which we invoke SACN to perform symbolic analysis, and then, we postprocess the symbolic response returned by SACN. In Mathematica notation the logic NOT operation is designated by "!" (one exclamation mark), logic OR by Boolean constants 0 and 1 are denoted in Mathematica by "False" and "True", respectively.
The following script will execute on Mathematica. It will be briefly explained. First, we setup the working directory and load the SACN program from the file SACN.M; next, we ask for help on the SACN syntax (? SACN).
Suppose that the network of Fig. 1 has been specified in the file CRAN-DALL.CN; we invoke SACN passing the file name as a SACN argument and we request full symbolic rearrangement of the result; SACN will return the result as the variable "response" (response = SACN["CRANDALL.CN", 1]). After a second or two, SACN returns logic expressions representing the response at all nodes (y1, y2, y3, y4, y5, y6, y7). It is a sequence of expressions in terms of symbols x1 and x2 which represent the excitations.
We desire to know the output at node 7 as a function of two inputs x1 and x2. The resulting truth table is seen to be that of an "exclusive-nor" operation [15, [215] [216] , with the output given by y7 = x1 && x2 || !x1 && !x2
i.e. output = not(x1 or x2 but not both). The Mathematica commands required to produce the truth table will not be explained here; the reader can consult the Mathematica book [10] for the syntax and semantics of these commands. Symbolic Analysis of Combinational Networks, netListFile is a file name specifying the file in which the combinational network is described, simplification is an optional parameter specifying how the response should be presented, simplification=0 is the default and it means that the response will be returned as found without additional rearrangement, simplification=1 expands out expressions in the response and applies distributive laws for logical operations. 
CONCLUSION
Basic concepts of symbolic analysis and Boolean algebra are reviewed. Fully automated computer-aided symbolic analysis of combinational networks has been addressed; it is important for variety of logic design tasks, including logic simulation, fault simulation, test generation, and symbolic verification.
A new symbolic simulator, the program SACN, has been developed in Mathematica to perform symbolic analysis of combinational networks at the logical level; the switch-level model has proved successful as an abstract representation of digital circuits for a variety of applications. The syntax, semantics and operation of SACN have been thoroughly presented by an illustrative example. The symbolic response derived by SACN can be further postprocessed in Mathematica.
Scientist, researchers, practicing engineers, and students can benefit from SACN, and the underlining symbolic approach, by using SACN to explore design alternatives of new solutions, verify the existing solutions, and speed up education in combinational networks. The interactive symbolic algebra environment of Mathematica is very suitable for prototyping logic designs. The symbolic expressions returned by SACN can give insight into the response, identify contributions of particular inputs, and help recognize the terms that could predominantly influence the performance.
The current research efforts are directed towards development of a symbolic decision making support system for case studies in reliability and fault tree analysis of industry processes. netListFile is a file name specifying the file in which the combinational network is described, simplification is an optional parameter specifying how the response should be presented, simplification=0 is the default and it means that the response will be returned as found without additional rearrangement, simplification=1 expands out expressions in the response and applies distributive laws for logical operations." 
