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Abstrakt
Tato bakala´rˇska´ pra´ce se zaob´ıra´ principy exploitovan´ı programu˚ a detekci potenciona´lneˇ
zranitelny´ch mı´st v programech. Tato detekce umozˇn´ı vytva´rˇen´ı bezpecˇneˇjˇs´ıch progra-
movy´ch konstrukc´ı. V u´vodu je cˇitatel obezna´men se za´klady programovac´ıho jazyka C,
jazyka Assembler a prˇekla´dacˇe GCC. Takte´zˇ je uveden do problematiky exploitacˇny´ch tech-
nik jako prˇetecˇen´ı pameˇti, prˇetecˇen´ı v segmentu haldy a BSS, prˇetecˇen´ı cˇ´ısel a forma´tovac´ı
rˇeteˇzce. Da´le je popsa´n samotny´ na´vrh, implementace a vy´sledky vytvorˇene´ aplikace.
Abstract
This thesis deals with the principles of program exploitation and detection of potential vul-
nerabilities in the programs. This detection system offers to create safer program structures.
At the beginning of the work the reader is familiarized with the basics of C programming
language, assembly language and the GCC compiler. He is also introduced into the mat-
ter of exploitation techniques such as buffer overflow, heap overflow, BSS overflow, format
string exploits and integer overflow. This work also describes the concept, implementation
and results generated by application.
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U´vod
U´lohou nasleduju´cej pra´ce je ozrejmit’ cˇitatel’ovi princ´ıpy fungovania programov nap´ı-
sany´ch v jazyku C a na´sledne´ u´toky, ktore´ je na tieto programy mozˇne´ pouzˇit’. Na vy´klad
ty´chto princ´ıpov bolo nutne´ uviest’ potrebne´ za´klady jazyka Assembler, uvedene´ v podka-
pitole 1.1 a taktiezˇ spomenu´t’ doˆlezˇite´ fakty o jazyku C, nacha´dzaju´ce sa v podkapitole
1.2. Vzhl’adom na to, zˇe programy by´vaju´ prekladane´ pomocou kompila´tora GCC, ktory´
umozˇnˇuje odhalit’ urcˇite´ za´kladne´ chyby v programoch, sa nacha´dza v kapitole 1.2.4 popis
princ´ıpu fungovania tohto prekladacˇa a taktiezˇ ozrejmene´ vyuzˇitie tvorene´ho analyza´tora
ko´du pri procese vy´voja programov.
Druha´ kapitola obsahuje detailnejˇsie informa´cie o typoch u´tokov na programy. Spolocˇnou
vlastnost’ou pre zranitel’nost’ programov proti vsˇetky´m spomenuty´m u´tokom je chyba, pr´ı-
padne nepozornost’ programa´tora. Proti ty´mto chyba´m sa bude snazˇit’ bojovat’ analyza´tor
ko´du, ich odhalen´ım a ul’ahcˇen´ım programa´torovi ich opravu. Druha´ kapitola je rozdelena´
do podkapitol, kde podkapitola 2.1 sa venuje pretecˇeniam v roˆznych segmentoch pama¨ti.
Podkapitola 2.2 opisuje u´toky zalozˇene´ na forma´tovac´ıch ret’azcoch a podkapitola 2.3 sa
zaobera´ pretecˇen´ım cˇ´ısel. Hlavnou u´lohou tejto kapitoly je ozrejmit’ cˇitatel’ovi princ´ıpy spo-
menuty´ch u´tokov, na ktore´ sa analyza´tor sˇpecializuje, aby bol vy´klad na´vrhu samotnej
detekcie zrozumitel’nejˇs´ı.
Tretia kapitola je uzˇ zamerana´ na praktickejˇsie aspekty analyza´tora ko´du, konkre´tne na
samotny´ na´vrh a implementa´ciu jeho najpodstatnejˇs´ıch cˇast´ı. Kapitola je ako v predosˇly´ch
pr´ıpadoch cˇlenena´ do podkapitol na za´klade jednotlivy´ch modulov programu. Cˇitatel’ sa tu
moˆzˇe dozvediet’ informa´cie o ukladan´ı da´t programu 3.3.1, pra´ci lexika´lneho 3.4, syntakticko-
se´manticke´ho 3.5 a nakoniec aj bezpecˇnostne´ho analyza´tora 3.6. Za´ver tejto kapitoly ponu´ka
pohl’ad na celkovu´ sˇtruktu´ru navrhnute´ho programu a na´cˇrt interakcie medzi jeho modulmi.
Posledna´ sˇtvrta´ kapitola sa venuje testovaniu implementovanej aplika´cie. Testovanie je
doˆlezˇitou su´cˇast’ou pri vy´voji programov. Samotne´ testovanie bolo rozdelene´ na dve fa´zy.
V prvej cˇasti vy´voja bol analyza´tor testovany´ na sade jednoduchy´ch modelovy´ch pr´ıkladov
obsahuju´cich chybove´ konsˇtrukcie 4.1. Popis tejto sady programov tvor´ı cˇiastocˇny´ prierez
mnozˇiny rozpozna´vany´ch chybovy´ch konsˇtrukci´ı v programoch. Druhu´ cˇast’ kapitoly tvor´ı
fa´za testov na programoch tret´ıch stra´n 4.2, ktore´ by mali overit’ schopnosti analyza´tora pri
pra´ci v rea´lnom prostred´ı. Na za´klade ty´chto testov su´ na´sledne odvodene´ urcˇite´ obmedzenia
a nacˇrtnuty´ mozˇny´ d’alˇs´ı vy´voj aplika´cie. Po precˇ´ıtan´ı tejto kapitoly by si mal cˇitatel’ utvorit’
obraz o vlastnostiach navrhnute´ho analyza´tora a jeho vyuzˇit´ı.
Za´ver sa venuje zhrnutiu poznatkov publikovany´ch v tejto pra´ci a zhodnoteniu dosi-
ahnuty´ch vy´sledkov.
Na vytvorenie tejto pra´ce boli pouzˇite´ roˆzne publika´cie, ktore´ su´ uvedene´ v zodpove-
daju´cich kapitola´ch.
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Kapitola 1
Za´kladne´ pojmy
V tejto kapitole bude cˇitatel’ uvedeny´ do problematiky a budu´ zopakovane´ za´kladne´
pojmy, na ktore´ sa bude v nasleduju´cich kapitola´ch odvola´vat’ a tieto pojmy budu´ d’alej
rozv´ıjane´. V pra´ci sa zameriame na architektu´ru Intel x86 a operacˇny´ syste´m Linux, na
ktorej budu´ vsˇetky proble´my opisovane´. Prostredie je potrebne´ presne definovat’, pretozˇe
pre pochopenie problematiky bude potrebne´ ozrejmit’ za´klady jazyka Assembler, ktory´ ob-
sahuje odliˇsnosti pre roˆzne architektu´ry, taktiezˇ bude potrebne´ definovat’ za´klady jazyka C
a prekladacˇa GCC pre tu´to platformu.
Kapitola je rozdelena´ na tri cˇasti. V prvej cˇasti sa zameriame na jazyk Assembler,
za´kladnu´ pra´cu s registrami a za´sobn´ıkom. V druhej cˇasti budu´ pop´ısane´ za´klady jazyka
C ako napr´ıklad segmenta´cia pama¨ti programu a podobne. Niektore´ cˇasti sa budu´ prel´ınat’
a dop´lnˇat’ prvu´ cˇast’. V poslednej cˇasti kapitoly ozrejmı´me funkciu prekladacˇa GCC na nasˇej
architektu´re.
1.1 Jazyk Assembler
Jazyk Assembler je programovac´ı jazyk nizˇsˇej u´rovne. Programovanie v tomto jazyku
je znacˇne sˇpecificke´, pretozˇe ho nemoˆzˇeme oddelit’ od fyzickej architektu´ry pocˇ´ıtacˇa a vo
va¨cˇsˇine pr´ıpadov ani od operacˇne´ho syste´mu, v ktorom pla´nujeme pracovat’. Ako uzˇ bolo
spomenute´, zameriame sa na architektu´ru Intel x86, s ktorou su´ v su´cˇasnosti kompatibilne´
takmer vsˇetky procesory na trhu.
Aby sme mohli naplno pracovat’ s jazykom Assembler, mus´ıme poznat’ registre procesora
pre nasˇu architektu´ru a samozrejme insˇtrukcie procesora. Ked’zˇe insˇtrukci´ı procesora je
znacˇne´ mnozˇstvo a nie su´ pre nasˇu problematiku u´plne podstatne´, nebudu´ rozoberane´,
avsˇak je mozˇne´ ich dohl’adat’ napr´ıklad v [8], odkial’ boli cˇerpane´ informa´cie aj pre ostatne´
informa´cie tejto podkapitoly, ktore´ boli dop´lnˇane´ aj z [6].
1.1.1 Za´kladne´ registre procesora 80386
Pri popise registrov budeme vycha´dzat’ z mikroprocesora 80386, ktory´ je 32 bitovy´
a obsahuje tiezˇ 32 bitovu´ zbernicu. To znamena´, zˇe moˆzˇe pracovat’ s 232 bytov pama¨ti.
Z tejto architektu´ry vycha´dzali neskoˆr d’alˇsie procesory a va¨cˇsˇina moderny´ch procesorov je
s architektu´rou x86 spa¨tne kompatibilna´.
Najdoˆlezˇitejˇsie registre pre nasˇu problematiku su´ zobrazene´ na obra´zku 1.1, ktory´ si
d’alej pop´ıˇseme.
Prve´ sˇtyri registre (EAX,EBX,ECX a EDX) sa nazy´vaju´ univerza´lne registre. Su´ vyuzˇ´ıvane´
na rozlicˇne´ u´cˇely. Napr´ıklad ako docˇasne´ premenne´ pre samotny´ procesor pri vykona´van´ı
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AH
BH
CH
DH
AL
BL
CL
DL
0
EAX
EBX
ECX
EDX
71531
SI
DI
BP
SP
IP
ESI
EDI
EBP
ESP
EIP
DS
ES
FS
GS
SS
CS
EFLAGS
Obra´zek 1.1: Vybrane´ registre procesora 80386
strojove´ho ko´du. V porad´ı, v akom boli vymenovane´, sa nazy´vaju´ Accumulator, Base, Coun-
ter a Data, cˇo cˇiastocˇne predpoklada´, na cˇo by mali byt’ pouzˇ´ıvane. Kazˇdy´ z ty´chto registrov
je rozdeleny´ na dve 16 bitove´ cˇasti, ktore´ je mozˇne´ adresovat’ samostatne. Tieto 16 bitove´
cˇasti su´ esˇte rozdelene´ na dve 8 bitove´ cˇasti, ktore´ je mozˇne´ taktiezˇ adresovat’ samostatne.
Tieto podmnozˇiny su´ zavedene´ do ty´chto registrov kvoˆli spa¨tnej kompatibilite so starsˇ´ımi 16
a 8 bitovy´mi procesormi a taktiezˇ sa da´ pomocou ty´chto registrov sˇetrit’ pama¨t’ove´ miesto.
Dˇalˇsie sˇtyri registre (ESI, EDI, EBP, ESP), ktore´ je mozˇne´ pouzˇ´ıvat’, sa nazy´vaju´ uka-
zatele, avsˇak ako v predcha´dzaju´com pr´ıpade, sa jedna´ o univerza´lne registre. Ukazatele
sa nazy´vaju´ preto, lebo sa cˇasto pouzˇ´ıvaju´ na adresovanie pama¨ti ako napr´ıklad pr´ıstup
a indexovanie pol´ı. Tieto registre je mozˇne´ adresovat’ v 16 alebo 32 bitovom rezˇime. Po-
sledne´ dve p´ısmena´ skratky reprezentuju´ na´zov registra. Prve´ dva vymenovane´ Source In-
dex a Destination Index sa bezˇne pouzˇ´ıvaju´ ako ukazatele na zdroj respekt´ıve ciel’ cˇ´ıtania
pr´ıpadne zapisovania da´t. Druhe´ dva spomenute´ Base Pointer a Stack Pointer su´ pouzˇ´ıvane´
ako ukazatele do pama¨te, kde adresuju´ objekt a su´ doˆlezˇite´ pre spra´vu pama¨ti programu
a samotne´ vykona´vanie strojove´ho ko´du. Podrobnejˇsie pouzˇitie registra ESP bude uvedene´
v nasleduju´cej podkapitole.
Ako d’alˇs´ı register spomenieme register EIP, ktory´ sa nazy´va Instruction Pointer a slu´zˇi
ako ukazatel na insˇtrukciu v ko´dovom segmente pama¨ti, ktora´ sa bude vykona´vat’ v nasle-
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duju´com cykle procesora. Hodnotu tohto registra nie je mozˇne´ menit’ priamo, ale o jej zmenu
sa stara´ sa´m mikroprocesor. Hodnota sa bud’ iba inkrementuje alebo sa men´ı podl’a adries,
na ktore´ ukazuju´ skokove´ insˇtrukcie, pr´ıpadne insˇtrukcie volaju´ce podprogramy. Pomocou
roˆznych u´tokov, ktore´ budu´ spomenute´ v nasleduju´cich kapitola´ch, je mozˇne´ prepasˇovat’
do tohto registra adresu vlastne´ho ko´du u´tocˇn´ıka, ktory´ sa bude vykona´vat’ a prevezme
kontrolu nad vykona´vany´m programom.
Register pr´ıznakov EFLAGS je register obsahuju´ci jednobitove´ hodnoty pr´ıznakov, ktore´
urcˇuju´ najma¨ stav aritmeticko - logickej jednoty. Tento register nie je pre nasˇu potrebu
potrebne´ opisovat’ podrobne.
Ako posledne´ spomenieme segmentove´ registre, ktore´ slu´zˇia na vy´pocˇet skutocˇnej ad-
resy, ktora´ bude vystavena´ na da´tovu´ zbernicu. Z ty´chto spomenieme register SS – Stack
Segmet, ktory´ spolocˇne s registrom ESP urcˇuje adresu vrcholu za´sobn´ıka, ktora´ je reprezen-
tovana´ touto dvojicou SS:ESP. A taktiezˇ CS – Code Segment, ktory´ spolocˇne s registrom
EIP (CS:EIP) urcˇuje celkovu´ adresu insˇtrukcie, ktora´ sa bude vykona´vat’ v nasleduju´com
cykle mikroprocesora. Ostatne´ segmentove´ registre DS – Data Segment, ES – Extra Segment
a FS, GS (F a G segment) su´ pouzˇ´ıvane´ pri adresovan´ı pama¨ti.
1.1.2 Pra´ca so za´sobn´ıkom
Za´sobn´ık je da´tova´ sˇtruktu´ra typu LIFO (Last In - First Out), ktora´ slu´zˇi na docˇasne´
ukladanie hodnoˆt registrov, pr´ıpadne premenny´ch do pama¨te a po urcˇitom cˇase je mozˇne´
tieto hodnoty zo za´sobn´ıka vybrat’. Za´sobn´ık taktiezˇ slu´zˇi na preda´vanie parametrov medzi
hlavny´m programom a podprogramami.
Za´sobn´ık v architektu´re x86 nie je na procesore implementovany´ ako hardwarovy´ prvok,
ale ma´ vyhradene´ miesto v hlavnej pama¨ti – zna´zornene´ na obra´zku cˇ´ıslo 1.2. Za´sobn´ık
obycˇajne zacˇ´ına na najvysˇsˇ´ıch adresa´ch pama¨ti a s prida´van´ım d’alˇs´ıch u´dajov rastie smerom
dole. To znamena´, zˇe da´ta, ktore´ boli ulozˇene´ ako posledne´, maju´ nizˇsˇiu adresu ako da´ta
na dne za´sobn´ıka.
Za´kladnu´ pra´cu zo za´sobn´ıkom zabezpecˇuju´ dve insˇtrukcie jazyka Assembler:
• PUSH op – insˇtrukcia PUSH zabezpecˇuje vlozˇenie operandu predane´ho ako jediny´ pa-
rameter insˇtrukcie. Vlozˇenie na za´sobn´ık prebieha v dvoch krokoch. Najskoˆr su´ da´ta
ulozˇene´ na adresu pama¨ti urcˇenu´ dvojicou SP:ESP a na´sledne je hodnota ukazatela
na za´sobn´ık dekrementovana´ o vel’kost’ vlozˇeny´ch da´t v bajtoch, ktora´ moˆzˇe byt’ 2 (16
bitov) alebo 4 (32 bitov) bajty.
• POP op – insˇtrukcia POP slu´zˇi na vybratie da´t zo za´sobn´ıka a ich ulozˇenie do ope-
randu, ktory´ je predany´ insˇtrukcii ako jediny´ parameter. Insˇtrukcia predstavuje opak
k insˇtrukcii PUSH. Vy´ber prebieha taktiezˇ v dvoch krokoch, kedy sa najskoˆr na-
kop´ıruju´ da´ta z adresy vrcholu za´sobn´ıka a na´sledne doˆjde k inkrementa´cii registra
ESP o vel’kost’ vybrany´ch da´t v bajtoch, ktora´ moˆzˇe byt’ 2 (16 bitov) alebo 4 (32
bitov) bajty.
Jazyk Assembler obsahuje aj d’alˇsie insˇtrukcie na pra´cu zo za´sobn´ıkom, napr´ıklad PUSHA,
POPA a podobne, ktore´ su´ len odvodene´ od uzˇ spomenuty´ch za´kladny´ch insˇtrukci´ı s ty´m, zˇe
maju´ definovany´ operand uzˇ priamo v na´zve a neprij´ımaju´ zˇiaden parameter.
Obsah za´sobn´ıka sa men´ı aj pri volan´ı podprogramu insˇtrukciou CALL, kedy sa na
za´sobn´ık ulozˇ´ı hodnota registrov EIP, pr´ıpadne aj CS, aby sa zachoval bod, odkial’ sa do pod-
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programu ska´kalo. Na´vrat z podprogramu zabezpecˇuje insˇtrukcia RET, ktora´ obnov´ı obsah
registra EIP, pr´ıpadne RETF, ktora´ obnovuje zo za´sobn´ıka aj hodnotu registra CS.
Obdobna´ situa´cia nasta´va aj v pr´ıpade obsluhy prerusˇenia, kedy su´ na za´sobn´ık ulozˇene´
hodnoty registrov EIP, CS a registera pr´ıznakov. Na´vrat je zabezpecˇeny´ insˇtrukciou IRET,
ktora´ spomenute´ registre obnov´ı zo za´sobn´ıka.
Ta´to podkapitola pop´ısala za´klady jazyka Assembler pre architektu´ru x86. Tieto vedo-
mosti budu´ d’alej rozvinute´ v princ´ıpoch jazyka C nacha´dzaju´cich sa v nasleduju´cej kapitole.
1.2 Jazyk C
Jazyk C je jazyk, ktory´ sa esˇte povazˇuje za jazyk nizˇsˇej u´rovne, avsˇak oproti jazyku As-
sembler je povazˇovany´ za jazyk vysˇsˇej u´rovne. Je to obecne pouzˇ´ıvany´ jazyk, ktory´ je mozˇne´
pouzˇ´ıvat’ aj pri syste´movom programovan´ı. Jazyk C je otvoreny´ jazyk rozsˇ´ıritel’ny´ pomo-
cou knizˇn´ıc. Na tento jazyk existuje mnozˇstvo roˆznych prekladacˇov pre roˆzne architektu´ry,
a preto sa da´ za urcˇity´ch podmienok povazˇovat’ ko´d v jazyku C za prenositel’ny´.
V tejto kapitole sa nezameriame na za´kladne´ konsˇtrukcie a princ´ıpy programovania
v jazyku C. Tieto je mozˇno dohl’adat’ v [7], odkial’ boli cˇerpane´ aj niektore´ d’alˇsie informa´cie
v tejto kapitole dop´lnˇane´ z [6] a [8]. Tieto za´kladne´ programa´torske´ techniky nie su´ na
ozrejmenie exploitacˇny´ch techn´ık azˇ tak podstatne´. Ta´to kapitola bude zamerana´ hlavne
na pra´cu s pama¨t’ou a jej segmenta´ciu.
1.2.1 Segmenta´cia pama¨ti v jazyku C
Pama¨t’ skompilovane´ho ko´du programu sa segmentuje do piatich segmentov. Su´ to text,
da´ta (data), bss, halda (heap) a za´sobn´ık (stack). Jednotlive´ segmenty reprezentuju´ urcˇitu´
cˇast’ pama¨ti, ktora´ ma v programe sˇpecificky´ u´cˇel. Toto usporiadanie je zobrazene´ na
obra´zku 1.2.
Segment kódu (text)
Segment data
Segment BSS
Segment heap (halda)
Segment stack (zásobník)
Nízke adresy:
Vysoké adresy:
Obra´zek 1.2: Segmenta´cia pama¨ti v jazyku C
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Jednotlive´ cˇasti si pop´ıˇseme trochu podrobnejˇsie:
• Segment text – cˇasto oznacˇovany´ aj ako segment ko´du (code segment). Do tejto
cˇasti pama¨te je nahrany´ samotny´ prelozˇeny´ strojovy´ ko´d programu. Do tohto seg-
mentu ukazuje ukazatel EIP. Pri sˇtarte programu je EIP nastaveny´ na zacˇiatok tohto
segmentu. Vykona´vanie, ako bolo spomenute´ v predcha´dzaju´cej podkapitole, nie je
linea´rne, pretozˇe je ovplyvnene´ roˆznymi skokovy´mi insˇtrukciami a volaniami podpro-
gramov a prerusˇen´ı. Tento segment je sˇpecificky´ aj ty´m, zˇe do neho nie je povoleny´
za´pis a ma´ pevnu´ vel’kost’.
• Segment data – tento segment je urcˇeny´ na ulozˇenie globa´lnych a staticky´ch pre-
menny´ch, ktore´ su´ inicializovane´ v cˇase prekladu programu. Premenne´ v tomto seg-
mente maju´ konsˇtantnu´ vel’kost’ a v programe su´ dostupne´ neusta´le bez ohl’adu na
kontext v programe. Oba dosial’ spomenute´ segmenty, sa nacha´dzaju´ hned’ v bina´rnom
su´bore, ktory´ vytvor´ı kompila´tor.
• Segment bss – je obdoba da´tove´ho segmentu, avsˇak s ty´m rozdielom, zˇe su´ sem
ukladane´ globa´lne a staticke´ premenne´, ktore´ neboli v cˇase prekladu inicializovane´.
• Segment heap – je pama¨t’ovy´ segment premenlivej vel’kosti, ktory´ je riadeny´ priamo
programa´torom. Vel’kost’ segmentu nie je pevna´ a men´ı sa pomocou alokacˇny´ch a de-
alokacˇny´ch funkci´ı jazyka. Pri zva¨cˇsˇovan´ı haldy narastaju´ adresy smerom nadol, to
znamena´, zˇe adresy sa inkrementuju´.
• Segment stack – taktiezˇ dynamicky´ segment pama¨ti, slu´zˇi na docˇasne´ uklada-
nie loka´lnych premenny´ch funkci´ı a kontextu pocˇas vykona´vania programu. Nema´
presnu´ staticku´ vel’kost’. Na vrchol za´sobn´ıka ukazuje register ESP, ktory´ sa pri vkla-
dan´ı a vyberan´ı da´t do za´sobn´ıka neusta´le men´ı. Zacˇiatok za´sobn´ıka sa nacha´dza
na vysoky´ch adresa´ch pama¨ti a rastie smerom nahor, to znamena´, zˇe s pribu´daju´cimi
da´tami sa adresy zmensˇuju´. Spolocˇne so segmentom heap sa nenacha´dza tento segment
v spustitel’nom bina´rnom su´bore, ale do pama¨ti su´ zavedene´ azˇ pri sˇtarte programu.
Sˇpecifickou pra´cou zo za´sobn´ıkom je ulozˇenie kontextu pri volan´ı funkci´ı pomocou
ulozˇenia za´sobn´ıkove´ho ra´mca (stack frame). Tento princ´ıp bude op´ısany´ v nasle-
duju´cej podkapitole 1.2.3.
V tejto podkapitole boli op´ısane´ segmenty pama¨ti programu v jazyku C, tieto vedomosti
d’alej ozrejmı´me v nasleduju´cich podkapitola´ch.
1.2.2 Pra´ca s haldou
Pri ostatny´ch spomenuty´ch segmentoch, okrem haldy, je manazˇment pama¨ti pod spra´vou
prekladacˇa a sa´m programa´tor sa nemus´ı o nicˇ starat’. Avsˇak pri halde je spra´va pama¨ti
v re´zˇii samotne´ho programa´tora. Ten urcˇuje, kol’ko miesta si bude program alokovat’ a aj
presne´ mnozˇstvo pama¨te potrebne´ v urcˇitom okamihu vykona´vania programu. Pama¨t’ na
halde je z programu najcˇastejˇsie dostupna´ pomocou ukazatelov. Ta´to spra´va sa uskutocˇnuje
pomocou alokacˇny´ch funkcii, kam patr´ı napr´ıklad malloc() a dealokacˇny´ch funkci´ı ako
free().
Funkcia malloc() prij´ıma ako svoj jediny´ parameter vel’kost’, ktoru´ chceme na halde alo-
kovat’. Ako na´vratovu´ hodnotu vracia v pr´ıpade u´spechu ukazatel na zacˇiatok alokovane´ho
miesta a v pr´ıpade neu´spechu vracia hodnotu NULL.
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Na druhej strane funkcia free(), prij´ıma ako parameter ukazatel na pama¨t’ove´ miesto,
ktore´ chceme uvol’nit’ a toto miesto bude mozˇne´ neskoˆr opa¨tovne pouzˇit’ pri aloka´cii novy´ch
zdrojov.
1.2.3 Za´sobn´ık a za´sobn´ıkovy´ ra´mec jazyka C
Pr´ıstup k loka´lnym premenny´m funkcie pomocou ukazatela na vrchol za´sobn´ıku sa ne-
osvedcˇil a tento pr´ıstup bol nahradeny´ vhodnejˇs´ım riesˇen´ım. Ako jednoduchsˇie sa javilo
ulozˇit’ si do registra hodnotu adresy, na ktoru´ ukazoval ukazatel na vrchol za´sobn´ıka ESP
pred vstupom do volane´ho podprogramu. Toto umozˇnˇuje adresovat’ loka´lne premenne´ funk-
cie a parametre relat´ıvne k tejto adrese.
V praxi tento princ´ıp funguje tak, zˇe pri vstupe do podprogramu sa poˆvodna´ adresa
EBP ulozˇ´ı na za´sobn´ık a do EBP sa ulozˇ´ı aktua´lna hodnota ESP. Po tomto u´kone sa na
za´sobn´ıku vyhrad´ı priestor pre loka´lne premenne´ a medzivy´sledky, ktore´ je samozrejme
mozˇne´ adresovat’ relat´ıvne vzhl’adom na EBP. Ta´to sˇtruktu´ra sa nazy´va za´sobn´ıkove´ okno
alebo aj stack frame, demonsˇtrovane´ na obra´zku 1.3.
Pri zanoren´ı sa programu do svojich podprogramov vznika´ na za´sobn´ıku takzvana´ ret’az
ra´mcov, pretozˇe hodnota EBP ulozˇena´ na za´sobn´ıku v aktua´lnom ra´mci ukazuje na predosˇly´
ra´mec. Ty´mto spoˆsobom je mozˇne´ l’ahko zistit’ postupnost’ volania podprogramov. Na druhej
strane ta´to meto´da moˆzˇe byt’ zneuzˇita´ pri u´toku na program. Tento u´tok bude vysvetleny´
v kapitole 2.1.1.
Medzivýsledky
Lokálne premenné
Návratová hodnota funkcie
Pôvodný EBP
Parametre
Medzivýsledky
Lokálne premenné
Pôvodný EBP
Návratová hodnota funkcie
Parametre
Medzivýsledky
Lokálne premenné
...
ESP
EBP Vnorená 
funkcia
Obra´zek 1.3: Za´sobn´ıkovy´ ra´mec v jazyku C
V tejto podkapitole sme op´ısali za´klady pra´ce s pama¨t’ou a jej segmenta´ciu v jazyku C
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pre architektu´ru Intel x86, ktore´ by mali byt’ postacˇuju´ce na pochopenie priebehu u´tokov,
ktore´ budu´ neskoˆr op´ısane´.
1.2.4 Prekladacˇ GCC
Nasleduju´ca podkapitola sa venuje prekladacˇu GNU C. Informa´cie pre tu´to kapitolu
boli cˇerpane´ najma¨ z [10] a [7]. Tento prekladacˇ je pomerne rozsˇ´ıreny´ vzhl’adom na to, zˇe
sa jedna´ o vol’ne sˇ´ıritel’ny´ software. Hlavnou vy´hodou tohto prekladacˇa je pouzˇitel’nost’ na
roˆznych architektu´rach a operacˇny´ch syste´moch a taktiezˇ schopnost’ prekladat’ do bina´rnej
podoby roˆzne programovacie jazyky ako napr´ıklad C/C++, Java , Fortran a Assembler.
V tejto kapitole sa nebudeme zaoberat’ prekladacˇom GCC do h´lbky ale ozrejmı´me o aku´
u´lohu sa snazˇ´ı vytvoreny´ analyza´tor ko´du v procese tvorby spustitel’ne´ho programu.
Preklad programu prebieha zjednodusˇene v nasleduju´cich krokoch:
1. Predspracovanie zdrojove´ho ko´du pomocou preprocesora. U´lohou preprocesora je u-
l’ahcˇit’ pra´cu samotne´mu kompila´toru. Preprocesor napr´ıklad odstranˇuje komenta´re,
zabezpecˇuje vlozˇenie hlavicˇkovy´ch su´borov, rozvoj makier a nahra´dza definovane´
konsˇtantne´ vy´razy. Vy´sledkom je sta´le textovy´ su´bor.
2. Kompila´tor prevezme ko´d od preprocesora a preva´dza preklad do relat´ıvneho ob-
jektove´ho ko´du pocˇ´ıtacˇa (RTL). Relat´ıvny ko´d esˇte neobsahuje adresy premenny´ch
a funkci´ı, ktore´ v tejto cˇasti prekladu nie su´ zna´me. Vy´sledkom pra´ce kompila´tora je
objektovy´ ko´d(sˇtandardne s pr´ıponou .obj ).
3. Poslednu´ cˇast’ tvorby spustitel’ne´ho programu vykona´va zastavovac´ı program (linker).
Linker v relat´ıvnom ko´de nahrad´ı adresy za absolu´tne a dereferuje dosial’ nezna´me
odkazy, napr´ıklad na funkcie z roˆznych knizˇn´ıc. Vy´sledkom pra´ce linkera je samotny´
spustitel’ny´ program.
Pre objasnenie pra´ce vytvorene´ho analyza´tora ko´du sa blizˇsˇie pozrieme na pra´cu kom-
pila´tora a jeho detekciu chy´b. Prekladacˇ je so zapnuty´m prep´ınacˇom -Wall schopny´ od-
halit’ vel’ke´ mnozˇstvo chy´b ako napr´ıklad chyby vznikaju´ce pri konverzii da´tovy´ch typov,
priradzovanie nekompatibilny´ch typov, chyba pri deklarovan´ı premennej, chy´baju´ce para-
metre funkcie alebo varovat’ uzˇ´ıvatel’a o nevyuzˇitej premennej. Avsˇak tieto detekcie nie su´
dostacˇuju´ce pre bezpecˇnost’ programov. K u´tokom moˆzˇe docha´dzat’ aj v konsˇtrukcia´ch, ktore´
sa pre prekladacˇ javia ako transparentne´. Roˆzne druhy u´tokov budu´ spomenute´ v kapitole
cˇ´ıslo 2. Kvoˆli ty´mto pr´ıpadom je vhodne´ pouzˇitie analyza´tora ko´du, ktory´ moˆzˇe pr´ıpadne´
bezpecˇnostne´ chyby programu odhalit’ a umozˇnit’ opravu programa´torom.
1.2.5 Zhrnutie
U´lohou tejto kapitoly bolo objasnit’ teoreticke´ za´klady jazyka Assembler a C a pre-
kladacˇa GCC, ktore´ boli vyuzˇite´ pri tvorbe na´vrhu vyv´ıjane´ho programu. Detailnejˇsie in-
forma´cie vycha´dzaju´ce z tejto kapitoly budu´ uvedene´ v nasleduju´cich kapitola´ch.
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Kapitola 2
Popis exploitacˇny´ch techn´ık
V nasleduju´cej kapitole bude cˇitatel’ obozna´meny´ so za´kladny´mi exploitacˇny´mi techni-
kami, na ktore´ sa vytvoreny´ analyza´tor ko´du jazyka C sˇpecializuje. Jedna´ sa najma¨ o tech-
niky zalozˇene´ na pretecˇen´ı pama¨ti, medzi ktore´ patr´ı pretecˇenie bufferu (Buffer Overflow) –
pretecˇenie bufferu zalozˇene´ho na za´sobn´ıku (Stack Buffer Overflow), pretecˇenie v segmente
haldy (Heap Overflow) a pretecˇenie v segmente BSS (BSS Overflow). Dˇalej budu´ vysvet-
lene´ aj exploitacˇne´ techniky ako pouzˇitie forma´tovac´ıch ret’azcov (Format String Exploit)
a pretecˇenie cˇ´ısiel (Integer Overflow).
Spomenute´ techniky su´ zalozˇene´ na narusˇen´ı pama¨ti. Tieto techniky sa snazˇia prevziat’
kontrolu nad vykona´van´ım toku programu. Toto je mozˇne´ docielit’ ty´m, zˇe program je
donu´teny´ vykonat’ u´sek ko´du, ktory´ bol do pama¨te ulozˇeny´ u´tocˇn´ıkom. Tento druh u´toku sa
nazy´va vykonanie svojvol’ne´ho ko´du (execution of arbitrary code), pretozˇe program vykona´
cˇast’ ko´du, ktoru´ vykonat’ nemal, ale vykona´ sa cˇast’ urcˇena´ u´tocˇn´ıkom.
Zranitel’ne´ cˇasti v programoch, ktore´ sa daju´ zneuzˇit’ na prevzatie kontroly nad vy-
kona´van´ım, su´ obycˇajne spoˆsobene´ nepozornost’ou programa´tora. Za norma´lnych okolnost´ı
pri vy´skyte udalosti neocˇaka´vanej programa´torom program bud’ zhavaruje alebo sa spra´va
inak ako sa od neho ocˇaka´va. Avsˇak v mnohy´ch pr´ıpadoch by´vaju´ chyby zneuzˇ´ıvane´ u´tocˇ-
n´ıkmi na prevzatie kontroly nad vykona´van´ım programov. V su´cˇasnej dobe su´ tieto druhy
u´tokov pouzˇite´ v roˆznych internetovy´ch malware (malicious software – sˇkodlivy´ ko´d).
2.1 Pretecˇenie pama¨ti (Buffer Overflow)
Pretecˇenie pama¨ti patr´ı medzi najstarsˇie exploitacˇne´ techniky, avsˇak objavuje a pouzˇ´ıva
sa dodnes. U´tok je zalozˇeny´ na za´kladnej vlastnosti, zˇe ked’ je premennej pridelene´ urcˇite´
pama¨t’ove´ miesto, neexistuje zˇiadne bezpecˇnostne´ opatrenie, ktore´ by zaistilo, zˇe obsah
premennej sa mus´ı vojst’ do tohto pridelene´ho miesta. Ta´to u´loha osta´va na pleciach pro-
grama´tora, ktory´ vsˇak moˆzˇe tento aspekt prehliadnut’ a program sa sta´va zranitel’ny´m.
Pri neosˇetren´ı d´lzˇky vkladanej premennej do buffera moˆzˇe pr´ıst’ k situa´cii, zˇe napr´ıklad
do buffera o vel’kosti 20 bajtov sa snazˇ´ıme vlozˇit’ 30 bajtov da´t. Ta´to akcia bude povo-
lena´, pretozˇe v programe nie je implementovana´ bezpecˇna´ konsˇtrukcia zist’uju´ca vel’kost’
vkladany´ch da´t. Ta´to opera´cia prep´ıˇse aj da´ta, ktore´ nie su´ pridelene´ bufferu. Pokial’ sa
jedna´ o kriticke´ da´ta, program zhavaruje. Ta´to situa´cia sa nazy´va pretecˇenie bufferu (bu-
ffer overflow pr´ıpadne buffer overrun). Tento druh hava´rie programu je pomerne bezˇny´,
pretozˇe chyba na kontrolu d´lzˇky premennej sa do programu dostane nepozornost’ou vel’mi
jednoducho a o to t’azˇsˇie sa na´sledne hl’ada´. Na odhalenie ty´chto aspektov programu by mal
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slu´zˇit’ vytvoreny´ analyza´tor ko´du, ktory´ tieto chyby vyhl’ada´ a programa´tor moˆzˇe vytvorit’
bezpecˇnejˇs´ı a stabilnejˇs´ı ko´d.
2.1.1 Pretecˇenie bufferu zalozˇenom na za´sobn´ıku (Stack Buffer Overflow)
Pretecˇenie bufferu zalozˇene´ na za´sobn´ıku vycha´dza z popisu za´kladne´ho pretecˇenia
pama¨ti uvedene´ho v kapitole 2.1 s ty´m, zˇe premenne´ sa nacha´dzaju´ v pama¨ti za´sobn´ıka.
Ked’zˇe za´sobn´ık je da´tova´ sˇtruktu´ra typu LIFO (Last in – First out), pri prida´van´ı da´t
do za´sobn´ıka sa adresa ulozˇena´ v ukazateli na aktua´lny vrchol za´sobn´ıka (SP) postupne
znizˇuje od adresy zacˇiatku za´sobn´ıka. Z tohto princ´ıpu vyply´va, zˇe v pr´ıpade pretecˇenia
premennej ulozˇenej na za´sobn´ıku moˆzˇe doˆjst’ k prep´ısaniu napr´ıklad za´sobn´ıkove´ho ra´mca
(stack frame) funkcie, v ktore´ho sˇtruktu´re sa premenna´ nacha´dza. Za´sobn´ıkovy´ ra´mec obsa-
huje taktiezˇ aj na´vratovu´ adresu funkcie (podrobnejˇs´ı popis cˇinnosti za´sobn´ıka sa nacha´dza
v kapitole 1.2.3). Tento fakt znacˇ´ı, zˇe v pr´ıpade pretecˇenia buffera na za´sobn´ıku moˆzˇe
byt’ prep´ısana´ hodnota na´vratovej adresy funkcie. Ak doˆjde k na´hodne´mu prep´ısaniu tejto
adresy program iba zhavaruje. Avsˇak v pr´ıpade, zˇe u´tocˇn´ık prep´ıˇse adresu cielene, moˆzˇe
ako na´vratovu´ adresu podvrhnu´t’ adresu vlastne´ho ko´du, cˇ´ım moˆzˇe prevziat’ kontrolu nad
vykona´van´ım programu.
Toto je mozˇne´ docielit’ napr´ıklad pouzˇit´ım premenny´ch prostredia (enviroment varia-
bles) v shelle syste´mu UNIX, do premennej prostredia sa ulozˇ´ı ko´d, ktory´ chce u´tocˇn´ık
vykonat’. Vy´hodou pouzˇitia premenny´ch prostredia je, zˇe adresa premennej je l’ahko zis-
titel’na´ a nemenna´. Nevy´hodou je funkcˇnost’ tohto postupu len na jednej platforme. Po
zisten´ı adresy premennej prostredia moˆzˇe u´tocˇn´ık tu´to adresu podvrhnu´t’ do na´vratovej ad-
resy funkcie, potom pri na´vrate z funkcie sa do EIP (vid’. kapitola 1.1.1) vlozˇ´ı podvrhnuta´
adresa obsahuju´ca u´tocˇn´ıkov ko´d.
2.1.2 Pretecˇenie bufferu v segmente haldy (Heap Overflow)
Ta´to exploitacˇna´ technika vycha´dza taktiezˇ z popisu uvedenom v kapitole 2.1 s ty´m
rozdielom, zˇe premenne´ su´ alokovane´ dynamicky na halde napr´ıklad pomocou funkcie
malloc(). Pri za´pise rozsiahlejˇs´ıch da´t ako je vel’kost’ alokovanej premennej moˆzˇe doˆjst’
taktiezˇ prep´ısaniu u´dajov, ktore´ nepatria premennej, do ktorej sa zapisovalo. Na za´klade
tohto javu moˆzˇe u´tocˇn´ık vykonat’ roˆzne sˇkodlive´ akcie.
Na druhej strane tento princ´ıp exploitovania sa v su´cˇasnosti dosta´va do u´zadia, pretozˇe
v novsˇ´ıch verzia´ch pouzˇ´ıvany´ch operacˇny´ch syste´mov su´ implementovane´ roˆzne meto´dy na
udrzˇanie konzistencie haldy. Tieto funkcie su´ do operacˇny´ch syste´mov pridane´ za u´cˇelom
odhalenia pr´ıpadny´ch u´tokov na haldu, napr´ıklad rozpojenie haldy (heap unlinking), kedy
v pr´ıpade zistenia nekonzistencie haldy ukoncˇia program a vyp´ıˇsu ladiace informa´cie.
2.1.3 Pretecˇenie v segmente BSS
Ta´to technika je zalozˇena´ na pretecˇen´ı da´t v premennej ulozˇenej v segmente BSS. V seg-
mente BSS su´ ulozˇene´ staticke´ a globa´lne premenne´, ktore´ v cˇase prekladu programu neboli
inicializovane´ da´tami. V pr´ıpade, zˇe v cˇase prekladu je premenna´ inicializovana´, ulozˇ´ı sa
do segmentu data. Podrobnejˇs´ı popis segmentov pama¨ti v jazyku C je uvedeny´ v kapitole
1.2.1.
Pri tomto druhu u´toku platia princ´ıpy uvedene´ v predcha´dzaju´cich kapitola´ch, kedy
pri pretecˇen´ı vkladania da´t do premennej moˆzˇe u´tocˇn´ık zmenit’ aj ine´ premenne´ a ty´m
ovplyvnit’ vykona´vanie programu.
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2.2 Forma´tovacie ret’azce
Pouzˇitie forma´tovac´ıch ret’azcov je d’alˇsia z u´cˇinny´ch meto´d exploitovania, pomocou
ktorej je mozˇne´ prevziat’ kontrolu nad nespra´vne zabezpecˇeny´m programom. Aj tento typ
exploitov je zalozˇeny´ na chyba´ch, ktore´ su´ do programu zanesene´ programa´torom a na prvy´
pohl’ad sa javia ako bezpecˇne´ konsˇtrukcie. Na druhej strane tento druh chy´b, ktore´ by sa
dali zneuzˇit’ na exploita´ciu programov, je mozˇne´ pomerne jednoducho odhalit’ a odstra´nit’.
Preto sa tento typ zranitel’nosti exploituje pomerne v mensˇom mnozˇstve.
Funkcia printf(), ktora´ ako prvy´ parameter prij´ıma forma´tovac´ı ret’azec, pracuje so
za´sobn´ıkom, a preto moˆzˇe doˆjst’ pri nespra´vnom pouzˇit´ı k vzniku bezpecˇnostnej diery v pro-
grame. Funkcia postupne pri svojom zavolan´ı vlozˇ´ı na za´sobn´ık parametre v opacˇnom po-
rad´ı, to znamena´, zˇe na vrchole za´sobn´ıka sa bude nacha´dzat’ samotny´ forma´tovac´ı ret’azec
a na dne miesta zabrane´ho da´tami funkcie bude ulozˇeny´ posledny´ parameter. V pr´ıpade,
zˇe bude vo forma´tovacom ret’azci pozˇadovany´ch viac hodnoˆt parametrov ako je funkcii
predany´ch, funkcia pouzˇije adresu da´t zo za´sobn´ıka, ktore´ by tomuto parametru odpove-
dali v pr´ıpade, keby bol parameter zadany´. To znamena´, zˇe funkcia by zap´ısala pr´ıpadne
precˇ´ıtala da´ta z pama¨ti, ktora´ jej nepatr´ı. Ta´to vlastnost’ sa da´ vyuzˇit’ na vykonanie
sˇkodlivy´ch akci´ı. Avsˇak pocˇet parametrov nie je mozˇne´ bezˇne dynamicky menit’, tak bude
nutne´ pouzˇit’ iny´ pr´ıstup.
Pra´ca funkcie printf(), pr´ıpadne sprintf() s forma´tovac´ım ret’azcom spocˇ´ıva v tom,
zˇe cˇ´ıta forma´tovac´ı ret’azec po znaku. Ak naraz´ı na norma´lny znak, ktory´ nie je forma´tovac´ım
znakom, prep´ıˇse tento znak jednoducho na vy´stup. V pr´ıpade, zˇe sa jedna´ o forma´tovac´ı
znak, obycˇajne zacˇ´ınaju´ci znakom %, pomocou argumentu na za´sobn´ıku vykona´ zodpove-
daju´cu akciu. Ako bolo spomenute´ vysˇsˇie, tento argument sa nemus´ı na za´sobn´ıku nacha´dzat’,
cˇo spoˆsobuje potencia´lne miesto na zranitel’nost’ programu.
V pr´ıpade, zˇe sa nacha´dza chyba napadnutel’na´ ty´mto spoˆsobom v programe, moˆzˇe
u´tocˇn´ık pomocou forma´tovac´ıch ret’azcov precˇ´ıtat’ da´ta z l’ubovol’ne´ho miesta v pama¨ti,
pr´ıpadne vykonat’ za´pis do l’ubovol’ne´ho miesta v pama¨ti. Najza´kladnejˇsou chybou, ktoru´ je
mozˇne´ zneuzˇit’ na u´tok pomocou forma´tovacieho ret’azca je, ak funkcii printf() preda´me
ako parameter priamo samotny´ ret’azec ako forma´tovac´ı ret’azec printf(string), ktory´
sa ma´ tlacˇit’ a nepreda´me iba odkaz na tento ret’azec printf(”%s”,string). Z hl’adiska
za´kladnej funkcie sa javia oba spoˆsoby ako ekvivalentne´, avsˇak v pr´ıpade, zˇe tlacˇeny´ ret’azec
obsahuje forma´tovacie znaky, nevytlacˇia sa, ale zo za´sobn´ıka sa precˇ´ıta zodpovedaju´ca hod-
nota parametra, pr´ıpadne sa na adresu z´ıskanej zo za´sobn´ıka zap´ıˇsu da´ta.
2.3 Pretecˇenie cˇ´ısel (Integer Overflow)
Zranitel’nost’ spoˆsobena´ pretecˇeny´m cˇ´ısel typu integer je spoˆsobena´ ty´m, zˇe cˇ´ısla maju´
presne definovany´ rozsah hodnoˆt. Minima´lna a maxima´lna hodnota vel’kosti da´tove´ho typu
integer je za´visla´ na architektu´re, v ktorej dany´ program bezˇ´ı. Zranitel’nost’ vyply´vaju´ca
z pretecˇenia cˇ´ıselne´ho da´tove´ho typu je spoˆsobena´ nepozornost’ou a nezohl’adnen´ım, zˇe
da´tovy´ typ ma presne definovane´ minimum a maximum. Podrobnejˇsie informa´cie je mozˇne´
cˇerpat’ z [2], odkial’ vycha´dzala aj ta´to podkapitola. Zranitel’nost’ spoˆsobenu´ cˇ´ıslami je mozˇne´
rozdelit’ do sˇtyroch cˇast´ı:
• Pretecˇenie (overflow) – moˆzˇe nastat’ v pr´ıpade, zˇe vy´sledok cˇ´ıselnej opera´cie, ktory´
sa ma´ ulozˇit’ do premennej, je va¨cˇsˇ´ı ako maxima´lna hodnota da´tove´ho typu pre-
mennej. To spoˆsob´ı, zˇe hodnota pretecˇie a v premennej bude ulozˇena´ nezmyselna´
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hodnota. Tento jav moˆzˇe spoˆsobit’ nepredv´ıdatel’ne´ chovanie programu a taktiezˇ pred-
stavuje bezpecˇnostne´ riziko. V su´cˇasnosti je ta´to chyba vyuzˇ´ıvana´ na exploitovanie
v najva¨cˇsˇom mnozˇstve.
• Podtecˇenie (underflow) – opacˇny´ pr´ıpad ako pretecˇenie, nasta´va, ak je vy´sledok
cˇ´ıselnej opera´cie mensˇ´ı ako minimum da´tove´ho typu. Toto spoˆsob´ı, zˇe vy´sledok pretecˇie
a jeho hodnota nebude bl´ızka minimu da´tove´mu typu ale naopak, bude sa nacha´dzat’
v maxima´lnej cˇasti rozsahu. Tento typ je zriedkavejˇs´ı ako pretecˇenie, pretozˇe sa vy-
skytuje len pri odcˇ´ıtavan´ı cˇ´ısel.
• Chyba konverzie znamienka (sign conversion error) – chyba spoˆsobena´ ty´m,
zˇe cˇ´ıslo bez znamienka je reprezentovane´ ako cˇ´ıslo so znamienkom, pr´ıpadne naopak.
Toto spoˆsob´ı, zˇe cˇ´ıslo ma u´plne inu´ hodnotu ako je predpokladane´. Pretozˇe typicky
sa na reprezenta´ciu cˇ´ısel so znamienkom pouzˇ´ıva dvojkovy´ doplnok, kde MSB (Most
significant bit) predstavuje znamienko cˇ´ısla. V pr´ıpade, zˇe budeme toto cˇ´ıslo repre-
zentovat’ ako cˇ´ıslo bez znamienka, jeho hodnota moˆzˇe byt’ neocˇaka´vana´.
• Chyba zaokru´hl’ovania (truncation error) – chyba spoˆsobena´ priraden´ım cˇ´ısla
s da´tovy´m typom s va¨cˇsˇ´ım rozsahom do premennej s mensˇ´ım rozsahom. V urcˇity´ch
pr´ıpadoch sa moˆzˇe stat’, zˇe niektore´ bity cˇ´ısla budu´ zahodene´ a nebudu´ sa brat’ do
u´vahy. To spoˆsob´ı stratu cˇasti da´t a taktiezˇ moˆzˇe slu´zˇit’ ako bod zneuzˇitel’ny´ pri u´toku
na program.
2.4 Zhrnutie
Ta´to kapitola obsahuje popis za´kladny´ch exploitacˇny´ch techn´ık a z cˇasti aj mozˇnu´
obranu proti nim. Z ty´chto informa´cii sa vycha´dzalo pri na´vrhu aplika´cie, umozˇnˇuju´cej
detekciu ty´chto slaby´ch miest programov. Detaily na´vrhu budu´ pop´ısane´ v nasleduju´cich
kapitola´ch.
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Kapitola 3
Na´vrh a implementa´cia
Nasleduju´ca kapitola bude pojedna´vat’ o samotnom na´vrhu analyza´tora ko´du, posta-
vene´ho na statickej analy´ze a jeho implementa´cii. Pozornost’ bude zamerana´ najma¨ na
sˇtruktu´ru programu, komunika´ciu medzi objektmi v programe a podrobnejˇs´ı opis jednot-
livy´ch cˇast´ı.
3.1 Staticka´ analy´za
Staticka´ analy´za nevykona´va samotny´ testovany´ program v zmysle strojove´ho ko´du, ale
su´stred´ı sa len na analy´zu zdrojove´ho ko´du a zber informa´ci´ı o programe. Staticka´ analy´za
sa pouzˇ´ıva hlavne na testovanie spra´vnosti programov, ale je ju mozˇne´ pouzˇit’ aj napr´ıklad
pri optimaliza´cii.
Vy´hody statickej analy´zy:
• Staticka´ analy´za umozˇnˇuje spracova´vat’ cˇasto aj vel’mi rozsiahle programy.
• Na jej vykonanie nie su´ potrebne´ vsˇetky knizˇnice programu, vstupy a vy´stupy pr´ıpadne
vsˇetky programove´ moduly.
Nevy´hody:
• Pri analy´ze sa produkuje pomerne vel’ke´ mnozˇstvo falosˇny´ch hla´sen´ı.
• Prida´van´ım novy´ch typov chybovy´ch analy´z vedie k d’alˇsiemu zvy´sˇeniu mnozˇstva
falosˇny´ch hla´sen´ı.
• Staticke´ analyza´tory su´ obycˇajne sˇpecializovane´ na urcˇity´ typ proble´mov.
Tento kra´tky popis zobrazil za´kladne´ informa´cie o statickej analy´ze, ktore´ boli cˇerpane´
najma¨ z [11].
3.2 Sˇtruktu´ra programu
Analyza´tor sa sklada´ z troch za´kladny´ch jednotiek a to konkre´tne lexika´lny analyza´tor,
syntakticko-se´manticky´ analyza´tor a bezpecˇnostny´ analyza´tor. Kazˇdy´ z ty´chto modulov ana-
lyzuje zdrojovy´ ko´d vstupne´ho programu na roˆznych u´rovniach. Spolu s ty´mito za´kladny´mi
jednotkami sa v programe nacha´dzaju´ aj pomocne´ moduly, ktore´ abstrahuju´ roˆzne vlastnosti
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vstupny´ch zdrojovy´ch programov, aby sa s nimi dalo pracovat’ v programe na vysˇsˇej u´rovni.
Hlavny´m pomocny´m modulom je takzvana´ tabul’ka funkci´ı, ktora´ zabezpecˇuje nosnu´ da´tovu´
sˇtruktu´ru na uchova´vanie informa´cii o programoch. Tabul’ka funkci´ı je pouzˇ´ıvana´ vsˇetky´mi
analyzacˇny´mi jednotkami programu, ale kazˇdy´ modul k nej pristupuje iny´m spoˆsobom,
preto bude tabul’ka podrobnejˇsie pop´ısana´ ako prva´ v nasleduju´cej podkapitole. Dˇalej bude
nasledovat’ popis jednotlivy´ch vy´konny´ch modulov v porad´ı, v akom nasleduje ich cˇinnost’
pri analy´ze programu.
Detailne´ podrobnosti o kazˇdom z modulov budu´ postupne uvedene´ v nasleduju´cich
podkapitola´ch.
3.3 Tabul’ka funkci´ı
Tabul’ka funkci´ı, ako uzˇ bolo spomenute´, zabezpecˇuje ulozˇenie a spra´vu informa´ci´ı abs-
trahovany´ch zo vstupne´ho su´boru. Jedna´ sa o pomerne rozsiahlu da´tovu´ sˇtruktu´ru, pretozˇe
k analy´ze programu je potrebne´ vyabstrahovat’ vel’ke´ mnozˇstvo u´dajov, ktory´ch pocˇet nie je
dopredu zna´my. Z tohto doˆvodu je potrebne´ tabul’ku vytva´rat’ dynamicky na halde. Ty´mto
sa zabezpecˇ´ı aj jej efekt´ıvne preda´vanie medzi jednotlivy´mi modulmi, ked’zˇe bude pre kazˇdu´
insˇtanciu programu vytvorena´ iba jedenkra´t a medzi modulmi bude preda´vana´ iba vo forme
odkazu.
Tabul’ka funkci´ı v programe zabezpecˇuje taktiezˇ udrzˇiavanie kontextu analy´zy programu,
kde je mozˇne´ zistit’ a nastavit’ aktua´lnu pracovnu´ funkciu. Tento spoˆsob umozˇnˇuje oddelenie
pr´ıstupu k jednotlivy´m funkcia´m a tak moˆzˇu mat’ funkcie oddelene´ mnozˇiny premenny´ch
a nebude docha´dzat’ k prepisovaniu informa´cii o premenny´ch s rovnaky´m na´zvom, ktore´ sa
vo vstupnom su´bore nacha´dzaju´ v rozdielnych funkcia´ch. V su´vislosti s kontextom analy´zy
udrzˇuje tabul’ka funkci´ı aj informa´cie o aktua´lne spracu´vanom su´bore.
3.3.1 Implementa´cia tabul’ky funkci´ı
Tabul’ka je v programe implementovana´ pomocou viacery´ch tried. Hlavnou nadradenou
triedou je trieda s na´zvom programFunctions. Ta´to trieda predstavuje najvysˇsˇiu abstrak-
ciu informa´ci´ı, pretozˇe obsahuje rozhranie na jednotnu´ pra´cu s informa´ciami o funkcia´ch.
Na za´klade ulozˇene´ho kontextu o pracovnom su´bore a funkcii, umozˇnˇuje prida´vanie sym-
bolu k funkcii, nastavenie na´vratovej hodnoty a parametrov funkcie alebo pridanie pr´ıkazu
k funkcii. Na za´klade tohto pr´ıstupu sa programa´tor v moduloch, ktore´ inicializuju´ tabul’ku
funkci´ı, nemus´ı zaoberat’, do ktorej funkcie ma´ informa´ciu pridat’, pretozˇe o toto sa stara´
ulozˇeny´ kontext, ktory´ je mozˇne´ zmenit’ z l’ubovol’ne´ho modulu programu. Napr´ıklad kon-
text o pracovnom su´bore sa men´ı v lexika´lnom analyza´tore a kontext pracovnej funkcie je
prestavovany´ azˇ v syntakticko-se´mantickom analyza´tore. Nosny´m prvkom tejto triedy je STL
kontajner typu map, ktory´ predstavuje urcˇity´ typ asociat´ıvneho pol’a, kde kl’´ucˇom je na´zov
funkcie a hodnotou je ukazatel’ na objekt triedy functionStatementList. To znamena´, zˇe
trieda programFunctions obsahuje hlavne interne´ informa´cie urcˇene´ na jednoduchsˇiu pra´cu
s funkciami. Okrem toho obsahuje a spravuje aj globa´lnu tabul’ku symbolov programu, kde
su´ ulozˇene´ premenne´ dostupne´ zo vsˇetky´ch funkci´ı.
Spomenuta´ trieda functionStatementList tvor´ı v triednej hierarchii tabul’ky funkci´ı
druhu´ abstraktnu´ u´rovenˇ. Hlavnou u´lohou tejto triedy je ulozˇenie informa´ci´ı o jednej kon-
kre´tnej funkcii. Podobne ako nadradena´ trieda programFunctions, obsahuje ta´to trieda
interne´ informa´cie o funkcii a nie konkre´tne hodnoty. Ciel’om tejto triedy je zjednodusˇit’
pra´cu s podradeny´mi cˇiastkovy´mi tabul’kami, z ktory´ch sa tabul’ka funkci´ı sklada´. Preto ta´to
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trieda obsahuje odkazy na objekty spravuju´ce sˇtyri elementa´rne tabul’ky, ktore´ tvoria jeden
abstraktny´ celok. A to konkre´tne tabul’ka symbolov, tabul’ka parametrov funkcie, tabul’ka
pr´ıkazov funkcie a tabul’ka udrzˇiavaju´ca zoznam na´jdeny´ch chy´b vo funkcii. V nasleduju´cich
podkapitola´ch si tieto cˇiastkove´ tabul’ky podrobnejˇsie pop´ıˇseme.
Tabul’ka symbolov a parametrov funkcie je implementovana´ triedou symbolTable. Ta´to
trieda spravuje za´znamy o jednotlivy´ch premenny´ch, respekt´ıve parametroch funkcie. Sa-
motna´ implementa´cia je postavena´ podobne ako v triede programFunctions na STL kon-
tajneri map, kde je asociat´ıvnym kl’´ucˇom na´zov premennej alebo parametra a hodnotou je
ukazatel’ na objekt triedy semanticDetails.
Trieda semanticDetails predstavuje jednu z najnizˇsˇ´ıch tried v hierarchii tabul’ky funkci´ı,
pretozˇe obsahuje konkre´tne u´daje o danom symbole. Medzi konkre´tne u´daje napr´ıklad patr´ı
da´tovy´ typ symbolu, jeho vel’kost’, aktua´lna hodnota vyuzˇitia tejto vel’kosti alebo pr´ıznak
pretecˇenia. Vsˇetky tieto elementy je mozˇne´ nastavovat’, zmenit’ a z´ıskat’ z nadradenej triedy
symbolTable.
Tabul’ka pr´ıkazov funkcie vycha´dza z triedy statementTable. Oproti tabul’ke symbolov
je implementa´cia tejto tabul’ky podstatne zlozˇitejˇsia, pretozˇe pr´ıkazy maju´ v jazyku C roˆznu
syntax a se´mantiku a proble´m taktiezˇ spoˆsobuje, zˇe na mieste parametrov vo funkcii moˆzˇe
byt’ opa¨t’ volanie funkcie. Trieda statementTable preto obsahuje iba STL kontajner typu
vector, ktory´ uchova´va odkazy na objekty triedy statementDetails, ktore´ predstavuju´
samotne´ pr´ıkazy.
Trieda statementDetails uzˇ obsahuje konkre´tnejˇsie informa´cie o samotnom pr´ıkaze.
Uchova´va hodnotu urcˇuju´cu riadok, na ktorom sa dany´ pr´ıkaz nacha´dza vo vstupnom
su´bore, taktiezˇ uchova´va na´zov funkcie, pr´ıpadne interny´ na´zov pr´ıkazu a implementuje
rozhranie k spra´ve zoznamu parametrov pr´ıkazu. Zoznam parametrov pr´ıkazu je implemen-
tovany´ pomocou STL kontajnera typu vector, ktory´ uchova´va ukazatele na objekty triedy
statementParams.
Trieda statementParams uzˇ spravuje konkre´tne u´daje o parametri pr´ıkazu funkcie.
Rozliˇsuje typ parametra, jeho hodnotu, vel’kost’, v pr´ıpade, zˇe je parametrom volanie funk-
cie, obsahuje ukazatel’ na objekt reprezentuju´ci volanu´ funkciu, ktory´ je insˇtanciou triedy
statementDetails. Z toho vyply´va, zˇe je mozˇne´ v programe vytvorit’ l’ubovol’ne´ mnozˇstvo
zanoren´ı volania funkci´ı. Taktiezˇ je mozˇne´ vycˇ´ıslovat’ vy´razy v parametroch pr´ıkazu aj ked’
obsahuju´ volanie funkcie. Podrobnosti o problematike volania funkci´ı v parametri funkcie
budu´ podrobnejˇsie ozrejmene´ v kapitole 3.6.2.
Poslednou tabul’kou dotva´raju´cou implementa´ciu triedy functionStatementList je ele-
menta´rna tabul’ka na´jdeny´ch chy´b a proble´mov vo funkcii. Jedna´ sa o jednoduchsˇiu tabul’ku,
ktora´ uchova´va zoznam na´jdeny´ch chy´b vo funkcii implementovany´ pomocou STL kontaj-
nera vector. V tomto zozname su´ ulozˇene´ detaily o jednotlivy´ch chyba´ch spravovane´ triedou
errorInfo, ktora´ uchova´va hodnoty ako cˇ´ıslo riadka vo vstupnom programe, kde sa chyba
odohrala, triedu chyby a detail pr´ıkazu, kde sa chyba vyskytla. Hlavny´m doˆvodom ukla-
dania si informa´cii o chyba´ch a nevypisovanie chyby priamo pri jej detekcii je zotriedenie
detailov o chyba´ch do pr´ıvetivejˇsej podoby pre uzˇ´ıvatel’a a ich vy´pis azˇ po skoncˇen´ı celej
analy´zy.
Vy´sledkom opisu nacha´dzaju´com sa v tejto podkapitole je sˇtruktu´ra tabul’ky funkci´ı
zobrazenej na obra´zku cˇ´ıslo 3.1. Ta´to hierarchicka´ sˇtruktu´ra umozˇnˇuje nacˇ´ıtat’ potrebne´
u´daje zo su´boru na jeden prechod su´borom, cˇo bolo hlavny´m doˆvodom tohto na´vrhu ukla-
dania da´t. Na´vrh taktiezˇ poskytuje mozˇnost’ pracovat’ z externy´mi hlavicˇkovy´mi su´bormi,
odkial’ budu´ nacˇ´ıtane´ d’alˇsie funkcie testovane´ho programu. Opacˇny´m pr´ıpadom k tomuto
pr´ıstupu by bolo vyhl’ada´vanie chy´b priamo za behu lexika´lnej a syntakticko-se´mantickej
17
analy´zy, avsˇak v tom pr´ıpade by musel byt’ cely´ su´bor precˇ´ıtany´ niekol’kona´sobne. Z tohto
doˆvodu bol zvoleny´ pomerne zlozˇitejˇs´ı pr´ıstup, ktory´ je na druhej strane efekt´ıvnejˇs´ı.
V nasleduju´cej kapitole bola op´ısana´ za´kladna´ da´tova´ sˇtruktu´ra analyzacˇne´ho programu,
d’alˇsie podrobnosti o pra´ci s touto sˇtruktu´rou budu´ vysvetlene´ v pr´ıslusˇny´ch kapitola´ch
jednotlivy´ch modulov.
Zoznam funkcií
Tabuľka funkcií
Globalna tabuľka symbolov
Pom
ocn
é in
form
ácie
Názov funkcie
Zoznam funkcí
Detaily funkcie
Tabuľka symbolov
Detaily funkcie
Tabuľka parametrov
Tabuľka príkazov
Tabuľka chýb
Názov
premennej
Tabuľka symbolov
Detail
Názov
premennej Detail
....
Názov
parametra
Tabuľka parametrov
Detail
Názov
parametra Detail
....
Názov
premennej
Glob. tabuľka symbolov
Detail
Názov
premennej Detail
....
Trieda
chyby
Tabuľka chýb
Detail
Trieda
chyby Detail
....
Názov
príkazu
Tabuľka príkazov
Zoznam
parametrov
Názov
príkazu
Zoznam
parametrov
....
Obra´zek 3.1: Sˇtruktu´ra tabul’ky funkci´ı
3.4 Lexika´lny analyza´tor
Lexika´lny analyza´tor je jediny´ modul, ktory´ pricha´dza do kontaktu so zdrojovy´m ko´dom
testovane´ho programu. Jeho za´kladnou u´lohou je cˇ´ıtanie vstupne´ho su´boru po znakoch,
pricˇom je potrebne´ precˇ´ıtat’ tol’ko znakov, aby bolo mozˇne´ rozpoznat’ d’alˇs´ı lexika´lny sym-
bol, cˇasto nazy´vany´ aj lexe´m alebo token. Lexika´lny analyza´tor je implementovany´ vo funkcii
yylex, ktora´ u´zko spolupracuje so syntakticko-se´manticky´m analyza´torom. Princ´ıp ich ko-
munika´cie je vyobrazeny´ na obra´zku cˇ´ıslo 3.2. Lexika´lny analyza´tor by mohol byt’ implemen-
tovany´ aj priamo v syntakticko-se´mantickom analyza´tore, avsˇak tento pr´ıstup by spoˆsobil, zˇe
implementa´cia analyza´tora by bola niekol’kona´sobne na´rocˇnejˇsia a menej efekt´ıvna. Z tohto
doˆvodu bola zvolena´ mozˇnost’, kedy je lexika´lny analyza´tor implementovany´ externe a nie
je su´cˇast’ou syntakticko-se´manticke´ho analyza´tora.
Ked’zˇe lexika´lny analyza´tor je jediny´ modul programu pracuju´ci s textom vstupne´ho pro-
gramu, vykona´va aj d’alˇsie doplnkove´ funkcie okrem rozpozna´vania lexe´mov. Medzi dopln-
kove´ funkcie napr´ıklad patr´ı odstranˇovanie medzier, oddel’ovacˇov a komenta´rov z nacˇ´ıtane´ho
su´boru. Lexika´lny analyza´tor taktiezˇ spracu´va makra´ preprocesora. Medzi makra´ preproce-
sora podporovane´ analyza´torom patr´ı direkt´ıva #include, ktora´ umozˇnˇuje do su´boru vlozˇit’
externy´ hlavicˇkovy´ su´bor. Na´zov vlozˇene´ho su´boru sa ulozˇ´ı pocˇas analy´zy su´boru a po jej
skoncˇen´ı zacˇne analy´za su´boru vlozˇene´ho direkt´ıvou #include. K d’alˇsej doplnkovej funkcii
lexika´lneho analyza´tora patr´ı zist’ovanie cˇ´ısla riadka, na ktorom sa lexe´m nacha´dza.
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Lexika´lny analyza´tor ma´ samozrejme pr´ıstup aj k tabul’ke funkci´ı, kde je jeho hlav-
nou u´lohou menit’ kontext pracovne´ho su´boru na za´klade na´zvu aktua´lne spracova´vane´ho
vstupu.
Za´kladne´ informa´cie o lexika´lnom analyza´tore boli cˇerpane´ z [1]. Konkre´tna imple-
menta´cia lexika´lneho analyza´tora do analyzacˇne´ho modulu programu bola tvorena´ pomo-
cou na´stroja Flex, ktore´ho princ´ıp bude pop´ısany´ v nasleduju´cej podkapitole. Taktiezˇ bude
spomenuta´ aj trieda lexicalToken, ktora´ tvor´ı spojovaciu cˇast’ s syntakticko-se´manticky´m
analyza´torom.
Lexikálny analyzátor
yylex()
Syntaktický analyzátor
yyparse()
Zdrojový kód
1. Požiadavka na nový token
2. Načítanie tokenu zo súboru
3. Zaslanie nového tokenu
Obra´zek 3.2: Sche´ma komunika´cie medzi lexika´lnym a syntakticko - se´manticky´m ana-
lyza´torom
3.4.1 Flex
Flex je open-source implementa´ciou unixove´ho na´stroja lex. To znamena´, zˇe je to na´stroj
slu´zˇiaci na generovanie lexika´lneho analyza´tora (scanner) na za´klade forma´lneho popisu
jazyka. Scanner je program, ktory´ rozpozna´va lexika´lne vzory v texte a zoskupuje ich do
pru´du tokenov.
Proces pri tvorbe analyza´tora pomocou na´stroja Flex spocˇ´ıva v defin´ıcii forma´lneho
jazyka pomocou regula´rnych vy´razov. Na za´klade vstupne´ho definicˇne´ho su´boru vytvor´ı
Flex ko´d v jazyku C pr´ıpadne C++. V samotnom ko´de programu je sˇpecifikovany´ forma´lny
jazyk prij´ımany´ konecˇny´m automatom.
Vstupny´ su´bor pre flex pozosta´va z 3 cˇast´ı. Ma´ nasleduju´cu sˇtruktu´ru:
Definı´cie
%%
Pravidla´
%%
Uzˇı´vatel’sky´ ko´d
Kde:
• Defin´ıcie – cˇast’ obsahuju´ca uzˇ´ıvatel’ske´ defin´ıcie premenny´ch pouzˇ´ıvany´ch v de-
finicˇnom su´bore. Uzˇ´ıvatel’ ma´ mozˇnost’ na tomto mieste definicˇne´ho su´boru vlozˇit’ aj
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makra´ preprocesora, ktore´ budu´ pregenerovane´ do vy´stupne´ho ko´du. Ta´to cˇast’ tak-
tiezˇ moˆzˇe obsahovat’ deklara´ciu premenny´ch, ktore´ budu´ pouzˇ´ıvane´ vo vygenerovanom
ko´de.
• Pravidla´ – nosna´ cˇast’ vstupne´ho definicˇne´ho su´boru obsahuju´ca defin´ıcie jednot-
livy´ch lexe´mov pomocou regula´rnych vy´razov a k nim odpovedaju´ce akcie. Na za´klade
ty´chto akci´ı posiela lexika´lny analyza´tor tokeny syntakticko-se´manticke´mu analyza´toru.
• Uzˇ´ıvatel’sky´ ko´d – v tejto sekcii ma´ uzˇ´ıvatel’mozˇnost’ definovat’ vlastny´ ko´d, napr´ıklad
pomocne´ funkcie pouzˇ´ıvane´ v akcia´ch pravidiel.
3.4.2 Definicˇny´ su´bor pre Flex
Definicˇny´ su´bor pouzˇity´ na vygenerovanie lexika´lneho analyza´tora bol vytvoreny´ na
za´klade vol’ne dostupne´ho definicˇne´ho ko´du [3] pre jazyk ANSI C, ktory´ bol prepraco-
vany´ podl’a potreby syntakticko-se´manticke´ho analyza´tora. Oproti vzorove´mu ko´du pre
ANSI C boli vytvorene´ pre vsˇetky lexe´my nove´ akcie a taktiezˇ bolo nutne´ vytvorit’ sek-
ciu uzˇ´ıvatel’sky´ch funkci´ı.
Pr´ıklad defin´ıcie pravidla pre lexe´m:
{Letter}({Letter}|{Digit})*
{
yylval->tok =
(new lexicalToken(line,yy::token::IDENTIFIER,string(yytext)));
return yy::token::IDENTIFIER;
}
Ta´to konsˇtrukcia definuje akciu v pr´ıpade na´jdenia tokenu vyhodnotene´ho ako identi-
fika´tor, kedy je vytvoreny´ novy´ objekt triedy lexicalToken s nastaveny´mi parametrami
urcˇuju´cimi riadok, typ a na´zov identifika´tora. Trieda lexicalToken je nosna´ trieda na pra´cu
s tokenmi. Podrobnejˇsie bude pop´ısana´ v d’alˇsej kapitole.
Z popisu uvedene´ho v tejto kapitole vyply´va, zˇe cela´ cˇinnost’ lexika´lneho analyza´tora
spocˇ´ıva v rozpoznan´ı tokenu pomocou konecˇne´ho automatu, zapuzdrenie potrebny´ch in-
forma´cii do objektu triedy lexicalToken a zaslanie ukazatela na tento objekt na d’alˇsie
spracovanie.
Vy´sledny´ definicˇny´ ko´d pre Flex je mozˇne´, pre jeho rozsiahlost’, na´jst’ v pr´ılohe na CD.
Dˇalˇsie podrobnosti o pra´ci na´stroja Flex je mozˇne´ na´jst’ v manua´lovy´ch stra´nkach [9].
3.4.3 Trieda lexicalToken
Trieda lexicalToken zabezpecˇuje prenos potrebny´ch informa´ci´ı z lexika´lneho ana-
lyza´tora do syntakticko-se´manticke´ho analyza´tora. Kazˇdy´ lexika´lny token posielany´ z le-
xika´lneho analyza´tora je zapuzdreny´ do objektu tejto triedy. Tento pr´ıstup bol zvoleny´
hlavne kvoˆli jednotnosti pra´ce s tokenmi a k zvy´sˇeniu prehl’adnosti syntakticko-se´manticke´ho
analyza´tora, kde sa s tokenmi d’alej pracuje. V pr´ıpade pouzˇitia viacery´ch da´tovy´ch ty-
pov pre token by bolo pri d’alˇsom spracovan´ı nutne´ vykona´vat’ nadbytocˇne´ kontroly, cˇo by
znizˇovalo efektivitu vy´sledne´ho analyza´tora.
Ta´to trieda umozˇnˇuje ulozˇenie u´dajov ako typ tokenu, vel’kost’, riadok v zdrojovom
programe kde sa token nacha´dza, pr´ıpadne na´zov tokenu, ak sa jedna´ napr´ıklad o konsˇtantu
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alebo identifika´tor. Podrobnosti o d’alˇsom spracovan´ı tokenov budu´ uvedene´ v nasleduju´cej
kapitole 3.5 venovanej syntaktickej a se´mantickej analy´ze.
V tejto kapitole boli zhrnute´ podrobnosti o cˇinnosti lexika´lneho analyza´tora v celkovom
pohl’ade na tvoreny´ bezpecˇnostny´ analyza´tor. Podrobnejˇs´ı popis interakci´ı lexika´lneho ana-
lyza´tora z pohl’adu syntakticko-se´manticke´ho modulu programu budu´ uvedene´ v d’alˇsom
texte.
3.5 Syntakticko-se´manticky´ analyza´tor
Syntakticko-se´manticky´ analyza´tor tvor´ı nosnu´ a za´rovenˇ najrozsiahlejˇsiu cˇast’ cele´ho
analyza´tora. Prima´rnou u´lohou tohto modulu je urcˇit’ kontext programu a na za´klade toho
ukladat’ informa´cie do tabul’ky funkci´ı. Taktiezˇ tento analyza´tor urcˇuje, cˇi vstupny´ ko´d
sp´lnˇa syntakticke´ pravidla´ analyzovane´ho jazyka. Pri tvorbe tohto modulu bol pouzˇity´
na´stroj Bison. Na´stroj Bison si podrobnejˇsie pop´ıˇseme v nasleduju´cej podkapitole.
Syntakticko-se´manticky´ analyza´tor je u´zko prepojeny´ s lexika´lnym analyza´torom, ako je
mozˇne´ vidiet’ na obra´zku 3.2. Zjednodusˇene povedane´, funkcˇnost’ modulu spocˇ´ıva v zhluko-
van´ı pru´du tokenov generovany´ch lexika´lnym modulom do viet, odpovedaju´cich zdrojove´mu
jazyku. Na za´klade tohto rozdelenia do viet, je mozˇne´ zistit’ syntakticku´ spra´vnost’ pro-
gramu. V praxi je ale od syntakticke´ho analyza´tora pozˇadovane´ viac. V nasˇom pr´ıpade je
vy´stupom syntakticke´ho modulu sˇpecia´lna reprezenta´cia ko´du vyextrahovana´ zo vstupne´ho
testovane´ho programu. U na´s tu´to sˇtruktu´ru predstavuje naplnena´ tabul’ka funkci´ı, ktora´
obsahuje iba da´ta skutocˇne potrebne´ na analy´zu zameranu´ na vyhl’ada´vanie zranitel’ny´ch
miest vocˇi exploita´cii.
Opacˇny´m pr´ıstupom pri implementa´cii tohto modulu teoreticky mohlo byt’ spracovanie
zdrojove´ho su´boru ako text. To znamena´, zˇe pru´d tokenov by sa spracova´val sekvencˇne a na
za´klade napr´ıklad konecˇne´ho automatu by sa udrzˇiaval kontext programu. Na za´klade kon-
textu by sa potom analyza´tor rozhodoval pri spracovan´ı a ukladan´ı z´ıskany´ch da´t do tabul’ky
funkci´ı. Tento pr´ıstup by bol oproti implementa´cii komplexne´ho syntakticko-se´manticke´ho
analyza´tora jednoduchsˇ´ı, avsˇak na druhej strane by bola taka´to analy´za pomerne nepresna´,
hlavne pri nie u´plne bezˇny´ch konsˇtrukcia´ch jazyka. Tento pr´ıstup by taktiezˇ neumozˇnˇoval
zistit’ syntakticku´ spra´vnost’ jazyka. Najma¨ z ty´chto pa´dnych doˆvodov bola v programe zvo-
lena´ cesta implementa´cie kompletne´ho syntakticko-se´manticke´ho analyza´tora na za´klade LR
gramatiky jazyka ANSI C pomocou na´stroja Bison. Pomocou tejto implementa´cie je mozˇne´
predspracovat’ urcˇite´ cˇasti ko´du uzˇ pocˇas vlastnej analy´zy. Spracovanie uzˇ pocˇas analy´zy
bolo zvolene´ napr´ıklad pri vy´razoch v jazyku C, kedy analyza´tor vycˇ´ısli cˇo najva¨cˇsˇiu mozˇnu´
cˇast’ vy´razu a ty´m ul’ahcˇ´ı a zry´chli vykona´vanie samotnej bezpecˇnostnej analy´zy.
3.5.1 Bison
Bison je na´stroj sˇ´ıreny´ pod licenciou GNU (General Public License), ktory´ prima´rne
slu´zˇi na tvorbu syntakticke´ho analyza´tora (parser) na za´klade definovanej gramatiky. Bison
vycha´dza z Unixove´ho na´stroja Yacc, s ktory´m sa snazˇ´ı udrzˇat’ cˇo najvysˇsˇiu kompatibilitu.
Vstupom pre Bison je zvycˇajne bezkontextova´ gramatika, najcˇastejˇsie zap´ısana´ formou
BNF (Backus-Naur Form). Vy´sledkom je deterministicky´ parser zalozˇeny´ na za´sobn´ıkovom
automate.
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Sˇtruktu´ra vstupne´ho su´boru:
%{
Prolo´g
%}
Deklara´cie urcˇene´ pre Bison
%%
Gramaticke´ pravidla´
%%
Epilo´g
Kde:
• Prolo´g – poskytuje uzˇ´ıvatel’ovi priestor deklarovat’ typy a premenne´, ktore´ budu´
pouzˇ´ıvane´ v akcia´ch. Taktiezˇ je mozˇne´ na tomto mieste deklarovat’ makra´ prepro-
cesora. V tejto sekcii sa odporu´cˇa deklarovat’ aj globa´lne pouzˇ´ıvane´ funkcie yylex
(lexika´lny analyza´tor) a yyerror (funkcia na vy´pis chybove´ho hla´senia).
• Deklara´cie urcˇene´ pre Bison – naskytaju´ mozˇnost’ deklarovat’ mena´ termina´lov
a nontermina´lov pouzˇ´ıvany´ch v bezkontextovej gramatike. Pri tejto deklara´cii je mozˇ-
nost’ sˇpecifikovat’ napr´ıklad aj prioritu opera´torov a da´tove´ typy se´manticky´ch hodnoˆt
roˆznych symbolov.
• Gramaticke´ pravidla´ – predstavuju´ najdoˆlezˇitejˇsiu cˇast’ vstupne´ho su´boru. V tejto
sekcii je definovana´ bezkontextova´ gramatika, ktora´ urcˇuje ako zostavit’ nontermina´l
z jednotlivy´ch termina´lov. Ako bolo spomenute´, pouzˇ´ıva sa BNF forma.
• Epilo´g – za´verecˇna´ sekcia, kam je mozˇne´ umiestnit’ ake´kol’vek d’alˇsie potrebne´ zdro-
jove´ ko´dy. Najcˇastejˇsie sa v tejto cˇasti definuju´ funkcie, ktore´ boli deklarovane´ v prolo´gu.
V pr´ıpade, zˇe sa k parseru pouzˇ´ıva iba jednoduchy´ obsluzˇny´ program, moˆzˇe sa sem
umiestnit’ cely´ ko´d programu.
Dˇalˇsie podrobnosti o na´stroji Bison je mozˇne´ dohl’adat’ v manua´le [5], odkial’boli cˇerpane´
detaily v tejto kapitole.
3.5.2 Definicˇny´ su´bor pre Bison
Vstupny´ su´bor pre na´stroj Bison bol vytvoreny´ na za´klade vol’ne dostupnej gramatiky [4]
pre jazyk ANSI C. Ta´to gramatika vsˇak nevyhovovala potreba´m analyza´tora, preto bola do
znacˇnej miery upravena´. Taktiezˇ bolo nutne´ vytvorit’ vsˇetky se´manticke´ akcie. Se´manticke´
pravidla´ boli vytvorene´ hlavne pre konsˇtrukcie jazyka C, ktore´ su´ potencia´lnym zdrojom
nebezpecˇenstva.
Pr´ıklad pravidla vo BNF forme:
idList
: newId
| idList COMMA newId
;
Toto pravidlo sˇpecifikuje vsˇetky mozˇnosti redukci´ı, z ktory´ch moˆzˇeme z´ıskat’ nonter-
mina´l idList. Znakom | sa oddel’uju´ jednotlive´ varianty. Uvedene´ pravidlo patr´ı medzi
takzvane´ rekurz´ıvne pravidla´, ked’zˇe vy´sledny´ nontermina´l sa vyskytuje aj na pravej strane
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pravidla. Va¨cˇsˇina pravidiel pre Bison je zvycˇajne rekurz´ıvna, pretozˇe to je jediny´ spoˆsob ako
vyjadrit’ sekvenciu prvkov, ktory´ch je dopredu nezna´my pocˇet. Konkre´tne uvedene´ pravidlo
sˇpecifikuje zoznam identifika´torov oddeleny´ch cˇiarkou, ktory´ moˆzˇe mat’ jeden azˇ N prvkov.
Vy´slednu´ bezkontextovu´ gramatiku pouzˇitu´ pri tvorbe analyza´tora je mozˇne´ na´jst’ v pr´ı-
lohe na CD, pretozˇe sa jedna´ o pomerne rozsiahly su´bor.
3.5.3 Cˇinnost’ syntakticko-se´manticke´ho analyza´tora
Cˇinnost’ syntakticko-se´manticke´ho analyza´tora pozosta´va z cˇ´ıtania tokenov a ukladan´ı
ich spolu s ich se´manticky´mi hodnotami na za´sobn´ık. Ak doˆjde k situa´cii, zˇe posledny´ch N
tokenov je v zhode s pravou stranou niektore´ho z pravidiel, je ty´chtoN tokenov nahradeny´ch
za l’avu´ stranu dane´ho pravidla. Ta´to opera´cia sa nazy´va redukcia. Z tohto popisu vyply´va,
zˇe sa jedna´ o syntakticku´ analy´zu zdola nahor.
Syntakticka´ analy´za zdola nahor sa snazˇ´ı budovat’ derivacˇny´ strom zo vstupne´ho ret’azca
smerom od listov po korenˇ. To znamena´, zˇe redukuje vstupny´ pru´d tokenov na sˇtartovac´ı
symbol definovanej gramatiky. Pri kazˇdom jednom z krokov je nahradeny´ urcˇity´ pocˇet
symbolov za jeden symbol, azˇ pokial’ nie je dosiahnuty´ sˇtartovac´ı symbol, cˇo znacˇ´ı, zˇe vstup
bol syntakticky spra´vny alebo nie je mozˇne´ vykonat’ zˇiadnu redukciu, cˇo je spoˆsobene´ ty´m,
zˇe na vstupe nebol syntakticky spra´vny pru´d tokenov.
Syntakticky´ analyza´tor pracuju´ci meto´dou zdola hore je v nasˇom pr´ıpade zalozˇeny´ na
za´sobn´ıkovom automate. Cely´ schematicky´ tvar je zna´zorneny´ na obra´zku 3.3. Sklada´ sa
z vstupu, vy´stupu, za´sobn´ıka, prechodovej tabul’ky a riadiaceho programu.
Syntaktický analyzátor
yyparse()
Zásobník
Akcie Prechody
Vstup
Termináli-1
Termináli-2
Termináli
Netermináli
Netermináli-1
Netermináli-2
Tokeni Tokeni-1 Tokeni-2 Tokeni-2 Tokeni-3 Tokeni-4
Výstup
Obra´zek 3.3: Sche´ma za´sobn´ıkove´ho automatu
Riadiaci program komunikuje s lexika´lnym analyza´torom a z´ıskava tokeny. Tieto tokeny
zapuzdrene´ do objektu triedy lexicalToken na´sledne uklada´ na za´sobn´ık. Riadiaci program
taktiezˇ kontroluje a porovna´va hodnoty na za´sobn´ıku a na vstupe a na za´klade prechodovej
tabul’ky sa rozhoduje, cˇi v nasleduju´com kroku vykona´ redukciu alebo precˇ´ıta nasleduju´ci
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symbol zo vstupu. V pr´ıpade redukcie sa podl’a tabul’ky vykona´ odpovedaju´ca akcia.
Akcia reprezentuje ko´d, ktory´ bol vlozˇeny´ vo vstupnom su´bore pri generovan´ı pomocou
na´stroja Bison spolu s pravidlom.
Niektore´ doˆlezˇite´ akcie si pop´ıˇseme:
• Funkcia – v pr´ıpade redukcie tokenov tvoriacich defin´ıciu funkcie sa zo za´sobn´ıka
z´ıskaju´ u´daje o na´zve funkcie, type jej na´vratovej hodnoty a taktiezˇ podrobnosti
o na´zvoch a typoch parametrov. Tieto informa´cie su´ na´sledne ulozˇene´ do tabul’ky
funkci´ı a ta´to funkcia je nastavena´ ako pracovna´ funkcia tabul’ky funkci´ı.
• Premenna´ – redukcia premennej je pomerne jednoduchsˇia, pretozˇe stacˇ´ı z´ıskat’ zo
za´sobn´ıka jej typ a ulozˇit’ informa´cie o nej do tabul’ky symbolov aktua´lnej pracovnej
funkcie, pr´ıpadne, ak nie je akt´ıvna zˇiadna funkcia, informa´cie sa ulozˇia do globa´lnej
tabul’ky symbolov.
• Volanie funkcie – opera´cia vykona´vana´ pri volan´ı funkcie je obdobna´ ako pri de-
klara´cii funkcie, to znamena´, zˇe sa zist´ı na´zov funkcie a urcˇia sa hodnoty parametrov.
Pri pra´ci s parametrami je tu avsˇak za´sadny´ rozdiel, pretozˇe parametrom volania funk-
cie moˆzˇe byt’ aj d’alˇsie volanie funkcie. Z toho doˆvodu su´ v tomto pr´ıpade parametre
k funkcii priradene´ rekurz´ıvnym spoˆsobom. Volanie funkcie taktiezˇ moˆzˇe obsahovat’
aritmeticky´ vy´raz. Ako uzˇ bolo spomenute´, vy´raz sa cˇiastocˇne vyhodnocuje priamo pri
vyhodnocovan´ı parametrov ak sa jedna´ o cˇ´ıselne´ hodnoty. Ak vy´raz obsahuje volanie
funkcie, vyhodnot´ı sa iba cˇiastocˇne a ulozˇ´ı sa taktiezˇ do tabul’ky symbolov.
• Opera´cia priradenia – opera´cia kedy je premennej priradena´ hodnota. Najjedno-
duchsˇ´ı variant nasta´va v pr´ıpade, ak je premennej priradena´ hodnota alebo konsˇtanta,
kedy sa tieto symboly ulozˇia zapuzdrene´ do tabul’ky pr´ıkazov. Komplika´cie nastavaju´
v pr´ıpade, zˇe hodnota na pravej strane vy´razu je volanie funkcie alebo vy´raz. Vtedy
sa postupuje tak, ako bolo uvedene´ v predcha´dzaju´com bode.
Po prijat´ı vsˇetky´ch tokenov a vykonan´ı redukci´ı, ktore´ vedu´ do stavu, kedy sa na vrchole
za´sobn´ıka nacha´dza sˇtartovac´ı symbol, je syntakticko-se´manticka´ analy´za u´spesˇne ukoncˇena´
a naplnena´ tabul’ka funkci´ı sa preda´va d’alej na spracovanie. Forma´lne informa´cie o pra´ci
za´sobn´ıkove´ho automatu boli cˇerpane´ z [1].
3.6 Bezpecˇnostny´ analyza´tor
Cˇinnost’ bezpecˇnostne´ho analyza´tora pricha´dza na rad, azˇ ked’ je zdrojovy´ program kom-
pletne se´manticky vyhodnoteny´ a tabul’ka funkci´ı je naplnena´ odpovedaju´cimi hodnotami.
Bezpecˇnostny´ analyza´tor pracuje priamo s naplnenou tabul’kou. Na za´klade hodnoˆt tabul’ky
sa snazˇ´ı odhalit’ potencia´lne nebezpecˇne´ miesta v programe, konkre´tne sa sˇpecializuje na
miesta zranitel’ne´ vocˇi pretecˇeniu pama¨ti, forma´tovac´ım ret’azcom a pretecˇeniu cˇ´ısel.
3.6.1 Princ´ıp priebehu odhal’ovania proble´mov
Za´kladny´ princ´ıp analy´zy je postaveny´ na snahe cˇiastocˇne simulovat’ beh testovane´ho
programu. Nejedna´ sa len o jednoduche´ porovna´vanie vel’kost´ı bufferov, s ktory´mi sa pracuje
vo funkcia´ch, ale na vyhl’ada´vanie proble´mov sa vyuzˇ´ıva aktua´lna obsadenost’ bufferu, ktora´
je odvodena´ z predpokladane´ho behu testovane´ho programu. Simula´cia behu je postavena´
na za´klade volania funkci´ı. V prvej fa´ze vykona´vania behu sa analyza´tor v tabul’ke funkci´ı
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poku´si vyhl’adat’ hlavnu´ funkciu main() a zacˇne vykona´vat’ jej ko´d. Ko´dom rozumieme
cˇiastkovu´ tabul’ku pr´ıkazov, ktoru´ obsahuje tabul’ka funkci´ı ku kazˇdej ulozˇenej polozˇke. Jej
vykona´vanie prebieha sekvencˇne tak, ako boli pr´ıkazy postupne do nej vkladane´. Pocˇas vy-
kona´vania pr´ıkazov sa v pr´ıpade na´jdenia proble´mov ukladaju´ u´daje o na´jdeny´ch problema-
ticky´ch miestach do tabul’ky chy´b spracova´vanej funkcie. V pr´ıpade u´spesˇne´ho dobehnutia
funkcie main(), je cˇinnost’ bezpecˇnostne´ho analyza´tora ukoncˇena´ a modifikovana´ tabul’ka
funkci´ı je pripravena´ na d’alˇsie spracovanie modulom urcˇeny´m na spracovanie chy´b.
V nasleduju´cich podkapitola´ch budu´ strucˇne op´ısane´ vy´znamne´ vlastnosti bezpecˇnost-
ne´ho analyza´tora a proble´my spojene´ s jeho implementa´ciou.
3.6.2 Pra´ca s funkciami
Pra´ca s funkciami tvor´ı nosnu´ cˇast’ bezpecˇnostne´ho analyza´tora. Najproblematickejˇsou
sekciou je preda´vanie na´vratovej hodnoty z funkcie a preda´vanie parametrov, cˇi uzˇ hodnotou
alebo odkazom. Proble´mom je taktiezˇ rekurz´ıvne volanie jednej funkcie, pretozˇe podmienku
konca rekurzie nie je mozˇne´ v statickej analy´ze komplexne zistit’.
Preda´vanie parametrov a na´vratovej hodnoty bolo vyriesˇene´ pouzˇit´ım loka´lneho za´-
sobn´ıka, do ktore´ho su´ ulozˇene´ odkazy na zapuzdrene´ premenne´ a na´sledne po prepnut´ı
kontextu do inej funkcie, su´ tieto parametre nakop´ırovane´ zo za´sobn´ıka vo volanej funkcii.
Tento princ´ıp umozˇnˇuje preda´vat’ medzi funkciami l’ubovol’ny´ pocˇet parametrov roˆznych
typov. Obdobny´ postup je pouzˇity´ aj pri na´vrate z funkcie s ty´m rozdielom, zˇe vo funkcii,
do ktorej sa vracia kontext, sa u parametrov urcˇuje, cˇi sa jedna´ o volanie hodnotou alebo
odkazom a na za´klade tejto vlastnosti sa bud’ ponechaju´ hodnoty loka´lnych premenny´ch
funkcie, alebo je zmenena´ hodnota premennej na za´klade hodnoty parametra.
Proble´m rekurz´ıvneho volania funkcie v testovanej funkcii, ktore´ by v analyza´tore spoˆ-
sobilo vykona´vanie nekonecˇne´ho cyklu volania tej istej funkcie, bolo tiezˇ vyriesˇene´ vyuzˇit´ım
loka´lneho za´sobn´ıka, ked’ sa do neho uklada´ postupnost’ volan´ı funkcie. V pr´ıpade zistenia
spomenute´ho rekurz´ıvneho volania funkcie na za´sobn´ıku je d’alˇsie volanie zrusˇene´ a po-
kracˇuje sa d’alej vo vykona´van´ı programu.
Sˇpecia´lnym typom funkci´ı su´ zna´me funkcie nedefinovane´ priamo v programe pro-
grama´torom, ale funkcie zo sˇtandardnej knizˇnice jazyka C, u ktory´ch moˆzˇe pr´ıst’ k pretecˇeniu
v pama¨ti, s ktorou pracuju´. Na pra´ci s ty´mito funkciami je postavena´ analy´za pretecˇenia
pama¨ti.
Spomenute´ kriticke´ funkcie a spoˆsob ich kontroly si pop´ıˇseme:
• scanf() – funkcia cˇ´ıtaju´ca da´ta zo sˇtandardne´ho vstupu, ukladaju´ca ich na za´klade
zadany´ch parametrov do odpovedaju´cich premenny´ch. Pre na´s je najza´sadnejˇs´ı para-
meter %s vo forma´tovacej cˇasti funkcie, ktory´ sa snazˇ´ı do odpovedaju´cej premennej,
zadane´ho ako d’alˇs´ı parameter funkcie, nacˇ´ıtat’ ret’azec zakoncˇeny´ bielym znakom. Pri
spracovan´ı tejto funkcie v analyza´tore je kladeny´ doˆraz najma¨ na spra´vne nastavenie
vlastnost´ı premenny´ch zadany´ch ako parametre. V pr´ıpade parametra %s je hla´sene´
pretecˇenie, pretozˇe moˆzˇe byt’ na vstup zadane´ l’ubovol’ne´ mnozˇstvo znakov. Na druhej
strane, ak je zadany´ parameter %Xs kde X je cˇ´ıselna´ hodnota uda´vaju´ca maxima´lny
pocˇet cˇ´ıtany´ch znakov, porovna´va sa tento pocˇet s vel’kost’ou pridelenej pama¨ti odpo-
vedaju´cej premennej, do ktorej sa maju´ da´ta ulozˇit’.
• gets(), fgets() – funkcie nacˇ´ıtavaju´ce ret’azce, ukoncˇene´ koncom riadka alebo zna-
kom konca su´boru, zo sˇtandardne´ho vstupu, pr´ıpadne v pr´ıpade fgets() zo su´boru.
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Ako jeden z parametrov prij´ımaju´ maxima´lnu d´lzˇku nacˇ´ıtavane´ho ret’azca. Ta´to hod-
nota sa porovna´va s vel’kost’ou pama¨ti, ktora´ je priradena´ premennej zadanej ako d’alˇs´ı
parameter. Ty´mto spoˆsobom moˆzˇeme zistit’, cˇi pri volan´ı ty´chto funkci´ı moˆzˇe doˆjst’
k pretecˇeniu.
• printf(),fprintf() – funkcie slu´zˇiace na za´pis hodnoˆt na vy´stup programu, cˇi uzˇ
sˇtandardny´ vy´stup v pr´ıpade printf(), alebo vy´stup do su´boru v pr´ıpade fprintf().
Ako bolo spomenute´ v kapitole 2.2, moˆzˇe v ty´chto funkcia´ch pr´ıst’ k u´toku pomocou
forma´tovac´ıch ret’azcov. Analyza´tor pri kontrole ty´chto funkci´ı kontroluje, cˇi je zadany´
forma´tovac´ı ret’azec spra´vne zadany´ ako konsˇtanta. Ak je zadany´ forma´tovac´ı ret’azec
vo forme premennej, je hla´sene´ potencia´lne nebezpecˇne´ miesto v programe.
• strcpy(), strncpy() – funkcie slu´zˇiace na kop´ırovanie ret’azcov medzi dvoma blokmi
pama¨ti. Prvy´ variant sa snazˇ´ı kop´ırovat’ cely´ zdrojovy´ ret’azec do pama¨te urcˇenej
ukazatel’om zadany´m ako druhy´ parameter vra´tane koncove´ho znaku /0. Druhy´ va-
riant kop´ıruje iba prvy´ch N znakov zdrojove´ho ret’azca, kde N je urcˇene´ ako tret´ı
parameter. Pri tomto kop´ırovan´ı moˆzˇe taktiezˇ doˆjst’ k pretecˇeniu pama¨ti, ak je ob-
jem kop´ırovany´ch da´t va¨cˇsˇ´ı ako vel’kost’ ciel’ove´ho bloku pama¨ti. Zist’ovanie proble-
maticky´ch miest v tomto pr´ıpade prebieha porovna´van´ım vel’kost´ı ciel’ovej pama¨ti
s aktua´lnou obsadenost’ou zdrojovej pama¨ti. Tiezˇ sa berie do u´vahy aj pr´ıznak pre-
tecˇenia v zdrojovej premennej. V tejto funkcii sa pracuje aj s posunmi ukazatel’ov,
ked’ nie je pama¨t’ kop´ırovana´ od svojho zacˇiatku. Podrobnosti o posunoch ukazatel’ov
budu´ uvedene´ v kapitole 3.6.5.
• strcat(), strncat() – funkcie slu´zˇiace na zret’azenie dvoch ret’azcov. Podobne ako
u funkci´ı strcpy() a strncpy() prij´ımaju´ ako parametre zdrojovy´ ret’azec a ukaza-
tel’ na ciel’ovy´ ret’azec. Vo variante strncpy() je d’alˇs´ım parametrom pocˇet znakov
zo zdrojove´ho ret’azca, ktore´ sa budu´ kop´ırovat’. V pr´ıpade na´jdenia tejto funkcie sa
porovna´va vel’kost’ ciel’ovej pama¨te so su´cˇtom aktua´lneho vyuzˇitia tejto pama¨te a ob-
jemom kop´ırovany´ch da´t. Vy´sledok moˆzˇe ovplyvnit’ aj pr´ıznak pretecˇenia, cˇi uzˇ v zdro-
jovej alebo ciel’ovej premennej. Pri pra´ci s ty´mito funkciami taktiezˇ moˆzˇe docha´dzat’
k posunu ukazatel’ov v parametroch, ktore´ bude podrobnejˇsie pop´ısane´ v kapitole
3.6.5.
V programoch sa objavuju´ aj funkcie, ktore´ nepatria medzi kriticke´, avsˇak v analyza´tore
je potrebne´ z´ıskat’ ich na´vratove´ hodnoty, a preto sa k nim pristupuje sˇpecificky.
Tieto funkcie si strucˇne pop´ıˇseme:
• strlen() – funkcia zist’uju´ca d´lzˇku ret’azca. V analyza´tore sa ako na´vratova´ hodnota
tejto funkcie povazˇuje hodnota obsadenosti premennej zadanej ako parameter. Hod-
nota tejto funkcie sa vyhodnocuje azˇ dynamicky pocˇas behu bezpecˇnostnej analy´zy,
pretozˇe v cˇase syntakticko-se´mantickej analy´zy nie je mozˇne´ urcˇit’ hodnotu obsade-
nosti premennej.
• malloc() – funkcia umozˇnˇuju´ca dynamicku´ aloka´ciu pama¨te na halde (popis pra´ce
s haldou bol uvedeny´ v kapitole 1.2.2). Na´vratova´ hodnota tejto funkcie predstavuje
v analyza´tore vel’kost’, ktora´ bola alokovana´. Ta´to vel’kost’ je na´sledne priradena´ pre-
mennej pre ktoru´ aloka´cia prebehla.
• calloc() – funkcia obdobna´ s funkciou malloc(), preto sa pri jej spracovan´ı k nej
pristupuje podobny´m spoˆsobom. Sˇpecializuje sa na dynamicku´ aloka´ciu pol´ı, s ty´m
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rozdielom oproti funkcii malloc(), zˇe po aloka´cii pama¨te tu´to pama¨t’ aj vynuluje.
Po jej spracovan´ı je premennej nastavena´ vel’kost’ vypocˇ´ıtana´ na za´klade parametrov
tejto funkcie.
• realloc() – funkcia podobna´ s predcha´dzaju´cimi dvoma spomenuty´mi pr´ıpadmi.
Slu´zˇi na zmenu vel’kosti uzˇ alokovanej pama¨te. Po jej spracovan´ı sa nastav´ı nova´
vel’kost’ premennej zadanej ako parameter, pr´ıpadne premennej, do ktorej sa prirad’uje
na´vratova´ hodnota tejto funkcie.
Nasleduju´ca kapitola v strucˇnosti pop´ısala zavedene´ prvky dynamicke´ho vyhodnocova-
nia volania funkci´ı do statickej analy´zy programu, cˇo by malo zabezpecˇit’ presnejˇsie vyhod-
notenie chy´b v testovanom programe a menej falosˇny´ch detekci´ı.
3.6.3 Pra´ca s premenny´mi
Spra´vne a cˇo najpresnejˇsie vyhodnocovanie hodnoˆt premenny´ch je v analyza´tore taktiezˇ
jedny´m z najdoˆlezˇitejˇs´ıch prvkov. Ich hodnota pri d’alˇsom spracovan´ı behu simulovane´ho
programu urcˇuje, cˇi moˆzˇe alebo nemoˆzˇe doˆjst’ k pretecˇeniu.
Ako uzˇ bolo podrobnejˇsie spomenute´ v kapitole 3.3.1, u´daje udrzˇiavane´ o premennej
uchova´vaju´ jej vel’kost’, hodnotu vyuzˇitia premennej a pr´ıznak pretecˇenia. V pr´ıpade vy-
kona´vania opera´cie priradenia, pr´ıpadne vykona´vanie funkcie, ktora´ manipuluje s pama¨t’ou,
sa na za´klade parametrov tejto opera´cie nastavia u´daje premennej na pr´ıslusˇne´ hodnoty.
Tieto hodnoty moˆzˇu byt’ v d’alˇsom behu programu opa¨t’ dynamicky menene´. Z toho vyply´va,
zˇe sa bude vzˇdy pouzˇ´ıvat’ na vyhodnocovanie zranitel’nosti programu predpokladana´ aktua´lna
hodnota premennej.
Dˇalˇs´ım doˆvodom kontroly opera´tora priradenia, je detekcia chy´b typu pretecˇenie cˇ´ısel,
ktore´ boli pop´ısane´ v kapitole 2.3. V analyza´tore sa konkre´tne su´stred´ıme na chyby spoˆsobene´
nespra´vnou konverziou znamienka. To znamena´, zˇe je nutne´ vykonat’ urcˇity´ druh typovej
kontroly pri priradzovan´ı cˇ´ısiel. Podrobnosti o problematike detekcie pretecˇenia cˇ´ısel budu´
uvedene´ v kapitole 4.1.3.
3.6.4 Pra´ca s nezna´mymi hodnotami
Nezna´me hodnoty premenny´ch v statickej analy´ze, kedy nepozna´me vstup programu,
tvoria d’alˇs´ı proble´m pri implementa´cii. V tomto pr´ıpade proble´m nasta´va napr´ıklad pri
cˇ´ıtan´ı ret’azca do pama¨ti, pretozˇe v cˇase vykona´vania analy´zy nie je zna´me, cˇo bude pri
samotnom behu programu zadane´.
Pri zisten´ı tohto proble´mu sa analyza´tor snazˇ´ı urcˇit’ asponˇ maxima´lnu mozˇnu´ hodnotu,
ktoru´ je mozˇne´ zadat’ a tu´to hodnotu nastavit’ na´sledne ako aktua´lnu hodnotu obsade-
nosti pre danu´ premennu´. Ak nastane situa´cia, zˇe doˆjde k mozˇnosti neobmedzene´ho pocˇtu
zadany´ch znakov, je ohla´sene´ pretecˇenie a premennej je nastaveny´ odpovedaju´ci pr´ıznak.
Tento pr´ıznak ma´ potom vplyv pri d’alˇsom spracovan´ı premennej.
Komplika´cie pri vy´voji analyza´tora taktiezˇ tvor´ı viacna´sobne´ pouzˇitie pr´ıkazov return
doplneny´ch podmieneny´mi pr´ıkazmi v uzˇ´ıvatel’sky´ch funkcia´ch, pretozˇe presne urcˇit’, ktora´
hodnota sa bude vracat’ nie je mozˇne´, preto je pouzˇity´ pr´ıstup, kedy zaznamenaju´ vsˇetky
na´vratove´ hodnoty funkcie a po jej skoncˇen´ı sa vyberie hodnota, ktora´ predstavuje najhorsˇiu
mozˇnost’ pre dany´ program.
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3.6.5 Posun ukazatelov
Jazyk C uklada´ ret’azce ako polia znakov, ku ktory´m sa pristupuje cez ukazatel na prvy´
prvok. Tento princ´ıp umozˇnˇuje jednoduchy´ pr´ıstup k cele´mu ret’azcu pomocou pripocˇ´ıtania
aritmetickej hodnoty k ukazatelu. Ta´to vlastnost’ sa pri pra´ci s ret’azcami pomerne cˇasto
vyuzˇ´ıva. Z tohto doˆvodu bolo vycˇ´ıslovanie posunu ukazatel’a implementovane´ aj v ana-
lyza´tore. Vd’aka tomuto pr´ıstupu je mozˇne´ zn´ızˇit’ pocˇty falosˇny´ch detekci´ı.
Princ´ıp uka´zˇeme na pr´ıklade:
Ma´me dva ret’azce:
char buffer1[20], buffer2 [10]
A volanie funkcie strcpy():
strcpy(buffer2,buffer1 + 11)
V pr´ıpade vyhodnotenia bez posunu by bola hla´sena´ mozˇnost’ pretecˇenia, pretozˇe do
pama¨ti o vel’kosti 10 bajtov sa kop´ıruje maxima´lne 20 bajtov. Avsˇak v skutocˇnosti sa
kop´ıruje maxima´lne 9 bajtov a k pretecˇeniu nemoˆzˇe nikdy doˆjst’.
Vd’aka rekurz´ıvnemu na´vrhu sˇtruktu´ry ukladania pr´ıkazov do tabul’ky funkci´ı je mozˇne´
v tomto pr´ıpade vycˇ´ıslovat’ aj zlozˇitejˇsie vy´razy obsahuju´ce volania funkci´ı a napr´ıklad aj
aritmeticke´ opera´cie.
3.7 Modul vy´stupu
Modul vy´stupu je modul spracova´vaju´ci tabul’ku na´jdeny´ch chy´b, ulozˇenu´ pre kazˇdu´
funkciu v tabul’ke funkci´ı. Na za´klade parametrov ulozˇeny´ch v tejto tabul’ke vygeneruje
vy´stup prijatel’nejˇs´ı pre uzˇ´ıvatel’a s popisom typu chyby, riadku a na´zvy su´boru, kde sa
chyba nacha´dza a triedu na´jdene´ho proble´mu.
Pr´ıklady vy´stupov pre roˆzne vstupy je mozˇne´ na´jst’ v pr´ılohe C.
3.8 Uka´zˇka cˇinnosti analyza´tora
Cˇinnost’ analyza´tora si predvedieme na nasleduju´cej kra´tkej uka´zˇke ko´du testovane´ho
programu, na ktorom si pop´ıˇseme cˇinnosti vsˇetky´ch modulov a ich koopera´ciu.
Pr´ıklad ko´du:
char buffer1[20],buffer2[15];
fgets(buffer1,sizeof(buffer1),stdin);
strcpy(buffer2,buffer1);
Tento modelovy´ ko´d vykona´va jednoduchu´ cˇinnost’, kedy nacˇ´ıta zo vstupu da´ta do pre-
mennej buffer1 a na´sledne ich prekop´ıruje do premennej buffer2. Taky´to jednoduchy´
pr´ıklad bol zvoleny´, na jednoduchsˇie ozrejmenie za´kladny´ch princ´ıpov cˇinnosti, ktoru´ si
teraz pop´ıˇseme.
V prvom kroku analy´zy je spusteny´ syntakticko-se´manticky´ analyza´tor, ktory´ zacˇne od
lexika´lneho analyza´tora postupne zˇiadat’ tokeny. Pricha´dzaju´ci pru´d tokenov je na za´klade
pravidiel prechodov a akci´ı redukovany´ na za´sobn´ıku. Konkre´tne prvy´ riadok analyza´tor
vyhodnot´ı ako defin´ıciu dvoch premenny´ch, ktore´ na´sledne´ vlozˇ´ı do tabul’ky symbolov a na-
stav´ı im odpovedaju´ce vel’kosti.
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Druhy´ riadok modelove´ho pr´ıkladu sa na za´sobn´ıku zredukuje ako volanie funkcie. Akcia
odpovedaju´ca tejto redukcii vlozˇ´ı novu´ polozˇku do tabul’ky pr´ıkazov, ktory´ bude obsahovat’
u´daje o volan´ı funkcie fgets() a vsˇetky jej parametre.
Tret´ı riadok sa vyhodnot´ı taktiezˇ ako volanie funkcie, konkre´tne strcpy() a analogicky
ako v predcha´dzaju´com pr´ıpade sa ulozˇ´ı do tabul’ky pr´ıkazov. Ty´mto je cˇinost lexika´lneho
a syntakticko-se´manticke´ho analyza´tora ukoncˇena´.
Na rad pricha´dza bezpecˇnostny´ analyza´tor, ktory´ zacˇne sekvencˇne precha´dzat’ tabul’ku
pr´ıkazov funkcie, v nasˇom pr´ıpade obsahuju´cu dva pr´ıkazy. Prvy´ pr´ıkaz predstavuje vo-
lanie funkcie fgets(). Analyza´tor presku´ma a vyhodnot´ı, cˇi su´ parametre vyhovuju´ce
a sp´lnˇaju´ syntakticke´ pravidla´ jazyka C. Na´sledne zacˇne parametre spracova´vat’, ako prvy´
krok z´ıska z tabul’ky symbolov ukazatel na za´znam premennej buffer1, s ktory´m funkcia
pracuje. Druhy´ parameter, predstavuju´ci opera´tor sizeof, nemohol byt’ vyhodnoteny´ pocˇas
se´mantickej analy´zy a vyhodnot´ı sa dynamicky azˇ teraz pri spracovan´ı pr´ıkazu. Ked’zˇe ana-
lyza´tor vykona´va staticku´, analy´zu, kde nepozna´me vstupy programu, nastav´ı sa vel’kost’
pouzˇ´ıvany´ch da´t premennej buffer1 na maxima´lnu mozˇnu´ vel’kost’, ktora´ je v tomto pr´ıpade
rovna´ celkovej vel’kosti pridelenej pama¨ti.
Posledny´ pr´ıkaz v tabul’ke predstavuje volanie funkcie strcpy(). Analyza´tor opa¨t’ z´ıska
z tabul’ky symbolov za´znamy o oboch premenny´ch, zadany´ch ako parametre a na za´klade
pravidiel dosaden´ım vel’kost´ı premenny´ch vypocˇ´ıta, cˇi moˆzˇe doˆjst’ k pretecˇeniu. V nasˇom
pr´ıpade to mozˇne´ je, tak analyza´tor vlozˇ´ı novy´ za´znam do tabul’ky chy´b, s u´dajmi o umiest-
nen´ı a triede chyby. Ked’zˇe tabul’ka pr´ıkazov, je po vykonan´ı ty´chto opera´ci´ı pra´zdna, koncˇ´ı
ty´m cˇinnost’ aj bezpecˇnostne´ho analyza´tora.
Posledny´ krok celej analy´zy je vyp´ısanie detailov o na´jdeny´ch chyba´ch v prehl’adnejˇsej
forme na sˇtandardny´ vy´stup programu. Na´sledne doˆjde uzˇ len k dealoka´cii pouzˇity´ch zdrojov
a ukoncˇeniu programu.
3.9 Zhrnutie
V tejto kapitole boli strucˇne pop´ısane´ implementacˇne´ detaily a na´vrh analyza´tora.
Sˇtruktu´ra na´vrhu cele´ho programu je symbolicky zna´zornena´ na obra´zku cˇ´ıslo 3.4, kde
su´ vyobrazene´ vsˇetky moduly a zna´zornena´ komunika´cia medzi nimi.
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Lexikálny analyzátor Syntaktický analyzátor
Zdrojový kód
Požiadavky na nové tokeny
Čítanie tokenov
z kódu
Zasielanie prúdu tokenov
Čítanie a alokácia 
nových tokenov
Vytvorenie syntaktického
stromu na základe 
prichádzajúcich tokenov
Tabuľka funkcií
Uchovávanie a správa
informácii o programe
Napĺnenie tabuľky
údajmi
Bezpečnostný analyzátor
Vytvorenie syntaktického
stromu na základe 
prichádzajúcich tokenov
Výstupný modul
Výpis získaných výsledkov
Doplnenie údajov
o chybách 
   
Arbiter
Riadenie modulov
Obra´zek 3.4: Kompletna´ sche´ma navrhnute´ho analyza´tora
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Kapitola 4
Testovanie
Nasleduju´ca kapitola sa venuje samotne´mu testovaniu programu. Testovanie by malo
doka´zat’, zˇe program bol navrhnuty´ a implementovany´ spra´vne a v nasˇom pr´ıpade, cˇi ko-
rektne vyhl’ada´va vsˇetky triedy chy´b. Za ty´mto u´cˇelom bolo potrebne´ vytvorit’ testovaciu
sadu kra´tkych programov pre kazˇdu´ skupinu chy´b, ktore´ by sme chceli v testovany´ch progra-
moch vyhl’ada´vat’. Tento spoˆsob testovania musel byt’ zvoleny´, pretozˇe okamzˇite´ testovanie
na rozsiahlych programoch by bolo neefekt´ıvne a mnohe´ chyby nacha´dzaju´ce sa v nich by ne-
boli odhalitel’ne´ jednoduchy´m presku´man´ım programu programa´torom a preto by sa t’azˇsˇie
ladili algoritmy na ich vyhl’ada´vanie. Z tohto doˆvodu bolo samotne´ testovanie rozcˇlenene´ na
dve fa´zy. V prvej fa´ze prebiehalo testovanie na sade modelovy´ch pr´ıkladov a na´sledne boli
testovane´ rozsiahlejˇsie programy tret´ıch stra´n. Jednotlive´ fa´zy si pop´ıˇseme podrobnejˇsie.
4.1 Testovanie na vlastnej sade programov
Vlastna´ zbierka programov vytvorena´ sˇpecia´lne na u´cˇely testovania analyza´tora mala do-
pomoˆct’ k pocˇiatocˇne´mu testovaniu a k vyladeniu detekci´ı jednotlivy´ch chybovy´ch konsˇtrukci´ı.
Samotne´ programy boli vytva´rane´ postupne a zacˇ´ınaju´ jednoduchsˇ´ımi chybami, ktore´ su´
neskoˆr v d’alˇs´ıch programoch rozsˇirovane´, na za´klade zvysˇovania na´rokov na analyza´tor. Jed-
notlive´ triedy chybovy´ch detekci´ı si na jednotlivy´ch programoch pop´ıˇseme v nasleduju´cich
podkapitola´ch. Cele´ zdrojove´ ko´dy nebudu´ kvoˆli ich rozsiahlosti uva´dzane´ a je ich mozˇno
dohl’adat’ v pr´ılohe C respekt´ıve na prilozˇenom CD. Vy´stupy analyza´tora budu´ uvedene´ tiezˇ
iba v skra´tenej forme, kompletne´ vy´stupy testovania su´ taktiezˇ prilozˇene´ v pr´ılohe C.
4.1.1 Pretecˇenie pama¨ti
Trieda chy´b typu pretecˇenie pama¨ti je v analyza´tore podporovana´ v najva¨cˇsˇej miere,
pretozˇe sa v programoch objavuju´ v najva¨cˇsˇom mnozˇstve. Z tohto doˆvodu sa tejto proble-
matike venuje azˇ pa¨t’ vzorovy´ch pr´ıkladov. Teraz si ich postupne pop´ıˇseme.
Program example1.c je najjednoduchsˇ´ı z programov. Obsahuje potencia´lne pretecˇenie
pama¨ti, nacha´dzaju´ce sa vo volan´ı funkcie scanf().
Samotna´ kriticka´ konsˇtrukcia z programu:
scanf("%s",buffer);
Ta´to opera´cia sa snazˇ´ı nacˇ´ıtat’ ret’azec neobmedzenej d´lzˇky zo sˇtandardne´ho vstupu pro-
gramu do premennej buffer. Ked’zˇe d´lzˇku ret’azca, ktory´ zada´ uzˇ´ıvatel’ nepozna´me, predpo-
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klada´me, zˇe moˆzˇe zadat’ nekonecˇne´ mnozˇstvo znakov a doˆjde k pretecˇeniu. Tu´to konsˇtrukciu
rozpozna´ bez najmensˇ´ıch proble´mov a oznacˇ´ı ju sa miesto potencia´lneho nebezpecˇenstva.
Druhy´ program examle2.c obsahuje taktiezˇ pretecˇenie pama¨ti v cˇiastocˇne zlozˇitejˇsej
forme. Konkre´tne sa jedna´ o pretecˇenie pri pouzˇit´ı funkcie strcpy(). Uvedieme si proble-
maticke´ riadky tohto su´boru potrebne´ na d’alˇs´ı vy´klad:
char buffer1[20],buffer2[15];
strcpy(buffer2,buffer1);
Kritickou cˇastou je vykona´vanie funkcie strcpy(), kedy do pama¨ti s prideleny´m miestom
o vel’kosti 15 bajtov, moˆzˇe byt’ kop´ırovany´ch azˇ 20 bajtov. Ta´to konsˇtrukcia je oznacˇena´ za
chybnu´ iba v pr´ıpade, zˇe sa na za´klade hodnoˆt parametrov zist´ı, zˇe premenna´ buffer1
v cˇase kop´ırovania moˆzˇe pouzˇ´ıvat’ viac ako 15 bajtov, ktore´ sa pri kop´ırovan´ı zmestia
do pama¨ti premennej buffer1. To znamena´, zˇe vy´sledok tejto akcie za´vis´ı na ko´de pro-
gramu nacha´dzaju´ceho sa pred touto konsˇtrukciou. V nasˇom pr´ıpade programu example2.c,
moˆzˇe premenna´ buffer1 nadobudnu´t’ maxima´lnu vel’kost’, cˇo vedie k zahla´seniu chyby ana-
lyza´torom.
Dˇalˇs´ı program venuju´ci sa pretecˇeniu pama¨ti example3.c, ktory´ je opa¨t’ o niecˇo po-
krocˇilejˇs´ı, pretozˇe obsahuje kriticke´ funkcie azˇ vo volan´ı funkcie definovanej v programe.
Samotny´ ko´d uzˇ´ıvatel’skej funkcie je kontrolovany´, azˇ v momente jeho volania. To zna-
mena´, zˇe jej ko´d bude vyhodnoteny´, azˇ na za´klade aktua´lnych hodnoˆt predany´ch funkcii
ako parametre. V nasˇom pr´ıpade predstavuje kriticku´ cˇast’ tento u´sek:
strcpy(tmp_buffer,str1);
strcat(tmp_buffer,str2);
strcpy(str,tmp_buffer);
Tento modelovy´ pr´ıklad vykona´va jednoduche´ spojenie dvoch ret’azcov a vy´sledok kop´ıruje
z docˇasne´ho pama¨t’ove´ho miesta do premennej urcˇenej na uchovanie vy´sledku. Princ´ıp de-
tekcie je podobny´ ako v predosˇlom pr´ıpade, hlavny´m ciel’om tohto pr´ıkladu je demonsˇtra´cia
funkcˇnosti analyza´tora pri detekcii proble´mov v uzˇ´ıvatel’sky´ch funkcia´ch.
Modelovy´ program cˇ´ıslo sˇtyri predstavuje su´bor example4.c dop´lnˇany´ dvoma su´bormi
externe´ho modulu example4lib.c a example4lib.h. Program vykona´va podobnu´ cˇinnost’
ako predcha´dzaju´ci pr´ıklad s ty´m rozdielom, zˇe uzˇ´ıvatel’ska´ funkcia sa nenacha´dza v jednom
su´bore s hlavnou funkciou programu. Uka´zanie tejto vlastnosti analyza´tora je aj hlavnou
u´lohou tohto pr´ıkladu. Analyza´tor po zisten´ı vlozˇenia externe´ho hlavicˇkove´ho su´boru zana-
lyzuje aj su´bor odpovedaju´ci tomuto su´boru a nacˇ´ıta z neho funkcie do tabul’ky funkci´ı.
Samotny´ vy´sledok analy´zy je podobny´ s predosˇly´m pr´ıkladom.
Posledny´m modelovy´m pr´ıkladom orientovany´m na pretecˇenie pama¨ti je example5.c.
Tento kra´tky ko´d je urcˇeny´ na demonsˇtra´ciu funkcˇnosti preda´vania na´vratovej hodnoty
funkcie. Program vykona´va volanie uzˇ´ıvatel’skej funkcie dva kra´t, kedy sa pri druhom volan´ı
pouzˇije ako parameter volania na´vratova´ hodnota z predcha´dzaju´ceho volania. Pri prvom
volan´ı k pretecˇeniu doˆjst’ nemoˆzˇe, avsˇak ked’ je zavolana´ opa¨t’ so zmeneny´mi parametrami,
je hla´sene´ varovanie pred potencia´lnym pretecˇen´ım.
Ta´to kapitola sa venovala opisu testovania analyza´tora pomocou modelovy´ch pr´ıkladov
orientovany´ch na pretecˇenie pama¨ti. Ako uzˇ bolo spomenute´, kompletne´ zdrojove´ ko´dy
ty´chto programov a im odpovedaju´ce vy´stupy analyza´tora je mozˇne´ dohl’adat’ v pr´ılohe.
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4.1.2 Forma´tovacie ret’azce
Forma´tovac´ım ret’azcom sa venuje iba jeden testovac´ı su´bor, konkre´tne example6.c,
pretozˇe jediny´ variant tejto triedy u´tokov, odhalitel’ny´ pomocou statickej analy´zy je volanie
funkcie printf(), kde je ako forma´tovac´ı ret’azec predany´ priamo ret’azec, ktory´ chceme
vyp´ısat’. Druhou cˇisto teoretickou mozˇnost’ou detekcie proble´mov spojeny´mi s forma´tovac´ımi
ret’azcami, by bola kontrola odpovedaju´ceho pocˇtu parametrov k forma´tovaciemu ret’azcu.
Avsˇak tu´to mozˇnost’ kontroluje uzˇ samotny´ prekladacˇ a v pr´ıpade chyby program ani ne-
prelozˇ´ı. Ked’zˇe vstupom analyza´tora je prelozˇitel’ny´ program, ta´to mozˇnost’ nemoˆzˇe pri
analy´ze nikdy nastat’.
Kritickou sekciou, ako uzˇ bolo spomenute´, je konkre´tne v tomto pr´ıklade riadok s vo-
lan´ım funkcie printf(buffer). Tento proble´m je analyza´torom rozpoznany´ a oznacˇeny´ za
nebezpecˇnu´ konsˇtrukciu.
4.1.3 Pretecˇenie cˇ´ısel
Pretecˇenie cˇ´ısel patr´ı do poslednej triedy, ktory´ analyza´tor vyhl’ada´va v zdrojovy´ch
ko´doch testovany´ch programov. Ako uzˇ bolo spomenute´ v predcha´dzaju´cich kapitola´ch
analyza´tor vykona´va staticku´ analy´zu, doplnenu´ o urcˇite´ dynamicke´ vlastnosti. Z tohto
doˆvodu je mozˇne´ pri analy´ze pretecˇenia cˇ´ısel rozpozna´vat’ iba pretecˇenia zalozˇene´ na chybe
konverzie znamienka, pop´ısanej v kapitole 2.3. Na detekciu ostatny´ch druhov pretecˇen´ı by
bola nutna´ kompletna´ dynamicka´ analy´za. Ako je uvedene´ v [2] na´stroj RICH, slu´zˇiaci na
detekciu proble´mov spoˆsobeny´ch s pretecˇen´ım cˇ´ısel a ich automatickou opravou, pracuje
priamo v kompila´tore na za´klade dynamicky´ch da´t. Konsˇtrukcie rozpozna´vane´ vytvoreny´m
analyza´torom si pop´ıˇseme.
Pre potreby vytvorene´ho analyza´tora boli vytvorene´ dva testovacie programy prvy´
example7.c je urcˇeny´ na demonsˇtra´ciu funkcˇnosti vyhl’ada´vania chy´b, pri ktory´ch docha´dza
k priradzovaniu cˇ´ısel a premenny´ch s rozlicˇny´mi znamienkami.
V programe su´ definovane´ dve premenne´ unsigned int a a int b. Na´sledne docha´dza
k roˆznym priradeniam. Konsˇtrukcie ako napr´ıklad b = -10 a a = b su´ na´sledne oznacˇene´
ako zdroj mozˇnej chyby konverzie znamienka.
Druhy´ modelovy´ pr´ıklad example8.c je vytvoreny´ na demonsˇtra´ciu kontroly pri pri-
radzovan´ı vy´sledku volania funkcie do premennej. V tomto pr´ıpade je taktiezˇ vykona´vana´
typova´ kontrola, zist’uju´ca cˇi moˆzˇe doˆjst’ k pretecˇeniu spoˆsobene´ho konverziou znamienka.
Zdrojove´ ko´dy a odpovedaju´ce vy´stupy je mozˇne´ taktiezˇ vidiet’ v pr´ıloha´ch.
4.1.4 Komplexny´ test
Na za´ver testov s modelovy´mi programami uvedieme testovac´ı program example9.c,
ktory´ je jednoduchy´m pr´ıkladom na overenie pokrocˇily´ch vlastnost´ı analyza´tora. Program
obsahuje vsˇetky tri triedy chy´b vyhl’ada´vany´ch analyza´torom a jeho kompletny´ ko´d sa
nacha´dza v pr´ılohe C. Vy´sledky analy´zy tohto programu si pop´ıˇseme postupne po krokoch.
V prvej cˇasti behu prebieha defin´ıcia a inicializa´cia premenny´ch, su´ definovane´ dva
ret’azce buffer1 a buffer2, oba d´lzˇky 50 bajtov, ktore´ su´ funkciou scanf() naplnene´ na
maxima´lnu d´lzˇku.
Na´sledne je zavolana´ funkcia scat(), ktorej na´vratova´ hodnota bude priradena´ do pre-
mennej result.
Vo funkcii scat() sa vytvoria dva pomocne´ ret’azce tmp_buffer a tmp_buffer1 aloko-
van´ım dynamicky na halde. Pri aloka´cii je pouzˇite´ volanie:
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char *tmp_buffer =(char *)malloc(2*sizeof(char)*strlen(str1))
respekt´ıve
char *tmp_buffer1 =(char *) malloc(4*sizeof(char)*strlen(str2))
Spracovanie tohto volania predstavuje pokrocˇilu´ vlastnost’ analyza´tora, kedy sa vel’kost’ alo-
kovany´ch da´t pocˇ´ıta z cˇasti uzˇ pocˇas se´mantickej analy´zy, kedy je vycˇ´ıslena´ pocˇiatocˇna´
cˇast’ vy´razu a kompletne´ vycˇ´ıslenie zahrnˇuju´ce volanie funkcie strlen() je zavr´sˇene´ dyna-
micky pocˇas samotnej bezpecˇnostnej analy´zy. V nasˇom pr´ıpade sa nastav´ı vel’kost’ premennej
tmp_buffer na 100 bajtov a vel’kost’ premennej tmp_buffer1 na 200 bajtov. Ty´chto 200
bajtov sa v nasleduju´cich 4 krokoch aj zapln´ı.
Toto tvrdenie je doka´zane´ nasleduju´cim volan´ım:
strncpy(tmp_buffer,tmp_buffer1,99);
strncpy(tmp_buffer,tmp_buffer1,101);
ktore´ testuje, spra´vne vycˇ´ıslenie ty´chto vel’kost´ı, v prvom pr´ıpade sa program poku´sˇa na-
kop´ırovat’ do premennej tmp_buffer 99 bajtov da´t, ta´to opera´cia prebehne bez proble´mu,
bez hla´senia chyby, v druhom pr´ıpade pri pokuse nakop´ırovania 101 bajtov da´t k pretecˇeniu
uzˇ doˆjde. To znamena´, zˇe premenna´ ma skutocˇne pridelenu´ vel’kost’ 100 bajtov, vd’aka
spra´vnemu vycˇ´ısleniu vy´razu.
Dalˇs´ı krok predstavuje opera´cia
if (strcmp(tmp_buffer,tmp_buffer1) != 0)
{
return tmp_buffer1;
}
return tmp_buffer;
Ta´to konsˇtrukcia taktiezˇ pri statickej analy´ze predstavuje proble´m, pretozˇe podmieneny´
vy´raz nemoˆzˇe byt’ vyhodnoteny´ a nemoˆzˇe byt’ urcˇene´, ktora´ na´vratova´ hodnota sa bude
z funkcie vracat’. V tomto pr´ıpade sa pouzˇije princ´ıp pop´ısany´ v kapitole 3.6.4, kedy je
z funkcie vra´teny´ najhorsˇ´ı variant. V nasˇom pr´ıpade premenna´ tmp_buffer1, o vel’kosti 200
bajtov. Tvrdenie je potvrdene´ nasleduju´cim volan´ım funkcie test(), kedy sa do premennej
o velkosti 150 bajtov poku´si funkcia strcpy() nakop´ırovat’ na´vratovu´ hodnotu funkcie
scat() – teda obsah premennej tmp_buffer1. Pri tejto opera´cii samozrejme docha´dza
k pretecˇeniu. Pri teste tohto programu su´ taktiezˇ odhalene´ aj 2 d’alˇsie chyby, ktore´ program
obsahuje. Kompletny´ vy´stup testu sa nacha´dza v pr´ılohe.
4.1.5 Zhrnutie
Ta´to kapitola uviedla za´kladny´ popis jednoduchy´ch programov pouzˇ´ıvany´ch na tes-
tovanie analyza´tora pri vy´voji detekci´ı vsˇetky´ch druhov chy´b. Pri testoch na tejto sade
programov bol analyza´tor pomerne u´spesˇny´, pretozˇe sa jednalo o programy s priamocˇiaro
vlozˇeny´mi chybami. Programy ale splnili svoj u´cˇel, pretozˇe asponˇ z cˇasti uka´zali mozˇnosti
samotne´ho analyza´tora pri vyhl’ada´van´ı chy´b.
Analyza´tor avsˇak nie je obmedzeny´ iba na spomenute´ jednoduche´ programy, ale doka´zˇe
pracovat’ aj s rozsiahlymi, bezˇne pouzˇ´ıvany´mi programami, s maly´mi obmedzeniami, ktore´
budu´ uvedene´ v nasleduju´cej kapitole.
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4.2 Testovanie na programoch tret´ıch stra´n
Testovanie na programoch nevytvoreny´ch priamo za u´cˇelom vy´voja a testovania ana-
lyza´tora, by malo doka´zat’, zˇe analyza´tor sa doka´zˇe vyrovnat’ aj zo vstupny´mi konsˇtrukciami,
s ktory´mi sa pri na´vrhu a vy´voji spocˇiatku nemuselo pocˇ´ıtat’. Analyza´tor bol otestovany´ na
va¨cˇsˇom mnozˇstve programov, avsˇak va¨cˇsˇina z nich bola bud’ kvalitne nap´ısana´, pr´ıpadne
obsahovala chybove´ konsˇtrukcie, ktore´ nebolo mozˇne´ rozpoznat’ pomocou zvolene´ho typu
statickej analy´zy.
Zo vsˇetky´ch testovany´ch programov zdoˆrazn´ıme tri konkre´tne programy, ktore´ su´ taktiezˇ
umiestnene´ na CD pr´ılohe a v tejto kapitole si ich pop´ıˇseme.
Prvy´m, najjednoduchsˇ´ım, programom je ko´d v su´bore snipplr.c, ktory´ predstavuje
kra´tky modelovy´ ko´d pretecˇenia pama¨ti. Ako potencia´lne nebezpecˇna´ konsˇtrukcia je ana-
lyza´torom oznacˇena´ strcpy(buffer1, argv[1]). Kde buffer1 ma´ pridelenu´ vel’kost’ 5
a ked’zˇe analyza´tor povazˇuje vstupny´ parameter programu za potencia´lne nekonecˇny´, je
tento u´sek povazˇovany´ za nebezpecˇny´.
Dˇalˇs´ım testovany´m programom bol program binStromy.c, demonsˇtruju´ci pra´cu s AVL
bina´rnymi stromami. Pri analy´ze tohto programu bola tiezˇ na´jdena´ jedna chybna´ konsˇtrukcia,
konkre´tne scanf(”%s”,vstup), kedy sa zo vstupu moˆzˇe nacˇ´ıtat’ l’ubovol’ny´ pocˇet znakov do
premennej obmedzenej vel’kosti.
Posledny´m spomenuty´m pr´ıkladom je demo.c, predstavuju´ci pomerne zlozˇity´ demonsˇ-
tracˇny´ pr´ıklad o pretecˇen´ı pama¨ti. Tento pr´ıklad tvor´ı najkomplexnejˇs´ı uvedeny´ test ana-
lyza´tora. V tomto programe analyza´tor oznacˇil ako chybne´ 3 konsˇtrukcie:
• repeat = (int)rep – kde repeat je cˇ´ıslo bez znamienka a rep je cˇ´ıslo typu double.
V tomto pr´ıpade moˆzˇe doˆjst’ k chybnej konverzii znamienka, pr´ıpadne k ine´mu druhu
cˇ´ıselne´ho pretecˇenia.
• strcpy(filename, argc[i]) – analyza´tor v tomto pr´ıpade oznacˇil tu´to konsˇtrukciu
za nebezpecˇnu´, pretozˇe povazˇuje vstupny´ parameter programu za neobmedzeny´. Avsˇak
po nahliadnut´ı do ko´du programu, je vidiet’, zˇe program ma´ tento aspekt osˇetreny´
a jedna´ sa o falosˇne´ hla´senie, typicke´ pre staticku´ analy´zu programov.
• strcat(filename,”.img”) – nasleduju´ca konsˇtrukcia uzˇ avsˇak moˆzˇe spoˆsobit’ za´pis
mimo pridelenu´ pama¨t’, pretozˇe kontrola d´lzˇky vstupne´ho parametra z predcha´dzaju´-
ceho pr´ıkazu neberie do u´vahy pred´lzˇenie ret’azca o d’alˇsie sˇtyri znaky, preto je toto
hla´senie analyza´tora opra´vnene´.
Ta´to kapitola pojedna´vala o testovan´ı analyza´tor na programoch tret´ıch stra´n. Na
za´klade tohto testovania boli zistene´ niektore´ jeho obmedzenia, ktore´ budu´ pop´ısane´ v d’alˇsom
texte. Taktiezˇ uka´zala niektore´ jeho slabe´ stra´nky, ako napr´ıklad nedostatocˇne´ vyhodnoco-
vanie podmienok v pr´ıkazoch a cykloch, cˇo moˆzˇe viest’ k falosˇny´m hla´seniam.
4.2.1 Obmedzenia zistene´ pri testovan´ı
Pri testovan´ı bolo odhaleny´ch niekol’ko obmedzen´ı, ktory´ch odstra´nenie by bolo neu´merne
na´rocˇne´ a samotne´ vy´sledky analy´zy by sa zlepsˇili iba minima´lne. Hlavny´m obmedzuju´cim
faktorom je syntakticko-se´manticky´ analyza´tor, pretozˇe pre jeho cˇinnost’ je potrebne´ po-
znat’ kompletnu´ gramatiku analyzovane´ho jazyka, s ktory´m pracuje. Navrhnuty´ analyza´tor
je stavany´ na normu ANSI jazyka C, ktoru´ vsˇak niektore´ programy nesplnˇuju´.
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Dˇalˇs´ım proble´mom syntakticke´ho analyza´tora je pra´ca s uzˇ´ıvatel’sky definovany´mi typ-
mi, ktore´ su´ preto v programoch preskakovane´ a mus´ı docha´dzat’ k zotaveniu syntaktickej
analy´zy. Podobny´ proble´m nasta´va aj pri uzˇ´ıvatel’sky´ch makra´ch urcˇeny´ch pre preprocesor.
Do tejto katego´rie spada´ aj napr´ıklad pouzˇ´ıvanie ukazatel’ov na funkcie a ich preda´vanie
ako parametrov.
Vel’ky´m proble´mom je aj vyhodnocovanie podmieneny´ch pr´ıkazov a nemozˇnost’ odha-
lit’ u´seky ko´du, ktore´ sa pri behu skutocˇne´ho programu nevykonaju´. V nasˇom pr´ıpade su´
z analy´zy vyradene´, iba u´seky nacha´dzaju´ce sa v uzˇ´ıvatel’sky´ch funkcia´ch, ktore´ nie su´ v pro-
grame volane´. Z ty´chto poznatkov je mozˇne´ odvodit’, zˇe najva¨cˇsˇ´ım limituju´cim faktorom je
se´manticka´ analy´za.
4.2.2 Mozˇnosti d’alˇsieho vy´voja
Dˇalˇsie mozˇnosti rozvoja vytvorene´ho analyza´tora su´ pomerne sˇiroke´. K rozsˇ´ıreniu moˆzˇe
pr´ıst’ vo vsˇetky´ch moduloch, pretozˇe mozˇnosti jazyka C, ktory´ je vstupom programu su´
vel’mi rozsiahle.
K najvy´znamnejˇsiemu vylepsˇeniu aplika´cie by dosˇlo rozsˇ´ıren´ım se´mantickej analy´zy,
pretozˇe ta´ sa v su´cˇasnej dobe sˇpecializuje hlavne na kriticke´ konsˇtrukcie v programoch.
Najlepsˇou vol’bou by bolo vytvorenie kompletnej se´mantickej analy´zy, ktora´ by na´sledne
umozˇnˇovala kompletnu´ interpreta´ciu zdrojove´ho ko´du, zvy´sˇil by sa podiel na´jdeny´ch chy´b
a zn´ızˇil by sa pocˇet falosˇny´ch hla´sen´ı. Kompletna´ interpreta´cia by umozˇnila napr´ıklad kom-
pletne´ vyhodnocovanie podmienok a detekciu ko´du ktory´ sa nevykona´va.
Mozˇnostiam na d’alˇs´ı rozvoj je otvoreny´ aj bezpecˇnostny´ analyza´tor, do ktore´ho je
mozˇne´ jednoducho prida´vat’ obsluhu spracovania funkci´ı, pr´ıpadne cely´ch konsˇtrukci´ı. Tu
sa naskyta´ aj mozˇnost’ prida´vania pravidiel na detekciu rozlicˇny´ch typov u´tokov, aky´m sa
v su´cˇasnosti analyza´tor venuje.
K rozvoju by mohlo taktiezˇ pr´ıst’ aj v ostany´ch moduloch analyza´tora, ktore´ by avsˇak
mali mensˇ´ı vplyv na pocˇty spra´vnych a falosˇny´ch hla´sen´ı. Mohli by avsˇak zvy´sˇit’ efektivitu
vykona´vania programu a zoptimalizovat’ vyhl’ada´vanie kriticky´ch sekci´ı programu.
4.2.3 Prostredie pri testovan´ı
Na testovanie bol potrebny´ pocˇ´ıtacˇ s nainsˇtalovany´m prekladacˇom jazyka C++, na
korektne´ prelozˇenie zdrojovy´ch ko´dov aplika´cie. V nasˇom pr´ıpade prebiehalo testovanie na
sˇkolskom serveri Merlin s nainsˇtalovany´m operacˇny´m syste´mom Linux a prekladacˇom g++
verzie 4.4.6.
Ked’zˇe aplika´cia bola implementovana´ so snahou na pra´cu na roˆznych platforma´ch,
funkcˇnost’ bola otestovana´ aj syste´moch Windows a Free BSD, kde program taktiezˇ pracoval
korektne.
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Za´ver
U´lohou tejto pra´ce bolo uviest’ teoreticke´ znalosti potrebne´ k pochopeniu nebezpecˇny´ch
cˇast´ı programu z hl’adiska exploita´cie a uviest’ cˇitatel’a do tejto problematiky Na za´klade
ty´chto teoreticky´ch znalost´ı zahrnˇuju´cich okrem princ´ıpov exploitovania tiezˇ za´klady prie-
behu prekladu programu a pra´cu s jazykom Assembler, bolo mozˇne´ vytvorit’ na´vrh a na´slednu´
implementa´ciu analyza´tora ko´du jazyka C. Analyza´tor bol vytvoreny´ v implementacˇnom
jazyku C++, s pouzˇit´ım na´strojov Bison a Flex, ktore´ cˇiastocˇne zefekt´ıvnili jeho tvorbu.
Dˇalˇsie kapitoly pra´ce sa uzˇ venuju´ prakticky´m aspektom zisteny´m pri tvorbe ana-
lyza´tora. Doˆraz sa kla´dol na popis jednotlivy´ch modulov a ich vza´jomnej interakcii a na po-
pis najvy´znamnejˇs´ıch vlastnost´ı jeho cˇinnosti. Medzi tieto vlastnosti napr´ıklad patr´ı analy´za
postavena´ iba na jednoprechodovom nacˇ´ıtan´ı kazˇde´ho su´boru, cˇ´ım sa snazˇ´ı dosiahnut’ vysˇsˇiu
efektivitu pri spracovan´ı. Doˆlezˇity´m prvkom je aj snaha o cˇiastocˇnu´ simula´ciu behu analy-
zovane´ho programu, zalozˇenu´ na volan´ı funkci´ı a preda´van´ı parametrov medzi nimi. Sna-
hou tohto kroku pri na´vrhu programu, bolo vniest’ urcˇite´ prvky dynamiky do statickej
analy´zy. Medzi kl’´ucˇove´ vlastnosti sa rad´ı aj urcˇovanie posuvov ukazatelov alebo vyhodno-
covanie volan´ı funkci´ı zadany´ch ako parameter inej funkcie. Ich snahou bolo zlepsˇit’ presnost’
vyhl’ada´vania a zn´ızˇit’ pocˇet falosˇny´ch hla´sen´ı.
V za´verecˇny´ch cˇastiach textu je cˇitatel’ obozna´meny´ s vy´sledkami testovania navrhnu-
tej aplika´cie. Na za´klade ty´chto zverejneny´ch u´dajov si moˆzˇe utvorit’ obraz o schopnos-
tiach analyza´tora. Vy´sledky ukazuju´, zˇe analyza´tor moˆzˇe slu´zˇit’ pri vy´vojoch programov
na vyhl’ada´vanie za´kladny´ch programa´torsky´ch chy´b, ktore´ moˆzˇu znamenat’ nestabilitu,
pr´ıpadne azˇ bezpecˇnostnu´ hrozbu programov.
V tejto cˇasti je taktiezˇ uvedeny´ popis nedostatkov programu, ktore´ cˇi uzˇ viac alebo
menej zasahuju´ do kvality analy´zy. Za hlavny´ nedostatok sa povazˇuje urcˇite´ obmedzenie
se´mantickou analy´zou programov, s ktory´m je treba pocˇ´ıtat’ pri jeho pouzˇ´ıvan´ı.
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Dodatek A
Na´vod na pouzˇitie
Vytvoreny´ program pracuje ako konzolova´ aplika´cia, preto je jej ovla´danie pomerne
jednoduche´. Pri prvom pouzˇit´ı je aplika´ciu potrebne´ prelozˇit’, pr´ıkazom make spusteny´m
v hlavnej zlozˇke programu, ktory´ zabezpecˇ´ı prelozˇenie zdrojovy´ch ko´dov do spustitel’nej
podoby. Vytvoreny´ spustitel’ny´ su´bor ma´ na´zov canalyzer.
Program canalyzer prij´ıma sˇtandardne parameter -h pr´ıpadne --help, slu´zˇiaci na
vy´pis na´povede priamo do konzoly.
V pr´ıpade nezadania parametra -h, sa za jediny´ parameter povazˇuje relat´ıvna cesta k
su´boru, ktory´ chceme analyzovat’. Analyza´tor sa tento su´bor poku´si otvorit’ a v pr´ıpade
u´spechu sa vykona´ kompletna´ analy´za predlozˇene´ho programu.
Pr´ıklad volania programu:
./canalyzer examples/ThirdParty/demo.c
Dˇalˇsie pr´ıklady pouzˇitia analyza´tora je mozˇne´ na´jst’ v pr´ılohe C.
Dˇalˇsie informa´cie je mozˇne´ na´jst’ v su´bore Readme, pr´ıpadne kompletna´ dokumenta´cia
ko´du vygenerovana´ na´strojom Doxygen sa nacha´dza v su´bore doc/html/index.html.
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Dodatek B
Obsah CD
Zlozˇky:
• doc – projektova´ dokumenta´cia, vygenerovana´ z ko´du pouzˇit´ım na´stroja Doxygen.
• examples – zdrojove´ ko´dy demonsˇtracˇny´ch pr´ıkladov a programov tret´ıch stra´n
urcˇeny´ch na testovanie.
• grammarFiles – definicˇne´ gramatiky pre na´stroje Bison a Flex.
• src – zdrojove´ ko´dy analyza´tora vytvorene´ v jazyku C++.
• tex – zdrojove´ ko´dy textovej cˇasti pra´ce vytvorene´ pre typograficky´ syste´m LATEX.
Su´bory:
• Makefile – su´bor definuju´ci preklad programu.
• Readme – su´bor popisuju´ci za´kladne´ pouzˇitie programu.
41
Dodatek C
Demonsˇtracˇne´ programy
I. example1.c
/*
example1.c - Cˇı´ta znaky zo sˇtand. vstupu a menı´ velke´
pismena´ na male´.
Zranitel’nost’: Buffer owerflow
*/
#include <stdio.h>
#include <stdlib.h>
#include <ctype.h>
#include <string.h>
int main(int argc, char *argv)
{
int i,tmp;
char buffer[25];
scanf("%s",buffer);
for(i=0;i<strlen(buffer);i++)
{
putchar(tolower(buffer[i]));
}
printf("\n");
return EXIT_SUCCESS;
}
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II. example2.c
/*
example2.c - Koprı´rovanie ret’azca
Zranitel’nost’: Buffer owerflow
*/
#include <stdio.h>
#include <stdlib.h>
#include <ctype.h>
#include <string.h>
int main(int argc, char *argv)
{
char buffer1[20],buffer2[15];
fgets(buffer1,sizeof(buffer1),stdin);
strcpy(buffer2,buffer1);
printf("%s\n",buffer2);
return (EXIT_SUCCESS);
}
III. example3.c
/*
example3.c - Konkatena´cia ret’azcov
Zranitel’nost’: Buffer owerflow
*/
#include <stdio.h>
#include <stdlib.h>
#include <string.h>
void scat(char *str1,char *str2,char *str)
{
char tmp_buffer[36];
strcpy(tmp_buffer,str1);
strcat(tmp_buffer,str2);
strcpy(str,tmp_buffer);
return;
}
int main ()
{
char buffer1[20],buffer2[20],buffer3[35];
fgets(buffer1,sizeof(buffer1),stdin);
fgets(buffer2,sizeof(buffer2),stdin);
scat(buffer1,buffer2,buffer3);
printf("%s\n",buffer3);
return 0;
}
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IV. example4.c
/*
example4.c - Konkatena´cia ret’azcov s pouzˇitı´m modulov
Zranitel’nost’: Buffer owerflow
*/
#include <stdio.h>
#include <stdlib.h>
#include <string.h>
#include "example4lib.h"
int main ()
{
char buffer1[20],buffer2[20],buffer3[35];
fgets(buffer1,sizeof(buffer1),stdin);
fgets(buffer2,sizeof(buffer2),stdin);
scat(buffer1,buffer2,buffer3);
printf("%s\n",buffer3);
return 0;
}
example4lib.c
#include "example4lib.h"
void scat(char *str1,char *str2,char *str)
{
char tmp_buffer[36];
strcpy(tmp_buffer,str1);
strcpy(tmp_buffer+strlen(str1),str2);
strcpy(str,tmp_buffer);
return;
}
example4lib.h
#include <string.h>
void scat(char *str1,char *str2,char *str);
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V. example5.c
/*
example5.c - Cˇı´ta dva ret’azce zo sˇtand. vstupu a skonkatenuje ich.
Pouzˇitie dynamickej aloka´cie.
Zranitel’nost’: Buffer owerflow
*/
#include <stdio.h>
#include <stdlib.h>
#include <string.h>
char *scat(char *str1,char *str2)
{
char *tmp_buffer = malloc(45*sizeof(char));
strcpy(tmp_buffer,str1);
strcpy(tmp_buffer+strlen(str1),str2);
return tmp_buffer;
}
int main ()
{
char buffer1[20],buffer2[20];
char *buffer3 = malloc(45*sizeof(char));
char *buffer4 = calloc(45,sizeof(char));
scanf("%19s",buffer1);
scanf("%19s",buffer2);
buffer3 = scat(buffer1,buffer2);
buffer4 = scat(buffer1,buffer3);
printf("%s\n",buffer4);
return EXIT_SUCCESS;
}
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VI. example6.c
/*
example6.c - Cˇı´ta znaky zo sˇtand. vstupu a menı´
vel’ke´ pı´smena´ na male´.
Zranitel’nost’: Format String
*/
#include <stdio.h>
#include <stdlib.h>
#include <ctype.h>
#include <string.h>
int main(int argc, char *argv[])
{
int i;
char buffer[25];
scanf("%24s",buffer);
for(i=0;i<strlen(buffer);i++)
{
buffer[i] = toupper(buffer[i]);
}
printf(buffer);
return EXIT_SUCCESS;
}
VII. example7.c
/*
example7.c - Pra´ca s cˇı´slami
Zranitel’nost’: Integer Overflow
*/
#include <stdio.h>
#include <stdlib.h>
int main ()
{
unsigned int a;
int b;
b = -10;
a = b;
b = a;
a = -10;
a = 100;
printf("%d\n",a*b);
return 0;
}
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VIII. example8.c
/*
example8.c - Pra´ca s cˇı´slami.
Zranitel’nost’: Integer Overflow
*/
#include <stdio.h>
#include <stdlib.h>
int substract(int a, int b)
{
return a - b;
}
int main ()
{
int a,b;
unsigned int c;
printf("Zadajte cislo jedna: ");
while (scanf("%d",&a)!=1)
{
printf("Zadajte cislo jedna: ");
scanf("%*s");
}
printf("Zadajte cislo dva: ");
while (scanf("%d",&b)!=1)
{
printf("Zadajte cislo dva: ");
scanf("%*s");
}
c = substract(a,b);
printf("%d\n",c);
return 0;
}
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IX. example9.c
/*
example9.c - Komplexny´ prı´klad demonsˇtruju´ci
schopnosti analyza´tora.
Zranitel’nost’: Buffer Overflow, Integer Overflow, Format String
*/
#include <stdio.h>
#include <stdlib.h>
#include <string.h>
char* scat(char *str1,char *str2)
{
char *tmp_buffer =(char *) malloc(2*sizeof(char)*strlen(str1));
char *tmp_buffer1 =(char *) malloc(4*sizeof(char)*strlen(str2));
strcpy(tmp_buffer1,str2);
strcat(tmp_buffer1,str2);
strcat(tmp_buffer1,str2);
strcat(tmp_buffer1,str2);
strncpy(tmp_buffer,tmp_buffer1,99);
strncpy(tmp_buffer,tmp_buffer1,101);
if (strlen(tmp_buffer) > 100)
{
return tmp_buffer1;
}
return tmp_buffer;
}
int test (char *str1)
{
char tmp [150];
strcpy(tmp,str1);
return -1;
}
int main ()
{
char *result;
char buffer1[50],buffer2[50];
unsigned int j;
scanf("%49s",buffer1);
scanf("%49s",buffer2);
result=scat(buffer1,buffer2);
j = test(result);
printf(result);
printf("\n");
return EXIT_SUCCESS;
}
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Vy´pis testov pre sadu modelovy´ch
programov
I. example1.c
xovson00@merlin: ~/$ ./canalyzer examples/example1/example1.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/example1/example1.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ Line Operation Problem +
+ 14 scanf Buffer Overflow +
+--------------------------------------------------------------------+
II. example2.c
xovson00@merlin: ~/$ ./canalyzer examples/example2/example2.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/example2/example2.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ Line Operation Problem +
+ 15 strcpy Buffer Overflow +
+--------------------------------------------------------------------+
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III. example3.c
xovson00@merlin: ~/$ ./canalyzer examples/example3/example3.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/example3/example3.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ OK - No problems found. +
+--------------------------------------------------------------------+
+ Error log - Function scat(): +
+ Line Operation Problem +
+ 14 strcat Buffer Overflow +
+ 15 strcpy Buffer Overflow +
+--------------------------------------------------------------------+
IV. example4.c
xovson00@merlin: ~/$ ./canalyzer examples/example4/example4.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/example4/example4.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ OK - No problems found. +
+--------------------------------------------------------------------+
+ Filename: examples/example4/example4lib.c +
+--------------------------------------------------------------------+
+ Error log - Function scat(): +
+ Line Operation Problem +
+ 7 strcpy Buffer Overflow +
+ 8 strcpy Buffer Overflow +
+--------------------------------------------------------------------+
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V. example5.c
xovson00@merlin: ~/$ ./canalyzer examples/example5/example5.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/example5/example5.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ OK - No problems found. +
+--------------------------------------------------------------------+
+ Error log - Function scat(): +
+ Line Operation Problem +
+ 14 strcpy Buffer Overflow +
+--------------------------------------------------------------------+
VI. example6.c
xovson00@merlin: ~/$ ./canalyzer examples/example6/example6.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/example6/example6.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ Line Operation Problem +
+ 19 printf Format string +
+--------------------------------------------------------------------+
VII. example7.c
xovson00@merlin: ~/$ ./canalyzer examples/example7/example7.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/example7/example7.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ Line Operation Problem +
+ 16 Assignment statement Integer Overflow +
+ 17 Assignment statement Integer Overflow +
+ 18 Assignment statement Integer Overflow +
+--------------------------------------------------------------------+
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VIII. example8.c
xovson00@merlin: ~/$ ./canalyzer examples/example8/example8.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/example8/example8.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ Line Operation Problem +
+ 31 Assignment statement Integer Overflow +
+----------------------------------------------------- --------------+
+ Error log - Function substract(): +
+ OK - No problems found. +
+--------------------------------------------------------------------+
IX. example9.c
xovson00@merlin: ~/$ ./canalyzer examples/example9/example9.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/example9/example9.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ Line Operation Problem +
+ 42 Assignment statement Integer Overflow +
+ 43 printf Format string +
+--------------------------------------------------------------------+
+ Error log - Function scat(): +
+ Line Operation Problem +
+ 19 strncpy Buffer Overflow +
+--------------------------------------------------------------------+
+ Error log - Function test(): +
+ Line Operation Problem +
+ 30 strcpy Buffer Overflow +
+--------------------------------------------------------------------+
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X. snipplr.c
xovson00@merlin: ~/$ ./canalyzer examples/ThirdParty/snipplr.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/ThirdParty/snipplr.c +
+---------------------------------------------------- ---------------+
+ Error log - Function main(): +
+ Line Operation Problem +
+ 12 strcpy Buffer Overflow +
+--------------------------------------------------------------------+
XI. binStromy.c
xovson00@merlin: ~/$ ./canalyzer examples/ThirdParty/binStromy.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/ThirdParty/binStromy.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ Line Operation Problem +
+ 80 scanf Buffer Overflow +
+--------------------------------------------------------------------+
XII. demo.c
xovson00@merlin: ~/$ ./canalyzer examples/ThirdParty/demo.c
+--------------------------------------------------------------------+
+ C Analyzer Result +
+--------------------------------------------------------------------+
+ Filename: examples/ThirdParty/demo.c +
+--------------------------------------------------------------------+
+ Error log - Function main(): +
+ Line Operation Problem +
+ 61 Assignment statement Integer Overflow +
+ 71 strcat Buffer Overflow +
+ 72 strcat Buffer Overflow +
+--------------------------------------------------------------------+
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Dodatek D
Metriky ko´du
Pocˇet su´borov: 39
Pocˇet riadkov zdrojove´ho ko´du: 13 178
Vel’kost’ staticky´ch da´t: 284 445B
Vel’kost’ spustitel’ne´ho su´boru: 387 360B (Linux, bez ladiacich info.)
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