Abstract-The semantic information regulates the expressiveness of a web service. State-of-the-art approaches in web services research have used the semantics of a web service for different purposes, mainly for service discovery, composition, execution etc. In this paper, our main focus is on semantic driven Quality of Service (QoS) aware service composition. Most of the contemporary approaches on service composition have used the semantic information to combine the services appropriately to generate the composition solution. However, in this paper, our intention is to use the semantic information to expedite the service composition algorithm. Here, we present a service composition framework that uses semantic information of a web service to generate different clusters, where the services are semantically related within a cluster. Our final aim is to construct a composition solution using these clusters that can efficiently scale to large service spaces, while ensuring solution quality. Experimental results show the efficiency of our proposed method.
INTRODUCTION
With proliferation of network technologies, services computing has attracted a significant research attention. Web services have become a useful tool to facilitate many necessary activities throughout the world. A web service performs a specific task to satisfy a user requirement. The performance of a web service is measured by a set of QoS parameters like response time, throughput, reliability, availability etc. Sometimes, a single web service is sufficient to meet a user requirement, sometimes, multiple web services are required to do so. In the latter case, web service composition [1] is required. Though optimality [2] , [3] is a primary concern in composition, it comes at the cost of more computation time, which is another key issue in recent times. With increase in the scale of web services [4] , scalable service composition [5] , [6] is becoming a challenge.
A significant body of research focuses on finding optimal QoS aware composition solutions [7] , [8] . However, these methods often fail to scale for large service repositories in real time. Therefore, a number of heuristic methods [9] , [10] , [11] have been proposed in literature. These methods also have their own limitations. Many of these fail to deliver the solution with desired quality, since they do not navigate the entire search space. The trade-off between optimality and efficiency has been explored extensively in web service literature [12] , [13] , [14] . In this work, we handle the trade-off between optimality and efficiency from a different perspective. In a realistic setting, a number of services are often deployed to fulfill the same purpose. Though these services are intended to serve similar functionality, they may have syntactically different interfaces. Sometimes, identifying two semantically related services becomes extremely important to compute the composition solution efficiently. The aim of this work is to identify semantically related services obtained from an ontology [15] stored in a service repository along with the web service set. Using this information, we further aim to form service groups essentially required for generating efficient composition solution. The crux of our proposal is to reduce the search space of the underlying composition algorithm by clustering the semantically related services and thus, expedite its solution computation time. Once we cluster the services into multiple groups, each service group is then represented by a new service. Each new service is then assigned a set of QoS values that are the best representative in its respective group. The composition algorithm is first carried out in the new service space to find a solution satisfying all QoS constraints. Since the algorithm explores a smaller search space, it becomes more efficient than the original one. However, some information regarding service QoS parameters may be lost due to this clustering. Therefore, the composition algorithm, performed with the new representative service, may fail in producing a solution to a query satisfying all the constraints. In this paper, this clustering is termed as an abstraction. To deal with constraint violation issue, we further propose to refine an abstraction, which ensures a solution satisfying all the necessary constraints if one exists originally. Our framework is, therefore, sound and complete.
Novelty of our work: Our method is built on the foundation of abstraction refinement, a standard technique for handling large state spaces, originally proposed in [16] in the context of formal verification. Abstraction refinement based on syntactic similarity in terms of input-output parameters has been dealt with in our earlier work [17] . However, the notion of semantics of a web service has not been dealt with in that work. In this paper, we bring the notion of semantics and propose a methodology that provides a scalable way of pruning the composition search space. Our method can be applied on top of any service composition algorithm to improve its performance. In [15] , the authors proposed functional clustering based on semantics of the services. However, the focus of [15] is on reducing the search space with the objective of improving the reliability and flexibility, while our focus is to reduce the search space and thus expedite solution composition time. Moreover, the clustering methods that we consider is different from the one in [15] .
Our Contribution: In this work, we have the following contributions:
• We first propose different abstractions based on the semantics of the services in the service repository, that help to reduce the search space and thus to expedite solution computation time.
• In order to ensure that our algorithm always produce a valid solution (i.e., a solution satisfying all the constraints), we further propose two refinements corresponding to each solution.
• We have performed extensive experiments and it is evident from our experiments that on an average our framework is more efficient, when compared with the performance of the underlying composition algorithm without abstraction. This paper is organized as follows. Section 3 presents some preliminary concepts. Section 4 demonstrates our proposed methodologies. Section 5 shows the results obtained using our framework. Section 6 includes a discussion on related literature, while Section 7 concludes our paper.
WORKING EXAMPLE
We illustrate our proposal on the following running example as shown in Table 1 containing 32 services S 1 to S 32 . We consider the following query: A user provides a binary image of the Barcode of of a product in jpeg format with size less than 50KB along with his current location to obtain the review of the product in English and the location coordinates GPS of the nearest shop and the product price. The query Q is formally written as: Q = ({BinaryImage, GP S}, {Review, GP S, P rice}, {Image in jpeg format, Image size less than 50KB}, {Review written in English}, {}, {}).
OVERVIEW AND PROBLEM FORMULATION
We illustrate our proposal on the following running example as shown in Table 1 containing 32 services S 1 to S 32 . We consider the following query: A user provides a binary image of the Barcode of of a product in jpeg format with size less than 50KB along with his current location to obtain the review of the product in English and the location coordinates GPS of the nearest shop and the product price. The query Q is formally written as: Q = ({BinaryImage, GP S}, {Review, GP S, P rice}, {Image in jpeg format, Image size less than 50KB}, {Review written in English}, {}, {}). We begin with defining a few terminologies. are the set of input and output parameters of S i respectively. M i is the method implemented by S i .
are the values of the set of QoS parameters. PR i represents a set of preconditions, defined over S ip i and specified in quantifier free first order logic [18] . PO i represents a set of postconditions, defined over the set of output parameters of S i and specified in quantifier free first order logic.
A web service is executed, once all its inputs are available and the set of preconditions are satisfied. If a web service is executed, it produces the corresponding set of outputs, while ensuring the set of postconditions. The pre and post conditions are optional for a service. Therefore, the pre or post condition / both of them can be null for a service.
Example 3.1. Example services can be found in Table 1 . The table contains 32 services S 1 to S 32 . For each service, a brief description of the method it implemented is provided in the table.
The QoS parameters of a web service are classified into two categories: (a) Positive QoS, for which a high value is desirable (e.g., reliability) (b) Negative QoS, for which a low value is desirable (e.g., response time).
Two input / output parameters may have syntactically different names. However, both of them may be semantically related. An ontology, which is stored in the service repository along with the web services, maintains all such information. To take into account the semantics of the parameters, a list of concepts and a mapping from each input / output parameter to a concept are maintained in the ontology.
Definition 3.2. [Concept]:
Each input / output parameter corresponding to an ontology maps to a unique entity C i of the ontology, called a concept.
Definition 3.3. [Parameter mapping]:
Parameter mapping f is a mapping of elements in IO to C, where IO and C are respectively the set of input-output parameters and the set of concepts corresponding to an ontology.
Example 3.2.
Consider services S 1 and S 3 in Table 1 . S 1 takes a BWImage as input, while S 3 takes a BinImage as input. According to the ontology, both refer to the same concept binaryImage. Therefore, f (binImage) = f (BW Image) = binaryImage.
Two concepts C 1 and C 2 in an ontology are related in either of the following ways: (a) C 1 = C 2 : C 1 and C 2 are identical concepts. (b) C 1 C 2 : C 1 is a sub concept of C 2 , while C 2 is a super concept of C 1 . (c) C 1 = C 2 : C 1 and C 2 are not related. are the set of given input and desired output parameters respectively. IS refers to the input specification, defined over Q ip and specified in quantifier free first order logic. OR represents the output requirement, defined over Q op and specified in quantifier free first order logic. CP represents a set of QoS constraints, typically, the bounds on the worst case value of the QoS parameters. OP refers to the objectives of the query (e.g., maximizing throughput, minimizing response time).
Example 3.4.
Consider a query. A user provides a binary image of the Barcode of a product in jpeg format with size less than 50KB to obtain the review of the product in English. The query Q is formally written as: Q = ({BinaryImage}, {Review}, {Image in jpeg format, Image size less than 50KB}, {Review written in English}, {Maximum response time is 500ms}, {Maximize the reliability}). The last two elements of the tuple represent QoS constraints and objective of the query respectively. We use this query throughout this paper.
Once a query comes to the system, a set of services are activated based on the query inputs and input specification. We now define the notion of service activation. Example 3.5. Consider two services, as defined below and a query Q = ({BW Image}, {Review}, {BWImage in jpeg format}, {Review in local language}, {}, {}). According to the ontology, BW Image is a sub concept of Image. Therefore, BW Image can be fed as an input to S 1 . Moreover, according to the input specification, the BWImage is in jpeg format. Therefore, with the given input specification, the precondition of S 1 is also satisfied. Hence, S 1 is activated first. Once S 1 is activated, from the output of S 1 , S 2 is also activated, since PO 1 satisfies PR 2 . Finally, S 2 provides Q op while ensuring the output requirement.
It may be noted, in this paper, we use the symbol A → B to denote B is weaker than A for any two quantifier free first order logic formulas A and B. In other words, whenever A holds B holds as well, however, the converse is not true. Once a query comes to the system, the services are activated directly / transitively. Gradually, a dependency graph [5] is constructed to serve the query. We now show an example of a dependency graph on our running example. Above each rectangle, the calculation shows the number of ways the outputs corresponding to the rectangle can be produced. Finally, the calculation above the query output shows the number of solutions.
We now formally discuss the service composition problem. Problem formulation: We are given the following: 1) A set of web services S = {S 1 , S 2 , . . . , S n }.
2) A set of concepts C.
3) For each input-output parameter io, the mapping to its concept f (io). 4) A query Q. The aim of service composition is to find a set of services to serve the query with appropriate objectives as specified therein. In this paper, our aim is to expedite the process of composition by reducing the search space as explained in the next section.
DETAILED METHODOLOGY
Our framework comprises two key steps: abstraction done at preprocessing time and refinement performed during execution time, i.e., when a query arrives into the system. In the preprocessing phase, a set of services are abstracted based on their functional semantics to obtain a new abstract service. The major advantage of this step is that it reduces the search space and therefore, expedites computation time. Once a query comes to the system, service composition is performed on the abstract service space first. However, the abstraction has a major limitation due to the lack of information of all the services. In some cases, the solution to a query obtained from the abstract service space may not satisfy all the QoS constraints. Therefore, we further propose to refine an abstraction. Refinement is done in the execution phase. The main benefit of this step is that it makes the method complete [17] . However, an additional computational overhead may be added during composition, if refinement is applied. In the following subsections, we discuss 3 abstraction methods, each followed by the corresponding refinement methods.
First level Abstraction: Based on Equivalence Relation
We first define the notion of equivalence between services. 
The notion of equivalence adopted here is different from the one in [17] . Here the equivalence is considered in the semantic space and not just based on syntactic names of input-outputs.
Example 4.1. Consider two services S 1 and S 3 as shown in Table  1 . From the definitions of S 1 and S 3 , S 1 S 3 , since according to ontology, f (BW Image) = f (binImage) = binaryImage. Moreover, BWImage in jpeg format ↔ BinImage in jpeg format and BWImage size must be less than 50KB ↔ BinImage size must be less than 50KB.
Two services S 1 and S 2 satisfying the first three conditions of Definition 4.1 are called input equivalent, whereas, two services satisfying the last three conditions of the definition are called output equivalent.
It may be noted, the binary relation " " defined over a set of services is an equivalence relation. The first level of abstraction is done based on the equivalence relationship between services. Since " " is an equivalence relation, the service repository is partitioned based on this relation. Each equivalence class is then abstracted by a new representative service. The number of services required to serve a query reduces by this abstraction. Since the service repository is partitioned into a set of equivalence classes and the equivalence classes are mutually exclusive and collectively exhaustive, the number of equivalence classes in the service repository is less than or equal to the number of services in the repository.
Consider S ⊆ S be a set of equivalent services. Using the above method, S is abstracted by a new service, say S1 i . To assign the inputs, outputs of the abstract service, we choose any member service (S i ∈ S ) from its corresponding equivalence class (since each member service is functionally equivalent) and assign the following: S1 Im ag e S12 S13 S11 S14 S16 S17 S18 S19 S111
Fig. 2: Dependency Graph using first level abstract services to respond Q PR1 i = PR i ; PO1 i = PO i . We now illustrate this abstraction on our working example.
Example 4.2. Considering our running example (shown in Table  1 ), the dependency graph constructed in response to Q (shown in Example 3.4) with the first level abstract services is shown in Figure 2 . After this abstraction, the dependency graph now consists of 9 services and the total number of solutions (in terms of functional dependencies) is now reduced from 173 to 13. The calculation is shown in the figure.
Once an abstract service S1 i is constructed for each equivalence class, it is also important to assign the QoS values to S1 i . To do so, we choose a representative service from each corresponding equivalence class and assign the QoS values of the representative service to it. Consider S1 i is an abstract service corresponding to the equivalence class S ⊆ S. Below, we discuss the method of choosing the representative service.
Step 1: For each service S i in an equivalence class, we first normalize the values of the QoS parameters between 0 and 1. To normalize, at first, the maximum (P M ax l ) and minimum (P
M in l
) values of each QoS parameter P l across the equivalence class are computed. The normalized value of the parameter is computed as:
Step 2: Once the QoS parameters are normalized, we compute the weighted sum of the normalized QoS parameters:
We assume that the weights of the QoS parameters can be provided externally by the user. If no weights are specified, all QoS parameters are provided equal weights, i.e., ∀l ∈ {1, 2. . . . , m}, w l = 1 m .
Step 3: The service with maximum weighted sum is chosen as the representative service for each equivalence class.
Composition with First Level Abstract Services
Any service composition algorithm can be applied over the abstract service space to get a solution to a query. The major advantage of this abstraction method is that for a single QoS parameter, it preserves the solution quality. In other words, if an optimal algorithm is used to find a solution, it is guaranteed to find an optimal solution from the abstract service space as well. Similarly, if a heuristic algorithm is used to find a solution from the abstract space, it is guaranteed that the solution quality does not degrade in comparison to the solution that can be generated from the original / un-abstracted service space by the same algorithm. However, for multiple QoS parameters, we cannot ensure this guarantee. In some scenarios, it may not be possible to generate any solution from the abstract service space that satisfies all the QoS constraints, though one exists in the original service space. In such scenarios, refinement is required. In the next subsection, we discuss the refinement techniques in detail.
First Level Refinement
In this paper, we consider two refinement techniques: partial refinement and complete refinement.
Partial Refinement
If the composition algorithm returns a solution in terms of the abstract services which does not satisfy all the QoS constraints, we first apply the partial refinement on the solution. It may be noted, one solution in terms of abstract services consists of multiple solutions in terms of original services. The main idea of the partial refinement technique is to change the representative service corresponding to each abstract service belonging to the solution and thus to change the QoS values of the solution. As discussed earlier, the representative service is chosen on the basis of the weighted sum method. Here, we change the weights of the QoS parameters on the basis of the constraint values to choose a different service. We first consider a solution s consisting of the set of abstract services S1 s . We now discuss how we modify the weights of the QoS parameters.
Step 1: For each abstract service S1 i ∈ S1 s , we find the maximum M ax(S1 i , P l ) and the minimum M in(S1 i , P l ) values for each QoS parameter P l from its corresponding equivalence class.
Step 2: For the solution s, we first compute the maximum aggregated value Aggr max (s, P l ) for each QoS parameter P l , considering M ax(S1 i , P l ) as the value of P l of S1 i , for all S1 i ∈ S1 s . Similarly, we compute the minimum aggregated value Aggr min (s, P l ), for each QoS parameter P l , considering M in(S1 i , P l ) as the value of P l of S1 i , for all S1 i ∈ S1 s .
Step 3: Among Aggr max (s, P l ) and Aggr min (s, P l ), we consider one as the best value and the other as the worst value of P l for the solution. If P l is a positive (negative) QoS parameter, Aggr max (s, P l ) is considered to be the best (worst) value and Aggr min (s, P l ) is considered to be the worst (best) value of P l .
Step 4: If the best value of any QoS parameter P l of the solution does not satisfy the constraint, we do not apply the partial refinement, since, no modification of the representative service corresponding to any abstract service can make the constraint satisfiable.
Step 5: If the worst value of any QoS parameter P l of the solution is better than the constraint value, we ignore the QoS parameter P l from the weight computation. This is mainly because, no matter what representative service is chosen for an abstract service belonging to the solution, the constraint value is always satisfied.
Step 6: If the constraint value of P l (say δ(P l )) lies between the best and the worst aggregated value, we compute the normalized value of the constraint as:
Step 5 is satisfied
if P l is a negative QoS It may be noted, when we assign the QoS values to an abstract service during the preprocessing phase, we do not have any information regarding the QoS requirements of a query, which can only be known when a query comes to the system during the execution phase. Moreover, the QoS constraints vary across queries. Therefore, in the partial refinement phase, our intuition is to set the weights of the QoS parameters according to the QoS requirements by the query. Since the QoS parameters are disparate in nature, in order to compare them, we first normalize a QoS constraint value with respect to the maximum and minimum aggregated values of the parameter that can be provided by the solution. It may be noted, a solution can provide maximum normalized QoS value as 1 for any QoS parameter. However, a QoS parameter P l requires the normalized value as N V (P l ) to satisfy its corresponding constraint. Therefore, we set the weight of the QoS parameters proportionate to their normalized constraint values.
Step 7: The weight for each QoS parameter is finally computed as,
Once we compute the weights of the QoS parameters, we reiterate the algorithm for choosing the representative service as discussed above and assign the QoS values of the representative service to its corresponding abstract service. Finally, we compute the aggregated QoS values of the solution with the modified abstract services. If the solution now satisfies all the QoS constraints, we return the solution. Otherwise, we apply complete refinement as discussed below.
Example 4.3.
Consider a solution to a query as shown in Figure  3 , which is a sequential combination of two abstract services S1 1 and S1 2 , each corresponding to 3 un-abstract services. Each service has 2 QoS parameters: response time and reliability (as shown by the tuple in the figure) . The calculated weighted sum for each service is also shown in figure. For each abstract service, the corresponding representative service is shown by gray color.
The QoS values of the solution is (80, 0.76). Now consider the following two cases: Clearly, the solution violates the reliability constraint. Therefore,
we apply partial refinement. The maximum and minimum values of the response time corresponding to S1 1 are 70 and 30ms respectively and the same for S1 2 are 90 and 30ms respectively. Therefore, the maximum aggregated response time of the solution is 160ms (90 + 70) and the minimum aggregated value for the solution is 60ms (30 + 30) . Since the response time constraint is 200ms, we can ignore response time for the weight calculation. This is because whatever representative service is chosen for an abstract service, the response time constraint remains satisfied. Similarly, the maximum and minimum values of the reliability corresponding to S1 1 are 0.95 and 0.8 respectively and the same for S1 2 are 0.99 and 0.7 respectively. Therefore, the maximum aggregated reliability of the solution is 0.94 (0.95 * 0.99) and the minimum aggregated value for the solution is 0.56 (0.8 * 0.7). The constraint value lies between 0.94 and 0.56. Therefore, we first calculate the normalized constraint value for reliability 0.8−0.56 0.94−0.56 = 0.63. Following the above algorithm, the weights for response time and reliability are 0 and 1 (0.63/0.63). Using the calculated weights, we reiterate the algorithm for choosing the representative service. S 2 is now the representative service for S1 1 and S 5 is the representative service for S1 2 , since they have now maximum weighted sum compared to the other members belonging to their corresponding equivalence classes. Hence, the solution now has the QoS values (160, 0.94), which satisfies all the constraints.
Case 2:
The query has the following constraints: (50, 0.8). In this case, the response time constraint can never be satisfied using these two abstract services, since the best response time value for the solution is 60ms. Therefore, complete refinement is required.
Complete Refinement
If the composition algorithm does not return any solution or the partial refinement technique fails to generate a solution, we apply the complete refinement technique. The main idea of the complete refinement is to revert the abstract services to the original services and apply the composition algorithm on the original service space once more to obtain the solution.
Second level Abstraction: Based on Dominance Relation
This abstraction is done based on the notion of dominance.
In this abstraction, we cluster the set of abstract services formed after the step above into further groups, where one service dominates the rest of the services.
Definition 4.2. [Dominance]:
A service S1 1 dominates another service S1 2 , expressed as S1 1 S1 2 , if the following conditions hold:
• ∀i ∈ S1 ip 1 , ∃i ∈ S1 ip 2 , such that i i .
• S1 1 and S1 2 are not output equivalent.
The notion of dominance essentially indicates that the functionality of S1 2 is covered by the functionality of S1 1 . In other words, S1 1 can be activated, if S1 2 gets activated and S1 1 provides more functionality than S1 2 (either provides more outputs or provides more specific outputs, i.e. at least one output of S1 1 is a sub concept of S1 2 or the postcondition of S1 1 implies the postcondition of S1 2 ). The last condition is used for the next abstraction level.
Example 4.4.
Consider two services S1 9 and S1 11 , as shown in Figure 2 . From their definitions, S1 11 S1 9 , since according to ontology, P ID 9 P ID, PR1 9 → PR1 11 and {Review} ⊂ {Review, Rating}. It may be noted, S1 11 must be activated, if S1 9 gets activated and S1 11 provides more outputs than S1 9 .
Consider S1 is the set of first level abstract services. If a service S1 i ∈ S1 is not dominated by any other service in S1 (i.e., S1 i is non-dominated), S1 i forms a group consisting of all the first level abstract services that are dominated by S1 i . The group is finally abstracted by a new service, say S2 i . The input, output parameters, preconditions and postconditions of S2 i are same as S1 i . The QoS values of S1 i are assigned to S2 i . It may be noted, though, every dominated service S2 j belongs to at least one group, however, no such service forms its separate group containing all the first level abstract services that are dominated by S2 j . The set of services corresponding to S2 i and S2 j (i = j) are not always mutually exclusive, since one service can be dominated by multiple services. However, the number of services after the second level of abstraction still reduces. This is because the maximum number of non-dominated services is at most equal to the number of services after the first level. As earlier, any service composition algorithm can be applied over the abstract service space to get a solution to a query. However, unlike the first level abstraction, the second level abstraction is not quality preserving. Therefore, refinement may be required even for a single QoS parameter.
Second Level Refinement
In this level as well, we have two different refinement techniques: partial refinement and complete refinement. The partial refinement here is similar to the previous level. The only difference is that for a second level abstract service S2 i , all its corresponding first level abstract services do not participate in selecting the representative service for S2 i . This is because of the following reason: consider S1 i is the non dominated first level service belonging to the group corresponding to S2 i . First of all, it is not necessary, when S1 i gets activated all other services in the group are also activated with the available inputs in the system. Furthermore, S1 i provides more functionality than any other first level abstract services in that group, which may require serving the query. In this case, no other service can participate in serving the query. Therefore, we have to first select the set of services corresponding to a second level abstract service that can serve the query. Consider a second level abstract service S2 i belonging to the solution corresponding to the set of first level abstract services: S1 ∈ S1, where S1 is the set of first level abstract services. A first level abstract service S1 i ∈ S1 participates in the representative service selection method, if the following conditions are satisfied: (1) S1 i can be activated from the available input set, when S2 i is activated. (2) S1 i produces all the parameters (in the form of identical / sub concept) that are required to be produced by S2 i only, i.e., no other service in the solution produces them. More formally, ∀io j ∈ IO, ∃io l ∈ S1 op i , io k io l , where IO is the set of parameters that are required to be produced by S2 i only. (3)The post conditions of S1 i must satisfy the set of conditions that are required to be ensured by S2 i . More formally, PO1 i → PC, where, PC is the set of conditions that are required to be ensured by S2 i . Once the representative services are chosen, the inputoutput parameters, pre and postconditions and the QoS values are changed according to the chosen representative services. If a valid solution is obtained, we return the solution. Otherwise, we apply the complete refinement technique.
Abstraction Using Input Implication Output Equivalence
This is the third and the final level of abstraction. The abstraction is done based on the notion of input equivalence and output implication. Here, we focus on the set of services that produce equivalent set of outputs and ensure the same postconditions, however, one service dominates the other service in terms of inputs and preconditions.
Definition 4.3. [Input Implication Output Equivalence Relation (IIOE)]:
IIOE is a relation between two services S2 1 and S2 2 (expressed as S2 1 −−→ IIOE S2 2 ), which ensures S2 1 is output equivalent to S2 2 and S2 1 implies S2 2 in terms of input parameters satisfying the following conditions:
.
The above definition means, though both the services S2 1 and S2 2 provide same output and ensure same functionality, however, S2 1 is more generic than S2 2 in a sense that S2 1 can be activated with less number of inputs or with weaker preconditions [19] .
Example 4.6. Consider two services S2 1 and S2 3 , as shown in Figure 4 . From their definitions,
We first construct an IIOE graph based on the IIOE relation between the services.
Definition 4.4. [IIOE Graph]:
An IIOE graph G IIOE = (V, E) is a directed acyclic graph, where V is the set of nodes and E = (u i , u j ); u i , u j ∈ V is the set of edges. Each node u i ∈ V contains a first-level abstract service S2 i . An edge from u i to u j exists, if
We first create all possible nodes and edges in the IIOE graph. Finally, we remove all the transitive edges to make the composition algorithm efficient, as discussed later. If S2 i → S2 j and S2 j → S2 k , we remove the edge from u i to u k . Since, each node u i ∈ V contains a second-level abstract service S2 i , the number of nodes in G IIOE is equal to the number of second-level abstract services. Now consider a node u i ∈ V in G IIOE containing an abstract service S2 i . It may be noted, if S2 i is activated in the system, all the services corresponding to the tree rooted at u i are also activated at the same time, and provide same functionality as S2 i . Therefore, the entire tree is abstracted by a new service, say S3 i . In other words, each final level abstract service S3 i corresponds to a tree rooted at the node u i in the implication graph. Therefore, the number of final level abstract services is equal to the number of second level abstract services. The input, output parameters, pre and postconditions of S3 i are exactly same as S2 i and the QoS assignment technique for this abstraction level is same as the first level abstraction, i.e., for each final level abstract service S3 i , we choose a representative service from its corresponding set of second level services and assign its QoS values to S3 i . Example 4.7. Consider three services S2 1 , S2 2 and S2 3 , as shown in Figure 4 . From their definitions, S2 1 → S2 2 → S2 3 , since according to ontology, BinaryImage Image and PR2 1 → PR2 3 , PR2 2 → PR2 3 . G IIOE constructed from the services is shown in Figure 5 . Each third level abstract service is shown with a different color in the figure. Considering our running example (shown in Table 1 ), the dependency graph constructed in response to Q (shown in Example 3.4) with the final level abstract services is shown in Figure 5 . After the final level of abstraction, the 
Though the number of services in this step is exactly same as in the previous step, the number of nodes in the dependency graph reduces from the previous level of abstraction. During composition, if one final-level abstract service S3 i is chosen in the dependency graph, no other final level service is chosen for which its corresponding second level service belongs to the tree rooted at the node containing S2 i , where S3 i corresponds to the tree rooted at S2 i . Therefore, the composition algorithm becomes efficient, if it starts traversing the graph top down (i.e., starting from the root node of any connected component of the IIOE graph) during dependency graph construction.
Example 4.8. As shown in Figure 5 , if S3 1 is chosen to serve a query, S3 2 and S3 3 are not chosen. Similarly, if S3 5 is chosen, S3 6 and S3 7 are not chosen.
The final level refinement techniques are exactly same as the first level refinement techniques.
Solution Reconstruction and Analysis
Once a solution is generated in terms of the abstract services, we revert the solution from the abstract space to the original service space. The abstract service in each level is replaced by its previous level service until we reach the original service space. Our framework provides the following guarantees.
Lemma 1. Soundness:
A QoS constraint satisfying solution containing abstract services produced by any composition algorithm is a valid solution satisfying all QoS constraints on the original service space.
Proof. Once a QoS constraint satisfying solution is generated in terms of the abstract services, the solution is reverted from the abstract space to the original service space. It may be noted, each i th (i = 1, 2, 3) level abstract service of the solution, containing the i th level abstract services, is replaced by its corresponding previous level service having the same QoS values. Therefore, the overall QoS values of the solution remains unchanged on the original service space. Hence, we always get a valid solution satisfying all QoS constraints on the original service space.
Lemma 2.
A solution (in terms of functional dependencies) to a query can always be constructed by composing the abstract services, if and only if there exists a solution to the query in the original service space.
Proof. We first consider the following cases:
• If any service S i is eventually activated from the query inputs and input specification, the abstract service S1 j containing S i must be activated, since both of them are functionally equivalent and will produce the set of outputs and identical postconditions, that further producing the query outputs eventually with desired output requirements, if there exists a solution to the query.
• If any service S1 i is eventually activated from the query inputs and input specification, the abstract service S2 j containing S1 i must be activated, since the representative service of S2 j either S1 i itself or dominates S1 i . Therefore, S2 j will produce the set of outputs containing the output set of S1 i having stronger postconditions, that further producing the query outputs eventually with desired output requirements, if there exists a solution to the query. • For each service S2 i , there exist a third level abstract service S3 i having identical set of inputs, outputs, preconditions and postconditions. Therefore, the same argument holds for this case as well. Therefore, if there exists a solution to a query in the original service space, we can always construct a solution in terms of the functional dependencies by composing any level of abstract services.
Our entire framework provides the following guarantee.
Lemma 3. Our framework is always able to find a valid solution, if one exists.
If no solution is found from an abstraction level, we can always go back to the previous level by applying the complete refinement and search for the solution. In the worst case, we may end up searching for a solution in the original service space. Therefore, we never miss a solution, if one exists.
EXPERIMENTAL RESULTS
Our proposed algorithms were implemented in Java. We implemented our framework on top of two composition algorithms [11] and [20] . We first applied our framework on the WSC-2008 datasets [21] . Since the services in the WSC dataset are generated complete randomly [15] , we did not find significant reduction in any abstraction step. For the 2 nd dataset, we found 1 pair of equivalent services, for the 7 th dataset 1 pair of equivalent services and 1 pair of dominant services and finally for the 8 th dataset, we found 2 pairs of dominant services. For rest of the datasets, we could not find any reduction due to abstraction. Hence, our framework could not provide significant performance gain for WSC-2008 datasets. Therefore, we demonstrate our method on a synthetically generated dataset.
Our synthetic dataset is an extension of our example dataset as shown in Table 1 . Our example dataset is constructed from the dataset described in [15] . We now discuss the construction of our synthetic dataset. We first generated a random number of concepts and assigned a random relationship (identical / sub / super / unrelated) between the concepts. We then randomly generated the number of inputoutput parameters and randomly associated them with the concepts. However, the services were also generated in a semi random manner. We increased the number of services in a random manner maintaining the relationship (equivalence / dominance / IIOE / unrelated) between the services as discussed above and accordingly assigned the input-output parameters, preconditions and postconditions. Finally, we generated the QoS parameters of the services. In this paper, we considered 4 QoS parameters: response time, throughput, reliability, availability and modeled them assuming they follow normal distribution [22] . Once the service repository was created, we generated a random query having random inputs, outputs, input-specifications, output-requirements and QoS constraints. We now analyze the results.
We present our experiment in two parts. In the first part, we show the performance gain achieved by our framework at runtime, when implemented on top of [20] . Figure 6 shows the reduction in the number of services in the service repository by applying each abstraction level for 5 random datasets (RDS1 to RDS5). Figure 7 shows the reduction in the number of services in the dependency graph constructed to respond to a query by applying each abstraction level for 5 random datasets. On an average, there are 6x, 10x and 16x reductions in the number of services in the dependency graph for abstraction levels 1, 2 and 3 respectively with respect to the number of unabstracted services. Table 2 shows the computation time to construct the dependency graph generated in response to the query for each of the 3 abstractions. Columns 2 to 5 of the table show the computation time required by the underlying algorithm for 4 levels of services (the 0 th level corresponds to without abstraction). Columns 6 to 8 of the table show the speed up (SU i ) for i th (i = 1, 2, 3) abstraction level respectively with respect to the un-abstracted service space (i.e., Level 0). As evident from the table, we achieved, on an average, 19x, 30x, 70x speed up for abstraction levels 1, 2 and 3 respectively. Figure 8 shows the response time (RT) obtained by Algorithm [20] for 4 levels of services. The response time obtained by our framework, on an average, degrades 4x, 5x, 6x for abstraction levels 1, 2 and 3 respectively, while the computation speed up achieved by our framework to compute response time is on an average 40x, 43x, 126x (shown in Table 3 ). Similarly, the throughput obtained by our framework, on an average, degrades 1.28x, 1.33x, 1.36x respectively for abstraction levels 1, 2 and 3 (shown in Figure 9 ), while the speed up achieved by our framework to compute throughput is on an average 62x, 64x, 142x (as in Table 4 ).
In the second part of our experiment, we show the performance of our framework implemented on top of [11] . Here, we considered the query having QoS constraints. We conducted three sets of experiments (Exp. 1, Exp. 2 and Table 5 ) varying the number of services and query and recorded the computation time to serve a query. In the final experiment (Exp. 3 of Table 5 ), we varied the constraints of the QoS parameters (9 th Column has tighter constraints than 8 th , which has tighter constraints than 7 th ) for the same query and recorded the result. As can be seen from the table, in all 3 experiments, as the abstraction level increases, the number of services either remains same or decreases, which we have claimed in this paper. However, it is not guaranteed that the computation time to find a solution always improves as the abstraction level increases, because in some cases, complete refinement is necessary (as can be seen in the first experiment). In the first experiment, we have shown as the abstraction level increases, the time requirement to compute a solution decreases upto the 2 nd level of abstraction. However, in the 3 rd abstraction level, the time requirement increases. It is due to the fact that in the 3 rd level of abstraction no solution could be found. Therefore, complete refinement was performed. In the last experiment, "-" indicates no solution is generated due to time out. It may be noted, no solution was generated in the lower level of abstraction as well. However, at the higher level, we obtained a solution. It may be observed, on an average, the composition algorithm in the abstract service space outperforms the composition algorithm in the unabstract service space.
RELATED WORK
Research on service composition has been carried out in multiple directions. A significant amount of work considering semantic web service composition has been performed considering optimality being the primary concern (e.g., graph based approaches [3] , [23] , ILP based approaches [2] , [11] , AI planning based approaches [24] , [25] ). However, in real time, optimality has proved to be an expensive requirement [5] , [6] for service composition, since most of the optimal methods do not scale for large service repositories. Therefore, a number of heuristic methods [9] , [26] , [27] , [28] have been proposed, where computation time is considered as the main objective. In [29] and [13] , authors have proposed a multi constrained QoS aware service composition approach, instead of finding the optimal solutions. Dynamic binding is the main concern of [13] , where authors propose to generate the skyline services for each task and cluster the services using the K-means algorithm. In [29] , authors proposed an Integer Linear Programming (ILP) based approach, where ILP is used to divide the global constraints into a set of local constraints and then using the local constraints, the service selection is done for each task. In [2] , authors proposed ILP based methods to solve multiconstrained service composition. A significant amount of work has been done based on evolutionary algorithms, such as Particle Swarm Optimization [30] , Ant Colony Optimization [31] , Bee Colony Optimization [32] , Genetic Algorithms [33] , [34] , NSGA2 [35] , [36] . Though these algorithms can rapidly generate solutions and handle large and complex service spaces [6] , they compromise on the solution quality [37] , [38] . In [39] , the authors proposed a planning graph based approach and an anytime algorithm [39] that attempts to maximize the utility. In [40] , authors proposed an ILP based method to maximize the utility. In [11] , the authors proposed ILP based multi-constrained service composition. In [41] , the authors analyze the relation between multiobjective service composition and the Multi-choice, Multidimension 0-1 Knapsack Problem (MMKP). There are few methods [5] , [6] in literature, that enlighten the issue of search space reduction of the composition algorithm. However, they often fail to generate a solution with desired quality.
In contrast to existing literature, we propose a framework for semantic web service composition based on abstraction refinement that aims to expedite the solution construction time by reducing the search space without compromising on the solution quality. Service clustering based on syntactic similarity in terms of input-output parameters has been dealt with in our earlier work [17] . However, the notion of semantics of a web service has not been dealt with in that work. In this paper, we bring the notion of semantics and propose a methodology that provides a scalable way of pruning the composition search space. Our method can be applied on top of any service composition algorithm to improve its performance. To conclude, we do not propose any new service composition algorithm, rather a framework on top of existing algorithms. This adds a unique novelty to this work.
CONCLUSION
This paper presents an approach for reducing the search space for semantic web service composition based on abstraction refinement. For a large dataset, the approach can be quite efficient, since it greatly improves performance. As future work, we are currently working on designing more sophisticated refinement techniques. We also aim to perform more extensive experiments of this framework on real datasets.
