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 I 
Povzetek 
 
Diplomska naloga obsega predstavitev delovanja in zasnove mikrokrmilniškega gonilnika za 
kamerni modul OV7670 ter programa za zajem, prenos, prikaz in shranjevanje slike 
SerialDisplayImage na osebnem računalniku. V prvem delu je obravnavana uporabljena 
strojna oprema, ki vključuje senzor OV7670 z dodanim pomnilnikom FIFO AL422B, 
razvojno ploščo STM32F4 Discovery in USB-UART pretvonikom FT232R. V drugem delu 
pa je predstavljena programska oprema, in sicer funkcionalnost in delovanje gonilnika, ki 
upravlja s kamernim modulom, ter program na osebnem računalniku, ki služi kot uporabniški 
vmesnik. 
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Acquisition and transmission of video data 
 
Abstract  
 
This thesis consists of a comprehensive overview on the intricacies and design of a 
microcontroller based device driver for the OV7670 camera module and the accompanying 
program SerialImageDisplay for capturing, transmission, display and storing of an image on a 
personal computer. The first section describes all the hardware components used in the 
project, which includes the OV7670 sensor with the added AL422B FIFO memory, the 
STM32F4 Discovery microprocessor development board and the FT232R based USB-UART 
converter. The second section covers all of the software consisting of the design and 
functionality of the camera module driver and the computer program, which serves as the user 
interface. 
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1. UVOD 
 
Gonilnik je program, ki drugi programski opremi omogoča upravljanje in komunikacijo z 
neko napravo oziroma enoto strojne opreme. V tej diplomski nalogi sem se lotil izdelave 
gonilnika za kamerni modul, ki temlji na senzorskem čipu OV7670 podjetja OmniVision z 
dodanim pomnilnikom FIFO AL422B. Kamerni modul je priključen na razmeroma zmogljivo 
razvojno ploščo STM32F4 Discovery, na kateri teče gonilnik. Ta na eni strani omogoča 
upravljanje z nastavitvami kamere ter zajem in prenos slike, na drugi strani pa je prek serijske 
povezave, posredno prek pretvornika UART-USB, priključen na osebni računalnik, na 
katerem teče program, poimenovan SerialImageDisplay, ki služi kot uporabniški vmesnik. 
Tako je mogoče iz osebnega računalnika prek mikrokrmilnika, na katerem teče gonilnik, 
upravljati in nastavljati kamerni modul, iz njega prenesti zajeto sliko, jo prikazati ter jo 
končno kot datoteko formata JPEG tudi shraniti na disk. 
 
Gonilnik je napisan specifično za mikroprocesor STM32F407VG in bi bil z manjšimi 
popravki primeren za uporabo znotraj celotne družine procesorjev STM32F4, pri čemer velja 
omeniti, da gre splošneje za procesorje ARM iz družine Cortex M4. Na drugi strani 
odjemalski program na osebnem računalniku takšnih strojnih omejitev nima – če bi se 
gonilnik predrugačilo do te mere, da bi deloval tudi na drugih procesorjih primerljivih 
zmogljivosti, samega programa SerialImageDisplay ne bi bilo treba spreminjati. Za delovanje 
programa je sicer potrebna namestitev Java Runtime Environment, poleg tega pa je bilo 
delovanje programa testirano le na operacijskem sistemu Windows 7.  
 
Tako diplomska naloga vsebuje elemente nizkonivojskega programiranja (gonilnik, napisan v 
programskem jeziku C), ki terja podrobno poznavanje uporabljene strojne opreme (OV7670, 
mikrokrmilnik) kot tudi elemente visokonivojskega programiranja (SerialImageDisplay, 
napisan v programskem jeziku Java), ki je od specifike strojne opreme bolj odmaknjeno in na 
ta način bolj abstraktno. 
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2. STROJNA OPREMA 
 
V tem poglavju je predstavljena vsa uporabljena strojna oprema, in sicer kamerni modul 
OV7670, razvojna plošča STM32F4 Discovery in USB-UART pretvornik, temelječ na čipu 
FT232R. 
 
2.1 KAMERNI MODUL OV7670 
 
Slika 2.1: Kamerni modul OV7670 
 
OV7670 CameraChip je nizkonapetostni CMOS slikovni senzor, ki zmore v enem čipu 
zagotoviti funkcionalnost VGA kamere in slikovnega procesorja [1]. V vezje je vgrajen 
skupaj s 25 MHz kristalom in pomnilniško enoto AL422B. Natančneje gre za FIFO pomnilnik 
velikosti 384 kB, katerega naloga je sprejemanje slikovnih okvirjev, ki jih senzor postavlja na 
svoj podatkovni izhod in jih na ta način hrani za poznejšo rabo.  
 
Nastavljanje senzorja je treba krmiliti z vmesnikom SCCB. Ta je v celoti združljiv s 
standardnim I
2
C vmesnikom, kar pomeni, da je kamerni modul moč krmiliti z 
mikrokrmilnikom z vgrajeno I
2
C periferno enoto. Na ta način lahko nastavljamo barvni 
format in ločljivost slike, pogostost osveževanja okvirjev ter še številne druge lastnosti, kot so 
na primer barvna nasičenost, nadzor odtenkov, gamma popravljanje, čas osvetlitve ipd. 
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2.1.1 Zajem in obdelava slike 
V naslednjem razdelku je razčlenjen postopek zajema in obdelave slike. Kot je razvidno iz 
funkcijskega blokovnega diagrama, svetloba, ki vpada na senzorsko mrežo (ang. image sensor 
array), formira analogni signal, krmiljen z generatorjem časovnih videokontrolnih signalov 
(ang. video timing generator). Po analogni obdelavi je signal pretvorjen v digitalno obliko in 
tako nared za digitalno obdelavo v digitalnem signalnem procesorju in zatem za skaliranje 
slike. S tem je okvir na voljo na podatkovnem 8-bitnem video izhodu v izbranem barvnem 
formatu in frekvenci pošiljanja pikslov PCLK [2]. 
 
Slika 2.2: Funkcijski blokovni diagram čipa OV7670 
 
2.1.1.1 Slikovna senzorska mreža 
Slikovna mreža senzorja OV7670 je velikosti 656 × 488 
pikslov. Od tega je aktivnih 640 ×  480 pikslov, kar ustreza 
standardni ločljivosti VGA. V mrežo med seboj sicer enakih 
pikselnih celic je vgrajen filter Bayer, ki na njih pripušča 
rdečo, zeleno in modro barvo. Ta pripustitev zaznavanja barv 
je določena v posebnem vzorcu, in sicer po lihi vrstici 
izmenjujoče zaznavanje modre in zelene ter po sodi vrstici 
izmenjujoče zaznavanje zelene in rdeče. Na ta način je 
zagotovljen surovi format Bayer (ang. Raw Bayer RGB).  
 
Slika 2.3: Filter Bayer 
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2.1.1.2 Generator časovnih videokontrolnih signalov 
Ta enota v grobem skrbi za štiri funkcije: vzorčenje senzorske mreže, kontrola pogostosti 
prikaza slik, čas osvetlitve ter zagotavljanje zunanjih kontrolnih signalov (pomembnejša sta 
predvsem kontrolni signal vertikalne (VSYNC) in vrstične (HREF) sinhronizacije). 
 
2.1.1.3 Analogno procesiranje 
Blok analognega procesiranja zagotavlja kontrolo ojačanja (ang. gain control) in kalibracijo 
črnih nivojev (ang. black level calibration), ki je potrebna za zmanjšanje vpliva temnega toka. 
Obe funkciji sta lahko avtomatsko ali ročno nastavljivi. 
 
2.1.1.4 Digitalno procesiranje 
Digitalni signalni procesor iz surovega formata Bayer napravi sliko v nastavljenem barvnem 
formatu. Pri tem jo je moč obdelati s sledečimi orodji: kontrola ravnotežja bele barve (ang. 
white balance control), gamma korekcija, barvna matrika (ang. color matrix), nadzor ostrine 
slike, razšumitev (ang. de-noise), avtomatsko nastavljanje barvnega nasičenja, korekcija 
defektnih pikslov, korekcija vpliva leče ter tudi nadzor svetlosti in barvnega kontrasta. 
 
2.1.1.5 Skaliranje slike 
Zadnja enota pred podatkovnimi izhodnimi vrati skrbi za skaliranje slike iz privzetega 
formata VGA (640 × 480 pikslov) v manjše formate, in sicer s podvzorčenjem in digitalnim 
pomanjšanjem. Po tem je treba prirediti (torej časovno skalirati in zamakniti) tudi vse časovne 
videokontrolne signale. V tej enoti so na voljo tudi dodatna orodja za oknenje slike in dodatne 
nastavitve izhodnega barvnega formata. 
 
2.1.2 Barvni formati 
Senzor lahko na svojem podatkovnem izhodu postavlja podatke, ki tvorijo piksle v enem 
izmed šestih različnih barvnih formatov: surovi Bayer RGB, procesirani Bayer RGB, Y'CbCr 
4:2:2, GRB 4:2:2, RGB565 in RGB555. V tem diplomskem delu je uporabljen barvni format 
Y'CbCr 4:2:2 [3]. 
 
Prvi del imena barvnega formata (oziroma točneje kodirnega sistema) – Y'CbCr – pomeni, da 
je posamezni piksel opisan v treh 8-bitnih kanalih, in sicer Y', ki korelira z gamma 
popravljeno svetilnostjo (ang. luma oziroma gammafied luminance) in tako predstavlja črno-
  5 
belo sliko, ter Cb in Cr, ki predstavljata barvno ravnino. Iz teh treh kanalov je nato mogoče s 
pretvorbo dobiti vrednosti rdečega, zelenega in modrega kanala, ki v bolj običajnem 24-
bitnem RGB barvnem formatu opisujejo barvo piksla. 
 
Drugi del imena kodirnega sistema  – 4:2:2 – pa opisuje način porazdelitve informacije, ki si 
jo lastijo posamezni piksli. 8-bitni kanal Y' je lasten vsakemu pikslu, kanala Cb in Cr pa sta 
skupna paru pikslov v vrstici. To na primer pomeni, da je v vrstici 320 pikslov tudi 320 
različnih 8-bitnih vrednosti Y', a le 160 različnih 8-bitnih vrednosti Cb in 160 različnih 8-
bitnih vrednosti Cr. Vsak piksel je tako definiran s 24-bitno barvno globino, a je za njegov 
opis v povprečju porabljenih le 16 bitov [4]. 
 
To si lahko privoščimo zaradi načina delovanja človeškega očesa, ki bolje zaznava 
spremembe v svetilnosti (kanal Y', lasten vsakemu pikslu) kot pa v odtenku barve oziroma 
valovni dolžini svetlobe (kanala Cb in Cr, skupna paru pikslov). Na ta način s takšno 
kompresijo zmanjšamo potrebo po pasovni širini za eno tretjino. 
 
2.1.3 Ločljivost slike 
Senzor lahko zajema sliko v največji ločljivosti 640 × 480 pikslov, kar ustreza standardu 
VGA [5]. Glede na to da je v uporabi barvno kodiranje Y'CbCr, ki za opis posameznega 
piksla v povprečju porabi 2 bajta, bi takšna slika zasedla 614 400 bajtov oziroma 600 kB. 
Pomnilnik FIFO AL422B, ki je vgrajen v kamernem modulu in bo podrobneje predstavljen 
kasneje, lahko hrani le 384 kB podatkov, zato je senzor v tem projektu nastavljen tako, da na 
svoj podatkovni izhod pošilja sliko v ločljivost 320 × 240 pikslov. Velikost okvirja je tako 
150 kB (153 600 bajtov), kar lahko pomnilnik shrani v celoti. 
 
2.1.4 Kontrolni registri in vodilo Serial Camera Control Bus 
Senzor OV7670 je opremljen z naborom 256 kontrolnih registrov, ki določajo obnašanje 
naprave. Do njih dostopamo prek vodila SCCB [6], ki je kompatibilno s standardnim 
vmesnikom I
2
C. 
 
Za pisanje v registre je treba modul najprej nasloviti z njegovim 7-bitnim naslovom 2116 
(01000012) ter dodatnim bitom '0', ki sporoči namen pisanja (celotni 8-bitni podatek je tako 
4216). Temu ukazu sledi 8-bitni naslov registra in nato še 8-bitna vrednost, ki jo želimo v 
izbrani register zapisati. 
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Za branje iz registra modul naslovimo s 7-bitnim naslovom 2116 (01000012) z dodatnim bitom 
'1', ki sporoči namen branja (celotni 8-bitni podatek je 4316). Zatem je prav tako potreben še 8-
bitni naslov registra, iz katerega želimo brati. Po prejetju teh dveh ukazov modul po vodilu 
vrne vrednost izbranega registra nazaj. 
 
Na ta način je mogoče kamerni modul inicializirati. Ob vklopu je treba senzorju prek vodila 
SCCB sporočiti nove vrednosti registrov in ga na ta način pripraviti za sprejem slike v 
željenem formatu, ločljivosti, hitrosti in ostalih parametrih. 
 
2.1.5 FIFO pomnilnik AL422B 
Ob senzorju OV7670 je poleg urinega kristala in podporne elektronike na tiskanini vgrajen še 
FIFO pomnilnik AL422B [7]. Velikost pomnilnika je 384 kB, kar je, kot že rečeno, dovolj za 
zajem slike velikosti 320 × 240 pikslov v kodirnem formatu Y'CbCr. 
 
Slika 2.4: Vezava senzorskega čipa s pomnilnikom 
 
Za upravljanje s pomnilnikom je treba modulu dovesti nekaj signalov, s katerimi nadziramo 
pisanje in branje slike s senzorskega čipa. Pomnilnik je preko vrat NAND fizično povezan s 
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senzorjem tako, da podatke iz njegovega izhoda zapisuje le takrat, ko sta kontrolni signal 
HREF in zunanje dovedeni signal Write enable (WR) postavljena na visok nivo. Podatki so 
vzorčeni ob pikselski uri (PCLK), ki jo dovaja senzor in je uporabljena tudi za osveževanje 
hranjenih podatkov v pomnilniku. 
 
Z zunanje dovedenim signalom Write reset (/WRST) ponastavimo kazalec za pisanje novih 
podatkov v pomnilniku na začetni naslov 0, s čimer zagotovimo, da se celotna slika v 
pomnilnik zapiše na znano mesto. Ob vsakem pripuščenem preklapljanju PCLK kazalec 
pisanja narašča in tako pomnilnik v nove lokacije zapisuje nove podatke.  
 
Podobno lahko storimo s kazalcem za branje, ki ga na začetni naslov 0 ponastavimo z zunanje 
dovedenim kontrolnim signalom Read reset (/RRST), s čimer zagotovimo branje podatkov iz 
znanega začetka slike. To storimo s preklapljanjem zunanje dovedene ure Read clock 
(RCLK), ki nam na izhod pomnilnika postavlja podatke, ki opisujejo zajeto sliko. Da se to res 
zgodi, je treba zagotoviti še, da je zunanje dovedeni signal Output enable (/OE) vezan na 
maso, saj bi bil sicer podatkovni izhod pomnilnika v stanju visoke impedance. 
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2.2 RAZVOJNA PLOŠČA STM32F4 DISCOVERY 
Gonilnik teče na razvojni plošči STM32F4 Discovery [8], zasnovani na procesorju 
STM32F407VGT6 [9] [10]. Pri tem uporablja nekaj perifernih enot mikrokrmilnika, 
predvsem za inicializacijo in krmiljenje kamernega modula, pa tudi za komunikacijo z 
osebnim računalnikom. 
 
Slika 2.5: Razvojna plošča STM32F4 Discovery 
 
2.2.1 Periferna enota Inter-Integrated Circuit 
Inicializacija kamernega modula OV7670 je mogoča prek vmesnika SCCB, ki je združljiv z 
vmesnikom I2C na razvojni plošči. Značilnost tega standardnega vodila je, da gre za sinhrono 
half-duplex komunikacijo, ki omogoča naslavljanje registrov kamernega modula z namenom 
branja in pisanja ter na ta način nastavljanja nastavitev senzorskega čipa. V ta namen je 
izbrana periferna enota I2C1 z uporabljenima pinoma PB8 ter PB9. 
 
2.2.2 Periferna enota Universal Synchronous/Asynchronous Receiver 
Transmitter 
S periferno enoto USART lahko gonilnik komunicira z zunanjim svetom, kar izkorišča za 
omogočanje zunanjega nastavljanja registrov senzorskega čipa ter prenos slike po serijski 
povezavi. Vmesnik deluje v asinhronskem načinu, in sicer točneje enota USART2, 
uporabljena pa sta le signala za sprejemanje in pošiljanje – Rx in Tx na pinih PA2 ter PA3. 
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2.3 USB-UART PRETVORNIK FT232R 
Izvedba naloge zahteva omogočeno komunikacijo med osebnim računalnikom in 
mikrokrmilnikom. Pri prvem je danes kot standard na voljo povezljivost prek USB-
priključkov, pri drugem pa prek UART vmesnikov. V ta namen je uporabljen pretvornik 
USB-UART, ki deluje na podlagi čipa FT232R. Vezje proizvaja podjetje Denkovi Assembly 
Electronics Ltd., in sicer pod imenom USB to serial UART interface module [11]. 
 
Po priključitvi pretvornika na računalnik ga ta zazna kot standardna serijska komunikacijska 
vrata, ki omogočajo komunikacijo po protokolu RS232 (a na napetostnih nivojih manjšega 
razpona – TTL). Tako so na izhodnih pinih pretvorniškega vezja na voljo signali za pošiljanje 
(TXD), sprejemanje (RXD), strojno usklajevanje (CTS, RTS) ter napajalni priključki (VDD, 
GND). V tej implementaciji so uporabljeni le signali RXD, TXD in GND. 
 
Slika 2.6: Pretvornik USB-UART (FT232R) 
 
2.4 VEZAVA KOMPONENT 
V naslednjem razdelku je podrobneje predstavljena še vezava posamičnih komponent v 
celotno vezje. Kamerni modul OV7670 je napajan direktno iz razvojne plošče, in sicer z 
napetostjo 3 V. Pina SIOC ter SIOD vodila SCCB sta povezana na vmesnik I
2C, točneje na 
pin PB8 (I2C1_SCL) ter pin PB9 (I2C1_SDA). Kontrolni signal vertikalne sinhronizacije 
VSYNC je vzorčen na pinu PB7, izhodno podatkovno vodilo modula pa je priključeno na 
pine med PD0 in PD7. Kontrolni signali, s katerimi nadziramo delovanje pomnilnika FIFO, so 
priključeni na pine od PC6 do PC9. 
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Slika 2.7: Shematski prikaz vezave komponent 
 
Mikrokrmilnik je napajan prek USB-kabla, ki je priključen na računalnik. To je tudi 
povezava, prek katere je na pomnilnik FLASH mikrokrmilnika mogoče naložiti programsko 
opremo in ki se jo uporablja pri razhroščevanju. Sama komunikacija z osebnim računalnikom 
teče prek že prej omenjenega vmesnika UART, pri čemer sta signala pošiljanja (Tx, pin PA2) 
in sprejemanja (Rx, pin PA3) poleg ozemljenja vezana na pretvornik USB-UART, ta pa prek 
drugega USB-kabla na osebni računalnik.  
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3. PROGRAMSKA OPREMA 
Poglaviten del naloge predstavlja programska oprema in sestoji iz dveh sklopov. V prvem 
sklopu je predstavljen sam gonilnik, ki teče na mikrokrmilniku, v drugem pa vmesniški 
program na osebnem računalniku, prek katerega lahko nastavljamo nastavitve kamere ter 
zahtevamo prenos slike iz kamernega modula (posredno prek mikrokrmilnika) ter njen prikaz 
v prikaznem oknu samega programa. 
 
3.1 GONILNIK 
Naloga gonilnika za kamerni modul OV7670 je, da inicializira senzorski čip ter zagotovi 
možnost zajema in prenosa slike med modulom in osebnim računalnikom, kot tudi omogoči 
komunikacijo med njima. Napisan je bil v programskem jeziku C, in sicer v razvojnem okolju 
Keil μVision 5.12. Gonilnik zaseda 11936 bajtov (1,1 % razpoložljivega) spomina v 
pomnilniku FLASH ter 1680 bajtov (0,8 % razpoložljivega) spomina v pomnilniku RAM 
mikrokrmilnika. 
 
Slika 3.1: Glavni program 
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Za uporabo perifernih enot je bila uporabljena knjižnica Standard Peripheral Library podjetja 
STMicroelectronics, ki je tudi proizvajalec razvojne plošče STM32F4 Discovery. V času 
nastajanja te naloge je STM že pričel z uveljavljanjem novega nabora knjižnic Hardware 
Abstraction Layer v sklopu novega programskega paketa STM32Cube, a se zanj nisem 
odločil, saj ne zagotavlja enake funkcionalnosti kot starejši, že preizkušeni Standard 
Peripheral Library. 
 
Glavni program gonilnika se torej začne z inicializacijo strojne opreme, na kateri teče, čemur 
sledi inicializacija kamernega modula. Nato program vstopi v glavno programsko zanko, kjer 
si postavlja dve vprašanji: ali je na UART že prispel novi podatek (UART_Received?), na kar 
vpliva prekinitvena rutina USART2_IRQHandler(), ter ali je že prejel ukaz za zajem in 
pošiljanje slike računalniku. 
 
Prekinitvena rutina, ki se sproži, ko periferna enota USART2 prejme podatek od računalnika: 
 
void USART2_IRQHandler(void) { 
 UART_Buffer = USART_ReceiveData(USART2); 
 UART_Received = 1; 
} 
 
V nadaljevanju so podrobneje opisani posamezni sklopi programa iz slike 3.1. 
 
3.1.1 Inicializacija mikrokrmilnika 
Na začetku programa je treba mikrokrmilnik inicializirati oziroma poskrbeti, da bo procesor z 
vsemi perifernimi enotami vred pravilno nastavljen. V grobem inicializacija sestoji iz dveh 
delov: 
 
1. V sistemski datoteki system_stm32f4xx.c je treba podati nastavitve ure procesorja. 
Izbrana je hitra ura zunanje montiranega kristalnega oscilatorja HSE s frekvenco 8 
MHz. Poleg tega moramo omogočiti tudi fazno sklenjeno zanko PLL in potrebne 
delilnike za doseg končne željene frekvence procesorja 168 MHz. Te vrednosti so 
podane v Tabeli 3.1. Končne frekvence posameznih vodil so tako: 
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Sistemska ura: 
SYSCLK = HSE / PLL_M * PLL_N / PLL_P = 8 MHz / 8 * 336 / 2 = 168 MHz 
 
Ura vodila Advanced High-Performance Bus, ki poganja jedro, spomin, DMA, GPIO: 
HCLK = SYSCLK / AHB = 168 MHz / 1 = 168 MHz 
 
Ura perifernega vodila Advanced Peripheral Bus 1: 
APB1 = HCLK / APB1 Prescaler = 168 MHz / 4 = 42 MHz 
 
Ura perifernega vodila Advanced Peripheral Bus 2: 
APB2 = HCLK / APB2 Prescaler = 168 MHz / 2 = 84 MHz 
 
PLL_M 8 
PLL_N 336 
PLL_P 2 
AHB Prescaler 1 
APB1 Prescaler 4 
APB2 Prescaler 2 
 
Tabela 3.1: Vrednosti delilnikov in PLL množilnika 
 
2. V glavnem programu main() je po inicializaciji spremenljivk treba počakati na vklop 
HSE kristala in sinhronizacijo PLL. Ko je zanka vzpostavljena, sledi inicializacija 
perifernih enot UART, I
2
C ter GPIO. 
 
 Uporabljena je periferna enota USART2 na pinih PA2, PA3, zato je treba 
dovesti uro tej enoti (APB1) kot tudi vodilu GPIOA (AHB1), na katerega sta 
priključena pina. Pinoma nastavimo alternativno funkcijo 
GPIO_AF_USART2, izhodni tip push-pull ter pull-up upora. Hitrost prenosa 
podatkov enote USART2 je nastavljena na 921600 baudov, z dolžino podatka 
8 bitov, enojnim stop-bitom, brez paritetne preverbe ter brez dodatnega 
strojnega usklajevanja. Vključen je tudi gnezden nadzor vektorskih prekinitev 
(ang. Nested Vector Interrupt Control), in sicer na kanalu USART2_IRQn. 
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 Za nastavljanje registrov senzorskega čipa in priključitev na njegov vmesnik 
SCCB je uporabljena periferna enota I2C1 na pinih PB8, PB9. Tudi tu najprej 
priključimo uro in sicer APB1 za I2C1 ter AHB1 za GPIOB. Pinoma 
nastavimo alternativno funkcijo GPIO_AF_I2C1, izhodni tip open drain in 
pull-up upora. Frekvenca prenosa podatkov je nastavljena na 100 kHz, 
omogočeno je tudi potrjevanje (ang. acknowledgment) 7-bitnih naslovov. 
 
 Poleg inicializacije prej omenjenih perifernih enot je treba zagotoviti delovanje 
še nekaterih dodatnih signalov na GPIO pinih v treh skupinah. Skupina pinov 
od PD0 do PD7 je nastavljena kot vhodi, z njo pa zajemamo podatkovno 
vodilo kamernega modula in s tem podatke, ki opisujejo zajeto sliko. Skupina 
pinov od PC6 do PC9 je nastavljena kot izhodi, s katerimi upravljamo s 
pomnilnikom kamernega modula. Ostane še pin PB7, s katerim zajemamo 
kontrolni signal vertikalne sinhronizacije in je nastavljen kot vhod. 
 
3.1.2 Inicializacija modula OV7670 
Inicializacija kamernega modula poteka prek vmesnika SCCB. V ta namen je bilo treba 
napisati nekaj funkcij, ki uporabljajo druge funkcije iz knjižnice Standard Peripheral Library. 
Nabor teh novih funkcij je sledeč: 
 
 void SCCB_WriteData(u8 deviceAddress, u8 registerAddress, u8* data) 
 void SCCB_ReadData(u8 deviceAddress, u8 registerAddress, u8* data) 
 
Pri željenem pisanju vrednosti v nek register senzorskega čipa moramo pri uporabi funkcije 
SCCB_WriteData kot parameter deviceAddress podati število 4216, pri branju pa pri funkciji 
SCCB_ReadData število 4316. S tema dvema funkcijama je nato zgrajen nabor dodatnih 
funkcij: 
 
 void cameraRead(u8 registerAddress, u8* data) 
Funkcija iz podanega naslova registra prebere vrednost in jo zapiše, kamor kaže 
kazalec data.  
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 void cameraOverwrite(u8 registerAddress, u8* data) 
Funkcija v podani naslov registra zapiše celotno 8-bitno vrednost, ki se nahaja na 
naslovu, na katerega kaže kazalec data. 
 
 void cameraWrite(u8 registerAddress, u8 selectBitmask, u8 dataBitmask) 
Funkcija iz podanega naslova najprej prebere staro vrednost, nato pa nazaj v register 
zapiše novo, popravljeno vrednost. Z argumentom selectBitmask z enicami označimo 
bite, ki jih želimo spremeniti, z argumentom dataBitmask pa določimo nove vrednosti 
izbranih mest. 
 
 void cameraRegisterReset(); 
S klicem te funkcije se v register kamernega modula na naslov 1216 v osmi bit zapiše 
logična '1', s čimer dosežemo ponastavitev vrednosti vseh registrov. 
 
 void cameraRegisterSetup(); 
Ta funkcija predstavlja nabor večih pisanj v registre (torej več desetkratno klicanje 
funkcije cameraWrite/cameraOverwrite, s katerimi nastavimo senzorski čip tako, da 
na izhodu dobivamo niz podatkov, ki opisujejo sliko. S klicem te funkcije nastavimo 
vse parametre enot, opisanih v poglavjih 2.1.1, 2.1.2, 2.1.3.  
 
 
Ime registra Naslov registra16 Zapisana vrednost16 Vpliv nastavitve 
COM7 12 00 Format barvne kode Y'CbCr 
COM3 0c 04 Vključeno skaliranje slike 
COM14 3e 19 Parametri skaliranja slike 
COM13 3d c4 Vrstni red podajanja kanalov Y'CbCr 
TSLB 3a 0c Vrstni red podajanja kanalov Y'CbCr 
/ 17, 18, 32, 19, 1a, 03 16, 04, 80, 02, 7a, 0a Oknenje slike (nastavljanje HREF) 
BRIGHT 55 30 Popravljanje svetlosti 
 
Tabela 3.2: Pomembnejši registri 
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3.1.3 Posredovanje pri zunanjem nastavljanju registrov 
Registre kamernega modula je mogoče, kot že rečeno, nastavljati preko računalnika. 
Mikrokrmilnik v tem pogledu zato deluje kot avtomat stanj, saj od računalnika ves čas 
pričakuje podatek ter ga ob prejetju ovrednoti na podlagi tega, v katerem stanju pričakovanja 
se nahaja. 
 
 
Slika 3.2: Vrednotenje prejetih podatkov in odziv 
 
Ko vmesnik USART zazna novi prispeli podatek, sproži prekinitveno rutino 
USART2_IRQHandler(), ki globalno spremenljivko UART_Received postavi na '1'. Nato 
glavni program med svojim delovanjem to spremembo zazna in vstopi v programsko vejo s 
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slike 3.2. Takoj zatem ponastavi spremenljivko UART_Received nazaj na '0'. Če se nahaja v 
stanju pričakovanja naslova naprave, bo prispeli podatek primerjal z eno od treh možnosti 
(4216, 4316 ali 1116) ter temu primerno priredil naslednje stanje pričakovanja. Kot že rečeno, 
prva možnost označuje namen pisanja, druga označuje namen branja, tretja pa označuje 
zahtevo za zajem in prenos slike, a o tem več v naslednjem podpoglavju. Ko prek USARTa 
prispe naslednji podatek, se v skladu z novim stanjem zapiše v primerno spremenljivko. Ko so 
za izbrano operacijo zbrani vsi potrebni podatki, se ta izvrši, bodisi s klicem funkcije 
cameraWrite ali pa cameraRead. Po izvršeni operaciji je tako mikrokrmilnik ponovno v 
pričakovanju naslova naprave. 
 
3.1.4 Zajem in prenos slike 
V primeru ko mikrokrmilnik na USART prejme znak 1116 kot naslov naprave, se sproži 
zahteva po zajemu in prenosu slike iz kamernega modula – spremenljivka BroadcastFrame se 
postavi na '1', kar glavni program v glavni programski zanki zazna in vstopi v novo 
programsko vejo. 
 
3.1.4.1 Zajemanje slike v pomnilnik FIFO 
Najprej je treba sliko shraniti v pomnilnik FIFO na kamernem modulu. Glede na to da 
senzorski čip sliko zajema in postavlja na svoj izhod ves čas, se mora mikrokrmilnik najprej 
uskladiti s senzorjem. To stori z opazovanjem kontrolnega signala vertikalne sinhronizacije 
VSYNC. Najprej počaka na trenutek, ko signal ni več na nizkem nivoju, ob čimer ve, da 
senzor na svoj izhod ne postavlja več podatkov predhodne slike. Nato počaka še, da signal ni 
več na visokem nivoju, kar pomeni, da je senzor pripravljen na pošiljanje nove slike. Takrat 
postavimo signal /WRST na '0', s čimer ponastavimo kazalec prostega mesta za pisanje na 
naslov 0, ter signal WR na '1', s čimer v pomnilnik pripustimo zapis podatkov iz 
podatkovnega izhoda senzorskega čipa. S kratkim čakanjem zagotovimo, da se tako 
nastavljeni signali povzorčijo z internim signalom PCLK (Slika 2.4), nato pa signal /WRST 
ponovno dvignemo na '1'.  
 
V naslednjem koraku program počaka na trenutek, ko signal VSYNC ni več enak '0', kar 
naznani konec okvirja. Takrat se v pomnilniku že nahaja celotna slika, zato signal WR 
postavimo na '0', s čimer naznanimo konec pisanja. Zatem postavimo signal /RRST na '0', 
dvakrat preklopimo signal RCLK in dvignemo signal /RRST nazaj na '1'. Na ta način je 
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branje podatkov postavljeno na začetek slike, na izhodu pomnilnika pa je že doveden prvi 
veljavni podatek okvirja. 
 
 
Slika 3.3: Polnenje pomnilnika FIFO 
 
 3.1.4.2 Branje in pošiljanje slike po serijski povezavi 
Najprej nastavimo števec prejetih podatkov, ki je enak produktu števila pikslov ter številu 
bajtov, potrebnih za opis enega piksla. Pri nastavljeni ločljivosti slike QVGA oziroma 320 x 
240 pikslov ter pri izbranem barvnem formatu Y'CbCr 4:2:2 je treba iz pomnilnika prebrati 
153 600 bajtov.  
 
S tako nastavljenim števcem vstopimo v zanko, kjer najprej na pinih PD0-PD7 povzorčimo 
podatek, dvakrat preklopimo signal RCLK, zajeti podatek pošljemo neposredno prek serijske 
povezave oziroma vmesnika UART ter za ena pomanjšamo števec. To počnemo toliko časa, 
dokler števec ni enak nič. Končno ponastavimo še spremenljivko BroadcastFrame na '0' in 
tako končamo s prenosom slike. 
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Slika 3.4: Branje in pošiljanje slike po serijski povezavi 
 
S tem sta funkcionalnost in zgradba gonilnika kamernega modula OV7670 popisana. V 
naslednjem podpoglavju je podrobno predstavljeno še delovanje odjemalskega programa na 
osebnem računalniku, s katerim prek serijske povezave dostopamo do gonilnika in s tem tudi 
kamernega modula. 
 
 
3.2 PROGRAM NA OSEBNEM RAČUNALNIKU 
Zadnji del naloge obsega opis programa, ki teče na osebnem računalniku, poimenoval pa sem 
ga SerialImageDisplay. Njegove naloge so naslednje: 
 posredovanje uporabnikove zahteve za zajem slike mikrokrmilniku, 
 sprejem podatkov na serijskih komunikacijskih vratih (ang. Serial COM Port), ki 
opisujejo sliko, 
 prikaz in shranjevanje prenešene slike, 
 možnost nastavljanja in branja registrov senzorskega čipa, 
 upravljanje s programom prek grafičnega vmesnika. 
 
Program je napisan v programskem jeziku Java, in sicer v odprtokodnem integriranem 
razvojnem okolju Eclipse (ang. Open Source Integrated Development Environment). Grafični 
vmesnik je zgrajen s pomočjo vstavka WindowBuilder. Uporabljeni sta še knjižnici Java 
Simple Serial Connector [12] ter Imgscalr-lib-4.2 [13]. 
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Slika 3.5: Program SerialImageDisplay ob zagonu 
 
Ob zagonu program napolni spustni seznam zaznanih komunikacijskih vrat. Ko izberemo 
prava vrata, torej tista, na katera je prek pretvornika UART-USB priključen mikrokrmilnik, in 
pritisnemo gumb Connect, je komunikacija med napravami vzpostavljena, prav tako pa je 
omogočena razširjena interakcija z grafičnim vmesnikom. Z gumbom Disconnect program 
komunikacijska vrata zapre. 
 
Naslednja tri polja so namenjena vpisovanju vrednosti v registre kamernega modula. Prvo 
polje je namenjeno vpisu naslova registra, drugo polje vpisu izbirne bitne maske, s katero 
povemo, katere bite v registru želimo spremeniti, tretje polje pa nove vrednosti teh bitov, pri 
čemer je z vidika izbirne maske nezanimive bite treba postaviti na '0'. 
 
Primer: 
Senzorski čip želimo nastaviti tako, da bo na svoj izhod postavljal testno sliko. To lahko 
storimo s postavitvijo drugega bita registra COM7 (naslov 1216) na '1'. Tako je treba v polja 
zapisati vrednosti (v šestnajstiškem zapisu) 12, 02, 02 ter pritisniti gumb Set.  
 
Če želimo prebrati vrednost nekega registra, zapišemo njegov naslov v četrto polje in 
pritisnemo gumb Read. Zatem se prebrana vrednost izpiše v sosednjem polju v dvojiškem 
zapisu. 
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Slika 3.6: Vrata COM3, odprta s prikazom pisanja in branja 
 
Ob pritisku na gumb Get Image program prek serijske komunikacije pošlje zahtevo za zajem 
in prenos slike. Ko se slika v celoti prenese na računalnik, jo program v dvakratni povečavi 
prikaže na desni strani okna. Nato imamo možnost prikazano sliko še shraniti kot .jpg 
datoteko, kar storimo z gumbom Save Image. Datoteka se na disk shrani na mesto, kjer je 
shranjen tudi program SerialImageDisplay, njeno ime pa je sestavljeno iz datuma in ure, ko je 
bila shranjena. 
 
Slika 3.7: Zajeta in prikazana slika s kamernega modula OV7670 
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3.2.1 Vzpostavitev serijske komunikacije 
S serijsko komunikacijo upravlja razred (ang. class) SerialPortReader z implementacijo 
vmesnikov Runnable in SerialPortEventListener. Pri vzpostavitvi serijske komunikacije sta 
pomembni dve metodi. Prva, searchForPorts(), je klicana ob zagonu programa, njena naloga 
pa je poiskati vsa serijska komunikacijska vrata. Druga, connect(), pa inicializira 
komunikacijska vrata s hitrostjo prenosa podatkov 921 600 baudov in preostalimi že 
omenjenimi nastavitvami, vrata odpre in na njih priključi EventListener. Metoda, ki servisira 
dogodek (ang. event), ki sporoča, da je na komunikacijskih vratih prispel podatek, je podana 
spodaj: 
 
public void serialEvent(SerialPortEvent event) { 
  if(event.isRXCHAR()) { 
    try { 
      int receivedDataSize = event.getEventValue(); 
      int tmpBuffer[] = serialPort.readIntArray(receivedDataSize); 
 
      switch (expectingState) { 
      case EXPECTING_IMAGE:  
        for(int i = 0; i < receivedDataSize; i++) { 
          frameBuffer.add(tmpBuffer[i]); 
          bufferCounter++; 
          if (bufferCounter >= bufferSize) { 
            refreshNumber++; 
            bufferCounter = 0; 
          } 
        } 
        break; 
      case EXPECTING_DATA: 
        for(int j = 0; j < receivedDataSize; j++) { 
          String tmp = Integer.toBinaryString(tmpBuffer[j]); 
          tmp = String.format("%8s", tmp).replace(' ', '0'); 
          window.tfReadBitData.setText(tmp); 
        }    
      } 
    }  
    catch (SerialPortException e) { 
      e.printStackTrace(); 
    } 
  } 
} 
 
Kot je razvidno, je najprej treba ugotoviti, koliko znakov je po serijski komunikaciji prispelo 
in jih nato glede na to, ali pričakujemo sliko ali pa vrednost registra, shraniti  oziroma 
prikazati v prikaznem polju. V primeru prenosa slike se ta shranjuje v instanci frameBuffer 
razreda CircularBuffer [14]. 
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3.2.2 Pretvorba barvnega formata in prikaz slike 
Prispela slika je v pomnilniku shranjena v barvnem formatu oziroma formatu barvnega koda 
Y'CbCr 4:2:2, instanca frame razreda BufferedImage, ki ga je mogoče prikazati v prikaznem 
oknu, pa je opisana z 32-bitnimi opisi mreže pikslov v 32-bitnem formatuARGB. Tako je 
treba med prispelo in prikazano sliko opraviti pretvorbo [15]. 
 
Kot rečeno se s formatom Y'CbCr 4:2:2 opiše par pikslov, pri čemer ima vsak piksel sebi 
lastno vrednost Y' (gamma popravljeno svetilnost), v paru pa si delita kromatski komponenti 
Cb ter Cr. Te štiri 8-bitne podatke je zato treba prebrati iz pomnilnika in jih pretvoriti v dve 
32-bitni vrednosti, ki v formatu ARGB opisujeta par pikslov. Algoritem oziroma njegova 
izvedba v programski kodi je predstavljena spodaj: 
 
for (int i = 0; i < frameBuffer.size(); i += 4) { 
  y1 = frameBuffer.getElem(i); 
  cb = frameBuffer.getElem(i+1); 
  y2 = frameBuffer.getElem(i+2); 
  cr = frameBuffer.getElem(i+3); 
 
  y = pixelCount / frameWidth; 
  if((x = pixelCount % frameWidth) >= (frameWidth - 2)) { 
    v = frameBuffer.getElem(i-1); 
  } 
   
  r = YCbCrToR(y1, Cr); 
  g = YCbCrToG(y1, Cb, Cr); 
  b = YCbCrToB(y1, Cb);    
  pixelColor = (((r << 16) & 0x00FF0000) | ((g << 8) & 0x0000FF00) |  
               (b & 0x000000FF)); 
  frame.setRGB(x, y, pixelColor); 
  pixelCount += 1; 
 
  y = pixelCount / frameWidth; 
  x = pixelCount % frameWidth; 
   
  r = YCbCrToR(y2, Cr); 
  g = YCbCrToG(y2, Cb, Cr); 
  b = YCbCrToB(y2, Cb); 
  pixelColor = (((r << 16) & 0x00FF0000) | ((g << 8) & 0x0000FF00) |  
               (b & 0x000000FF)); 
  frame.setRGB(x, y, pixelColor);          
  pixelCount += 1; 
 
  if (pixelCount == (frameHeight * frameWidth)) { 
    pixelCount = 0; 
  } 
} 
 
Sprva je treba iz pomnilnika frameBuffer zajeti vrednosti prvih dveh pikslov y1, y2, cb in cr. 
Zatem določimo koordinate prvega piksla y in x ter pri tem sproti popravimo še napako, ki jo 
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napravi senzorski čip. Gre namreč za to, da je vrednost Cr na koncu vsake vrstice vedno 
napačna, točneje enaka 0, ne glede na to, kaj senzor zajema. Pri ločljivosti QVGA (320 x 240) 
je zajeti podatkovni tok konca prve in začetka druge vrstice videti takole: 
 
Y'316 Cb316 Y'317 Cr316 Y'318 Cb318 Y'319 0 Y'320 Cb320 Y'321 Cr320 
 
V ta namen pri koncu vsake vrstice vzamemo prejšnjo vrednost Cr (torej vzamemo pri opisu 
zadnjega in predzadnjega piksla Cr316 namesto Cr318 ter podobno Cr636 namesto Cr638 in tako 
naprej). 
 
Algoritem se nadaljuje s pretvorbo zajetih štirih bajtov v format RGB, ki je lasten vsakemu 
pikslu, kar pomeni, da iz spremenljivk y1, cb, cr dobimo r, g, b prvega piksla, iz spremenljivk 
y2, cb, cr pa r, g, b drugega piksla, in sicer s pretvornimi funkcijami, ki so podane spodaj 
(funkcija clip() omejuje vrednosti med 0 in 255): 
 
public int YCbCrToR(int y, int cr) { 
  return clip((298 * (y - 16) + 409 * (cr - 128) + 128) >> 8);  
} 
  
public int YCbCrToG(int y, int cb, int cr) { 
  return clip((298 * (y - 16) - 100 * (cb - 128) - 208 * (cr - 128) + 128) >> 8); 
} 
  
public int YCbCrToB(int y, int cb) { 
  return clip((298 * (y - 16) + 516 * (cb - 128) + 128) >> 8); 
} 
 
Po opravljenih pretvorbah vrednosti r, g in b zložimo skupaj v en 32-bitni podatek (prvih 8 
bitov je postavljenih na '0', saj označujejo prosojnost, ki je ne potrebujemo) in ga s 
koordinatami x in y ter s funkcijo setRGB() zapišemo v objekt frame. 
 
Za konec sliko še skaliramo s faktorjem 2 ter prikažemo prek vmesnika. Na ta način je slika 
vidna v oknu programa ter tudi pripravljena za hrambo na disku v obliki datoteke formata 
JPEG. 
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4. ZAKLJUČEK 
 
Rezultat diplomskega dela je dobro delovanje gonilnika za razmeroma poceni kamerni modul, 
katerega senzorski čip se je pred časom uporabljal v vsakdanjih elektronskih napravah, kot so 
na primer kamere na prenosnih telefonih in podobno. Omeniti velja, da senzor ni polno 
izkoriščen, saj od sicer možne ločljivosti VGA (640 x 480 pikslov) uporabljamo ločljivost 
QVGA (320 x 240), poleg tega je končna aplikacija pravzaprav fotoaparat, dasiravno je 
senzor kot kamera zmožen zagotoviti do 30 sličic na sekundo. Kljub temu sem s kvaliteto 
končnih posnetkov zadovoljen.  
 
Treba je še omeniti, da je program SerialImageDisplay precej osnovno orodje za nastavljanje 
lastnosti zajemanja slike – potrebno je namreč ročno nastavljanje (ter tudi podrobno 
poznavanje) registrov senzorskega čipa, kar pomeni, da bi bilo že samo spreminjanje svetlosti 
slike v vsakdanjem življenju prezamudno in prenerodno. Tako bi bilo v primeru pogostejše 
rabe programa smotrno uporabniški vmesnik nadgraditi, na primer z drsniki za svetlost, 
barvni kontrast ter druge parametre. S tem v mislih program SerialImageDisplay služi bolj kot 
dokaz koncepta. 
 
Pri diplomski nalogi sem se med delom na projektu srečal s precejšnim številom težav. Moje 
znanje programiranja v programskem jeziku Java je bilo na začetku povsem osnovno, kar je 
izdatno podaljšalo čas, v katerem sem projekt zaključil.  
 
Druga večja težava izhaja iz tega, da je programiranje STM-ovih mikrokrmilnikov v 
prehodnem obdobju, saj razvojna okolja ter programerji migrirajo od uporabe knjižnice 
Standard Peripheral Library k uporabi knjižnic Hardware Abstraction Layer. V tem oziru 
precej orodij, temelječih na uporabi prvih, ne deluje več oziroma niso podprta z novejšimi 
različicami razvojnega okolja Keil, razvoj drugih pa še ni popolnoma zaključen in je zato še 
malce preneroden ter preslabo dokumentiran za uporabo. 
 
Največja težava, s katero sem se med projektom srečal, pa je zelo pomanjkljiva spremljajoča 
dokumentacija kamernega modula OV7670. Tako se je bilo treba pri delu precej zanašati na 
raznovrstne bloge ter druge objavljene projekte na tej strojni opremi [16] [17] [18] [19]. Kot 
primer bi navedel seznam registrov senzorskega čipa, pri čemer je večina naslovov označena 
kot rezerviranih in s tem neopisanih, čeprav je, kot sem izvedel iz drugih projektov s tem 
čipom, za pravilno zajeto sliko treba nastaviti tudi te. 
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