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1. Introducció i objectius 
La major part d’aplicacions web no són respectuoses amb els principis d’arquitectura que van possibilitar 
la creació del més gran èxit de la programació distribuïda: la World Wide Web. Aquests principis es 
coneixen com “l’estil arquitectural REST”. L’objectiu del projecte final de carrera és la creació d’una eina 
que faciliti el desenvolupament d’aplicacions RESTful per a la plataforma Java. 
Per a explicar el disseny a seguir s’ha usat la tesi doctoral que fa prop de deu anys va escriure Roy T. 
Fielding. A la seva tesi, Fielding descriu les característiques d’arquitectura que ha de presentar una 
aplicació distribuïda. El resultat és l’estil arquitectural REST. Les aplicacions i serveis de més èxit a la web 
són també les que respecten aquests principis arquitecturals. Com a exemple, es pot citar els serveis de 
cerca de Google o els serveis d’emmagatzematge en xarxa S3 d’Amazon. 
És clar que bona part de les organitzacions ara per ara no segueixen l’estil arquitectural REST a l’hora de 
dissenyar les seves aplicacions. La proposta d’aquest projecte és la creació d’una eina de generació de 
codi (Marcial) amb l’objectiu de produir aplicacions web RESTful per a plataforma Java. Aquest sistema 
pren com a base un disseny de base de dades a partir de la qual generarà l’aplicació. Un cop s’aplica 
Marcial al model de base de dades, el resultat és una aplicació web totalment funcional. A més, aquesta 
aplicació web utilitza alguns dels framework i tecnologies més populars en el context del 
desenvolupament Java, tot seguint les restriccions expressades a la tesi de Roy T. Fielding per tal que 
exhibeixi les qualitats de l’estil arquitectural REST. L’aplicació web generada es beneficiarà així d’un 
conjunt de qualitats desitjables que detallarem en aquesta memòria. 
Els primers tres apartats parlen sobre quines són les característiques desitjables per tota aplicació 
distribuïda. A més, expliquen quines són les qualitats que poden ajudar al desenvolupador a realitzar la 
seva feina més fàcil i ràpidament. També comenten els punts clau de l’estil d’arquitectura del software 
REST i com aquests ajuden a complir les característiques bàsiques de les aplicacions distribuïdes. 
El següent apartat explica què s’ha hagut d’implementar per tal de crear el sistema Marcial, cóm s’han fet 
modificacions del codi de diferents frameworks per millorar certes funcionalitats i la implementació de 
certes llibreries de codi que donen suport a l’aplicació generada. 
Els dos apartats següents expliquen el funcionament de Marcial per a generar les diferents parts de 
l’aplicació i una visió de l’aplicació web generada i cóm s’interactua amb ella, tot basant-se en un model 
de dades determinat. 
Finalment, s’expliquen les conclusions d’haver fet aquest projecte i les línies futures en les que el sistema 
Marcial es pot ampliar per a obtenir més funcionalitats i opcions. 
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2. Qualitats arquitecturals d’interès 
En aquest apartat s’expliquen les qualitats arquitecturals desitjables per una aplicació distribuïda. Més 
endavant es veurà que l’estil arquitectural REST intenta optimitzar aquestes qualitats. El respecte a 
aquestes qualitats permet garantir que l’aplicació generada pel sistema Marcial compleix les bases de la 
programació distribuïda. 
1. Rendiment 
Un dels aspectes més importants de les aplicacions basades en la xarxa és el seu rendiment. Aquest pot 
ser el factor determinant per al rendiment que percep l’usuari i l’eficiència de la xarxa. L’elecció d’un 
estil arquitectural adequat pot significar la diferència entre l’èxit o el fracàs de la implementació d’una 
aplicació distribuïda. 
El rendiment d’una aplicació basada en la xarxa està lligat en primer lloc pels requeriments de l’aplicació, 
a continuació per l’estil de la interacció, seguit per l’arquitectura escollida i, finalment, per la 
implementació de cada component. Una aplicació distribuïda no pot evitar el cost de dur a terme la seva 
funció. Per exemple, si una aplicació necessita que les dades que estan al sistema A siguin processades 
per un altre sistema B, el software no pot evitar moure les dades des de A fins a B. De la mateixa 
manera, una arquitectura no pot ser més eficient que el que permet el seu estil de la interacció. El cost 
de múltiples peticions per moure dades d’un sistema a un altre no pot ser mai menor que el cost d’una 
sola petició entre els mateixos sistemes. Per últim, per molt bona que sigui una arquitectura, una 
interacció mai podrà ser més ràpida que el temps que necessita l’emissor per a generar les dades a 
enviar i el temps que necessita el receptor per a tractar-les.(El  rendiment es pot subdividir en els 
següents punts: 
• Rendiment de la xarxa 
El rendiment de la xarxa s’utilitza per a descriure alguns atributs de la comunicació. Alguns 
d’aquests atributs són els que mesuren la velocitat de transferència tant de les dades a 
transmetre com de la comunicació entre emissor i receptor; el cost de la connexió inicial i el 
cost de les següents comunicacions; i l’ample de banda que realment està disponible per 
l’aplicació. 
Els diferents estils afecten el rendiment de la xarxa per la influència del número d’interaccions 
per cada acció de l’usuari i la granularitat de les dades enviades. Un estil que utilitza petites 
interaccions pot ser molt eficient en aplicacions que necessiten transferències de dades petites, 
però provocarà una sobrecàrrega en aplicacions que han d’enviar grans transferències de dades. 
De la mateixa manera, un estil que implica la coordinació de varis components per a filtrar 
quantitats de dades, estarà fora de lloc en aplicacions que necessiten petits missatges de 
control. 
• Rendiment observat per l’usuari 
El rendiment observat per l’usuari mesura l’impacte que li provoca a l’usuari que utilitza 
!"#$%"&'()%*+,(-+#(&"($#+"$%.(/0"-&%$"$%1*,(2+3(+*(4"5"( 9((
l’aplicació més que la velocitat que necessita la xarxa per moure les dades. Les mesures més 
importants per l’usuari són la latència i el temps que necessita per completar una acció. 
La latència és el període de temps que hi ha entre el moment en que l’usuari realitza alguna 
acció i el moment en que rep el primer indici de resposta. La latència és present a diferents 
punts dins d’una mateixa acció en una aplicació distribuïda: 
a. El temps necessari per l’aplicació per reconèixer l’event que ha inicialitzat l’acció. 
b. El temps necessari per a configurar les interaccions entre components. 
c. El temps necessari per a transmetre cada interacció entre els components. 
d. El temps necessari per a processar cada interacció per part de cada component. 
e. El temps necessari per a completar la transferència o transformació dels resultats de 
les interaccions abans l’aplicació no pugui començar a mostrar un resultat útil. 
És important veure com, encara que els punts c i e representen comunicació a través de la 
xarxa, l’estil de l’arquitectura pot tenir un impacte a tots els punts. A més, moltes interaccions 
entre components per una acció afegeixen latència a no ser que s’executin en paral·lel. 
La diferència entre el temps que necessita per completar una acció i la seva latència és el temps 
en què l’aplicació processa les dades rebudes. Per exemple, si un navegador web sol·licita una 
imatge, l’usuari observa un rendiment major si la imatge es va mostrant a mesura que es va 
rebent que si la mostra un cop l’ha rebut sencera, encara que el rendiment de la xarxa sigui el 
mateix. 
S’ha de tenir en compte que optimitzar la latència sovint té com a conseqüència l’efecte 
contrari al temps que necessita per completar una acció. Per exemple, si s’utilitza un algorisme 
per a comprimir les dades a enviar, el temps necessari per a transmetre les dades es redueix, 
però el temps que es necessita per a comprimir les dades es pot traduir en una latència 
inacceptable. L’equilibri pot ser difícil d’aconseguir, especialment quan no se sap si el destinatari 
li dona més importància a la latència (els navegadors web) o el temps per completar les accions 
(un robot d’internet). 
• Eficiència de la xarxa 
Un apunt interessant sobre les aplicacions distribuïdes és que el millor rendiment s’obté quan 
no s’utilitza la xarxa. Això significa que els millors estils arquitecturals per una aplicació 
distribuïda són els que poden minimitzar l’ús de la xarxa quan és possible, a través de reutilitzar 
interaccions (mitjançant cache), reduir la freqüència d’interaccions a través de la xarxa en 
relació a accions de l’usuari mitjançant dades duplicades o operacions desconnectades, o traient 
la necessitat de realitzar moltes interaccions traslladant el procés de les dades prop de l’origen 




L’escalabilitat es refereix a la capacitat de l’arquitectura de suportar un numero elevat de components o 
interaccions entre components. Aquesta es pot millorar simplificant components, distribuint serveis a 
diferents components o controlant les interaccions i configuracions com a resultat de la monitorització. 
Una arquitectura és escalable quan té la capacitat d’incrementar el seu rendiment sense que s’hagi de 
redissenyar i simplement s’aprofiti del nou hardware que s’afegeixi. 
Hi ha dos tipus d’escalabilitat: 
• Vertical 
Per a obtenir millor escalabilitat, es pot augmentar la RAM del servidor on s’executa l’aplicació, 
canviar els processadors per altres més ràpids, posar-hi més processadors o simplement migrar 
l’aplicació a un servidor més potent. Normalment aquest mètode permet un augment de la 
capacitat sense haver de modificar el codi de l’aplicació. 
Actualitzar un component hardware del servidor només mou el límit de la capacitat de 
processament d’un lloc a un altre. Per exemple, si la CPU d’un servidor està treballant al màxim 
de la seva capacitat, es pot afegir una altre, però d’aquesta manera es passa d’estar limitats per 
la CPU a estar limitats a la memòria RAM, per exemple. Si s’han actualitzat tots els components 
d’un servidor al màxim de la seva capacitat, s’arribarà al límit real de la capacitat de 
processament del mateix. Arribat aquest punt, només es pot fer escalabilitat vertical traslladant 
l’aplicació a un servidor més potent. 
Escalar verticalment també té conseqüències negatives: al tenir un sol servidor que ofereix el 





Quan s’escala horitzontalment, es distribueix la càrrega de processament en diferents 
servidors, fent que l’aplicació funcioni com si es tractés d’un sol servidor. Al haver més d’un 
servidor, la tolerància als errors millora ja que si un d’ells deixa de funcionar, els altres poden 
suplir-lo per a processar les diferents peticions que pugui haver. 
La clau per a poder escalar horitzontalment una aplicació és la transparència de la ubicació. Si 
alguna part de l’aplicació necessita saber quin servidor està executant-la, no s’aconsegueix la 
transparència i serà difícil l’escalat horitzontal. 
 
3. Simplicitat 
Si la funcionalitat d’un servei es pot dividir entre components de manera que cada component individual 
és molt menys complexe, serà més fàcil d’entendre i aplicar. 
Un disseny complexe del codi junt a successives modificacions per part de diferents desenvolupadors fan 
que la complexitat augmenti exponencialment. Si es mantenen els diferents components el màxim de 
simples possible, serà molt més fàcil de mantenir per qualsevol desenvolupador. 
4. Modificabilitat 
La modificabilitat és la facilitat en que es pot canviar l’arquitectura d’una aplicació. Una de les principals 
preocupacions de les aplicacions distribuïdes és la de modificabilitat dinàmica, on es realitza el canvi a 
una aplicació que està funcionant sense haver de parar i reiniciar tot el sistema. 
Encara que es construeixi un sistema que compleixi totes les exigències dels usuaris, els requisits 
sempre varien en el temps. Com que els components es poden distribuir en múltiples capes, el sistema 
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ha d’estar preparat pels canvis graduals i fragmentats, on coexisteixen les implementacions velles i noves, 
sense impedir que les noves implementacions facin ús de les seves capacitats ampliades. 
La modificabilitat es pot dividir en els següents apartats: 
• Evolució de l’aplicació 
Representa el grau en què es pot canviar la implementació d’un component sense que impacti 
negativament a la resta de components.  
• Ampliació del sistema 
Representa la capacitat d’afegir nova funcionalitat al sistema. L’ampliació dinàmica implica que la 
nova funcionalitat afegida no afecta a la resta del sistema. S’aconsegueix desacoblant els 
components que formen part de l’aplicació. 
• Personalització 
Representa la capacitat d’especialitzar el comportament d’un component per un client en 
particular, sense afectar el comportament respecte la resta de clients. Els estils de codi sota 
demanda aporten la personalització. 
• Reusabilitat 
És una característica de l’arquitectura si els seus components, connectors o dades poden ser 
reutilitzats sense modificació per altres aplicacions. 
5. Visibilitat 
La visibilitat es refereix a la capacitat d’un component per a controlar o mitjançar la interacció entre dos 
components. La visibilitat permet un millor rendiment utilitzant caches compartides d’interaccions, 
escalabilitat a través de serveis en capes, la fiabilitat a través de fer un seguiment i la seguretat al 
permetre que es puguin inspeccionar les interaccions mitjançant mediadors (com per exemple utilitzant 
firewalls). 
6. Portabilitat 
El software és portable quan pot funcionar en diferents ambients. Estils que condueixen la portabilitat 
inclouen els que envien codi junt a les dades a processar o els que limiten els formats de les dades a 
formats estàndards. 
7. Fiabilitat 
La seguretat des del punt de vista de l’arquitectura de les aplicacions, es pot veure com el grau en què 
una aplicació és susceptible de fallar en quan a errors parcials dins de components, connectors o dades. 
Els diferents estils poden millorar la fiabilitat evitant punts d’error, permetent la redundància, fent 
possible la monitorització o reduint l’abast de l’error en una acció recuperable.
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3. Qualitats de productivitat 
En aquest apartat s’exposaran les característiques pròpies de l’aplicació generada que fan que el 
desenvolupament d’aplicacions sigui més àgil i permeti implementar sistemes de la manera més ràpida i 
òptima possible. 
Algun dels apartats de les qualitats de productivitat ofertes per l’aplicació tenen exemples de cóm 
funciona per tal que el desenvolupador en pugui treure profit. 
Els exemples es basen en un model de base de dades fictici sobre els alumnes, les assignatures i els 
professors que té la universitat: 
 
1. Separació en mòduls 
Les organitzacions que basen el seu negoci a l’explotació de dades, usualment tenen tot un ecosistema 
d’aplicacions funcionant al seu sistema. Aquestes aplicacions tard o d’hora han d’interactuar entre elles 
per treure profit de les implementacions que ja tenen. 












conté tot el codi tant de la interfície gràfica com del negoci a dins, es restringeixen les opcions de 
reaprofitar lògica de negoci a dues: o bé es duplica el codi a totes les aplicacions que el necessitin o bé 
es generen diferents serveis web que aportin les funcionalitats necessàries per la resta d’aplicacions. 
Si es duplica el codi, existeix el problema del manteniment. Si en un futur es requereix modificar alguna 
regla de negoci, aquesta s'ha d'implementar a tots els projectes que tenen el codi duplicat. Si la 
funcionalitat duplicada està present a moltes aplicacions, s'ha de buscar cada un dels projectes, buscar la 
o les classes a les que s'ha de canviar el codi, modificar la seva funcionalitat, recompilar i tornar a 
arrencar les aplicacions, cosa que fa molt feixuga aquesta feina. 
En canvi, si es generen serveis web per cada funcionalitat, i aquesta necessita un canvi, només s'ha de 
modificar la implementació del servei web. Després de compilar i arrencar el projecte, les aplicacions 
que l’utilitzin ja tindran accessible la nova implementació, a no ser que s’hagi modificat la signatura del 
servei web. Si s’ha canviat la signatura, es torna a reproduir el problema del codi duplicat ja que s’ha de 
modificar cada una de les crides que utilitzen el servei retocat. Un altre problema de la solució dels 
serveis web és el tipus de granularitat que necessiten les transaccions entre diferents aplicacions que 
utilitzen el servei. Un servei web no està pensat per a formar part d'una transacció més general. Sempre 
s'executa a la seva pròpia transacció: o funciona bé o no. Ara, si una aplicació utilitza dos serveis web i el 
segon no funciona per qualsevol raó, és impossible tornar a l’estat anterior a l’execució del primer 
(rollback) ja que no forma part de la mateixa transacció. 
Com que s’està començant un projecte distribuït des del principi, s’ha arribat a la conclusió que la millor 
solució és la de separar la implementació de l’aplicació en dos mòduls: un amb la interfície d’usuari i un 
altre amb la lògica de negoci. 
El mòdul de la interfície d’usuari conté totes les pàgines JSP que l'aplicació necessita per a funcionar. 
També té la capa dels controladors, que són els encarregats de rebre les peticions HTTP i traduir els 
camps dels formularis a objectes de negoci. Una altre de les seves funcionalitats és la de recollir les 
dades que necessita la pàgina o servei que invoca la petició HTTP. La última de les capes de les que està 
composat el mòdul de la interfície d'usuari és la dels adaptadors. Aquesta capa és la que interactua entre 
el mòdul de negoci i la capa de controladors. És la única capa que té accés a la lògica de negoci. La seva 
funció és la de transformar les dades que li arriben del controlador a dades que entén el mòdul de 
negoci i a la inversa. Aquest mòdul conté, a més de llibreries específiques perquè funcioni, una llibreria 
amb la lògica de negoci. 
El mòdul amb la lògica de negoci conté tota la funcionalitat que aporta sentit a l'aplicació, amb totes les 
restriccions necessàries. La primera de les capes és la façana, que és l'encarregada de rebre totes les 
crides al mòdul. Només es pot accedir al mòdul de negoci a partir d'aquesta capa. D'aquesta manera tot 
accés a la lògica de negoci està centralitzat a un mateix punt, cosa que permet tenir més control del que 
les aplicacions poden utilitzar. La següent capa que hi ha és la dels serveis. Aquests són els que contenen 
tota la lògica necessària per a dur a terme les funcionalitats del negoci. La capa dels serveis es comunica 
directament amb la capa dels DAO, que és la última del mòdul. Els DAO són representacions de les 
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taules de la base de dades i són els que finalment creen registres i obtenen resultats. Aquest mòdul 
genera un entregable en forma de llibreria JAR que es pot combinar amb altres mòduls de lògica de 
negoci o d’interfície d’usuari mitjançant configuració (sense necessitat de canvis a la seva implementació). 
L'avantatge de tenir l'aplicació separada en els mòduls descrits, és que qualsevol aplicació que necessiti la 
funcionalitat que aporta el mòdul de negoci, simplement ha d'incloure la llibreria i configurar el seu fitxer 
XML de Spring perquè tingui en compte aquesta nova llibreria. 
D'aquesta manera, si s'ha de modificar la funcionalitat del negoci, es modifica al mòdul i es publica 
perquè totes les aplicacions que el necessiten només hagin d’actualitzar la llibreria i tornar a arrencar. 
El problema de la granularitat de les transaccions es resol de la següent manera: si l'aplicació que crida al 
negoci no té cap transacció configurada, el mètode executat crea una transacció aïllada i s'executa sense 
tenir en compte res més. En canvi, si l'aplicació té creada ja una transacció, el mòdul de la lògica de 
negoci executa el mètode dins la mateixa transacció, per tant, és l'aplicació que crida el mòdul qui té tot 
el control de què s'ha de fer en qualsevol cas. 
Es va pensar des d’un bon principi aquest requeriment perquè es volia aplicar el projecte a diferents 
clients. Entre ells, Cofidis España, que tenia varis projectes en marxa entre diferents consultores i 
necessitava que les aplicacions que tenien i les que s’estaven creant es poguessin comunicar entre elles. 
Aquest client per cada projecte té una interfície web que es comunica amb un o més mòduls de negoci i, 
a part, processos batch. La integració tant dels projectes web com dels batch utilitzant llibreries 
separades pel negoci ha estat molt satisfactòria. 
2. Transaccionalitat 
Poder definir la transaccionalitat de les operacions és molt important ja que, com s’ha vist anteriorment, 
al separar l’aplicació generada en dos mòduls s’ha de permetre crear les transaccions de la manera més 
genèrica possible. 
Així, es defineixen transaccions a l’entrada del mòdul del negoci, concretament a la capa de les façanes, 
de manera que si alguna llibreria la crida sense haver creat una transacció, el mètode cridat s’executarà 
dins d’una transacció pròpia. En canvi, si ja existia una transacció prèvia creada per l’aplicació que 
requereix el servei, el mètode s’executarà formant part de l’àmbit de la transacció. 
Per a definir transaccions dins del marc del projecte, hi ha diferents opcions per a realitzar-ho: 
• Programàticament 
Mitjançant codi Java es poden definir les transaccions directament. El problema que presenta és 
que no és molt intuïtiu i fa el manteniment del codi més pesat. 
• Declarativament 
Spring ofereix la possibilitat de declarar transaccions de manera declarativa. Per a fer-ho 
!"#$%"&'()%*+,(-+#(&"($#+"$%.(/0"-&%$"$%1*,(2+3(+*(4"5"( 67((
declarativament es pot fer mitjançant XML o anotacions a les classes Java: 
o XML 
Es poden declarar transaccions a un fitxer centralitzat al context d’aplicació de Spring. 
o Anotacions 
Mitjançant les anotacions de Java5 es poden configurar les transaccions a classes Java. 
Marcial deixa configurades les transaccions a la capa de la façana de l’aplicació. La seva definició es 
realitza declarativament ja que és molt més fàcil de configurar i de mantenir. A més, la seva declaració es 
realitza mitjançant un fitxer XML i no anotacions ja que totes les façanes de l’aplicació han de tenir el 
mateix comportament per defecte i queda més centralitzat tenir definides les transaccions a un mateix 
lloc. A més, utilitzant les anotacions per a definir el comportament transaccional es lliga el codi amb el 
contenidor de Spring i s’ha pretès que l’aplicació tingui el mínim acoblament possible. 
Les transaccions definides al fitxer XML, es declaren mitjançant AOP. Per a configurar-les, s’ha de definir 
un pointcut per indicar les classes que s’han d’interceptar i un advice per a designar el tipus de transacció 
que tindran les classes interceptades pel pointcut: 
<tx:advice id="txAdvice" transaction-manager="txManager"> 
  <tx:attributes> 
    <tx:method name="buscar*" read-only="true"/> 
    <tx:method name="*"/> 




  <aop:pointcut id="businessOperation" expression="execution(* 
edu.upc.fib.business.*.*(..))"/> 
  <aop:advisor advice-ref="txAdvice" pointcut-ref="businessOperation"/> 
</aop:config> 
 
A l’exemple es pot veure que hi ha una jerarquia de paquets que comença a edu.upc.fib.business. 
Dins del paquet business hi ha un altre paquet i, dins d’aquest últim, les classes que seran interceptades 
pel pointcut. També es pot observar com s’aplica l’advice txAdvice a les classes interceptades. 
Mitjançant l’advice txAdvice es defineix que els mètodes que comencin pel text buscar seran només de 
lectura. La resta de mètodes no estan definits; seran de tipus REQUIRED, que és el valor per defecte. 
El programador només començar ja té tota la gestió de transaccions en funcionament. 
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3. Paginació 
Les aplicacions centrades en les dades, com és el cas de l’aplicació generada pel sistema Marcial, 
necessiten poder llistar recursos per tal de veure d’una sola ullada tots ells. A l’hora de llistar els 
elements hi pot haver el problema que n’hi hagi molts. En aquest cas, es pot saturar la base de dades al 
sol·licitar tantes dades i pot requerir molt ample de banda per a transferir tots els elements del servidor 
al client. 
Per aquest motiu, es va pensar de fer paginació dels llistats, tant del costat del client com del servidor. 
Utilitzant la paginació del costat del servidor, les dades sol·licitades es limiten al número especificat i la 
base de dades no pateix, de la mateixa manera que s’utilitza l’ample de banda just. 
La paginació del costat del client s’utilitza per a controlar el número d’elements a mostrar, per no tenir 
una pàgina amb molts resultats i que l’usuari es pugui perdre entre tantes dades. 
Utilitzant la paginació d’aquesta manera, quan el desenvolupador necessiti llistar elements, ja tindrà 
realitzada tota la implementació per a dur-la a terme. Així, només haurà de configurar què vol llistar i 
l’aplicació automàticament paginarà els resultats obtinguts. Per a realitzar la paginació del costat del 
servidor, només haurà de modificar la URL d’invocació per indicar-ho. Per la paginació del costat client 
simplement ha de realitzar una petita configuració JavaScript per activar-la. 
La paginació del costat del servidor s’ha d’indicar mitjançant la URL: l’aplicació permet els següents 
paràmetres: 
• paginate 
S’utilitza per indicar si es vol fer paginació del costat del servidor o no. 
• indexpaginate 
En cas de fer paginació, s’indica a on ha de començar el servidor a buscar les dades. 
• maxresultspaginate 
Mitjançant aquesta propietat, s’indica el número de resultats que es vol que el servidor retorni 
d’una entitat. Per defecte el valor es de deu resultats. 
Per exemple, si el programador necessita llistar les assignatures que hi ha a la base de dades, hauria 
d’invocar la següent URL: 
http://fib.upc.edu/assignatures 
 
que retornaria la següent informació en format YAML: 
Assignatures: 
  - Identificador: AL 
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    Nom Complet: Àlgebra 
    Crèdits: 9 
    Responsable: Juan Trias Pairo 
    Curs: 1 
  - Identificador: F 
    Nom Complet: Física 
    Crèdits: 9 
    Responsable: Rosendo Rey Oriol 
    Curs: 1 
  - Identificador: P1 
    Nom Complet: Programació I 
    Crèdits: 9 
    Responsable: Jorge Castro Rabal 
    Curs: 1 
  - Identificador: IC 
    Nom Complet: Introducció als computadors 
    Crèdits: 7,5 
    Responsable: Juan José Navarro Guerrero 
    Curs: 1 
  - Identificador: ADA 
    Nom Complet: Anàlisis i Disseny d'Algorismes 
    Crèdits: 7,5 
    Responsable: Jordi Petit Silvestre 
    Curs: 2 
  - Identificador: PRED 
    Nom Complet: Programació i Estructures de Dades 
    Crèdits: 7,5 
    Responsable: Silvia Inés Clérici Martínez 
    Curs: 2 
  - Identificador: E3 
    Nom Complet: Empresa i Entorn Econòmic 
    Crèdits: 7,5 
    Responsable: Antonio Cañabate Carmona 
    Curs: 2 
  - Identificador: USO 
    Nom Complet: Utilització dels Sistemes Operatius 
    Crèdits: 7,5 
    Responsable: Teresa Monreal Arnal 
    Curs: 2 
  - Identificador: ES2 
    Nom Complet: Enginyeria del Software II 
    Crèdits: 9 
    Responsable: Javier Franch Gutiérrez 
    Curs: 3 
  - Identificador: GSI 
    Nom Complet: Gestió de Sistemes d'Informació 
    Crèdits: 6 
    Responsable: Marc Alier Forment 
    Curs: 3 
  - Identificador: PDGPE 
    Nom Complet: Presa de Decisions i Gestió de Projectes Empresarials 
    Crèdits: 7,5 
    Responsable: Ferran Sabate Garriga 
    Curs: 3 
  - Identificador: XCA 
    Nom Complet: Xarxes de Computadors i Aplicacions 
    Crèdits: 6 
    Responsable: David Carrera Pérez 
    Curs: 3 
 
Per a fer la paginació del costat del servidor, simplement s’ha de modificar la URL amb els paràmetres 





D’aquesta manera, s’indica al servidor que es vol paginar els resultats, que retorni 10 registres i que 
comenci a la posició 10; es podria dir que el que es demana és la segona pàgina de la paginació. Aquesta 
retornaria el següent resultat: 
Assignatures: 
  - Identificador: PDGPE 
    Nom Complet: Presa de Decisions i Gestió de Projectes Empresarials 
    Crèdits: 7,5 
    Responsable: Ferran Sabate Garriga 
    Curs: 3 
  - Identificador: XCA 
    Nom Complet: Xarxes de Computadors i Aplicacions 
    Crèdits: 6 
    Responsable: David Carrera Pérez 
    Curs: 3 
 
Com que només hi ha dotze assignatures definides a la base de dades, retorna dos resultats enlloc dels 
10 que se li han demanat. 
Per indicar que el client faci paginació, s’utilitza un plugin de JavaScript per a realitzar-la. S’ha d’afegir la 
sentència .paginate() al fitxer JavaScript associat a la pàgina. 
4. Ordenació 
Quan hi ha un llistat d’elements a una pàgina, és important que l’usuari pugui ordenar les dades en funció 
d’algun atribut dels elements llistats. 
Aquest aspecte també queda resolt ja que l’aplicació generada ho gestiona automàticament. L’ordenació 
de les dades es produeix al costat del servidor, però ha de ser el client el que habiliti aquesta 
característica. Per a que el servidor ordeni les dades per algun dels seus atributs, es realitza mitjançant 
uns paràmetres a la URL d’invocació. Del costat del client s’habilita aquesta possibilitat realitzant una 
petita configuració al codi JavaScript. 
Mitjançant aquesta característica, el desenvolupador que necessiti ordenar un llistat ja té tota la 
infraestructura necessària per a dur-la a terme realitzant poc esforç. 
Per a realitzar la ordenació, el programador només ha d’inserir el següent paràmetre a la URL: orderby. 
Es pot tenir un cas en que el desenvolupador vol mostrar el llistat d’alumnes que hi ha a la facultat. Per a 
realitzar la petició al servidor, la URL que ha d’invocar és la següent: 
http://fib.upc.edu/alumnes 
 
Retornaria el següent en format YAML (simularem que només hi ha quatre alumnes): 
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Alumnes: 
  - Nom: Joan Gràcia Fernández 
    Data de naixement: 25-05-1990 
    Alfa: 0,78 
    Sexe: Home 
    Email: joan.garcia-fernandez@est.fib.upc.edu 
  - Nom: Albert Serra Sánchez 
    Data de naixement: 02-06-1989 
    Alfa: 0,65 
    Sexe: Home 
    Email: albert.serra@est.fib.upc.edu 
  - Nom: Aina Roura Molins 
    Data de naixement: 12-02-1991 
    Alfa: 0,90 
    Sexe: Dona 
    Email: aina.roura@est.fib.upc.edu 
  - Nom: Marta Conde Segarra 
    Data de naixement: 08-11-1990 
    Alfa: 0,75 
    Sexe: Dona 
    Email: marta.conde-segarra@est.fib.upc.edu 
 
Un cop ha obtingut el llistat d’alumnes, pot voler ordenar els resultats per la seva data de naixement, el 
que necessita invocar és la URL següent: 
http://fib.upc.edu/alumnes?orderby=datanaixement 
 
El servidor retornarà els mateixos resultats que l’anterior consulta, però ara els resultats estaran 
ordenats per la data de naixement dels alumnes: 
Alumnes: 
  - Nom: Albert Serra Sánchez 
    Data de naixement: 02-06-1989 
    Alfa: 0,65 
    Sexe: Home 
    Email: albert.serra@est.fib.upc.edu 
  - Nom: Joan Gràcia Fernández 
    Data de naixement: 25-05-1990 
    Alfa: 0,78 
    Sexe: Home 
    Email: joan.garcia-fernandez@est.fib.upc.edu 
  - Nom: Marta Conde Segarra 
    Data de naixement: 08-11-1990 
    Alfa: 0,75 
    Sexe: Dona 
    Email: marta.conde-segarra@est.fib.upc.edu 
  - Nom: Aina Roura Molins 
    Data de naixement: 12-02-1991 
    Alfa: 0,90 
    Sexe: Dona 
    Email: aina.roura@est.fib.upc.edu 
 





que retornaria el mateix de l’anterior consulta però ordenats per data de naixement descendent: 
Alumnes: 
  - Nom: Aina Roura Molins 
    Data de naixement: 12-02-1991 
    Alfa: 0,90 
    Sexe: Dona 
    Email: aina.roura@est.fib.upc.edu 
  - Nom: Marta Conde Segarra 
    Data de naixement: 08-11-1990 
    Alfa: 0,75 
    Sexe: Dona 
    Email: marta.conde-segarra@est.fib.upc.edu 
  - Nom: Joan Gràcia Fernández 
    Data de naixement: 25-05-1990 
    Alfa: 0,78 
    Sexe: Home 
    Email: joan.garcia-fernandez@est.fib.upc.edu 
  - Nom: Albert Serra Sánchez 
    Data de naixement: 02-06-1989 
    Alfa: 0,65 
    Sexe: Home 
    Email: albert.serra@est.fib.upc.edu 
 
5. Cerques 
Tota aplicació centrada en les dades necessita algun mecanisme de cerca d’entitats. L’aplicació generada 
també considera aquest requisit i permet fer cerques de dades. 
Per a dur-les a terme, el programador només ha d’invocar la URL amb uns altres paràmetres i el 
servidor s’encarregarà de buscar a la base de dades aquelles entitats que compleixin la cerca realitzada. 
A l’exemple dels alumnes, el programador pot necessitar obtenir un llistat de les assignatures que 
s’imparteixen a la universitat. Per a fer-ho, hauria d’invocar la següent URL: 
http://fib.upc.edu/assignatures 
 
Aquesta petició retornaria les assignatures d’enginyeria tècnica en gestió (no totes ja que ocuparia molt 
d’espai): 
Assignatures: 
  - Identificador: AL 
    Nom Complet: Àlgebra 
    Crèdits: 9 
    Responsable: Juan Trias Pairo 
    Curs: 1 
  - Identificador: F 
    Nom Complet: Física 
    Crèdits: 9 
    Responsable: Rosendo Rey Oriol 
    Curs: 1 
  - Identificador: P1 
    Nom Complet: Programació I 
    Crèdits: 9 
    Responsable: Jorge Castro Rabal 
    Curs: 1 
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  - Identificador: IC 
    Nom Complet: Introducció als computadors 
    Crèdits: 7,5 
    Responsable: Juan José Navarro Guerrero 
    Curs: 1 
  - Identificador: ADA 
    Nom Complet: Anàlisis i Disseny d'Algorismes 
    Crèdits: 7,5 
    Responsable: Jordi Petit Silvestre 
    Curs: 2 
  - Identificador: PRED 
    Nom Complet: Programació i Estructures de Dades 
    Crèdits: 7,5 
    Responsable: Silvia Inés Clérici Martínez 
    Curs: 2 
  - Identificador: E3 
    Nom Complet: Empresa i Entorn Econòmic 
    Crèdits: 7,5 
    Responsable: Antonio Cañabate Carmona 
    Curs: 2 
  - Identificador: USO 
    Nom Complet: Utilització dels Sistemes Operatius 
    Crèdits: 7,5 
    Responsable: Teresa Monreal Arnal 
    Curs: 2 
  - Identificador: ES2 
    Nom Complet: Enginyeria del Software II 
    Crèdits: 9 
    Responsable: Javier Franch Gutiérrez 
    Curs: 3 
  - Identificador: GSI 
    Nom Complet: Gestió de Sistemes d'Informació 
    Crèdits: 6 
    Responsable: Marc Alier Forment 
    Curs: 3 
  - Identificador: PDGPE 
    Nom Complet: Presa de Decisions i Gestió de Projectes Empresarials 
    Crèdits: 7,5 
    Responsable: Ferran Sabate Garriga 
    Curs: 3 
  - Identificador: XCA 
    Nom Complet: Xarxes de Computadors i Aplicacions 
    Crèdits: 6 
    Responsable: David Carrera Pérez 
    Curs: 3 
 
Un dels requisits de l’aplicació pot ser que un usuari pugui filtrar les assignatures pel curs al que 
pertanyen. A l’hora de fer-ho, el programador tan sols ha d’invocar la URL anterior afegint com a 
paràmetre el nom de l’atribut pel que vol cercar amb el valor que ha omplert l’usuari. Per exemple, 
l’usuari demana les assignatures que pertanyen al segon curs: 
http://fib.upc.edu/assignatures?curs=2 
 
D’aquesta manera el servidor retornarà totes les assignatures que pertanyen al segon curs. No caldrà 
modificar ni afegir cap codi addicional ja que l’aplicació s’encarrega de fer la cerca. 
Assignatures: 
  - Identificador: ADA 
    Nom Complet: Anàlisis i Disseny d'Algorismes 
    Crèdits: 7,5 
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    Responsable: Jordi Petit Silvestre 
    Curs: 2 
  - Identificador: PRED 
    Nom Complet: Programació i Estructures de Dades 
    Crèdits: 7,5 
    Responsable: Silvia Inés Clérici Martínez 
    Curs: 2 
  - Identificador: E3 
    Nom Complet: Empresa i Entorn Econòmic 
    Crèdits: 7,5 
    Responsable: Antonio Cañabate Carmona 
    Curs: 2 
  - Identificador: USO 
    Nom Complet: Utilització dels Sistemes Operatius 
    Crèdits: 7,5 
    Responsable: Teresa Monreal Arnal 
    Curs: 2 
 
6. Recuperació de dades d’entitats relacionades 
L’aplicació generada, al estar centrada en les taules d’un model de base de dades, genera un recurs (més 
endavant s’explicarà què són) per cada una de les taules que formen part del model. 
És possible que una taula de la base de dades no aporti valor per ella mateixa i sigui necessari obtenir 
dades d’altres taules relacionades amb la primera perquè tingui sentit. O bé pot ser que una vista 
específica de l’aplicació necessiti les dades de més d’una taula relacionada de la base de dades per a 
mostrar tota la informació que requereix. 
Seguint l’exemple dels alumnes, assignatures, etc. el programador pot demanar les dades d’una 
assignatura en concret (en aquest cas, ADA) de la següent manera: 
http://fib.upc.edu/assignatures/ADA 
 
Per il·lustrar el que retorna el servidor, ens basarem en la representació YAML de la resposta, que 
podria contenir les següents dades: 
ADA: 
  Identificador: ADA 
  Nom Complet: Anàlisis i Disseny d'Algorismes 
  Crèdits: 7.5 
  Responsable: Jordi Petit Silvestre 
  Curs: 2 
 
Un dels requisits de l’aplicació pot ser que quan es mostren les dades d’una assignatura, es mostrin 
també les dades dels alumnes que hi estan matriculats. Per a poder recuperar la informació de la taula 




Així, el servidor retornarà les dades de l’assignatura ADA i tots els alumnes que hi estan matriculats. El 
resultat de la petició seria el següent en format YAML: 
ADA: 
  Identificador: ADA 
  Nom Complet: Anàlisis i Disseny d'Algorismes 
  Crèdits: 7,5 
  Responsable: Jordi Petit Silvestre 
  Curs: 2 
  Alumnes: 
    - Nom: Joan Gràcia Fernández 
      Data de naixement: 25-05-1990 
      Alfa: 0,78 
      Sexe: Home 
      Email: joan.garcia-fernandez@est.fib.upc.edu 
    - Nom: Albert Serra Sánchez 
      Data de naixement: 02-06-1989 
      Alfa: 0,65 
      Sexe: Home 
      Email: albert.serra@est.fib.upc.edu 
    - Nom: Aina Roura Molins 
      Data de naixement: 12-02-1991 
      Alfa: 0,90 
      Sexe: Dona 
      Email: aina.roura@est.fib.upc.edu 
    - Nom: Marta Conde Segarra 
      Data de naixement: 08-11-1990 
      Alfa: 0,75 
      Sexe: Dona 
      Email: marta.conde-segarra@est.fib.upc.edu 
 
El paràmetre get és molt flexible i permet obtenir més d'una entitat relacionada amb la primera 
mitjançant el separador ",". A l'exemple, el programador podria voler les dades de l'assignatura ADA i 




que retornaria les següents dades: 
ADA: 
  Identificador: ADA 
  Nom Complet: Anàlisis i Disseny d'Algorismes 
  Crèdits: 7,5 
  Responsable: Jordi Petit Silvestre 
  Curs: 2 
  Grups: 
    - Identificador: 10 
      Horari: Matins 
      Maxim alumnes: 80 
    - Identificador: 20 
      Horari: Matins 
      Maxim alumnes: 100 
    - Identificador: 30 
      Horari: Tardes 
      Maxim alumnes: 80 
    - Identificador: 40 
      Horari: Tardes 
      Maxim alumnes: 100 
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  Alumnes: 
    - Nom: Joan Gràcia Fernández 
      Data de naixement: 25-05-1990 
      Alfa: 0,78 
      Sexe: Home 
      Email: joan.garcia-fernandez@est.fib.upc.edu 
    - Nom: Albert Serra Sánchez 
      Data de naixement: 02-06-1989 
      Alfa: 0,65 
      Sexe: Home 
      Email: albert.serra@est.fib.upc.edu 
    - Nom: Aina Roura Molins 
      Data de naixement: 12-02-1991 
      Alfa: 0,90 
      Sexe: Dona 
      Email: aina.roura@est.fib.upc.edu 
    - Nom: Marta Conde Segarra 
      Data de naixement: 08-11-1990 
      Alfa: 0,75 
      Sexe: Dona 
      Email: marta.conde-segarra@est.fib.upc.edu 
 
Junt a les dades de l'assignatura ADA, els seus usuaris matriculats i els grups que hi ha, l’aplicació 
necessita mostrar els professors que la imparteixen per cada un dels grups: 
http://fib.upc.edu/assignatures/ADA?get=grups(professors),alumnes 
 
En aquest cas, retornaria el següent: 
ADA: 
  Identificador: ADA 
  Nom Complet: Anàlisis i Disseny d'Algorismes 
  Crèdits: 7,5 
  Responsable: Jordi Petit Silvestre 
  Curs: 2 
  Grups: 
    - Identificador: 10 
      Horari: Matins 
      Maxim alumnes: 80 
      Professor: 
        - Nom: Jordi Petit Silvestre 
          Email: jpetit@lsi.upc.edu 
          Despatx: !-227 
    - Identificador: 20 
      Horari: Matins 
      Maxim alumnes: 100 
      Professor: 
        - Nom: Amalia Duch Brown 
          Email: duch@lsi.upc.edu 
          Despatx: !-219 
    - Identificador: 30 
      Horari: Tardes 
      Maxim alumnes: 80 
      Professor: 
        - Nom: Maria Teresa Abad Soriano 
          Email: mabad@lsi.upc.edu 
          Despatx: !-314 
    - Identificador: 40 
      Horari: Tardes 
      Maxim alumnes: 100 
      Professor: 
        - Nom: Salvador Roura Ferret 
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          Email: roura@lsi.upc.edu 
          Despatx: !-226 
  Alumnes: 
    - Nom: Joan Gràcia Fernández 
      Data de naixement: 25-05-1990 
      Alfa: 0,78 
      Sexe: Home 
      Email: joan.garcia-fernandez@est.fib.upc.edu 
    - Nom: Albert Serra Sánchez 
      Data de naixement: 02-06-1989 
      Alfa: 0,65 
      Sexe: Home 
      Email: albert.serra@est.fib.upc.edu 
    - Nom: Aina Roura Molins 
      Data de naixement: 12-02-1991 
      Alfa: 0,90 
      Sexe: Dona 
      Email: aina.roura@est.fib.upc.edu 
    - Nom: Marta Conde Segarra 
      Data de naixement: 08-11-1990 
      Alfa: 0,75 
      Sexe: Dona 
      Email: marta.conde-segarra@est.fib.upc.edu 
 
Com es pot observar, és una eina molt potent que permet obtenir per una mateixa vista molts recursos 
relacionats i mostrar-los tots sense haver de programar cada una de les sentències SQL, el sistema 
s’encarrega de crear-les dinàmicament en funció de les dades requerides per l’aplicació. 
7. Validacions 
L’aplicació generada per Marcial també fa un control de les validacions que es poden deduir de les 
metadades del model de base de dades. Aquestes validacions es realitzen tant al costat del client com 
del servidor. 
Les validacions del costat del client es realitzen mitjançant codi JavaScript. És important realitzar aquestes 
validacions del costat del client ja que permeten estalviar moltes peticions al servidor quan les dades 
introduïdes per l’usuari no són correctes, cosa que repercuteix positivament a la qualitat arquitectural 
del rendiment de l’aplicació al reduir el nombre de crides al servidor. Cadascun dels camps dels 
formularis que són necessaris per a crear o modificar una entitat tindrà unes classes css especials que 
són les que s’utilitzaran per a fer les validacions. Per exemple, en cas que s’estigui creant o modificant les 
dades d’una assignatura, el camp de curs tindrà una classe css que indicarà que es un número enter. Si 
l’usuari introdueix un valor que no és un número, el codi JavaScript no permetrà fer la petició al servidor 
i li indicarà a l’usuari l’error que ha comès. 
Alguns exemples de validacions que es poden dur a terme a la capa de presentació són les següents: 
camps obligatoris, dates, longituds màximes de text, decimals, rang inferior i/o superior d'un camp que 
ha de ser numèric, etc. 
Utilitzant aquestes validacions mitjançant classes css i JavaScript el desenvolupador no s’ha de preocupar 
de crear-les per cada formulari que hi hagi a l’aplicació. Simplement haurà d’afegir les classes necessàries 
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i el codi JavaScript ja s’encarregarà de fer les validacions pertinents. 
Per exemple, si hi ha un camp que és obligatori, i que ha de ser un número enter, el desenvolupador 
només ha de declarar el camp de la següent manera a la pàgina JSP: 
<input type="text" id="classesForm_grup" name="grup" size="35" 
maxlength="255" value="" class="required integer" /> 
 
Com es pot observar, la declaració és la típica d’un camp de text en un formulari HTML, però té dues 
classes associades: required i integer. D’aquesta manera, el codi JavaScript que s’encarrega de les 
validacions, recupera les classes i efectua les validacions que s’han indicat. 
És important que les validacions no es realitzin només al costat del client. Com que el mòdul de negoci 
es pot compartir entre diferents aplicacions, també s’hi han de fer validacions ja que si només estan a la 
capa de presentació aquestes no tindrien efecte sobre les aplicacions que només utilitzen el negoci. A 
més, s’afegeix seguretat a l’aplicació: una persona amb coneixements avançats podria falsejar una petició 
al servidor saltant les validacions JavaScript del mòdul de presentació. Si hi ha les validacions al servidor, 
per molt que se saltin les validacions del client, s’assegura que es validaran les restriccions del negoci. 
Per dur a terme les validacions del costat del servidor, s’utilitza una llibreria OVal (Object Validation). 
Aquesta llibreria permet posar les restriccions als atributs o mètodes de les classes que es cregui 
convenient. En el cas de l’aplicació generada, les validacions es configuren als atributs de les entitats que 
representen taules a la base de dades. 
OVal es configura afegint anotacions a les classes que es volen validar. Per exemple, si hi ha el camp nom 
que és obligatori a la taula Alumnes de la base de dades, s’afegeix el literal @NotNull a la línia superior 
de la definició de l’atribut de la classe que el representa: 
@NotNull 
private String nom; 
  
D'aquesta manera quan un objecte vol crear un registre a la taula Alumne i no ha indicat l'atribut nom, 
saltarà aquesta validació i retornarà una excepció. 
OVal permet diferents tipus de validacions, així com escollir en quin moment es vol que el codi validi les 
restriccions: 
• Validar que els paràmetres d'un mètode compleixen certes restriccions (precondició). 
• Validar els paràmetres del constructor d'un objecte (precondició). 
• Obligar que un objecte tingui un estat abans d'invocar un mètode (precondició). 
• Validar un objecte després de ser creat (invariant). 
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• Validar un objecte abans o després d'executar un mètode del mateix (invariant). 
• Validar el valor de retorn d'un mètode just després d'executar-lo (postcondició). 
• Obligar que un objecte tingui un estat després d'invocar un mètode (postcondició). 
Per tant, OVal ofereix tot un seguit d'avantatges per al programador a l’hora de fer validacions, per 
exemple que és molt senzill d'utilitzar, permet crear validacions pròpies, modificar ja creades i fer que es 
validin les que s’hagin configurat en el moment que l’aplicació requereixi. 
8. Generació de traces 
Tota aplicació informàtica ha de poder fer un seguiment de les traces de monitorització per a saber en 
tot moment què està passant. Aquestes traces ofereixen informació molt útil per tractar de veure o 
trobar possibles errors que s'hagin donat a l’hora d'utilitzar l'aplicació. 
Inicialment les traces es generaven a partir de la instrucció System.out.println(), que escriu una 
línia de text a la consola Java. Aquesta manera de crear les traces és molt estricte i no permet canviar el 
seu comportament (quines es volen veure i quines ja no) a no ser que es modifiqui el codi de l'aplicació, 
es compili de nou i es torni a executar. 
Log4j és una llibreria que es dedica exclusivament a crear les traces que es necessiten de l’aplicació. La 
llibreria es configura mitjançant un fitxer, que pot ser XML (log4j.xml) o text (log4j.properties). 
Log4j permet diferents nivells de traces en funció de la seva prioritat: 
• FATAL 
S'utilitza per a errors crítics del sistema. Normalment després d'escriure la traça el programa 
es tancarà. 
• ERROR 
S'utilitza per a errors de l'aplicació que es volen guardar. Afecten a l'aplicació però no impliquen 
un tancament de la mateixa. 
• WARN 
S'utilitza per a mostrar missatges d'alerta dels que es vol tenir constància. No afecten al 
funcionament de l'aplicació. 
• INFO 
S'utilitza per a donar més informació del sistema. 
• DEBUG 




S'utilitza per a mostrar missatges amb més detall que DEBUG. 
Aquestes traces es poden enviar a fitxers de text, a la consola, a una base de dades, etc. El format de 
visualització de les traces es pot personalitzar. A més, permet modificar la seva configuració en temps 
d'execució, no cal modificar codi ni recompilar. 
Per aquestes raons, Log4j ha estat l'escollida per a mantenir el sistema de traces de l'aplicació generada. 
Ja ve configurat i totalment funcional tan bon punt es genera l'aplicació. Per a ampliar la seva funcionalitat 
el desenvolupador pot modificar el seu comportament simplement editant el seu fitxer de configuració. 
9. Realització de proves 
Una de les parts més descuidades quan es programa una aplicació és el de les proves que es realitzen 
per a validar que tot funciona correctament. El motiu pel qual no es generen proves és que la major part 
de vegades la creació de les proves és tant o més costós de realitzar com la pròpia aplicació. 
Per tractar de fer més fàcil la creació de les proves, s’ha utilitzat el framework JBehave. Aquest és un 
framework per realitzar proves utilitzant l'estil BDD (Behaviour Driven Development). 
L'estil més utilitzat actualment per realitzar les proves (les aplicacions que les creen) és el TDD (Test 
Driven Development), que es basa en escriure els tests abans de les classes. En canvi, BDD és una evolució 
de TDD. A BDD s'escriu el comportament de l'aplicació abans de fer la funcionalitat. Això vol dir que 
tant al principi com mentre duri el desenvolupament de l'aplicació es qüestionarà el comportament de la 
mateixa. Les preguntes principals són: "què hauria de fer l'aplicació?" i "què hauria de fer aquesta part de 
l'aplicació?".  
A l’hora de respondre les preguntes, els desenvolupadors poden identificar errors que poden trobar 
resposta parlant amb els responsables del projecte. El seu propòsit és qüestionar cada part de l'aplicació 
i l'aplicació sencera. 
Per demostrar que l'aplicació realitza el seu objectiu correctament durant i després del seu 
desenvolupament, el codi es prova mitjançant tests de comportament. Aquests tests han de respondre 
les preguntes de l'organització sobre l'aplicació i mostrar com funciona. 
BDD utilitza una plantilla per a poder pensar en el comportament de les proves del codi. Per a cada 
comportament que es vol comprovar, s'ha d’escriure uns escenaris. Per escriure els escenaris, s'utilitza 
un llenguatge que una persona pot entendre, ja que utilitza les següents paraules en anglès: 
• Given (Donat), un context inicial 
• When (Quan), es produeix un esdeveniment 
• Then (Llavors), retorna els resultats esperats 
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Per exemple, es pot suposar que hi ha el següent cas d'ús: Una persona, actuant com a client, vol treure 
diners del caixer automàtic, així no fa la cua de l'oficina. Per a comprovar que el cas d'ús està 
desenvolupat i funcionant, es pot verificar el següent escenari: que el compte corrent tingui crèdit. 
Per a dur a terme aquesta comprovació, es reescriu l'escenari utilitzant les paraules reservades: 
Donat que el compte té crèdit 
i que la targeta es vàlida 
i que el caixer automàtic té diners 
Quan el client demana dinars 
Llavors ens assegurem que el compte ha disminuït 
i ens assegurem que els diners han estat entregats 
i ens assegurem que la targeta ha estat retornada 
 
D'aquesta manera, canvia la manera de fer les proves. En lloc de provar cada mètode, es valida el 
comportament de tot el cas d'ús. 
JBehave permet utilitzar aquesta manera de comprovar casos d'ús de manera força fàcil. Com que hi ha 
dos mòduls, s'han creat tests JBehave per a cada un d'ells. 
En el cas del mòdul de negoci, les proves estan dirigides a verificar que la façana del mòdul actua 
correctament. Per utilitzar aquest mòdul només es pot accedir a la façana, per tant fent les proves sobre 
aquesta capa ja és suficient per a verificar el mòdul sencer. 
Per altre banda, el mòdul d’interfície d'usuari té els tests JBehave a la capa de presentació. Aquesta capa 
és la que demana totes les peticions a l’aplicació, es pot dir que és el punt d'entrada del mòdul. Tal i com 
succeïa al mòdul de negoci, verificant aquesta capa ja es cobreixen les proves de tot el mòdul. 
Per a utilitzar JBehave el que s'ha de fer és crear certes classes Java i fitxers de text. 
Per començar, s'ha de crear el fitxer de text amb els escenaris que s’han de verificar. El nom del fitxer 
ha de ser en minúscules i amb les paraules separades pel caràcter '_'. Per exemple, es pot anomenar 
acces_aplicacio_funcionant. A dins, s'escriuen els escenaris, utilitzant les paraules reservades que s’han 
mostrat anteriorment: 
Given no estic logguejat 
When accedeixo amb l'usuari Oriol i password oriolPass 
Then hauria d'haver accedit 
 
Seguidament s'ha de crear una classe Java que correspongui al fitxer creat. Si el fitxer de text que 
defineix l'escenari es diu acces_aplicacio_funcionant, la classe es dirà AccesAplicacioFuncionant. Aquesta 
classe ha d'expandir la classe abstracta Scenario del framework JBehave. El seu codi seria com el que 
segueix: 
public class AccesAplicacioFuncionant extends Scenario { 
  public AccesAplicacioFuncionant() { 
    super(new AccesAplicacioStep()); 
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  } 
} 
 
Ara el que s'ha de fer és generar la classe que representa un pas de l'escenari. Aquesta classe és la que 
conté els mètodes que verifiquen que el comportament de l'aplicació a l'escenari donat funciona 
correctament. Per a fer això, ha de tenir els mètodes que representen cada una de les frases que s’han 
escrit al fitxer de text. Cada frase ha de coincidir amb un dels mètodes d'aquesta classe. Per a que 
coincideixin, cada mètode tindrà una anotació a la línia anterior de la definició del mètode: 
public class AccesAplicacioStep { 
  // Serveix per a verificar si hem accedit o no a l'aplicació 
  private Boolean heAccedit; 
 
  @Given("no estic loguejat") 
  public void sortir() { 
    facana.sortir(); 
  } 
 
  @When("accedeixo amb l'usuari $usuari i password $password") 
  public void accedir(String usuari, String password) { 
    heAccedit = facana.accedir(usuari, password); 
  } 
 
  @Then("hauria d'haver accedit") 
  public void comprovarAcces() { 
    ensureThat(heAccedit); 
  } 
} 
 
Es poden crear tants mètodes com sigui necessari que tinguin les anotacions @Given, @When i @Then 
sempre que els textos de dins canviïn. Així al fitxer de text es poden crear tants escenaris possibles i 
diferents com faci falta per a validar que l'aplicació té el comportament esperat. 
És una bona pràctica la de crear proves de l’aplicació ja que eviten errors abans no s’envia l’aplicació a 
altres entorns més compromesos amb la fiabilitat. 
10. Suport per la parametrització per entorns 
La creació d’una aplicació web normalment necessita parametritzar certs valors a fi d’executar-la a 
diferents entorns (com pot ser desenvolupament, test, preproducció, producció, etc). L’aplicació 
generada mitjançant el sistema Marcial té un fitxer que es pot extreure fàcilment amb les variables 
bàsiques per a moure l’aplicació a diferents entorns. 
Quan l’aplicació s’ha de moure d’entorn, només cal modificar aquests paràmetres amb els que necessiti 
l’entorn. D’aquesta manera és molt senzill i ràpid passar d’un entorn a un altre per a realitzar proves o 
per a posar l’aplicació a producció. 
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11. Control de la configuració centralitzat 
El fet de que l’aplicació generada per Marcial sigui un projecte Maven implica que les dependències (en 
forma de llibreries) queden ben establertes i les seves versions puguin ser controlades des d’un punt 
centralitzat. 
Les aplicacions que necessitin la lògica de negoci, tindran configurat mitjançant Maven la llibreria de 
negoci. D’aquesta manera, quan es modifiqui la implementació d’aquest mòdul, qualsevol aplicació només 
haurà de baixar-se la llibreria del repositori central i ja la tindrà integrada. 
Això estalvia molta feina a l’hora de controlar versions i distribuir les llibreries entre totes les 
aplicacions que les requereixen, ja que totes es troben al mateix lloc. Actualitzant una llibreria, totes les 
aplicacions ja saben a on han d’anar a buscar-la per incloure-la al seu projecte. 
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4. Característiques de la implementació 
REST (Representational State Transfer) es un estil d'arquitectura del software especialment pensat per 
sistemes web distribuïts que descriu les restriccions desitjables per a aplicacions web. Bona part de les 
qualitats arquitecturals d’interès es resolen aplicant REST a l’arquitectura de l’aplicació generada. 
El creador del terme va ser Roy Fielding en la seva tesi doctoral de l'any 2000. Fielding és un dels autors 
principals de l'especificació HTTP, del desenvolupament del llenguatge de marcat HTML, un dels 
fundadors del servidor web Apache i va ser membre del consell d’assessors d’Open Solaris fins el 2008. 
A la seva tesi, Fielding defineix un conjunt de normes o principis pel disseny d'arquitectures en xarxa. 
Aquests principis estableixen com estan definits i com es pot interaccionar amb els diferents recursos 
d'un sistema distribuït. 
 
1. Recursos 
Segons Fielding, un dels conceptes principals de l’estil arquitectural REST és el de "recurs". 
Els serveis web basats en els protocols SOAP i XML-RPC ofereixen unes funcions determinades (per 
exemple, comprar una peça de roba o veure la cartellera d'un cinema). Per a poder saber quins serveis 
ofereix, s’ha de consultar un fitxer que indica les operacions que es poden realitzar amb el sistema. 
Aquest fitxer, apart d’informar dels serveis oferts, també ha d’informar cóm les aplicacions s’han de 
comunicar amb aquests serveis (paràmetres d’entrada, paràmetres de sortida, etc.). 
De la manera que descriu Fielding REST, els sistemes distribuïts han d’oferir un recurs per cada entitat 
rellevant. A l'exemple de la gestió de la facultat, es poden tenir els recursos alumne, assignatura, 
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professor i grup. A partir del recurs, REST defineix una sèrie de mètodes estandaritzats per realitzar 
operacions sobre ells que es mostraran més endavant. 
Cada recurs ha de ser identificat amb la seva pròpia URL, de manera que cada recurs es únic. Una URL 
en un sistema RESTful és recomanable que sigui intuïtiva i auto explicativa de què s’està sol·licitant, de 
manera que una persona que la llegeixi pot saber de què tracta el recurs al que s’està apuntant. Si una 
aplicació té la URL http://www.fib.upc.edu/assignatures/ADA/alumnes, es pot intuir que es 
tracta d’una petició que retorna un llistat amb els alumnes que estan matriculats a l’assignatura ADA. 
A més, una URL està organitzada en forma de directoris; té una arrel i a partir d'aquí branques 
organitzades jeràrquicament. A l'exemple anterior, es pot observar que alumnes està dins de l'apartat 
ADA que alhora està dins d’assignatures. Si s’afegís una assignatura al pla d’estudis, es podrien consultar 
les seves dades dins de la “carpeta virtual” assignatures. 
Evidentment es poden fer servir mecanismes d'autenticació perquè no tothom pugui accedir a tots els 
recursos i representacions amb informació sensible. 
2. Sense estats 
Les aplicacions distribuïdes han de ser fàcilment escalables si la demanda dels serveis que oferim creix. 
Un dels principals problemes a l’hora d'escalar una aplicació distribuïda és l'estat de la petició. Si es 
manté l'estat del costat del servidor, s’està limitant l'execució de l'aplicació a un sol servidor. Al 
mantenir l’estat al costat del servidor, quan un usuari entra a l'aplicació i fa una petició, es guarden dades 
de la mateixa al servidor que en aquell moment està lliure o menys ocupat. Un cop les dades estan 
guardades al servidor, al fer les següents peticions s'han d'executar obligatòriament al mateix servidor ja 
que es l'únic que té la informació completa per dur a terme l'execució. Si es manté l’estat al costat del 
servidor, el client queda fortament acoblat a aquell servidor i les peticions no tindran tota la informació 
necessària per ser processades (es perd visibilitat). 
Una possible solució a aquest problema és mantenir sincronitzat l'estat entre els diferents servidors, 
però suposa una complexitat afegida que no és necessària ni eficient. 
La millor solució és no mantenir l'estat al costat del servidor. D'aquesta manera els servidors no han de 
recuperar cap informació de context ni estat al processar cap petició. Una petició ha de portar totes les 
dades necessàries a la sol·licitud per a poder ser processada per qualsevol servidor. Així, se simplifica 
força el disseny i implementació de la part servidor al no haver de codificar cóm es guardaran les dades 
de manera eficient i poder sincronitzar l'estat del client entre un clúster de servidors. 





La cache és un dels punts clau per REST. 
Per a millorar l’eficiència de la xarxa, la cache requereix que les dades que retorna el servidor com a 
resposta d’una sol·licitud indiquin de manera implícita o explícita si es pot fer cache o no. Si es pot fer 
cache, llavors el client té el dret de reutilitzar les dades de la resposta per a futures sol·licituds 
equivalents. 
L’avantatge de la cache es que tenen el potencial d’eliminar total o parcialment algunes interaccions 
entre el client i el servidor, millorant l’eficiència, l’escalabilitat i el rendiment que experimenta l’usuari. 
Això és degut a que es redueix la latència promig d’un conjunt d’interaccions. En contrapartida, la cache 
pot disminuir la fiabilitat si les dades de la cache són significativament diferents de les dades que 
s’haurien obtingut si s’hagués fet la petició directament al servidor. 
Hi ha dos tipus de cache: 
• Expiració 
Per a poder utilitzar la cache d’expiració, el servidor ha d’indicar al client mitjançant la resposta 
quant temps es pot considerar que les dades enviades són vigents incloent les capçaleres 
Cache-Control i expires.  Les cache que funcionin d’aquesta manera, no tornaran a fer la 
mateixa petició mentre les dades que estan a la cache arribin al seu temps d’expiració i passin a 
ser antigues. 
A l’esquema següent es pot veure un funcionament de la cache d’expiració mitjançant l’exemple 
d’una petició de pàgina de benvinguda: 
 
Com que la cache inicialment no té coneixement de la pàgina de benvinguda, reenvia la petició 
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al servidor. Aquest genera la resposta, incloent  
la capçalera Cache-Control que indica que la resposta s’ha de considerar vigent pels següents 
deu minuts. Llavors la cache retorna la resposta al client però guardant-se una còpia de les 
dades. 
Un minut després, un altre client fa una petició de la mateixa pàgina de benvinguda: 
 
La cache reconeix la petició, recupera la resposta guardada, comprova que encara és vigent i 
retorna les dades guardades al client, ignorant completament el servidor. 
Cal observar com no s’aprecia un estalvi important d’ample de banda ja que la resposta sencera 
s’ha enviat per la xarxa als dos clients. En canvi, sí que es pot veure que hi ha estalvi en temps 
de CPU, en anar i tornar de la base de dades i en anar a buscar altres recursos necessaris per a 
generar la resposta per part del client. 
• Validació 
La expiració és ideal quan es pot utilitzar, però hi ha moltes ocasions en què no té sentit fer-la 
servir; especialment quan hi ha una aplicació web molt dinàmica en que els canvis poden succeir 
sovint i sense predicció. El model de validació està dissenyat per a suportar aquests casos. 
S’utilitzarà l’exemple anterior per a veure com funciona aquest tipus de cache: 
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Les capçaleres Last-modified i ETag s’anomenen “validadors de cache” ja que s’utilitzen per 
la cache a posteriors peticions per a comprovar si les dades guardades són vigents o no sense 
obligar al servidor que generi o transmeti el cos de la resposta. No cal enviar les dues 
capçaleres, amb una d’elles n’hi hauria prou per a fer la cache de verificació. 
Posteriorment el segon client pot fer una petició per la mateixa pàgina: 
 
La cache veu que té una còpia per aquella petició però no pot estar segur que les dades siguin 
vigents. Per això ha de reenviar la petició al servidor. El canvi ara és que la cache afegeix les 
capçaleres If-Modified-Since i If-None-Match a la petició, posant els valors de Last-
Modified i ETag respectivament. Aquestes capçaleres fan la petició condicional. Quan el 
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servidor rep la petició, genera els “validadors de cache” actuals, els contrasta amb els que ha 
enviat la cache. Si són els mateixos valors, envia el codi HTTP 304: Not Modified a la cache 
sense haver de generar el cos de la resposta. Un cop la cache ha comprovat que les dades són 
vigents, és lliure de respondre al segon client. 
Aquest tipus de cache necessita accedir al servidor, però si aquest genera els “validadors de 
cache” de manera eficient, s’estalvia de generar el cos de la resposta. Això pot ser un estalvi 
molt significatiu. 
Aquests dos tipus de cache es poden combinar. A continuació es mostra l’exemple amb els dos tipus de 
cache combinats: 
 
En aquest exemple, el servidor especifica que les dades són vàlides per un minut i inclou el “validador de 
cache” Last-Modified. 
Trenta segons més tard, un segon client fa la mateixa petició. Com que encara és vigent, la validació no 
es necessària, s’envia la resposta guardada a la cache: 
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Al cap de trenta segons més, un tercer client fa la mateixa petició que els altres dos anteriors: 
 
Es pot observar com la cache primer comprova la expiració abans d’examinar la validació. En aquest cas, 
el codi 304: Not Modified retornat pel servidor també inclou la capçalera de la expiració per a que 
la cache sàpiga que les dades són vigents durant els següents 60 segons. 




4. Interfície uniforme 
REST proposa que per cada recurs de l'aplicació es puguin fer unes operacions determinades sobre ells. 
Aquest aspecte es molt rellevant ja que si totes les aplicacions segueixen aquesta interfície, és 
relativament senzill crear una aplicació que entengui els conceptes recurs i representació i que sàpiga 
quins mètodes pot aplicar sobre cada recurs. Si totes les aplicacions seguissin aquests conceptes, no hi 
hauria problemes de comunicació a l’hora de connectar diferents aplicacions entre sí. 
En concret, a la web s'utilitza el protocol HTTP que no es més que una implementació de REST. 
A l’hora d'utilitzar HTTP, cada invocació s'ha d'enviar fent una petició HTTP. Aquesta petició consta de 
tres parts diferenciades. Primer hi ha la línia de la petició, seguidament les capçaleres (que en pot tenir o 
no) i finalment el cos del missatge (opcional). 
La línia de la petició consta de tres parts: el nom del mètode a utilitzar, la ruta del recurs (URL) i la 
versió HTTP que s'utilitza. 
Els mètodes que es poden utilitzar estan definits al protocol HTTP i són estàndard. Els més importants 
són els següents: GET, POST, PUT i DELETE. Actualment la majoria d'aplicacions web només utilitzen els 
mètodes GET i POST. A més, els utilitzen de manera indiferent l'un de l'altre, sense fer distincions entre 
ells. A partir de l’especificació HTML5, els navegadors ja accepten els mètodes aquí descrits. 
Com s’ha comentat, un mètode s'ha d'executar sobre un recurs. D'aquesta manera per interactuar amb 
una aplicació només es necessari saber quins recursos exposa i la comunicació es pot dur a terme sense 
entrebancs. 
Segons l'especificació HTTP, cada un d'aquests verbs (o mètodes) té una funció molt clara i ben definida: 
• GET 
Serveix per obtenir la representació del recurs que es demana mitjançant la URL. Bàsicament es 
per mostrar dades del recurs demanat. No ha de tenir efectes secundaris ni modificar res. 
Per exemple, si s’executa el mètode GET sobre una URL de l'estil 
http://biblioteques.cat/biblioteques/1234/llibres/1234567, l'aplicació 
ha de retornar una representació del llibre 1234567 que està a la biblioteca 1234. A més de la 
representació, també hauria de retornar un enllaç a la biblioteca de la que depèn per poder 
navegar cap a ella en cas necessari. 
Si s’executa el mètode GET sobre un recurs genèric (per exemple 
http://biblioteques.cat/biblioteques/) l’aplicació hauria de donar una 
representació de totes les biblioteques que tinguem emmagatzemades a l'aplicació. Cada una 
d’aquestes representacions ha de tenir un enllaç per a poder navegar a una biblioteca i poder 
veure totes les dades de la mateixa. 
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• POST 
S'utilitza per crear nous recursos. En aquest cas, el cos del missatge és important ja que és on 
s'envien les dades necessàries per crear el nou recurs. 
Per exemple, es pot crear una nova biblioteca a l'aplicació que es digui 1235 invocant el mètode 
POST sobre la URL http://biblioteques.cat/biblioteques/ passant les dades 
necessàries al cos del missatge. 
També es podria executar el mètode POST sobre la URL 
http://biblioteques.cat/biblioteques/1234/llibres/ amb les dades 
necessàries d'un llibre; l'aplicació hauria de crear un llibre nou lligat a la biblioteca 1234. 
• PUT 
Serveix per a modificar un recurs donat. Al cos del missatge s’envien les dades de la biblioteca a 
modificar. 
Per exemple, si es vol modificar dades d'una biblioteca, s'ha d'executar el mètode PUT sobre la 
URL http://biblioteques.cat/biblioteques/1234/ amb les noves dades al cos 
del missatge. 
• DELETE 
S'utilitza per a esborrar un recurs. En aquest cas el cos del missatge pot estar buit. 
La biblioteca pot deixar d’oferir el llibre 1234567 en préstec. Per a que deixi d’aparèixer als 
llibres de la biblioteca, només s’hauria d’executar el mètode DELETE sobre la URL 
http://biblioteques.cat/biblioteques/1234/llibres/1234567 i l'aplicació 
esborraria el llibre. 
Apart dels mètodes HTTP, és molt important el codi d'estat de la resposta del servidor. En funció 
d'aquest codi, una aplicació pot saber si la petició s’ha executat correctament o hi ha hagut alguna 
incidència. En aquest punt es poden definir les accions que volen dur a terme en funció del codi retornat 
per actuar en conseqüència. 
5. Diferents representacions 
Fins ara s’ha mostrat que REST actua sobre recursos i els hi aplica a tots ells un seguit de mètodes iguals 
per a tots. 
La pregunta següent seria: Com sap l'aplicació client tractar les dades que rep com a resposta? La 
resposta és molt senzilla: mitjançant les diferents representacions. A la capçalera de la petició, l’aplicació 
client demana explícitament el format que necessita per poder mostrar el resultat a l'usuari. 
Per exemple, un navegador web demanarà la representació HTML o XHTML per a un recurs determinat, 
però no hi ha cap limitació de la quantitat de tipus de representacions diferents que es volen. Si un 
servidor pot retornar una representació determinada, el client només l'ha de demanar i el servidor li 
entregarà. 
!"#$%"&'()%*+,(-+#(&"($#+"$%.(/0"-&%$"$%1*,(2+3(+*(4"5"( 8=((
D'aquesta manera, si d'aquí un temps es necessita crear un nou client que requereixi un altre tipus de 
representació, el servidor únicament haurà de modificar la manera en que retorna les dades, però no 
s'haurà de modificar res més. 
6. HATEOAS 
Un altre dels principis de l’estil arquitectural REST és el de HATEOAS. És un acrònim de Hypermedia As 
The Engine Of Application State el que, traduït lliurement, seria hipermèdia com a motor de l’estat de 
l’aplicació. Es basa en el concepte d’hipermèdia o, dit d’una altre manera, el que es coneixen com a 
enllaços. Aquests són els que tenen les pàgines HTML, però no només s’utilitzen per a guiar a les 
persones dins d’una aplicació web. Per exemple, es pot tenir el següent codi XML: 
<venta id=”http://www.botiga.com/ventes/1234”> 
  <producte> 
    <quantitat>2</quantitat> 
    <referencia_producte 
ref=”http:/www.botiga.com/productes/roba/samarreta/45” /> 
  </producte> 
  <referencia_client ref=”http://www.botiga.com/client/8732” /> 
</venta> 
 
Si s’observen els enllaços del producte i del client del document, es pot imaginar com una aplicació que 
ha obtingut aquest XML pot interpretar els vincles per obtenir més informació sobre el producte 
demanat i el client. És interessant veure que aquests enllaços a URL poden apuntar a recursos que estan 
a altres aplicacions a servidors diferents o fins i tot a empreses d’altres continents. Això és degut a que 
aquest esquema forma part de la Web i tots els recursos poden estar lligats  entre ells. 
És desitjable que s’utilitzin enllaços per a fer referència a recursos sempre que sigui possible. Els 
hipervincles són els que fan la Web tal i com és. 
Així, tota aplicació distribuïda indica a altres sistemes únicament els recursos que li interessa. Una 
aplicació client que requereixi els serveis del sistema, necessita un punt d’entrada (un recurs). A partir 
d’aquest, seria possible recórrer tots els recursos que exposa el sistema ja que cada recurs 
eventualment tindrà un enllaç amb els recursos als que està relacionat. 
Una botiga virtual de venta de productes pot tenir un recurs que sigui “marca de texans”. Quan el client 
fa una petició per a obtenir una representació d’aquest recurs, el servidor retornarà un llistat dels 
texans que la botiga té a la venta de la “marca de texans” en qüestió, amb un enllaç a cada un d’ells per a 
poder accedir als seus detalls i, si el client així ho vol, poder comprar-lo. A més, cada texà pot tenir un 
enllaç al recurs “marca de texà” a la que pertany, de manera que només es necessita un punt d’entrada 




Els beneficis d’utilitzar aquest principi són els següents: 
• Reduir els errors de codificació de les interfícies d’usuari 
Molts dels problemes de les interfícies d’usuari a l’hora de programar-les és la de construir 
correctament les URL quan es fan les peticions al servidor. Els problemes més típics són deixar-
se parts de la URL sense escriure, ordenar incorrectament els “directoris virtuals” o oblidar-se 
de codificar la URL correctament. Tots aquests problemes se solucionen si el servidor és el que 
indica quines són les URL correctes en cada situació. 
• Reduir les crides de canvi d’estat errònies 
Per exemple, un sistema té un recurs que pot anar variant d’estat al llarg de la seva vida, però 
amb unes transicions predefinides. Si un client coneix els estats possibles del recurs però no 
coneix les transicions correctes de cada estat (o sí que les coneix però aquestes han canviat), 
pot fer peticions incorrectes de canvi d’estat al servidor. 
En canvi, si la representació del recurs enviada pel servidor indica quines són les transicions 
possibles del recurs a l’estat en que es troba en aquest moment, el client només podrà 
sol·licitar un canvi d’estat entre els que li indica el servidor. 
• Evolucionar l’aplicació sense haver de modificar clients antics 
En qualsevol moment es pot programar un client d’una aplicació REST que estigui lligat amb el 
funcionament del costat servidor de l’aplicació. Aquesta manera de programar té el problema 
que si es realitzen canvis a l’aplicació, el client funcionarà erròniament o senzillament deixarà de 
funcionar. 
En canvi, els clients de l’aplicació poden interactuar amb el servidor de la manera que les 
representacions indiquen, sense fer suposicions de com ha de funcionar l’aplicació. A més, el 
servidor pot afegir o modificar funcionalitat sense alterar el comportament anterior. 
Si el client i el servidor es dissenyen d’aquesta manera, l’aplicació pot evolucionar sense que els 
clients deixin de funcionar. Tampoc serà necessari que el servidor hagi de mantenir diferents 
versions de l’aplicació simultàniament. 
Els serveis web basats en SOAP o XML-RPC tenen un fitxer on s’indiquen els serveis i operacions 
que poden fer. En comparació amb REST, un canvi a un servei basat en SOAP implica la 







7. Sistema en capes 
Per a millorar el comportament dels requisits d’escalabilitat d’internet, l’estil arquitectural REST proposa 
afegir capes al sistema. El sistema de capes permet a l’arquitectura estar composada per capes 
jeràrquiques, limitant el comportament dels components de manera que cap component no pot veure 
més enllà de la capa amb la que està interactuant. Al restringir el coneixement de les capes, es posa un 
límit a la complexitat general del sistema i es fomenta la independència de les capes. D’aquesta manera 
se simplifiquen els components extraient les funcionalitats menys usades a intermediaris compartits. 
Aquests intermediaris també es poden fer servir per a millorar l’escalabilitat del sistema al permetre el 
balanceig de càrrega a través de varies xarxes i processadors. 
La principal desavantatge dels sistemes en capes és que afegeixen sobrecàrrega i latència per al 
tractament de les dades, reduint el rendiment. Per un sistema distribuït que permet cache, aquesta 
desavantatge es pot compensar pels beneficis que aporta el compartir les dades als intermediaris. Posant 
caches compartides pot millorar significativament el rendiment de l’aplicació.
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5. Implementació 
En aquest apartat el que es mostrarà és cóm s’ha dut a terme el desenvolupament del sistema Marcial, 
incloses les decisions que s’han pres a l’hora d’escollir una o altre tecnologia i les refactoritzacions i 
ampliacions de funcionalitat que s’han dut a terme a certes llibreries i frameworks de programari lliure 
per a adaptar-los a les necessitats. 
El sistema Marcial es basa en bona part en un projecte Maven. Aquest és un framework que automatitza 
el procés de construcció de projectes Java. Proveeix un conjunt d’estàndards de construcció, un model 
de repositori d’artefactes i un motor de software que administra i descriu els projectes. A més, permet 
definir un cicle de vida estàndard per la construcció d’aplicacions i les proves pertinents. 
El funcionament de Maven es basa en l’ús d’un repositori on es van a buscar les dependències. La 
identificació dels artefactes necessaris es realitza mitjançant el groupId:artifactId:version, que assegura 
que cada dependència sigui única. Cada projecte i mòdul que utilitza Maven ha de proveir les tres parts 
per a identificar-les: el groupId, l’artifactId i la versió. En el cas de l’exemple que es veurà més endavant, 
el groupId s’ha utilitzat edu.upc.fib, que és el que s’utilitza habitualment (el nom del domini ordenat a 
l’inrevés); l’artifactId serà gestioAcademica, que és el nom del projecte; i la versió 1.0-SNAPSHOT, que 
indica que s’està treballant en la versió 1.0 inestable ja que encara està en desenvolupament i no s’ha 
posat a disposició general. 
Gran part de les funcionalitats que ofereix Maven es poden realitzar mitjançant Ant, però aquesta última 
és una eina a més baix nivell. Ant és una eina on es defineixen les accions que es volen dur a terme de 
manera procedural pas a pas, mentre que a Maven es declaren els plugins que s’han d’utilitzar, amb quina 
configuració i amb quines dependències. Maven s’encarrega de decidir l’ordre en que s’utilitzaran els 
diferents artefactes per a aconseguir l’objectiu declarat. 
Maven permet compilar, fer deploy, etc sense que s’indiqui el lloc on es troben els fitxers de codi font, 
recursos, fitxers web, etc. ja que utilitza la convenció enlloc de la configuració. D’aquesta manera, Maven 






• El primer directori és a on hi ha d’haver el codi Java de l’aplicació, dins dels seus paquets, etc. 
• El segon directori, és a on hi ha d’haver els fitxers de propietats, XML de configuració, etc. 
• El tercer directori és a on han d’estar les classes de test. En el cas de JBehave, estan totes les 
classes que simbolitzen els escenaris i els passos. 
• A l’últim, és on estan tots els fitxers que descriuen tots els escenaris possibles per als tests. 
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Maven utilitza un Project Object Model (POM) per a descriure el projecte de software que es vol 
construir, les dependències amb altres mòduls i components i l’ordre de construcció dels elements. És 
un fitxer XML que està a l’arrel del projecte o mòdul. Els POM poden heretar d’un altre POM que es 
defineixi com a pare. L’arrel implícita que tots els POM hereten és el Super POM definit per Maven. 
Existeixen molts plugins per aquest framework. Entre ells, hi ha plugins per a executar les proves, per a 
crear automàticament la documentació del projecte, per a comprovar que el codi és robust, està ben 
escrit, etc. 
És una eina molt potent que ajuda a tots els diferents cicles de vida de l’aplicació de manera molt 
senzilla. A més, facilita molt la gestió de les llibreries utilitzades per l’aplicació. 
Una altra de les funcionalitats de Maven és la de crear estructures de projectes (amb les seves 
dependències de llibreries, configuració d’entorns, etc) en base a un arquetip existent o creat per a 
satisfer les necessitats del projecte. També es poden crear els plugins que siguin necessaris per als fins 
que el desenvolupador vulgui. 
Es va decidir generar l’aplicació mitjançant dos passos diferents: 
• Al primer pas es genera l’esquelet dels mòduls, amb els fitxers comuns i que no han de variar 
entre les diferents aplicacions que es poden generar. 
• Al segon pas s’apliquen certes plantilles a fi de generar totes les classes, pàgines JSP i demés que 
depenen de la base de dades seleccionada. 
Com s’ha vist, Maven permet realitzar les dues parts: la generació de l’esquelet es pot realitzar 
mitjançant la creació d’un arquetip de Maven i el segon, mitjançant la creació d’un plugin que recuperi la 
meta informació de les taules de la base de dades i generi cada una de les capes de l’aplicació. 
1. Creació de l’arquetip Maven 
Per a realitzar el primer pas de crear l’esquelet de l’aplicació resultant, s’ha creat un arquetip de 
projecte que és la base de les aplicacions que es generaran a partir de Marcial. 
Un arquetip de Maven és una plantilla configurada per a una determinada tecnologia, que els 
programadors utilitzen com a base per a escriure i organitzar el codi de l’aplicació. Es podria dir que és 
l’esquelet bàsic amb totes les llibreries necessàries per a començar el desenvolupament de l’aplicació. 
Utilitzar un arquetip per a totes les aplicacions generades amb el sistema Marcial té certs avantatges: 
• Consistència entre els diferents desenvolupaments que tenen com a punt comú la mateixa 
tecnologia o el mateix entorn. Marcial aporta la mateixa estructura base sobre la qual construir 
l’aplicació. 
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• Estandardització dels projectes generats. D’aquesta manera qualsevol desenvolupador que 
estigui familiaritzat en les tecnologies involucrades sabrà com funciona l’aplicació i a on es 
troben els diferents fitxers per a ampliar les funcionalitats. 
• S’eviten els temps sense produir ja que des d’un bon començament es té un entorn totalment 
configurat. 
De la mateixa manera que els patrons de disseny eviten haver de pensar solucions a problemes amb 
característiques semblants, els arquetips eviten que s’hagi de configurar les bases d’un projecte 
(llibreries, dependències, configuracions) quan es basen en tecnologies comuns. 
L’estructura d’un arquetip de Maven es composa dels següents fitxers: 
• Un pom.xml a l’arrel de l’arquetip. 
• Els fitxers que formaran part de l’arquetip. Es situen a src/main/resources/archetype-resources/. 
• Tots els pom.xml dels mòduls que composaran l’arquetip. En el cas de Marcial, crea tres 
mòduls (el de negoci, el de interfície d’usuari i el mòdul “pare”), per tant hi haurà tres pom.xml. 
• El descriptor de l’arquetip (archetype.xml) que se situa al directori src/main/resources/META-
INF i que indica al mecanisme de generació de tot el contingut que s’està definint. 
Per a realitzar aquest arquetip s’ha hagut de crear tots els fitxers comuns a totes les aplicacions, sense 
que aquests depenguin de la base de dades. Aquest prototip és l’encarregat de generar els tres mòduls 
(el de negoci, el de la interfície d’usuari i el pare que englobi els dos anteriors). Per tant, s’ha hagut de 
crear les diferents estructures de directoris necessàries i guardar els fitxers al seu directori 
corresponent dins de l’estructura. 
A la següent imatge es pot veure l’estructura de fitxers de l’arquetip de Marcial: 
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Un cop creat l’arquetip, el que s’ha de fer es compilar-lo i instal·lar-lo a la màquina que s’ha d’utilitzar. 
Per a fer-ho s’ha d’executar la següent comanda, que ja realitza les dues funcions: 
mvn install 
 
Ara ja hi ha l’arquetip preparat per a generar l’esquelet de l’aplicació. 
2. Creació del plugin Maven 
El que resta fer ara és el plugin que permeti generar cada una de les capes de l’aplicació. El plugin que 
s’ha realitzat té diferents objectius (o goals en la nomenclatura Maven). Un objectiu és una unitat mínima 
d’execució dins d’un plugin. 
Cada un dels goals del sistema Marcial necessita connectar-se a la base de dades per extreure tota la 
informació necessària per a generar els fitxers amb les característiques que la informació de la base de 
dades permeti treure. 
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El que s’ha dissenyat és un plugin amb diferents objectius: un per cada una de les capes de l’aplicació 
generada: 
• marcial:common 
Mitjançant aquest goal, Marcial genera tots els fitxers comuns a totes les aplicacions generades 
però que tenen personalitzacions en funció del nom de l’aplicació. Per exemple, els fitxers que 
genera són fitxers que en el seu contingut, en el seu nom o bé en la seva ruta contenen el nom 
de l’aplicació. Són fitxers comuns a totes les aplicacions ja que tenen configuració bàsica i que 
tots els projectes necessiten o tenen la mínima informació a dins que a mesura que es vagin 
aplicant els següents goals s’anirà ampliant. Escriu fitxers tant al mòdul de negoci com al de la 
interfície d’usuari. 
• marcial:model 
Aquest objectiu del plugin crea una representació de la base de dades en classes de Java segons 
l’especificació JPA (Java Persistence API). Cada un d’aquests fitxers té tants atributs com 
columnes té la taula de la base de dades que està representant. També conté atributs per 
indicar si la taula té algun lligam amb una altra. Cada un d’aquests atributs té anotacions que li 
donen al projecte informació important per a fer validacions a l’hora de crear o modificar 
valors de la base de dades. Escriu fitxers només al mòdul de negoci.  
• marcial:dao 
L’execució d’aquest goal genera la capa de persistència amb la base de dades. El que tenen les 
classes creades, a part de la definició de la classe, és la extensió d’una classe de tipus genèric 
que pràcticament conté tota la lògica de persistència necessària. Tot i així, si un 
desenvolupador necessita fer certes coses abans de la persistència, aquesta capa és el lloc ideal 
per a realitzar-ho. La capa de persistència no és recomanable tenir-la al mòdul de la interfície 
d’usuari, per tant aquest objectiu només escriu al mòdul de negoci. 
• marcial:service 
Aquest objectiu crea la capa de servei, que és on típicament un programador haurà d’afegir la 
lògica de negoci de l’aplicació, en cas que sigui necessari. En el moment de la seva generació, 
aquesta capa bàsicament fa de pont entre la façana i els DAO. Al tenir la lògica de negoci a 
aquesta capa, ha d’estar al mòdul de negoci i per tant aquest objectiu escriu al mòdul de negoci. 
• marcial:facade 
A l’executar aquest goal, s’obté la capa de la façana del mòdul de negoci. És l’entrada al mòdul 
de negoci per a qualsevol aplicació que el vulgui utilitzar. La seva funció és la d’exposar les 
classes i mètodes que tot el mòdul negoci exhibeix a les aplicacions que necessitin utilitzar-lo, 
és a dir, defineix la API de la lògica de negoci. Escriu al mòdul de negoci. 
• marcial:adapter 
El goal marcial:adapter és l’encarregat de generar la capa adapter, que com el seu nom indica, 
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adapta les dades. És a dir, és l’encarregada de recollir les dades que li arriben de la capa dels 
controladors i les transforma a entitats que entengui la façana del mòdul de la lògica de negoci, 
i a l’inrevés. Escriu només al mòdul de la interfície d’usuari. 
• marcial:controller 
Aquest objectiu el que crea és la capa dels controladors. Aquests són els encarregats de rebre 
les peticions HTTP i actuar en conseqüència. Només afecta al mòdul de la interfície d’usuari, no 
escriu res al mòdul de negoci. 
• marcial:view 
La finalitat d’aquest goal és la de generar la capa de la interfície d’usuari. És l’encarregat de crear 
les pàgines JSP, els fitxers de fulls d’estil css i els fitxers amb les funcions JavaScript per cada una 
de les pàgines JSP. Només escriu al mòdul de la interfície d’usuari. 
• marcial:test 
Aquest goal el que genera són tots els test basats en JBehave. Genera tests tant pel mòdul de 
negoci com pel de la interfície d’usuari. En el cas del mòdul de la lògica de negoci, es generen 
tests per la capa de la façana; i en el cas del mòdul de la interfície d’usuari,  es generen tests que 
fan peticions a les pàgines JSP. 
Per a realitzar el plugin de Maven, s’ha de crear un projecte Maven indicant que és un plugin. 
El següent que s’ha de fer és crear una classe Java que s’encarregui d’executar cada un dels goals que es 
necessiten. Per tant, són necessàries nou classes per a crear el plugin. 
Apart d’aquestes classes, per a generar cada un dels tipus de fitxer que es necessiten a l’aplicació (els de 
la capa model, dao, service, facade, adapter, controller, view i test) són necessàries tres coses: 
• Un o varis fitxers que s’usen com a plantilles per a crear els fitxers resultants. 
• Un framework per a connectar-se a la base de dades i extreure tota la informació possible 
sobre les taules que hi ha. 
• Unes classes de Java que lligui el goal que s’està executant del plugin amb el framework (per 
saber el número de taules i la informació de cada una d’aquestes) i finalment amb les plantilles. 
Les plantilles creades per a generar els fitxers són de tipus Freemarker. Mitjançant Java, s’emplenen els 
valors d’objectes que la plantilla necessitarà. Un cop omplerts, les plantilles substitueixen certs tags amb 
els valors dels objectes i el resultat és la creació dels fitxers desitjats. Les plantilles s’han creat de zero 
per tal de crear les classes Java tal i com era necessari. El model de dades el proporciona el framework 
Hibernate-tools i del que es parlarà més endavant ja que és un dels que s’ha modificat la seva lògica per 
tal d’assolir els requeriments necessaris. Mitjançant les plantilles, es poden iterar resultats que retorna el 
framework, posar valors de variables en funció dels noms que tenen a la base de dades, etc. 
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Quan s’executa qualsevol dels goals, el flux d’execució passa per unes classes de Java que indiquen què 
s’ha de fer i sobre quins fitxers. Per a indicar-ho, s’ha d’especificar el fitxer a crear o modificar i la 
plantilla que s’usarà per a escriure-hi el contingut. En el cas del goal marcial:adapter, s’han de crear dos 
fitxers i modificar-ne un altre. Els dos fitxers a crear són la interfície de l’adaptador i la seva 
implementació. Com que hi ha dos mòduls i un goal pot escriure als dos o només a un, s’ha obligat que 
cada una d’aquestes classes tinguin dos mètodes: generateCore i generateWeb. En cas que es necessitin 
modificar els dos mòduls, s’indica a cada un d’aquests mètodes els fitxers a crear o modificar. Si només 
es necessita modificar un dels mòduls, la funció que representa l’altre mòdul es deixa en blanc. 
Per exemple, si s’executa el goal marcial:adapter, aquest només ha d’escriure al mòdul web, per tant el 
codi de la classe que indica què s’ha de fer quedaria de la manera que segueix: 
  public void generateCore() {} 
 
  public void generateWeb() {   
     
    // Interface 
    createFile("templates/java/web/adapter/adapter.ftl",  
        
"src/main/java/"+getPackageName()+"/adapter/"+getPojoName()+"Adapter.java"); 
 
    // Implementation 
    createFile("templates/java/web/adapter/adapter-impl.ftl",  




    // Generic getter/setter  
    updateFile("templates/java/web/controller/controller-setter.ftl",  
        "src/main/java/" + getPackageName() + 
"/controller/generic/GenericController.java"); 
 
  } 
 
Com es pot veure, la funció per a afegir o modificar fitxers del mòdul core està buida ja que en aquest 
cas no cal tocar res. En canvi, el mòdul web sí que es veu afectat. Tal i com es mostra al codi anterior, 
es pot observar que genera dos fitxers: un amb el nom de la taula que rebem (getPojoName()) acabat 
en Adapter.java que serà la interfície i un altre amb el nom que rebem acabat en AdapterImpl.java que 
serà la implementació de la interfície. També es modifica un fitxer: GenericController.java. Aquesta 
classe contindrà tots els adaptadors perquè hi puguin accedir els controladors. Cada cop que es genera 
o es modifica un fitxer s’envien dos paràmetres: un amb el nom del fitxer a generar o modificar i un 
altre amb la plantilla freemarker que s’encarregarà d’escriure el que cal a cada un dels fitxers. 
Es pot observar el codi de la plantilla per a generar la interfície de qualsevol adaptador: 
package ${packageroot}.adapter.impl; 
<#assign pojoName = pojo.importType(pojo.getMappedClassName())> 
<#assign classbody> 
@Component(value="${pojo.shortName?uncap_first}Adapter") 




  public void create(${pojo.shortName}Model object) { 
    ${pojo.importType(pojo.getMappedClassName())} entity = new 
${pojo.shortName}(); 
    BeanUtils.copyProperties(object, entity); 
    this.get${pojo.shortName}Facade().create(entity); 
    BeanUtils.copyProperties(entity, object); 
  } 
 
  public void update(${pojo.shortName}Model object) { 
    ${pojo.shortName} entity = new ${pojo.shortName}(); 
    BeanUtils.copyProperties(object, entity); 
    this.get${pojo.shortName}Facade().update(entity); 
    BeanUtils.copyProperties(entity, object); 
  } 
 
  public void remove(${pojo.shortName}Model object) { 
    
this.get${pojo.shortName}Facade().remove(object.get${pojo.identifierProperty.g
etName()?cap_first}()); 
  } 
 
  public ${pojo.shortName} find(${pojo.shortName}Model object) { 
    return 
this.get${pojo.shortName}Facade().find(object.get${pojo.identifierProperty.get
Name()?cap_first}()); 
  } 
 
  public List<${pojo.shortName}> getAll(${pojo.shortName}Model bean) { 
    Map<String, Object> params = getMap(bean); 
    return this.get${pojo.shortName}Facade().getAll(params); 
  } 

















Es pot observar que el seu contingut és molt semblant al contingut d’una de les interfícies de la capa dels 
adaptadors. Una de les diferències és que en el codi de la plantilla no es fa referència a cap nom en 
concret, tot queda el més genèric possible. Mitjançant crides a funcions i posant valors de dades que 






3. Modificació del framework Hibernate-tools 
Per tal d’obtenir les metadades de la base de dades s’ha usat el framework Hibernate-tools. És el que 
emplena objectes de Java per a que les plantilles de Freemarker puguin posar els noms de les variables, 
de les classes, dels mètodes, etc. amb els noms de les taules de la base de dades. A més, també obté 
informació extra de les taules: si tenen claus forànies, les seves claus primàries, si la clau primària és 
composta, etc. 
Aquest framework és de programari lliure i es va haver de retocar per a satisfer les necessitats del 
sistema Marcial. En un principi el framework ja servia tal i com està implementat, però poc a poc es va 
anar veient que no servia per a tots els casos que podien sorgir. En concret, es va millorar el suport de 
taules relacionades (many to one i many to many) i es va ampliar els tipus de claus primàries que poden 
tenir les taules. Per exemple, no hi havia suport a taules que tinguessin claus compostes i que alguns dels 
seus camps fossin claus forànies cap a altres taules. 
En definitiva, el framework Hibernate-tools es va haver de retocar per a adaptar-lo a les exigències de 
recuperar meta dades dels diferents tipus de bases de dades que podien ser usades al sistema Marcial. 
4. Generació de llibreries 
El sistema Marcial a part de ser un generador de codi, el que realment li dona el valor que té és el seguit 
de llibreries que s’han creat per a donar suport a l’aplicació generada. 
Aquestes llibreries tenen el propòsit de fer més fàcil el desenvolupament de les aplicacions i per 
aconseguir les característiques desitjables de les aplicacions distribuïdes. 
A continuació es llisten les llibreries creades i el seu propòsit dins l’àmbit de l’aplicació generada: 
1. Marcial-util 
Aquesta llibreria té la finalitat de proveir certes funcionalitats que serviran de suport per al mòdul de la 
lògica de negoci. Les classes de les que està composada i la seva funció dins del projecte és la següent: 
• RequestContextContainer 
S’utilitza per a guardar el valor de les variables que sigui necessari dins d’àmbit del procés que 
executa la petició. Aquestes variables no estan compartides, només les té disponibles el thread 
que les instancia. Té molt a veure amb que les aplicacions siguin sense estat ja que no cal 
sincronitzar les variables com a recursos compartits. 
• ValidationException 
Tota excepció de validació que es doni al mòdul de negoci estén d’aquesta classe. D’aquesta 
manera, quan una petició té errors de validació, només es necessita comprovar si s’ha llençat 
una excepció d’aquest tipus. 
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• GenericDao 
Com s’ha vist anteriorment, totes les classes que fan la persistència a dades (la capa de DAOs) 
estenen d’aquesta classe, que es la que realment executa les operacions de cerca i inserció a la 
base de dades. Normalment una aplicació basada en Hibernate conté totes les consultes SQL 
que s’han de realitzar a un fitxer. Mitjançant aquesta classe, no cal tenir les consultes declarades 
a cap fitxer, les pot construir de manera dinàmica utilitzant els noms de les variables. Per a fer 
cerques, consulta les variables que estan al thread que executa la petició per a saber si s’han 
d’ordenar o s’han de filtrar d’alguna manera les dades a mostrar. 
• GenericObject 
Tota entitat del model de dades estén d’aquesta classe. S’utilitza per a que no faci falta 
implementar a cada classe del model les funcions toString, equals i hashCode. Aquesta classe és 
l’encarregada de dur a terme aquestes funcions mitjançant reflexió de les classes que ho 
necessiten. La funció més important és la de hashCode, ja que és la que s’utilitza a l’hora de 
retornar el valor eTag per a la cache de validació. 
• PersistenceUnitMerger 
Les aplicacions que conviuen en el mateix ecosistema, moltes vegades han de combinar 
diferents taules de la base de dades. Els fitxers de persistència indiquen les taules que són 
tractades per l’aplicació. Quan una aplicació engloba més d’un mòdul de lògica de negoci, és 
necessari indicar cada un dels fitxers de persistència de les aplicacions. Aquesta classe permet 
ajuntar tots aquests fitxers com si fossin un de sol i puguin aplicar-se tots. 
• ApplicationContextUtils 
Hi poden haver beans de Spring que no s’injecten a les classes. Mitjançant aquesta utilitat és 
possible obtenir una referència a qualsevol dels beans de Spring declarats. 
• BeanManager 
Conté les funcions que són cridades per la classe GenericObject. Té la implementació de les 
mateixes evitant bucles infinits quan s’executen aquestes funcions sobre classes amb claus 
forànies. 
• PropertyPlaceholdersUtils 
Cada mòdul té els seus fitxers de propietats que es poden externalitzar a l’aplicació. Utilitzant 
aquesta classe es pot accedir als valors d’aquestes propietats. 
• ReflectEntityUtils 





Les funcionalitats que aporta aquesta llibreria serveixen de suport per al mòdul de la interfície d’usuari. 
Conté les següents funcions: 
• ConventionUtils 
El projecte generat sempre que es pot utilitza el paradigma de disseny del software convenció 
sobre configuració. Per aquest motiu, quan es consulta una URL, aquesta classe transforma el 
nom i busca el controlador i la pàgina JSP corresponent, evitant haver de configurar fitxers per 
cada una de les pàgines i dels controladors. 
• BigDecimalStrutsTypeConverter 
Per defecte, el framework Struts converteix els textos que han de ser de tipus BigDecimal 
mitjançant un format que no resultava vàlid. Per aquesta raó es va crear aquesta classe, per a 
transformar de text a BigDecimal i a l’inrevés. 
• DateStrutsTypeConverter 
De la mateixa manera que el convertidor de BigDecimal, la conversió de les dates també s’han 
hagut de personalitzar. 
• BaseAdapter 
Quan es vol realitzar la cerca d’una entitat filtrant els resultats, s’envia un objecte d’aquesta 
entitat amb els valors que es vol filtrar. Aquesta classe s’encarrega de traduir aquest objecte a 
un mapa mitjançant reflexió que és el que s’utilitzarà més endavant. 
• BaseController 
L’objectiu d’aquesta classe és la de recuperar el que anomenarem restId. Cada recurs es pot 
accedir mitjançant la seva URL acabada amb l’identificador de la taula. Ara bé, cóm es busca un 
recurs que té l’identificador compost? Doncs mitjançant aquesta classe retorna l’identificador 
que es pot utilitzar per a buscar un recurs a la base de dades. Ara per ara, es genera separant 
cada un dels seus valors pel caràcter “|”. 
• RestUtils 
Dóna suport a la classe BaseController a l’hora de saber l’identificador mitjançant reflexió. 
• PropertyPlaceholdersUtilsWeb 
S’utilitza aquesta classe per a accedir a les propietats dels fitxers de propietats del mòdul de la 






Aquesta llibreria dóna suport als tests que es creen per a comprovar que l’aplicació funciona 
correctament. Les classes que formen part d’aquesta llibreria bàsicament són convertidors de tipus de 
dades. Si s’escriu una data o un booleà aquesta classe s’encarrega de traduir el text que arriba als tipus 
necessaris. 
4. Marcial-interceptors 
És una de les llibreries més importants ja que és l’encarregada d’interceptar peticions entre les capes de 
l’aplicació generada. Les classes que en formen part són les següents: 
• CacheInterceptor 
Un cop s’ha generat l’aplicació, és molt senzill activar la cache dels mètodes que sigui necessari. 
Només s’ha d’afegir l’anotació @DoCache (que veurem més endavant). La classe 
CacheInterceptor s’encarrega de realitzar la cache de les dades mitjançant el framework 
ehCache. 
• EntityCleanerInterceptor 
Aquest interceptor s’encarrega de dues funcions. La primera és la de netejar atributs i classes 
que tenen totes les seves propietats buides. D’aquesta manera no cal fer validacions de si un 
objecte està instanciat i si està buit, només cal mirar si està instanciat. La segona de les seves 
funcions és la de netejar proxis de Hibernate al tancar una transacció per no anar deixant 
objectes instanciats a la memòria. 
• LoggingInterceptor 
S’utilitza per a generar traces de les capes service, facade i adapter. Mitjançant el fitxer de 
configuració de Log4j es pot habilitar o deshabilitar la generació de les traces. 
• RegularizeTextInterceptor 
Aquest interceptor s’utilitza quan un mètode té l’anotació @RegularizeText i serveix per a 
netejar textos perquè no tingui caràcters estranys o no permesos. 
• RelationshipMappingInterceptor 
Aquesta classe és bàsica al sistema Marcial. Permet que qualsevol persona encara que no tingui 
coneixements sobre els frameworks de persistència de dades JPA ni Hibernate pugui ampliar 
l’aplicació generada. Genera tot un graf de persistència amb els objectes que es volen persistir, 
de manera que no cal anar guardant a la base de dades cada un dels objectes que es vol 
persistir. Si es vol guardar un objecte que té relacions amb altres, aquesta classe s’encarrega de 
crear-les en el seu ordre correcte. Els lligams entre classes és il·limitat, poden haver classes 
relacionades amb classes que alhora estan relacionades amb altres classes, etc. que aquesta 
classe s’encarregarà de persistir-les correctament. Si alguna d’aquestes classes ja existeix, no 
provarà de generar-la, sinó que la modificarà. 
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En definitiva, és una classe molt important per la persistència de dades que qualsevol aplicació 
generada per Marcial en pot treure tot el profit. 
• RequestEntityDataInterceptor 
Just abans de tancar la transacció iniciada al mòdul de la interfície d’usuari, s’executa aquest 
interceptor. S’encarrega de recuperar les dades extra que s’han demanat mitjançant el 
paràmetre get de la URL. Recupera els noms de les entitats que es demanen i utilitza els proxis 
de Hibernate que encara estan actius per a buscar les dades de la base de dades i retornar-les a 
la resposta. 
• ValidatorInterceptor 
S’utilitza aquest interceptor just abans de cridar els DAOs corresponents a l’hora de persistir 
una o varies entitats. Només s’executa en les operacions de crear i modificar registres de la 
base de dades mitjançant el framework de validacions OVal. 
• DoCache 
Aquesta classe és l’anotació que permet a l’interceptor CacheInterceptor saber que s’ha de fer 
cache de les dades retornades pel mètode que té aquesta anotació. 
• RegularizeText 
És l’anotació que permet a l’interceptor RegularizeTextInterceptor saber que s’ha de fer la 
regularització dels textos de la funció que té aquesta anotació. 
• ValidatorAspect 
S’utilitza aquesta classe per a evitar que Hibernate faci una validació de totes les dades d’entitats 
relacionades. Si no s’evités, una crida que hagués de validar dades podria ser molt extensa ja 
que les relacions entre entitats poden englobar moltes dades de la base de dades. 
Aquesta llibreria també té fitxers de Spring per a configurar els interceptors i indicar en quin ordre 
s’executen.  
5. Marcial-interceptors-struts 
Aquesta llibreria conté els interceptors configurats per defecte pel mòdul de la interfície d’usuari. A 
continuació es poden veure els que estan creats: 
• HateoasInterceptor 
Com s’ha vist anteriorment, HATEOAS ajuda a guiar a l’aplicació a seguir el flux que s’ha definit 
en un punt qualsevol de la mateixa. Quan es demana un recurs, aquest interceptor s’encarrega 
d’afegir a la resposta els diferents enllaços que es poden seguir en aquell moment. Bàsicament 
crea un mapa amb els enllaços que l’aplicació sap que es poden seguir en base a les relacions 
del recurs que s’està demanant amb altres recursos. 
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• RequestContextInterceptor 
Aquest interceptor recupera els paràmetres que es poden passar mitjançant la URL i guarda el 
seu valor al procés que executa la petició a través de la classe RequestContextContainer. 
• ValidationMessagesInterceptor 
S’utilitza aquest interceptor per a capturar les possibles excepcions de tipus 
ValidationException que s’ha vist anteriorment, guarda els missatges al context de Struts i 
retorna un codi HTTP 400: Bad request. 
A més, té el fitxer de Struts que declara les variables que utilitzarà l’interceptor 
RequestContextInterceptor i configura la resta d’interceptors. A més, també fa un mapeig de noms (per 
convenció) a codis HTTP: i un mapeig de tipus d’excepció al nom que la defineix: 
<global-results> 
  <result name="bad-request" type="httpheader"> 
    <param name="status">400</param> 
  </result> 
  <result name="not-found" type="httpheader"> 
    <param name="status">404</param> 
  </result> 
  <result name="conflict" type="httpheader"> 
    <param name="status">409</param> 
  </result> 
  <result name="exception" type="httpheader"> 
    <param name="status">500</param> 
  </result> 
  <result name="default-error"> 
    <param name="location">/error.jsp</param> 
  </result> 
</global-results> 
 
A més, també realitza un mapeig dels diferents tipus d’excepció que es poden donar a l’aplicació als 
noms que les defineixen: 
<global-exception-mappings> 
  <exception-mapping  
    exception="javax.persistence.EntityNotFoundException"  
    result="not-found"/> 
  <exception-mapping  
    exception="javax.persistence.OptimisticLockException"  
    result="conflict"/> 
  <exception-mapping  
    exception="org.springframework.dao.OptimisticLockingFailureException"  
    result="conflict"/> 
  <exception-mapping  
    exception="java.lang.Exception"  
    result="exception"/> 
</global-exception-mappings> 
 
Així, es pot veure que, per exemple, si una petició llença l’excepció EntityNotFoundException, l’aplicació 
sap que el resultat és “not-found”. Aquest nom, està configurat al mapeig de noms amb codis HTTP i es 
pot observar que està configurat amb el codi HTTP 404: Not Found. 
!"#$%"&'()%*+,(-+#(&"($#+"$%.(/0"-&%$"$%1*,(2+3(+*(4"5"( ::((
6. Marcial-handlers 
Aquesta llibreria conté les diferents representacions que Marcial pot retornar quan es demana un 
recurs. 
Per a mostrar cada una de les representacions, s’utilitzarà com a exemple una carta de restaurant. 
Per defecte, Marcial dóna suport a les següents representacions: 
• XML 
XML és un metallenguatge basat en etiquetes, igual que XHTML. XML descriu l'estructura del 
document, però deixa lliure l'elecció dels noms de les etiquetes. El número de sub-llenguatges 
que es poden crear a partir del metallenguatge XML és pràcticament il·limitat. XHTML, RSS, 
ATOM entre molts altres són sub-llenguatges de XML. 
La carta dels primers plats d’un restaurant, podria tenir la següent informació en format XML: 
<?xml version="1.0" encoding="ISO-8859-1"?> 
<primer_plat> 
  <amanides> 
    <plat> 
      <nom>amanida amb cruixent de formatge de cabra</nom> 
      <preu>6.95"</preu> 
      <calories>300</calories> 
    </plat> 
    <plat> 
      <nom>amanida grega amb dues textures de tomàquet</nom> 
      <preu>6.50"</preu> 
      <calories>325</calories> 
    </plat> 
  </amanides> 
  <entrants> 
    <plat> 
      <nom>quiche</nom> 
      <preu>6.50"</preu> 
      <calories>300</calories> 
    </plat> 
    <plat> 
      <nom>coca de carbassó</nom> 
      <preu>6.50"</preu> 
      <calories>200</calories> 
    </plat> 




La major part de pàgines web estan escrites en el "llenguatge" HTML. 
L’estàndard XHTML és molt similar a HTML. De fet, no deixa de ser una adaptació d'HTML al 
llenguatge XML. XHTML és molt més estricte que HTML cosa que fa que el codi resultant és 
molt més estructurat i fàcil de mantenir. 
Conté taules, imatges, enllaços, etc. amb els que els usuaris que vegin la pàgina podran veure les 
dades de forma més estructurada i amigable. 
A l'exemple de la carta de restaurant, es podria tenir el següent codi XHTML: 
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<html> 
  <body> 
    <p>Amanides</p> 
    <table> 
      <thead> 
        <tr> 
          </td>Nom<td> 
          </td>Preu<td> 
          </td>Calories<td> 
        </tr> 
      </thead> 
      <tbody> 
        <tr> 
          </td>amanida amb cruixent de formatge de cabra<td> 
          </td>6.95"<td> 
          </td>300<td> 
        </tr> 
        <tr> 
          </td>amanida grega amb dues textures de tomàquet<td> 
          </td>6.50"<td> 
          </td>325<td> 
        </tr> 
      </tbody> 
    </table> 
    <p>Entrants</p> 
    <table> 
      <thead> 
        <tr> 
          </td>Nom<td> 
          </td>Preu<td> 
          </td>Calories<td> 
        </tr> 
      </thead> 
      <tbody> 
        <tr> 
          </td>quiche<td> 
          </td>6.50"<td> 
          </td>300<td> 
        </tr> 
        <tr> 
          </td>coca de carbassó<td> 
          </td>6.50"<td> 
          </td>200<td> 
        </tr> 
      </tbody> 
    </table> 




És una representació molt senzilla basada en un llenguatge de marques. A diferència de XML, és 
molt més senzill d’editar per una persona i fa que l’arxiu resultant sigui molt menys pesat. Com 
a anècdota, a la versió 3, RSS deixarà de ser un fitxer XML per passar a ser un fitxer similar a 
YAML. 
YAML és un llenguatge d'etiquetes sense etiquetes, que permet la serialització d'objectes de 
manera senzilla i lleugera. És un estàndard públic, cosa que ajuda a que tothom segueixi les 
seves pautes. A més, un dels seus punts forts és que està dissenyat per ser llegible per humans, 
cosa que depèn de quin fitxer XML no pot dir. 
L'exemple de la carta de restaurant el YAML es veuria d'aquesta manera: 
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Primer plat: 
  - Amanides: 
    - Nom:      amanida amb cruixent de formatge de cabra 
      Preu:     6.95" 
      Calories: 300 
    - Nom:      amanida grega amb dues textures de tomàquet 
      Preu:     6.50" 
      Calories: 325 
  - Entrants: 
    - Nom:      quiche 
      Preu:     6.50" 
      Calories: 300 
    - Nom:      coca de carbassó 
      Preu:     6.50" 
      Calories: 200 
 
• RSS 
És un fitxer XML amb una estructura determinada d'etiquetes. Està dissenyat per a la distribució 
de notícies o informació continguda a llocs web y weblogs. Els fitxers RSS contenen un resum 
de l'article publicat a la web d'origen. Conté un o més articles, cada un d'ells compostos del 
títol, un resum de l'article i un enllaç a l'article complert. 
A continuació es pot veure l'exemple de la carta en format RSS: 
<?xml version="1.0"?> 
<rss version="0.91"> 
  <channel> 
    <title>Primer plat</title> 
    <link>http://restaurant.cat</link> 
    <description>Carta dels primers plats del restaurant</description> 
    <language>es-ca</language> 
    <item> 
      <title>amanida1</title> 
      <description>amanida amb cruixent de formatge de 
cabra</description> 
      <link>http://restaurant.cat/amanida1</link> 
    </item> 
    <item> 
      <title>amanida2</title> 
      <description>amanida grega amb dues textures de 
tomàquet</description> 
      <link>http://restaurant.cat/amanida2</link> 
    </item> 
    <item> 
      <title>entrant1</title> 
      <description>quiche</description> 
      <link>http://restaurant.cat/entrant1</link> 
    </item> 
    <item> 
      <title>entrant2</title> 
      <description>coca de carbassó</description> 
      <link>http://restaurant.cat/entrant2</link> 




És un fitxer XML que té un format molt semblant a RSS i té el mateix objectiu. La diferència és 
que ATOM pot tenir més informació que RSS (i més complexa) i és més consistent. 




  <title>Primer plat</title> 
  <link>http://restaurant.cat</link> 
  <updated>2010-04-10T18:30:02Z</updated> 
  <author> 
    <name>Oriol Garcia</name> 
    <email>oriol.garcia-gonzalez@fib.upc.edu</email> 
  </author> 
  <item> 
    <title>amanida1</title> 
    <summary>amanida amb cruixent de formatge de cabra</summary> 
    <link>http://restaurant.cat/amanida1</link> 
    <updated>2010-04-10T18:30:02Z</updated> 
  </item> 
  <item> 
    <title>amanida2</title> 
    <summary>amanida grega amb dues textures de tomàquet</summary> 
    <link>http://restaurant.cat/amanida2</link> 
    <updated>2010-04-10T18:30:02Z</updated> 
  </item> 
  <item> 
    <title>entrant1</title> 
    <summary>quiche</summary> 
    <link>http://restaurant.cat/entrant1</link> 
    <updated>2010-04-10T18:30:02Z</updated> 
  </item> 
  <item> 
    <title>entrant2</title> 
    <summary>coca de carbassó</summary> 
    <link>http://restaurant.cat/entrant2</link> 
    <updated>2010-04-10T18:30:02Z</updated> 




És l'acrònim de JavaScript Object Notation i és un format de fitxer lleuger per a l'intercanvi de 
dades. La seva simplicitat ha donat peu a que es generalitzi el seu ús, especialment com a 
alternativa a XML a AJAX. JSON s'utilitza habitualment a entorns on hi ha molt d'intercanvi de 
dades entre els clients i el servidor (per això l'utilitzen Yahoo i Google, entre d'altres). A l’hora 
d'utilitzar XML o JSON és més fàcil fer servir el segon, ja que representa millor l'estructura de 
les dades i necessita menys codificació i processament. 
El fitxer en format JSON de la carta del restaurant seria així: 
{ "primer plat": { 
    "amanides": { 
      "plat": [ 
  { "nom": "amanida de cruixent de formatge de cabra", "preu": "6.95"", 
"calories": "300" } 
  { "nom": "amanida grega amb dues textures de tomàquet", "preu": 
"6.50"", "calories": "325" } 
      ] 
    } 
    "entrants": { 
      "plat": [ 
  { "nom": "quiche", "preu": "6.50"", "calories": "300" } 
  { "nom": "coca de carbassó", "preu": "6.50"", "calories": "200" } 
      ] 
    } 
  }} 
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• STR 
L'aplicació retorna un String amb la representació del recurs demanat. Utilitza la funció 
toString() de les entitats demanades. 
Tal i com està programada la classe toString(), el format seria el següent: 
[primer_plat:[amanides:[nom:amanida de cruixent de formatge de 






Aquesta llibreria conté tot el codi JavaScript que està disponible per totes les pàgines del mòdul de la 
interfície d’usuari. 
Els fitxers més importants d’aquesta llibreria són els següents: 
• jquery.order.js 
Mitjançant les funcions que conté aquest fitxer, es pot fer la ordenació dels llistats de recursos. 
La taula HTML ha de tenir un format específic (gens complicat, però els diferents camps han de 
tenir uns identificadors i unes classes en concret) i cridar la funció order(). Les funcions 
d’aquest fitxer ja s’encarreguen d’ordenar les dades i cridar la URL corresponent afegint el 
paràmetre orderBy. 
• jquery.paginate.js 
Aquest fitxer conté totes les funcions que permeten fer la paginació del costat del client. Per a 
poder-se realitzar, s’ha de crear el codi HTML en un format específic i cridar la funció 
paginate(). De la mateixa manera que la ordenació, les funcions d’aquest fitxer abstreuen el 
programador de fer les crides corresponents, fer el càlcul de pàgines que hi ha, fer les peticions 
al servidor perquè retorni el conjunt de dades demanat, etc. 
• jquery.rest.js 
És el fitxer que realitza les crides AJAX cap al servidor. El programador que necessiti utilitzar 
AJAX per a crear, modificar i esborrar recursos de la base de dades pot fer ús de les funcions 
que estan implementades a aquest fitxer. D’aquesta manera, no cal que sàpiga AJAX ni cap de 
les tecnologies associades ja que les funcions s’encarreguen de fer tota la feina. 
• jquery.validate.extend.js 
Aquest és el fitxer que conté les funcions de validació de la interfície d’usuari. Quan es fa 
submit d’un formulari, busca tots els camps del mateix i executa les validacions que estan 




Aquest framework és de programari lliure. Es van realitzar modificacions per tal d’adaptar-lo a les 
necessitats de Marcial. Les funcionalitats afegides al framework són les següents: 
• Mapeig de URL 
Per poder fer ús de la convenció sobre la configuració a l’hora de mapejar la URL amb el 
controlador i el retorn d’aquest amb la vista JSP corresponent, s’ha modificat el framework per 
a que funcionés segons la convenció pensada. 
• Interceptors 
Un cop s’ha executat el mètode del controlador corresponent a la petició, Struts-rest 
s’encarrega de cridar els diferents interceptors de Struts creats. 
• Representacions 
Quan es realitza una petició, aquest framework recupera la representació demanada i executa 
el handler corresponent per a retornar les dades en el format requerit. 
• Capçaleres 
Genera les capçaleres e-tag i last-modified-since per a fer cache de les dades. També 
s’encarrega de comparar l’e-tag de la petició amb l’e-tag de les dades recuperades de la base de 
dades. En cas que siguin el mateix, retorna el codi HTTP 304: Not Modified evitant 
d’aquesta manera haver de renderitzar la pàgina JSP (o crear la representació demanada) que 
sovint és més esforç que anar a buscar les dades en sí. 
• Traces 
Genera traces de la quantitat de temps total de processar una petició, dividit en el temps de 
recuperar les dades i el temps de preparar el resultat en la representació requerida. És molt útil 
per veure la part que triga més, que sovint és la de preparar el resultat. 
• Suport del mètode OPTIONS 
S’invoca aquest mètode HTTP sobre un recurs sense cos i el servidor ens retorna els mètodes 
que es poden invocar sobre el recurs. 
• Suport de la capçalera EXPECT 
Si no s’ha executat el mètode OPTIONS, es pot invocar el mètode que es necessita sobre un 
recurs, també sense cos però amb la capçalera “EXPECT: 100-CONTINUE” i el servidor 
retornarà el codi HTTP 100: Continue si està permès. Si no està permès el mètode invocat 
sobre el recurs, retornarà el codi HTTP 417: Expectation Failed. 
• Retorn d’errors en la representació demanada 
Si alguna cosa falla, el framework delega la resposta al servidor d’aplicacions. Això no seria 
problema si retornés el resultat en la representació que s’ha demanat. Es va modificar aquesta 
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part perquè sempre retorni la resposta en el mateix format que la representació demanada. 
Un cop es tenen tots els interceptors programats i els handlers, es pot fer una vista de com intervenen 
cadascun d’aquests al llarg d’una petició: 
El client fa una petició sobre un recurs (s’utilitzarà una petició de creació perquè intervenen totes les 
classes i interceptors). 
1. L’interceptor de Struts captura la petició i delega a la classe RequestContextcontainer la 
inserció al thread de la petició dels paràmetres de la URL. A més, s’instancia l’entitat del model 
a la que es fa referència amb els camps del formulari que s’envien junt a la petició. 
2. S’executa el mètode del controlador que el framework de Struts-rest ha mapejat per la petició. 
3. L’interceptor EntityCleanerInterceptor neteja els objectes que estan buits i els posa a null. 
4. S’inicialitza la transacció. 
5. En aquest punt, l’adapter corresponent pren el control i adapta les dades del controlador a 
dades que entengui el mòdul de la lògica de negoci. 
6. A partir d’aquí, s’entra al mòdul de la lògica de negoci. El primer que es fa és crear una 
transacció si no existeix cap. 
7. La capa de la façana envia les dades cap a la capa dels serveis. 
8. La capa dels serveis executa la lògica de negoci necessària i crida la capa de DAOs. 
9. L’interceptor RelationshipMappingInterceptor crea tot el graf de persistència. 
10. L’interceptor ValidatorInterceptor comprova mitjançant el framework OVal que les dades 
enviades són correctes. 
11. S’executa la capa de DAOs. La classe GenericDao recupera les variables guardades al procés de 
la petició (ordenació, fitrat, etc.). Si no existeix una sentencia SQL creada per aquesta petició, la 
genera dinàmicament a partir de les variables. 
12. S’accedeix a la BD per a executar/recuperar les dades demanades. 
13. Retorna a la capa dels DAO. 
14. Torna a la capa dels serveis. 
15. Torna a la capa de la façana. 
16. Si abans d’entrar a la façana no hi havia cap transacció, es tanca. Sinó no es fa res. 
!"#$%"&'()%*+,(-+#(&"($#+"$%.(/0"-&%$"$%1*,(2+3(+*(4"5"( ;7((
17. Retorna als adapters. 
18. S’executa l’interceptor RequestEntityDataInterceptor, que recupera les dades del paràmetre 
get de la petició. S’utilitzen els proxis de Hibernate que encara no s’han netejat i la transacció 
que encara no s’ha tancat. 
19. Un cop recuperades les dades extra, es tanca la transacció. 
20. L’interceptor EntityCleanerInterceptor neteja els proxis de Hibernate. 
21. El controlador acaba la seva execució. 
22. S’executa l’interceptor HateoasInterceptor per afegir els vincles de les entitats relacionades 
amb el recurs que s’està demanant. 
23. L’interceptor ValidationMessagesInterceptor comprova si hi ha hagut excepcions per validació. 
24. Finalment, es mira si hi ha hagut errors a algun interceptor mitjançant el mapeig d’excepcions a 
noms i de noms a codis HTTP. 
25. Si no hi ha hagut cap error, es retorna el resultat al client mitjançant la representació 
demanada. 
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6. Manual d’ús 
Per a il·lustrar el funcionament del sistema Marcial, s’usarà el següent model de base de dades, amb el 
que es generarà l’esquelet d’una aplicació per a gestionar una escola o una facultat: 
 
En aquest model, es pot observar com hi ha alumnes que poden realitzar una matriculació a cada curs 
amb les diferents assignatures que ha de cursar. A cada matrícula, hi ha les notes de les dues 
convocatòries que es fan per cada assignatura matriculada. Per altre banda, hi ha classes per cada 
assignatura, on es defineix l’aula on s’imparteix i l’horari. També hi ha l’entitat docència, que indica que 
per cada assignatura hi pot haver diferents grups i tipus d’activitat (teoria, problemes, pràctica, etc) i 
professors associats a aquesta docència. Finalment, hi ha els professors que estan associats a un 
departament. 
Un cop vist el model de dades que s’utilitzarà, es descriu com funciona el sistema. Com s’ha vist 
anteriorment, Marcial s’aplica mitjançant dos passos: 
• Primer es crea l’esquelet de l’aplicació amb la configuració bàsica. 






1. Creació de l’esquelet de l’aplicació 
A l’apartat anterior ja s’ha instal·lat l’arquetip a l’ordinador. Ara només és qüestió d’utilitzar-lo 
mitjançant una comanda per a la generació del nou projecte, que s’anomenarà gestioAcademica: 




Es pot observar com s’envien certs paràmetres a la comanda: 
• archetype:generate 
Indica a Maven que es vol generar un projecte a partir d’un arquetip. 
• -DarchetypeGroupId 
Mitjançant aquest paràmetre, s’indica el groupId de l’arquetip. 
• -DarchetypeArtifactId 
Representa el nom de l’arquetip que es vol usar. 
• -DarchetypeVersion 
També és necessari indicar la versió de l’arquetip a utilitzar. Com s’ha indicat anteriorment, 
mitjançant aquest i els dos últims paràmetres ja n’hi ha prou per a identificar l’artefacte que es 
necessita utilitzar. 
• -DgroupId 
Aquest paràmetre indica el groupId del projecte generat. 
• -DartifactId 
Amb aquest paràmetre es pot definir el nom de l’artefacte del projecte generat. 
Un cop executada, genera la següent estructura de directoris i fitxers: 
 
On es pot observar que hi ha tres mòduls: el mòdul gestioAcademica, que representa el pare dels altres 
i té configuració Maven que els dos fills compartiran; el mòdul gestioAcademica-core, que tindrà la lògica 
de negoci; i el gestioAcademica-web, que serà la interfície d’usuari. 




Un cop s’ha generat l’esquelet, el següent pas és el de configurar la connexió amb la base de dades. El 
fitxer de configuració de Maven del mòdul pare és el que té aquesta informació. Per defecte, la connexió 
configurada es connecta a una base de dades Hsql, però té diverses configuracions ja creades (però 
comentades perquè no tinguin efecte) per altres productes (Mysql, Oracle i SqlServer). La base de dades 
utilitzada com a exemple és Mysql, per tant només s’ha de comentar la configuració de Hsql, 
descomentar la de Mysql i configurar-la amb les dades correctes per l’exemple: 
  <!-- Database settings Mysql --> 
  <jdbc.groupId>mysql</jdbc.groupId> 
  <jdbc.artifactId>mysql-connector-java</jdbc.artifactId> 
  <jdbc.version>5.1.6</jdbc.version> 
  <jdbc.driverClassName>com.mysql.jdbc.Driver</jdbc.driverClassName> 
  
<jdbc.url><![CDATA[jdbc:mysql://localhost:3306/gestio_academica]]></jdbc.url> 
  <jdbc.username>root</jdbc.username> 
  <jdbc.password></jdbc.password> 
  <jdbc.jetty.groupId>mysql</jdbc.jetty.groupId> 
  <jdbc.jetty.artifactId>mysql-connector-java</jdbc.jetty.artifactId> 








L’objectiu de configurar la connexió és la de permetre al sistema Marcial accedir a les meta-dades de la 
base de dades i poder extreure així tota la informació possible per a generar els diferents fitxers (ja 
siguin de codi font, de recursos o de pàgines JSP) que conformaran l’aplicació. 
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Un cop configurada la connexió amb la base de dades ja es poden realitzar les accions involucrades al 
segon pas. 
2. Creació de la resta de capes 
Per a generar la resta de les capes s’ha d’executar cada un dels objectius del plugin que s’han creat 
anteriorment. Es poden executar en una sola comanda o bé executar cada un d’ells en una comanda 
independent. 
L’ordre a l’hora de generar les capes no és important ja que la creació dels fitxers és independent de les 
capes que hi hagi. El problema que hi pot haver és que al dependre una capa de l’anterior, l’aplicació no 
compilaria. Per tant, el que es farà a continuació és seguir amb l’exemple de la gestió acadèmica i es 
generaran les capes de manera independent. Per a executar les comandes el que s’ha de fer és situar-se 
al directori de mòdul “pare” de l’aplicació generada mitjançant l’arquetip i escriure les comandes que 
venen detallades a continuació. 
1. Generació de fitxers comuns 
El primer objectiu que s’executarà serà el dels fitxers comuns a les diferents aplicacions. La comanda a 
executar és la següent: 
mvn marcial:common 
  




En quan al mòdul de negoci, es pot veure com s’han afegit paquets i classes Java a dins 
el directori corresponent (src/main/java). Els paquets comencen tots amb el mateix 
nom: edu.upc.fib.gestioAcademica: primer el nom del domini a l’inrevés i després el 
nom del projecte. Dins aquest paquet hi ha certes classes Java: dins del paquet facade, 
dins del paquet service i dins del paquet “util”. 
La classe que està dins del paquet “facade” és una classe abstracta de la que totes les classes que formin 
part de la capa de la façana del mòdul de negoci han d’estendre. 
De la mateixa manera, la classe que està dins del paquet service és una classe abstracta de la que totes 
les classes que formin part de la capa del servei estendran. 
Hi ha dos tipus de classes Java dins del paquet “util”: les classes que són excepcions i que s’utilitzaran 
per saber els errors interns de l’aplicació i una classe per recollir totes les dades necessàries del context 
de l’aplicació. 
El mòdul de negoci en aquest punt ja té la configuració de cóm s’han d’escriure les traces de 
monitorització i la gestió de transaccions. A més, també té la configuració del motor de persistència a la 
base de dades. 
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La part de test del mòdul de negoci també té certa informació que s’utilitzarà més endavant. 
Al mòdul de interfície d’usuari es pot observar com s’han afegit més fitxers a diferents llocs. 
La part de fitxers de codi Java també té la mateixa nomenclatura de paquets com al mòdul de negoci: 
totes les classes es troben dins del paquet edu.upc.fib.gestioAcademica. En el cas del mòdul de interfície 
d’usuari, ha afegit una classe abstracta per la capa de controladors i una altra per la capa dels adaptadors. 
Quan s’ha executat l’objectiu common, el mòdul de la interfície d’usuari també té configurada la part de 
generació de traces, la neteja d’objectes, la configuració de persistència i de transaccions. A més, també 
té certa configuració de la cache, textos que s’utilitzaran a les pàgines (està tot preparat per la 
internacionalització) i la configuració necessària de Spring i de Struts. 
El mòdul de la interfície d’usuari ja té certs fitxers de fulles d’estil css i imatges que totes les pàgines 
compartiran. També té les pàgines generals d’índex i d’error, el layout que totes les pàgines utilitzaran i 
configuració de la web. 
2. Generació del model de dades 
El següent que s’ha de crear són les classes que seran una representació de les taules de la base de 
dades. 
Per a realitzar-ho, s’ha d’invocar la següent comanda a l’arrel del mòdul pare, encara que també es pot 
executar només al mòdul de negoci ja que només afecta a aquest, però per comoditat s’executaran 
totes les comandes al mòdul pare ja que cada un dels goals crea i modifica fitxers al mòdul que toca: 
mvn marcial:model 
 
Un cop executat, es pot veure mitjançant la següent imatge les classes de Java que ha creat: 
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On es pot observar que ha generat una classe Java per cada una de les taules de la base de dades. 
Per a mostrar el que genera, es pot prendre com a exemple la classe que representa la taula classes: 
@Entity 
@Table(name = "CLASSES", catalog = "gestio_academica") 
@XStreamAlias(value = "classes") 
public class Classes extends GenericObject implements Serializable { 
 
  private static final long serialVersionUID = 1L; 
 
  @Id 
  @GeneratedValue(strategy = IDENTITY) 
  @Column(name = "CLASSE_ID", unique = true, nullable = false) 
  private Integer classeId; 
 
  @ManyToOne(fetch = FetchType.LAZY) 
  @JoinColumn(name = "ASSIGNATURA", nullable = false) 
  private Assignatures assignatures; 
 
  @ManyToOne(fetch = FetchType.LAZY) 
  @JoinColumn(name = "AULA", nullable = false) 
  private Aules aules; 
 
  @Column(name = "GRUP", nullable = false) 
  private Integer grup; 
 
  @Column(name = "DIA", nullable = false, length = 15) 
  private String dia; 
 
  @Column(name = "TIPUS_DOCENCIA", length = 10) 
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  private String tipusDocencia; 
 
  @Column(name = "DATA_INICI") 
  private Date dataInici; 
 
  @Column(name = "DATA_FINAL") 
  private Date dataFinal; 
 
  public Classes() { 
  } 
 
  public Classes(Integer classeId) { 
    this.classeId = classeId; 
  } 
 
  public Integer getClasseId() { 
    return this.classeId; 
  } 
 
  public void setClasseId(Integer classeId) { 
    this.classeId = classeId; 
  } 
 
  public Assignatures getAssignatures() { 
    return this.assignatures; 
  } 
 
  public void setAssignatures(Assignatures assignatures) { 
    this.assignatures = assignatures; 
  } 
 
  public Aules getAules() { 
    return this.aules; 
  } 
 
  public void setAules(Aules aules) { 
    this.aules = aules; 
  } 
 
  public Integer getGrup() { 
    return this.grup; 
  } 
 
  public void setGrup(Integer grup) { 
    this.grup = grup; 
  } 
 
  public String getDia() { 
    return this.dia; 
  } 
 
  public void setDia(String dia) { 
    this.dia = dia; 
  } 
 
  public String getTipusDocencia() { 
    return this.tipusDocencia; 
  } 
 
  public void setTipusDocencia(String tipusDocencia) { 
    this.tipusDocencia = tipusDocencia; 
  } 
 
  public Date getDataInici() { 
    return this.dataInici; 
  } 
 
  public void setDataInici(Date dataInici) { 
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    this.dataInici = dataInici; 
  } 
 
  public Date getDataFinal() { 
    return this.dataFinal; 
  } 
 
  public void setDataFinal(Date dataFinal) { 
    this.dataFinal = dataFinal; 




Es pot observar com la classe de Java “Classes” té certes anotacions a l’alçada de la definició de la classe 
i de cada un dels atributs. Les anotacions just abans de la definició de la classe indica que és una entitat, 
que la taula que representa és “classes” de la base de dades que té com esquema “gestio_academica” i 
una altra anotació que indica que el seu nom és “classes”. Aquesta última anotació serveix per a que 
Spring sàpiga quina classe és sense tenir la necessitat de definir-la. 
També es pot veure com cada entitat té les seves anotacions. Algunes indiquen el nom de la columna a 
la que pertanyen de la taula amb certes restriccions (longitud, si són obligatòries, etc) i d’altres que 
indiquen si l‘atribut és una referència d’una altra taula (per exemple l’atribut “aules”). 
La definició de la classe amb les seves anotacions fa que la llibreria que s’utilitza per a la persistència de 
dades sàpiga a quina taula i columnes afecta la classe i al framework de validacions OVal quines són les 
restriccions de cada un dels atributs. Tot això sense haver de programar res, simplement fent aquestes 
anotacions. 
3. Generació de la capa de persistència 
La generació de la capa de persistència crea les classes encarregades de fer la cerca, la modificació, la 
creació i l’esborrat de registres per cada una de les taules de la base de dades. 
Per a la seva creació, s’ha d’executar la següent comanda: 
mvn marcial:dao 
 
Quan s’ha executat, genera els fitxers que es poden veure a la següent imatge: 
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Per cada una de les taules del model de la base de dades, genera dos fitxers: un és la interfície que indica 
les operacions que es poden realitzar mitjançant el DAO en qüestió i l’altre la implementació de la 
interfície. 
A continuació es mostra la interfície de la capa de persistència de l’entitat Assignatures: 
/** 
 * An interface that provides a data management interface to the Assignatures 
 * table. 
 */ 
public interface AssignaturesDao { 
 
  /** 
   * Create a Assignatures resource. 
   *  
   * @param object The data object. 
   */ 
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  void create(Assignatures object); 
 
  /** 
   * Update a Assignatures resource. 
   *  
   * @param object The data object. 
   */ 
  void update(Assignatures object); 
 
  /** 
   * Delete a Assignatures resource. 
   *  
   * @param id Identifier. 
   */ 
  void removeById(Integer id); 
 
  /** 
   * Get a Assignatures resource. If not exists return null. 
   *  
   * @param id Identifier 
   * @return the data object. 
   */ 
  Assignatures search(Integer id); 
 
  /** 
   * Get a Assignatures resource. If not exists throw an Exception. 
   *  
   * @param id Identifier 
   * @return the data object. 
   */ 
  Assignatures find(Integer id); 
 
  /** 
   * Get a list of resources by parameters. 
   *  
   * @param params Map with the parameters to search. 
   * @return A list with the resources found. 
   */ 
  List<Assignatures> getAll(Map<String, Object> params); 
 
  /** 
   * Check if an entity exists. 
   *  
   * @param id Identifier. 
   * @return True if it exists. 
   */ 




Les operacions que ofereix per defecte cada una de les interfícies de la capa de persistència són les 
següents: 
• create 
S’utilitza per a crear un registre a la taula que pertany a la interfície que s’està utilitzant. 
• update 
Quan s’invoca aquesta operació, el sistema modifica l’entitat que se li passa per paràmetre. 
• removeById 
Aquesta operació rep l’identificador de la taula que pertany a la interfície, sigui un identificador 
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senzill o compost, i el registre al que pertany aquest identificador s’esborra de la taula. 
• search 
Llença una cerca del registre de la taula que pertany a la interfície que tingui el mateix 
identificador que es passa per paràmetre. Si no es troba cap registre, es retorna un objecte 
buit. 
• find 
Semblant a l’operació search, però enlloc de retornar un objecte buit quan no es troba el 
registre amb l’identificador que s’envia, llença una excepció. 
• getAll 
Permet fer cerques dinàmiques dels registres de la taula que pertany a la interfície. Rep un 
paràmetre que és un mapa on la clau és el camp pel que es vol fer la cerca i el valor és el que 
ha de tenir el registre al camp seleccionat. El servei retorna un llistat dels registres que 
compleixen totes les entrades que té el mapa. Si cap compleix les restriccions, retorna un llistat 
buit. 
• exists 
Aquesta operació rep un identificador i retorna cert o fals en funció de si el registre existeix o 
no, respectivament. 
Si s’observa la classe que implementa la interfície d’assignatures de la capa de persistència, s’hauria de 
veure cada una de les operacions amb tota la programació per a poder-les dur a terme. En canvi, el que 
es pot veure és el següent: 
@Component(value = "assignaturesDao") 
public class AssignaturesDaoImpl extends GenericDao<Assignatures, Integer> 




Bàsicament el que hi ha és l‘anotació que indica el nom de la classe per no haver-la de definir a Spring i la 
definició de la classe; no té cap de les operacions que estan definides a la seva interfície. 
El que es pot veure és que a més d’implementar la interfície que s’ha vist anteriorment, també estén una 
classe GenericDao. Aquesta classe forma part d’una de les llibreries que ofereix Marcial i que les 
aplicacions generades necessiten per funcionar. El que realment té la lògica de la capa de persistència és 
aquesta classe. Mitjançant els genèrics de Java, se li poden passar les classes que es volen persistir a la 
base de dades i el tipus d’identificador que té la taula. Un cop se li indica, la classe ja pot realitzar totes 
les operacions que s’ofereixen per defecte. 
El programador que necessiti altres operacions, té la interfície i la classe per a realitzar-les 
independentment de les que ja ofereix el sistema per defecte. 
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4. Generació de la capa de serveis 
Ara ja es pot crear la capa de serveis que utilitzarà la capa de persistència per a interaccionar amb la 
base de dades. 
Per a crear-la, s’ha d’executar la següent comanda al mòdul “pare”: 
mvn marcial:service 
 
Un cop ha acabat la seva execució, s’obtenen els següents fitxers: 
 
Com s’ha vist a la generació de la capa de persistència, aquest goal també genera una interfície i una 
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classe per cada taula de la base de dades. 
El següent codi pertany a la interfície de la taula Alumne: 
/** 
 * An interface that provides a data management interface to the Alumnes 
table. 
 */ 
public interface AlumnesService { 
 
  /** 
   * Create a Alumnes resource. 
   *  
   * @param object The data object. 
   */ 
  void create(Alumnes object); 
 
  /** 
   * Update a Alumnes resource. 
   *  
   * @param object The data object. 
   */ 
  void update(Alumnes object); 
 
  /** 
   * Delete a Alumnes resource. 
   *  
   * @param id Identifier. 
   */ 
  void remove(Integer id); 
 
  /** 
   * Get a Alumnes resource. If not exists return null. 
   *  
   * @param id Identifier 
   * @return the data object. 
   */ 
  Alumnes search(Integer id); 
 
  /** 
   * Get a Alumnes resource. If not exists throw an Exception. 
   *  
   * @param id Identifier 
   * @return the data object. 
   */ 
  Alumnes find(Integer id); 
 
  /** 
   * Get a list of resources by parameters. 
   *  
   * @param params Map with the parameters to search. 
   * @return A list with the resources found. 
   */ 
  List<Alumnes> getAll(Map<String, Object> params); 
 
  /** 
   * Check if an entity exists. 
   *  
   * @param id Identifier. 
   * @return True if it exists. 
   */ 





on es veu que té els mateixos mètodes que la capa de persistència. 
La implementació d’aquesta interfície és la següent: 
@Component(value = "alumnesService") 
public class AlumnesServiceImpl extends GenericService implements 
AlumnesService { 
 
  public void create(Alumnes object) { 
    this.getAlumnesDao().create(object); 
  } 
 
  public void update(Alumnes object) { 
    this.getAlumnesDao().update(object); 
  } 
 
  public void remove(Integer id) { 
    this.getAlumnesDao().removeById(id); 
  } 
 
  public Alumnes search(Integer id) { 
    return this.getAlumnesDao().search(id); 
  } 
 
  public Alumnes find(Integer id) { 
    return this.getAlumnesDao().find(id); 
  } 
 
  public List<Alumnes> getAll(Map<String, Object> params) { 
    return this.getAlumnesDao().getAll(params); 
  } 
 
  public boolean exists(Integer id) { 
    return this.getAlumnesDao().exists(id); 




La implementació de les interfícies de la capa de servei bàsicament executa els mètodes corresponents 
de la capa de persistència. És a aquesta implementació on els desenvolupadors han d’afegir lògica de 
negoci si és necessari. 
També es pot veure com la implementació estén d’una classe GenericService que s’ha creat mitjançant 
el goal de Maven marcial:common. Un cop s’ha  executat l’objectiu marcial:service, aquesta classe s’ha 
ampliat per a poder accedir a totes les classes que formen part de la capa de persistència: 
public abstract class GenericService { 
 
  /* START-Professors */ 
  private ProfessorsDao professorsDao; 
  public void setProfessorsDao(ProfessorsDao dao) { 
    this.professorsDao = dao; 
  } 
  public ProfessorsDao getProfessorsDao() { 
    return this.professorsDao; 
  } 
  /* END-Professors */ 
 
  /* START-Matriculacio */ 
  private MatriculacioDao matriculacioDao; 
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  public void setMatriculacioDao(MatriculacioDao dao) { 
    this.matriculacioDao = dao; 
  } 
  public MatriculacioDao getMatriculacioDao() { 
    return this.matriculacioDao; 
  } 
  /* END-Matriculacio */ 
 
  /* START-Aules */ 
  private AulesDao aulesDao; 
  public void setAulesDao(AulesDao dao) { 
    this.aulesDao = dao; 
  } 
  public AulesDao getAulesDao() { 
    return this.aulesDao; 
  } 
  /* END-Aules */ 
 
  /* START-Departaments */ 
  private DepartamentsDao departamentsDao; 
  public void setDepartamentsDao(DepartamentsDao dao) { 
    this.departamentsDao = dao; 
  } 
  public DepartamentsDao getDepartamentsDao() { 
    return this.departamentsDao; 
  } 
  /* END-Departaments */ 
 
  /* START-Alumnes */ 
  private AlumnesDao alumnesDao; 
  public void setAlumnesDao(AlumnesDao dao) { 
    this.alumnesDao = dao; 
  } 
  public AlumnesDao getAlumnesDao() { 
    return this.alumnesDao; 
  } 
  /* END-Alumnes */ 
 
  /* START-Assignatures */ 
  private AssignaturesDao assignaturesDao; 
  public void setAssignaturesDao(AssignaturesDao dao) { 
    this.assignaturesDao = dao; 
  } 
  public AssignaturesDao getAssignaturesDao() { 
    return this.assignaturesDao; 
  } 
  /* END-Assignatures */ 
 
  /* START-Docencia */ 
  private DocenciaDao docenciaDao; 
  public void setDocenciaDao(DocenciaDao dao) { 
    this.docenciaDao = dao; 
  } 
  public DocenciaDao getDocenciaDao() { 
    return this.docenciaDao; 
  } 
  /* END-Docencia */ 
 
  /* START-Classes */ 
  private ClassesDao classesDao; 
  public void setClassesDao(ClassesDao dao) { 
    this.classesDao = dao; 
  } 
  public ClassesDao getClassesDao() { 
    return this.classesDao; 
  } 
  /* END-Classes */ 
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El que té són les interfícies de la capa de persistència amb els seus getters i setters perquè els serveis hi 
puguin accedir. Spring ja s’encarregarà de lligar les interfícies amb la seva implementació. 
5. Generació de la capa de la façana 
Per a tenir llest el mòdul de la lògica de negoci, el que s’ha de fer és executar el goal de la façana 
d’entrada del mòdul. Per a dur-ho a terme, la comanda és la següent: 
mvn marcial:facade 
 
Un cop finalitzada, es pot observar que ha generat els fitxers que es veuen a la següent imatge: 
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En aquest cas, es mostra el codi de la interfície de la taula Departaments: 
/** 
 * An interface that provides a data management interface to the Departaments 
table. 
 */ 
public interface DepartamentsFacade { 
 
  /** 
   * Create a Departaments resource. 
   *  
   * @param object The data object. 
   */ 
  void create(Departaments object); 
 
  /** 
   * Update a Departaments resource. 
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   *  
   * @param object The data object. 
   */ 
  void update(Departaments object); 
 
  /** 
   * Delete a Departaments resource. 
   *  
   * @param id Identifier. 
   */ 
  void remove(Integer id); 
 
  /** 
   * Get a Departaments resource. If not exists return null. 
   *  
   * @param id Identifier 
   * @return the data object. 
   */ 
  Departaments search(Integer id); 
 
  /** 
   * Get a Departaments resource. If not exists throw an Exception. 
   *  
   * @param id Identifier 
   * @return the data object. 
   */ 
  Departaments find(Integer id); 
 
  /** 
   * Get a list of resources by parameters. 
   *  
   * @param params Map with the parameters to search. 
   * @return A list with the resources found. 
   */ 
  List<Departaments> getAll(Map<String, Object> params); 
 
  /** 
   * Check if an entity exists. 
   *  
   * @param id Identifier. 
   * @return True if it exists. 
   */ 




on es pot veure com té les mateixes funcionalitats que les capes de persistència i de serveis. 
En quant a la implementació, la taula Departaments té el següent codi: 
@Component(value = "departamentsFacade") 
public class DepartamentsFacadeImpl extends GenericFacade implements 
DepartamentsFacade { 
 
  public void create(Departaments object) { 
    this.getDepartamentsService().create(object); 
  } 
 
  public void update(Departaments object) { 
    this.getDepartamentsService().update(object); 
  } 
 
  public void remove(Integer id) { 
    this.getDepartamentsService().remove(id); 
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  } 
 
  public Departaments search(Integer id) { 
    return this.getDepartamentsService().search(id); 
  } 
 
  public Departaments find(Integer id) { 
    return this.getDepartamentsService().find(id); 
  } 
 
  public List<Departaments> getAll(Map<String, Object> params) { 
    return this.getDepartamentsService().getAll(params); 
  } 
 
  public boolean exists(Integer id) { 
    return this.getDepartamentsService().exists(id); 




A la capa de la façana, es crida directament la capa de servei ja que en un principi no s’ha de fer res. Si 
s’hagués de fer alguna transformació de dades o alguna gestió d’aquest tipus, seria aquest el lloc on el 
programador hauria de modificar l’aplicació. 
A part de la creació de les classes i interfícies, aquest goal també afegeix referències a les interfícies de la 
capa de serveis en el fitxer GenericFacade: 
public abstract class GenericFacade { 
 
  /* START-Professors */ 
  private ProfessorsService professorsService; 
  public void setProfessorsService(ProfessorsService service) { 
    this.professorsService = service; 
  } 
  public ProfessorsService getProfessorsService() { 
    return this.professorsService; 
  } 
  /* END-Professors */ 
 
  /* START-Matriculacio */ 
  private MatriculacioService matriculacioService; 
  public void setMatriculacioService(MatriculacioService service) { 
    this.matriculacioService = service; 
  } 
  public MatriculacioService getMatriculacioService() { 
    return this.matriculacioService; 
  } 
  /* END-Matriculacio */ 
 
  /* START-Aules */ 
  private AulesService aulesService; 
  public void setAulesService(AulesService service) { 
    this.aulesService = service; 
  } 
  public AulesService getAulesService() { 
    return this.aulesService; 
  } 
  /* END-Aules */ 
 
  /* START-Departaments */ 
  private DepartamentsService departamentsService; 
  public void setDepartamentsService(DepartamentsService service) { 
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    this.departamentsService = service; 
  } 
  public DepartamentsService getDepartamentsService() { 
    return this.departamentsService; 
  } 
  /* END-Departaments */ 
 
  /* START-Alumnes */ 
  private AlumnesService alumnesService; 
  public void setAlumnesService(AlumnesService service) { 
    this.alumnesService = service; 
  } 
  public AlumnesService getAlumnesService() { 
    return this.alumnesService; 
  } 
  /* END-Alumnes */ 
 
  /* START-Assignatures */ 
  private AssignaturesService assignaturesService; 
  public void setAssignaturesService(AssignaturesService service) { 
    this.assignaturesService = service; 
  } 
  public AssignaturesService getAssignaturesService() { 
    return this.assignaturesService; 
  } 
  /* END-Assignatures */ 
 
  /* START-Docencia */ 
  private DocenciaService docenciaService; 
  public void setDocenciaService(DocenciaService service) { 
    this.docenciaService = service; 
  } 
  public DocenciaService getDocenciaService() { 
    return this.docenciaService; 
  } 
  /* END-Docencia */ 
 
  /* START-Classes */ 
  private ClassesService classesService; 
  public void setClassesService(ClassesService service) { 
    this.classesService = service; 
  } 
  public ClassesService getClassesService() { 
    return this.classesService; 
  } 
  /* END-Classes */ 
 




Un cop arrenca l’aplicació, Spring serà l’encarregat de lligar les interfícies amb les implementacions 
mitjançant les anotacions. 
6. Generació de la capa dels adaptadors 
El següent que s’ha de crear és la part del mòdul de la interfície d’usuari que cridi el mòdul de negoci. 
Com s’ha explicat anteriorment, aquesta capa és la dels adaptadors, i s’encarrega de transformar les 
entitats que representen taules de la base de dades a objectes que entén la capa de presentació, i a 




Que genera els següents fitxers: 
 
Aquest goal genera una interfície i una classe per cada taula de la base de dades. Es pot veure un 
exemple de la interfície de la taula Docencia: 
/** 
 * An interface that provides a data management interface to the Docencia 
table. 
 */ 
public interface DocenciaAdapter { 
 
  /** 
   * Create a DocenciaModel resource. 
   *  
   * @param object The data object. 
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   */ 
  void create(DocenciaModel object); 
 
  /** 
   * Update a DocenciaModel resource. 
   *  
   * @param object The data object. 
   */ 
  void update(DocenciaModel object); 
 
  /** 
   * Delete a DocenciaModel resource. 
   *  
   * @param object The data object. 
   */ 
  void remove(DocenciaModel object); 
 
  /** 
   * Get a DocenciaModel resource. 
   *  
   * @param object The data object. 
   */ 
  Docencia find(DocenciaModel object); 
 
  /** 
   * Get a list of resources by parameters. 
   *  
   * @param bean Object with the parameters to search. 
   * @return A list with the resources found. 
   */ 




i la classe que la implementa: 
@Component(value = "docenciaAdapter") 
public class DocenciaAdapterImpl extends GenericAdapter implements 
DocenciaAdapter { 
 
  public void create(DocenciaModel object) { 
    Docencia entity = new Docencia(); 
    BeanUtils.copyProperties(object, entity); 
    this.getDocenciaFacade().create(entity); 
    BeanUtils.copyProperties(entity, object); 
  } 
  public void update(DocenciaModel object) { 
    Docencia entity = new Docencia(); 
    BeanUtils.copyProperties(object, entity); 
    this.getDocenciaFacade().update(entity); 
    BeanUtils.copyProperties(entity, object); 
  } 
  public void remove(DocenciaModel object) { 
    this.getDocenciaFacade().remove(object.getDocenciaId()); 
  } 
  public Docencia find(DocenciaModel object) { 
    return this.getDocenciaFacade().find(object.getDocenciaId()); 
  } 
 
  public List<Docencia> getAll(DocenciaModel bean) { 
    Map<String, Object> params = getMap(bean); 
    return this.getDocenciaFacade().getAll(params); 




Els mètodes que tenen les classes i interfícies de la capa dels adapters són els mateixos que a la resta de 
capes vistes fins ara, però en aquest cas, la implementació de les interfícies fa alguna cosa més que cridar 
la capa següent. En concret, transforma les dades que li arriben dels controladors als tipus de dades que 
entén el servidor abans no fa la crida cap a la façana del mòdul de la lògica de negoci. 
7. Generació de la capa dels controladors 
En quant a codi Java, només falta crear la capa dels controladors, que és l’encarregada de rebre les 
peticions dels usuaris, fer les crides que siguin necessàries i retornar les dades i els missatges que li hagi 
enviat el servidor. 
Per a crear-la, és necessari executar la següent comanda: 
mvn marcial:controller 
 
Es pot veure el resultat de l’execució de la comanda a la següent imatge: 
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Aquest goal genera per cada una de les entitats dues classes: el controlador en sí i una entitat que 
representa el model que s’utilitzarà a la part de presentació. 
El model de dades de la taula Matriculacio és el següent: 
public class MatriculacioModel extends Matriculacio { 
 
  private static final long serialVersionUID = 1L; 
  private List<Matriculacio> list; 
 
  public List<Matriculacio> getList() { 
    return list; 
  } 
  public void setList(List<Matriculacio> list) { 
    this.list = list; 




El model de la capa de presentació bàsicament té un llistat d’entitats del mòdul de la lògica de negoci. 
A continuació es pot veure el controlador de la taula Matriculacio: 
public class MatriculacioController extends 
ParametrizacionController<MatriculacioModel> { 
 
  private static final long serialVersionUID = 1L; 
 
  /** 
   * Get a listCopy of controller.ftl of resources by parameters. Method GET 
   * URL /matriculacio 
   *  
   * @return The http result. 
   */ 
  public String index() { 
    getModel().setList(getMatriculacioAdapter().getAll(getModel())); 
    return RESULT_INDEX; 
  } 
 
  /** 
   * Get a resource by the identifier. Method GET URL /matriculacio/(id) 
   *  
   * @return The http result. 
   */ 
  public HttpHeaders show() { 
    setModel(getMatriculacioAdapter().find(getModel())); 
    return new DefaultHttpHeaders(RESULT_SHOW); 
  } 
 
  /** 
   * Get a resource to be modified. Method GET URL /matriculacio/(id)/edit 
   *  
   * @return The http result. 
   */ 
  public HttpHeaders edit() { 
    setModel(getMatriculacioAdapter().find(getModel())); 
    return new DefaultHttpHeaders(RESULT_SHOW); 
  } 
 
  /** 
   * Get a form to create a new resource. Method GET URL /matriculacio/new 
   *  
   * @return The http result. 
   */ 
  public HttpHeaders editNew() { 
    return new DefaultHttpHeaders(RESULT_SHOW); 
  } 
 
  /** 
   * Request to create a new resource. Method POST URL /matriculacio 
   *  
   * @return The http result. 
   */ 
  public HttpHeaders create() { 
    getMatriculacioAdapter().create(getModel()); 
    addActionMessage(getText("msg.matriculacio.added")); 
    return new DefaultHttpHeaders(RESULT_SHOW).disableCaching().withStatus( 
        HttpServletResponse.SC_CREATED).setLocationId( 
        getRestId(getModel())); 
  } 
 
  /** 
   * Request to update a resource. Method PUT URL /matriculacio/(id) 
   *  
   * @return The http result. 
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   */ 
  public HttpHeaders update() { 
    getMatriculacioAdapter().update(getModel()); 
    addActionMessage(getText("msg.matriculacio.updated")); 
    return new DefaultHttpHeaders(RESULT_SHOW).disableCaching().withStatus( 
        HttpServletResponse.SC_OK); 
  } 
 
  /** 
   * Request to delete a resource. Method DELETE URL /matriculacio/(id) 
   *  
   * @return The http result. 
   */ 
  public HttpHeaders destroy() { 
    getMatriculacioAdapter().remove(getModel()); 
    addActionMessage(getText("msg.matriculacio.deleted")); 
    return new DefaultHttpHeaders(RESULT_SHOW).disableCaching().withStatus( 
        HttpServletResponse.SC_OK); 




En els controladors hi ha tots els mètodes que es poden cridar mitjançant les crides HTTP. Per als 
exemples, s’utilitzarà com a domini de l’aplicació www.fib.upc.edu: 
• índex() 
Mostra un llistat amb tots els registres de la base de dades de l’entitat que s’està buscant. Si 
s’especifiquen filtres, paginats, etc a la URL d’invocació, els utilitza per a mostrar els que es 
volen. 
Per exemple, si s’invoca el mètode HTTP GET sobre la URL 
http://www.fib.upc.edu/gestioAcademica/matriculacio s’executa aquest mètode. 
• show() 
Mostra les dades d’un registre de la taula de la base de dades que s’està demanant. 
Per exemple, si s’invoca el mètode HTTP GET sobre la URL 
http://www.fib.upc.edu/gestioAcademica/matriculacio/1|20350|06-07 
s’obtenen totes les dades del registre que té com a clau primària l’alumne amb identificador 1, 
l’assignatura 20350 i el curs 06-07. 
• edit() 
Mostra un formulari amb els camps necessaris per a modificar un registre de la taula demanada, 
amb els valors que ja té al camp corresponent. 
Per exemple, a l’invocar el mètode HTTP GET sobre la URL 
http://www.fib.upc.edu/gestioAcademica/matriculacio/1|20350|06-07/edit 
l’aplicació mostra una pàgina amb el formulari per a modificar les dades del registre de la 
matriculació que té com a clau primària l’alumne amb identificador 1, l’assignatura 20350 i el 
curs 06-07. 
• editNew() 
Retorna un formulari amb els camps necessaris per a crear un nou registre de la taula que s’ha 
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demanat. Retorna el mateix que la funció edit() però amb els camps buits. 
Per exemple, quan s’invoca el mètode HTTP GET sobre la URL 
http://www.fib.upc.edu/gestioAcademica/matriculacio/new s’obté un formulari 
amb els camps que formen part de l’entitat Matriculacio. 
• create() 
Aquest mètode és l’encarregat de crear una entitat del tipus que s’està invocant. És necessari 
que s’enviïn les dades requerides i s’encarregarà de crear un registre a la base de dades. 
Per exemple, si s’invoca el mètode POST sobre la URL 
http://www.fib.upc.edu/gestioAcademica/matriculacio/ passant els paràmetres 
necessaris, el servidor crearà un registre de l’entitat Matriculació a la base de dades. 
• update() 
Per a fer una modificació d’un registre de l’entitat que es vulgui, s’invoca aquest mètode del 
controlador corresponent. 
Per exemple, es pot invocar el mètode PUT sobre la URL 
http://www.fib.upc.edu/gestioAcademica/matriculacio/1|20350|06-07 i 
aquesta funció s’encarregarà de modificar les dades del registre de la taula matriculació que té 
com a clau primària l’alumne amb identificador 1, l’assignatura 20350 i el curs 06-07. 
• destroy() 
Esborra un registre de la base de dades. 
Per exemple, invocant el mètode HTTP DELETE sobre la URL 
http://www.fib.upc.edu/gestioAcademica/matriculacio/1|20350|06-07 el 
mètode s’encarregarà d’esborrar el registre de la taula matriculació que té com a clau primària 
l’alumne amb identificador 1, l’assignatura 20350 i el curs 06-07. 
Finalment, el goal marcial:controller també modifica la classe abstracta ParametrizacionController i la 
GenericController. 
La classe ParametrizacionController té mètodes per obtenir un llistat dels registres de cada una de les 
taules de la base de dades: 
public abstract class ParametrizacionController<T> extends 
GenericController<T> { 
 
  /* START-Professors */ 
  public java.util.List<Professors> getProfessorsAll() { 
    return getProfessorsAdapter().getAll(null); 
  } 
  /* END-Professors */ 
 
  /* START-Matriculacio */ 
  public java.util.List<Matriculacio> getMatriculacioAll() { 
    return getMatriculacioAdapter().getAll(null); 
  } 
  /* END-Matriculacio */ 
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  /* START-Aules */ 
  public java.util.List<Aules> getAulesAll() { 
    return getAulesAdapter().getAll(null); 
  } 
  /* END-Aules */ 
 
  /* START-Departaments */ 
  public java.util.List<Departaments> getDepartamentsAll() { 
    return getDepartamentsAdapter().getAll(null); 
  } 
  /* END-Departaments */ 
 
  /* START-Alumnes */ 
  public java.util.List<Alumnes> getAlumnesAll() { 
    return getAlumnesAdapter().getAll(null); 
  } 
  /* END-Alumnes */ 
 
  /* START-Assignatures */ 
  public java.util.List<Assignatures> getAssignaturesAll() { 
    return getAssignaturesAdapter().getAll(null); 
  } 
  /* END-Assignatures */ 
 
  /* START-Docencia */ 
  public java.util.List<Docencia> getDocenciaAll() { 
    return getDocenciaAdapter().getAll(null); 
  } 
  /* END-Docencia */ 
 
  /* START-Classes */ 
  public java.util.List<Classes> getClassesAll() { 
    return getClassesAdapter().getAll(null); 
  } 
  /* END-Classes */ 
 




La classe GenericController té com a atributs les interfícies de la capa dels adaptadors: 
public abstract class GenericController<T> extends BaseController<T> { 
 
  private static final long serialVersionUID = 1L; 
 
  /* START-Professors */ 
  private ProfessorsAdapter professorsAdapter; 
  public void setProfessorsAdapter(ProfessorsAdapter adapter) { 
    this.professorsAdapter = adapter; 
  } 
  public ProfessorsAdapter getProfessorsAdapter() { 
    return this.professorsAdapter; 
  } 
  /* END-Professors */ 
 
  /* START-Matriculacio */ 
  private MatriculacioAdapter matriculacioAdapter; 
  public void setMatriculacioAdapter(MatriculacioAdapter adapter) { 
    this.matriculacioAdapter = adapter; 
  } 
  public MatriculacioAdapter getMatriculacioAdapter() { 
    return this.matriculacioAdapter; 
  } 
  /* END-Matriculacio */ 
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  /* START-Aules */ 
  private AulesAdapter aulesAdapter; 
  public void setAulesAdapter(AulesAdapter adapter) { 
    this.aulesAdapter = adapter; 
  } 
  public AulesAdapter getAulesAdapter() { 
    return this.aulesAdapter; 
  } 
  /* END-Aules */ 
 
  /* START-Departaments */ 
  private DepartamentsAdapter departamentsAdapter; 
  public void setDepartamentsAdapter(DepartamentsAdapter adapter) { 
    this.departamentsAdapter = adapter; 
  } 
  public DepartamentsAdapter getDepartamentsAdapter() { 
    return this.departamentsAdapter; 
  } 
  /* END-Departaments */ 
 
  /* START-Alumnes */ 
  private AlumnesAdapter alumnesAdapter; 
  public void setAlumnesAdapter(AlumnesAdapter adapter) { 
    this.alumnesAdapter = adapter; 
  } 
  public AlumnesAdapter getAlumnesAdapter() { 
    return this.alumnesAdapter; 
  } 
  /* END-Alumnes */ 
 
  /* START-Assignatures */ 
  private AssignaturesAdapter assignaturesAdapter; 
  public void setAssignaturesAdapter(AssignaturesAdapter adapter) { 
    this.assignaturesAdapter = adapter; 
  } 
  public AssignaturesAdapter getAssignaturesAdapter() { 
    return this.assignaturesAdapter; 
  } 
  /* END-Assignatures */ 
 
  /* START-Docencia */ 
  private DocenciaAdapter docenciaAdapter; 
  public void setDocenciaAdapter(DocenciaAdapter adapter) { 
    this.docenciaAdapter = adapter; 
  } 
  public DocenciaAdapter getDocenciaAdapter() { 
    return this.docenciaAdapter; 
  } 
  /* END-Docencia */ 
 
  /* START-Classes */ 
  private ClassesAdapter classesAdapter; 
  public void setClassesAdapter(ClassesAdapter adapter) { 
    this.classesAdapter = adapter; 
  } 
  public ClassesAdapter getClassesAdapter() { 
    return this.classesAdapter; 
  } 
  /* END-Classes */ 
 






8. Generació de la capa de la interfície d’usuari 
Quan ja hi ha totes les capes de l’aplicació generades, el que s’ha de fer és crear la interfície d’usuari. 
Aquesta part es realitza mitjançant la següent comanda: 
mvn marcial:view 
 
Aquesta comanda genera els fitxers que es pot veure a la següent imatge: 
 
Es pot observar com genera dues pàgines JSP per cada taula a la base de dades. Per cada una d’elles 
genera un fitxer de fulla d’estils css i un fitxer amb lògica JavaScript. 
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Per a veure més en detall el que genera, els exemples estan basats en la taula professors de la base de 
dades. 
Una de les JSP que es pot veure que genera per la taula professors és la professors-index.jsp. Aquesta 
JSP és la que s’utilitza per a llistar els registres de la taula i ja té aplicada la paginació de les dades, la 
ordenació i, a més, també té un petit formulari dels camps que no formen part de la clau primària ni són 
referències a altres taules. Aquest formulari s’utilitza per a filtrar resultats. 
També té un botó per a anar a la pàgina de creació d’un nou registre. Cada un dels registres del llistat té 
dos enllaços: un per a esborrar el registre i un altre per a editar les dades del mateix. 
La següent JSP és la professors-show.jsp. Aquesta és l’encarregada de crear nous registres de la taula 
professors, veure les dades d’un dels registres o bé editar les dades d’un registre. Quan un usuari prem 
el botó de crear un nou professor, accedeix a aquesta pàgina però cap dels camps té cap valor, estan 
tots buits a fi de que l’usuari empleni les dades. També és la pàgina que es mostra quan un usuari 
selecciona un dels registres del llistat, però en aquest cas surten les dades del registre seleccionat al 
formulari. 
Els fitxers d’estil css estan buits. Si es vol que la pàgina tingui un estil particular diferent de la resta de 
pàgines de l’aplicació, s’hauria d’editar el fitxer corresponent. 
Els fitxers JavaScript associats, tenen diferent funcionalitat. A l’aplicació generada hi ha molta part 
d’interacció amb el servidor que es realitza mitjançant AJAX, i els fitxers JavaScript permeten aquesta 
funcionalitat. 
El fitxer professors-index.js té la funcionalitat de paginar la taula i ordenar-la. A més, té el codi JavaScript 
per a fer la crida AJAX que invoca el mètode DELETE del registre que l’usuari vol esborrar. 
El fitxer professors-show.js té la funcionalitat necessària per a fer les validacions de la part client i per a 
invocar els mètodes AJAX per a crear un nou registre o bé modificar un ja existent. 
9. Generació dels test 
Un cop l’aplicació ja està totalment creada i funcional, es hora de crear els tests de JBehave. 




Que genera els fitxers que es poden veure a la següent imatge: 
 
Com s’ha vist anteriorment a l’apartat dels test, mitjançant aquest goal Marcial genera una classe per 
escenari, una classe pels passos i finalment un fitxer amb unes proves d’exemple bàsiques. 
Al mòdul de lògica de negoci, els test generats fan una creació, una modificació, un esborrat i 
comproven que tot ha funcionat correctament. 
Per cada taula de la base de dades, el goal test genera tres fitxers: dues classes Java (una per a definir un 
escenari i una altre per a crear els diferents passos que es poden fer mitjançant el test) i un fitxer amb 
els passos que es volen seguir per a estar segurs que el test s’ha dut a terme correctament. 
La classe Java que defineix l’escenari per la taula Alumnes és la següent: 
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public class AlumnesScenarioTest extends Scenario { 
 
  public AlumnesScenarioTest() { 
    super(new AlumnesSteps()); 




Aquesta classe bàsicament estén de la classe Scenario del framework JUnit per a fer proves. Al seu 
constructor es defineix la classe que exposa els passos que es podran dur a terme mitjançant aquest 
escenari i que es veuen a continuació: 
public class AlumnesSteps extends GenericSteps { 
 
  private Alumnes alumnes; 
  private AlumnesFacade alumnesFacade =  
    (AlumnesFacade)ApplicationContextTest.getApplicationContext() 
      .getBean("alumnesFacade"); 
 
  @Given("alumnes with dni $dni, nom $nom, cognoms $cognoms, ciutat $ciutat, 
comarca $comarca") 
  public void givenAlumnes( Integer dni, String nom, String cognoms, String 
ciutat, String comarca) { 
    this.alumnes = new Alumnes(); 
 
    this.alumnes.setDni(dni); 
    this.alumnes.setNom(nom); 
    this.alumnes.setCognoms(cognoms); 
    this.alumnes.setCiutat(ciutat); 
    this.alumnes.setComarca(comarca); 
  } 
 
  @When("I create alumnes") 
  public void createAlumnes() { 
    alumnesFacade.create(alumnes); 
  } 
 
  @Then("I should update alumnes with dni $dni, nom $nom, cognoms $cognoms, 
ciutat $ciutat, comarca $comarca") 
  public void updateAlumnes( Integer dni, String nom, String cognoms, String 
ciutat, String comarca) { 
    this.alumnes.setDni(dni); 
    this.alumnes.setNom(nom); 
    this.alumnes.setCognoms(cognoms); 
    this.alumnes.setCiutat(ciutat); 
    this.alumnes.setComarca(comarca); 
    alumnesFacade.update(alumnes); 
  } 
 
  @Then("I should remove alumnes") 
  public void removeAlumnes() { 
    alumnesFacade.remove(alumnes.getAlumneId()); 
  } 
 
  @Then("The alumnes should not exist") 
  public void existAlumnes() { 
    Assert.assertTrue(!alumnesFacade.exists(alumnes.getAlumneId())); 






Els passos que estan configurats per defecte són els següents: 
• givenAlumnes 
A on es crea un objecte de tipus Alumne amb els seus atributs. 
• createAlumnes 
Aquest pas crea un registre a la taula Alumnes de la base de dades amb els valors que s’han 
configurat al pas anterior. 
• updateAlumnes 
Utilitza l’objecte Alumne creat al primer pas per a modificar els seus valors i modificar el 
registre de la base de dades que el representa. 
• removeAlumnes 
Esborra el registre de la base de dades que representa l’objecte creat al primer pas. 
• existAlumnes 
Comprova que l’objecte creat al primer pas existeix a la base de dades. 
Finalment, el fitxer amb els passos és el següent: 
Given alumnes with dni 20520, nom ZhPuJbRkVyHjEwN, cognoms 
NoMfJaWkKyPzMjMlMuIxCmPrY, ciutat OhZnHdXlEeVpCuSlCdEuTsWbC, comarca 
WpGeNaGkOpUoMaAwRnNaWiInO 
When I create alumnes 
Then I should update alumnes with dni 32991, nom RzEqIvWlWpAgYhE, cognoms 
RvHoFbZmXoKqDuZjFrSoWjSxX, ciutat PaJyYkYkAdQmFdAsNdNeNrZwM, comarca 
UgRfQjMoToSxKgJmIlUgWiAsM 
Then I should remove alumnes 
Then The alumnes should not exist 
 
Per a realitzar les proves, genera un fitxer que envia valors de manera aleatòria en funció del tipus de 
dades de cada variable. 
Per altre banda, els tests del mòdul de la interfície d’usuari el que fan és invocar les URL utilitzant 
mètodes HTTP per a fer una creació, una modificació, demanar un registre que no existeixi i un 
esborrat. Si tot funciona correctament, no llença cap excepció. 
En el cas del mòdul web, també es creen tres fitxers com al mòdul de la lògica de negoci. 
La classe Java que defineix un escenari és molt semblant a la de la lògica de negoci: 
public class AlumnesScenarioWebTest extends Scenario { 
   
  public AlumnesScenarioWebTest() { 
    super(new AlumnesSteps()); 





En aquest cas, el constructor defineix la classe que exposa els passos per fer les proves del mòdul web, 
que és com segueix: 
public class AlumnesSteps extends WebSteps { 
 
  private String restId; 
 
  @Given("The resource with url $url") 
  public void requestResource(String url) { 
    getWebTester().beginAt(url); 
  } 
 
  @Then("I should receive a page with title $title") 
  public void receivePage(String title) { 
    getWebTester().assertTextPresent(title); 
  } 
 
  @Then("I should have $code with url $url") 
  public void verifyUrl(Integer code, String url) { 
    try { 
      getWebTester().gotoPage(url); 
    } catch (Exception e) { 
    } 
    getWebTester().assertResponseCode(code); 
  } 
 
  @Then("I should have $code with the created resource $createdResourceUrl") 
  public void verifyUrlId(Integer code, String createdResourceUrl) { 
    verifyUrl(code, createdResourceUrl + restId); 
  } 
 
  @When("I create with dni $dni, nom $nom, cognoms $cognoms, ciutat $ciutat, 
comarca $comarca") 
  public void doActionCreate( Integer dni, String nom, String cognoms, String 
ciutat, String comarca) { 
 
    getWebTester().setTextField("dni", dni.toString()); 
    getWebTester().setTextField("nom", nom.toString()); 
    getWebTester().setTextField("cognoms", cognoms.toString()); 
    getWebTester().setTextField("ciutat", ciutat.toString()); 
    getWebTester().setTextField("comarca", comarca.toString()); 
 
    getWebTester().clickButton("save"); 
     
    try { 
      Thread.sleep(2000); 
    } catch (InterruptedException e) { 
      throw new RuntimeException(e); 
    } 
 
    restId = 
getWebTester().getElementByXPath("//input[@name='restId']").getAttribute("valu
e"); 
  } 
 
  @When("I delete the created resource") 
  public void deleteCreatedResource() { 
    getWebTester().clickLink("delete"+restId); 
    getWebTester().clickButton("accept"); 
    try { 
      Thread.sleep(2000); 
    } catch (InterruptedException e) { 
      throw new RuntimeException(e); 
    } 





Els passos que es generen per defecte són els següents: 
• requestResource 
Es passa una URL a aquest pas i recupera el codi HTML que el servidor retorna al fer una 
petició GET sobre la URL. 
• receivePage 
Mitjançant aquest pas, es comprova si la pàgina que actualment estem tractant conté el text que 
se li envia com a paràmetre. 
• verifyUrl 
Aquest pas rep com a paràmetre una URL i un codi. El que fa és navegar a la URL enviada i 
comprovar que el codi d’estat que retorna el servidor és el mateix que se li envia com a 
paràmetre. 
• verifyUrlId 
Quan es crea un registre a la base de dades utilitzant el test del mòdul web, no sempre es pot 
saber l’identificador del registre creat. Per això, el pas que crea registres, guarda l’identificador 
a una variable global que aquest mètode utilitza per a comprovar que quan es demana aquest 
recurs, el servidor retorna el codi d’estat igual que el codi que rep com a paràmetre el pas. 
• doActionCreate 
Per a realitzar aquest pas, prèviament s’ha d’haver accedit a la pàgina de creació de recursos 
mitjançant el seu pas corresponent. Un cop s’ha accedit a la pàgina, aquest mètode escriu als 
camps del formulari corresponent els valors que es passen com a paràmetre. Un cop ha 
emplenat els camps, simula que prem el botó de guardar i es realitza una petició HTTP per a 
crear el recurs. 
• deleteCreatedResource 
Quan s’ha accedit a un llistat del recurs que estem testejant, aquest pas simula que prem l’enllaç 
de la paperera per a esborrar un dels registres i prem el botó acceptar del missatge de 
confirmació. Aquestes accions tenen el propòsit d’esborrar el registre de la base de dades. 
A continuació es pot veure el fitxer amb els passos que provaran el mòdul web: 
Given The resource with url /gestioAcademica/alumnes/new 
Then I should receive a page with title Detalle Alumnes 
When I create with dni 10906, nom ZqZoYzFsUdAqLfT, cognoms 
BeHhGkJpLmAjKwDcUbOvQeQkI, ciutat QqNhUyAtGlKfPcWbRnRgBgUwO, comarca 
ApIeLsZcDkFeVhSnFtHuXnAsH 
Then I should have 200 with the created resource /gestioAcademica/alumnes/ 
Given The resource with url /gestioAcademica/alumnes 
Then I should receive a page with title Listado de Alumnes 
When I delete the created resource 
Then I should have 404 with the created resource /gestioAcademica/alumnes/ 
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7. Una ullada a l’aplicació generada 
En aquest apartat es mostrarà l’aplicació web que genera Marcial tot mirant les diferents pàgines que 
crea per cada una de les taules de la base de dades que utilitza com a punt de partida. 
Al igual que l’apartat anterior, s’usarà el model de base de dades d’una gestió acadèmica per a visualitzar 
les pàgines. 
1. Pàgina inicial 
La primera pantalla que es veu quan s’accedeix a l’aplicació és la següent: 
 
Aquesta pantalla és l’índex i mostra un llistat de les diferents entitats (o recursos) que ha generat 
Marcial. Cada una d’aquestes entitats és un vincle al llistat de registres que hi ha a la taula que la 
representa de la base de dades. 
També es pot veure com a la part superior de la pàgina hi ha un menú amb cada una de les entitats. 
Aquest menú està a totes les pàgines i serveix d’accés directe per anar a altres sense haver de tornar a 
l’índex. Com es mostrarà a les següents pantalles, cada cop que s’està visitant alguna de les pàgines 
relacionades amb una entitat, la seva entrada en aquest menú surt d’un altre color per a poder saber a 
simple vista a on està l’aplicació en tot moment. 
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2. Llistat d’un recurs 
La següent pantalla és el llistat de l’entitat de classes: 
 
Aquesta pàgina (igual que tots els llistats de totes les entitats), a la part immediatament inferior al menú, 
té un petit formulari on hi ha els camps de la taula que representa l’entitat que no són clau forània ni 
clau primària. Aquest formulari serveix per a filtrar els resultats que surten llistats amb els valors que 
l’usuari empleni a cada camp. 
Seguidament hi ha el llistat dels registres de l’entitat Alumnes. A la part superior dreta de la mateixa hi 
ha informació sobre la pàgina que s’està observant en aquest moment mitjançant la paginació, així com el 
total de registres que té el llistat aplicant el filtre que l’usuari ha  realitzat. Si no ha aplicat cap filtre, hi ha 
el total de registres que es troben a la taula de la base de dades. 
Al llistat es poden veure les columnes que es mostren dels registres que s’estan llistant. Aquestes 
columnes són vincles que ordenen els resultats mostrats pel seu valor a la columna ordenada. 
Per cada un dels registres que es mostren, hi ha dos vincles a la part esquerra amb les diferents opcions 
que es poden realitzar: esborrar el registre del llistat al que pertany el vincle o bé anar a la pàgina 
d’edició per a modificar les dades del registre seleccionat. 
A la part inferior del llistat hi ha la paginació en sí, on es pot navegar per cada una de les pàgines, anar a 
la següent, a l’anterior, a la primera i a l’última. 
Finalment, hi ha un botó que porta a la creació d’un nou registre de l’entitat que s’està llistant. 
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3. Ordenació del llistat d’un recurs 
Al llistat de classes, es poden ordenar per qualsevol de les columnes que hi apareixen. Per exemple, es 
pot ordenar per la seva assignatura. Per a fer-ho, simplement s’ha de prémer la columna corresponent i 
ordenarà els resultats de manera ascendent: 
 
Si es torna a prémer la columna, l’aplicació ordena els resultats de manera descendent: 
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4. Filtrat del llistat d’un recurs 
Per altra banda, si l’usuari necessita saber quines classes es donen el dilluns, només ha d’omplir el camp 
dia del formulari de filtrat i pressionar la tecla enter o prémer el botó “Filtrar”. Així, obtindria el llistat 
que es veu a la imatge següent: 
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5. Esborrat d’un registre 
Si es necessita esborrar una classe de les que està observant al llistat, l’usuari ha de prémer la imatge 
que representa un cubell d’escombraries. L’aplicació mostra el següent missatge de confirmació: 
 
Quan finalment accepta, pot veure un missatge de que l’esborrat s’ha dut a terme correctament: 
 
El registre esborrat també desapareix del llistat un cop s’ha confirmat l’operació. 
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6. Edició d’un registre 
Si s’està visitant el llistat d’assignatures, com la imatge següent: 
 
Si se selecciona una de les assignatures per a modificar les seves dades, el sistema porta a la pantalla 
següent: 
 
A aquesta pantalla es poden modificar cada una de les dades de l’entitat. A més, si una taula de la base 
de dades té una clau forània cap a la que estem editant, es mostren dos enllaços per cada una d’aquestes 
taules. 
Per exemple, els recursos Docencies, Matriculacions i Classes tenen una clau forània cap a la taula 
Assignatures. Si s’edita un registre de la taula Assignatures, es pot veure com hi ha dos enllaços per cada 
una de les taules que tenen les claus forànies. 
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L’enllaç “Ver” d’aquestes entitats porta al llistat de registres de la taula que s’ha seleccionat, però només 
mostra els que estan lligats amb el registre de la taula Assignatures que s’està editant. Per exemple, si a 
la pantalla que es mostra just a sobre premem el vincle “Ver” de l’entitat Docència, s’accedeix al llistat 
que es pot veure a continuació: 
 
L’altre enllaç que hi ha, el que du per nom “Editar”, mostra un formulari a la part dreta de la pantalla 
amb tots els registres del recurs que s’ha seleccionat. En aquest formulari es pot modificar el lligam dels 
registres de l’entitat seleccionada cap al recurs Assignatura. Com que el llistat pot ser molt llarg en 
funció del número de registres, a la part superior d’aquest formulari hi ha una petita cerca que filtra els 
registres a mesura que es va escrivint el que es vol buscar. Per exemple, si es prem l’enllaç “Editar” del 




Un cop s’ha modificat algun dels camps i s’ha acceptat la modificació, la pantalla mostra un missatge 
indicant que la modificació s’ha dut a terme correctament: 
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7. Creació d’un registre 
A partir del llistat d’un recurs, com per exemple Classes, es pot accedir a crear un nou registre de 
l’entitat prement el botó “Añadir”. Al fer-ho, el sistema mostra una pantalla amb el formulari que té tots 
els camps necessaris per a crear un registre de l’entitat Classes. La pantalla és la següent: 
 
Com es pot observar, els camps estan buits menys els atributs que són clau forània i requerits. En 
aquest cas mostra una caixa de selecció amb el primer ja seleccionat. 
El recurs Classes té dos atributs que són dates. El sistema Marcial quan genera la pantalla és conscient 





8. Cronologia del projecte 
Inicialment la idea va començar a sorgir a arrel de la petició d’un client per a desenvolupar una aplicació. 
Al haver moltes taules implicades, es va buscar la millor manera de generar les entitats que representin 
les taules de manera automàtica. 
Per a generar les entitats del model, es va buscar una eina capaç de fer-ho automàticament i es va optar 
per AppFuse, un sistema de programari lliure que generava l’aplicació però molt senzilla. 
Amb el canvi de versió del framework Struts a Struts2 hi havia força modificacions a fer. D’aquesta 
manera es va escollir modificar el codi font de AppFuse per a que les aplicacions generades amb l’eina 
fossin compatibles amb Struts2. 
Per a poder modificar el codi font, es van haver d’estudiar les tecnologies i formats que formaven part 
de AppFuse, adquirint un ampli coneixement del mateix. Va ser així com es va decidir aprofitar la base de 
AppFuse per a afegir més funcionalitat a l’aplicació generada, donant com a resultat la primera versió de 
Marcial. 
Amb el temps es va anar  observant que el potencial de Marcial era molt elevat i es va decidir ampliar 
l’aplicació afegint totes les capes de les que està composada l’aplicació generada (façana, serveis, dao, 
adaptadors, controladors, etc). Tot això implicava fer més plantilles Freemarker per cada una de les 
capes. 
Al veure que el sistema anava creixent, es va observar què passava quan s’aplicava Marcial a diferents 
tipus de models de bases de dades relacionals. El resultat és que quan hi havia tipus de taules que se 
sortien del normal (amb claus primàries compostes, claus primàries que eren alhora forànies, claus 
primàries compostes amb claus forànies dins, etc) l’aplicació no es generava correctament. El motiu era 
que el framework Hibernate-tools no recollia correctament les metadades d’aquestes taules i, en 
conseqüència, Marcial no era capaç de generar correctament l’aplicació. Investigant el codi de 
Hibernate-tools i veient que era de programari lliure, es va decidir modificar el seu codi per a suportar 
aquests tipus de taules per a poder abastar diferents tipus de models i no haver de crear taules 
adaptant-les al que Hibernate-tools era capaç d’oferir. 
Un cop es generava l’aplicació correctament per diferents models de base de dades, es va optar per 
donar-li funcionalitat extra a l’aplicació generada, tot el tema de  l’ordenació i la paginació tant del costat 
del client com del servidor es va començar a implementar. 
Independentment a tot això, ja s’havia fet un estudi de com les aplicacions distribuïdes no seguien els 
principis arquitecturals que ha fet d’internet un dels seus millors exemples. Aprofundint en la tesi de 
Roy T. Fielding, es va veure que era possible aplicar tots els principis a les aplicacions generades aplicant 
un esforç a Marcial. D’aquesta manera va ser com es va implementar tot el tema de la cache, les 
diferents representacions, etc. 
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El que es va poder veure és que el framework usat, Struts-rest, tenia certes coses que podien ser 
millorades com s’ha explicat a l’apartat corresponent. Així, es va haver d’estudiar el funcionament i codi 
font del framework per a poder fer les modificacions per tal d’aconseguir l’objectiu desitjat. 
Paral·lelament es va decidir fer els diferents interceptors, classes i fitxers JavaScript que fessin més fàcil el 
desenvolupament de l’aplicació generada i optimitzant el codi perquè fos més eficient. 
Com es pot veure, la generació de Marcial no ha estat un procés amb uns objectius marcats des del 
principi; es va anar fent gradualment adaptant o afegint funcionalitat nova a mesura que s’anava 
necessitant o s’anava observant que fent les coses d’una altra manera era millor. 
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9. Cost econòmic 
Seguidament es realitzarà un anàlisi del cost que ha suposat el projecte. Els diferents costos han estat 
dividits en els que fan referència al software utilitzat i, d’altra banda, al hardware. Finalment s’ha inclòs 
un apartat de recursos humans. 
• Software 
Per avaluar aquests tipus de cost, s’inclouen tant el  software utilitzat per al desenvolupament, 
com el destinat a la producció. 
Aplicació Versió Cost 
Sistema Operatiu Microsoft Windows XP Inclòs en el preu del harware. 
Sistema Operatiu Apple Mac OS X Inclòs en el preu del harware. 
Entorn de programació Eclipse 3.4 0 ! 
Sistema de Base de Dades MySql 5.1 0 ! 
Sistema de Base de Dades Oracle 10g 0 ! (s’ha utilitzat amb objectius 
de desenvolupament) 
Sistema de Base de Dades HSQLDB 1.8 0 ! 
Sistema de Base de Dades Microsoft SQL Server 2008 0 ! (s’ha utilitzat amb objectius 
de desenvolupament) 
Servidor d’aplicacions Apache Tomcat 5.5 0 ! 
Servidor d’aplicacions Jetty 6 0 ! 
Servidor d’aplicacions Oracle Weblogic 11g 0 ! s’ha utilitzat amb objectius 
de desenvolupament) 
Total 0 ! 
 
Cal considerar però, que el software comercial que s’ha utilitzat no té cost quan es fa servir 
amb objectius de desenvolupament. 
• Hardware 
Com a hardware es podria dividir entre els ordinadors per a generar el sistema i el servidor on 
s’han anat desplegant les aplicacions per a posar-les en producció. 
Tipus Versió Cost 
MacBook Intel Core 2 Duo 2.4 GHz 
2 GB RAM 
1.800 ! 
MacBook Pro Intel Core 2 Duo 2.66 GHz 
4 GB RAM 
1.400 ! 
Dell Intel Core 2 Duo 2.2 GHz 
2 GB RAM 
800 ! 
Total 4.000 ! 
 
Cal dir també, que tant els portàtils com el servidor ja eren equips amb els que es disposava a 
l’empresa, per tant, no han estat un cost directe per al projecte. 
• Recursos Humans 
Per a realitzar el càlcul de recursos humans s’ha tingut en compte el perfil tècnic de les 
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diferents persones que haurien treballat en el projecte imaginant que parlessim d’una empresa 
software on cada una de les persones realitza el rol que lo correspòn. Les tarifes aplicades són 
les següents: 
Rol Preu / Hora 
Programador 25 ! 
Analista 35 ! 
Arquitecte 50 ! 
 
Si considerem les hores totals de cada un d’ells, obtenim el següent cost: 
Rol Hores Hores * Preu 
Programador 1760 1760 * 25 = 44.000 ! 
Analista 500 500 * 40 = 17.500 ! 
Arquitecte 320 320 * 50 = 16.000 ! 
Total 77.500 ! 
 
En resum, es pot veure que el cost aproximat de crear l’eina (si s’hagués de comprar tot el hardware i 
llicències software de zero) seria el següent: 
Tipus de cost Preu 
Software 0 ! 
Hardware 4.000 ! 
Recursos Humans 77.500 ! 
Total 81.500 ! 
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10. Línies futures 
Ara el sistema Marcial ja genera les aplicacions com s’havia definit d’es d’un principi. Sempre s’han d’anar 
polint coses però l’aplicació generada funciona correctament. 
Un dels projectes en curs consisteix en fer de Marcial un servei disponible a la web. Els usuaris envien 
un fitxer descriptor de la base de dades a l’aplicació web i aquesta s’encarrega de crear una base de 
dades amb el fitxer rebut. En aquest punt, executa Marcial sobre la base de dades i genera l’aplicació al 
servidor. Finalment la compila i arrenca perquè els clients puguin veure com genera l’aplicació i com 
funciona el sistema. D’aquesta manera, els possibles clients poden veure l’aplicació generada a internet 
abans de decidir-se a comprar una llicència. 
Una altra de les possibles ampliacions són els perfils de Maven. De fet, per Cofidis España ja està fet. Es 
tracta de fer una adaptació del plugin de Maven personalitzat per un client en concret. Per exemple, el 
que està personalitzat per Cofidis España és tot el look&feel de l’aplicació generada mitjançant fulls 
d’estil css amb la imatge corporativa de l’empresa. Una altra de les coses és que tenen tot un sistema de 
propietats a una aplicació externa. El perfil lliga l’aplicació generada perquè faci ús d’aquesta aplicació 
externa, fent que la configuració de la mateixa i l’accés a les seves dades sigui molt més ràpid de 
realitzar. Finalment, totes les taules de la base de dades tenen una auditoria (usuari que ha modificat el 
registre, dia, aplicació, etc.) que queda configurat per defecte mitjançant un interceptor propi pel client. 
Mitjançant els perfils es vol crear aplicacions que estiguin enfocades a un sector empresarial en concret. 
Per exemple, es poden crear perfils per a empreses financeres, d’assegurances, farmacèutiques, etc. fent 
que cada una d’elles sigui el més fidel possible amb el secor empresarial al que està enfocada. 
Per últim, es podria ampliar Marcial perquè generés un altre mòdul per un client programàtic RESTful. És 
a dir, generar una API perquè un client programàtic la pogués usar. Per exemple, seguint amb el model 
de base de dades d’alumnes, una aplicació podria generar una classe AlumneRemote amb els diferents 
mètodes de creació, modificació, esborrat, etc. que utilitzaria peticions HTTP contra l’aplicació web 




Podríem dividir les conclusions als beneficis que hem obtingut aplicant Marcial a diferents projectes de 
clients reals i els beneficis a nivell personal: 
1. Beneficis a nivell de l’empresa 
A partir del treball realitzat per a dur a terme aquest projecte final de carrera, hem pogut observar que 
actualment les organitzacions no treuen tot el profit que podrien a l’hora de crear les seves aplicacions 
distribuïdes. Això és degut a que no segueixen els principis arquitecturals que han fet que Internet sigui 
un exemple de la millor infraestructura distribuïda. Les organitzacions més importants comencen a 
aplicar els seus principis i això es nota positivament en la qualitat final de les seves aplicacions. 
El fet de generar una aplicació sense estats ens ha permès obtenir beneficis en diversos sentits. En 
primer lloc, la memòria RAM usada per l’aplicació a l’hora de carregar els diferents objectes tendeix a 
ser constant en el temps. A la majoria de casos, després d’un breu període transitori, una aplicació 
generada per Marcial ocupa entre 30 i 50 Mb de memòria RAM. En segon lloc, a l’evitar l’ús de la sessió i 
els àmbits de l’aplicació, guanyem en senzillesa de programació ja que no és necessari sincronitzar 
accessos concurrents a recursos compartits. Finalment, s’eviten tots els problemes que pateix un usuari 
a l’hora d’inicialitzar una sessió des de diferents navegadors amb les mateixes credencials. En resum, la 
creació d’una aplicació sense estat és una bona solució per als problemes de concurrència en sistemes 
distribuïts. 
Un dels principals reptes a abordar és el de la latència percebuda per l’usuari final. En molts casos, al 
passar d’una aplicació basada en host a una aplicació basada en la web (un fenomen freqüent a les 
organitzacions centrades en dades) hem d’enfrontar-nos al fet que els usuaris donen per suposat que les 
respostes han d’anar igual de ràpides que les aplicacions basades en host, que són de l’ordre de fraccions 
de segon. Mitjançant l’ús de mecanismes de cache sobre HTTP, Marcial és capaç de generar aplicacions 
que ofereixen uns temps de resposta competitius comparables amb les aplicacions basades en host en 
termes de característiques, no en termes de velocitat. 
Les capacitats d’integració son inherents a una interfície RESTful. Les qualitats esmentades anteriorment 
(interfície uniforme, múltiples representacions i ús estricte dels codis de resposta HTTP) permeten la 
integració amb altres sistemes utilitzant un esforç relativament petit. D’altra banda, la capacitat 
d’integració amb tercers sistemes del sistema millora considerablement gràcies a la semàntica dels codis 
de resposta HTTP per errors específics (400 sol·licitud incorrecte, 409 conflicte o 503 servei o 
disponible, per exemple) utilitzats en combinació amb la qualitat d’idempotència dels mètodes GET, PUT 
i DELETE. Això permet un tractament dels errors parcials millor i més segur, amb funcions integrades 
de recuperació. 
Marcial ens ha ajudat a formalitzar una arquitectura de referència, cosa que ens permet tenir una base 
de codi coherent entre múltiples desenvolupaments, facilitant la participació de diversos proveïdors a 
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l’hora de construir una plataforma d’aplicacions per tota l’empresa. 
El temps d’aprenentatge necessari per a desenvolupar aplicacions basades en Marcial es simplifica 
considerablement si es compara amb l’aprenentatge necessari per a desenvolupar aplicacions tradicionals 
basades en Java / JEE. Els casos d’ús més comuns en les aplicacions centrades en les dades ja estan 
implementats per Marcial. A més la seva interfície RESTful ofereix als desenvolupadors un patró fàcil 
d’entendre i seguir. La quantitat de configuració es redueix al mínim aprofitant el paradigma de 
programació Convenció sobre Configuració.  Tan bon punt l’aplicació està creada, ja està llesta per a 
afegir la lògica de negoci i les vistes necessàries. 
El temps de desenvolupament a on hem aplicat Marcial s’ha reduït considerablement gràcies a les seves 
característiques, especialment les que fan referència a REST. A les proves realitzades a diferents 
organitzacions, el temps de desenvolupament es redueix en un 40%. 
Tot seguit mostrem una taula en la que es mostren els projectes reals duts a terme a un client en les 
que s’ha utilitzat la versió AppFuse (la inspiració de la que es va partir per a crear el sistema Marcial), 
passant per projectes que han usat les primeres versions de Marcial fins a la versió actual (anomenada 
per motius comercials Descans): 
Nom aplicació Inici Final Sistema utilitzat 
Clientes 01-02-2008 20-06-2009 AppFuse 
Comunicaciones 19-01-2009 09-03-2009 AppFuse 
Parametraje Bloc de Notas 22-09-2009 30-10-2009 Marcial 
Billing 01-06-2009 01-09-2009 Descans 
Fraude 27-10-2009 02-12-2009 Marcial 
Pago con tarjeta 10-12-2009 28-12-2009 Marcial 
Estadisticas 04-01-2010 18-02-2010 Marcial 
Bolsa de Horas 10-03-2010 31-03-2010 Descans 
Parametraje Gestion de Impagos 26-03-2010 27-04-2010 Descans 
Gestion de impagos 12-04-2010 31-05-2010 Descans 
Parametraje Reincidencias 28-04-2010 03-06-2010 Descans 
Siniestros 31-05-2010 - Descans 
 
Cada un d’aquests projectes engloba un número diferent de taules de la base de dades, cosa que fa que 
una aplicació sigui més o menys extensa, però a totes les aplicacions s’ha hagut d’adaptar la seva 
interfície d’usuari i modificar la seva lògica de negoci segons les necessitats del client. Com es pot 
observar, la velocitat de creació de les aplicacions ha augmentat significativament des que es generaven 
utilitzant AppFuse i les primeres versions de Marcial respecte la velocitat de creació mitjançant Descans. 
2. Beneficis a nivell personal 
A banda de les millores observades gràcies a la implantació de Marcial a certes organitzacions, cal 
mencionar els beneficis personals d’haver realitzat el projecte. 
Per un costat, ha resultat tot un repte haver de dissenyar el sistema des d’un principi. Inicialment es va 
utilitzar un sistema per a generar aplicacions anomenat AppFuse, però per aquella època l’aplicació 
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generada era molt senzilla i no servia per tots els nostres requeriments. A partir d’utilitzar AppFuse es va 
decidir aplicar els mateixos principis però adaptant-los a les necessitats reals dels projectes de 
l’empresa. A conseqüència d’això, s’ha hagut d’estudiar com utilitzar Maven per a generar l’arquetip del 
projecte, com crear el plugin de Maven amb els seus goals, investigar (i com hem vist, fer certes 
modificacions) Hibernate-tools perquè ens oferís suport en certs casos i un llarg etcètera. 
La realització d’aquest projecte m’ha ajudat a aprendre moltes tecnologies, metodologies i arquitectures 
diferents de les que havia vist fins ara, cosa que m’ha servit per a desmuntar certs tòpics que tenia per 
segurs. 
A més, m’ha servit per a interactuar amb comunitats de desenvolupadors a internet per resoldre certs 
problemes que hi ha hagut a l’hora d’usar alguns dels frameworks. 














































































Sigles de Asynchronous JavaScript And XML. És una tècnica de desenvolupament web per a crear 
aplicacions interactives. Bàsicament estalvien el processat de la resposta ja que tota la informació (tan 
d’anada al servidor com de tornada al client) es realitza mitjançant XML, cosa que fa més ràpida la seva 
execució. 
AOP 
La programació orientada a objectes ofereix realitzar sistemes més grans i més complicats en molt 
menys temps. El seu problema és que és una programació estàtica: un canvi en els requeriments pot 
tenir un impacte molt fort en el temps de desenvolupament. AOP ajuda a modificar dinàmicament el 
model estàtic per incloure el codi necessari per a complir els requeriments que habitualment són no 
funcionals (loggin, seguretat, excepcions, etc.) sense modificar el model estàtic original. De fet, podem 
tenir tots aquests requeriments secundaris codificats a un mateix lloc, no repartit per tota la aplicació 
com passaria amb orientació a objectes. 
API 
Sigles de Application Programming Interface. És un conjunt de funcions i mètodes que ofereix una 
biblioteca per a ser usat per un altre software com a capa d’abstracció. 
AppFuse 
Eina de creació d’aplicacions web semblant a Marcial. De fet, va ser la inspiració que va fer crear un 
sistema propi però complint els nostres requisits i necessitats. 
ATOM 
Fitxer amb estructura XML per a distribuir notícies o informació continguda a llocs web i weblogs. Més 
extens que RSS. 
BDD 
Sigles de Behaviour Driven Development. És un estil de realització de proves automàtiques per a 
comprobar que l’aplicació funciona tot describint el seu comportament desitjat. 
ehCache 
És un dels frameworks més usats per a realitzar cache d’objectes Java. 
Hibernate 
És un framework ORM que ofereix una implementació de l’API JPA. És una eina que realitza el mapeig 
entre les taules d’una base de dades relacional i el seu equivalent en la programació orientada a objectes 
en Java. 
A part de fer el mapeig de dades, Hibernate ens ofereix la obtenció i emmagatzematge de les dades de la 
base de dades que ens redueixen el temps de desenvolupament. 
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HTML 
Sigles de HyperText Markup Language. Llenguatge d’etiquetes emprat per a la creació de pàgines web. 
HTTP 
Sigles de Hypertext Transfer Protocol. És el protocol de transferència de hipertext. És el protocol usat en 
totes les transaccions de la World Wide Web. Engloba mètodes per a fer peticions, codis de resposta, 
etc. 
JAR 
Sigles de Java Archive. És un tipus de fitxer que permet executar aplicacions escrites en el llenguatge de 
programació Java. 
Java 
Llenguatge de programació orientat a objectes molt usat actualment per les empreses. 
JavaScript 
Llenguatge de scripting utilitzat per a accedir a objectes en aplicacions. Sobretot usat per a fer més 
dinàmiques les pàgines web i per a fer peticions AJAX. 
JBehave 
Framework per a realitzar proves utilitzant l'estil BDD. 
JQuery 
Biblioteca de JavaScript que fa més fàcil la programació de codi JavaScript per a les pàgines web. 
JPA 
Sigles de Java Persistence Api. És una especificació de la plataforma Java per la persistència d’objectes Java 
a qualsevol base de dades relacional. L’objectiu que té és aconseguir tenir una API comú per a la 
persistència d’objectes en Java. 
JSON 
Sigles de JavaScript Object Notation. És un format de fitxer lleuger per a l'intercanvi de dades. La seva 
simplicitat ha donat peu a que es generalitzi el seu ús, especialment com a alternativa a XML a AJAX. 
JSON s'utilitza habitualment a entorns on hi ha molt d'intercanvi de dades entre els clients i el servidor 
(per això l'utilitzen Yahoo i Google, entre d'altres). 
JSP 
Sigles de Java Server Pages. És una tecnología Java per a generar contingut dinàmic per a la web. 
Log4j 




Framework d’administració de projectes. Automatitza el procés de construcció de projectes Java 
intervenint en totes les seves etapes, si així es desitja. 
MVC 
Sigles de Model View Controller. És un estil d’arquitectura del software que separa les dades d’una 
aplicació, la interfície d’usuari i la lògica de control en tres mòduls diferents. 
ORM 
Consisteix en una tècnica per a realitzar la transició entre la representació de les dades d’un model 
relacional a un model orientat a objectes i viceversa. 
OVal 
Framework que permet fer validacions sense haver-les de programar. A més, és molt extensible i deixa 
utilitzar validacions pròpies. 
REST 
Sigles de Representational State Transfer. És un estil d'arquitectura del software especialment pensat per 
sistemes web distribuïts que descriu les restriccions desitjables per a aplicacions web. 
RSS 
Fitxer amb estructura XML per a distribuir notícies o informació continguda a llocs web i weblogs. 
SOAP / XML-RPC 
Protocols de crides a procediments remots que utilitzen el format XML per a la transmissió de les dades 
i HTTP com a protocol de transmissió. 
Spring 
Framework per a desenvolupar aplicacions Java. Existeixen moltes extensions i millores que han ajudat a 
que sigui un dels més usats. 
SQL 
Sigles de Structured Query Language. Llenguatge per a manipular informació en una base de dades. 
Struts 
Eina que suporta el desenvolupament d’aplicacions web Java sota el patró MVC. 
TDD 
Sigles de Test Driven Development. És una pràctica de programació on es programen les proves abans de 
la implementació de l’aplicació. A diferència de BDD, es realitzen les proves sobre un mètode cada 
vegada, mentre que BDD realitza proves de comportament que poden englobar un cas d’ús. 
URL 
Sigles de Uniform Random Locator. És l’adreça única que identifica qualsevol recurso a internet. 
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XHTML 
És el format que s’utilitza per a crear pàgines web. Com HTML però fent-lo XML estricte. 
XML 
És un metallenguatge basat en etiquetes. Descriu l'estructura bàsica del document, però deixa lliure 
l'elecció dels noms de les etiquetes. 
YAML 
És una representació molt senzilla basada en un llenguatge de marques. A diferència de XML, és molt 
més senzill d’editar per una persona i fa que l’arxiu resultant sigui molt menys pesat. 
 
