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Sin lugar a duda, estamos en la era del Smartphone (o teléfono inteligente). Hoy en 
día, la investigación y desarrollo tecnológicos están orientados a la obtención y mejora 
de este gadget, impensable hace unos años, pero que ya es una realidad.  
 
Dentro del mercado de los Smartphone tenemos claramente diferenciados 3 
competidores: iPhone, Blackberry, Android. Cada uno de ellos, está orientado a un 
sector de la población diferente y ofrece una experiencia de usuario única. Se trata de 
un mercado al alza, en el que cada día más gente se une a los millones de usuarios 
de este tipo de dispositivos.  
 
Soy usuario de Smartphone desde hace dos veranos, concretamente de un iPhone 4. 
En cuanto empecé a usarlo, fui capaz de ver el potencial del dispositivo que tenía 
entre mis manos. Mail, fotos, gran variedad de juegos y aplicaciones útiles en una 
máquina de 11,5cm de largo por 6cm de ancho! 
 
Como ingeniero en informática un día, pensé en lo divertido y satisfactorio que sería 
programar una aplicación, ir en el metro, girar la cabeza, y ver que la chica que tienes 
sentada al lado está utilizando tu aplicación. Fue entonces cuando se me ocurrió que 
sería buena idea desarrollar aplicaciones para plataformas móviles y tuve la suerte de 
ser contratado por una agencia digital que me permitió dedicar una parte del horario 
laboral al aprendizaje. 
 
Soy un jugador de videojuegos experimentado. Los utilizo desde hace 
aproximadamente 22 años. He podido ser testigo de la evolución del mercado, 
aparición y desaparición de diferentes plataformas, cambios de tendencia en el gusto 
de los usuarios y revoluciones en apartado gráfico. Pero lo que más me ha 
sorprendido ha sido el acercamiento del videojuego a todos los públicos, no solo al 
jugador habitual, mediante el Smartphone. Por eso me decidí a hacer un videojuego 
para Smartphone como proyecto de fin de carrera, 
 
A fecha de hoy, sigo siendo un simple aprendiz que sabe que tiene un largo camino 
por delante. Por todo ello, veo este proyecto de fin de carrera como una oportunidad 
más para enriquecerme intelectualmente y profundizar en mis conocimientos de 




1. Visión global del proyecto 
1.1. Descripción del proyecto 
 
Este proyecto se centra en el diseño e implementación de una aplicación para 
plataforma móvil. La aplicación será un videojuego, compuesto por varios minijuegos 
subdivididos por categorías. Las categorías serán “Memoria”, “Cálculo”, “Percepción” y 
“Reflejos”. Los minijuegos serán puzles / juegos de inteligencia (que serán analizados 
en el apartado 2.3.3) y habrá 2 por categoría. La aplicación estará destinada a todo 
tipo de jugadores, tanto jugadores experimentados como jugadores ocasionales. 
 
El proyecto se desarrollará para iPhone, una plataforma con una gran cuota de 
mercado, ya que de esta forma es posible llegar a más usuarios. Las razones que me 
llevaron a decidirme por iPhone son la innovación que representa en el mercado, el 
entorno de desarrollo y la documentación de desarrollo disponibles al alcance de 
todos, la posibilidad de utilizar diversos frameworks de desarrollo, y la alta 
compatibilidad entre dispositivos de la marca. 
 
Se desarrollará para dispositivos iOS 4.1 o superiores, ya que en el momento de 
salida al mercado de iOS5 el proyecto había sido empezado. 
 
El juego será desarrollado para iPhone 4. No debería presentar incompatibilidades en 
iPads, iPads 2 o iPods Touch, o iPhones 4S pero no se asegura su óptimo 
funcionamiento al no haber centrado el desarrollo en dichas plataformas. 
1.2. Objetivos 
 
Identificamos pues, dos tipos de objetivo: por un lado los del propio PFC, entendido 
como los términos que ha de cumplir el proyecto para considerarlo una solución válida. 
Por otro lado, también hay objetivos personales como la práctica de los conocimientos 
adquiridos en la carrera y la adquisición de nuevos conocimientos. 
 
1.2.1. Objetivos del proyecto 
 
• Implementación de los diversos minijuegos, dos por cada categoría (4 
categorías en total), haciendo un total de 8. 
 
• El sistema se implementará para la plataforma iPhone, y aprovechará las 
capacidades táctiles del dispositivo. 
 
• El sistema ha de ser capaz de generar partidas aleatorias para todos y cada 
uno de los minijuegos. 
 
• El sistema ha de hacer persistente las puntuaciones del usuario en cada uno 
de los minijuegos utilizando para ello el complemento de Game Center que 
proporciona Apple integrado en iOS. Así mismo, el usuario podrá tener acceso 
a una tabla de puntuaciones global para cada uno de los minijuegos. 
 
• El sistema ha de contar con un sistema de estadísticas tanto a nivel general 
como individual de cada minijuego. 
 
• El sistema ha de contar con integración en redes sociales (Facebook y Twitter), 
permitiendo compartir puntuaciones para fomentar la descarga de la aplicación 
por parte de nuevos usuarios. 
 
• El sistema contará con localización lingüística (castellano, catalán, e inglés). El 
sistema ha de permitir la ampliación del número de idiomas de forma sencilla. 
 
1.2.2. Objetivos personales 
 
• Poner en práctica los conocimientos conseguidos a lo largo de la carrera en los 
campos de ingeniería de software. 
 
• Aprender a usar la plataforma de desarrollo Xcode 4, incluida en el iOS SDK, 
utilizando el lenguaje de programación Objective-C. 
 
• Aprender a utilizar las funcionalidades disponibles en el framework de trabajo 
Cocos 2D. 
 
• Aprender el mecanismo de publicación de una aplicación en la App Store de 
Apple. Esta meta consistiría en subir la aplicación a la App Store y ponerla a 
disposición del público general. Aunque no se puede garantizar que la 
aplicación sea aceptada en un tiempo compatible con el desarrollo de un PFC, 
sí es interesante conocer los criterios del App Store e incorporarlos en el 
proceso de diseño y construcción de la aplicación. 
 
  
1.3. Metodología, protocolos y filosofías de trabajo 
 
Este apartado de la documentación está destinado a explicar el método de trabajo que 
se utilizará para llevar a cabo este proyecto. Al tratarse de un videojuego no se usará 
una metodología convencional. En los videojuegos, cobran importancia las vistas y la 
interacción del usuario con el sistema o el diseño gráfico de la aplicación. Un usuario 
nunca sabrá si el algoritmo que has usado aquí o allí es el más eficiente, pero sí que 
apreciará una vista dinámica, clara y coherente en toda la aplicación. 
 
Adicionalmente, se incluye también una resumida explicación de patrones, protocolos 
y filosofías que influirán en el desarrollo del código fuente de la aplicación. Esto, pese 
a no quedar englobado dentro de la consideración de metodología, requiere cierto 
grado de atención. 
 
1.3.1. Metodología de trabajo 
 
Este proyecto se realizará siguiendo una metodología propia, pensada para hacer más 
organizado y estructurado el trabajo, así como potenciar la experiencia de usuario 
frente al proceso de programación tradicional.  
 
Partiendo del análisis de requisitos, se identificarán todos y cada uno de las diferentes 
funcionalidades de la aplicación. Cada una de las funcionalidades será etiquetada 
como “transparente” u “opaca”. 
 
Las funcionalidades “transparentes” serán aquellas en las que el diseño de pantallas o 
la interacción del usuario no será un tema crítico, pero sí que lo será la eficiencia del 
código  (por ejemplo, el sistema de gestión de sonido o el sistema de gestión de 
idiomas). Las funcionalidades “opacas” serán aquellas en las que el diseño de la 
pantalla y la interacción del usuario es un tema crítico (por ejemplo, un minijuego).  
 
Una vez etiquetadas, se tratarán de manera independiente: Las funcionalidades 
“transparentes” se desarrollarán siguiendo el método de desarrollo en cascada, 
mientras que para las funcionalidades “opacas” se hará de manera diferente. 
 
1.3.1.1. Método de desarrollo de funcionalidades “opacas” 
 
Como ya se ha dicho antes, las funcionalidades “opacas” son aquellas en las que la 
interacción con el usuario es crítica. Parte del trabajo de desarrollo de estas 
funcionalidades se hará con un editor gráfico. 
 
Las diferentes fases de desarrollo serán: 
 
• Análisis de requisitos: En esta fase se ha de poder definir en qué consiste la 
funcionalidad, qué interacciones admitirá, y qué respuestas dará a dichas 
interacciones. 
 
• Prototipo: Se deberá dibujar esquemáticamente todo lo propuesto en el 
análisis de requisitos.  
 
• Evaluación: Se evaluará el prototipo. Si el prototipo cumple con los requisitos 
propuestos se pasará a la siguiente fase. Si no los cumple, se modificará el 
prototipo. 
 
• Diseño gráfico: Se generará el apartado gráfico correspondiente para la 
funcionalidad. Para ello se usará un editor gráfico. 
 
• Implementación: Se codificará la funcionalidad haciendo uso de pruebas y 
ensayos para encontrar errores. 
 
• Refactorización: Una vez implementada la funcionalidad, se someterá a un 
proceso de refactorización para ordenar, aclarar, y mejorar el código escrito. 
 




1.3.2. Lazy Loading (Lazy inicialization) 
 
En este proyecto se utilizará el patrón 
de diseño conocido como Lazy Loading 
en su forma de implementación Lazy 
Inicialization. Este patrón de diseño 
sirve para aumentar la velocidad a la 
cual la aplicación carga objetos. 
 
Los objetos normalmente contienen 
variables. Es una práctica muy habitual 
inicializar las variables al inicializar un 
objeto, cosa que no siempre es 
necesaria y que supone un trabajo 
extra. 
 
Lazy Inicialization propone inicializar las variables en el momento que se vayan a 
utilizar. En el siguiente código de ejemplo codificado en PHP, veremos como se aplica 
esto a una implementación. 
 
 
Como podemos observar, en la función “getSnookerCue” (función getter) se 
comprueba si la variable “_snookerCue” existe y, en caso contrario, la inicializa. Si se 
class SnookerPlayer { 
 
 protected $_snookerCue; 
  
 public function getSnookerCue(){ 
 
  if ($this->_snookerCue === null) { 
 
   $this->_snookerCue = new SnookerCue(); 
 
  } 
 





Ilustración	  1.	  Funcionamiento	  de	  Lazy	  Loading	  
hubiera inicializado al crear el objeto, el resultado de ejecutar la función de get hubiera 
sido el mismo. De esta forma, se garantiza la inicialización de la variable si y sólo si 
este se va a utilizar y en un momento diferente al momento de creación del objeto.  
 
Este patrón es útil en la programación de dispositivos móviles por que dichos 




En programación, SOLID es un acrónimo mnemotécnico que sirve para reflejar los 5 
principios básicos de la programación orientada a objetos: 
 
(S)ingle responsibility principle 
Cada objeto debe tener una y solo una responsabilidad. 
 
(O)pen / closed principle 
El software tiene que ser abierto para extensión y cerrado para modificación. 
 
(L)iskov substitution principle 
Los objetos en un programa deben ser reemplazables con instancias de sus subtipos 
sin alterar la exactitud del programa. 
 
(I)nterface segregation principle 
Mejor tener muchas interfaces específicas que una general (y muy pesada). 
 
(D)ependency inversion principle 
Las abstracciones no deben depender de los detalles. Los detalles deben depender de 
las abstracciones. 
 
1.3.4. DRY (Don’t repeat yourself) 
 
El principio “Don’t repeat yourself” (también conocido como “Once and only once”) 
aplicada a la programación de software es una filosofía que aboga por la reducción de 
la repetición de código a la hora de programar. 
 
El código repetido puede provocar fallos a la hora de aplicar cambios, así como un 
incremento en la dificultad de llevar a cabo operaciones de mantenibilidad. 
 
Como aplicación de esta filosofía, se llevarán a cabo refactorizaciones periódicas del 
código fuente, para evitar duplicados de código. 
  
1.4. Análisis de antecedentes y breve historia 
 
Los juegos de inteligencia no son un producto novedoso. Hasta hace pocos años, los 
encontrábamos editados en papel, en revistas, como pasatiempos… Pero en cierto 
momento dan el salto a plataformas digitales de entretenimiento y pasan de ser un 
contenido extra de una publicación, un acompañante utilizado para llenar media 
página, a ser un producto completo. 
 
Como se verá más adelante, gran parte de la culpa del boom de este tipo de juegos lo 
tiene la masificación del uso de las pantallas táctiles en el mundo del ocio digital. La 
aparición de Nintendo DS lo hizo posible y, posteriormente, los smartphones, con su 
bajada de precios del software respecto al mercado de las videoconsolas tradicionales 
los asentó en el mercado. 
 
1.4.1. Los juegos “Brain” 
 
El concepto “Brain” hace referencia a aquellos productos que básicamente son un 
paquete de mini juegos que implican cada uno de ellos, uno o más procesos mentales, 
de los estudiados dentro del campo de la psicología cognitiva. 
 
Dentro del paquete de mini juegos, encontramos pruebas de diversa índole: De 
matemáticas, lógicas, de reflejos o de memoria. 
 
Como ejemplo de pruebas que podemos encontrar en un juego “brain” tendríamos 
mini juegos de deducción de series numéricas, diferentes tipos de pruebas lógicas, 
encontrar las parejas de cartas iguales volteándolas, resolución de sudokus o 
resolución de jugadas de ajedrez entre otros. 
 
Pese a que encontramos algún juego de este tipo anteriormente, no fue hasta 2006 
cuando se convirtieron en tendencia, tratando de convertir en entretenimiento algunas 
de las pruebas que se han estado utilizando en psicología desde el segundo cuarto del 
siglo XX. 
 
El juego que puso de moda el género fue Dr. Kawashima's Brain Training. Este juego 
supuso una revolución por varios motivos como el concepto de juego, o el uso de 
pantallas táctiles. 
  
1.4.2. Cronología y comentarios de los juegos “Brain” hasta la fecha 
 
 
Ilustración 2. Cronología de juegos "Brain" aparecidos en videoconsolas 
1 Abril 2006 
• Dr. Kawashima's Brain Training (DS) 
 
2 Junio 2006 
• Big Brain Academy (DS) 
 
3 Noviembre 2006 
• Brain Boost: Gamma Wave (DS) 
• Brain Boost: Beta Wave (DS) 
 
4 Junio 2007 
• Big Brain Academy (WII) 
• Brain Buster Puzzle Pak (DS) 
• Hot Brain (PSP) 
 
5 Agosto 2007 
• More Brain Training from Dr Kawashima: How Old Is Your Brain? (DS) 
 
6 Diciembre 2007 
• Left Brain Right Brain (DS) 
 
7 Enero 2008 
• Brain Challenge (DS) 
• Mega Brain Boost (DS) 
 
8 Febrero 2008 
• Brain Assist (DS) 
 
9 Marzo 2008 
• Brain Challenge (X360) 
 
10 Mayo 2008 
• Brain Voyage (DS) 
 
11 Noviembre 2008 
• Brain Challenge (WII) 
 
12 Diciembre 2008 
• Left Brain Right Brain 2 (DS) 
 
13 Abril 2009 
• Brain Age Express: Math (DS) 
 
14 Mayo 2009 
• Challenge Me: Brain Puzzles (DS) 
  
En esta cronología muestra los títulos que se pueden clasificar como “brain” según la 
definición dada previamente aparecidos entre 2006 y 2009. Anterior a estas fechas 
podemos encontrar algún juego de temática similar. 
 
Se trata de 18 títulos de una temática similar. Eliminando repeticiones por aparición en 
varias plataformas, podríamos hablar de 15 títulos.  
 
Hablar de 15 títulos de prácticamente idéntica temática no es cuestión baladí, y menos 
en un periodo tan corto de tiempo. Se extraen más conclusiones después de hacer 
una comparativa rápida con géneros más establecidos en el mercado, como pueden 
ser el futbol o los juegos de lucha. 
 
Juegos de fútbol aparecidos entre abril 2006 y mayo 2009 
• Pro Evolution Soccer 2009 (PS3, WII, X360, PSP) 
• Real Soccer 2009 (DS) 
• FIFA Soccer 09 All-Play (WII) 
• FIFA Soccer 09 (PS3, PSP, DS, X360) 
• Pro Evolution Soccer 2008 (WII, PS3, X360, PSP, DS) 
• Sensible World of Soccer (X360) 
• FIFA Soccer 08 (WII, PS3, X360, PSP, DS) 
• Winning Eleven: Pro Evolution Soccer 2007 (X360, PSP, DS) 
• FIFA 07 Soccer (X360, PSP, DS) 
• World Tour Soccer 06 (PSP) 
• Copa Mundial de la FIFA 2006 (X360, PSP, DS) 
 
Juegos de lucha aparecidos entre abril 2006 y mayo 2009 
• Rag Doll Kung Fu: Fists of Plastic (PS3) 
• Legends of Wrestlemania (X360, PS3) 
• Street Fighter IV (X360, PS3) 
• The King of Fighters Collection: The Orochi Saga (WII, PSP) 
• Castlevania Judgment (WII) 
• Mortal Kombat vs DC Universe (PS3, X360) 
• WWE SmackDown vs. Raw 2009 (X360, PS3, WII, DS, PSP) 
• Naruto: Ultimate Ninja Storm (PS3, WII, DS, PSP) 
• TNA iMPACT! (WII, X360, PS3) 
• Battle Fantasia (X360) 
• SoulCalibur IV (PS3, X360) 
• Dragon Ball Z: Burst Limit (PS3, X360) 
• Super Smash Bros. Brawl (WII) 
• Godzilla Unleashed (WII) 
• Draglade (DS) 
• Dragon Ball Z: Budokai Tenkaichi 3 (WII) 
• WWE SmackDown vs. Raw 2008 (X360, PS3, WII, DS, PSP) 
• Virtua Fighter 5 Online (X360) 
• Guilty Gear XX (WII, PSP, DS) 
• Bleach(DS, PSP, WII) 
• Mortal Kombat: Armageddon (WII) 
• Legend of the Dragon (WII, PSP) 
• Virtua Fighter 5 (PS3) 
• WWE SmackDown vs. Raw 2007 (X360, PS3, DS, WII, PSP) 
• Def Jam (X360, PS3) 
• Tekken: Dark Resurrection (PSP, PS3) 
  
 Juegos de futbol Juegos de lucha Juegos “Brain” 
Nº total de títulos 11 26 15 
Títulos aparecidos en PS3 4 14 0 
Títulos aparecidos en X360 8 12 1 
Títulos aparecidos en PSP 8 9 1 
Títulos aparecidos en WII 4 14 2 
Títulos aparecidos en NDS 7 7 14 
Tabla 1. Comparativa de títulos por género aparecidos entre Abril 2006 y Mayo 2009 
Fuente: Web de metacritic (www.metacrític.com). Elaboración propia. 
 
Como se ha podido ver antes, los juegos “brain” aparecieron por primera vez en abril 
de 2006. Tanto los juegos de lucha como los juegos de futbol, llevan ya más de 20 
años de trayectoria en el mercado. 
 
A la vista de tales datos, lo primero que debería llamar la atención es que un género 
nuevo (“Brain”) tenga más títulos publicados en ese periodo de tiempo que un género 
ya establecido (“Futbol”). Podemos hablar del fenómeno “boom” del género de juegos 
“Brain”. 
 
Otra cosa que podemos apreciar en la tabla es la segregación entre plataformas tanto 
en “Futbol” como en “Lucha” y la ausencia de la misma en los juegos “Brain”. 
Podemos apreciar como los dos géneros establecidos presentan una mayor presencia 
multiplataforma, mientras que “Brain” se centra prácticamente en una única plataforma 
(Nintendo DS). Lo que nos lleva a pensar que dicha plataforma tiene algo que las 
demás no tienen. ¿Quizá sea la portabilidad del dispositivo? ¿O quizá por que es un 
género perfecto para matar el tiempo? Si fuera así, también habría gran cantidad de 
títulos “Brain” en Playstation Portable (PSP), pero no es el caso.  
 
El elemento diferenciador es la pantalla táctil. Este detalle, que a simple vista no 
parece importante, tiene una gran relevancia en el “boom” de género. 
 
Cabe decir que para videoconsolas, después de mayo de 2009, este género entró en 
decadencia, y dejaron de publicarse juegos de esta temática. El usuario ya no estaba 
dispuesto a pagar 40 – 60€ por “un clon más” del Brain Training. 
  
1.4.3. La pantalla táctil: el artífice del “boom” 
 
La primera videoconsola en utilizar pantalla 
táctil fue la Nintendo DS, que salió a la venta 
el 11 de marzo de 2005. Se trata de una 
videoconsola portátil de séptima generación, 
que a fecha de marzo de 2011 había 
vendido 146,5 millones de unidades en todo 
el mundo. 
 
La pantalla táctil aportó al mundo de los 
videojuegos no solo una forma de control 
más intuitiva, que huía de la clásica cruceta 
y botones, si no que además, gracias al 
nuevo sistema de control, se consiguió 
acercar a los videojuegos a un nuevo sector 
de la población. 
 
Este sector de la población de reciente incorporación está compuesto por un grupo de 
gente para la cual los videojuegos no son una forma prioritaria de utilizar su tiempo 
libre. Son usuarios que no van a dedicar dos horas a pasar una pantalla que no 
consiguen superar, que utilizan los videojuegos para rellenar huecos de tiempo, como 
por ejemplo el viaje en transporte público o esos 10 minutos que se retrasa un amigo. 
El término utilizado es el de jugadores casuales u ocasionales. 
 
Al analizar el tipo de pruebas que presentan los juegos de este género, podemos ver 
claramente que no requieren de una dedicación para llegar a un fin: No hay un 
principio y un final del juego, no hay una historia, no hay obstáculos que superar o 
enemigo que vencer. Simplemente, consiste en superar dichas pruebas, empleando 
para ello no más de 5 o 10 minutos. 
 
Cabe matizar que el jugador casual, no está relacionado solo con los juegos “brain”. 
Hay jugadores casuales que juegan, a Buzz!, a Mario Party, a WII sports… Todos 
ellos, juegos con una curva de aprendizaje relativamente plana, que no requieren de 
una formación por parte del usuario para que éste domine el control y dinámica del 
juego y se divierta. 
 
La conclusión es que el género “brain” encontró en los jugadores casuales su objetivo 
de mercado. Un jugador casual, que compraba una Nintendo DS para jugar a Dr. 
Kawashima’s Brain Training o a Big Brain Academy, que no compraba otros juegos 
más complejos, era un cliente perfecto para venderle más de lo mismo. Y estaban en 
lo cierto… hasta que los jugadores casuales tuvieron la posibilidad de no comprar una 




1.4.4. Boom del género “brain” 
 
El boom de los juegos “brain” es debido a que después de la aparición del primer 
juego “Brain” que cosechó un éxito rotundo (Dr. Kawashima's Brain Training), los 
desarrolladores del sector vieron potencial, y se dieron prisa en desarrollar sus propios 
productos para intentar quedarse con un cacho del pastel que suponía ese nuevo 
mercado. 
 
Ilustración	  3.	  Nintendo	  DS	  
Como acostumbra a pasar en estos casos, la mayoría de los productos que se 
publicaron carecían de la originalidad y calidad de su precursor, achacado casi con 
total seguridad a la prisa que se dieron por publicar. Estas son las puntuaciones que 
aparecen en metacritic para dichos títulos: 
 
Juego Nota 
Dr. Kawashima's Brain Training (DS) 77 
More Brain Training from Dr Kawashima (DS) 77 
Big Brain Academy (DS) 74 
Brain Buster Puzzle Pak (DS) 72 
Brain Age Express: Math (DS) 69 
Brain Challenge (DS) 68 
Big Brain Academy (WII) 68 
Hot Brain (PSP) 64 
Brain Challenge (WII) 62 
Brain Challenge (X360) 54 
Brain Assist (DS) 53 
Brain Voyage (DS) 52 
Left Brain Right Brain 2 (DS) 51 
Left Brain Right Brain (DS) 50 
Challenge Me: Brain Puzzles (DS) 49 
Mega Brain Boost (DS) 48 
Brain Boost: Gamma Wave (DS) 40 
Brain Boost: Beta Wave (DS) 39 
Tabla 2. Ranking de puntuaciones de los juegos "brain" 
Fuente: Web de metacritic (www.metacrític.com). Búsqueda del término “brain”. Elaboración propia. 
 
 
Las dos primeras posiciones de la tabla son respectivamente para Brain Training 1 y 2, 
con 77 puntos. Los juegos de la franquicia del Dr. Kawashima innovan, y por ello, son 
recompensados con la nota más alta del género. 
 
Big Brain Academy y Brain Buster Puzzle Pak completarían la lista de juegos 
“comprables”. En el caso de Big Brain Academy también se podría considerar como 
precursor, ya que salió a la tienda solo un mes después que Dr. Kawashima’s Brain 
Training, y por lo tanto, el desarrollo se realizó en paralelo. El resto es prácticamente 
es más de lo mismo, y eso queda reflejado en sus respectivas puntuaciones. 
 
A continuación se hablará un poco de Dr. Kawashima’s Brain Training y de Big Brain 
Academy, para que el lector pueda hacerse una idea aproximada de qué tratan este 
tipo de juegos. Pese a tratarse de dos juegos de la misma temática, podremos 
apreciar diferencias significativas entre ambos por ejemplo, a nivel gráfico. 
 
El objetivo es mostrar los mini juegos que componen ambos títulos, que son dentro de 
lo que cabe, los que marcaron un camino a seguir y una tendencia dentro del género. 
  
1.4.4.1. Dr. Kawashima’s Brain Training 
 
Desarrolladora:  Nintendo 
Plataforma:   Nintendo DS 
Fecha de lanzamiento: 16 abril 2006 (9 de junio 2006 en Europa) 
 
Dr. Kawashima’s Brain Training es un videojuego de lógica y puzles creado por el 
doctor Kawashima.  
 
Dr. Kawashima’s Brain Training engloba ejercicios de diversa dinámica (cálculo, 
retención de datos, lectura, ortografía, sudokus…) con el fin de ejercitar la mente. 
 
Al principio no todos los ejercicios están disponibles, siendo desbloqueados mediante 
horas de juego. Complementariamente a los ejercicios disponibles, es posible realizar 
un examen consistente en varias de las pruebas disponibles que determina la “edad 
cerebral” del jugador. 
 
El juego también dispone de unas gráficas donde el jugador puede consultar su 
evolución en cada uno de los ejercicios y exámenes generales. 
 
Como observaciones generales, podríamos decir que Dr. Kawashima’s Brain Training 
cuenta con un apartado gráfico bastante austero, así como su apartado sonoro. No 
obstante, esto no llega a ser molesto, por que el aspecto que da es un aspecto 
funcional como el de una aplicación, alejándose un poco del concepto colorista, 
animado y cuidado de los videojuegos en general. Cumple con su función a la 
perfección. 
  
Ilustración	  4.	  Pantalla	  de	  título	   Ilustración	  5.	  Introducción	  previa	  al	  juego	  




Ejercicio de cálculo consistente en la 
resolución de 20 operaciones aritméticas 
simples (suma, resta, multiplicación o 
división). La puntuación está relacionada 








Ejercicio de lectura (recomendado en  voz 
alta). Se muestra un texto en pantalla. Se 
pasan las páginas tocando “SIG” en la 
pantalla táctil. El tiempo que tardes en leer 








Ejercicio de memorización a corto plazo. En la pantalla izquierda se muestran unas 
cifras durante un breve instante (1 segundo). Las cifras desaparecen, y en ese 
momento hemos de tocar en la pantalla táctil la posición correspondiente donde 
estaban las cifras, ordenadas de menor a mayor. 
 
 
Ilustración 8. Ejemplo de "Retentiva": Flujo de juego 
 
  
Ilustración	  6.	  Ejemplo	  de	  "Cálculo	  20"	  
Ilustración	  7.	  Ejemplo	  de	  "Lecturas"	  
Cuentasílabas 
 
Ejercicio de gramática y comprensión lectora. En la pantalla de la izquierda se muestra 








Ejercicio de cálculo, memoria y percepción. Aparecen X personas en la pantalla 
izquierda, y breves momentos después, quedan tapados por la imagen de una casa. 
En ese momento, empiezan a “entrar” y “salir” personas de la casa. Momentos 
después, te preguntan cuantas personas quedan en la casa. Has de escribir la cifra de 
personas que crees que quedan dentro de la casa. 
 
 




Ejercicio de cálculo y lógica. El objetivo 
del sudoku es rellenar una cuadrícula de 
9 × 9 celdas (81 casillas) dividida en 
subcuadrículas de 3 × 3 (también 
llamadas "cajas" o "regiones") con las 
cifras del 1 al 9 partiendo de algunos 
números ya dispuestos en algunas de las 
celdas. No se debe repetir ninguna cifra 




Ilustración	  11.	  Ejemplo	  de	  "Sudoku"	  
Triángulo aritmético 
 
Ejercicio de cálculo y de lógica aritmética. 
Suma o resta los números de la base del 
triángulo aritmético según el signo que 
aparece para obtener el segundo bloque 
de números. Después, suma o resta los 
números del segundo bloque para 







Exactamente el mismo concepto que en 
el mini juego “Cálculo 20”, pero en vez 
de escribir el resultado en la pantalla 
táctil, haremos uso del micrófono 
integrado en la Nintendo DS para 
responder. Tan solo hemos de decir en 







Juego de percepción y cálculo. En la pantalla izquierda, se muestran dos relojes. Has 
de escribir en la pantalla derecha las horas y minutos (en positivo) que diferencian el 
reloj de arriba del de abajo. 
 
 
Ilustración 14. Ejemplo de "Temporizador". Flujo de juego 
 
  
Ilustración	  10.	  Ejemplo	  de	  "Triángulo	  aritmético"	  
Ilustración	  11.	  Ejemplo	  de	  "Sonidos"	  
2
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1.4.4.2. Big Brain Academy 
 
Desarrolladora:  Nintendo 
Plataforma:   Nintendo DS 
Fecha de lanzamiento: 5 junio 2006 (7 de julio 2006 en Europa) 
 
En Big Brain el sistema de puntuación es “el peso del cerebro”. Cuanto más pese el 
cerebro, se supone que más inteligente se es, o mejor tiempo de reacción se tiene. No 
hay un mecanismo de juego, puesto que se trata de un conjunto de minijuegos sin que 
ninguno de ellos tenga preferencia sobre los demás. 
 
El jugador puede someterse a examen (modo “Prueba”), realizando diversos ejercicios 
que calcularán “el peso de su cerebro”. 
 
El jugador también puede jugar libremente, sin que se evalúe nada, en el modo 
“Práctica”. El tiempo de cada prueba queda limitado a 60 segundos. 
 
También existe el modo “Competición”, donde hasta 8 jugadores compiten por ver 
quien tiene más “peso de cerebro”. 
 
Como observaciones generales, podríamos decir que Big Brain Academy cuenta con 
un apartado gráfico interesante, divertido y colorido. Su apartado sonoro también está 
a la altura. Busca alejarse un poco de la sobriedad, y convertir un juego “brain” en algo 
desenfadado. Esto, facilita su acercamiento, por ejemplo, a un sector de la población 




Ilustración	  15.	  Pantalla	  de	  título,	  pantalla	  de	  selección	  de	  perfil	  y	  menú	  principal	  




Este juego consiste en deducir cual es el objeto que 
pesa más entre los mostrados. 
 
Durante el tiempo de juego, se nos van mostrando 
situaciones que incluyen una o más balanzas 
(cuantos más aciertos llevemos, mayor número de 
elementos y balanzas irán apareciendo). 
 
La puntuación depende del número de fases superadas 








El objetivo de este juego es reunir a la 
pareja de animales. El animal situado en 
la parte superior se desplazará por las 
líneas trazadas, tomando un desvío 
lateral siempre que pueda.  
 
Con un solo trazo dibujado en la pantalla 
táctil (inferior), hemos de conseguir reunir 
a la pareja de animales. 
 
La puntuación depende del número de 




Ilustración	  16.	  Ejemplo	  de	  "Balanza"	  




Este juego consiste en escuchar la secuencia de 
sonidos reproducidos, e introducirla en el orden 
correcto. La dificultad radica que entre serie y serie, 
los intérpretes cambian, pudiendo aumentar en 
número en fases más avanzadas. 
 
Este minijuego sería una forma avanzada del conocido 
juego “Simón”, que se basa en la misma idea de 
secuencia de sonidos a introducir en un orden 
determinado. 
 
La puntuación depende del número de fases 






Juego que consiste en contar los cubos que nos 
muestran en pantalla. La dificultad aumenta con el paso 
de fases, y se nos van presentando cada vez más 
cubos. 
 
Se ha de tener cuidado con no dejar de contar los cubos 
que no aparecen visibles ocultos tras otros cubos. 
 
La puntuación depende del número de fases superadas 










Este juego consiste en calcular lo más rápidamente 
posible donde hay más dinero. Se presentan dos 
zonas claramente diferenciadas, y en cada una de 
ellas hay una combinación de monedas de diferente 
valor. Para facilitar la asociación, podemos utilizar 
monedas de euro o de dólar americano. 
 
La puntuación depende del número de fases 







Ilustración	  18.	  Ejemplo	  de	  
"Sonidos"	  
Ilustración	  19.	  Ejemplo	  de	  
"Cubos"	  




En este juego, en cada fase tendremos que encontrar 
el número de parejas que se nos indique de entre las 
figuras que se nos muestran. Para dificultar la cosa, el 
set de figuras varia fase tras fase, pudiendo encontrar 
animales, flores, números, plantas… 
 
La puntuación depende del número de fases 




Ilustración	  21.	  Ejemplo	  de	  
"Parejas"	  
1.4.5. Dispositivos táctiles de nueva generación: Los smartphones 
 
Smartphone es un término utilizado para denominar a teléfonos móviles que ofrecen 
una serie de funcionalidades extra respecto los móviles normales. Los modelos 
actuales disponen de cliente de mail, conexión a internet, Wi-Fi, cámara de alta 
resolución, reproductor de audio/video y la posibilidad de instalar aplicaciones, puesto 
que disponen de sistema operativo. Otra de las características importantes, es que 
disponen de pantalla táctil, desde la cual se controlan la mayoría de las 
funcionalidades del aparato. 
 
El primer teléfono inteligente apareció 
en el mercado a principios de los años 
90. Se trata de SIMON de IBM, que 
salió a la venta en 1993. Era un teléfono 
avanzado a su época, que a parte de 
las funciones estándar, disponía de 
calendario, libreta de direcciones, reloj 
mundial, bloc de notas, cliente de mail, 
podía enviar y recibir faxes y tenía 
juegos instalados de serie. Disponía de 
una pantalla táctil desde la cual se 
hacían las interacciones, ya que no 
disponía de botones físicos. 
 
 
La primera revolución smartphone se vivió 
durante los últimos años de los 90 y los 
primeros años del nuevo siglo. Con el boom 
exponencial que internet tuvo, las 
compañías no tardaron en “llevar internet al 
móvil”. Nokia, por ejemplo, sacó su modelo 
9110i, que permitía navegación web a través 
de protocolo WAP. 
 
Pantallas a color, cámaras en el móvil, 
posibilidad de escuchar MP3, ver videos, 
acceder a internet vía WAP, descarga de 
juegos JAVA, politonos… Este fue el 
resultado de la primera revolución 
smartphone. Los teléfonos ya podían hacer 
mucho más que llamar y enviar mensajes. 
 
Pero la revolución importante, la revolución que realmente marcó un hito, un antes y 
un después en el mundo de la telefonía smart tiene una fecha concreta, nombres, 
apellidos y culpables: 29 de junio de 2007, Apple lanza iPhone al mercado. 
 
  
Ilustración	  22.	  SIMON,	  de	  IBM 
Ilustración	  23.	  Nokia	  9110i 
1.4.5.1. iPhone: El detonante de la revolución 
 
En enero de 2007, el director ejecutivo de Apple, Steve Jobs anunció las intenciones 
de la compañía de entrar en el mercado de los dispositivos móviles. Después de 2 
años de desarrollo, se presentó el iPhone. 
 
“Every once in a while a revolutionary product comes along that changes everything” 
(“De vez en cuando, aparece un producto revolucionario que lo cambia todo”) 
 
Steve Jobs, 2007 
 
El dispositivo tenía un solo botón, y una pantalla táctil capacitiva de 3,5” con una 
resolución de 320x480 píxeles y 160 puntos por píxel. El teclado aparecía en pantalla, 
y se introducían los “multitouch”, impensables en una pantalla táctil resistiva. 
 
El iPhone contaba con una cámara de 2 megapíxeles, control de volumen, interruptor 
de silenciado, entrada de Jack de audio de 3,5mm, botón “sleep-wake”, altavoz, 
micrófono, y una entrada de conexión de 30 pins igual que la del iPod. Soportaba 
GSM, EDGE, Bluetooth y WIFI. 
 
Además, el iPhone disponía de 3 sensores que regulaban el comportamiento del 
teléfono: Un sensor de proximidad que apagaba la pantalla cuando se acercaba el 
móvil a la oreja, un sensor de luz que regulaba la luminosidad de pantalla 
dependiendo de la iluminación de la zona donde usáramos el teléfono, y un 
acelerómetro que hacía saber al teléfono si estaba en modo retrato o apaisado. 
 
El iPhone funcionaba con una versión modificada de MacOS X llamada iOS, tenía una 
integración total con iTunes y podía sincronizarse con un Mac, un PC, o un servicio de 
internet incluyendo música y videos de iTunes, contactos, calendarios, fotos, notas, 
favoritos, y cuentas de correo electrónico. 
 
Una de las características que hacían interesante al aparato, era la inclusión del 
navegador web Safari, que hacía posible la visualización de páginas web estándar en 
vez de la versión WAP. También tenía integradas las funciones de Google Maps. 
 
Con todas estas características técnicas, entrar en el mercado americano de la mano 
de AT&T, con quien Apple firmó una exclusiva por 2 años, no supuso problema. A 
Europa este modelo llegó libre, pero de importación. No fue hasta el año siguiente que 
se comenzó a distribuir la versión 3G en nuestro país, como exclusiva de Telefónica. 
 
El Iphone ofrecía prácticamente las mismas funcionalidades que ya estaban presentes 
en otros smartphones del mercado, pero tenía una gran ventaja: se vendía sin manual. 
Apple se había superado. La usabilidad del iPhone estaba a años luz de la 
competencia y cualquier usuario sin un aprendizaje previo podía sacar partido de 
todos sus funciones sin tener que leer un complejo manual, a menudo mal redactado y 
peor traducido. La excelente usabilidad del iPhone junto con su seductor diseño 
consiguió popularizar el uso del Smartphone a nivel mundial. 
 
Pero aun faltaba algo. En este punto, aun no era posible instalar aplicaciones de 
terceros. Se hubo de esperar hasta el 10 de julio de 2008. 
  
1.4.5.1.1. App Store: la plataforma de distribución 
 
App Store es la plataforma de 
distribución de aplicaciones de terceros 
creada por Apple para sus dispositivos. 
Los usuarios de iPhone, iPad e iPod 
Touch que quieran adquirir aplicaciones 
de forma legal solo pueden conseguirlas 
a través de esta plataforma. Apple 
testea y controla las aplicaciones antes 
de su publicación. 
 
La inauguración se llevó a cabo el 10 de 
julio de 2008. Ese día, una actualización 
de iTunes hizo accesible la App Store a 
los usuarios. Steve Jobs dijo que había 
disponibles 500 aplicaciones de diverso 
contenido (Educativas, juegos, para 
empresa…) de las cuales 125 eran 
gratuitas. Durante el primer fin de 
semana, se descargaron 10 millones de 
aplicaciones. 
 
Un año después, el 8 de junio de 2009, 
ya habían disponibles más de 50000 
aplicaciones de terceros disponibles 
para el iPhone y el iPod Touch en la 
App Store y se habían alcanzado los 
1000 millones de descargas. 
 
El mecanismo de publicación por parte de terceros es relativamente sencillo y directo: 
 
1. Obtención de licencia de desarrollador (99$ - 300$) 
2. Descarga de SDK de desarrollo para iOS. 
3. Desarrollo de software. 
4. Envío de la aplicación a Apple, indicando el precio de venta deseado. (70% 
desarrollador, 30% Apple) 
5. Proceso de revisión por parte de Apple. 
6. Publicación si todo está correcto. 
 
A diferencia de otros repositorios de aplicaciones (como por ejemplo el Android 
Market), el control sobre las aplicaciones existente en la fase previa a la publicación 
por parte de Apple, hace más difícil la existencia de software malicioso. 
 
Se adjunta como anexo el documento “Review Guidelines” (Ver Anexo IV), donde se 




Ilustración	  24.	  App	  Store	  en	  dispositivos	  móviles 
1.4.6. Venta de Nintendo DS vs. Venta de iPhone 
 
En la siguiente tabla se pueden observar los datos de ventas de Nintendo DS y iPhone 
durante el periodo 2005-2010. 
 
 2005 2006 2007 2008 2009 2010 
Nintendo 
DS 
5.270 11.460 23.560 30.310 31.180 27.110 
iPhone 0 0 1.389 11.627 20.731 39.989 
Tabla 3. Ventas anuales de Nintendo DS y iPhone entre 2005 y 2010. En miles de unidades 
Fuentes: Nintendo Consolidated Sales by Region y Sales Data de Apple desde 3er cuarto de 2007 a 4rto 
cuarto de 2010 (Ver bibliografía para más información). Elaboración propia. 
En estos datos no se han incluido ni iPod Touch ni iPad. Incidir en que los tres 
dispositivos pueden ser considerados “competencia” por Nintendo. Los juegos que 
encontramos en dispositivos iOS son en su mayoría juegos casuales, y pese a que no 
atacarían a todo el mercado de usuarios de Nintendo DS, sí que lo harían con los 
jugadores ocasionales. 
 
A continuación se muestran estos mismos datos en un gráfico, para poder entender 
más rápidamente la tendenciaa. 
 
 
Ilustración 25. Gráfico cruzado de ventas anuales de Nintendo DS y iPhone (2005 - 2007) 
En el gráfico se puede ver como el número de unidades de Nintendo DS vendidas en 
2006 dobla las del año anterior, y las de 2007 doblan las de 2006. 2008 también trae 
un aumento de ventas, pero más discreto, y más discreto aun es el aumento de ventas 
de 2009. En 2010 se aprecia por primera vez un descenso en las ventas. 
 
Mirando ahora las unidades de iPhone vendidos, se aprecia una subida desorbitada. 
Salvo el primer año (solo 2 cuatrimestres), el resto de años doblan prácticamente al 
año anterior. Pese a no aparecer en la tabla, las ventas de los dos primeros 
cuatrimestres de 2011 ya alcanzan los 35 millones de unidades vendidas. 
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iPhone 4. Para Nintendo DS se han contabilizado las unidades vendidas de Nintendo DS, Nintendo DS 
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Nintendo	  DS	  Iphone	  
Todo esto significará que entre finales de 2011 y principios de 2012 el número de 
unidades de iPhone vendidas superará al de Nintendo DS, lo cual conlleva más base 
de usuarios potenciales. Y no estamos contando con el mercado de Android (se 
estima que aproximadamente es el doble que el de iPhone). 
 
Recordemos que anteriormente hemos acotado el boom de los juegos “brain” en 
videoconsolas entre 2006 y 2009. Claramente, la situación existente en 2005 y en 
2010 es radicalmente diferente. 
 
En la actualidad, un jugador casual ya no ha de comprar una videoconsola para jugar 
esos 15 minutos en el tren. La suele llevar siempre en el bolsillo, junto con el 
reproductor de música y la cámara de fotos. El jugador casual tampoco ha de pagar el 
precio de un videojuego de videoconsola (40€ aproximadamente), si no que un juego 
que le proporcione horas de entretenimiento le puede costar menos que un café en 
cualquier bar e incluso salirle gratis; en cualquier caso no mucho más de 2€. 
 
Con el marco que hemos definido anteriormente, los juegos “brain” salieron del 
mercado de las consolas en 2009. 
 
1.4.7. ¿Han muerto los juegos “brain”? 
 
Ante tal pregunta, la respuesta es rotunda. NO. 
 
Simplemente se han mudado de plataforma. Se puede confirmar esto buscando el 
término “brain” en la App Store. Aparecen más de 200 resultados solo para iPhone. 
 
Como ya se ha comentado antes, a 
diferencia de los juegos de Nintendo 
DS, los juegos para iPhone cuestan 
muchas veces, menos de 2€. Incluso 
se pueden encontrar una gran 
cantidad gratis, con publicidad en 
pantallas de menú, etc. Y un precio 
reducido es el precio esperado por 
personas que juegan a un juego para 
pasar el rato: el jugador ocasional. 
 
  
Ilustración	  26.	  Búsqueda	  de	  "brain"	  en	  la	  App	  Store 
1.4.7.1. Dr. Kawashima, también en iOS 
 
Al principio de este apartado, se hizo mención al Dr. Kawashima y al juego que 
Nintendo publicó para su consola portátil Nintendo DS. Se ha visto como ese juego 
había sentado una base y creado un género completamente nuevo. Pero… ¿qué hace 
el Dr. Kawashima en la actualidad? ¿Ha dejado el mundo del videojuego para 
dedicarse a sus otras labores? 
 
La respuesta es la misma que la que se dio a la pregunta sobre la muerte del género 
“brain”: NO. El Dr. Kawashima sigue estrechamente vinculado al mundo del 
videojuego, continuando su exitosa trayectoria en una plataforma diferente. Ahora, 





Además, en 2009 publicó un videojuego para PC/Mac llamado "Train your Brain with 
Dr. Kawashima" y recientemente ha publicado “Body and brain connection” para 
Xbox360. 
  
Ilustración	  27.	  Brain	  Magister	  y	  Brain	  Magister	  2	  para	  iOS 
1.4.8. Justificación del proyecto 
 
Con todos estos datos, se pueden extraer varias conclusiones: 
 
• Los smartphones pueden ser el futuro del entretenimiento portátil en detrimento 
de las videoconsolas portátiles tradicionales. 
 
• La tendencia es que el número de potenciales consumidores de aplicaciones 
móviles vaya en aumento. 
 
• A la vista de la cantidad de títulos aparecidos, parece ser que es infinitamente 
más sencillo publicar una aplicación para Smartphone que hacer lo propio en 
una videoconsola tradicional.  
 
• iPhone revolucionó el mercado de la telefonía además de posicionarse como 
competidor dentro de la industria del videojuego. 
 
Es por esto que me atrajo la idea de crear una aplicación para Smartphone como 
proyecto final de carrera. Tratándose de un mercado al alza, la experiencia de 
desarrollar y publicar una aplicación podía ser muy beneficiosa para mí en un futuro. 
 
El tema de la aplicación, los videojuegos, lo elegí por afinidad: Siempre me han 
gustado y he disfrutado con ellos. Es por eso que decidí dar el siguiente paso y crear 
un videojuego desde cero. 
 
Me decanté por los juegos “brain” por el estupendo sistema de control que ofrecen los 
smartphones: las pantallas táctiles. El boom del género “brain” fue debido en gran 
parte a la popularización de las pantallas táctiles en el entretenimiento. 
 
La elección de la plataforma de desarrollo, iPhone, vino dada por varios factores: 
• Preferencia personal de iPhone frente a Android. 
• Extensa documentación por parte de Apple. 
• Facilidad en el proceso de publicación de aplicaciones en la App Store. 
  
1.5. Visión general de la plataforma iPhone 
 
En este apartado se introducirá la plataforma sobre la que se desarrollará este 
proyecto: el iPhone.  
 
Se hablará a modo de introducción tanto del sistema operativo que se puede encontrar 
en un iPhone como del desarrollo para iOS. 
 
En el Anexo III se muestran las características técnicas completas del iPhone 3GS, el 
iPhone 4 y el iPhone 4S, los modelos que actualmente están en producción (los 
modelos anteriores están descontinuados). 
 
1.5.1. Sistema operativo: iOS 
 
iOS es el sistema operativo móvil que podemos encontrar en iPhone, iPad y iPod 
Touch. Es un derivado de Mac OS X, un sistema operativo basado en UNIX.  
 
La interfaz de usuario de iOS se basa en el concepto de manipulación mediante 
gestos multitáctiles. La respuesta es inmediata y se provee de una interfaz fluida. La 
interacción con el sistema operativo se realiza mediante gestos como deslizar, tocar y 
pellizcar. Acelerómetros, giroscopios y sensores son utilizados también por el teléfono 
como entradas de datos. 
 
iOS está estructurado mediante un sistema de capas. Dispone de 4 capas de 
abstracción diferentes, que se podrán apreciar en la siguiente ilustración: 
 
 
Ilustración 28. Capas de abstracción de iOS 
 
Core OS y Core Services son las capas más profundas de la arquitectura de iOS. 
Estas capas contienen las interfaces fundamentales del sistema operativo, incluyendo 
aquellas utilizadas para acceder a archivos, estructuras de datos de bajo nivel o 
sockets, por nombrar algunos. Estas interfaces están codificadas mayoritariamente en 
C. 
 
La capa multimedia (o Media Layer) contiene las tecnologías fundamentales 
necesarias para soportar el dibujado 2D y 3D o la grabación y reproducción de audio y 
video. Esta capa contiene las librerías C de OpenGL, Quartz, y Core Audio. También 
contiene Core Animation, un motor gráfico avanzado escrito en Objective-C. 
 
En la capa Cocoa Touch, la mayoría de las tecnologías utilizadas están escritas en 
Objective-C. Los frameworks situados en esta capa son los que proporcionan la 
infraestructura principal utilizada por las aplicaciones.  
 
iOS apuesta por un sistema de sandbox o caja de arena para gestionar aplicaciones. 
Este sistema impermeabiliza una aplicación de otra, limitando y controlando 
explícitamente el contacto e interconexiones entre aplicaciones y entre una aplicación 
y elementos claves del sistema operativo. 
 
Las actualizaciones del sistema operativo son liberadas, descargadas, y aplicadas 
mediante iTunes. 
 
iOS 5.0.1 es la última versión del sistema operativo. Esta versión fue liberada el 10 de 
noviembre de 2011.   
  
1.5.2. Desarrollo para entorno iOS 
 
Este apartado está destinado a mostrar qué es necesario para desarrollar aplicaciones 
iOS, tanto conocimientos como herramientas. En este caso, necesitaremos conocer el 
lenguaje de programación, entender la como funciona una aplicación a nivel interno, 
disponer de un compilador para dicho lenguaje de programación y una forma de 




Objective-C es el principal lenguaje de programación de aplicaciones para iOS. 
También se usa como lenguaje de programación en Mac OS X y GNUstep. Se trata de 
un lenguaje de programación orientado a objetos que añade la sintaxis de Smalltalk al 
lenguaje de programación C. 
 
1.5.2.1.1. Características del lenguaje 
 
Objective-C es un lenguaje de programación basado en C. Se puede compilar 
cualquier programa escrito en C con un compilador de Objective-C. Igualmente, se 
puede incluir código en C en cualquier clase de Objective-C. 
Sintaxis 
 
La sintaxis de referencia a objetos en Objective-C deriva de Smalltalk, mientras que 
toda la sintaxis para las operaciones no orientadas a objetos (declaración de variables, 




El modelo de orientación a objetos de Objective-C consiste en pasar mensajes a las 
instancias de objeto. Esto es diferente al estilo Simula de programación usado en C++. 
 
Enviar el mensaje método al objeto apuntado por el puntero “obj” requeriría lo 
siguiente en C++: 
 
En Objective-C esto mismo se escribiría de la siguiente forma: 
 
La diferencia entre estos dos estilos radica en como el código referenciado por el 
método o mensaje es ejecutado: En C++ el método llamado está ligado por el 
compilador a una sección de código (binding) en la clase apuntada, mientras que en 
Objective-C el objetivo de un mensaje se resuelve en tiempo de ejecución. El objeto 
sobre al que se envía el mensaje no garantiza respuesta (En caso de no responder, 
lanza una excepción). 
 
Ambos estilos de programación tienen sus puntos a favor y en contra. Los lenguajes 
como C++ permiten herencia múltiple y una ejecución más rápida por el uso de 
binding en tiempo de compilación, pero no permite binding dinámico por defecto 
obj->método(argumento); 
[obj método:argumento]; 
También fuerza que todos los métodos tengan su correspondiente implementación (a 
excepción de los métodos virtuales). Objective-C permite mensajes no implementados, 
delegando la responsabilidad a la ejecución del programa. Por ejemplo, un mensaje 
puede ser enviado a una colección de objetos de la cual se espera respuesta solo de 
algunos, sin temor a producir errores de ejecución. El paso de mensajes tampoco 
requiere que un objeto se defina en tiempo de compilación. 
 
Dado al coste de interpretar mensajes, la primera ejecución de un mensaje tarda el 
triple de tiempo que la misma llamada en C++. Las siguientes llamadas, al estar en 
memoria, son muchísimo más rápidas en Objective-C que en C++; 
 
Interfaces e Implementaciones 
 
En Objective-C, la interface y la implementación de una clase se definen en bloques 
de código diferentes. Por convención, los desarrolladores escriben la interface en un 
archivo .h y la implementación en un archivo .m. 
 
La interface de una clase es donde se definen variables, mensajes a la clase y 
mensajes a las instancias de la clase. Una interface común sería así: 
 
El signo de suma indica que el mensaje es un mensaje a la clase, mientras que el 
signo de resta indica que el mensaje es un mensaje de instancia. Los métodos de 
clase no tienen acceso a las variables de la instancia. 
 
Los tipos (de variable o de respuesta) pueden ser cualquier tipo estándar en C o un 
puntero a objeto. El tipo “id” se usa para referirse a “objeto” (Como la clase Object en 
JAVA). 
 
La implementación de la clase es donde realmente se escribe el código del programa. 
Una implementación para la interface anterior podría ser la siguiente: 
 
@interface CLASE : SUPERCLASE { 
 tipo VARIABLE_INT; 
 tipo VARIABLE_BOOL; 
} 
 
+ (tipo) mensajeAClase1; 
+ (tipo) mensajeAClase2: (tipo)param; 
 
- (tipo) mensajeAInstancia: (tipo)param; 
@end 
@implementation CLASE 	  
 
+ (tipo) mensajeAClase1 { 
 //implementación de mensajeAClase1 
} 
+ (tipo) mensajeAClase2: (tipo)param { 
 //implementación de mensajeAClase2 
} 
 
- (tipo) mensajeAInstancia: (tipo)param { 





Una vez se ha escrito una clase, se puede instanciar. Esto conlleva un proceso de 
reserva de memoria e inicialización de la clase, que se lleva a cabo en una sola línea 
de código para evitar la posibilidad de tener reservado espacio en memoria sin un 
objeto que lo llene. 
 
El siguiente ejemplo muestra como se realizaría una instanciación estándar, sin 
parámetros en la inicialización: 
 
El siguiente ejemplo muestra como se realizaría una instanciación equivalente a la 
instanciación anterior: 
 
El siguiente ejemplo muestra como se realizaría una instanciación personalizada 
(mediante un mensaje de instancia), con parámetros en la inicialización: 
 
El mensaje alloc reserva suficiente memoria para guardar todas las variables de 
instancia para un objeto, establece el valor de dichas variables a 0. 
 
El mensaje init realiza las tareas de definición de la instancia después de su creación. 
A continuación se muestra un mensaje init estándar: 
 
En Objective-C el programador gestiona la memoria. El programador es el encargado 
de reservar memoria para sus instancias y liberarla cuando ya no la necesite.  
 
Objective-C no cuenta con ningún garbage collector como Java. Cuenta con un 
sistema de contadores de desaparición. Cuando el contador interno de un objeto llega 
a 0, Objective-C lo destruye y libera la memoria que éste ocupaba. 
 
Los mensajes de clase que establecen o modifican el contador interno de los objetos 
son alloc, copy, retain, release. Con alloc, el contador interno del objeto se inicializa a 
1. Con copy (sirve para copiar un objeto) el contador interno se inicializa al valor que 
tenía el objeto copiado. Con retain el valor del contador aumenta en 1. Con release, el 




CLASE * c = [[CLASE alloc] init]; 
CLASE * c = [[CLASE alloc] initWithParam: parametro]; 
CLASE * c = [CLASE new]; 
- (id) init { 
 self = [super init]; 
 if (self) { 
  //tareas de inicialización 
 } 
 return self; 
} 
1.5.2.1.2. Breve historia 
 
A principios de los 80, el software se desarrollaba usando programación estructurada, 
establecida para ayudar a segmentar los programas, haciendo más fácil el desarrollo 
cuando la aplicación se volvía muy grande. Con el paso del tiempo la programación 
estructurada se volvió menos útil ya que se tendía a la repetición de código y al código 
spaghetti, dificultando la reutilización de código. 
 
Muchos vieron que la programación orientada a objetos sería la solución al problema. 
Smalltalk ya tenía solucionados muchos de estos problemas, pero usaba una máquina 
virtual, necesitando mucha memoria para la época. 
 
Objective-C fue creado principalmente por Brad Cox y Tom Love a inicios de los 80 en 
su compañía Stepstone. Ambos fueron iniciados en Smalltalk mientras estaban en el 
Programming Technology Center de ITT en 1981. Con vistas a los problemas de 
reutilización de código, Cox empezó a modificar el compilador de C para agregar 
capacidades de Smalltalk. Pronto tuvo una extensión para añadir la programación 
orientada a objetos a C la cual llamó «OOPC» (Object-Oriented Programming in C).  
 
Para demostrar un progreso real, Cox mostró que para hacer componentes de 
software intercambiables sólo se necesitaban unos pequeños cambios en las 
herramientas existentes. Éstas necesitaban soportar objetos de manera flexible y 
contar con un conjunto de bibliotecas reutilizables. 
 
Cox y Love fundaron una empresa, Productivity Products International (PPI) para 
comercializar su producto: un compilador de Objective-C con su conjunto de 
bibliotecas. 
 
En 1988, NeXT, la compañía que creó Steve Jobs después de abandonar Apple, 
licenció Objective-C de StepStone (el propietario de la marca Objective-C) y lanzó su 
propio compilador y bibliotecas de Objective-C en los que se basaba la interfaz gráfica 
de NeXTSTEP.  
 
Después de adquirir NeXT en 1996, Apple usó OpenStep en su nuevo sistema 
operativo, Mac OS X. Incluía las herramientas de desarrollo Project Builder (luego 
reemplazado por Xcode) y también Interface Builder. La mayoría de la API actual de 
Cocoa está basada en OpenStep, siendo el entorno de Objective-C más importante 
para desarrollar software. 
 
1.5.2.2. MVC: el patrón de diseño recomendado para aplicaciones 
 
El patrón MVC separa los datos de una aplicación, las vistas o interfaces de usuario, y 
la lógica de negocio en tres capas diferenciadas: Modelo, Vista y Controlador. Se 
puede encontrar habitualmente en aplicaciones web y es el patrón que Apple 
recomienda para desarrollar aplicaciones Mac e iOS. 
 
 
Ilustración 29. MVC y la comunicación entre bloques 
 
Modelo: Los objetos del modelo encapsulan datos específicos para una aplicación y 
definen la lógica con la que se manipulan y procesan dichos datos. Los datos, que 
pueden ser persistentes en la aplicación (almacenados en archivos o bases de datos), 
deberían residir en objetos de modelo después de que estos sean cargados en la 
aplicación. 
 
Vista: Un objeto de la vista es un objeto que el usuario puede ver. El objeto de la vista 
sabe dibujarse a sí mismo y puede responder a acciones del usuario. Un botón es un 
objeto de la vista, por ejemplo. 
 
Controlador: Funciona de intermediario entre vista y modelo. Responde a eventos 
(acciones programadas o acciones de usuario) y genera una respuesta, en forma de 
peticiones al modelo o a la vista. 
 
Para aplicaciones se utiliza una versión ligeramente modificada de este patrón en la 
cual Vista y Controlador están integrados. Con esta integración se pretende diferenciar 
entre la parte visual de la aplicación (acción y reacciones gráficas) y la programación y 
acceso a datos. 
 
 
1.5.2.3. El ciclo de vida de una aplicación 
 
Conocer el ciclo de vida de una aplicación consiste en saber que sucede desde que se 
pulsa su icono hasta que acaba la ejecución. Este conocimiento es crucial, ya que 
servirá para entender como gestiona el sistema memoria y eventos y permitirá diseñar 
la aplicación acorde a las necesidades. 
 
El framework UIKit se encarga de gestionar y continuar la ejecución de la aplicación. 
Durante la ejecución se reciben eventos, y se ha de generar una respuesta adecuada. 
Los eventos son recogidos por el objeto UIApplication, que forma parte del framework 
UIKit, y son respondidos según se especifique en el código fuente de la aplicación. 
 
Después de pulsar el icono de la aplicación, ésta procede a ejecutarse llamando a su 
función main(). Una vez ejecutada, el UIKit se encargará de inicializar la aplicación, 
primero cargando la interfaz de usuario, y seguidamente dejando paso al event loop, el 
bucle principal de la aplicación. Es en este bucle donde el UIKit se encarga de 




Ilustración 30. Ciclo de vida de una aplicación 
 
Antes de iOS 4, cuando el usuario apretaba el botón Home, la aplicación era finalizada 
y eliminada de la memoria. Esto constituía un modelo más simple, pero pagando el 
coste de tiempos de inicialización más largos. Mantener aplicaciones en memoria 
añade complejidad al ciclo de vida de la aplicación, pero proporciona beneficios 
significativos en cuanto a experiencia de usuario. 
 
1.5.2.3.1. Estados de las aplicaciones y transiciones de estado 
 
Estado Descripción 
No ejecutada La aplicación no ha sido ejecutada, o estaba siendo ejecutada y 
recibió orden de terminación.  
Activa La aplicación está siendo ejecutada en primer plano, y está 
actualmente recibiendo eventos. 
Inactiva La aplicación está siendo ejecutada en primer plano, pero 
actualmente no recibe eventos. Por lo general, este estado es un 
estado intermedio (cambio de vistas dentro de la misma aplicación, 
por ejemplo). La única situación que hace que una aplicación pase a 
ser inactiva por un periodo prolongado de tiempo es cuando durante 
el transcurso de la ejecución de una aplicación activa el usuario 
bloquea la pantalla o el sistema insta al usuario a responder a algún 
evento, como por ejemplo una llamada entrante o una notificación 
(SMS recibido, otra aplicación…). 
Suspendida La aplicación está en segundo plano, pero no está ejecutando 
código. El sistema es quien asigna este estado automáticamente. 
Una aplicación suspendida es como si estuviera congelada en el 
instante previo a ser suspendida. Una vez se reanuda, retoma la 
ejecución de código. En condiciones extremas de memoria baja, el 
sistema puede cerrar sin previo aviso aplicaciones suspendidas. 
Background La aplicación está en segundo plano mientras sigue ejecutando 
código. Muchas aplicaciones entran en este estado como estado 
previo a Suspendida. 
Tabla 4. Tabla de estados de las aplicaciones en iOS  
 
Ilustración 31. Transición de estado "No ejecutada" a estado "Activa" 
 
 
Ilustración 32. Transición de estado "Activa" a estado "Background" 
 
 
Ilustración 33. Transición de estado "Background" a estado "Activa" 
 
1.5.2.4. iOS SDK 
 
Para empezar a desarrollar para iOS se requieren una serie de herramientas como por 
ejemplo un compilador, un depurador o un entorno de trabajo. 
 
Ante esta necesidad, Apple puso a disposición de los desarrolladores el 6 de Marzo de 
2008 la primera beta de su kit de desarrollo para iOS (iOS SDK 1.2 Beta 1). Esto era 
claramente la antesala a la apertura de la App Store en Julio del mismo año. El mismo 
día de la inauguración de la App Store, el 11 de Julio de 2008, Apple liberó la primera 
versión estable de su kit de desarrollo (iOS SDK 2.0). 
 
Actualmente, la última versión estable es iOS SDK 4.3. Esta versión incluye las 
siguientes aplicaciones: 
 
• Xcode 4 
• Interface Builder integrado con Xcode 
• Instruments 
• Simulador iPhone / iPad 
 
Se detallan a continuación los más relevantes. 
 
1.5.2.4.1. Xcode e Interface Builder 
 
La aplicación principal es el entorno de desarrollo (IDE), también llamado Xcode. 
Xcode dispone de un editor de texto con funciones de ayuda y autocompletado que 
ayudan al programador a la hora de escribir código. 
 
Xcode incluye una versión modificada de GCC (apple-darwin9-gcc-4.2.1) que soporta 
código en C, C++, Objective-C, Objective-C++, Java, AppleScript, Python y Ruby. 
Existe soporte para Pascal, Ada, C#, Perl, Haskell, y D proporcionado por terceros. 
Xcode utiliza GNU Debugger. 
 
Cabe apuntar que Xcode no se utiliza únicamente para desarrollar aplicaciones para 
iOS. Se puede utilizar como IDE de desarrollo para aplicaciones Mac o para 
aplicaciones Java multiplataforma entre otras. Para el desarrollo de aplicaciones iOS 
deberemos codificar en Objective-C (nativo), Objective-C++, C o C++. 
 
Interface builder permite a desarrolladores de iOS y Mac crear interfaces para sus 
aplicaciones utilizando una interfaz gráfica, lo que resulta sencillo. Interface Builder se 
puede utilizar para crear las vistas estándar que encontramos en un dispositivo iOS. 
Para vistas personalizadas con funcionalidades que se escapen a lo estándar, el 
programador ha de codificarlas manualmente. 
1.5.2.4.2. iPhone / iPad simulator 
 
Otro elemento crucial en el desarrollo de aplicaciones para iOS es el simulador. El 
SDK incluye simuladores de iPhone y iPad integrados, que hacen mucho más simple 
probar nuestro código y ver el resultado de una forma muy similar a como se verá en 
el dispositivo físico. 
 
El simulador permite introducir eventos de entrada de un modo parecido a como lo 
haríamos con el mismo iPhone o iPad (exceptuando acelerómetros, giroscopios y 
GPS) y ver como funciona la aplicación antes de ejecutarla en un dispositivo. 
2. Memoria técnica 
 
2.1. Análisis de requisitos 	  
2.1.1. Actores 	  
El sistema tendrá un único actor, el jugador. Se supondrá a todos los efectos que el 
jugador es el propietario de la plataforma (iPhone).	  	  
2.1.2. Requisitos funcionales 	  
Los requisitos funcionales describen el listado de funcionalidades que el sistema 
deberá implementar para cumplir los objetivos señalados en la descripción del 
proyecto.	  
 
• El sistema ha de implementar 8 minijuegos, diferentes e individuales entre 
ellos. 
 
• El sistema ha de ser capaz de generar partidas aleatorias para todos y cada 
uno de los minijuegos. 
 
• El sistema ha de hacer persistente a nivel local puntuaciones del usuario en 
cada uno de los minijuegos. El usuario podrá consultar las tablas de 
puntuaciones para cada minijuego. 
 
• El sistema ha de hacer persistente a nivel global (de todos los usuarios del 
sistema) las puntuaciones del usuario en cada uno de los minijuegos. El 
usuario podrá consultar las tablas de puntuaciones para cada minijuego. Así 
mismo, el usuario podrá deshabilitar esta funcionalidad. 
 
• El sistema ha de contar con un sistema de estadísticas tanto a nivel general 
como individual de cada mini juego. 
 
• El sistema ha de contar con integración en redes sociales (Facebook y Twitter), 
permitiendo compartir puntuaciones y fomentar la descarga de la aplicación por 
parte de nuevos usuarios. 
 
• El sistema contará con localización lingüística (castellano, catalán, e inglés). El 
sistema ha de permitir la ampliación del número de idiomas de forma sencilla. 	  
2.1.3. Requisitos no funcionales 
 
Los requisitos no funcionales son aquellos que describen cualidades y características 
del sistema o de la plataforma sobre la que será desarrollado. Los requisitos no 
funcionales no describen nada relacionado con la información del sistema o sus 
funciones. 
 
• El sistema deberá ser ejecutable en dispositivos con el sistema operativo iOS 
4.1 o superior. Se limitará por ello la portabilidad del sistema a dispositivos de 
Apple, en concreto iPod Touch, iPad e iPhone, siendo este último la plataforma 
principal sobre la que se desarrollará el sistema. 
 
• El sistema deberá ser rápido y eficiente en su ejecución, minimizando 
ralentizaciones y congelaciones temporales al máximo. Fallar en este requisito 
podría suponer que el sistema no fuera atractivo a ojos de los jugadores. 
 
• El sistema ha de ser sencillo de utilizar y la interacción entre usuario y sistema 
ha de ser lo más fluida e intuitiva posible. 
 
• El sistema ha de contar con un apartado gráfico original y divertido. 
 
• El sistema ha de contar con efectos de sonido y música de fondo. 
 
• El sistema ha de ser publicable en la App Store de Apple. Por ello, ha de 
cumplir una serie de requisitos (Ver Anexo V). 
 
  
2.2. Especificación 	  
Una vez definidos todos los requisitos del sistema, se procederá a realizar la 
especificación del mismo. La especificación sirve para establecer la funcionalidad del 
sistema y estará compuesto por la definición de los casos de uso y un modelo 
conceptual de datos.	  	  
2.2.1. Casos de uso 	  
Los casos de uso son una descripción textual de las interacciones entre el usuario y el 
sistema y la respuesta que éste consigue por ello. 	  	  
A continuación se mostrarán por medio de diagramas los casos de uso que 
compondrán el sistema.	  	  
2.2.1.1. Casos de uso del menú principal	  
 
Ilustración 34. Diagrama de casos de uso para el menú principal	  
Práctica 
Actores: Jugador 




El jugador pulsa el botón “Juegos”  
 Se muestra por pantalla el menú de 
selección de categoría. 
(Caso de uso “Selección de categoría”) 
 	  	   	  
Tutoriales 
Actores: Jugador 




El jugador pulsa el botón “Tutoriales”  
 Se muestra por pantalla la sección de 
tutoriales de la aplicación. 








El jugador pulsa el botón “Puntuaciones”  
 Se muestra por pantalla la sección de 
puntuaciones de la aplicación. 









El jugador pulsa el botón “Estadísticas”  
 Se muestra por pantalla la sección de 
estadísticas de la aplicación. 








El jugador pulsa el botón “Opciones”  
 Se muestra por pantalla el menú de 
opciones. 








El jugador pulsa el botón “Acerca de…”  
 Se muestra por pantalla la sección de 
información adicional. 
(Caso de uso “Acerca de…”) 
 	  	  
Acceso a Game Center 
Actores: Jugador 
Descripción: El jugador quiere empezar a compartir sus puntuaciones a través de la 
plataforma Game Center. Si el dispositivo del usuario está autentificado en el Game 





El jugador pulsa el botón “Log In”  
 Se le dará al jugador la posibilidad de 
introducir nombre de usuario y contraseña 
de una cuenta válida de Game Center o 
crear una nueva. 
 	  
2.2.1.2. Casos de uso del menú de selección de categoría	  
 
Ilustración 35. Diagrama de casos de uso para el menú de selección de categoría	  
Memoria / Cálculo / Percepción / Reflejos 
Actores: Jugador 




El jugador pulsa un botón de categoría  
 Se muestra por pantalla el menú de 
selección de juego para la categoría 
seleccionada. 








El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú principal. 
(Caso de uso “Menú principal”) 
 	  
2.2.1.3. Casos de uso del menú de selección de juego	  
 
Ilustración 36. Diagrama de casos de uso para el menú de selección de juego	  
Prueba 1 / Prueba 2 
Actores: Jugador 




El jugador pulsa un botón de juego  









El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú de 
selección de categoría. 
(Caso de uso “Selección de categoría”) 
 	  	   	  
2.2.1.4. Casos de uso de la sección de tutoriales	  
 
Ilustración 37. Diagrama de casos de uso de la sección de tutoriales	  
Juego (8 diferentes) 
Actores: Jugador 




El jugador pulsa el botón del juego del que 
ha decidido consultar el tutorial 
 
 Se muestra por pantalla la información de 
tutorial para dicho juego. 
 
Flujo alternativo 1 
 
Usuario Sistema 
 El jugador ha pulsado el botón del juego del 
que ya se está mostrando información. El 








El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú principal. 
(Caso de uso “Menú principal”) 
 	  	   	  
2.2.1.5. Casos de uso de la sección de puntuaciones	  	  
 
Ilustración 38. Diagrama de casos de uso de la sección de puntuaciones	  
Juego (8 diferentes) 
Actores: Jugador 




El jugador pulsa el botón del juego del que 
ha decidido consultar puntuaciones 
 
 Se muestra por pantalla la tabla de 
puntuación para dicho juego. 
 
Flujo alternativo 1 
 
Usuario Sistema 
 El jugador ha pulsado el botón del juego del 
que ya se está mostrando información. El 
sistema ocultará la información mostrada. 
 
 
Consultar puntuación online (para un juego) 
Actores: Jugador 





El jugador pulsa el botón “Consultar 
puntuaciones online” del juego seleccionado 
 
 Se muestra por pantalla la tabla de 










El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú principal. 
(Caso de uso “Menú principal”) 
 	  
2.2.1.6. Casos de uso de la sección de estadísticas	  
 
Ilustración 39. Diagrama de casos de uso de la sección de estadísticas	  
General 
Actores: Jugador 




El jugador pulsa el botón “General”  
 Se muestra por pantalla las estadísticas 
generales del sistema. 
 
Flujo alternativo 1 
 
Usuario Sistema 
 El jugador ha pulsado el botón “General” 
cuando ya se están mostrando esas 
estadísticas. El sistema ocultará la 
información mostrada. 
 	  
Juego (8 diferentes) 
Actores: Jugador 




El jugador pulsa el botón del juego del que 
ha decidido consultar las estadísticas 
 
 Se muestran por pantalla las estadísticas 
para dicho juego. 
 
Flujo alternativo 1 
 
Usuario Sistema 
 Ej. jugador ha pulsado el botón del juego del 
que ya se están mostrando estadísticas. El 









El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú principal. 
(Caso de uso “Menú principal”) 
 	  
2.2.1.7. Casos de uso del menú de opciones	  
 
Ilustración 40. Diagrama de casos de uso para el menú de opciones	  
Idioma 
Actores: Jugador 




El jugador pulsa el botón “Idioma”  
 Se muestra por pantalla la sección de 
selección de idioma. 








El jugador pulsa el botón “Sonido”  
 Se muestra por pantalla la sección de 
opciones de sonido. 








El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú principal. 
(Caso de uso “Menú principal”) 
 	  	   	  
2.2.1.8. Casos de uso de la sección de selección de idioma	  
 
Ilustración 41. Diagrama de casos de uso de la sección de selección de idioma	  
Idioma 1 
Actores: Jugador 




El jugador pulsa el botón “Idioma 1”  
 Se modifica el fichero de textos utilizados, 
por lo que cambiará el idioma de los textos 
de toda la aplicación. 
Se muestra por pantalla el menú de 
opciones. 









El jugador pulsa el botón “Idioma 1”  
 Se modifica el fichero de textos utilizados, 
por lo que cambiará el idioma de los textos 
de toda la aplicación. 
Se muestra por pantalla el menú de 
opciones. 








El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú de 
opciones. 
(Caso de uso “Opciones”) 
 	  
2.2.1.9. Casos de uso de la sección de opciones de sonido	  
 
Ilustración 42. Diagrama de casos de uso de la sección de opciones de sonido 
Volumen música 
Actores: Jugador 




El jugador arrastra el control deslizante al 
punto deseado de la barra de “Volumen 
música” 
 
 El sistema modifica el volumen al que está 










El jugador arrastra el control deslizante al 
punto deseado de la barra de “Volumen FX” 
 
 El sistema modifica el volumen al que está 
sonando la música de fondo. Se reproduce 
un efecto especial con la finalidad de 










El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú de 
opciones. 
(Caso de uso “Opciones”) 
 
 
2.2.1.10. Caso de uso de la sección Acerca de… 
 
Ilustración 43. Diagrama de casos de uso de la sección de Acerca de… 
Atrás 
Actores: Jugador 




El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú principal. 
(Caso de uso “Menú principal”) 
 	  
2.2.1.11. Casos de uso para la sección post-juego (para todos los 
juegos)	  	  
Este caso de uso se mostrará al jugador después de la finalización de una partida del 
juego seleccionado.	  
 
Ilustración 44. Diagrama de casos de uso de la sección post-juego	  
Compartir en Facebook 
Actores: Jugador 





El jugador pulsa el botón “Compartir en 
Facebook” 
 
 Se ejecuta la API de Facebook. Después de 
cumplir con su cometido, se retorna a la 
pantalla actual. 
 	  	   	  
Compartir en Twitter 
Actores: Jugador 




El jugador pulsa el botón “Compartir en 
Twitter” 
 
 Se ejecuta la API de Twitter. Después de 
cumplir con su cometido, se retorna a la 
pantalla actual. 
 	  
Volver a jugar 
Actores: Jugador 




El jugador pulsa el botón “Volver a jugar”  








El jugador pulsa el botón “Atrás”  
 Se muestra por pantalla el menú principal. 
(Caso de uso “Menú principal”) 
 	  	   	  
2.2.2. Modelo conceptual de datos: Diagrama UML 	  
Los modelos conceptuales de datos son diagramas que se realizan en tiempo de 
especificación para representar gráficamente los elementos que compondrán nuestro 
sistema.	  	  
No se mostrarán las funciones y variables existentes para no sobrecargar el diagrama.	  	  
A continuación se mostrará el modelo conceptual propuesto para el sistema.	  	  	  	  
 
Ilustración 45. Modelo conceptual de datos del sistema	  	  
La primera cosa que salta a la vista es que hay pocas clases de modelo, y muchas de 
Vista/controlador. Eso es debido a que al tratarse de un videojuego, la vista y el 
controlador ganan protagonismo e importancia en el sistema.	  	  
A continuación se comentará cada clase del modelo (variables y funciones públicas) 
de un modo más específico.	  	  
2.2.2.1. Stats Manager	  
 
Ilustración 46. Detalle de la clase Stats Manager	  
Stats Manager es la clase encargada de gestionar las estadísticas de los juegos y del 
sistema en general. Se trata de una clase singleton, por lo que solo podrá existir una 
instancia durante la ejecución del sistema. La función de clase getInstance() será la 
encargada de crear la instancia y devolverla, o solo devolverla en caso de que ésta ya 
hubiera sido creada.	  	  
En su única variable (privada) statsFile, se almacenará en forma de diccionario toda la 
información referente a las estadísticas. Esta variable se inicializará durante la 
creación de la clase tomando como fuente los datos existentes en un fichero. Así 
mismo, la función saveData() actualizará el fichero con los datos presentes en la 
estructura en el momento de su llamada.	  	  
getStat devolverá el valor del elemento de identificado con s en el diccionario statsFile.	  	  
setStat establecerá el valor del elemento de identificado con s en el diccionario 
statsFile como i. 	  
updateStat modificará el valor del elemento de identificado con s en el diccionario 
statsFile,  sumándole i. 	  
2.2.2.2. Score Manager	  
 
Ilustración 47. Detalle de la clase Score Manager	  
Score Manager es la clase encargada de gestionar el sistema local de puntuaciones. 
Se trata de una clase singleton, por lo que solo podrá existir una instancia durante la 
ejecución del sistema. La función de clase getInstance() será la encargada de crear la 
instancia y devolverla, o solo devolverla en caso de que ésta ya hubiera sido creada. 
 
En su única variable (privada) scoresFile, se almacenará en forma de diccionario toda 
la información referente a las puntuaciones. Esta variable se inicializará durante la 
creación de la clase tomando como fuente los datos existentes en un fichero. Así 
mismo, la función saveData() actualizará el fichero con los datos presentes en la 
estructura en el momento de su llamada. 
 
updateHighscore modificará la tabla de puntuaciones para el juego identificado como s 
en el diccionario scoresFile, añadiendo la puntuación i. 
 
getArray devolverá la tabla de puntuaciones para un juego identificado como s en el 
diccionario scoresFile. 	  
2.2.2.3. Lang Manager	  
 
Ilustración 48. Detalle de la clase Lang Manager	  
Lang Manager es la clase encargada de gestionar el idioma mostrado en pantalla en 
todas las líneas de texto del sistema. Se trata de una clase singleton, por lo que solo 
podrá existir una instancia durante la ejecución del sistema. La función de clase 
getInstance() será la encargada de crear la instancia y devolverla, o solo devolverla en 
caso de que ésta ya hubiera sido creada. 
 
En su única variable (privada) languageFile, se almacenará en forma de diccionario el 
fichero de idioma seleccionado. Esta variable se inicializará durante la creación de la 
clase tomando como fuente los datos existentes en un fichero. 
 
getText devolverá la línea de texto identificado como s en el diccionario languageFile. 
 
loadOtherLanguage cargará un nuevo fichero de idioma en languageFile, 
correspondiente al idioma s. 	  
2.2.2.4. Sound Manager 
 
Ilustración 49. Detalle de la clase Sound Manager 
Sound Manager es la clase encargada de gestionar el motor de audio del sistema 
(tanto música como efectos sonoros) del sistema. Se trata de una clase singleton, por 
lo que solo podrá existir una instancia durante la ejecución del sistema. La función de 
clase getInstance() será la encargada de crear la instancia y devolverla, o solo 
devolverla en caso de que ésta ya hubiera sido creada. 
 
Sus dos variables (privada) musicVolume y FXVolume, hacen referencia al volumen 
de música y efectos sonoros. Estas variables se inicializarán durante la creación de la 
clase tomando como fuente los datos existentes en un fichero. Así mismo, la función 
saveData() actualizará el fichero con los datos presentes en la estructura en el 
momento de su llamada. 
 
playBackgroundSound servirá para iniciar la reproducción de una música de fondo 
infinita. 
 
changeBackgroundSound servirá para cambiar la música de fondo. 
 
getMusicVolume devolverá el valor del volumen de la música de fondo. 
 
getFXVolume devolverá el valor del volumen de los efectos sonoros. 
 
setMusicVolume establecerá f como valor de la variable musicVolume. 
 
setFXVolume establecerá f como valor de la variable FXVolume. 
 
2.2.2.5. Game Center Manager	  
 
Ilustración 50. Detalle de la clase Game Center Manager	  
Game Center Manager es la clase encargada de gestionar el sistema online de 
puntuaciones. Se trata de una clase singleton, por lo que solo podrá existir una 
instancia durante la ejecución del sistema. La función de clase getInstance() será la 
encargada de crear la instancia y devolverla, o solo devolverla en caso de que ésta ya 
hubiera sido creada. 
 
La clase tiene dos variables (privadas). En deviceWithGameCenter se describe la 
posibilidad de utilizar Game Center en el dispositivo donde se ejecuta el sistema. En 
unsentScores, se almacenarán todas las puntuaciones que por algún motivo no hayan 
podido publicarse online. Esta variable se inicializará durante la creación de la clase 
tomando como fuente los datos existentes en un fichero. Así mismo, la función 
saveScores() actualizará el fichero con los datos presentes en la estructura en el 
momento de su llamada. 
 
isGameCenterAPIAvailable devuelve un booleano indicando si el sistema está 
preparado y puede ejecutar Game Center. 
 
authenticateLocalPlayer sirve para iniciar sesión en el sistema de Game Center. 
 
isPlayerAuthenticated devuelve un booleano indicando si el usuario ha iniciado sesión 
en Game Center con el dispositivo actual. 
 
reportScore sirve para enviar al sistema Game Center la puntuación i para el juego 
identificado en el sistema de Game Center como s. 
 
showLeaderboardForCategory sirve para mostrar por pantalla la tabla de puntuaciones 
global online para la categoría s. 
  
2.3. Diseño 	  
Se ha definido en la especificación qué es el sistema. En este apartado se definirá 
como funcionará el sistema.	  	  
Primeramente se explicará la elección de tecnologías para desarrollar la aplicación. 
Posteriormente se definirá la arquitectura del programa.	  	  
2.3.1. Elección de tecnologías 
2.3.1.1. Lenguaje de programación	  	  
Se ha elegido Objective-C como lenguaje de programación del sistema. Objective-C 
es el lenguaje de programación nativo de iOS.	  
2.3.1.2. Framework de trabajo: Cocos2D	  	  
Cocos2D for iPhone es un framework de desarrollo utilizado en videojuegos, demos, y 
otras aplicaciones gráficas/interactivas. Su función es crear una capa de abstracción 
sobre OpenGL, que permita facilitar la programación de la aplicación. 
 
Este framework está basado en Cocos2D, un framework desarrollado en phyton 
utilizado para programar videojuegos de PC. Cocos2D for iPhone está escrito el en 
Objective-C nativo de los dispositivos iOS. 
 
Cocos2D for iPhone es un framework de fácil extensión, que permite una rápida 
integración con librerías públicas. Está optimizado para dar un alto rendimiento a nivel 
gráfico sin ralentizaciones. 
 
Actualmente más de 2500 aplicaciones publicadas en la App Store usan este 
framework, incluyendo muchas top ventas. 
 
Cocos2D for iPhone está respaldado por una gran comunidad de desarrolladores, 
cosa que hace que se trate de un framework vivo, en constante revisión y mejora. 
 
Cocos2D for iPhone es un framework open source, y por lo tanto cualquiera puede 
utilizarlo libremente. Además, la licencia bajo la que está registrado no es restrictiva, 
permitiendo la venta de productos o la modificación del propio framework. 
 
Añadir que pese a llamarse Cocos2D for iPhone, se pueden programar con él 
aplicaciones para iPod Touch, iPad, iPhone y OS X. Indicar como curiosidad que este 
framework ha sido portado a varias plataformas: Android, Windows y Bada. Blackberry 
Tablet OS está en la fase final antes de su publicación. 
 
Se adjunta el manual de buenas prácticas de Cocos2D for iPhone como Anexo V. 
 
Componentes destacados de Cocos2D 
 
CCDirector: El CCDirector es la clase encargada de la gestión de vistas. Al tratarse 
de un singleton, se inicializa y configura en su primera ejecución. A partir de este 
punto, lo podremos utilizar para cambiar de scene de una manera rápida y segura. 
 
CCNode: Es la forma que tiene Cocos2D de llamar a un objeto gráfico. Todos los 
objetos que se pueden representar por pantalla, ya sea una imagen, un menú o una 
escena se implementan utilizando subclases de CCNode ya sea CCSprite, CCMenu, o 
CCScene. Estos objetos permiten una agrupación jerárquica, pudiéndose añadir a un 
CCNode tantos CCNodes hijo como se desee. 
 
CCScene: Los elementos cargados por el CCDirector son las CCScenes. Una 
CCScene es el elemento raíz de los elementos que se mostrarán por pantalla. 
 
CCLayer: Una CCLayer es una capa, contenedora de objetos gráficos, y con 
protocolos para la detección de eventos táctiles. 
 
CCSprite: Un CCSprite es el elemento gráfico básico. Los CCSprites contienen 
información de la posición respecto a su elemento padre, la imagen mostrada, la 
opacidad, el ángulo de rotación y las animaciones o acciones ejecutadas sobre él. 	  
2.3.1.3. Formato de las imágenes a utilizar por el sistema	  	  
Las imágenes del sistema serán PNG. 	  	  
Existe una diferencia notable al decidirse por el uso de archivos PNG o JPEG para las 
imágenes. El archivo JPEG es un archivo comprimido, mientras que PNG ocupa más 
espacio. Por el contrario, el archivo JPEG ha de ser descomprimido antes de su uso, 
cosa que sobrecarga el procesador. Pudiendo decidir entre gasto de procesador o de 
memoria, se ha preferido gastar memoria. Además, PNG es el formato recomendado 
por Apple para el desarrollo en iOS.	  	  
2.3.1.4. Formato de los archivos de audio a utilizar por el sistema	  	  
Los archivos de audio serán archivos IMA4 comprimidos, con extensión caf.	  
 	  
2.3.1.5. Formato de los archivos de persistencia del sistema	  	  
Los archivos que contendrán datos del sistema entre ejecuciones del mismo (archivos 
que permitirán la persistencia del sistema) serán del formato .plist.	  	  
Los archivos .plist (o property list) son los archivos de serialización estándar de iOS y 
Mac OS. 	  	   	  
2.3.2. Mapa navegacional del sistema 	  
Las vistas del sistema están organizadas de forma jerárquica, como si de un árbol se 
tratara. La ilustración siguiente explica todo el mapa navegacional del sistema, 
indicando todos y cada uno de los posibles caminos que puede tomar el usuario.	  
 
Ilustración 51. Mapa navegacional del sistema	  	   	  




Disponemos de una serie de cartas con diversas figuras en cada una de ellas; las 
cuales están en par, es decir cada dibujo está repetido en dos cartas. 
 
El juego comienza repartiendo las cartas con la figura hacia abajo al azar de tal modo 
que no sea posible ver la imagen que se encuentra en ellas. Se dispone de 60 
segundos de tiempo inicialmente. Dependiendo del nivel de dificultad se mostrarán 
más o menos cartas. El flujo del juego es el siguiente: 
 
1. Mientras el tiempo no llegue a 0: 
1.1. Mientras queden cartas sin emparejar: 
1.1.1. El jugador escoge dos cartas. 
1.1.2. Si las dos cartas que escogió son iguales, quedan destapadas (cartas 
emparejadas); si las dos cartas que escogió son diferentes las coloca 
otra vez boca abajo en el mismo lugar y procura recordar cuales 
cuartas eran. 
1.2. Se añaden segundos extra al temporizador (10 segundos para nivel 1, 15 
segundos para nivel 2, 20 segundos para nivel 3). 
1.3. Se reparten nuevamente las cartas (nueva fase). 




La prueba consta de 3 niveles de dificultad. El primer nivel de dificultad es el que se 
muestra en los dos primeras fases de la prueba. El segundo nivel de dificultad se 
muestra en las fases tercera y cuarta. El tercer nivel de dificultad se muestra en las 
fases quinta y posteriores. 
 
En el primer nivel de dificultad se muestran 12 cartas (6 parejas) mostradas en 4 filas y 
3 columnas. 
 
En el segundo nivel de dificultad se muestran 16 cartas (8 parejas) mostradas en 4 
filas y 4 columnas. 
 
En el tercer nivel de dificultad se muestran 20 cartas (6 parejas) mostradas en 4 filas y 




• Por cada pareja: 1 punto. 
 
• Por cada fase: X puntos, donde X es igual a: 
 ! = !  ×  ! 
 ! = ! −    !!"   ! 
 
Donde s son los segundos que se ha tardado en resolver la fase, y n es el número de 
cartas presentes en la fase. El valor de m estará comprendido entre 2 y 0, ambos 
incluidos. 
 
Al final de la prueba, se hace un recuento de puntos, y se otorga una calificación 
siguiendo estas pautas: 
 
• De 0 a 15 puntos: D. 
• De 16 a 30 puntos: C. 
• De 31 a 40 puntos: B. 
• De 41 a 50 puntos: A. 




La pantalla muestra varias zonas (4 u 8, dependiendo del nivel de dificultad), de 
diferentes colores. El juego de forma aleatoria va iluminando las zonas de colores, y a 
la vez que se ilumina, emite un sonido propio. El flujo del juego es el siguiente: 
 
1. Mientras no se cometa un fallo: 
1.1. El juego muestra una secuencia de X colores, donde X es el número de 
colores de la última iteración más 1. El elemento nuevo, es decidido al 
azar, los anteriores se mantienen (p. Ej: “1”, “1,1”, “1,1,4” , “1,1,4,3”, …). 
1.2. El juego insta al usuario a introducir la secuencia. 
1.3. El jugador repite la secuencia. 




La prueba consta de 3 niveles de dificultad. El primer nivel de dificultad es el que se 
muestra para secuencias de hasta 6 órdenes. El segundo nivel de dificultad se 
muestra para secuencias de entre 7 y 11 órdenes. El tercer nivel de dificultad se 
muestra para secuencias de 12 o más órdenes. 
 
En el primer nivel de dificultad se muestran 4 posibles órdenes (rojo, azul, amarillo, 
verde). 
 
En el segundo nivel de dificultad se muestran 6 posibles órdenes (las anteriores, 
añadiendo morado y naranja). 
 
En el tercer nivel de dificultad se muestran 8 posibles órdenes (las anteriores, 




• Por cada secuencia introducida correctamente: 1 punto. 
 
Al final de la prueba, se hace un recuento de puntos, y se otorga una calificación 
siguiendo estas pautas: 
 
• De 0 a 4 puntos: D. 
• De 5 a 7 puntos: C. 
• De 8 a 10 puntos: B. 
• De 11 a 13 puntos: A. 
• 14 o más puntos: S. 	  
2.3.3.2. Cálculo	  	  
Calderilla 	  
Se muestran un número de huchas determinado por el nivel de dificultad de la fase 
actual. Mediante una animación, el jugador ve como varias monedas entran en cada 
una de las huchas. Una vez acabada la lluvia de dinero, el jugador debe indicar al 
sistema en qué hucha hay más dinero. El jugador dispone de 3 vidas. Una vez 
acabadas todas las vidas, se acaba la partida. 
 
El flujo de juego es el siguiente: 
 
1. Mientras no se hayan cometido 3 errores: 
1.1. Se muestran varias huchas por pantalla. 
1.2. Empieza a “llover dinero” en cada una de las huchas. 
1.3. El jugador indica en qué hucha cree que hay más dinero. 
2. Fin de juego. Mostrar puntuación. 
Dificultad 	  
La prueba consta de 3 niveles de dificultad. El primer nivel de dificultad es el que se 
muestra entre 0 y 4 aciertos. El segundo nivel de dificultad se muestra entre 5 y 9 
aciertos. El tercer nivel de dificultad se muestra a partir de 10 aciertos. 
 
En el primer nivel de dificultad se muestran 2 huchas y se repartirán en total entre 1€ y 
3€. 
 
En el segundo nivel de dificultad se muestran 3 huchas y se repartirán en total entre 
2€ y 5€. 
 
En el tercer nivel de dificultad se muestran 4 huchas y se repartirán en total entre 3€ y 
7€. 	  
Puntuación 	  
• Por cada hucha identificada correctamente: 1 punto. 
 
Al final de la prueba, se hace un recuento de puntos, y se otorga una calificación 
siguiendo estas pautas: 
 
• De 0 a 3 puntos: D. 
• De 4 a 7 puntos: C. 
• De 8 a 10 puntos: B. 
• De 11 a 13 puntos: A. 
• 14 o más puntos: S. 	  
Menta-calca 
 
Se muestra un número, y a partir de ahí, se insta al jugador a realizarlo operaciones 
matemáticas simples (suma, resta, multiplicación, o división). Una vez finalizada la 
secuencia de operaciones, se pide al jugador que introduzca el resultado en un pad 
numérico. El juego acaba cuando el jugador comete un fallo. 
 
Se dispone de 2*X segundos para introducir la respuesta cuando se muestre el pad 
numérico, donde X es el número de operaciones realizadas esa fase.  
 
El flujo de juego es el siguiente: 
 
3. Mientras no se haya cometido un error: 
3.1. Se muestra un número. 
3.2. Se realizan X operaciones, donde X es el número de operaciones de la 
fase anterior más 1. Se empieza realizando 3 operaciones. 
3.3. El jugador introduce la respuesta en el pad numérico. 




Cada respuesta acertada hará que se añada una operación más a realizar en la fase 
siguiente. Los posibles números se han limitado al rango entre -150 y 150, para evitar 
números no calculables mentalmente. Se ha limitado el valor máximo de la 
multiplicación a 10+(nºaciertos*3). 
 
A cada fase superada, se añadirá una operación más. 
Puntuación 	  
• Por cada respuesta introducida correctamente: 1 punto. 
 
Al final de la prueba, se hace un recuento de puntos, y se otorga una calificación 
siguiendo estas pautas: 
 
• De 0 a 3 puntos: D. 
• De 4 a 7 puntos: C. 
• De 8 a 10 puntos: B. 
• De 11 a 13 puntos: A. 





Se muestran por pantalla cierto número de cubiletes dependiendo del nivel actual. Se 
levanta uno de los cubiletes para mostrarnos una pelotita, y vuelve a su posición para 
taparla. Los cubiletes empiezan a realizar movimientos de intercambio de posición 
entre ellos (número de movimientos y velocidad de los movimientos dependiente del 
nivel de dificultad). El objetivo del jugador es seleccionar el cubilete que tiene 
escondida la pelotita debajo. Se dispone de 3 vidas. Una respuesta fallida restará una 
vida.  
 
El flujo de juego es el siguiente: 
 
1. Mientras el contador de vidas sea superior a 0: 
1.1. El juego muestra el movimiento de cubiletes. 
1.2. El jugador selecciona un cubilete, acertando o fallando. 




La prueba dispondrá de un contador interno, que inicialmente será 0. Por cada acierto, 
sumará 1, y por cada fallo, restará 1. Cada 4 segundos sin introducir una respuesta, se 
restará 1 y se perderá una vida. El valor mínimo que puede tener el contador será 0. 
 
La prueba consta de 3 niveles de dificultad. El primer nivel de dificultad es el que se 
muestra entre 0 y 4 aciertos. El segundo nivel de dificultad se muestra entre 5 y 9 
aciertos. El tercer nivel de dificultad se muestra a partir de 10 aciertos. 
 
En el primer nivel de dificultad, se mostrarán 3 cubiletes. En el segundo nivel de 
dificultad se mostrarán 4 cubiletes. En el tercer nivel de dificultad se mostrarán 5 
cubiletes. 
 
La partida empezará con 3 movimientos de intercambio. Por cada acierto, se sumará 
un movimiento adicional para la siguiente fase. 
 
La duración de los movimientos de intercambio empieza siendo 1 segundo. Cada 2 
aciertos, la duración se reducirá en un 20% de su valor actual. El valor mínimo de la 
duración de los movimientos de intercambio será de 0,107 segundos, valor que se 




La puntuación vendrá definida por los aciertos que se consigan a lo largo de una 
partida: 
 
• De 0 a 3 puntos: D. 
• De 4 a 6 puntos: C. 
• De 8 a 9 puntos: B. 
• De 10 a 11 puntos: A. 




Se muestra por pantalla un horizonte (suelo), y botones de selección. Encima de cada 
botón de selección empieza a rebotar un objeto. Se trata de un rebote elástico. Cada 
objeto rebota de manera independiente, y a una altura determinada. El jugador ha de 
detectar cual es el objeto que rebota más alto. 
 
Se dispone de 30 segundos de tiempo para superar las máximas rondas posibles 
correctamente. Cada 5 respuestas correctas, se añadirán segundos adicionales. 
dependiendo del nivel actual (3 segundos en el primer nivel, 5 segundos en el 
segundo nivel, 7 segundos en el tercer nivel). 
 
El flujo de juego es el siguiente: 
 
1. Mientras el tiempo no llegue a 0: 
1.1. Mientras el contador de aciertos no sea múltiplo de 5: 
1.1.1. Caen objetos, y empiezan a rebotar. 
1.1.2. El jugador selecciona uno de los objetos, correcta o incorrectamente. 
1.2. Se añaden segundos al temporizador.  




La prueba dispondrá de un contador interno de tiempo. Cada 5 segundos sin 
responder, se considerará que el jugador ha cometido un fallo. 
 
La prueba consta de 3 niveles de dificultad. El primer nivel de dificultad es el que se 
muestra entre 0 y 4 aciertos. El segundo nivel de dificultad se muestra entre 5 y 9 
aciertos. El tercer nivel de dificultad se muestra a partir de 10 aciertos. 
 
En el primer nivel de dificultad, aparecerán en pantalla 3 objetos rebotando cada uno a 
su ritmo y altura. La diferencia entre el objeto que rebota más y el segundo que rebota 
más será de entre un 15% y un 25% de la altura máxima. 
 
En el segundo nivel de dificultad, aparecerán en pantalla 5 objetos rebotando cada 
uno a su ritmo y altura. La diferencia entre el objeto que rebota más y el segundo que 
rebota más será de entre un 12,5% y un 22,5% de la altura máxima. 
 
En el tercer nivel de dificultad, aparecerán en pantalla 7 objetos rebotando cada uno a 
su ritmo y altura. La diferencia entre el objeto que rebota más y el segundo que rebota 




Cada acierto hará que el usuario sume puntos, mientras que cada error hará que el 
usuario pierda puntos. La ganancia o pérdida vienen determinadas por el nivel actual: 
 
• Nivel 1: Cada acierto suma 1 punto. Cada fallo resta 4 puntos. 
• Nivel 2: Cada acierto suma 2 puntos. Cada fallo resta 3 puntos. 
• Nivel 3: Cada acierto suma 3 puntos. Cada fallo resta 2 puntos. 
 
Al final de la prueba, se revisará el contador interno, y se otorga una calificación 
siguiendo estas pautas: 
 
• Hasta 6 puntos: D. 
• De 7 a 9 puntos: C. 
• De 10 a 13 puntos: B. 
• De 14 a 16 puntos: A. 
• 17 o más puntos: S. 
2.3.3.4. Reflejos	  
 
Numero mayor 	  
Se muestran por pantalla varios números (dependientes del nivel de dificultad actual). 
El jugador deberá tocar el número más elevado de entre los que se mostrarán. A 
continuación se mostrará otro conjunto de números, y así sucesivamente. 
 
La partida dispondrá de un tiempo inicial de 30 segundos. Cada 5 aciertos, se 
añadirán 5 segundos extra al tiempo de la partida. 
 
El flujo de juego es el siguiente: 
 
1. Mientras el tiempo no llegue a 0: 
1.1. Mientras el contador de aciertos no sea múltiplo de 5: 
1.1.1. Aparecen números en pantalla. 
1.1.2. El jugador selecciona uno de los números, correcta o incorrectamente. 
1.2. Se añaden segundos al temporizador.  
2. Fin de juego. Mostrar puntuación. 
 
Dificultad 	  
La prueba consta de 3 niveles de dificultad. El primer nivel de dificultad es el que se 
muestra entre 0 y 6 aciertos. El segundo nivel de dificultad se muestra entre 7 y 14 
aciertos. El tercer nivel de dificultad se muestra a partir de 15 aciertos. 
 
En el primer nivel de dificultad, aparecerán en pantalla 4 números. 
 
En el segundo nivel de dificultad, aparecerán en pantalla 6 números. 
 
En el tercer nivel de dificultad, aparecerán en pantalla 8 números. 	  
Puntuación 
 
El juego dispondrá de un contador interno de aciertos. Cada 10 aciertos consecutivos, 
el jugador aumentará el multiplicador de puntos (consiguiendo más puntos con cada 
nuevo acierto). Un fallo (por tocar un número que no es el mayor de entre los 
mostrados) significará perder el multiplicador de puntos. 
 
Al final de la prueba, se revisará el contador de puntos, y se otorga una calificación 
siguiendo estas pautas: 
 
• De 0 a 9 puntos: D. 
• De 10 a 19 puntos: C. 
• De 20 a 29 puntos: B. 
• De 30 a 39 puntos: A. 




Se muestran 4 pulsadores, uno de cada color diferente en la parte inferior de la 
pantalla. Por la parte superior, aparecen objetos del color de los pulsadores a cierta 
velocidad en oleadas. Se ha de pulsar el botón correspondiente al color del objeto más 
cercano a los botones. 
 
Si un objeto llega a chocarse con los botones, se perderá una vida. La partida empieza 
con 5 vidas. 
 
El flujo de juego es el siguiente: 
 
1. Mientras el contador de vidas no llegue a 0: 
1.1. Se muestra una orden en la pantalla. 
1.2. El jugador selecciona un botón, correcta o incorrectamente. 




Los objetos aparecerán en oleadas. Cada oleada estará compuesta por 5*nºaciertos 
objetos. 
 
Durante cada oleada, un objeto aparecerá en pantalla cada X segundos, siendo X 
dependiente de la oleada actual. X será entre 50% y 150% del tiempo base de 
creación de objetos. El tiempo base de creación de objetos inicial será de 3 segundos. 
Cada oleada superada, el tiempo base de creación de objetos se reducirá en un 40%. 
El valor mínimo del tiempo base de creación de objetos será de 0,388 segundos, 
correspondiente a la oleada 5 a partir de la cual, este valor será constante. 
 
Durante cada oleada, un objeto que aparezca en pantalla tardará X segundos en 
completar su recorrido, siendo X dependiente de la oleada actual. X será entre 50% y 
150% del tiempo base de trayecto de objetos. El tiempo base de trayecto de objetos 
inicial será de 5 segundos. Cada oleada superada, el tiempo base de creación de 
objetos se reducirá en un 20%. El valor mínimo del tiempo base de creación de 
objetos será de 1,638 segundos, correspondiente a la oleada 6 a partir de la cual, este 




El juego dispondrá de un contador interno de aciertos. Cada 10 aciertos consecutivos, 
el jugador aumentará el multiplicador de puntos (consiguiendo más puntos con cada 
nuevo impacto). Un fallo (ya sea por que el objeto ha llegado a colisionar con los 
botones o por tocar un botón equivocado) significará perder el multiplicador de puntos. 
 
Al final de la prueba, se revisará el contador de puntos, y se otorga una calificación 
siguiendo estas pautas: 
 
• De 0 a 98 puntos: D. 
• De 99 a 198 puntos: C. 
• De 199 a 398 puntos: B. 
• De 399 a 598 puntos: A. 
• 599 o más puntos: S. 
  
2.4. Implementación 
2.4.1. Herramientas utilizadas en el desarrollo 
2.4.1.1. iOS SDK	  	  
Anteriormente se ha hablado de este componente, por lo que no se ampliará 
información adicional.	  	  
Se utilizará Xcode 4 como entorno de desarrollo y iPhone Simulator para ir probando 
el sistema mientras se va desarrollando.	  	  
Se utilizará Instruments para comprobar el uso de memoria del sistema, así como para 
identificar pérdidas de memoria (memory leaks) ocasionadas por errores de 
programación. Una acumulación de pérdidas de memoria podría degenerar en un error 
de la aplicación y otros errores derivados.	  	  
No se utilizará Interface Builder, ya que se van a programar vistas mas complejas de 
las que se podrían conseguir con éste. La programación de las vistas se hará con 
código, utilizando el mismo Xcode 4.	  	  
2.4.1.2. Librerías públicas utilizadas 	  
Sharekit 0.2.1	  	  
Sharekit es un conjunto de librerías que proporciona la funcionalidad de compartir 
contenido en las principales redes sociales de una manera fácil y segura.	  	  
Actualmente Sharekit da soporte a Delicious, email, Facebook, Google Reader, 
Instapaper, Pinboard, Read it later, Tumblr y Twitter. Los usuarios pueden enviar a los 
creadores de Sharekit librerías para nuevos servicios.	  	  
Sharekit es open source, y por lo tanto cualquiera puede utilizarlo libremente. 	  
2.4.1.3. Adobe Photoshop CS5	  	  
Adobe Photoshop es el programa de edición y retoque gráfico por excelencia. Se usa 
extensivamente en multitud de disciplinas del campo del diseño y fotografía, como el 
diseño web, el diseño de gráficos 2D para videojuegos y básicamente cualquier 
actividad que requiera el tratamiento de imágenes digitales.	  	  
Adobe permite la descarga y uso gratuito de una versión de prueba de Adobe 
Photoshop por 30 días.	  	  
Se utilizará Adobe Photoshop para crear todo el contenido gráfico del sistema. 
  
2.4.1.4. Texture Packer 2.4.3 
 
Texture Packer es un programa que permite la creación de paquetes de imágenes 
optimizados para aplicaciones (iOS y android) o web (mediante la creación de una 
imagen y una hoja de estilos). El uso de este tipo de paquetes (comprimidos en 
formato .pvr.ccz) está recomendado en el manual de buenas prácticas de Cocos2D, y 
es preferible a la inclusión de ficheros de imágenes individuales. 
 
Además de la función de “empaquetado”, el programa lleva a cabo una función de 
optimización, muy recomendable cuando se trabaja con gran cantidad de imágenes. 
 
2.4.1.5. Adobe Audition CS5 
 
Adobe Audition es un programa de edición y retoque de audio digital. Anteriormente 
era conocido como Cool Edit Pro (hasta que Adobe lo compró en 2003).  
 
Adobe permite la descarga y uso gratuito de una versión de prueba de Adobe Audition 
por 30 días. 
 
Se utilizará Adobe Audition para crear las músicas de fondo y los efectos de sonido en 
general. 
 
2.4.1.6. Dispositivos para hacer pruebas 
 
Pese a que las herramientas contenidas en el iOS SDK ya servirían para este 
propósito, se prevé utilizar un iPhone 4 con la versión 4.3.3 de sistema operativo para 
realizar pruebas de funcionamiento. 
 
2.4.1.7. Microsoft Office for Mac 
 
Para desarrollar este proyecto (la memoria del proyecto) será necesario Microsoft 
Word, un editor de texto que forma parte del paquete de aplicaciones ofimáticas 
Microsoft Office. 
  
2.4.2. Ejemplos de código 
 
En este apartado se mostrarán algunos ejemplos de código extraídos directamente de 
la implementación del sistema. Se procederá a realizar una descripción de los 
fragmentos mostrados. 
 
En la selección de los ejemplos de código se ha intentado reflejar diferentes 
funcionalidades del sistema, desde codificación del apartado gráfico hasta 
persistencia. 
 
Por convención, los nombres de las clases y funciones se han nombrado en inglés y 
utilizando la nomenclatura camel case. 
 
Todos los ejemplos de código pueden encontrarse en el código fuente de la aplicación, 
entregado adjuntando esta memoria. 
 
2.4.2.1. Ejemplo 1: Función init del menú principal 
 
Este fragmento de código es el responsable de inicializar la vista del menú principal 
del sistema (implementación en mainMenuLayer.m). En esta función se llevan a cabo 
5 procesos que serán comunes en todas las inicializaciones de vistas: 
 
Se llama a la función init de la superclase y se asigna al objeto self dentro de un 
condicional. De esta manera si se diera algún error no ejecutaría el código dentro del 
condicional. En nuestro caso super haría referencia a CCLayer, por lo que una vez 




 if( (self=[super init])) { 
 
   CCSpriteBatchNode *spritesBgNode; 
   spritesBgNode = [CCSpriteBatchNode 
batchNodeWithFile:@"misc.pvr.ccz"]; 
   [self addChild:spritesBgNode]; 
   [[CCSpriteFrameCache sharedSpriteFrameCache] 
addSpriteFramesWithFile:@"misc.plist"]; 
 
   [self backgroundDraw]; 
   [self menuDraw]; 
   [self gameCenterDraw]; 
   [self schedule:@selector(checkGameCenterStatus) interval:1]; 
                 
   audioBGManager * audioController = [audioBGManager 
getInstance]; 
   [audioController playBackgroundSound]; 
    } 








Se cargan en memoria las imágenes que vamos a utilizar en esa vista (paquete 
misc.pvr.ccz) y se añade un fichero de referencia interno (misc.plist). Estas imágenes 
estarán residentes en la memoria del programa hasta que se de la orden explícita de 
borrado. 
Se llaman a funciones definidas en la clase. Las tres primeras son funciones de 
dibujado: La primera dibujará el fondo de la vista y los elementos no interactuables, la 
segunda dibujará los elementos de menú, y la tercera dibujará el complemento del 
Game Center presente en el menú principal. 
 
La cuarta función consiste en un evento planificado, una función que se repetirá en el 
tiempo con un intervalo de repetición definido, hasta que explícitamente se le ordene 
parar. En este caso, es una función que comprueba el estado de conexión del sistema 
y de Game Center. 
Se accede (o se crea, ya que se trata de un singleton) la instancia del mánager de 
música de fondo, y se le envía el mensaje de que empiece a reproducir música. 
 
Por último y para concluir con la creación de la vista, se retorna el objeto creado listo 
para ser mostrado por pantalla. Esta función de inicialización se ejecutará cuando en 
algún punto del flujo de ejecución del sistema se haga la llamada de creación de la 
CCScene de mainMenuLayer. 
 
2.4.2.2. Ejemplo 2: Función getInstance del gestor de idiomas 
El gestor de idiomas (implementado en languageManager.m) es un singleton. La 
función getInstance es la encargada de inicializar el objeto y devolver la instancia, o 





[self schedule:@selector(checkGameCenterStatus) interval:1];	  
audioBGManager * audioController = [audioBGManager getInstance]; 
[audioController playBackgroundSound];	  
return self;	  
+(languageManager *) getInstance{ 
     
    static  languageManager *inst = nil; 
    @synchronized(self){ 
        if (!inst) { 
            inst = [[self alloc] init]; 
        } 
    } 
    return inst; 
}	  
-(id) init { 
    [self languageLoader:[self languageChecker]]; 
    return self; 
}	  
En el caso de que el objeto aun no hubiera sido creado, es decir, la primera vez que la 
clase languageManager recibiera el mensaje getInstance se procedería a la creación 
del objeto, invocando para ello el método privado init.  
 
Este método init llama a se envía un mensaje a sí mismo (llama a un método) antes de 
finalizar. A continuación se mostrará el código de dicho método: 
 
 
El mensaje enviado hace que se inicialice la variable languageFile (de tipo 
“diccionario”) con el contenido del archivo lang_XX.plist, donde XX es el valor del 
parámetro language. En resumen, carga el fichero de cadenas de texto en el idioma 
seleccionado. 
  
-(void) languageLoader: (NSString *) language { 
 languageFile = [[NSMutableDictionary alloc] initWithContentsOfFile: 
   [[NSBundle mainBundle] pathForResource:[NSString 
   stringWithFormat:@"lang_%@", language] ofType:@"plist"]]; 
}	  
La selección de idioma inicial se realiza con la siguiente función: 
 
Esta función se encarga de comprobar qué idioma está seleccionado, o en caso de ser 
la primera ejecución del sistema, asignar un idioma como predefinido. A continuación 
se mostrará la función por partes, para su análisis más detallado: 
  
-(NSString *) languageChecker { 
     
    //Preparing path for file check 
    NSError *error; 
    NSArray *paths = 
NSSearchPathForDirectoriesInDomains(NSDocumentDirectory, NSUserDomainMask, 
YES); 
    NSString *documentsDirectory = [paths objectAtIndex:0]; 
    NSString *path = [documentsDirectory 
stringByAppendingPathComponent:@"lang_config.plist"]; 
    NSFileManager *fileManager = [NSFileManager defaultManager]; 
     
    //Checking file existence 
    if (![fileManager fileExistsAtPath: path]) 
    { 
        //If not exists, create a copy from bundle 
        NSString *bundle = [[NSBundle mainBundle] 
pathForResource:@"lang_config" ofType:@"plist"]; 
        [fileManager copyItemAtPath:bundle toPath: path error:&error]; 
    } 
     
    //Obtaining plist info 
    NSMutableDictionary *langConfigFile = [[NSMutableDictionary alloc] 
initWithContentsOfFile: path]; 
             
    //loading langSelected from langConfigFile 
    NSString * selectedLanguage = [[[NSString alloc] 
initWithString:[langConfigFile objectForKey:@"langSelected"]] autorelease]; 
     
    //if not selected language (first execution) 
    if ([selectedLanguage isEqualToString:@""]) { 
         
        //setting ios language as selected 
        selectedLanguage = [[[NSUserDefaults standardUserDefaults] 
objectForKey:@"AppleLanguages"] objectAtIndex:0]; 
         
        //if not spanish or catalan 
        if (![selectedLanguage isEqualToString:@"es"] && ![selectedLanguage 
isEqualToString:@"ca"]) { 
            //setting english as default 
            selectedLanguage = @"en"; 
        } 
         
        //saving defaults 
        [langConfigFile setObject:selectedLanguage forKey:@"langSelected"]; 
        [langConfigFile writeToFile: path atomically:YES]; 
    } 
    [langConfigFile release]; 
    return selectedLanguage; 
}	  
En esta primera parte de la función se realizan los preparativos para leer la 
información del fichero lang_config.plist, donde se almacena los parámetros de 
configuración de idioma del sistema. La cadena de caracteres path alberga la ruta en 
el árbol de directorios de la aplicación donde se ha de buscar lang_config.plist. 
 
Si el gestor de archivos no encuentra ningún archivo en dicha ruta, interpretará que no 
ha sido creado todavía, y procederá a su creación sin información alguna. De esta 
manera se garantiza la existencia del archivo. Esto solo pasará durante la primera 
ejecución de la aplicación. 
 
Se procederá a la extracción de la información del fichero y su almacenamiento en una 
cadena de caracteres. 
NSError *error; 
NSArray *paths = NSSearchPathForDirectoriesInDomains(NSDocumentDirectory, 
NSUserDomainMask, YES); 
NSString *documentsDirectory = [paths objectAtIndex:0]; 
NSString *path = [documentsDirectory 
stringByAppendingPathComponent:@"lang_config.plist"]; 
NSFileManager *fileManager = [NSFileManager defaultManager];	  	  
//Checking file existence 
if (![fileManager fileExistsAtPath: path]) 
{ 
 //If not exists, create a copy from bundle 
 NSString *bundle = [[NSBundle mainBundle] 
pathForResource:@"lang_config" ofType:@"plist"]; 
 [fileManager copyItemAtPath:bundle toPath: path error:&error]; 
}	  
//Obtaining plist info 
NSMutableDictionary *langConfigFile = [[NSMutableDictionary alloc] 
initWithContentsOfFile: path]; 
             
//loading langSelected from langConfigFile 
NSString * selectedLanguage = [[[NSString alloc] 
initWithString:[langConfigFile objectForKey:@"langSelected"]] autorelease];	  
//if not selected language (first execution) 
    if ([selectedLanguage isEqualToString:@""]) { 
         
        //setting ios language as selected 
        selectedLanguage = [[[NSUserDefaults standardUserDefaults] 
objectForKey:@"AppleLanguages"] objectAtIndex:0]; 
         
        //if not spanish or catalan 
        if (![selectedLanguage isEqualToString:@"es"] && ![selectedLanguage 
isEqualToString:@"ca"]) { 
            //setting english as default 
            selectedLanguage = @"en"; 
        } 
         
        //saving defaults 
        [langConfigFile setObject:selectedLanguage forKey:@"langSelected"]; 
        [langConfigFile writeToFile: path atomically:YES]; 
    } 
    [langConfigFile release]; 
    return selectedLanguage;	  
Si se trata de la primera ejecución del sistema (recordar que anteriormente se ha 
creado un archivo lang_config.plist vacío) se comprueba el idioma seleccionado para 
el sistema operativo. Si se trata de Español o Catalán, se utilizará el que corresponda. 
En cualquier otro caso, se utilizará Inglés. 
 
Para finalizar la función, se devolverá el idioma seleccionado. 
 
2.4.2.3. Ejemplo 3: Función createNewLevel del juego empareja2 
La función createNewLevel es la encargada de generar un nivel nuevo para el juego 
empareja2 (implementación en empareja2GameLayer.m). La primera acción que lleva 
a cabo la función es ignorar las interacciones del usuario, para evitar errores. A 
continuación, se crea una array de valores, que forman el nivel. Para finalizar, se 
dibujaría dicho nivel en pantalla, haciéndolo visible y jugable.  
 
A continuación se mostrará el código generador de niveles para este juego: 
 
Se procederá a explicar paso por paso dicha función para su correcta comprensión: 
-(void) createNewLevel:(int)levelNumber { 
    [[UIApplication sharedApplication] beginIgnoringInteractionEvents]; 
    NSMutableArray * level = [self createRandomMatrix:levelNumber]; 
    [self drawLevel:level]; 
}	  
-(NSMutableArray *) createRandomMatrix:(int)quantity { 
     
 pairsToFind = quantity; 
     
 NSMutableArray * global = [[NSMutableArray alloc]init ]; 
 for (int i=0; i<24 ; i++) { 
   [global addObject:[NSNumber numberWithInt:i]]; 
 } 
     
 NSMutableArray * playValues = [[NSMutableArray alloc] init ]; 
 for (int j=0; j<quantity ; j++) { 
   int index = arc4random()%[global count]; 
   [playValues addObject:[global objectAtIndex:index]]; 
   [global removeObjectAtIndex:index]; 
 } 
 NSMutableArray * temp = [[NSMutableArray alloc] 
initWithArray:playValues]; 
 [playValues addObjectsFromArray:temp]; 
     
 NSMutableArray * result = [[NSMutableArray alloc] init]; 
 for (int k=0; k<2*quantity ; k++) { 
   int index = arc4random()%[playValues count]; 
   [result addObject:[playValues objectAtIndex:index]]; 
   [playValues removeObjectAtIndex:index]; 
 } 
 [temp release]; 
 [global release]; 
 [playValues release]; 
 return result; 
}	  
NSMutableArray * global = [[NSMutableArray alloc]init ]; 
 for (int i=0; i<24 ; i++) { 
   [global addObject:[NSNumber numberWithInt:i]]; 
 }	  
Se crea el array global de números enteros, de 0 a 23, sin repeticiones y ordenado. 
Se seleccionan cierta cantidad al azar de esos números enteros, asegurando la no 
repetición, y se insertan en el array playValues. 
Se introduce en el array playValues una copia de los valores que contenía en primera 
instancia. Ahora hay parejas de valores en su interior. 
Se crea el array de result, y se introducen en él todos los valores que se encontraban 
en playValues, pero llevando a cabo un proceso de mezcla. Al final del bucle, en result 
tendremos cierta cantidad de parejas de valores, pero totalmente desordenadas. 
Para finalizar, se libera la memoria utilizada para las estructuras de datos, y se 
devuelve result como respuesta al mensaje recibido. 
  
NSMutableArray * playValues = [[NSMutableArray alloc] init ]; 
 for (int j=0; j<quantity ; j++) { 
   int index = arc4random()%[global count]; 
   [playValues addObject:[global objectAtIndex:index]]; 
   [global removeObjectAtIndex:index]; 
 }	  
NSMutableArray * temp = [[NSMutableArray alloc] initWithArray:playValues]; 
[playValues addObjectsFromArray:temp];	  
NSMutableArray * result = [[NSMutableArray alloc] init]; 
 for (int k=0; k<2*quantity ; k++) { 
   int index = arc4random()%[playValues count]; 
   [result addObject:[playValues objectAtIndex:index]]; 






2.4.3. Testeo del sistema 
 
El proceso de testeo o prueba del sistema implementado se ha llevado a cabo en dos 
fases: 
 
• Al ser un sistema modular, la fase de pruebas ha podido individualizarse para 
cada elemento del sistema. Después de la implementación completa de un 
subsistema, éste se ha probado exhaustivamente para detectar problemas o 
errores. 
 
• Una vez finalizada la implementación de todo el sistema, se ha llevado a cabo 
un testeo completo de la aplicación. 
 
2.4.3.1. Pruebas modulares 
Pruebas realizadas a la jerarquía de menús 
 
Las pruebas realizadas al árbol jerárquico de menús y submenús ha sido la parte más 
sencilla del proceso, que ha constado de dos partes: 
 
• Después de implementar cada una de las pantallas que conforman el menú del 
sistema se ha probado su correcto funcionamiento, utilizando mensajes por 
consola como respuesta a las interacciones con los elementos de menú. De 
esta manera se ha comprobado la correcta gestión de eventos por parte del 
sistema. 
 
• Una vez implementadas todas las pantallas que conforman el menú, y 
habiendo habilitado la navegación correcta entre ellas, se ha procedido a 
navegar por todas y cada una de las pantallas, partiendo como punto de origen 
la pantalla de menú principal. 
 
Pruebas realizadas al registro de puntuaciones online 
 
Con el fin de realizar las pruebas del sistema de registro de puntuaciones online, se ha 
creado el perfil del juego en ITunes Connect. Una vez rellenada toda la información 
necesaria, se ha habilitado el uso de Game Center en modo de pruebas y se ha 
creado una categoría para cada minijuego. 
 
Una vez realizados estos pasos, se ha creado una vista que enviaba a Game Center 
un valor de 99 puntos para la categoría seleccionada y se ha verificado su inclusión en 
la tabla de puntuaciones correspondiente. De esta manera, se ha garantizado el 
correcto funcionamiento. 
Pruebas realizadas al sistema de estadísticas y puntuaciones local 
 
Las pruebas realizadas al sistema de estadísticas y puntuaciones se han realizado en 
2 fases: 
• Después de implementar cada función, se ha probado por separado para 
garantizar su correcto funcionamiento. 
 
• Una vez implementado todo el subsistema, se ha probado en conjunto 
haciendo uso de todas y cada una de las funciones implementadas para 
garantizar un correcto funcionamiento general. 
Pruebas realizadas al gestor de idiomas 
 
Las pruebas realizadas al gestor de idiomas se han realizado en 2 fases: 
 
• Después de implementar cada función, se ha probado por separado para 
garantizar su correcto funcionamiento. 
 
• Una vez implementado todo el subsistema, se ha probado en conjunto 
haciendo uso de todas y cada una de las funciones implementadas para 
garantizar un correcto funcionamiento general. Para ello, se ha implementado 
una vista con la función de cambio de idioma y la función de imprimir por 
consola varios mensajes en el idioma actual. Se ha verificado su correcto 
funcionamiento. 
 
Pruebas realizadas al gestor de música y al gestor de efectos de sonido 
 
Las pruebas realizadas al gestor de música y efectos de sonido se han realizado en 2 
fases: 
 
• Después de implementar cada función, se ha probado por separado para 
garantizar su correcto funcionamiento. 
 
• Una vez implementado todo el subsistema, se ha probado en conjunto 
haciendo uso de todas y cada una de las funciones implementadas para 
garantizar un correcto funcionamiento general. Para ello, se ha implementado 
una vista con la función de selección de sonido y reproducción del sonido 
seleccionado, y se ha verificado su correcto funcionamiento. 
 
Pruebas realizadas a la función de posteo de puntuaciones (Facebook) 
 
Para las pruebas realizadas a la función de posteo de puntuaciones en Facebook, se 
ha creado una función automática, que ha publicado todas y cada una de las posibles 
variaciones en el texto del post. 
Pruebas realizadas a la función de twitteo de puntuaciones (Twitter) 
 
Para las pruebas realizadas a la función de twitteo de puntuaciones, se ha creado una 
función automática, que ha publicado todas y cada una de las posibles variaciones en 
el texto del tweet. Con esto se ha controlado que no se sobrepasaba por error el límite 
de caracteres. 
Pruebas realizadas a cada minijuego 
 
Las pruebas realizadas a cada minijuego han sido la parte más complicada de todo el 
testeo del sistema, y la fase que más tiempo de pruebas ha requerido. Pese a que 
cada juego ha requerido una estrategia de testeo diferente, se podría definir un 
proceso general. Este proceso ha consistido en cinco partes: 
 
• Asegurar que los elementos gráficos y las animaciones se muestran y 
funcionan correctamente, utilizando para ello parámetros fijados a mano. 
 
• Asegurar que el sistema de generación de partidas aleatorias funciona 
correctamente, haciendo que el sistema mostrara por consola los parámetros 
autogenerados para la partida. 
 
• Después de la integración de la parte gráfica y el generador de partidas de 
cada juego, se ha probado el minijuego y se ha procedido a realizar un ajuste 
inicial de los parámetros de creación de partidas (nivel de dificultad). 
 
• Una vez integrado el minijuego con los demás subsistemas (puntuaciones 
locales, puntuaciones online, estadísticas, idiomas, música, efectos especiales, 
integración con Facebook e integración con Twitter ya implementados y 
comprobados), se ha probado en su totalidad. 
 
• Una vez garantizado el correcto funcionamiento general, se ha procedido a 
realizar la misma prueba anterior pero analizando el proceso con Instruments, 
para destapar posibles errores de programación no críticos, pero que derivan 
en una pérdida de memoria. 
 
2.4.3.2. Pruebas realizadas a la aplicación finalizada (beta-testing) 
 
Una vez el sistema ya estaba totalmente implementado, se ha llevado a cabo un beta-
testing con 5 usuarios de diferente perfil. El beta-testing es un proceso por el cual se 
distribuye un sistema a un grupo de usuarios, a poder ser que no hayan participado en 
el desarrollo, y se les insta a probar todas y cada una de las funcionalidades. 
 
En este caso, las finalidades del beta-testing eran 3: 
 
• Comprobar si el sistema es intuitivo para el usuario: En una aplicación para 
móvil, que el sistema sea intuitivo es un punto crucial. Si el sistema no es 
intuitivo, el usuario no estará satisfecho. 
 
• Ajustar el nivel de dificultad de las pruebas: Se necesita calibrar el sistema de 
dificultad de las pruebas, y para ello se necesitan datos de usuarios en partidas 
reales. 
 
• Encontrar errores que se podían haber pasado por alto en la fase desarrollo: 
Es recomendable que el beta-testeo lo lleve a cabo alguien ajeno al desarrollo, 
ya que el desarrollador conoce las funcionalidades, y hará aquello que sabe 
que funciona. Un usuario ajeno, hará todo lo posible e imposible con un 
sistema, y encontrará errores que ni se habían planteado. 
 
  
3. Gestión del proyecto 
 
Una vez fijados los objetivos e identificados los diferentes requisitos, es el momento de 
programar las tareas necesarias para desarrollar el sistema y llevar a buen puerto el 
proyecto. 
 
Hacer una planificación inicial tiene varias ventajas, aunque las estimaciones no sean 
muy ajustadas. Entre las ventajas, se destacan las siguientes: 
 
• Asegurar un proceso de desarrollo, estableciendo los recursos y el tiempo 
necesario para su finalización. 
 
• Adquirir la capacidad de definir tiempos para las tareas, y la capacidad de 
comprometerse a cumplir dichos tiempos. 
 
• Permite llevar a cabo el seguimiento del proceso, identificar desviaciones y 
calcular retrasos en las fechas de entrega. 
 
• Facilita la toma de decisiones, al poder contar con un plano de la situación 





En proyectos de cierta envergadura intervienen varias personas y diferentes recursos 
a lo largo del proceso de desarrollo. Es necesario llevar una gestión y un control de 
dichos recursos y personas, sobretodo si las tareas del desarrollo están 
interrelacionadas entre sí. 
 
Para llevar a cabo este tipo de planificaciones resultan de gran utilidad los diagramas 
GANTT o PERT. Sin embargo, este proyecto será llevado a cabo por una única 
persona y las tareas siguen un curso secuencial, por lo que no se ha creido 
conveniente utilizar este tipo de solución. 
 
La planificación se ha reducido a la identificación y división de las tareas necesarias 
para llevar a cabo el proyecto, así como una estimación aproximada de la duración de 
las mismas. 
 
La estimación de tiempo se ha realizado después de estudiar los datos obtenidos 
durante el análisis de requisitos y teniendo presente los objetivos. Cabe avisar que 
dado la poca experiencia en realizar planificaciones temporales y estimaciones de 
trabajo, éstas pueden resultar poco precisas. 
 
A continuación se mostrará la planificación temporal inicial que se ha previsto para 
llevar a cabo el proyecto. Indicar que las tareas en cursiva son tareas un poco menos 
relacionadas con una ingeniería, pero estrechamente relacionadas con el mundo del 
videojuego, y por lo tanto, necesarias al fin y al cabo. 
  
 
FASE	   TAREA	   HORAS	  
Análisis	   	   60	  	   Definición	  de	  la	  aplicación	   20	  	   Definición	  de	  requisitos	   20	  	   Definición	  de	  casos	  de	  uso	   20	  
Desarrollo	   	   345	  	   Diseño	   20	  	   Implementación	  de	  la	  aplicación	   270	  	   Diseño	  gráfico	   20	  	   Edición	  de	  audio	   5	  	   Beta-­‐testing	   40	  	   Traducción	   10	  
Memoria	   	   100	  	   Redacción	  de	  la	  memoria	   100	  
TOTAL	   	   505	  
Tabla	  5.	  Planificación	  inicial	  del	  proyecto	  	  
3.1.1. Duración 
 
Se ha de tener en cuenta que las tareas del proyecto las llevará a cabo una única 
persona. Contando una media de 6 horas de trabajo por día (habrá días que se 
trabajarán más y días que no se trabajará) obtenemos 84,2 días como estimación 
para llevar a cabo el proyecto. 
 
3.2. Estudio económico 	  
Una vez calculado el tiempo estimado para llevar a cabo el proyecto, se hará una 
previsión del coste. 
 
Para llevar a cabo la previsión de coste, se ha dividido en 3 conceptos el posible 
gasto: 
 
• Coste de personal. 
 
• Coste de hardware. 
 





Aunque el proyecto se realizará por una sola persona con aportaciones esporádicas 
del director de proyecto, para calcular el coste de mercado es necesario especificar el 
coste humano en base a diferentes roles: analista, programador, jefe de proyecto y 
diseñador gráfico. En la tabla siguiente se supone una media de 240 días laborables 
por año y un coste de seguridad social a cargo de la empresa de un 33% del salario. 
 
Roles Bruto anual Sueldo + S.S Coste/día Coste/hora 
Jefe de proyecto 42.000 € 55.860 € 232,75 € 29,09 € 
Analista 30.000 € 39.900 € 166,25 € 20,78 € 
Programador 21.000 € 27.930 € 149,62 € 18,70 € 
Tabla	  6.	  Roles	  y	  salarios	  
En lo que respecta al coste humano, se han subdividido las tareas a realizar según los 
perfiles de la tabla anterior. Al perfil del analista se le han asignado las tareas de 
análisis y el 5% de las tareas de redacción del documento escrito. Al jefe de proyecto 
se le ha asignado el 90% de las tareas de redacción del documento escrito y el 5% de 
las tareas de desarrollo. Al programador se le han asignado el 95% de las tareas de 
desarrollo y el 5% de las tareas de redacción del documento escrito. 
 
Roles Horas Coste/hora Coste % Coste 
Jefe de proyecto 107,25 29,09 € 3.119,90 € 29,2 
Analista 65 20,78 € 1.350,70 € 12,6 
Programador 332,25 18,70 € 6.213,07 € 58,2 
TOTAL   10.683,67 € 100 
Tabla	  7.	  Coste	  humano	  
A continuación se enumeran y valoran los recursos no humanos utilizados durante el 
desarrollo del sistema. 
 
 
COSTE DE HARDWARE 
 
• PC Intel Core i5 a 3,21Ghz, 8Gb RAM DDR3 a 1333Mzh, 4Tb HDD SATA2 y 
monitor LED de 21”. Valorado en 1000€. 
 
• iPhone 4 16Gb. Valorado en 600€. 
 
• iPad 2 3G/WIFI 16Gb. Valorado en 600€. 
 
• Acceso a internet ADSL. Valorado en 40€/mes. 
 
Se considera que el equipo informático tiene una vida útil de 3 años, con lo cual, se 
amortiza la parte proporcional según la duración del proyecto. 
 
Se considera que el iPhone tiene una vida útil de 2 años, con lo cual, se amortiza la 
parte proporcional según la duración del proyecto. 
 
Se considera que el iPad 2 tiene una vida útil de 2 años, con lo cual, se amortiza la 
parte proporcional según la duración del proyecto. 
  
Recurso Coste Plazo Amort. % Imputable Coste Imput. 
PC 1.000 € 36 meses 8,33 83,33 € 
iPhone 4 600 € 24 meses 12,5 75 € 
iPad 2 600 € 24 meses 12,5 75 € 
ADSL 40 € / mes 3 meses 100 120 € 
TOTAL    353,33 € 





• SO Mac OSX 10.6.8. Valorado en 30 €. 
 
• Licencia de desarrollador de iOS. Valorada en 99 $ (unos 75€). 
 
• Adobe Photoshop CS5. Valorado en 294 €. 
 
• Adobe Audition CS5.5. Valorado en 116,82 €. 
 
• Texture Packer 2.4.3. Valorado en 25 $ (unos 20 €). 
 
• Office for Mac. Valorado en 249,95 €. 
 
Salvo para la licencia de desarrollador de iOS que tiene 1 año de validez, se 
establecerá una vida de 3 años para cada licencia de software. 
 
Recurso Coste Plazo Amort. % Imputable Coste Imput. 
Mac OSX 30 € 36 meses 8,33 2,5 € 
Photoshop CS5 294 € 36 meses 8,33 24,5 € 
Audition CS5.5 116,82 € 36 meses 8,33 9,74 € 
Texture Packer 20 € 36 meses 8,33 1,67 € 
Office for Mac 249,95 € 36 meses 8,33 20,83 € 
Lic. iOS Dev 75 € 12 meses 25 18,75 € 
TOTAL    77,99 € 
 
 
COSTE TOTAL DEL PROYECTO 
 
Tal y como se ha comentado previamente, el coste total presupuestado resulta de la 
suma de los anteriores conceptos. En la tabla siguiente se podrá observar dicho 
cálculo: 
 
Concepto Coste imputable 
Coste humano 10.683,67 € 
Coste del hardware 353,33 € 
Coste del software 77,99 € 
TOTAL 11.115,09 € 
Tabla	  9.	  Coste	  total	  de	  desarrollo	  del	  proyecto	  	  




4.1. Objetivos conseguidos 
 
Una vez acabado el proyecto, es el momento de extraer conclusiones. Para ello, se 
verá si se han cumplido los objetivos que se propusieron al principio del mismo. 
 
Tal y como se hizo en la sección Objetivos (Ver capítulo 1.2), dividiré esta sección en 
objetivos de programa y objetivos académicos. 
 
4.1.1. Objetivos del proyecto 
 
ü Se han implementado dos minijuegos por cada categoría (4 categorías en 
total), haciendo un total de 8. 
 
ü El sistema se ha implementado para la plataforma iPhone, y aprovecha las 
capacidades táctiles del dispositivo. 
 
ü El sistema es capaz de generar partidas aleatorias para todos y cada uno de 
los minijuegos. 
 
ü El sistema hace persistente las puntuaciones del usuario en cada uno de los 
minijuegos utilizando para ello el complemento de Game Center que 
proporciona Apple integrado en iOS. Así mismo, el usuario tiene acceso a una 
tabla de puntuaciones global para cada uno de los minijuegos. 
 
ü El sistema cuenta con un sistema de estadísticas tanto a nivel general como 
individual de cada minijuego. 
 
ü El sistema cuenta con integración en redes sociales (Facebook y Twitter), y 
permite compartir puntuaciones para fomentar la descarga de la aplicación por 
parte de nuevos usuarios. 
 
ü El sistema cuenta con localización lingüística (castellano, catalán, e inglés). El 
sistema permite la ampliación del número de idiomas de forma sencilla. 
 
4.1.2. Objetivos personales 
 
ü Se han puesto en práctica los conocimientos conseguidos a lo largo de la 
carrera en los campos de ingeniería de software y programación. Sin dichos 
conocimientos, no hubiera sido capaz de llevar a cabo este proyecto. 
 
ü Se ha aprendido a usar la plataforma de desarrollo Xcode 4, incluida en el iOS 
SDK, utilizando el lenguaje de programación Objective-C. También se ha 
aprendido a utilizar Instruments para detectar fugas de memoria. 
 
ü Se ha aprendido a utilizar las funcionalidades disponibles en el framework de 
trabajo Cocos2D. He encontrado el framework muy intuitivo, con una curva de 
aprendizaje plana y gradual. Una vez acabado el proyecto, pretendo indagar y 
experimentar más con este framework, ya que considero que tiene mucho 
potencial. 
 
ü Se ha aprendido el mecanismo de publicación de una aplicación en la App 
Store de Apple. Se ha subido la aplicación a la App Store y ha sido puesta a 
disposición del público general. A día de hoy, la aplicación ha conseguido 400 
descargas sin ningún tipo de publicidad y/o acción de marketing. 
 
4.1.3. Conclusiones personales 	  
Creo que el proyecto ha resultado un éxito. He cumplido todos los objetivos que 
propuse al principio y lo he hecho en un plazo razonable de tiempo, si bien es cierto 
que he de aprender a hacer estimaciones de trabajo mejor, ya que he tardado dos 
semanas más de lo que estimé en un principio. 
 
Estoy contento por el resultado obtenido. Este proyecto no solo ha marcado el punto 
final de mi vida como estudiante (por ahora), si no que me ha permitido cumplir una 
fantasía. Ese sueño de niño, surgido en medio de una partida de Game Boy: “Ojalá yo 
pudiera hacer algo así”. 
4.2. Mejoras y ampliaciones 
 
Para finalizar este documento, se incluirá una pequeña lista de mejoras o 
ampliaciones que podrían llevarse a cabo en un futuro. Cabe indicar que algunas de 
estas mejoras no se han incluido en el proyecto por no formar parte de las 
competencias que se pueden presuponer para un proyecto final de carrera de 
ingeniería informática. 
 
Una primera mejora podría ser hacer la aplicación compatible con iPad. En este 
preciso momento, la aplicación funciona en iPad usando el modo de compatibilidad 
con aplicaciones de iPhone, es decir, haciendo un zoom. Esta mejora requeriría dos 
trabajos: diseño de las vistas para iPad y cambio de las imágenes utilizadas en la 
actual aplicación pos las mismas, pero de mayor tamaño. Esto conllevaría una 
segunda mejora: Aprovechar el “retina display”, y usar imágenes de alta resolución en 
iPhone. 
 
Otra posible mejora sería rediseñar todo el apartado gráfico y sonoro, manteniendo la 
funcionalidad de la aplicación, contando para ello con la ayuda de terceras personas 
más versadas en cuestiones estéticas y musicales que yo.  
 
También se podría realizar una campaña de marketing para publicitar la aplicación y 
fomentar su descarga. Esto al tratarse de una aplicación gratuita podría ser excesivo, 
pero sigue siendo una posible ampliación. 
 
Por último, siempre se podrían implementar más y más minijuegos. Hay más tipos de 
inteligencia que los que se han usado como categorías en mi aplicación, como por 
ejemplo la inteligencia espacial, la inteligencia musical o la inteligencia lingüística, 
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ANEXO III: Datos técnicos iPhone 3GS, iPhone 4 e iPhone 4S 
 
 
Características técnicas iPhone 3GS 
General Red 2G GSM 850 / 900 / 1800 / 1900 Red 3G HDSPA 850 / 1900 / 2100 
Tamaño Dimensiones  115,5 x 62,1 x 12,3 mm Peso 135 g 
Pantalla 
Tipo Pantalla táctil capacitiva 
Tamaño 3,5”, 320 x 480 píxeles, a 163 ppp 




Tipos de alerta Vibración, politonos, MP3 
Altavoz Sí 
Jack audio 3,5mm Sí 
Memoria 
Agenda de contactos Entradas prácticamente ilimitadas 
Registros de llamada 100 llamadas  
Memoria interna 8, 16, 32 Gb 
Memoria RAM 256 DRAM 




3G HDSPA, 7,2 Mbps 
WLAN WI-FI 802.11b/g 
Bluetooth Si, v2.1 con A2DP 
Infrarrojos No 
USB Sí, cable conexión Dock-USB 2.0 
Cámara 
Principal 3,15 MP, 2048 x 1536 pixeles 
Características Autoenfoque, enfoque táctil en pantalla 
Vídeo Sí, VGA a 30 FPS 
Secundaria No 
Batería 
Tipo Batería fija de ión litio 
En espera Hasta 300h 
En uso Hasta 12h (2G) / Hasta 5h (3G) 
Escuchando música Hasta 30h 
Miscelánea 
S. Operativo iOS 3, actualizable a iOS 4 
CPU ARM Cortex-A8 600MHz, SGX535 GPU 
GPS Sí, con soporte de A-GPS 
Radio No 
JAVA No 
Otros Brújula digital 
Acelerómetros 




Características técnicas iPhone 4 
General Red 2G GSM 850 / 900 / 1800 / 1900 Red 3G HDSPA 850 / 1900 / 2100 
Tamaño Dimensiones  115,2 x 58,6 x 9,3 mm Peso 137 g 
Pantalla 
Tipo Pantalla táctil capacitiva 
Tamaño 3,5”, 640 x 960 píxeles, a 326 ppp 




Tipos de alerta Vibración, MP3 
Altavoz Sí 
Jack audio 3,5mm Sí 
Memoria 
Agenda de contactos Entradas prácticamente ilimitadas 
Registros de llamada 100 llamadas  
Memoria interna 16, 32 Gb 
Memoria RAM 512 DRAM 
Ranura tarjeta externa No 
Conectividad 
GPRS Sí, clase 10 (4+1/3+2 slots), 32-48 kbps 
EDGE Sí, clase 10, 236,8 kbps 
3G HDSPA, 7,2 Mbps; HSUPA, 5,76 Mbps 
WLAN WI-FI 802.11b/g, WI-FI Hotspot 
Bluetooth Si, v2.1 con A2DP 
Infrarrojos No 
USB Sí, cable conexión Dock-USB 2.0 
Cámara 
Principal 5 MP, 2592 x 1944 pixeles, flash 
Características Autoenfoque, enfoque táctil en pantalla 
Vídeo Sí, 720p a 30fps 
Secundaria Sí 
Batería 
Tipo Batería fija de ión litio 1420mAh 
En espera Hasta 300h 
En uso Hasta 14h (2G) / Hasta 7h (3G) 
Escuchando música Hasta 40h 
Miscelánea 
S. Operativo iOS 4 
CPU Apple A4 1GHz, SGX535 GPU 
GPS Sí, con soporte de A-GPS 
Radio No 
JAVA No 
Otros Brújula digital 
Acelerómetros 
Giroscopio (3 ejes) 
Sensor de proximidad autoapagado 
Sensor luminosidad ambiental 
Micro SIM únicamente 
Tabla	  11.	  Características técnicas completas del iPhone 4	  
Fuente: http://www.gsmarena.com/apple_iphone_4-3275.php 
  
Características técnicas iPhone 4S 
General Red 2G GSM 850 / 900 / 1800 / 1900 Red 3G HDSPA 850 / 1900 / 2100 
Tamaño Dimensiones  115,2 x 58,6 x 9,3 mm Peso 140 g 
Pantalla 
Tipo Pantalla táctil capacitiva 
Tamaño 3,5”, 640 x 960 píxeles, a 326 ppp 




Tipos de alerta Vibración, MP3 
Altavoz Sí 
Jack audio 3,5mm Sí 
Memoria 
Agenda de contactos Entradas prácticamente ilimitadas 
Registros de llamada 100 llamadas  
Memoria interna 16, 32, 64 Gb 
Memoria RAM 512 DRAM 
Ranura tarjeta externa No 
Conectividad 
GPRS Sí, clase 10 (4+1/3+2 slots), 32-48 kbps 
EDGE Sí, clase 10, 236,8 kbps 
3G HDSPA, 14,4 Mbps; HSUPA, 5,76 Mbps 
WLAN WI-FI 802.11b/g/n, WI-FI Hotspot 
Bluetooth Si, v4.0 con A2DP 
Infrarrojos No 
USB Sí, cable conexión Dock-USB 2.0 
Cámara 
Principal 8 MP, 3264 x 2448 pixeles, flash 
Características Autoenfoque, enfoque táctil en pantalla 
Vídeo Sí, 1080p a 30fps 
Secundaria Sí, VGA 480p a 30fps 
Batería 
Tipo Batería fija de ión litio 1432mAh 
En espera Hasta 200h 
En uso Hasta 14h (2G) / Hasta 8h (3G) 
Escuchando música Hasta 40h 
Miscelánea 
S. Operativo iOS 5 
CPU Apple A9 1GHz, SGX543MP2 GPU 
GPS Sí, con soporte de A-GPS y GLONASS 
Radio No 
JAVA No 
Otros Igual que iPhone 4, añadiendo: 
TV out 
SIRI (Asistente personal por voz) 
Editor de imágenes 





App Store review Guidelines 
 
Introduction	  
We're pleased that you want to invest your talents and time to develop applications for 
iOS. It has been a rewarding experience - both professionally and financially - for tens 
of thousands of developers and we want to help you join this successful group. We 
have published our App Store Review Guidelines in the hope that they will help you 
steer clear of issues as you develop your app and speed you through the approval 
process when you submit it. 
We view Apps different than books or songs, which we do not curate. If you want to 
criticize a religion, write a book. If you want to describe sex, write a book or a song, or 
create a medical app. It can get complicated, but we have decided to not allow certain 
kinds of content in the App Store. It may help to keep some of our broader themes in 
mind: 
• We have lots of kids downloading lots of apps, and parental controls don't work 
unless the parents set them up (many don't). So know that we're keeping an 
eye out for the kids. 
• We have over 350,000 apps in the App Store. We don't need any more Fart 
apps. If your app doesn't do something useful or provide some form of lasting 
entertainment, it may not be accepted. 
• If your App looks like it was cobbled together in a few days, or you're trying to 
get your first practice App into the store to impress your friends, please brace 
yourself for rejection. We have lots of serious developers who don't want their 
quality Apps to be surrounded by amateur hour. 
• We will reject Apps for any content or behaviour that we believe is over the line. 
What line, you ask? Well, as a Supreme Court Justice once said, "I'll know it 
when I see it". And we think that you will also know it when you cross it. 
• If your app is rejected, we have a Review Board that you can appeal to. If you 
run to the press and trash us, it never helps. 
• If you attempt to cheat the system (for example, by trying to trick the review 
process, steal data from users, copy another developer's work, or manipulate 
the ratings) your apps will be removed from the store and you will be expelled 
from the developer program. 
• This is a living document, and new apps presenting new questions may result in 
new rules at any time. Perhaps your app will trigger this. 
Lastly, we love this stuff too, and honour what you do. We're really trying our best to 
create the best platform in the world for you to express your talents and make a living 
too. If it sounds like we're control freaks, well, maybe it's because we're so committed 
to our users and making sure they have a quality experience with our products. Just 
like almost all of you are too. 
  
1.	  Terms	  and	  conditions	  
1.1	  
As a developer of applications for the App Store you are bound by the terms of 
the Program License Agreement (PLA), Human Interface Guidelines (HIG), and 
any other licenses or contracts between you and Apple. The following rules and 
examples are intended to assist you in gaining acceptance for your app in the 
App Store, not to amend or remove provisions from any other agreement. 
2.	  Functionality	  
2.1	  
Apps that crash will be rejected 
2.2	  
Apps that exhibit bugs will be rejected 
2.3	  
Apps that do not perform as advertised by the developer will be rejected 
2.4	  
Apps that include undocumented or hidden features inconsistent with the 
description of the app will be rejected 
2.5	  
Apps that use non-public APIs will be rejected 
2.6	  
Apps that read or write data outside its designated container area will be 
rejected 
2.7	  
Apps that download code in any way or form will be rejected 
2.8	  
Apps that install or launch other executable code will be rejected 
2.9	  
Apps that are "beta", "demo", "trial", or "test" versions will be rejected 
2.10	  
iPhone apps must also run on iPad without modification, at iPhone resolution, 
and at 2X iPhone 3GS resolution 
2.11	  
Apps that duplicate apps already in the App Store may be rejected, particularly 
if there are many of them, such as fart, burp, flashlight, and Kama Sutra apps. 
2.12	  
Apps that are not very useful, are simply web sites bundled as apps, or do not 
provide any lasting entertainment value may be rejected 
2.13	  
Apps that are primarily marketing materials or advertisements will be rejected 
2.14	  
Apps that are intended to provide trick or fake functionality that are not clearly 
marked as such will be rejected 
2.15	  
Apps larger than 20MB in size will not download over cellular networks (this is 
automatically prohibited by the App Store) 
2.16	  
Multitasking apps may only use background services for their intended 
purposes: VoIP, audio playback, location, task completion, local notifications, 
etc. 
2.17	  
Apps that browse the web must use the iOS WebKit framework and WebKit 
JavaScript 
2.18	  
Apps that encourage excessive consumption of alcohol or illegal substances, or 
encourage minors to consume alcohol or smoke cigarettes, will be rejected 
2.19	  
Apps that provide incorrect diagnostic or other inaccurate device data will be 
rejected 
2.20	  
Developers "spamming" the App Store with many versions of similar apps will 
be removed from the iOS Developer Program 
2.21	  
Apps that are simply a song or movie should be submitted to the iTunes store. 
Apps that are simply a book should be submitted to the iBookstore. 
2.22	  
Apps that arbitrarily restrict which users may use the app, such as by location or 
carrier, may be rejected 
2.23	  
Apps must follow the iOS Data Storage Guidelines or they will be rejected 
2.24	  
Apps that are offered in Newsstand must comply with schedules 1, 2 and 3 of 
the Developer Program License Agreement or they will be rejected 
3.	  Metadata	  (name,	  descriptions,	  ratings,	  rankings,	  etc)	  
3.1	  
Apps or metadata that mentions the name of any other mobile platform will be 
rejected 
3.2	  
Apps with placeholder text will be rejected 
3.3	  
Apps with descriptions not relevant to the application content and functionality 
will be rejected 
3.4	  
App names in iTunes Connect and as displayed on a device should be similar, 
so as not to cause confusion 
3.5	  
Small and large app icons should be similar, so as to not to cause confusion 
3.6	  
Apps with app icons and screenshots that do not adhere to the 4+ age rating 
will be rejected 
3.7	  
Apps with Category and Genre selections that are not appropriate for the app 
content will be rejected 
3.8	  
Developers are responsible for assigning appropriate ratings to their apps. 
Inappropriate ratings may be changed/deleted by Apple 
3.9	  
Developers are responsible for assigning appropriate keywords for their apps. 
Inappropriate keywords may be changed/deleted by Apple 
3.10	  
Developers who attempt to manipulate or cheat the user reviews or chart 
ranking in the App Store with fake or paid reviews, or any other inappropriate 
methods will be removed from the iOS Developer Program 
3.11	  
Apps which recommend that users restart their iOS device prior to installation or 
launch may be rejected 
3.12	  
Apps should have all included URLs fully functional when you submit it for 
review, such as support and privacy policy URLs 
4.	  Location	  
4.1	  
Apps that do not notify and obtain user consent before collecting, transmitting, 
or using location data will be rejected 
4.2	  
Apps that use location-based APIs for automatic or autonomous control of 
vehicles, aircraft, or other devices will be rejected 
4.3	  
Apps that use location-based APIs for dispatch, fleet management, or 
emergency services will be rejected 
4.4	  
Location data can only be used when directly relevant to the features and 
services provided by the app to the user or to support approved advertising 
uses 
5.	  Push	  notifications	  
5.1	  
Apps that provide Push Notifications without using the Apple Push Notification 
(APN) API will be rejected 
5.2	  
Apps that use the APN service without obtaining a Push Application ID from 
Apple will be rejected 
5.3	  
Apps that send Push Notifications without first obtaining user consent will be 
rejected 
5.4	  
Apps that send sensitive personal or confidential information using Push 
Notifications will be rejected 
5.5	  
Apps that use Push Notifications to send unsolicited messages, or for the 
purpose of phishing or spamming will be rejected 
5.6	  
Apps cannot use Push Notifications to send advertising, promotions, or direct 
marketing of any kind 
5.7	  
Apps cannot charge users for use of Push Notifications 
5.8	  
Apps that excessively use the network capacity or bandwidth of the APN 
service or unduly burden a device with Push Notifications will be rejected 
5.9	  
Apps that transmit viruses, files, computer code, or programs that may harm or 
disrupt the normal operation of the APN service will be rejected 
6.	  Game	  Center	  
6.1	  
Apps that display any Player ID to end users or any third party will be rejected 
6.2	  
Apps that use Player IDs for any use other than as approved by the Game 
Center terms will be rejected 
6.3	  
Developers that attempt to reverse lookup, trace, relate, associate, mine, 
harvest, or otherwise exploit Player IDs, alias, or other information obtained 
through the Game Center will be removed from the iOS Developer Program 
6.4	  
Game Center information, such as Leaderboard scores, may only be used in 
apps approved for use with the Game Center 
6.5	  
Apps that use Game Center service to send unsolicited messages, or for the 
purpose of phishing or spamming will be rejected 
6.6	  
Apps that excessively use the network capacity or bandwidth of the Game 
Center will be rejected 
6.7	  
Apps that transmit viruses, files, computer code, or programs that may harm or 
disrupt the normal operation of the Game Center service will be rejected 
7.	  iAds	  
7.1	  
Apps that artificially increase the number of impressions or click-throughs of ads 
will be rejected 
7.2	  
Apps that contain empty iAd banners will be rejected 
7.3	  
Apps that are designed predominantly for the display of ads will be rejected 
8.	  Trademarks	  and	  trade	  dress	  
8.1	  
Apps must comply with all terms and conditions explained in the Guidelines for 
Using Apple Trademarks and Copyrights and the Apple Trademark List 
8.2	  
Apps that suggest or infer that Apple is a source or supplier of the app, or that 
Apple endorses any particular representation regarding quality or functionality 
will be rejected 
8.3	  
Apps which appear confusingly similar to an existing Apple product or 
advertising theme will be rejected 
8.4	  
Apps that misspell Apple product names in their app name (i.e., GPS for 
Iphone, iTunz) will be rejected 
8.5	  
Use of protected 3rd party material (trademarks, copyrights, trade secrets, 
otherwise proprietary content) requires a documented rights check which must 
be provided upon request 
8.6	  
Google Maps and Google Earth images obtained via the Google Maps API can 
be used within an application if all brand features of the original content remain 
unaltered and fully visible. Apps that cover up or modify the Google logo or 
copyright holders identification will be rejected 
9.	  Media	  content	  
9.1	  
Apps that do not use the MediaPlayer framework to access media in the Music 
Library will be rejected 
9.2	  
App user interfaces that mimic any iPod interface will be rejected 
9.3	  
Audio streaming content over a cellular network may not use more than 5MB 
over 5 minutes 
9.4	  
Video streaming content over a cellular network longer than 10 minutes must 
use HTTP Live Streaming and include a baseline 64 kbps audio-only HTTP Live 
stream 
10.	  User	  interface	  
10.1	  
Apps must comply with all terms and conditions explained in the Apple iOS 
Human Interface Guidelines 
10.2	  
Apps that look similar to apps bundled on the iPhone, including the App Store, 
iTunes Store, and iBookstore, will be rejected 
10.3	  
Apps that do not use system provided items, such as buttons and icons, 
correctly and as described in the Apple iOS Human Interface Guidelines may 
be rejected 
10.4	  
Apps that create alternate desktop/home screen environments or simulate 
multi-app widget experiences will be rejected 
10.5	  
Apps that alter the functions of standard switches, such as the Volume 
Up/Down and Ring/Silent switches, will be rejected 
10.6	  
Apple and our customers place a high value on simple, refined, creative, well 
thought through interfaces. They take more work but are worth it. Apple sets a 
high bar. If your user interface is complex or less than very good, it may be 
rejected 
11.	  Purchasing	  and	  currencies	  
11.1	  
Apps that unlock or enable additional features or functionality with mechanisms 
other than the App Store will be rejected 
11.2	  
Apps utilizing a system other than the In App Purchase API (IAP) to purchase 
content, functionality, or services in an app will be rejected 
11.3	  
Apps using IAP to purchase physical goods or goods and services used outside 
of the application will be rejected 
11.4	  
Apps that use IAP to purchase credits or other currencies must consume those 
credits within the application 
11.5	  
Apps that use IAP to purchase credits or other currencies that expire will be 
rejected 
11.6	  
Content subscriptions using IAP must last a minimum of 7 days and be 
available to the user from all of their iOS devices 
11.7	  
Apps that use IAP to purchase items must assign the correct Purchasability 
type 
11.8	  
Apps that use IAP to purchase access to built-in capabilities provided by iOS, 
such as the camera or the gyroscope, will be rejected 
11.9	  
Apps containing "rental" content or services that expire after a limited time will 
be rejected 
11.10	  
Insurance applications must be free, in legal-compliance in the regions 
distributed, and cannot use IAP 
11.11	  
In general, the more expensive your app, the more thoroughly we will review it 
11.12	  
Apps offering subscriptions must do so using IAP, Apple will share the same 
70/30 revenue split with developers for these purchases, as set forth in the 
Developer Program License Agreement. 
11.13	  
Apps that link to external mechanisms for purchases or subscriptions to be 
used in the app, such as a “buy” button that goes to a web site to purchase a 
digital book, will be rejected 
11.14	  
Apps can read or play approved content (specifically magazines, newspapers, 
books, audio, music, and video) that is subscribed to or purchased outside of 
the app, as long as there is no button or external link in the app to purchase the 
approved content. Apple will not receive any portion of the revenues for 
approved content that is subscribed to or purchased outside of the app 
12.	  Scraping	  and	  aggregation	  
12.1	  
Applications that scrape any information from Apple sites (for example from 
apple.com, iTunes Store, App Store, iTunes Connect, Apple Developer 
Programs, etc) or create rankings using content from Apple sites and services 
will be rejected 
12.2	  
Applications may use approved Apple RSS feeds such as the iTunes Store 
RSS feed 
12.3	  
Apps that are simply web clippings, content aggregators, or a collection of links, 
may be rejected 
13.	  Damage	  to	  device	  
13.1	  
Apps that encourage users to use an Apple Device in a way that may cause 
damage to the device will be rejected 
13.2	  
Apps that rapidly drain the device's battery or generate excessive heat will be 
rejected 
14.	  Personal	  attacks	  
14.1	  
Any app that is defamatory, offensive, mean-spirited, or likely to place the 
targeted individual or group in harms way will be rejected 
14.2	  
Professional political satirists and humourists are exempt from the ban on 
offensive or mean-spirited commentary 
15.	  Violence	  
15.1	  
Apps portraying realistic images of people or animals being killed or maimed, 
shot, stabbed, tortured or injured will be rejected 
15.2	  
Apps that depict violence or abuse of children will be rejected 
15.3	  
"Enemies" within the context of a game cannot solely target a specific race, 
culture, a real government or corporation, or any other real entity 
15.4	  
Apps involving realistic depictions of weapons in such a way as to encourage 
illegal or reckless use of such weapons will be rejected 
15.5	  
Apps that include games of Russian roulette will be rejected 
16.	  Objectionable	  content	  
16.1	  
Apps that present excessively objectionable or crude content will be rejected 
16.2	  
Apps that are primarily designed to upset or disgust users will be rejected 
17.	  Privacy	  
17.1	  
Apps cannot transmit data about a user without obtaining the user's prior 
permission and providing the user with access to information about how and 
where the data will be used 
17.2	  
Apps that require users to share personal information, such as email address 
and date of birth, in order to function will be rejected 
17.3	  
Apps that target minors for data collection will be rejected 
18.	  Pornography	  
18.1	  
Apps containing pornographic material, defined by Webster's Dictionary as 
"explicit descriptions or displays of sexual organs or activities intended to 
stimulate erotic rather than aesthetic or emotional feelings", will be rejected 
18.2	  
Apps that contain user generated content that is frequently pornographic (ex 
"Chat Roulette" apps) will be rejected 
19.	  Religion,	  culture,	  and	  ethnicity	  
19.1	  
Apps containing references or commentary about a religious, cultural or ethnic 
group that are defamatory, offensive, mean-spirited or likely to expose the 
targeted group to harm or violence will be rejected 
19.2	  
Apps may contain or quote religious text provided the quotes or translations are 
accurate and not misleading. Commentary should be educational or informative 
rather than inflammatory 
20.	  Contests,	  sweepstakes,	  lotteries,	  and	  raffles	  
20.1	  
Sweepstakes and contests must be sponsored by the developer/company of 
the app 
20.2	  
Official rules for sweepstakes and contests, must be presented in the app and 
make it clear that Apple is not a sponsor or involved in the activity in any 
manner 
20.3	  
It must be permissible by law for the developer to run a lottery app, and a lottery 
app must have all of the following characteristics: consideration, chance, and a 
prize 
20.4	  
Apps that allow a user to directly purchase a lottery or raffle ticket in the app will 
be rejected 
21.	  Charities	  and	  contributions	  
21.1	  
Apps that include the ability to make donations to recognized charitable 
organizations must be free 
21.2	  
The collection of donations must be done via a web site in Safari or an SMS 
22.	  Legal	  requirements	  
22.1	  
Apps must comply with all legal requirements in any location where they are 
made available to users. It is the developer's obligation to understand and 
conform to all local laws 
22.2	  
Apps that contain false, fraudulent or misleading representations will be 
rejected 
22.3	  
Apps that solicit, promote, or encourage criminal or clearly reckless behaviour 
will be rejected 
22.4	  
Apps that enable illegal file sharing will be rejected 
22.5	  
Apps that are designed for use as illegal gambling aids, including card 
counters, will be rejected 
22.6	  
Apps that enable anonymous or prank phone calls or SMS/MMS messaging will 
be rejected 
22.7	  
Developers who create apps that surreptitiously attempt to discover user 
passwords or other private user data will be removed from the iOS Developer 
Program 
22.8	  
Apps which contain DUI checkpoints that are not published by law enforcement 
agencies, or encourage and enable drunk driving, will be rejected 
Living	  document	  
This document represents our best efforts to share how we review apps submitted to 
the App Store, and we hope it is a helpful guide as you develop and submit your apps. 
It is a living document that will evolve as we are presented with new apps and 
situations, and we'll update it periodically to reflect these changes. 
Thank you for developing for iOS. Even though this document is a formidable list of 
what not to do, please also keep in mind the much shorter list of what you must do. 
Above all else, join us in trying to surprise and delight users. Show them their world in 
innovative ways, and let them interact with it like never before. In our experience, users 
really respond to polish, both in functionality and user interface. Go the extra mile. Give 
them more than they expect. And take them places where they have never been 
before. We are ready to help. 
© Apple, 2011 
  
ANEXO V: 
Cocos2D best practices 
 
Improving	  performance	  
• Use	  this	  guide	  as	  reference:	  performance	  tests	  
Xcode	  Thumb	  
Turn off thumb compilation in Xcode for ARMv6, but turn it on for ARMv7.  
• Thumb	   compiling	   creates	   smaller	   compiled	   sizes	   at	   the	   threat	   to	   floating	  point	  math	  	  
• Thumb	  code	  is	  MUCH	  slower	  than	  the	  non-­‐thumb	  code	  
• Instructions	  to	  change	  this	  setting	  on	  a	  project	  can	  be	  found	  here.	  
CCDirector	  
Director:  
• Use	  DisplayLink.	  DisplayLink	   is	  the	  best	  Director,	  but	  is	  only	  available	  in	  SDK	   3.1	   or	   higher.	   If	   DisplayLink	   is	   not	   present,	   use	   MainLoop	   or	  
ThreadMainLoop.	  
Or	  use	  NSTimer	  CCDirector	  with	  a	  very	  low	  (quick)	  interval	  like	  1/240	  
	  
Texture	  Atlas	  
When possible try to use texture atlas:  
• Make	  CCSprite	  from	  a	  corresponding	  CCSpriteSheet	  spritesheet	  object.	  
• Use	  CCLabelBMFont	  or	  CCLabelAtlas	  instead	  of	  CCLabelTTF	  
• Use	  CCTMXTileMap	  or	  CCTileMapAtlas	  to	  render	  tiles	  
The Atlas versions of these objects provide faster rendering at the expense of code and art complexity. 
The Atlas versions utilize an AtlasManager that keeps one large image with multiple frames, and the 
individual Atlas object refers to a frame of that larger image. This saves on texture counts and accelerates 
OpenGL ES calls.  
// must be called before any other call to the director 
if(![CCDirector setDirectorType:kCCDirectorTypeDisplayLink]) 
 [CCDirector setDirectorType:kCCDirectorTypeMainLoop]; 
// If you are using "NSTimer" Director you could set a very low 
interval 
 
[[CCDirector sharedDirector] setAnimationInterval:1/240.0]; 
 
Atlas = a book of illustration or diagrams. In this context it means you have one big image loaded into an 
opengl texture which actually holds a series of smaller images. As opposed to all the smaller images each 
loaded in to their own texture.  
Textures	  
When possible, try to use 4-bit or 16-bit textures  
• 16-­‐bit	  textures	  for	  PNG/GIF/BMP/TIFF	  images	  
• 4-­‐bit	  or	  2-­‐bit	  textures:	  Try	  to	  use	  PVRTC	  textures.	  
• Use	  32-­‐bit	  textures	  as	  the	  last	  resort	  
Add this line before loading Textures:  
 
For background images you can drop the alpha channel by using RGB565 format. This format has the 
advantage that the visual quality is better than using RGBA4444.  
Simply reducing the color by setting the pixel format has the disadvantage of quality loss and the size of 
the resources still stays big.  
Dithering TODO: explain dithering.  
PVR textures TODO: explain the benefits of PVR TODO: explain .pvr.gz / .pvr.ccz  
The PVR format lets you create RGBA8888, RGBA4444, RGBA5551 and RGB565 textures  
Using PVR-Sprites:  
Particles	  
* There are 2 type of particles: Quad and Point particle system. * Point particle system seems to be a little 
bit faster on 1st and 2nd gen devices, but it is much slower on 3rd gen devices / iPad.  
So, either you can check the device at runtime, or, the “lazy” approach would be to use Quad Particle.  
Reducing	  Memory	  
• Use	  16-­‐bit	  or	  4-­‐bit	  textures	  (see	  Improving	  performance)	  
• Use	  the	  CCTextureCache	  
o CCTextureCache	  caches	  all	  images	  
o Even	  when	  the	  image	  is	  not	  used	  anymore,	  it	  will	  remain	  in	  memory	  




// add this line at the very beginning 




• Try	  NOT	  to	  use	  Cocoa’s	  NSTimer.	  Instead	  use	  cocos2d’s	  own	  scheduler.	  
• If	  you	  use	  cocos2d	  scheduler,	  you	  will	  have:	  
o automatic	  pause/resume.	  
o when	  the	  CCLayer	  (CCScene,	  CCSprite,	  CCNode)	  enters	  the	  stage	  the	  timer	  will	  be	  automatically	  activated,	  and	  when	  it	  leaves	  the	  stage	  it	  will	  be	  automatically	  deactivated.	  



























// textures with retain count 1 will be removed 
// you can add this line in your scene#dealloc method 
 
[[CCTextureCache sharedTextureCache] removeUnusedTextures]; 
 
// since v0.8 
// removes a certain texture from the cache 
 
CCTexture2D *texture = [sprite texture]; 
[[CCTextureCache sharedTextureCache] removeTexture: texture]]; 
 
// available in v0.7 too 
// removes all textures... only use when you receive a memory 
warning signal 
 
[[CCTextureCache sharedTextureCache] removeAllTextures]; 
 
// available in v0.7 too 
 
Draw	  vs.	  update	  
• try	  not	  to	  update	  any	  state	  variable	  inside	  the	  draw	  selector.	  
• try	  not	  to	  draw	  anything	  inside	  a	  scheduled	  selector	  
• Instead	  update	  the	  state	  variables	  inside	  a	  scheduled	  selector.	  
• Instead	  draw	  everything	  inside	  the	  draw	  selector	  
• If	   you	   update	   state	   variables	   inside	   the	   draw	   selector,	   the	   pause/resume	  won’t	  work	  as	  expected.	  
• If	  you	  draw	  something	  inside	  a	  scheduled	  selector,	  it	  can’t	  be	  transformed	  
• draw	  is	  called	  every	  frame	  
/**********************************************************/ 
// OK OK OK OK OK 
/**********************************************************/ 
-(id) init { 
    if( (self=[super init] ) ) { 
         // schedule a callback 
         [self scheduleUpdate]; 
         // available since v0.99.3 
         [self schedule: @selector(tick2:) interval:0.5]; 
     } 
       return self; 
 } 
 
-(void) update: (ccTime) dt { 
     // bla bla bla 
} 
 
-(void) tick2: (ccTime) dt { 




// BAD BAD BAD BAD 
/**********************************************************/ 
// Why BAD ? 
// You can't pause the game automatically. 
 
-(void) onEnter { 
     [super onEnter]; 
     timer1 = [NSTimer scheduledTimerWithTimeInterval:1/FPS 
target:self selector:@selector(tick1) userInfo:nil repeats:YES]; 
     timer2 = [NSTimer scheduledTimerWithTimeInterval:0.5 
target:self selector:@selector(tick2) userInfo:nil repeats:YES]; 
 } 
 
-(void) onExit { 
     [timer1 invalidate]; 
     [timer2 invalidate]; 
     [super onExit]; 
 } 
 
-(void) tick { 
     // bla bla bla 
 } 
 
-(void) tick2 { 
     // bla bla bla 
 } 
 
• scheduled	   selectors	   can	   be	   called	   with	   any	   frame	   rate,	   but	   no	   more	  frequently	  than	  the	  application’s	  FPS	  rate.	  
Director	  flow	  control	  
• If	  possible	  try	  to	  use	  replaceScene	  instead	  of	  pushScene	  
/**********************************************************/ 
 // OK OK OK OK OK 
/**********************************************************/ 
 
-(void) draw { 
     [item draw]; 
    // OK: DRAW INSIDE DRAW 
 } 
 
-(void) update:(ccTime) dt { 
     item.position = dt * finalPosition; 
// OK, UPDATE STATE IN SCHEDULED SELECTOR } 
 
/**********************************************************/ 
 // BAD BAD BAD BAD  
/**********************************************************/ 
 
-(void) draw { 
     dt = [self calculateDelta]; 
     // DONT UPDATE STATE IN DRAW. 
     item.position = dt * finalPosition; 
     // Pause won't work 
     [item draw]; } 
 
/**********************************************************/ 
// BAD BAD BAD BAD  
/**********************************************************/ 
 
-(void) update:(ccTime) dt { 
     item.position = dt * finalPosition; 
     [item draw]; // <--- DON'T DRAW IN SCHEDULED SELECTOR      
// because transformations won't alter your image 
} 
 
• pushScene	  is	  very	  handy,	  but	  it	  will	  put	  the	  pushed	  scene	  into	  memory,	  and	  memory	  is	  a	  precious	  resource	  in	  the	  iPhone.	  
Creating	  Nodes	  (CCSprite,	  CCLabel,	  etc..)	  
• When	   possible	   try	   to	   create	   CCNode	   objects	   (CCSprite,	   CCLabel,	   CCLayer,	  etc)	  or	  any	  other	  kind	  of	  object	  in	  the	  init	  selector	  and	  not	  in	  the	  draw	  and	  any	  other	  scheduled	  selector	  
• The	  creation	  of	  nodes	  might	  be	  expensive,	  so	  try	  to	  have	  them	  pre-­‐created	  
// TRY TO AVOID A BIG STACK OF PUSHED SCENES 
 
-(void) mainMenu() { 
     // etc 
     [[CCDirector sharedDirector] pushScene: gameScene]; 
 } 
 
 // stack: 
 //   . game  <-- running scene // 
   . mainMenu 
-(void) game { 
     [[CCDirector sharedDirector] pushScene: gameOverScene]; 
 } 
 
 // stack: 
 //   . gameOver  <-- running scene 
 //   . game 
 //   . mainMenu  
 
-(void) showGameOver { 
     [[CCDirector sharedDirector] pushScene: hiScoreScene]; 
 } 
 
 // stack: 
 //   . scores  <-- running scene (4 pushed scenes... expensive) 
 //   . gameOver 
 //   . game 
 //   . mainMenu 
 
• On	   the	   other	   hand,	   be	   careful	   with	   the	  memory.	   Don’t	   have	   unnecessary	  objects	  in	  memory.	  
 
Hierarchy	  of	  Layers	  
• Don’t	  create	  a	  big	  hierarchy	  of	  layers.	  Try	  to	  keep	  them	  low	  when	  possible.	  
Actions	  
• It	   is	   expensive	   to	   create	   certain	   actions,	   since	   it	   might	   require	   a	   lot	   of	  
malloc().	  For	  example:	  A	  CCSequence	  of	  a	  CCSpawn	  with	  a	  CCRotateBy	  with	  a	  another	  CCSequence,	  etc…	  is	  very	  expensive.	  
• So	  try	  to	  reuse	  actions.	  
• Once	  the	  action	   is	  used,	  save	   it	   for	   later	   if	  you	  know	  you	  will	  execute	   that	  type	   of	   action	   again.	   Then,	   instead	   of	   allocing	   a	   new	   action,	   you	   can	   just	  initialize	  it.	  
2010.09.26 - This is confusing because most ObjectiveC classes do NOT expect their init method to be 
called again on an already initialized object. And this will NOT work for some CCAction subclasses, 
CCIntervalAction as an example. CCSequence will leak memory if you call InitOne:Two: on it a second 
time. Etc. To make CCSequence reusable I think you'd have to write a setActionOne:andTwo: and code 
the class to release the previous actions and then retain the new ones. As a result, I do not believe this 
“you can just initialize it” advice is good or complete enough if there is some other kind of re-
initialization that will work.  
/**********************************************************/ 
 // OK, MOST OF THE TIME 
/**********************************************************/ 
 
-(id) init { 
     // etc... 
       sprite1 = [CCSprite create]; // <-- USUALLY IT IS BETTER TO 
CREATE OBJECTS IN INIT 
       // etc...  
} 
 
-(void) tick: (ccTime) dt { 
     // etc... 
     if( someThing ) { 
         [sprite1 show];         // <--- BUT IF YOU DON'T USE THEM 
FREQUENTLY, MEMORY IS WASTED 
     } } 
 
/**********************************************************/ 
 // BAD, MOST OF THE TIME 
/**********************************************************/ 
 -(void) tick: (ccTime) dt { 
     // etc... 
     if( someThing ) { 
         sprite = [CCSprite create];      // <--- EXPENSIVE 
         [sprite1 show]; 
           //... 
           [sprite1 release];   // <-- AT LEAST MEMORY IS RELEASED 
     } 
   } 
Buttons	  
This is not a best practice but a Tip  
• Use	   a	   Menu	   with	   a	   MenuItemImage	   and	   place	   your	   menu	   using	  menu.position	  =	  ccp(x,y).	  See	  the	  MenuTest	  example	  for	  more	  details.	  
How	  does	  the	  pause/resume	  works	  ?	  
This is not a best practice  
• when	   the	  director	   receives	   the	  pause	  message	   it	  won’t	   call	   any	   scheduled	  target/selector.	  
• but	   the	   draw	   selector	  will	   be	   called	   at	   a	   rate	   of	   4	   FPS	   (to	   reduce	   battery	  consumption)	  
• when	   the	   director	   receives	   the	   resume	   message,	   the	   scheduled	  target/selectors	  will	  be	  called	  again	  every	  frame.	  
 
