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概要
情報可視化手法とは，情報可視化におけるデータの視覚的な表現方法のことである．情報
可視化を有効活用するためには，導入先の実システムに応じて適切な情報可視化手法を設計
する必要がある．
情報可視化手法は，手法の選択肢が広いうえに，適切な手法の範囲が狭い．さらに，設計
した手法が妥当か否かの検証には，その可視化手法のための可視化処理の実装が必要となる．
そのため，設計者には可視化処理の実装が繰り返し求められる．その対策として，開発現場
では，実装が容易な環境下でプロトタイプを制作し，手法の妥当性が確認できた後に，実シ
ステムに再実装することがよく行われる．しかしながら，そのような実装の手間の多さは情
報可視化の利用を妨げる一因と考えられる．本研究では，情報可視化の利用促進のため，そ
の妨げとなる実装の手間を軽減することを目的に，プロトタイプ制作と実システムへの実装
の両方を支援する開発環境を構築した．
プロトタイプの制作作業の本質は，可視化手法をプログラムとして記述することにある．手
法の記述に対して，これまでにビジュアルインタフェースを用いる利点が示されてきた．本研
究では，その利点を継承しつつ，さらに，従来形式のユーザインタフェースがデータの流れを
開発者に提示していないという点に着目し，情報可視化手法の記述のためのデータフロービ
ジュアル言語と，その言語を用いたユーザインタフェースを開発した．データフロービジュア
ル言語には，多様な情報可視化手法を簡潔に記述できるように，データを視覚的な値へと変
換する変換方法と視覚的な値をもとに図形を描くマークを構築部品として用意した．開発し
たユーザインタフェースが，使いやすさを向上させたことを，被験者実験を通して確認した．
また，可視化手法の記述例を通して，多様な可視化手法を簡潔に記述可能なことを示した．
実システムへの実装では，従来，プロトタイプ環境で実装した処理を，実システムで用いら
れているプログラミング言語や描画 API等に合わせて再実装する手間が発生することがあっ
た．その手間を軽減するために，様々な環境を考慮した埋め込み可能な実行環境を設計した．
組み込み用スクリプト言語による実行環境を設計し，その実行環境を埋め込む際の手間を少
なくするようなインタフェース関数を設計した．そして，構築した開発環境に，その組み込
み用スクリプト言語のソースコードを出力する機能を加え，様々な実システムの開発におい
て，構築した開発環境を利用できるようにした．
構築した開発環境の実システム開発への利用可能性を検証するために，実際の情報可視化
に関する研究に利用した．その研究は，可視化手法の設計を支援するために，時間軸を用い
た量的データの可視化手法を提案し，様々なバリエーションの手法を実験ツールに実装して，
読み取りに関する比較調査を行うものであった．構築した開発環境を利用し，実験ツールの
作成を支援できることを確かめた．さらに，その研究の結果，時間軸を用いることで，量的
データを提示するための視覚的属性の種類を増やせることが分かった．
目次
第 1章 序論 1
1.1 本研究の意義 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.2 本研究の目的と課題 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.3 本研究の成果 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 3
1.4 本論文の構成 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 4
第 2章 開発環境の構築における目標設定 5
2.1 開発環境が対象とする範囲 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 5
2.2 情報可視化手法 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.3 可視化手法の設計における難しさと開発環境の目的 . . . . . . . . . . . . . . 8
2.4 開発環境に対する要求 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
2.5 目標の設定 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 9
第 3章 関連研究 12
3.1 テキストベースのプログラミング言語による記述 . . . . . . . . . . . . . . . 12
3.2 ビジュアルインタフェースによる記述 . . . . . . . . . . . . . . . . . . . . . . 13
3.3 データフロービジュアル言語による記述 . . . . . . . . . . . . . . . . . . . . 15
3.4 時間軸を用いた量的データの可視化手法に関連する研究 . . . . . . . . . . . . 16
3.4.1 静的な視覚的表現による量的データの提示 . . . . . . . . . . . . . . . 16
3.4.2 情報可視化におけるアニメーションの利用 . . . . . . . . . . . . . . . 17
第 4章 情報可視化手法記述のための
データフロービジュアル言語を用いたユーザインタフェース 18
4.1 データフロービジュアル言語の採用 . . . . . . . . . . . . . . . . . . . . . . . 18
4.2 情報可視化手法記述のためのデータフロービジュアル言語 . . . . . . . . . . 19
4.2.1 開発した言語による記述例 . . . . . . . . . . . . . . . . . . . . . . . . 20
4.2.2 開発したデータフロービジュアル言語の仕様 . . . . . . . . . . . . . . 21
4.2.3 インタラクション手法の記述 . . . . . . . . . . . . . . . . . . . . . . 22
4.3 ノードの雛形 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
4.3.1 データソースとデータ処理 . . . . . . . . . . . . . . . . . . . . . . . . 22
4.3.2 マーク . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 23
4.3.3 視覚値への変換方法 . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
i
4.3.4 演算処理 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
4.4 Iv Studioのユーザインタフェース . . . . . . . . . . . . . . . . . . . . . . . . 26
4.4.1 ユーザインタフェースの概要 . . . . . . . . . . . . . . . . . . . . . . 26
4.4.2 データフロー図の記述支援機能 . . . . . . . . . . . . . . . . . . . . . 28
4.5 ユーザインタフェースの評価実験 . . . . . . . . . . . . . . . . . . . . . . . . 29
4.5.1 比較対象のユーザインタフェース . . . . . . . . . . . . . . . . . . . . 29
4.5.2 実験 1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
4.5.3 実験 1の結果 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
4.5.4 実験 2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.5.5 実験 2の結果 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 36
4.5.6 実験の考察 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
4.6 データフロー図の描き方に関する調査 . . . . . . . . . . . . . . . . . . . . . . 39
4.7 言語の表現力と記述量 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
4.7.1 基本的な可視化手法の記述 . . . . . . . . . . . . . . . . . . . . . . . . 43
4.7.2 ChronoViewの記述 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
4.7.3 記述量に関する議論 . . . . . . . . . . . . . . . . . . . . . . . . . . . 49
4.7.4 制限 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53
4.8 利用事例 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
第 5章 実システムへの埋め込みが容易な
情報可視化の実行環境 57
5.1 実行環境の設計方針 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
5.2 実行環境の設計 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 58
5.2.1 依存／非依存部分の切り分けと全体の設計 . . . . . . . . . . . . . . . 58
5.2.2 実行環境の選定 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 60
5.2.3 Iv Studioからの出力機能とサポートライブラリ . . . . . . . . . . . . 61
5.2.4 インタフェース関数の設計 . . . . . . . . . . . . . . . . . . . . . . . . 62
5.2.5 ノードの雛形の拡張方法 . . . . . . . . . . . . . . . . . . . . . . . . . 64
5.3 実行パフォーマンスの評価 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 67
5.4 利用事例 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 70
5.4.1 Webページ . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 70
5.4.2 デバイス開発のテストプログラム . . . . . . . . . . . . . . . . . . . . 72
第 6章 ケーススタディ: 時間軸を用いた量的データの可視化手法 74
6.1 研究の概要 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 74
6.2 ループアニメーションを用いた量的データの可視化手法 . . . . . . . . . . . . 74
6.3 ループアニメーション表現のためのノードの雛型 . . . . . . . . . . . . . . . 76
6.4 実験 1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 78
6.4.1 実験 1の概要 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 78
ii
6.4.2 実験 1の結果と考察 . . . . . . . . . . . . . . . . . . . . . . . . . . . 81
6.5 実験 2 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 81
6.5.1 予備調査 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 81
6.5.2 実験 2の概要 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 85
6.5.3 実験 2の結果と考察 . . . . . . . . . . . . . . . . . . . . . . . . . . . 86
6.6 Iv Studioの利用 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 92
6.6.1 実験 1で用いたツールの作成 . . . . . . . . . . . . . . . . . . . . . . 92
6.6.2 実験 2で用いたツールの作成 . . . . . . . . . . . . . . . . . . . . . . 94
6.6.3 Iv Studioの利用に関する考察 . . . . . . . . . . . . . . . . . . . . . . 94
第 7章 結論 98
7.1 本研究の貢献 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 98
7.1.1 情報可視化分野における貢献 . . . . . . . . . . . . . . . . . . . . . . 98
7.1.2 データフロービジュアル言語分野における貢献 . . . . . . . . . . . . . 99
7.2 今後の課題と展望 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 100
7.2.1 情報可視化手法記述のためのビジュアルインタフェースに対する課題
と展望 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 100
7.2.2 情報可視化の実行環境に対する展望 . . . . . . . . . . . . . . . . . . . 101
謝辞 102
参考文献 103
著者論文リスト 109
iii
図目次
2.1 情報可視化のリファレンスモデル . . . . . . . . . . . . . . . . . . . . . . . . 6
2.2 自動車のデータの可視化例 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 7
4.1 既存のデータフロービジュアル言語を採用したシステムとの違い . . . . . . . 19
4.2 開発したデータフロービジュアル言語による記述例 . . . . . . . . . . . . . . 20
4.3 軸のデータマッピング方法 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 25
4.4 Iv Studioの画面構成 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
4.5 ハンドルによる大きさの変更 . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
4.6 ブロックインタフェース . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
4.7 実験 1にてタスクの説明時に被験者に提示した図 . . . . . . . . . . . . . . . 31
4.8 タスク 3の達成基準となるデータフロー図 . . . . . . . . . . . . . . . . . . . 33
4.9 タスク 1の被験者ごとの達成時間 . . . . . . . . . . . . . . . . . . . . . . . . 33
4.10 タスク 2の被験者ごとの達成時間 . . . . . . . . . . . . . . . . . . . . . . . . 34
4.11 アンケート結果 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4.12 実験 2にてタスクの説明時に被験者に提示した図 . . . . . . . . . . . . . . . 35
4.13 タスク 5の被験者ごとの達成時間 . . . . . . . . . . . . . . . . . . . . . . . . 37
4.14 タスク 6の被験者ごとの達成時間 . . . . . . . . . . . . . . . . . . . . . . . . 37
4.15 タスク 7の被験者ごとの達成時間 . . . . . . . . . . . . . . . . . . . . . . . . 37
4.16 質問 1の可視化手法 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
4.17 質問 2の可視化手法 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
4.18 質問 3の可視化手法 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
4.19 ベースボールプレイヤーのデータを可視化する手法の例 . . . . . . . . . . . . 43
4.20 グラフ構造の可視化手法を記述した例 . . . . . . . . . . . . . . . . . . . . . . 45
4.21 木構造の可視化手法を記述した例 . . . . . . . . . . . . . . . . . . . . . . . . 46
4.22 基本的な表現系に基づいて記述した可視化手法の例 . . . . . . . . . . . . . . 47
4.23 ChronoViewを記述した例 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
4.24 典型的な可視化手法の記述例 . . . . . . . . . . . . . . . . . . . . . . . . . . . 50
4.25 可視化手法のカスタマイズ例 . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
4.26 Iv Studioの使い方の資料にて題材とした可視化手法のデータフロー図 . . . . 54
4.27 特徴ベクトルを比較するために作成した可視化手法のデータフロー図 . . . . 56
5.1 依存／非依存部分の切り分け . . . . . . . . . . . . . . . . . . . . . . . . . . . 58
iv
5.2 可視化処理全体の実行イメージ . . . . . . . . . . . . . . . . . . . . . . . . . 59
5.3 ソースコードの生成手順 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 61
5.4 実行パフォーマンスの評価に用いた可視化手法 . . . . . . . . . . . . . . . . . 68
5.5 レコード数と実行時間の関係の評価結果 . . . . . . . . . . . . . . . . . . . . 70
5.6 可視化の機能を追加したWebページ . . . . . . . . . . . . . . . . . . . . . . 71
5.7 Webページに追加した可視化手法を記述したデータフロー図 . . . . . . . . . 72
5.8 開発中のデバイスと地磁気センサの情報を可視化する機能を追加したテストプ
ログラム . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 73
6.1 ループアニメーションの例 . . . . . . . . . . . . . . . . . . . . . . . . . . . . 75
6.2 SpinノードとWaveノード . . . . . . . . . . . . . . . . . . . . . . . . . . . . 76
6.3 Spinアニメーションと Size Vibrateアニメーションの記述例 . . . . . . . . . . 78
6.4 実験 1に用いたツール . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 79
6.5 評価実験 1に用いたチャート . . . . . . . . . . . . . . . . . . . . . . . . . . . 80
6.6 予備調査で使用した図形（アンケート画面） . . . . . . . . . . . . . . . . . . 83
6.7 予備調査のタスク画面 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 84
6.8 Blinkに関する調査用のWebページ . . . . . . . . . . . . . . . . . . . . . . . 84
6.9 評価実験 2のタスク画面 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 86
6.10 実験 3の実験結果 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 87
6.11 表現ごとの平均値 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 88
6.12 1以下のタスクにおける表現ごとの平均値 . . . . . . . . . . . . . . . . . . . 89
6.13 1より大きいタスクにおける表現ごとの平均値 . . . . . . . . . . . . . . . . . 90
6.14 量的データの表現精度のランキング . . . . . . . . . . . . . . . . . . . . . . . 92
6.15 実験 1の前に作成した可視化手法とデータフロー図 . . . . . . . . . . . . . . 93
6.16 実験 2の予備実験で用いた可視化手法とデータフロー図 . . . . . . . . . . . . 95
6.17 実験結果可視化用のWebページ . . . . . . . . . . . . . . . . . . . . . . . . . 96
v
第1章 序論
本論文では，「情報可視化手法記述のためのデータフロービジュアル言語を備えた開発環境」
の構築に関して行った一連の研究について述べる．「情報可視化」とは，データに対する人間
の理解を促すことを目的にデータを視覚的に表現することである．また，「情報可視化手法」
とは，情報可視化におけるデータの視覚的な表現方法のことである．「データフロービジュア
ル言語」とは，データの流れを視覚的要素の組み合わせによって記述する言語のことである．
本章では，まず，本研究の意義について説明したのち，課題を明確にする．次に，設定した
課題に対する成果について説明する．最後に，本論文の構成を示す．
1.1 本研究の意義
情報可視化は，データの検索，モニタリング，分析など，様々な場面で利用されている．近
年のデータ量の増加から，情報可視化を自らのシステムにも利用したいという需要は高く，今
後ますます発展が期待される分野だと考えられる．
情報可視化の重要な役割は，対象データや利用目的に応じてデータを効果的に提示するこ
とである．実際のシステム（以下，「実システム」と呼ぶ）において情報可視化を有効活用する
ためには，そのシステムのデータや利用目的に応じた適切な可視化手法を設計することが重
要となっている．可視化手法を設計する際，全く新しい手法を考案することは必ずしも必要で
はないものの，既存の可視化手法をデータを適切に表現できるようにカスタマイズすること
が必要になることが多い [HCL05]．しかし，可視化手法の設計には，次のような難しさがあ
る．まず，情報可視化では，成績や売上数のような実空間に座標が存在しないデータを取り扱
うため，用いられる可視化手法が多様である．その多様な手法の中から利用目的やデータに
応じた適切な手法を見つけだす必要があるが，適切な手法の範囲は狭いことが多く [Mun14]，
このことが難しさの一つである．次に，設計している可視化手法がデータを効果的に表現で
きるかどうかについては，その可視化手法による結果を得るための可視化処理をプログラム
に実装し，データを可視化してみるまで検証や判断が困難という，もう一つの難しさがある．
まとめると，可視化手法を設計する際，可視化手法の設計の範囲が広いうえに，適切な手法
の範囲は狭く，かつ，設計した手法が妥当か否かの検証には，その可視化手法のための可視
化処理の実装が必要であることが，設計の難しさといえる．このような難しさから，実シス
テムの開発では，可視化処理の実装が容易な環境下でプロトタイプを制作し，その後，実シ
ステムに再実装するプロセスがとられることが多い．
本研究では，実システムにおける開発プロセスを支援するための開発環境を構築し，その
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開発環境を Iv Studioと名付けた．Iv Studioには，情報可視化手法を記述するためのデータフ
ロービジュアル言語がユーザインタフェースに用いられており，開発者は可視化処理を容易
に実装でき，ツール上で可視化結果を即座に確認できる．さらに，実システムへの組み込み
が可能な情報可視化の実行環境が提供されており，開発者は実装した可視化処理を実システ
ムから容易に利用できる．つまり，Iv Studioは，プロトタイプ制作と実システムへの実装の
両方を支援する開発環境である．
プロトタイプ制作と実システムへの実装の両方を支援する開発環境を構築することの意義
は 2つある．
一つ目の意義は，実システムにおける情報可視化の利用の促進につながることである．情
報可視化をシステムに利用したいという需要は高いものの，実装のハードルの高さが利用を
妨げる一因となっている．このハードルを引き下げることで，情報可視化がさらに多くのシ
ステムで利用されるようになると考えられる．
もう一つの意義は，情報可視化研究の発展を促進することにつながることである．情報可
視化研究では，利用目的やデータに応じた適切な可視化手法の探索を容易にするための研究
が盛んに行われている．その研究過程では，多くの手法を考案し，実際に検証することが必
要となる．つまり，数多くの可視化処理を実装する必要がある．そのため，可視化処理の実
装や実験に用いる実システムへの実装を支援することは，そのような情報可視化研究の発展
につながると考えられ，ひいては，適切な可視化手法の探索を容易にすることにつながると
考えられる．
1.2 本研究の目的と課題
本研究の大きな目的は，情報可視化の利用を促進することである．この目的は，非常に大
きなものであり，技術的課題として捉えるには抽象的なことから，より具体的な目的を設定
する．本研究では、情報可視化の利用を妨げる一因として，実システムに利用する際に生じ
る実装の手間の多さに着目する．そして，そのような実装の手間を軽減するために，プロト
タイプ制作と実システムへの実装の両方を支援することを目的とする．
現在，情報可視化処理の多くは，テキストベースのプログラミング言語（以下，単に「プロ
グラミング言語」と記す）によって実装されることが多い．一方，近年の研究 [SH14, RHY14]
により，ビジュアルインタフェースによる情報可視化処理の実装の有効性が示された．視覚
的なパラメータを直感的に調整できることや，可視化結果を即座に確認できるという利点は，
設計中の手法の検証を即座に行えるため，特にプロトタイプ制作において有効である．筆者
は，可視化処理の実装において，ビジュアルインタフェースを用いた開発ツール（以下，「ビ
ジュアルツール」と呼ぶ）が，プログラミング言語に代わるものになると考えている．その
ため，本研究では，ビジュアルインタフェースを備えた情報可視化処理のためのプログラム
の開発環境を提供するというアプローチをとる．
しかしながら，既存のビジュアルツールには以下の課題が残されている．
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課題 1 : ユーザインタフェースの使いやすさ
可視化処理のプログラムの作成においては，当然ながら可視化処理の手続きをプログラム
として記述する作業が行われるが，その本質は，コンピュータが処理可能なように視覚的な
表現方法を記述すること，すなわち，可視化手法を記述することにある．可視化手法の記述
には，大きく分けて 2つの記述が必要である．一つ目は，データ，データを表すための視覚
的属性（位置や色など），データを視覚的属性に変換するための変換方法（軸，カラーマッ
パー）の，3つの対応関係の記述である．もう一つは，データを視覚的属性に変換するために
基準となる位置や色といった視覚的パラメータの設定の記述である．後者については，従来
のビジュアルツールにおいて十分な支援がなされている [SH14, RHY14]．しかし，前者につ
いては，ユーザインタフェースの使いやすさについて改善の余地があると考えている．例え
ば，既存ツールの利用者は，視覚的属性とデータを対応付ける際に，その視覚的属性を持つ
マークを選択し，パネルの表示内容を切り替えながら記述していく必要がある．このような
パネル内容の切り替え作業は，ツールの利用者が本来行いたい可視化手法の記述作業の妨げ
になると考えられる．
課題 2 : プログラムからの可視化処理の利用方法
既存のビジュアルツールでは，実装した可視化処理の実行はツール上か，ツールが提供す
る実行ランタイム上に限られている．そのため，例えば，既存のプログラムに可視化の機能
を追加するような状況，あるいは，システムの要件により開発に用いることのできる環境が
制約されているような状況では，ツールの提供するランタイムが対応していない場合，ビジュ
アルツール上で実装した処理を，既存のプログラムに再実装する必要がある．再実装にかか
るコストを削減するためには，情報可視化の利用先のプログラムに用いられている様々な環
境から，実装した処理を容易に利用できるようにすることが必要である．
1.3 本研究の成果
1.1節で述べた通り，本研究の意義は，情報可視化の利用や可視化研究発展の促進である．
しかし，どの程度の支援がそれらの促進につながるのかを科学的に解明することは難しい問
題であり，今後も多大な研究努力が必要である．現段階における，筆者の主張する本研究の
成果は以下のとおりである．
情報可視化手法記述のためのデータフロービジュアル言語を用いたユーザインタフェース
プログラミング言語において，可視化手法の構成要素を組み合わせる記述パラダイムによ
り様々な手法を簡潔に記述できることが示されてきた．本研究では，その記述パラダイムに
則ったデータフロービジュアル言語を開発し，それをユーザインタフェースに採用した．デー
タの流れを開発者に提示するという特徴により，既存のビジュアルインタフェースの利点を
継承しながらも，ユーザインタフェースの使いやすさの向上を図った．データの流れを提示
しない従来形式のユーザインタフェースとの比較実験を行い，開発したユーザインタフェー
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スが，ユーザインタフェースの理解のしやすさと，記述の効率性を向上させたことを示した．
この研究の成果は，可視化手法の構成要素を組み合わせる記述パラダイムにおいて，使い
やすさを向上させたユーザインタフェースを開発したことであり，これは，今後，情報可視
化手法記述のためのビジュアルインタフェースを開発するうえでの有用な知見である．
実システムへの埋め込みが容易な情報可視化の実行環境
既存のビジュアルツールでは，ツール上で実装した可視化処理の利用先には大きな制約が
あった．それに対し本研究では，様々なデータ形式，描画 API，プログラミング言語を考慮
した，プログラムへの埋め込みが容易な可視化の実行環境を設計し，ツール上で実装した可
視化処理の利用先を広げた．
埋め込み可能な情報可視化の実行環境という考え方は，ビジュアルツールの利用先を大幅
に広げるものであり，Iv Studioに限らず，今後，情報可視化手法記述のためのビジュアルツー
ルを開発するための有用な指針となる．
時間軸を用いた量的データの可視化手法に関する研究への利用
Iv Studioを，実際の情報可視化研究に利用し，実システム開発への利用可能性を検証した．
その研究は，時間軸を用いた量的データの可視化手法に関する研究であり，情報可視化研究に
おいて重要な，人の視覚的特性に関する新たな知見を得るためのものである．そのような研究
では，数多くの可視化手法を設計しプログラムに実装する必要がある．その部分を Iv Studio
は支援することができた．
時間軸を用いた量的データの可視化手法に関する研究への利用は，情報可視化に関する研
究を支援した事例の一つであり，ビジュアルツールの利用方法に関する知見を提供するもの
である．また，その研究の結果，提案した可視化手法によって視覚的属性の種類を増やすこ
とができることが分かり，情報可視化研究に貢献した．
1.4 本論文の構成
次の第 2章では，構築する開発環境に対する要求と，構築における目標について述べる．第
3章では，関連研究を紹介し，目標達成の観点から，本研究と従来の研究や既存ツールとを比
較する．第 4章では，情報可視化手法記述のためのデータフロービジュアル言語とユーザイン
タフェースについて述べ，開発したユーザインタフェースと従来形式のユーザインタフェー
スとの比較実験の結果とともに，本研究のユーザインタフェースの有効性を示す．第 5章で
は，実システムへの埋め込みが容易な情報可視化の実行環境の設計について述べる．第 6章
では，時間軸を用いた量的データの可視化手法に関する研究について述べる．最後に，第 7
章にて結論を述べる．
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第2章 開発環境の構築における目標設定
本章では，構築する開発環境の対象とする範囲と，目標について述べる．まず，開発環境
が支援する対象の範囲について説明する．次に，可視化手法の設計における難しさと，構築
する開発環境の目的を説明する．そして，開発環境に対する要求定義と，構築における目標
について述べる．
2.1 開発環境が対象とする範囲
まず，構築する開発環境が対象とする，情報可視化（Information Visualization）について説
明する．情報可視化とは，人間のデータ理解を支援するために，コンピュータグラフィックス
を活用して抽象的なデータを人間が直接見ることができる形に表現することである．情報可
視化は，データの検索，モニタリング，分析など，様々な場面で活用されており，近年のデー
タ量の増加やデータの複雑化から，今後ますます発展が望まれている分野だと考えられる．コ
ンピュータサイエンスにおける可視化の研究には，科学技術計算の結果をコンピュータグラ
フィックスで表現する科学的可視化 (Scientific Visualization)と呼ばれる研究分野がある．科学
技術計算の計算結果は膨大であり，その膨大なデータを処理するためのシステムや演算方法
が主な研究対象である．科学的可視化では，実世界の 2次元/3次元の対象を取り扱っている
ため，利用する視覚的な表現方法については，計算対象の座標をそのまま拡大縮小して表示
したものを利用すればよい [Fry08]．それに対して，情報可視化では，成績や売上数などの実
空間に座標が存在しないデータを取り扱うため，用いられる視覚的な表現方法が科学的可視
化の表現方法と比べて多様である．その多様な表現方法の中から，利用目的やデータに応じ
た適切な方法を見つけだすことが，情報可視化の研究対象のひとつである．以降，単に可視
化と記した場合，情報可視化を指すものとする．
情報可視化の処理では大きく，Data Transformations，Visual Mappings，View Transformations
の 3段階の変換処理が行われることが知られている．図 2.1に，その過程をモデル化した，情
報可視化のリファレンスモデル [CMS99]を示す．Data Transformations処理において，SQL
データベース等の生の状態のデータが，可視化用に整理された表の形式へと変換され，Visual
Mappings処理において，表の形式のデータが視覚的な要素であるマークやマークの視覚的属
性，マークの位置を司る空間的基板から構成されるVisual Structuresへと変換される．空間的
基板とは，例えば，マークの位置の基準となる軸のことをさす．最後に，View Transformations
処理において，Visual Structuresに対してパンやズーミングなどの処理が行われてViewsへと
変換され，コンピュータのディスプレイに画像が表示される．
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RawData DataTables VisualStructures Views
DataTransformations VisualMappings ViewTransformations
Raw Data : 生データの状態（例 : SQL データベース、スプレッドシート等）
Data Tables : 可視化用に加工された表の集合
Visual Structures : 空間的基板 + マーク + マークの視覚的属性の集合
Views : 視覚的パラメータの集合（例 : 位置、大きさ等）
図 2.1: 情報可視化のリファレンスモデル
構築する開発環境では，リファレンスモデルに示された変換処理のうち，データを視覚的
な状態へと変換するVisual Mappings処理の開発支援を主な対象とする．なお，近年の情報可
視化では，生データの段階で見ると，数 100万レコードを超える大規模データや，数十次元
を超える多次元データを扱うこともある．このようなデータの可視化では統計処理やフィル
タリング，次元圧縮，クラスタリングなどの技術によってデータを削減することが多いが，こ
のような処理は，Visual Mappings以前のData Transformationsにおける処理であり，構築する
開発環境の対象外とする．
2.2 情報可視化手法
Visual Mappings処理のプログラム制作においては，データをどのように視覚的に表現する
かという表現方法をコンピュータが処理できるようにプログラムに記述することが主要なタ
スクである．本研究では，情報可視化におけるデータの視覚的な表現方法を「情報可視化手
法」と呼ぶ．以降，単に可視化手法と記した場合，情報可視化手法を指すものとする．
情報可視化手法はどのデータを，どのような変換方法を用いて，どのようなマークのどの
視覚的属性を用いて表すかという変換規則から構成されるものと考えることができる [Mac86,
Mun14]．このことについて，例をあげて説明する．図 2.2(a)は，396車種の自動車の燃費と
馬力の関係を表した図である．この図を描くための手法は，一般的に散布図と呼ばれている．
この手法を，先の変換規則の集合として書くと，以下の通りになる．
• 燃費のデータを，X軸に射影して，円の X座標で表す
• 馬力のデータを，Y軸に射影して，円の Y座標で表す
Visual Structuresの要素として考えると，X軸と Y軸は空間的基板，円はマーク，X座標，
Y座標は視覚的属性である．
図 2.2(a)に加え，車重を円の色で表した図が図 2.2(b)である．この図を描くための手法を，
変換規則の集合として書くと，以下の通りになる．
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図 2.2: 自動車のデータの可視化例
• 燃費のデータを，X軸に射影して，円の X座標で表す
• 馬力のデータを，Y軸に射影して，円の Y座標で表す
• 車重のデータを，白から黒の間の色に変換して，円の色で表す
以上のように，可視化手法は変換規則の集合として記述することができる．この考え方は，可
視化手法の記述に関する多くの研究や文献 [HCL05, fla, BH09, BOH11, Ber84, Mun14, Mac86]
で採用されているものであり，本研究においてもこの考え方に基づいて，可視化手法を取り
扱うこととする．
ところで，例えば，図 2.2(b)に関して，単に散布図と呼ぶのか，散布図のカスタマイズ版
の手法と呼ぶのかは意見が分かれると考えられる．また，どこまでカスタマイズをすれば別
の手法と呼べるのかについても，個々のカスタマイズ内容によるところが大きい．このよう
な，どこまでが同一の可視化手法であるか否かといった，可視化手法の名前による分類方法
については，本研究の議論の対象外であると考える．このような議論は，例えば，Excelのよ
うな，可視化手法を選択してデータを可視化するようなシステムを構築する際には，必要な
議論であるが，本研究のように可視化手法自体を記述するためのシステムを構築する際には
必要なものではない．
先に示した規則には，「X軸に射影」のようにデータの値を視覚的な値に変換するための規
則が必要となる．このような変換に用いる技術のことを可視化手法と呼ぶことがある．この
場合の可視化手法という言葉では，手法という言葉が「技法，技術」という意味で用いられ
ている．本研究では，手法という言葉を「表現方法」という意味で用いており，「技法，技術」
という意味で用いられる場合と区別するために，先のような変換処理のことを可視化技術と
呼ぶ．データから座標を計算する技術や，データから色を計算する技術のことを可視化技術
とよび，特に，それぞれレイアウト技術やカラーマッピング技術のように呼ぶ．
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2.3 可視化手法の設計における難しさと開発環境の目的
情報可視化の重要な役割は，対象データや利用目的に応じてデータを効果的に提示するこ
とである．システムにおいて情報可視化を有効活用するためには，そのシステムのデータや
利用目的に応じて適切な手法を設計することが重要となっている．全く新しい可視化手法の
設計が必ずしも必要とされるわけではないが，少なくとも，システムのデータや目的に適合
するように既存の可視化手法をカスタマイズすることや，複数の手法を組み合わせることが
必要となることが多い [HCL05]．
可視化手法の設計には次のような難しさがある．まず，値の表現に用いることのできる視
覚的属性の種類 [Ber84, Mun14]が少ないことから，手法の設計者は，データを表現するため
に，複数のマークを用いる工夫や，空間的基板を用いた工夫 [Cha06]，どの視覚的属性を用い
てどのデータを表現するかの組み合わせの工夫などが必要となる．このような工夫が，可視
化手法の設計作業に当たるものであるが，手法の設計空間は広大であるうえに，ある目的や
データに適合するような手法の範囲は狭いことが多い [Mun14]．場合によっては，目的に合っ
た手法が存在しないか，まだ発見に至っていないこともある．このことが，可視化手法の設計
の難しさの一つである．次に，設計している可視化手法がデータを効果的に表現できるかど
うかについては，その手法を用いてデータを可視化してみるまで検証が困難なことも，設計
の難しさの一つである．そのため，設計者は，設計している可視化手法による可視化結果を
得るための可視化処理のプログラムを，検証のたびに実装する必要がある．まとめると，可
視化手法を設計する際，可視化手法の設計空間が広いうえに，適切な手法の範囲は狭く，か
つ，設計した可視化手法が妥当か否かの検証にはその手法の実装が必要であることが，設計
の難しさといえる．このような難しさから，実システムの開発では，可視化処理の実装が容
易な環境下でプロトタイプを制作し，その後，実システムに再実装するプロセスがとられる
ことが多い．
可視化手法の設計の難しさに対して，データを表現するための工夫に関する研究や，手法
を考案する際のガイドラインに関する研究が数多くなされている．そのような研究の中でも，
可視化手法のプロトタイププログラムの実装と修正は繰り返し行われる．また，複数の手法
を比較検討するような研究では，研究者は，比較対象の可視化手法を全てを実験用プログラ
ム上で動作するように実装する必要がある．つまり，情報可視化研究においても，プロトタ
イプ制作と運用するシステムへの実装が数多く行われている．
前章で述べたように，本研究の大きな目的は，情報可視化の利用を促進することである．情
報可視化の利用を妨げる一因として，実システムに利用する際に生じる実装の手間の多さに
着目する．そして，そのような実装の手間を軽減するために，プロトタイプ制作と実システム
への実装の両方を支援することを目的とした開発環境を構築する．実装の手間の軽減は，可
視化手法の設計空間の探索の難しさを解決するための研究の促進にもつながると考えられる．
つまり，実システムにおける情報可視化手法の探索を容易にすることにもつながる．そのた
め，実装の手間の軽減は，情報可視化の利用を促進するという大きな目的に向けた第一歩と
考えられる．
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2.4 開発環境に対する要求
開発環境に対する要求を以下のように定義した．
Req1. 様々な可視化手法を記述できる（高い表現力を持つ）
Req2. 可視化手法を容易に記述できる
Req3. 可視化のためのプログラムから，開発環境上で実装した可視化処理を容易に利用できる
可視化処理のプログラムの作成においては，当然ながら可視化処理の手続きをプログラム
として記述する作業が行われるが，その本質は，コンピュータが処理可能なように視覚的な
表現方法を記述すること，すなわち，可視化手法を記述することにある．先に，ある目的や
データに適合するような手法の範囲が狭いことを述べたが，このことから，構築する開発環
境において，記述可能な手法の範囲を広く持つこと，すなわち，Req1は重要な要求と考えら
れる．
プロトタイプ制作を支援するという観点から，Req2は重要な要求である．開発環境の利用
者（以下，「開発者」と呼ぶ）が，頭の中に思い描いている可視化手法を計算機に対して直感
的に伝えられるようにすることが求められる．より具体的には，可視化手法の記述にかかる
操作量の少なさや，記述に用いるユーザインタフェースの使いやすさが求められる．
実システムへの実装を支援するという観点から，Req3は重要な要求である．開発環境が対
象とするVisual Mappings処理は，可視化を行うプログラム全体から見ると，一部の処理であ
る．そのため，開発環境上で実装した可視化処理を，別のプログラムから利用できるように
する必要があり，その際の利用方法も容易であることが求められる．
2.5 目標の設定
要求をもとに，開発環境の構築における目標を設定する．Req1と Req2はトレードオフの
関係にある要求である．このような要求に対し，プログラミング言語のツールキットでは，サ
ポートする範囲を想定して，その範囲を簡潔に記述できるようにし，その一方で，それ以外
の範囲に対しては拡張性を持たせることで対応することが多い．そこで，構築する開発環境
においても，同様に，ある程度の範囲を想定し，その範囲の手法を簡潔に記述できるように
することを目指す（目標 1）．ここでいう簡潔にとは，手法の記述にかかる記述量を少なく
することとする．そして，想定した範囲外に対して対応するために，開発環境に拡張性を持
たせることを目標とする（目標 2）．可視化手法の記述を容易にする（Req2）ためには，単
に簡潔に記述できるようにするほかにも，ユーザインタフェースの使いやすさが重要である．
ユーザインタフェースの使いやすさについては，より具体的に，2つに分けて目標を設定す
る．可視化手法の記述では，大きく分けて，データを視覚的な表現に変換するための手順の
記述（目標 3）と，変換する際に必要となる視覚的なパラメータの指定の記述（目標 4）の 2
つが行われる．そのため，それぞれの記述を行いやすいユーザインタフェースを提供するこ
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とを目標する．Req3に対しては，クライアントアプリケーションのプログラムで用いられる
主要な環境を想定し，その環境おいて可視化処理を利用できるようにすることを目標とする
（目標 5）．以下，設定した目標の詳細を述べる．
目標 1: 多様な可視化手法を簡潔に記述できるようにする
まず，手法の記述に関して，大前提として，可視化手法の探索プロセスに即した機能要件
を設定する．多様な可視化手法を記述できるようにしたい理由は，開発者が，目的やデータ
に適合するような手法にたどり着けるようにしたいからである．たどり着けるようにするた
めには，開発者が，可視化結果を観察しながら，表現するデータや表現方法（変換規則）の
追加や変更を行っていくという探索プロセス（例えば，文献 [Fry08]における表現と緻密化の
プロセス）の支援が必要と考えられる．具体的にそのようなプロセスでは，新たなマークを
追加することや，マークの持つ視覚的属性に対して新たなデータを割り当てることが行われ
る．そのため，マークの追加や，マークの持つ視覚的な属性を直接的に制御できる機能を有
することを機能要件とする．
次に，可視化手法の範囲について目標を設定する．可視化手法の範囲を明確に定めるこ
とは容易でないが，目標として，可視化手法の多様性の観点から範囲を設定する．多様性と
して，対象データ，表現空間，表現形式における多様性を想定して既存のビジュアルツール
[SH14, RHY14]と同程度の基準を置く．くわえて，可視化を効果的にするためは欠かすこと
のできないインタラクションも想定する．データの種類は量的データとカテゴリデータのど
ちらも扱えるものとする．また，データ構造としては，多次元データ，グラフ構造，木構造も
取り扱えるものとし，グラフ構造や木構造については，その頂点やエッジに重みのついたも
のを取り扱えるものとする．表現形式に関しては，出原ら [出原 86]によると，我々が日常的
あるいは学術的に利用する図は，その形式面に着目することで，値を位置によって表す座標
系，領域を囲うことで関係を表す領域系，いわゆる表の形式で関係をあらわす配列系，要素
間を線でつなぐことで関係を表す連結系の 4つの基本系に分けられる．そこで，表現形式と
してはこれら全ての基本系を一通りカバーするものとする．表現空間は，既存のビジュアル
ツールと同様に 2次元に限定する．インタラクションについては，マルチプルビューでは必
須となる Linking & Brushing[Kei02]の記述と，視覚的混雑を軽減するためによく用いられる
選択したレコードのみ視覚要素を表示するような手法の記述を可能にするものとする．以上，
最低限，ここで基準とした範囲の可視化手法を，少ない記述量で記述できるようにすること
を目標とする．
目標 2: 記述できる可視化手法の範囲を拡張できるようにする
高い表現力（Req1）を備えるためには，拡張性が重要である．拡張が可能であれば，開発
者の求める可視化手法が目標 1にて設定した範囲の外であったとしても対応することができ
る．また，例えば，今後新たな可視化技術が開発された場合にも，対応が可能となる．
そこで，汎用的な演算処理によって，カラーマッピング技術やレイアウト技術の拡張を行
えるようにすることを目標とする．
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目標 3: 手法を記述しやすいユーザインタフェースを提供する
情報可視化手法は，2.2にて述べたように，どのデータを，どのような変換方法を用いて，
どのようなマークのどの視覚的属性を用いて表すかの規則の集合として考えることができる．
この考え方を，本研究では「ビジュアルエンコーディング」と呼ぶ．ビジュアルエンコーディ
ングは，いくつかの可視化のツールキット [HCL05, fla, BH09, BOH11]の設計の基礎となって
いる．また，多くの文献 [Ber84, Mun14, Mac86]でこの考え方が解説されている．そのため，
ビジュアルエンコーディングは，少なくとも可視化手法を考案するうえで重要なものと考え
られる．
構築する開発環境では，開発者の思い描いたビジュアルエンコーディングの方法を記述し
やすいユーザインタフェースを目標とする．記述のしやすさとしては，開発者が，記述方法
を直感的に理解できることと，ビジュアルエンコーディングの方法を効率的に記述できるこ
との 2つを想定する．くわえて，可視化手法の設計では，可視化手法のカスタマイズが繰り
返されることが多いことから，その記述も行いやすくすることをユーザインタフェースの目
標とする．
目標 4: 視覚的なパラメータの指定を記述しやすいユーザインタフェースを提供する
情報可視化手法の構築部品には，データから視覚的な値への変換方法がある．大半の変換
方法では，データを，図形の色，大きさ，位置などの視覚値へ変換する際に，対応づける色
の範囲，大きさへの写像，座標軸の位置など，いくつかのパラメータが必要となる．そのた
め，開発者は，これらの指定の記述が必要となる．このような視覚的なパラメータは可視化
結果の見やすさに大きく影響するとともに，その効果の確認が欠かせないため，容易に指定
および修正ができることが望まれる．そのため，視覚的なパラメータの指定の記述が行いや
すいユーザインタフェースを目標とする．
目標 5: 可視化処理を様々なプログラムに容易に埋め込めるようにする
開発環境上で実装した可視化処理を，様々なプログラムに埋め込むことができるようにな
れば，構築する開発環境を多くの実システムの開発に利用できるようになると考えられる．
埋め込み先のプログラムは，以下のような環境で開発されているものを想定する．プログ
ラミング言語としては，クライアントアプリケーションの開発に利用される主要な言語を想
定する．具体的には，C，Java，JavaScript，C#を想定する．また，可視化を行うプログラムに
は，データの読み込みや生成した画像の表示が必須となり，インタラクション手法を用いた
場合は入力の受付も必須である．そのため，埋め込み先のプログラムは，必ず何らかのデー
タ形式や描画 API，GUIツールキットに依存している．構築する開発環境では，これらの環
境には依存しない形で可視化処理を出力することができるようにし，さらに少ない作業量で
その処理を埋め込めるようにすることを目標とする．
11
第3章 関連研究
本章では，情報可視化プログラムの開発環境に関連する研究を述べる．情報可視化に限ら
ずプログラムの制作にはプログラミング言語が広く利用されている．可視化に焦点を合わせ
ると，ビジュアルインタフェースによって手法を記述するツールもいくつか開発されている．
可視化処理をデータの処理フローとして見ると，データフロービジュアル言語による記述方
法も関連がある．そこで，テキストベースのプログラミング言語，ビジュアルインタフェー
ス，データフロービジュアル言語の，それぞれの観点について 2章にて設定した目標と照ら
し合わせながら関連研究を述べる．加えて，Iv Studioを利用して行った時間軸を用いた量的
データの可視化手法の研究の関連研究も述べる．
3.1 テキストベースのプログラミング言語による記述
テキストベースのプログラミング言語の使用を前提として，可視化プログラムの開発を支
援する様々な試みがある．
可視化プログラムは，最終的に画像を表示するプログラムである．そのようなプログラム
の開発を支援する開発環境やツールキットがある．Processing[Pro]は，ウィンドウ生成のよう
な画像を表示するまでのプログラミングを行う必要がなく，可視化結果を表示するプログラ
ムを短いコードで制作できる開発環境である．また，描画 APIもシンプルで短い命令となっ
ており，表示処理も簡潔に記述することができる．Processingと同様に，画像を表示するプロ
グラムを短いコードで簡潔に制作できる C++用のツールキットとして，Siv3D[Siv]がある．
情報可視化のためのプログラムに特化したツールキットも開発されている．InfoVis tool-
kit[Fek04]は，典型的な可視化手法や可視化プログラムでよく使われる GUIコントロールを
クラスとして提供する Java用のツールキットである．Prefuse[HCL05]と Flare[fla]は，可視化
プログラムを制作するための粒度の細かい構築部品を提供するツールキットである．例えば，
データを受け取り，棒グラフや散布図のような可視化結果を出力するクラスを提供するので
はなく，座標軸やカラーマッパーのような視覚値への変換方法や，円や矩形のような視覚要
素といった情報可視化手法の構築部品をクラスとして提供する．Prefuseが Java用のツール
キット，Flareが ActionScript用のツールキットである．可視化手法の構築部品を提供し，そ
れらを組み合わせることで手法を記述するというパラダイムは，それ以降多くのツールキッ
トで採用された．Protovis[BH09]は，抽象度の高いツールキットと抽象度の低い描画 APIと
の間のギャップを埋めるために開発されたシンプルな視覚要素を提供する JavaScript用のツー
ルキットである．D3[BOH11]は，Protovisのコンセプトに加え，開発環境や将来的な CSSへ
12
の互換性を持たせた JavaScript用のツールキットである．このツールキットは，データ数に応
じた DOMの生成と，データ内容に応じた DOMの視覚的な属性の制御の記述を支援するこ
とで，開発者が様々な可視化手法を簡潔に記述できるようにしている．つまり，D3を用いる
ことで，開発者は，データによって DOMを制御するという，データドリブンのパラダイム
で，可視化手法を記述することができる．D3は，多くのWebサイトで利用されており，現在
最も普及している可視化向けのツールキットと言える．
プログラム制作で利用するための実装を提供するツールキットとは異なり，プログラムの
設計方法に関する研究もなされている．特に，情報可視化の分野に限定すると，可視化シス
テム構築のためのデザインパターン [HA06, GE08]の研究がある．これらの研究では，プログ
ラム上でのデータの持ち方や，可視化の実行システムの構築の仕方が提案されている．
プログラミング言語の利点は，非常に広い範囲の可視化手法を記述できることである．し
かし，テキストによる記述はデータと視覚要素の結びつきを理解しづらいという欠点や，位
置や配色に関わるパラメータの調整が行いづらいという欠点が，文献 [SH14, RHY14]で指摘
されている．くわえて，編集結果を確認するためにコンパイル等の作業が必要である．以上
の理由から，目標 3，目標 4について不十分である．目標 5については，ツールキット等が，
利用先のシステムの環境（プログラミング言語や描画 API）に対応していれば，記述した可
視化手法をそのまま利用することができるものの，利用先のシステムと合わない場合は，再
実装が必要になる．デザインパターンは目標 5を達成するにあたり重要な指針になるものの，
目標達成のためには，埋め込み先の言語や描画 APIを考慮した実行環境の選定のような，よ
り実際的な部分に着目する必要がある．表 3.1にプログラミング言語を前提とした可視化プロ
グラム開発支援における目標の達成状況を示す．
3.2 ビジュアルインタフェースによる記述
ビジュアルインタフェースによって可視化手法を記述する方法としては，可視化手法を実
装した可視化ビューを組み合わせる方法と，可視化手法の構築部品を組み合わせる方法が多
く採用されている．可視化ビューとは，データを受け取り，可視化結果を出力するような機
能単位のことである．例えば，2カラムのデータテーブルを受け取り，散布図を表示するよう
な機能は，ひとつの可視化ビューである．
可視化ビューを組み合わせることのできるツールとして，Improvise[Wea04]，Snap-Together
Visualization[NS00]が挙げられる．Improviseや Snap-Together Visualizationは，予め用意され
たビューを互いに連携させることのできるユーザインタフェースを備えている．それを用い
て，利用者は，マルチプルビューの可視化手法を用いたデータの分析システムを構築するこ
とができる．
可視化手法の構築部品を組み合わせることで，新たな可視化手法の記述や，可視化手法のカ
スタマイズの記述を可能とするツールも開発されている．FLINA[CvW11]は，利用者が，キャ
ンバス上に座標軸を描き，データを割り当てることで，散布図や PCPを組み合わせたチャー
トを制作することができるツールである．GLO-STIX[SKL+14]は，グラフ構造の可視化手法
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の要素となる 6つの技術を部品として組み合わせることで，グラフ構造のための可視化手法を
記述できるツールである．Lyra[SH14]や iVis Designer[RHY14]は，データ，視覚値へのデー
タ変換，視覚要素といった可視化手法の構築部品を組み合わせることで，様々なチャートを制
作することができるツールである．Lyraや iVis Designerでは，ドローツール風インタフェー
スを用いて，座標軸の位置や視覚要素の大きさ，色をインタラクティブに調整することがで
きる．
複数の可視化ビューを組み合わせる方法では，可視化ビューに対してデータを設定するこ
とでデータを容易に可視化することができるものの，利用できる手法は予め用意されたもの
に限られる．また，可視化ビューで用いられている手法のカスタマイズをビジュアルインタ
フェースから行えない．例えば，散布図と棒グラフを実装した可視化ビューが用意されていた
とすると，その表現を組み合わせたマルチプルビューの可視化手法を構築することはできる
ものの，散布図の点の色によって値を表すような手法は利用できない．そのため，目標 1に
対して不十分である．
可視化手法の構築部品を組み合わせる方法は，多様な可視化手法を記述することができる．
ただし，FLINAに用意されている部品は，軸と点や線のみであり，記述可能な可視化手法は
限られている．また，GLO-STIXはグラフ構造の可視化に特化しているため，他のデータ構
造に対する可視化手法の記述は困難である．
Lyraと iVis Designerには，可視化手法の構築部品が豊富に用意されており，利用者は，様々
な可視化手法を簡潔に記述することができる．その点から，目標 1を達成していると言える．
さらに，これらのツールは，ドローツール風インタフェースを備えており，可視化手法の記
述に必要な軸の位置や，マークの色等の視覚的なパラメータを直感的に記述することができ
る．利用者による編集の結果は可視化結果に即座に反映されるため，プログラミング言語と
比べて分かりやすく，直感的と言える．そのため，目標 3，目標 4について，プログラミング
言語と比べて有効なユーザインタフェースである．しかし，これらのツールのユーザインタ
フェースには次のような問題点がある．まず，Visual Mappings処理における，データとマー
クの対応関係を一覧することができないため，記述中の可視化手法の状態把握が困難である．
2.3節にて述べたとおり，実際の可視化手法の設計では，手法の記述の修正が繰り返し行われ
る．このことを考慮すると，データとマークの対応関係を一覧することができないことはユー
ザインタフェースの使いづらさにつながると考えられる．また，マークにデータを割り当て
る際には，利用者は，マークを選択してパネルの表示内容を切り替えることが必要になるこ
とがある．このようなモーダルなユーザインタフェースは，利用者の本来の作業の妨げとな
る [椎尾 10]．このような理由から，目標 3について改善の余地があると考えられる．目標 2
に関しては，ツールのソースコードが公開されているものの拡張性を有しているとは言い難
い．また，目標 5に関しても，記述した手法をツール上や，ツールの提供するランタイムラ
イブラリ上で実行することが前提となっており不十分と言える．
表 3.2に既存のビジュアルツール，特に Lyraと iVis Designerにおける目標の達成状況を
示す．
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3.3 データフロービジュアル言語による記述
情報可視化手法は，データを視覚的な表現へと変換するためのデータの処理フローによっ
て記述できる．例えば，散布図は，2つの値を縦横の座標値へ変換し，その座標に円を描くと
いう処理フローとして記述できる．データフロービジュアル言語は，データの処理フローを
表す図（データフロー図）を描くことで，処理フローの記述を速く直感的に行うことができ
る記述方法である．すなわち，データフロービジュアル言語を用いたユーザインタフェース
は目標 3について有効な方法と考えられる．
汎用的なデータフロービジュアル言語を用いたシステムとして，Simulink[Sim]，LabVI-
EW[Lab]，Quartz Composer[Qua]が挙げられる．これらのシステムは，プログラミング言語
相当の演算処理を記述することができ，様々なアプリケーションを制作できる．
ある分野に特化したデータフロービジュアル言語は，処理フローを記述する上で有効な手
段であることが知られており [JHM04]，特化型の言語も開発されている．Haeberliら [Hae88]
はグラフィックアプリケーション構築のための，Bencina[Ben98]はオーディオプロセッシン
グシステム構築のための，Kobayashiら [KST09]はVjingのためのデータフロービジュアル言
語を開発した. GraphEdit[gra]は，データフロー図を描くことで DirectShowのフィルタグラ
フをテストすることのできるツールである．Hansakiら [HSMT06]は，データフロー図を描
くことで SQLクエリを生成するツールを開発した．Zgraggenら [ZZD14]は，棒グラフ等の
チャートを連携させていくことで，データ分析を行うことのできるツールを開発した．Samuel
ら [GGL+14]は，棒グラフや行列表現などの部品を組み合わせることで，チャートを構築し
ながらデータの分析を行えるツールを開発した．
科学的可視化の分野では，古くからデータフロービジュアル言語が用いられている．例え
ば，DataVis[Hil91]，AVS[UFK+89]，GeoVISTA Studio[TG02]，SRIRun[PJ95]が挙げられる．
この分野では，大規模なデータを高速に処理することが求められている．これらのシステム
は，非プログラマがデータフロー図を描くことで膨大なデータを高速に処理できるようにし
ている．
情報可視化の分野においても，データフロービジュアル言語は用いられている．Northら
[NCS02]は，利用者がデータフロービジュアル言語を用いてマルチプルビューの可視化手法
を制作できるシステムを開発した．GeoVISTA Studioは，科学的可視化向けのシステムでは
あるが，散布図や PCP[Ins85]などの手法を用いた可視化アプリケーションの構築もサポート
する．
以上のように，様々なデータフロービジュアル言語が開発されているものの，多様な情報
可視化手法の記述に着目したものは開発されていない．科学的可視化が対象とするデータは，
物理的な位置や形状などの空間的性質を備えることが多いのに対して，情報可視化は空間的な
性質を前提としない抽象的なデータを扱うため，表現上の自由度が高い．科学的可視化向けの
既存システムでは，空間的性質を直接的にプロットするための座標系や，点や矢印などの構築
部品が用意されているものの，それらの構築部品だけでは，例えば，配列系や連結系の記述が
困難であり，情報可視化における表現上の自由度の高さに対応できない．そのため，科学的可
視化向けのシステムは目標 1に対して不十分である．NorthらのシステムやGeoVISTA Studio
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は，棒グラフや散布図，PCPなどの可視化ビューがあらかじめ用意されているものの，それ
らの可視化ビュー内の手法のカスタマイズは行えない．そのため，目標 1に対して不十分であ
る．目標 2については，多くのシステムが部品の拡張機能を有している．例えば，GeoVISTA
Studioでは Javaのクラスを実装することでその機能を拡張することができる．目標 5につい
ては，AVSでは，多くのプログラムに埋め込みが可能なようにクロスプラットフォームのラ
ンタイムライブラリが提供されている．GeoVISTA Studioには，Javaのコンポーネントを出
力する機能が備えられている．このように，プログラムへの埋め込みが考慮されているもの
の，目標 5として設定したような描画APIやGUIツールキットに依存しないというレベルに
は達していない．
表 3.3に既存のデータフロービジュアル言語を用いたツールにおける目標の達成状況を示す．
表 3.1: プログラミング言語における目標の達成状況
目標 1 目標 2 目標 3 目標 4 目標 5
✓ ✓
表 3.2: 既存のビジュアルツールにおける目標の達成状況
目標 1 目標 2 目標 3 目標 4 目標 5
✓ ✓
表 3.3: 既存のデータフロービジュアル言語を用いたツールにおける目標の達成状況
目標 1 目標 2 目標 3 目標 4 目標 5
✓ ✓ ✓
3.4 時間軸を用いた量的データの可視化手法に関連する研究
時間軸を用いた量的データの可視化手法，すなわち，量的データ提示のためのアニメーショ
ンの利用方法に関連する研究として，静的な視覚的表現による量的データの提示という観点
と，情報可視化におけるアニメーションの利用方法という観点から関連する研究を調査した．
3.4.1 静的な視覚的表現による量的データの提示
量的データ提示のための静的な視覚的表現に関して，量的データの表現精度に関する研究
がなされている．Bertin[Ber84]は，値を表現することのできる視覚的な属性として視覚変数
という考え方を提唱し，マークの位置や大きさ，色が量的データを表現できると述べている．
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Clevelandら [CM84]は，長さに比べて位置が比較的高精度に量的データを表現できることを
示した．Mackinlay[Mac86]は，長さと向きが量的データを比較的高精度に表現できると述べ
ている．小林 [小林 14]は，連結図を用いた重み付きグラフの表現において，エッジの持つ量
的データを，連結図の線の太さや明度といった複数の視覚的な属性を用いて表現し，属性間
の精度を比較する実験を行った．Guoら [GHL15]は，連結図の線による不確実さの表現に関
する実験を行った．
このように，量を表現することのできる静的な視覚的表現については研究がなされている
ものの，量的データ提示のためのアニメーションの利用方法やその精度については，未だ研
究されていない．
3.4.2 情報可視化におけるアニメーションの利用
情報可視化において，アニメーションはよく用いられる手法の一つである．特に，Scatter-
Dice[EDF08]やDiffAni[RJ13]のように，ビューの遷移にアニメーションがよく用いられてい
る．また，アニメーションはカテゴリデータの提示には効果的であることが知られており，
Munzner[Mun14]は，回転の向きや速さによってカテゴリデータを提示することができると述
べている．
アニメーションの特性に関する研究もなされている．Archambaultら [APP11]は，スモール
マルティプル表現 [Tuf90]とアニメーションの効果の比較を行った．Heerら [HR07]は，棒グ
ラフ，円グラフ，散布図などの一般的なチャートの間の遷移アニメーションの効果に関する研
究を行った．Huberら [HG05]は，背景との瞬きの頻度の違いによって，存在/非存在を表現で
きることを示した．
以上のように，情報可視化のためのアニメーションの利用方法に関する研究はなされてい
るものの，量的データを提示するためのアニメーションの利用方法については研究がなされ
ていない．
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第4章 情報可視化手法記述のための
データフロービジュアル言語を用いた
ユーザインタフェース
本章では，情報可視化手法記述のためのデータフロービジュアル言語を用いたユーザインタ
フェースについて述べる．まず，データフロービジュアル言語の採用理由について説明する．
次に，データフロービジュアル言語の仕様と，用意した構築部品について説明し，Iv Studioの
ユーザインタフェースについて説明する．構築した開発環境の評価として，従来形式のユー
ザインタフェースとの比較実験について述べたのち，データフロー図の描き方に関する調査
について述べる．また，開発したデータフロービジュアル言語による可視化手法の記述例を
紹介しながら多様性と簡潔性について述べ，最後に，Iv Studioの利用事例を示す．
4.1 データフロービジュアル言語の採用
データ，視覚値への変換方法，マークといった可視化手法の構築部品を組み合わせるビジュ
アルインタフェースは，多様な可視化手法の記述を可能としながらも，プログラミング言語
よりも直感的な記述を可能とする記述方式である．構築する開発環境では，可視化手法の記
述を容易にするために，そのようなビジュアルインタフェースを採用する．しかし，既存の
ビジュアルツールにはユーザインタフェースの使いやすさや，機能の拡張性について改善の
余地がある．ユーザインタフェースの使いづらさの要因として，筆者は，既存のユーザイン
タフェースがデータの流れを開発者に提示していないという点に着目した．そして，開発者
に対して，データの流れを視覚的に提示し，開発者がそのデータの流れを直接的に操作でき
るようにすることで，使いやすさを向上できると考えた．そこで，本研究では，データ，視覚
値への変換方法，マークといった可視化手法の構築部品を，データフロービジュアル言語を
用いて組み合わせる方式をユーザインタフェースに採用した（目標 3）[伊藤 15,伊藤 16]．ま
た，データフロービジュアル言語を導入することで，汎用的な演算の記述も可能となるため，
拡張性についても改善が期待できる（目標 2）．一方，既存のデータフロービジュアル言語で
は，多様な可視化手法を簡潔に記述することができなかったが，可視化手法の構築部品を十
分に用意することで，この点の改善も可能である（目標 1）．なお，目標 4については，既存
のビジュアルツールと同様に，ドローツール風のインタフェースを併用することで達成可能
である．
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表 4.1: 既存システムとの比較
システム 目標 1 目標 2 目標 3 目標 4
既存のビジュアルツール ✓ ✓
既存のデータフロービジュアル
言語を採用したシステム
✓ ✓ ✓
Iv Studio ✓ ✓ ✓ ✓
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図 4.1: 既存のデータフロービジュアル言語を採用したシステムとの違い
4.2 情報可視化手法記述のためのデータフロービジュアル言語
3章で述べたように，すでに，情報可視化手法の構築部品を組み合わせるシステムはいくつ
か提案されている．Iv Studioのユーザインタフェースにおける新規性は，そのようなシステ
ムのユーザインタフェースにデータフロービジュアル言語を採用したことにある．その一方
で，科学的可視化を対象にしたシステムや予め用意された可視化ビューを組み合わせるシス
テムに着目すると，すでにデータフロービジュアル言語を採用したものも存在するが，それ
らに比べると，可視化手法の構築部品を用意している点が新しい．目標 1から目標 4の達成
という観点で，これら 2種類のシステムと Iv Studioを比較した表を表 4.1に示す．
既存のデータフロービジュアル言語を採用したシステムとの違いについて詳しく述べる．図
4.1は，既存の汎用システムや，情報可視化向けシステムとの部品の用意の仕方のコンセプト
の違いを説明した図である．Iv Studioは，視覚値への変換方法と，視覚的属性を持ったマー
クが部品として用意されていることで，汎用的なシステムよりも少ない記述量で，既存の情
報可視化向けのシステムよりも多様な手法を記述できる点が異なる（目標 1）．既存の科学的
可視化向けのシステムと比べた場合，Iv Studioには，カテゴリデータやグラフ構造，木構造
を取り扱うための構築部品が用意されている点が異なる．
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(i) (j)
データソース 視覚値へのデータ変換 視覚要素
図 4.2: 開発したデータフロービジュアル言語による記述例
4.2.1 開発した言語による記述例
開発したデータフロービジュアル言語では，現在普及している情報可視化向けツールキッ
トのD3[BOH11]と同様に，データドリブンのパラダイムを採用した．開発者は，データのレ
コード数に応じてマークを生成し，そのレコードの持つ値によるマークの視覚的属性の制御
を，データフロービジュアル言語を用いて記述できる．
図 4.2に，開発したデータフロービジュアル言語による記述例を示す．この図は，自動車の
MPG（燃費），Power（馬力），Year（年式），Weight（車重）の 4変量のデータ [car]を，上
のように可視化する手法を記述した例であり，396車種のデータを表している．この例で記述
された手法は，縦軸にMPGを取り，その左に横軸が Power，右に横軸が Yearの散布図を描
画する．また，Weightを黄から黒のグラデーションを用いて表現する．さらに，レコードの
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選択状態を円の境界線を赤くハイライトすることで表現する．
図 4.2(a)から (h)の矩形は，開発した言語の構築部品を表し，これらをノードと呼ぶ．ノー
ドは，表 4.2に示すようなノードの雛形（4.3にて詳細に述べる）をもとに作られ，データの
入力を受ける入力ピンと，処理したデータを出力する出力ピンを持つ．図 4.2(a)はデータソー
スを表すノード，図 4.2(b)から (d)と (g)(h)は視覚値へのデータ変換を表すノード，図 4.2(e)(f)
はマークを表すノードである．開発者は，データソースを視覚値へと変換し，その値をマー
クによって表現する処理フローを表すデータフロー図を描くことで，可視化手法を記述する
ことができる．
図 4.2(a)は，各出力ピンから，ピン名に対応するカラムのデータを出力する．図 4.2(b)か
ら (d)は，単軸のノードである．単軸のノードは，入力ピン In1に入力されたデータを軸上に
マッピングし，X座標を出力ピンX1から，Y座標を出力ピンY1から出力する．また，入力
されたデータをそのまま出力ピンOut1から出力する．図 4.2(e)(f)は，円を描くノードである．
入力ピンX，Yに入力された座標に円を描く．入力ピンRは半径，入力ピン Fillは塗り色，入
力ピン Borderは境界線の色，入力ピン BWidthは境界線の太さを受け取るピンである．入力
ピンVisibleは，円の表示/非表示を切り替えるピンである．円の出力ピンX，Y，Rは，描画
する X座標，Y座標，半径を出力する．図 4.2(g)は数値を黄から黒の間の色に変換するノー
ド，図 4.2(h)は真偽値を色に変換するノードである．
曲線はピンの接続関係を表す．図 4.2では，縦軸 (c)にMPG，左の横軸 (b)に Power，右の
横軸 (d)にYearを入力し，その出力座標を (e)(f)に入力することで，Y軸を共有した 2つの散
布図を記述している．Weightを (g)に入力し，その出力を (e)(f)の Fillピンに入力することで，
Weightを黄から黒のグラデーションを用いて表している．また，(a)の Selectピン（レコード
の選択状態の真偽値を出力する．4.2.3にて詳細に述べる．）を (h)に接続し，その出力を (e)(f)
の Borderピンに入力することで境界線のハイライトを記述している．(h)は，入力が真のと
きに赤，偽のときに透明を出力するように設定されている．
4.2.2 開発したデータフロービジュアル言語の仕様
ノードは一つ以上の関数からなり，さらにそれらの挙動を変更するためのパラメータを持
つことがある．例えば，図 4.2(b)から (d)のノードはそれぞれ単軸を表し，それらの位置や向
き，長さなどはパラメータによって決められる．また，図 4.2(h)の出力する色もパラメータ
によって決められる．
関数は，複数の入力ピンと出力ピンを持ち，入力ピンから入力された値を処理し，出力ピ
ンから出力する．出力ピンは複数の入力ピンと接続できるが，入力ピンは 2つ以上の出力ピ
ンと接続できない．
プログラミング言語で考えた場合，ノードの雛形はクラス，ノードはクラスのインスタン
ス，パラメータはクラス変数，関数部分はメソッド，入力ピンは引数，出力ピンは戻り値に
相当する．ピンにはデータ型が設定されており，異なるデータ型のピンを接続することはで
きない．プログラミング言語によるノードの雛形の拡張を容易にするために，一般的な手続
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き型のプログラミング言語に対応するような設計としている（目標 2）．プログラミング言語
を用いたノードの拡張については，5章にて詳細に述べる．
ノードは矩形で表現され，上部のヘッダ部分と，その下の関数部分から構成される．接続
関係を表す曲線の色は，接続しているピンのデータ型を表す．
ノードのヘッダ部分には，ノードの持つ関数の挙動を連想できるよう，ノードの接続状態や
パラメータを反映させた図を表示する．例えば，単軸のノード（図 4.2(b)から (d)）は，単軸
のアイコンを表示し，その横に割り当てられているデータの情報を表示する．マークのノー
ドは，そのノードの描くマークを表示する（図 4.2(e)(f)）．
関数部分には，左側に入力ピンを，右側に出力ピンを表示する．データの種類を読み取り
やすくし，接続できないピンを分かりやすくするため，ピンの色によってデータ型を表す．入
力ピンには，接続されていない場合のデフォルト値が指定されており，未接続のピンはその
値を表示する（図 4.2(j)）．
4.2.3 インタラクション手法の記述
インタラクション手法の記述のためには，可視化結果に対する閲覧者の入力を受け付け，そ
れによって可視化結果を変化させるための仕組みが必要となる．そこで，可視化のためのデー
タの流れとは逆方向に，マークからデータソースにレコードの選択状態を伝搬する仕組みを
導入した．開発者は，レコードの選択状態をデータソースのノードの Selectピン（図 4.2(i)）
から取得することができる．Selectピンを利用することで，例えば，選択状態にある項目を別
のビューでもハイライトする機能（Linking & Brushing[Kei02]）を記述できる．
4.3 ノードの雛形
既存の情報可視化向けのツールキット [HCL05, BH09]や，ビジュアルツール [SH14, RHY14]
により，可視化手法の構築部品として，視覚値への変換方法とマークを用意することで，多様
な可視化手法を簡潔に記述できることが示されてきた．データフロービジュアル言語におい
ても，これらの先行研究にならうことで，多様な手法を簡潔に記述できるようになると考え
られる．本節では，目標 1で定めた範囲を基準に整理した，ノードの雛形の用意の仕方，す
なわち，ノードの雛形のライブラリの設計について述べる．
表 4.2に，用意した主なノードの雛形を示す．本節では，これ以降，雛型の種類ごとに設計
の詳細を述べていく．
4.3.1 データソースとデータ処理
データソースに関するノードの雛形には，Visual Mappings処理への入力である，データテー
ブルを用意した．この雛形により，多次元データの取り扱いを可能としている．データテー
ブルのノードは，データソースとなる表データのカラムに対応するピンと，4.2.3にて述べた
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表 4.2: 用意したノードの雛形
雛形の種類 ノードの雛形
データソース データテーブル
データ処理 グルーピング，他テーブルの参照，集約，フィルタリング，ソート
マーク 矩形，円，扇，直線，折れ線，多角形，文字列
視覚値への変換 単軸，直交座標軸，極座標軸，スケールメモリ，カラーマッピング
演算処理 汎用演算（四則演算，比較演算子），色演算，幾何演算
Selectピン，テーブル情報を出力する Tableピンを持つ．Tableピンは，後に述べるグルーピ
ングのノードで使用される．開発した言語では，一度に複数のデータテーブルのノードを作
成することができる．そのため，開発者は，複数の表データを使った可視化手法の記述も可
能である．グラフ構造や木構造については，グラフの頂点やエッジに関するデータテーブル
を読み込むことで取り扱いを可能としている（詳細は，4.3.3にて述べる）．
データ処理に関するノードの雛形には，まず，複数のデータテーブル間の関係性を記述でき
るようにするために，グルーピングや他テーブルの参照のための雛形を用意した．情報可視化
では，あるカラムの値を基準としてグループ化したものを可視化することが行われる．この
ような手法の記述を可能とするために，グルーピングを行うノードの雛形を用意した．また，
関係データベースのように，複数のデータテーブルがあるカラムの値に基づいて関係づけら
れている場合には，その関係の可視化も取り扱えるように，他のテーブルの値を参照するこ
とができる雛形を用意した．次に，集約処理（平均値などの統計値の算出）や，データのフィ
ルタリング，ソートのためのノードの雛形も用意した．開発した言語は，Visual Mappings処
理の記述を主としているため，事前に可視化しやすい形に加工されたデータテーブルが入力
されることを想定している．そのため，これらの雛型は Visual Mappingsの記述においては，
本来不要のものではあるが，手法の設計プロセスにおける試行錯誤に便利なため用意した．
4.3.2 マーク
マークのノードの雛形には，SVGの要素や一般的な描画 APIの持つメソッドを参考にし，
矩形，円，扇，折れ線，文字列，直線，多角形といった図形の雛型を用意した．直線によって
連結系の記述を，多角形によって領域系の記述を可能としている．
既存のビジュアルツールでは，このような図形の他に，例えば，折れ線グラフを記述する
ための折れ線のような，特定の用途を想定した変換処理も含むようなマークの構築部品が用
意されている．この理由は，複雑な処理フローの記述が困難なためと考えられる．一方，Iv
Studioでは，データフロービジュアル言語により複雑な処理の記述も比較的容易なため，マー
クのノードの雛形としては「図形を描く」機能のみを持たせたシンプルなもののみを用意し，
開発者が，マークのノードを選ぶ際に，描きたい図形のことのみを考えれば良いようにした．
マークのノードの雛形では，それぞれの図形の定義に必要な座標や大きさの入力ピン以外
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に，可能な限り以下の入力ピンを設けた．
• 塗り色（Fill）
• 枠線の色（Border）
• 枠線の太さ（BWidth）
• 表示／非表示の切り替え（Visible）
全てのマークが色を使った値の表現ができるように，その色を制御するための入力ピンを
必ず設けた．塗りつぶしと枠線のマークを分けることも検討したが，記述にかかるノード数
を減らすために，1つのマークのノードで塗りつぶしと枠線の両方を担うようにした．また，
図形の表示／非表示を切り替えるための入力ピンVisibleを設けた．開発者は，Visibleピンと
データソースの Selectピンを組み合わせることで，選択したレコードのみラベルを表示する
ようなインタラクティブな手法を記述できる．
マークの出力ピンには，複合マーカーを簡潔に記述できるように，描画位置等を出力する
出力ピンを設けた．ここで言う複合マーカーとは，1レコードのデータを提示するための複数
のマークで構成された視覚的な要素のことを指す．例えば，円とその周りを囲む環状のマー
クから構成される視覚的な要素や，ラベル付きのマークなどを指す．開発者は，マークに設
けられた出力ピンを利用することで，マークの相対位置に別のマークを描くような手法も容
易に記述できる．
4.3.3 視覚値への変換方法
まず，多次元データ可視化のために用意した視覚値への変換方法のノードの雛形について説
明する．表現の多様性を確保するため，データテーブルのピンに用いられるデータ型と，マー
クの持つ視覚的属性を基準として，変換方法の雛型を用意した．
データテーブルのピンに用いられるデータ型は主に，数値型，文字列型，真偽値型の 3種
類である．その他にも，データテーブルは，時間型のデータを持つこともできるが，時間型
については，数値型に変換する雛形を用意することで数値として取り扱うことができるよう
にしているため，考慮の対象から除外した．文字列型と真偽値型はともにカテゴリデータを
表すデータ型であるが，文字列型は視覚値へ変換する際に，2種類以上の値を想定しなければ
ならないのに対し，真偽値型は真と偽の 2種類のみを想定すればよいという違いがある．そ
のため，この 2つの型は別のものとして取り扱った．
マークの持つ視覚的属性は，位置，大きさ（半径，幅，高さ），色，角度の 4種類である．
これらの視覚的属性 4種類に対して，データソースのデータ型（数値型，文字列型，真偽値
型）の値を変換できるようにするために，視覚値への変換方法の雛形を網羅的に用意した（表
4.3）．
位置への変換には，全て軸のノードを利用するようにした．ただし，量的データを受け取
る場合と，カテゴリデータを受け取る場合とで，データのマッピング方法が異なる．開発者
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表 4.3: 用意したノードの雛形
位置 大きさ 色 角度
数値型 軸 スケールメモリ カラースケール 極座標軸
文字列型 軸 － カラーマッパー 極座標軸
真偽値型 軸 サイズスイッチ カラースイッチ 極座標軸
0 10
1, 3, 7, 8, 9 A, B, B, C, D, D A, B, B, C, D, D
(a) (b) (c)
図 4.3: 軸のデータマッピング方法
は，量的データを受け取る場合には，軸上にその数値を射影するようにデータをマッピング
する方法（モードA :図 4.3(a)）を利用することができる．一方，カテゴリデータを受け取る
場合には，レコード順に均等に並べるようにマッピングする方法（モード B :図 4.3(b)）や，
値の内容ごとに均等に並べるようにマッピングする方法（モードC :図 4.3(c)）を利用できる．
モードAを利用することで，座標系の表現を記述でき，モードBやモードCを用いることで，
配列系の表現を記述できる．軸については，可視化手法で用いる頻度の高い，直交座標軸の
雛形も用意した．直交座標軸においても，X軸，Y軸それぞれについてマッピング方法を変
更できる．
大きさへの変換には，数値型ではスケールメモリを，真偽値型ではサイズスイッチを利用
するようにした．文字列型から大きさへの変換については，閲覧者に誤解を与えるため推奨
されない表現 [Mac86]であることから用意しなかった．スケールメモリは，大きさの凡例を
描き，その範囲に数値をマッピングして，大きさを出力する．サイズスイッチは，真偽値を
受け取り，その真偽値に応じて，ノードのパラメータに指定された大きさを出力する．開発
者は，サイズスイッチを利用することで，選択したレコードに対応する図形の大きさや線の
太さを変更するといった手法を簡潔に記述できる．
色への変換に関しては，データ型によって異なるノードの雛形を利用するようにした．数値
型については，ノードのパラメータに指定された 2つの色を端点として，その間のグラデー
ションで数値を表す色を出力するカラースケールを用意した．文字列型については，文字列を
色相の違いで表すような色を出力するカラーマッパーを，真偽値型については，ノードのパ
ラメータに指定された 2つの色を，入力された真偽値によって切り替えて出力するカラース
イッチを用意した．情報可視化において，色は，文献 [Ber84, Mun14]で述べられているよう
に，量的データは明るさや彩度，カテゴリデータは色相を用いることが推奨されている．用意
した雛型は，これらの文献に基づいているが，カラースケールやカラースイッチについては，
開発者が自由な配色を行えるようにするため，基準となる色の指定に制約を設けなかった．
角度への変換には，全て極座標軸のノードを利用するようにした．極座標軸のノードも，軸
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のノードと同様のマッピング方法を用意した．
次に，グラフ構造を取り扱うためのノードの雛形について述べる．開発した言語では，グ
ラフの頂点のデータテーブルとエッジのデータテーブルの 2つのデータテーブルと，その間
の関係を指定するのできるノードの雛型によって，グラフ構造を取り扱えるようにした．こ
のグラフ構造の取り扱い方は，リレーショナルデータベース等で一般的な方法である．開発
者は，4.3.1で述べた，他テーブルの参照のノードを利用することで，2テーブル間の参照関
係を記述することができる．そのほか，頂点のデータテーブルと，エッジのデータテーブルか
ら参照関係を受け取り，力指向のアルゴリズム [Ead84]によってグラフのノード位置を求め，
求めた位置を出力するノードの雛形が用意されており，開発者は，この雛型を用いて，網図
形式のグラフの可視化手法を記述できる．
最後に，木構造を取り扱うためのノードの雛形について述べる．データテーブルの 1レコー
ドを木の 1頂点とみなし，頂点のユニークなキーを保存するカラムと，親の頂点のキーを保
存するカラムを持ったデータテーブルを木構造として取り扱えるようにした．木構造のレイ
アウト技術として，頂点と頂点の親のキーを受け取り，樹状図の形にレイアウトするノード
を用意した．
グラフ構造や木構造の取り扱い方法をデータテーブルに基づいた方法にしたことで，頂点
やエッジが重みを持っていた場合に，開発者がその重みを多次元データの表現のために用意
したノードの雛形を用いて表現できるようにした．
4.3.4 演算処理
目標 2への対応のひとつとして，汎用演算，色演算，幾何演算等の演算処理のためのノー
ドの雛形も用意した．これらの雛形により，独自のレイアウト技術やカラーマッピング技術，
マークの形状の記述も可能としている．
開発当初は，四則演算と算術関数，色の生成の雛形のみを用意していた．しかし，これら
の雛形のみで，可視化技術を記述しようとすると，記述が複雑になることが分かった．そこ
で，ベクトル演算や凸包算出，重心の計算などの幾何演算と，色の混色や明るさなどの一部
のパラメータをコントロールする色演算のための雛形も用意した．
4.4 Iv Studioのユーザインタフェース
本節では，Iv Studioのユーザインタフェースを説明する．まず，画面構成と基本的な操作
方法について述べ，データフロー図の記述を容易にするための支援機能を紹介する．
4.4.1 ユーザインタフェースの概要
Iv Studioの画面構成を図 4.4に示す．ノードメニュー（図 4.4(a)）には，ノードの雛形が上
部のタブにまとめられている．開発者は，ノードメニューからノードの雛形を選択し，編集
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図 4.4: Iv Studioの画面構成
領域（図 4.4(b)）をクリックすることでノードを作成できる．ドラッグ操作によってピンを接
続することができ，ノードのヘッダ部分をドラッグすることでノードを移動できる．ノード
内の未接続の入力ピンをクリックすることで，デフォルト値を編集できる．また，パラメー
タパネル（図 4.4(d)）から，ノードのパラメータを編集できる．キャンバス（図 4.4(c)）には，
記述中の可視化手法のプレビューが表示され，編集結果は即座に反映される．
Iv Studioのユーザインタフェースでは，先行研究の Lyraや iVis Designerの良い点を積極
的に継承した．開発者は，両方の先行研究と同様に，ドローツール風インタフェースにより
視覚的なパラメータを直感的に編集できる（目標 4）．例えば，キャンバス上の図形に表示さ
れるハンドルを使うことにより，位置や大きさを直感的に調整できる（図 4.5）．また，iVis
Designerのように，ノード生成時にキャンバス上のマークをクリックすることで，ピンが接
続された状態でノードを作成できる．さらに，Lyraのように，マークに対して出力ピンをド
ラッグアンドドロップすることで，ピンを接続することもできる．
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図 4.5: ハンドルによる大きさの変更
4.4.2 データフロー図の記述支援機能
開発した言語は，可視化手法の構築部品を組み合わせる方法を採用しているため，可視化
ビューをノードとして用意する場合と比べて，記述に要する操作量が多い．そこで，その操
作量を減らすために，2つの支援機能を用意した．
一つ目は，開発者が異なるデータ型のピンを接続しようとした際に，型変換を行うための
ノードを自動的に挿入する機能「型キャスト」である．例えば，散布図の円の色に数値を割り
当てたい場合，データソースのノードの出力ピンを円のノードの入力ピン Fillにつなぐこと
で，数値を色へ変換するノードが自動挿入され，割り当てが完了する．このようなノードの
自動挿入機能は，GraphEdit[gra]にも搭載されている機能である．ただし，情報可視化では，
1つの可視化手法の中に，同じデータから同種類の視覚的属性へ変換方法が複数あることは好
ましくない [SH14]ため，すでに変換用のノードが作成されている場合は，そのノードからの
出力をつなぐようにした．この点が，GraphEditの自動挿入機能とは異なる．この機能は，単
に記述に要する操作量を減らすだけではなく，開発者の「円の色でデータを表したい」とい
う意図をより直接的に入力することができるようにするという効果も期待できる．
もう一つは，関数間のピンをまとめて接続する機能「関数接続」である．開発者は，ノード
の出力ピンの右側のスペースをドラッグし，入力側の関数部分にドロップすることで，Xと
X1や Yと Y1のように名前の類似するピンをまとめて接続できる．
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4.5 ユーザインタフェースの評価実験
本研究における技術的な課題は，ユーザインタフェースにおける手法の記述のしやすさ（目
標 3）の向上である．そのためのアプローチとして，データフロービジュアル言語をユーザ
インタフェースに採用した．そこで，データフロービジュアル言語の採用が記述のしやすさ
を向上させたかどうかを確かめるため，データフロービジュアル言語を用いたユーザインタ
フェース（以下，「DI」と呼ぶ）と，既存のビジュアルツール形式のユーザインタフェースと
を比較する被験者実験を行った．この実験では，以下の 4点を調査した．
調査項目 1 DIは理解しやすいか？
調査項目 2 DIは記述を速く行えるか？
調査項目 3 DIはカスタマイズの記述に好まれるか？
調査項目 4 DIはカスタマイズの記述を速く行えるか？
これらの項目によって，目標 3に対する評価を行った．項目 2，4は，効率的に記述できる
かどうかに関する調査項目であり，項目 1，3は，記述方法を直感的に理解できるかどうかに
関する調査項目である．カスタマイズの記述の場合には，カスタマイズのための特別な学習
は必要ではないものの，修正箇所の把握など，はじめから手法を記述する場合とは異なる作
業が必要となる．そのため，項目 3については，直感的に理解しやすいものが好まれるであ
ろうという推測に基いて，DIが好まれるかどうかを調査した．
なお，目標 4については，ドローツール風インタフェースを採用することで対応を行った
が，これについては先行研究によってその有効性が示されていることから，本研究では改め
て評価は行わなかった．また，記述パラダイムには，既存のビジュアルツールと同様のパラ
ダイムが採用されているため，可視化手法の考案が容易か否かといったパラダイムの容易さ
についても改めて評価しなかった．
4.5.1 比較対象のユーザインタフェース
Iv Studioが既存のビジュアルツールと異なる点は，開発者に対して記述中の可視化手法の
データの流れを提示していることと，その流れを直接的に操作できることである．それらの
効果を評価するため，DIとデータフロー図を提示しない記述インタフェースとを比較するこ
とにした．そのようなインタフェースとして，図 4.6のようなブロックインタフェース（以
下，「BI」と呼ぶ）を Iv Studio上に実装した．BIは，先行研究の中でも直感的なユーザインタ
フェースを持つ Lyraを模して設計した．Lyraをそのまま利用せず，Iv Studio上に BIを実装
した理由は 2つある．一つは，Lyraでは Linking & Brushingの記述が行えないことや，Lyra
と Iv Studioでは視覚値への変換方法の用意の仕方が異なるといったように，機能面に若干の
違いがあるためである．もう一つは，被験者にどちらのユーザインタフェースが提案手法な
のかを分からないようにするためである．BIは，Lyraによる可視化手法の制作操作を完全に
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再現するものではないが，DIのデータフローを開発者に見せる効果とデータフロー図の編集
というユーザインタフェースの効果を調べるという目的においては，比較対象となるユーザ
インタフェースである．
Lyraには，選択したマークの色や大きさを設定するためのパネルが備えられている．開発
者は，そのパネルに，関連付けたいデータや視覚値への変換方法を表すブロックを，画面左
のパネルからドラッグアンドドロップすることで可視化手法を記述できる．Lyraのブロック
は，Iv Studioのノードに相当する．そこで，筆者は，Lyraのブロック配置の操作と同様の操
作によってノードのピンを接続できるように，次のようなユーザインタフェースを実装した．
左パネル上部にデータのノードの出力ピンのリスト，すなわち，データカラムのリストを
表示するデータパネル（図 4.6(a)），下部に座標軸などのデータ変換用のノードのリストを表
示する変換ノードパネル（図 4.6(b)）を設置した．右パネル上部にマーク用のノードのリスト
を表示するマークノードパネル（図 4.6(c)），下部にピンの接続を行うためのブロックパネル
（図 4.6(d)）を設置した．変換ノードパネルとマークノードパネルを合わせてノードパネルと
呼ぶ．データパネルは，データカラムのカラム名を，ノードパネルはノード名とそのノード
の種類を表すアイコンを表示する．軸のノード（図 4.6の PlotField1等）のようにデータ変換
とマークの両方の機能を持つノードについては，(b)と (c)の両方に表示する．ブロックパネ
ルには，選択中のノードの入力ピンを表示し，入力ピンの領域には，データがどのノードを
経由して変換されてきたかを表示する．開発者は，ノードパネルの項目をクリックすること
で，そのノードを選択できる．また，接続先のノードをノードパネルから選択してブロック
パネルにそのノードの入力ピンを表示し，ブロックパネルの入力ピンの領域に，図 4.6の矢印
のようにデータパネルやノードパネルから項目をドラッグアンドドロップすることでピンを
接続できる．出力ピンを指定する必要はなく，Lyraと同様にノードをドロップするだけでピ
ンの接続を行える．
BIを用いた場合も，ドローツール風のインタフェースや，型キャスト，関数接続も利用可
能である．ただし，ユーザインタフェースの違いの比較を行うために，ノードの接続操作や
ブロックパネルの操作を介さずにピンを接続できるような機能は，BI，DIともに利用できな
いようにした．例えば，Iv Studioには，マークに対して出力ピンをドラッグアンドドロップ
することでピンを接続する機能があるが，実験ではこの機能は利用できないようにした．
4.5.2 実験 1
はじめに，被験者に対して，情報可視化に関する専門用語の解説と可視化手法の記述の仕
方，すなわち，ビジュアルエンコーディングの考え方の説明を行った．その説明には，デー
タフロー図のような図を一切用いず，例となる視覚的表現と文章のみで説明を行った．
次に，表 4.4のようなタスクを行ってもらった．カウンターバランスのため，半数の被験者
には，DIの練習，1a，BIの練習，1b，2a，2b，3の順でタスクを行ってもらい，残りの被験
者には，BIの練習，1b，DIの練習，1a，2b，2a，3の順で行ってもらった．タスク中は，Iv
Studioで被験者の操作履歴を時刻とともに記録した．被験者には，Yes/Noで答えられる質問
には応じるが，「どのように作るか？」といった質問には応じないと事前に伝えた．また，タ
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図 4.6: ブロックインタフェース
(a) (b)
図 4.7: 実験 1にてタスクの説明時に被験者に提示した図
スク 1の練習で使用した資料を参照できるようにした．タスクは，単にバブルチャートや棒
グラフを完成させることであり，図の配置や配色を厳密に同じにする必要はないと伝え，タ
スクをできるだけ速く達成するように求めた．そして，被験者がタスクを達成したと判断し
た時点で，その旨を被験者に宣言をしてもらった．実験者は，必要なノードが生成され，そ
れらが適切に接続され，ノードのパラメータが適切に設定された状態をタスク達成とみなし
た（詳細な達成基準については，後述する）．タスク未達成にもかかわらず被験者が終了を
宣言した場合は，実験者から未達成の旨を伝えるようにした．実験には，27インチ（解像度
2560 × 1440）のディスプレイを用い，全被験者が同じ PCを使用した．全タスク完了後，主
観的な評価を得るために，5段階のリッカート尺度（-2から 2）で回答するアンケートを行い，
質問項目に対して特記事項があれば自由に記述してもらった．実験は，一人の被験者あたり，
1時間から 1時間半程度で完了することを想定した．
タスク 1の練習では，はじめに操作方法を解説するチュートリアルを再生し，その後，画
面の指示通りに操作するトレーニングモードを行ってもらった．チュートリアルは，ユーザ
インタフェースの画面の説明や，操作方法を説明するものである．被験者には，チュートリ
アルを通して，基本的なユーザインタフェースの操作方法を学習してもらった．トレーニン
グモードは，目的の手法を制作する手順が 1操作ごとに画面に表示され，その指示に従い操
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表 4.4: 実験のタスク
タスク ユーザインタフェース タスクの内容
1a DI DIの練習後，図 4.7(a)の手法を制作
1b BI BIの練習後，図 4.7(a)の手法を制作
2a DI 図 4.7(a)の手法を制作
2b BI 図 4.7(a)の手法を制作
3 DI+BI 図 4.7を (b)のようにカスタマイズ
作することで，被験者が手法の制作を体験することのできるものである．被験者には，この
モードを通して，散布図，棒グラフ，値を円の大きさで表す表現手法，Linking & Brushingの
記述を完了するまで体験してもらった．チュートリアルやトレーニングの内容は，紙に印刷
し，被験者に渡した．
タスク 1，2では，自動車のデータを図 4.7(a)のように可視化する手法を制作してもらった．
左にバブルチャート，右に棒グラフを制作し，左右の図を Linking & Brushingを用いて連携
してもらった．図 4.4のデータフロー図は，この可視化手法を記述したものである．このデー
タフロー図のノードの接続状態を達成基準とした．ノードのパラメータについては，棒グラ
フを作るための直交座標軸のノード（図 4.4(e)）の X軸のデータのマッピング方法が，均等
に並べる方法に設定され，そのノードの Y軸ともうひとつの直交座標軸のノードのマッピン
グ方法が数値を射影する方法に設定されていることを達成基準とした．タスク 1，2ともに，
全被験者がDI，BIをそれぞれ 1回ずつ用いて合計 2回，同じ手法を制作するタスクを行った
が，用いるインタフェースの順番については，半数の被験者はDIを先に用い，残りの被験者
は BIを先に用いるという違いがあった．タスク 1では，どちらのインタフェースが理解しや
すいかを比較するためために，2回のタスクうち 1回目のタスクの達成時間を比較した（調査
項目 1）．一方，タスク 2では，どちらのインタフェースが被験者の思い描いたビジュアルエ
ンコーディングの方法を速く記述できるかを比較するため，被験者ごとに DIと BIの達成時
間の比較を行った（調査項目 2）．つまり，タスク 2では，エンコーディング方法の考案など
の時間を含めない，純粋なユーザインタフェースの速さの比較を行った．
タスク 3では，被験者の好みのユーザインタフェースを自由に使い，タスク 2終了後の状態
から図 4.7(b)のような手法にカスタマイズしてもらった．具体的には，右図をバブルチャー
トへ変更し，円の色を半透明に変更してもらった．図 4.8にタスク 3のノードの接続状態の
達成基準となるデータフロー図を示す．ノードのパラメータについては，2つの直交座標軸の
ノードのマッピング方法がすべて数値を射影する方法に設定され，図 4.8中央のカラースイッ
チノードの False時の色に半透明色が設定されていることを達成基準とした．被験者は，画
面上のチェックボックスからデータフロー図の表示を切り替えることができる．タスク 3は，
データフロー図を非表示の状態から開始した．つまり，DIにとって不利な状態から開始して
おり，被験者がDIを利用するためには 1つ操作を行う必要があった．タスク 3では，カスタ
マイズするタスクにおいて，被験者が DIを好んで利用するかを調査した（調査項目 3）．さ
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カラースイッチノード
図 4.8: タスク 3の達成基準となるデータフロー図
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図 4.9: タスク 1の被験者ごとの達成時間
らに，タスクの達成時間を記録し，DIを選んだ被験者と BIを選んだ被験者とで達成時間を
比較することも予定した（調査項目 4）．
被験者は，情報科学を専攻する学生及び大学院生（10名）とソフトウェア開発企業に務め
る技術者（1名）の合計 11名で，全員にプログラミング経験があった．また，大学院生のう
ち 1名が，情報可視化を専門とする研究室に 1年以上在籍している学生であった．5名の被験
者には DIを先に用いてもらい，残りの 6名には BIを先に用いてもらった．
4.5.3 実験 1の結果
図 4.9に，タスク 1で 2回行ったタスクのうち 1回目のタスクの達成時間を被験者ごとに
示す．緑が DI，青が BIでの達成時間を示す．タスク開始時刻から最後に行った操作の時刻
までをタスクの達成時間とした．達成時間の中央値を求めたところ，DIが 382.772秒，BIが
709.426秒であった．サンプル数が少なく，分布の仮定が困難なことから，ウィルコクソンの
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図 4.10: タスク 2の被験者ごとの達成時間
順位和検定を行ったところ，有意水準 5%で有意差が認められた (T = 18)．タスク 1の結果か
ら，初めて利用する場合において，DIの方が可視化手法を速く記述できると言える．
図 4.10に，被験者ごとのタスク 2の達成時間を示す．右の図は，それぞれの達成時間を直
線上にプロットした図である．タスク 2は記述の仕方に慣れた状態での遂行を想定していた
が，被験者Cはタスク 2中でも資料の参照に 1分以上の時間を要していた．このことから，被
験者 Cのデータは異常値とみなし，以後の分析では残り 10名分のデータを対象とした．10
名の達成時間の中央値を求めたところ，DIが 99.219秒，BIが 132.003秒であった．この 10
名について，サンプル数が少なく，分布の仮定が困難なことから，ウィルコクソンの符号順
位検定を行ったところ，有意水準 5%で有意差が認められた（T = 0）．くわえて，DIが BIに
比べてどの程度速くなったかを計算した．その結果の中央値は 23.7%であった．タスク 2の
結果から，DIの方が可視化手法を速く記述できると言える．
タスク 3では，すべての被験者が，データフロー図を表示し，以降 DIを用いてタスクを
行っていた．タスク完了後に，なぜDIを用いたかを被験者に尋ねたところ「構造が直感的に
見える」や「データフローのほうが使いやすかった」という回答が得られた．この結果から，
DIの方がカスタマイズの記述時に好まれると言える．なお，すべての被験者が DIを選んだ
ため，DIと BIの間の達成時間の比較は行えなかった．
アンケート結果の箱ひげ図（四分位数）を図 4.11に示す．Q1から Q6は Iv Studio全体に
関する項目，その他は個別の機能に対する項目である．BIに対する評価項目であるQ10以外
の項目に対し，中央値で 1以上の評価を得た．特に，Q7と Q11は中央値 2と好評であった．
また，支援機能の型キャストと関数接続も高い評価を得た．その他のコメントとしては「イ
ンタラクティブなツールが簡単に作れて便利」のような好意的な回答が得られた．総合評価
として，DIを用いた Iv Studioの機能は好評であった．
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Q1 .様々な可視化手法を制作できそうですか？
Q2 .使いやすかったですか？
Q3 .ツールの動作は理解しやすかったですか？
Q4 .基本的な可視化手法の制作には便利でしたか？
Q5 .複合的な可視化手法の制作には便利でしたか？
Q6 .可視化結果の見た目の調整は容易でしたか？
Q7 .データフローは設計のガイドになりましたか？
Q8 .型キャスト（自動挿入機能）は便利でしたか？
Q9 .関数接続は便利でしたか？
Q10.ブロックインタフェースは便利でしたか？
Q11.データフロー図の編集は便利でしたか？
図 4.11: アンケート結果
4.5.4 実験 2
実験 1の結果，タスク 3においてすべての被験者がDIを選んだため，カスタマイズするタ
スクにおける達成時間の比較が行えなかった．そこで，そのような達成時間の比較を行うた
めに，追加の実験を行った（調査項目 4）．
まず，実験 1と同様に，はじめに操作方法を解説するチュートリアルを再生し，その後，画
面の指示通りに操作するトレーニングモードを行ってもらった．その後，実験 1のタスク 1と
同じタスクを練習として 1回（タスク 4），復習としてもう 1回（タスク 5）の合計 2回，連
続で行ってもらい，タスク 5のみ達成時間を計測した．そして，2分間の休憩を挟み，作成し
(a) (b)
図 4.12: 実験 2にてタスクの説明時に被験者に提示した図
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た可視化手法を図 4.12(a)のようにカスタマイズしてもらうタスク（タスク 6）を行ってもら
い，タスクの達成時間を計測した．さらに，連続して，タスク 6にてカスタマイズした手法
を，図 4.12(b)のようにカスタマイズしてもらうタスク（タスク 7）を行ってもらい，その達
成時間を計測した．実験 1と同様に，タスクは，単にバブルチャートや棒グラフを完成させ
ることであり，図の配置や配色を厳密に同じにする必要はないと伝え，タスクをできるだけ
速く達成するように求めた．そして，被験者がタスクを達成したと判断した時点で，その旨
を被験者に宣言をしてもらった．実験者は，必要なノードが生成され，それらが適切に接続
され，ノードのパラメータが適切に設定された状態をタスク達成とみなした．タスク未達成
にもかかわらず被験者が終了を宣言した場合は，実験者から未達成の旨を伝えるようにした．
実験には，27インチ（解像度 2560 × 1600）のディスプレイを用い，全被験者が同じ PCを
使用した．ただし，実験 1と異なり，被験者はすべてのタスクを，DIか BIのどちらか一方
のユーザインタフェース用いて行った．この理由は，カスタマイズの記述においては，記述
の修正箇所の把握の速さも重要なため，初めて行うカスタマイズの記述の達成時間同士を比
較する必要があったからである．また，タスク 4では，実験 1のように理解のしやすさを調
査することが目的ではなく，ユーザインタフェースの使い方を覚えてもらうことが目的なこ
とから，あらゆる質問を受け付け，被験者が戸惑った場合には実験者が支援するようにした．
そのため，タスク 4は時間の計測を行わなかった．その一方で，タスク 5以降は，達成時間
を比較するために，一切の質問を受け付けず，操作説明の資料も見られないようにした．ま
た，BIについては，DIと比較した際のマウスの移動量の影響が少なくなるように，左右 400
ピクセルずつ操作領域を狭め，1760 × 1600の領域で操作できるように変更した．
タスク 6では，横軸のデータ割り当てをYearからWeightに切り替え，右図をバブルチャー
トにカスタマイズしてもらった（図 4.12(a)）．タスク 7では，左図に，選択したプロットの
上に車種名のラベルを表示するようにカスタマイズしてもらった（図 4.12(b)）．ラベルを表
示するための文字列のノードの作り方と使い方については，タスク 7の前に説明し，その資
料を渡してからタスクを行ってもらった．
被験者は，情報科学を専攻する学生及び大学院生（8名）とソフトウェア開発企業に務める
技術者（1名）の合計 9名で，全員にプログラミング経験があった．また，大学院生のうち 7
名が，情報可視化を専門とする研究室に 1年以上在籍している学生であった．実験 2の被験
者には，実験 1と同じ被験者が 3名含まれていたが，実験 1から 1年以上時間が空いたため，
影響は少ないと考えられる．4名の被験者がDIを，5名の被験者がBIを使いタスクを行った．
4.5.5 実験 2の結果
図 4.9に，タスク 5の被験者ごとの達成時間を示す．達成時間の中央値を求めたところ，DI
が 75.272秒，BIが 129.740秒であった．実験 1と同様に，分布の仮定が困難なことから，ウィ
ルコクソンの順位和検定を行ったところ，有意水準 5%で有意差が認められた (T = 11)．この
結果から，BIの操作領域を狭めた場合でも，実験 1のタスク 2と同様に，DIの方が可視化手
法を速く記述できると言える．
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図 4.13: タスク 5の被験者ごとの達成時間
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図 4.14: タスク 6の被験者ごとの達成時間
図 4.14に，タスク 6の被験者ごとの達成時間を示す．達成時間の中央値を求めたところ，
DIが 50.885秒，BIが 95.772秒であった．ウィルコクソンの順位和検定を行ったところ，有
意水準 5%で有意差が認められた (T = 10)．タスク 6の結果から，複数の修正を伴うカスタマ
イズを行うタスクにおいて，DIの方が可視化手法を速く記述できると言える．
図 4.15に，タスク 7の被験者ごとの達成時間を示す．なお，タスク 7では，1名の被験者
の実験中に Iv Studioがクラッシュし，時間を正しく計測できなかったことから，8名の比較
を行った．達成時間の中央値を求めたところ，DIが 50.257秒，BIが 114.717秒であった．し
かし，ウィルコクソンの順位和検定を行ったところ，有意水準 5%で有意差が認められなかっ
た (T = 12)．
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図 4.15: タスク 7の被験者ごとの達成時間
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4.5.6 実験の考察
タスク 1の結果から，初めて利用する場合において，DIの方が可視化手法を速く記述でき
ることが分かった．このタスクでは，どちらのユーザインタフェースかに関わらず，資料を参
照しながら操作を行う被験者が多かった．そのため，この時間差は，被験者が練習で理解し
きれなかった部分について資料を参照していた時間が，BIの方が長かったことが主な要因と
考えられる．資料の総ページ数は，34ページとどちらのユーザインタフェースも同じであっ
た．この結果から，DIは BIと比べて理解しやすいユーザインタフェースと言える．
タスク 2の結果から，DIの方が速く記述できることが分かった．効率性の向上は，以下に
述べるように，ユーザインタフェースが備える 2つの特徴と，記述中の手順を視覚的に確認
できるという特徴による効果だと考えられる．
ユーザインタフェースの特徴の一つとして，DIではディスプレイ上の狭い範囲で操作を完
結できるということが挙げられる．それに対して，BIは Lyraの画面レイアウトをもとに設計
を行ったものの，参考にしたレイアウトではピンの接続時にマウスカーソルをディスプレイ
の端から端まで移動させなければならず，操作に時間を要することとなった．BIがDIと比べ
てピンの接続操作にどの程度時間を要したかを被験者ごとに計算したところ，中央値は 6.728
秒であった．タスク 2では，大画面かつ高解像度のディスプレイを用いたため，差が顕著に
現れたと考えられることから，BIの領域を狭めたタスク 5においても時間の比較を行ったが，
同様に有意差が認められた．
もう一つのユーザインタフェースの特徴として，DIではピンの接続先ノードの探索が容易
なことが挙げられる．BIでは，ピンの接続の際に，接続先のノードをノードパネルやキャン
バスから探して選択する必要がある．タスク中には，目的のノードを探しまわるような被験
者の仕草が観察され，タスク後に「ブロックパネルの内容が頻繁に切り替わり使いづらい」，
「選択している間に何をしていたか忘れてしまった」とコメントする被験者もいた．このこと
から，DIは，接続先ノードの探索に要する操作量が少ないだけではなく，心理的な負担も軽
減していたと言える．
記述中のデータのフローを視覚的に確認できるという特徴によって，現在の作業を確認す
る時間，あるいは次の手順を考える時間が短縮されたと考えている．このことは，定量的な
測定は困難なものの，アンケート項目 Q7（データフローは設計のガイドになりましたか？）
の結果と「データフロー図の完成形を思い描きながら作業に取り組んだ」というコメントが
得られたことから推測される．
しかしながら，「データフロー図の整形が面倒だった」と回答した者もいた．また，1名の
被験者からDIに関して，「パラメータパネルが画面右端にあることが不便」というコメントも
得られた．
タスク 3ですべての被験者が DIを選んだことや，タスク後に得られたコメントの内容か
ら，DIは手法のカスタマイズ作業において好まれることが分かった．また，タスク 6におい
て，データの割り当ての修正やマークの修正のような複数のカスタマイズを行う際には，DI
の方が速く記述できることが分かった．一方，タスク 7のような，ラベルを付けるだけのカ
スタマイズでは，有意差が認められなかった．この理由としては，タスク 7では，最小の作
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業を行った場合，BIでもブロックパネルの内容を切り替える必要がなく，DIとの作業時間に
差がほとんどなかったことと，操作時間や修正箇所の把握よりも，文字列のノードの使い方
の理解にかかった時間の方が影響が大きかったことが考えられる．タスク 7では，ラベルの
文字列を表示するためにデータソースからマークのノードにピンを直接つなげる操作が必要
であったが，タスク 6以前にはそのような操作なかったため，被験者は，そのような操作に
気が付くまでに時間を要していたと考えられる．
実験のアンケートでは，Iv Studioの機能は概ね好評であったものの，Q3（ツールの動作は
理解しやすかったですか？）とQ4（基本的な可視化手法の制作には便利でしたか？）の評価
は他の項目に比べて低かった．Q3が低い理由は，「BIは使いづらい」という評価が混ざって
いるためである．Q4が低い理由は，低い評価値をつけた被験者が「Excelでは 1クリックで
作ってくれるから」と回答していたことから，散布図や棒グラフのような基本的な可視化手
法を記述するだけならば，データフロー図の記述は面倒と感じたためと考えられる．ただし，
Excel等の表計算ソフトウェアにはない特長として，Iv Studioはテンプレートに用意されてい
ない様々な可視化手法を記述できるという点を改めて強調しておきたい．
以上より，目標 3に関して，ユーザインタフェースの使いやすさの向上が確認できた．た
だし，この実験により示したのは，構築部品の対応関係の一覧が見えず，対応関係の記述に
パネルの切り替えが必要なユーザインタフェースに対する改善であり，Lyraそのものとの比
較ではないことは述べておく．
実験を通して分かった課題については，次のような改善を検討している．まず，データフ
ロー図の整形が面倒という問題点については，データフロー図の自動整形機能などを設ける
ことを考えている．次に，パラメータパネルが画面右端にあることが不便という問題点につ
いては，ノードをダブルクリックするとその横にパラメータパネルを表示するようにするこ
とで改善できると考えられる．Q4が低い，すなわち，基本的な可視化手法を記述する際の手
間については，Iv Studioにおいても，基本的な可視化手法に関してテンプレートを追加する
ことで改善できると考えられる．
4.6 データフロー図の描き方に関する調査
4.3.2にて述べたように，マークのノードには，複合マーカーの記述を支援するために，入
力された座標をそのまま出力するピンが備えられている．同様に，軸のノードにも，入力さ
れたデータをそのまま出力するピンが備えられている．開発者は，これらのピンを利用して，
例えば，棒グラフのラベルを表示する手法を記述できる．このような入力値をそのまま出力す
るピンのことをスルーピンと呼ぶ．スルーピンの効果を調査するため，Iv Studioを用いた可
視化手法の記述を体験してもらった後に，アンケートに回答してもらう被験者実験を行った．
まず，被験者にある図を見せ，Iv Studio上にあらかじめ用意されたノードをつなぐことで，
その図を描くための手法を作成してもらい，Iv Studioによる可視化手法の記述を体験しても
らった．次に，データフロー図の描き方に関するアンケートを行った．調査方法としては，タ
スクを行ってもらい，そのタスクで描かれたデータフロー図を基準にすることも考えられた．
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マークのスルーピンを使用
軸のスルーピンを使用
軸のスルーピンを不使用
マークのスルーピンを不使用
図 4.16: 質問 1の可視化手法
しかし，スルーピンの使い方を詳細に説明した場合，そのピンを使うように誘導してしまう
可能性や，逆に説明しない場合は使い方が分からずそのピンを使わない可能性が考えられた．
そのため，Iv Studioによる記述を体験してもらったうえで，改めてアンケートで全パターン
を被験者に見せ，その中から選んでもらうような調査方法を選んだ．
アンケートでは，手法を記述する際のデータフロー図の描き方のパターンを見てもらい，次
に同様の手法を作る場合，どの描き方を使いたいかを理由とともに回答してもらった．質問
は 3つあり，質問 1は棒グラフの棒の上にラベルを付ける手法，質問 2は散布図にラベルを
付ける手法，質問 3は 2つの散布図を線でつないで表現する手法に関する質問であった．質
問に用いた手法と，被験者に見せた描き方のパターンを，図 4.16から 4.18に示す．このうち，
図 4.16と図 4.18は，アンケート前のタスクで実際に作成してもらったものである．
被験者は，情報科学を専攻する学生及び大学院生（10名）とソフトウェア開発企業に務め
る技術者（1名）の合計 11名で，学生及び大学院生のうち 9名が，情報可視化を専門とする
研究室に 1年以上在籍している学生であった．
表 4.5に，アンケートの回答結果を示す．多くの被験者が，スルーピン使用を選択すること
を予想していたが，質問 1と 2に関しては，マークがおよそ半分，軸については不使用の方
が多いという結果となった．一方，質問 3に関しては，多くの被験者がスルーピン使用を選
択した．
質問 1（棒グラフの棒の上にラベルを付ける手法）について，軸のスルーピン使用の方を
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マークのスルーピンを使用 マークのスルーピンを不使用
図 4.17: 質問 2の可視化手法
表 4.5: データフロー図の描き方に関する調査の結果
スルーピン使用 スルーピン不使用
質問 1:棒グラフにラベル付け（軸） 4 7
質問 1:棒グラフにラベル付け（マーク） 5 6
質問 2:散布図にラベル付け 6 5
質問 3:2つの散布図を線でつなぐ 8 3
選んだ理由としては，「リンクが少ないほうがすっきり見える」といった意見が多かった．一
方，不使用の方を選んだ理由としては，「ラベルはデータから直接つなげる方が直感的に分か
りやすかった」といった意見が多かった．マークのスルーピン使用の方を選んだ理由につい
ては，「データフロー図がすっきり見えるようになる」という意見のほかにも，「ラベルの位置
は棒グラフの位置となることが分かる」といったように，ラベルを棒グラフに関連付けて考
えやすいという意見が多かった．不使用の方を選んだ理由については「同じ値は同じところ
から持ってきたい」「ラベルの位置は，座標変換したものを直接引っ張ってくるほうが正しい
と感じた」「ラベルと矩形ノードは並列の概念であると考えた」といった意見があった．以上
の結果から，同じ手法であっても，人によりマークの連携関係のとらえ方が異なることが分
かった．また，ノードの連携関係を重視する人と，データフロー図の見やすさを重視する人
がいることも分かった．
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マークのスルーピンを使用
マークのスルーピンを不使用
図 4.18: 質問 3の可視化手法
質問 2（散布図にラベルを付ける手法）についても，質問 1と同様の理由という被験者が多
かったが，質問 1ではマークのスルーピン不使用を選び，質問 2では使用の方を選んだ者が
いた．その被験者は，質問 1では「パス長が短くノードを飛ばしていないから」という理由
からマークのスルーピン不使用を選んでいたが，質問 2では「散布図の個々のプロットとテ
キストの対応が分かりやすいと感じた」という理由からスルーピン使用を選んだ．そのほか，
質問 2でスルーピン不使用の方を選んだ被験者の中には，「ノードの形を変更したときに行う
手間が少なくなりそうだから」「マークの変更が簡単になるから」という，質問 1とは別の理
由を回答した者もいた．以上の結果から，同じ人であっても，記述する手法によって重視す
ることが異なることが分かった．
質問 3（2つの散布図を線でつないで表現する手法）については，質問 1，2と同様の理由
からスルーピン不使用を選んだ被験者もいた一方で，さらに 2名の被験者が，スルーピン使
用を選んだ．その理由としては「丸と丸を線でつないでいることが分かるため」といった意
見が多く，質問 3の手法では，線が円と関連づいているイメージが強い被験者が多かったこ
とが分かった．
調査の結果，同じ可視化手法でも開発者によって変換規則のイメージが異なることや，手
法によっても変換規則のイメージが変わるということが分かった．また，処理のイメージを
重視する人や，記述した後の修正のことを重視する人，データフロー図の見やすさを重視す
る人のように，開発者によってデータフロー図の記述で重視することが異なることも分かっ
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図 4.19: ベースボールプレイヤーのデータを可視化する手法の例
た．データフロービジュアル言語は，柔軟な記述を許すことから，このような好みの違いに
も対応できる記述方法である．このことも，データフロービジュアル言語を可視化手法の記
述のためのユーザインタフェースに用いる利点と言える．また，スルーピンのように，描き
方の選択肢を増やし，開発者のイメージを損なわないようにすることも重要であることが分
かった．この調査結果は，目標として設定した事柄とは逸れるものであるが，今後，情報可
視化のビジュアルツールを開発するうえでの重要な知見である．
4.7 言語の表現力と記述量
目標 1に関する評価として，開発したデータフロービジュアル言語による可視化手法の記
述例を示す．まず，目標 1にて設定した可視化手法の範囲に基づいて記述例を示す．次に，用
意したノードの雛形の組み合わせによる変換方法の拡張の例として，ChronoView[SMT12]の
記述を示す．さらに，典型的な可視化手法の記述例と，カスタイマイズ例を示し，それらに要
する記述量に関して議論する．最後に，現段階では記述が困難な可視化手法について述べる．
4.7.1 基本的な可視化手法の記述
本項では，対象データ，表現形式，インタラクションの観点から，可視化手法の記述例を紹
介し，目標 1にて設定した範囲の可視化手法の記述が可能なことを示す．
対象データ
図 4.19にベースボールプレイヤーの年収，ヒット数，所属チームのデータ [bbp]を可視化
する手法の例を示す．この例では，X軸でヒット数，Y軸で年収，プロットの色で所属チーム
を表している．くわえて，選択されたプレイヤーのプロットの枠線を黒くハイライトし，そ
のプレイヤーの名前をプロットの上に表示する．このデータは，多次元データであり，年収
と打率は量的データ，所属チームはカテゴリデータである．このように多次元データの取り
43
扱いが可能であり，データの種類については量的データとカテゴリデータの両種類の取り扱
いが可能である．
図 4.20に，グラフ構造の可視化手法の記述例を示す．図 4.20(a)は，同時に買われた商品間
の関係を表すグラフ構造をノードリンクダイアグラムによって可視化した例である．商品は，
その商品の売り上げ数と商品カテゴリの属性を持つ．商品を円，同時に買われた関係を線で
表し，商品の売上数を円の大きさで，商品のカテゴリを色で表している．円の位置は，力指
向アルゴリズムによって求められている．図 4.20(b)は，購入者と商品の関係を，2層形式の
連結図で表現したものである．購入者とその購入者が買った商品の間を線でつなぎ，線の太
さで購入数を表している．このように，グラフ構造の取り扱いが可能であり，その頂点やエッ
ジに重みがあった場合には，その重みの表現も可能である．
図 4.21には，木構造の可視化手法の記述例を示す．いずれの図も，3Dキャラクタモデルの
関節の構造を可視化したものであり，関節に物理演算用の設定がされているか否かを色で表
現している．図 4.21(a)は，ノードリンクダイアグラム，(b)はアイシクルツリーである．ま
た，図 4.21(c)は，円周状のノードリンクダイアグラム，(d)は，サンバースト図である．木構
造のレイアウトを行うノード TreeDiagramは，レイアウトした頂点の座標のほか，座標計算
中に副次的に求められる，幅や高さ，角度の情報も出力する．それらを利用することで，開
発者は，(b)や (d)のようなバリエーションも記述できる．このように，木構造の取り扱いが
可能であり，その頂点に属性が付加されていた場合には，その属性を表現することも可能で
ある．
表現形式
散布図や棒グラフのような座標系の基本的な表現を記述できることは，図 4.2や図 4.4，図
4.19にて示した通りである．図 4.10，図 4.11も Iv Studioを用いて作成した図である．図 4.22(a)
は，時間帯ごとの商品の売上数を扇型の半径で表した図である．このような極座標系を用い
た手法を記述することもできる．
図 4.22(b)は，領域系の表現の例である．この図は，3都市の気温のデータを，縦軸に気温，
横軸に日付でプロットし，同じ都市の気温を凸包で囲った表現である．囲いの表現は，凸包
の計算ノードと多角形のノードの 2つのノードを用いて記述した．
図 4.22(c)(d)は，配列系の表現の例である．顧客毎の商品の購入数を表している．図 4.22(c)
は，行列のマスの色を用いて購入数を表している．2つの単軸のノード，値を色に変換する
ノード，マークのノードの合計 4つのノードを用いて記述した．図 4.22(d)は，行列のマス内
の棒の長さによって購入数を表現している．この他，円の大きさや棒の位置を用いて値を表
現する手法 [PDF14]も容易に記述することができる．
連結系の表現については，図 4.20や図 4.21にて記述可能なことを示した．その他の例とし
て，図 4.22(e)(f)を示す．図 4.22(e)は，自動車のデータを表した PCPである．各座標軸のた
めの単軸のノード 7つと折れ線のノードの合計 8つのノードを使い記述した．図 4.22(f)は，
左に自動車の燃費と馬力，右に年式と車重の散布図を描き，選択された自動車のみ，両散布
図の対応する円を線で結んで表現する手法である．両散布図の円のノードの出力を線のノー
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(a) ノードリンクダイアグラム 
(b) 2 層形式の連結図 
図 4.20: グラフ構造の可視化手法を記述した例
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(a) ノードリンクダイアグラム (b) アイシクルツリー
(c) ノードリンクダイアグラム（円周状） (d) サンバースト図
図 4.21: 木構造の可視化手法を記述した例
ドに接続することで記述した．
以上の通り，図表現の 4つの基本系のそれぞれを，開発したデータフロービジュアル言語に
より記述することが可能である．このことは，Shneidermanら [CMS99]の提案した可視化手法
の構成要素の分類，Marks, Connection, Enclosureも記述できることを意味している．Marksで
述べられている点や線，面はマークのノードとして用意されている．Connectionと Enclosure
による関係性の表現は，図言語の連結系と領域系の記述例で示したとおり記述することがで
きる．
インタラクション
インタラクションを記述可能なことについては，図 4.2や図 4.4，図 4.19にて示した通りで
ある．Linking & Brushingや，選択したレコードのみ詳細な情報を表示するようなインタラク
ションを記述できる．
以上に示した通り，開発したデータフロービジュアル言語は，目標 1で定めた範囲の可視化
手法を記述することが可能である．また，これらの手法は，データテーブルのノードを除け
ば，いずれも 10ノードに満たないノード数で記述可能である．重要なことは，開発したデー
タフロービジュアル言語では，これらの可視化手法を，様々に組み合わせられるという点で
ある．このことが，情報可視化を利用する際に必要な，データや利用目的に合わせたカスタ
イマイズを可能にする．
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(a) 座標系の例(極座標系) (b) 領域系の例(凸包による囲み表現)
(c) 配列系の例1 (色の濃淡による表現) (d) 配列系の例2 (棒の長さによる表現)
(e) 連結系の例1 (PCP) (f) 連結系の例2 (2つの散布図間の対応関係を表現)
図 4.22: 基本的な表現系に基づいて記述した可視化手法の例
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100 売上数
コカ・コーラ
コーヒー
Gokuri
(a) (b) (c) (d)
(e)
図 4.23: ChronoViewを記述した例
4.7.2 ChronoViewの記述
用意した変換方法のノードと，処理演算用のノードを組み合わせることで，複雑な可視化
手法も記述することができる．その例として，ChronoViewの記述を紹介する．
ChronoViewは，タイムスタンプを持った多くのイベントグループを可視化する手法である．
各タイムスタンプがアナログ時計を模した円周上に配置され，イベントグループがタイムスタ
ンプの位置の重心に配置される．このように，ChronoViewには，データの座標軸上へのマッ
ピングと，その座標値の集約が必要となるため，前項で紹介した可視化手法と比べて記述が
複雑となる．
図 4.23は，購買データを可視化する ChronoViewを記述した例である．購買データは，売
上のテーブルと商品のテーブルを持つ．これらのテーブルから，ノード (a)を用いて商品毎
に売上レコードを集計した．次に，ノード (b)を用いて商品の売上の日時の情報を時刻 (0時
から 23時)に変換し，ノード (c)を用いて極座標軸上の座標を求めた．そして，平均を計算
するノード (d)を用いて重心を計算し，重心を円の座標に割り当てた．最後に，ノード (e)を
用いて商品の売上数を求め，円の半径に割り当てることで，ChronoViewを記述した．くわえ
て，円を選択すると色を変更し，そこに商品名を表示するインタラクション手法も記述した
(図 4.23の赤枠内)．
この例のような，予め用意された変換方法と演算処理を組み合わせる記述は，1つの変換方
法とマークの組み合わせしか行えない既存のビジュアルツールでは記述できない．仮にこの
ような記述を可能にしたとしても，ユーザインタフェースがそのままではデータの流れを確
認できないため，実際的な利用は難しいと考えられる．この例は，データフロービジュアル
言語による記述が，既存のビジュアルツールよりも多様な可視化手法を記述可能にしたこと
を示す一例である．
ChronoViewの記述については，プログラミング言語との比較も行った．情報可視化のプログ
ラム制作に慣れた 3名の被験者に，それぞれ得意なプログラミング言語を用いて ChronoView
を記述してもらった．被験者は全員，ChronoViewの制作経験があった．
記述してもらったコードから，IDEで生成されたコードやデータの読み込みのためのコー
ドを除き，行数を数えた．その結果，C#で 74行，Processingで 110行，JavaScript+D3で 65
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表 4.6: 典型的な可視化手法の記述に要したノード数
可視化手法 ノード数
散布図 2
バブルチャート 3
棒グラフ 2
折れ線グラフ 4
面グラフ 7
PCP（7次元） 8
ノードリンクダイアグラム（グラフ構造） 3
行列表現 4
ノードリンクダイアグラム（木構造） 3
アイシクルツリー 2
行であった．制作に要した時間は，C#を用いた人が約 20分，Processingを用いた人が約 45
分，D3を用いた人が約 100分であった．これに対し，Iv Studioでは，インタラクション部分
を除いて 10ノード，5分程度で ChronoViewを記述できた．
4.7.3 記述量に関する議論
可視化手法の記述に要する記述量について議論する．本項では，記述量の指標として，ノー
ド数を用い，それに基づいた議論を述べる．
まず，典型的な可視化手法の記述例を図 4.24に示す．本論文では，これまでにも可視化手
法の記述例を示してきたが，ノード数に関する議論を行うために，最もシンプルな例を改めて
示す．多次元データについては，一般的な手法として，散布図（図 4.24(a)），バブルチャート
（図 4.24(b)），棒グラフ（図 4.24(c)），折れ線グラフ（図 4.24(d)），面グラフ（図 4.24(e)）の
記述例を示す．また，多次元データの可視化でよく用いられる PCP（図 4.24(f)）の記述例も示
す．グラフ構造については，ノードリンクダイアグラム（図 4.24(g)）と行列表現（図 4.24(h)）
の記述例を示す．木構造については，ノードリンクダイアグラム（図 4.24(i)）とアイシクル
ツリー（図 4.24(j)）の記述例を示す．表 4.6に，これらの可視化手法の記述に要したノード数
を示す．表中のノード数は，データテーブルのノードを除いたものである．
ここで示した大半の手法が，変換方法とマークのノードの組み合わせのみで記述すること
ができ，その記述に要したノード数は 2から 4個である．このことから，開発した言語は，多
くの典型的な可視化手法を簡潔に記述できると言える．しかし，折れ線グラフと面グラフに
ついては，変換方法とマークのノード以外に，演算処理のノードを要した．開発したデータ
フロービジュアル言語では，基本ルールとして，データテーブルの持つレコード数分のマー
クが生成されるが，折れ線グラフと面グラフは，1つの折れ線や多角形で十分である．このよ
うな場合に対応するため，開発した言語では，レコード方向のデータを 1つの配列オブジェク
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(a) 散布図 (b) バブルチャート
(c) 棒グラフ
(h) 行列表現
(d) 折れ線グラフ
(e) 面グラフ (f)PCP
(g) ノードリンクダイアグラム（グラフ構造）
(i) ノードリンクダイアグラム（木構造） (j) アイシクルツリー
図 4.24: 典型的な可視化手法の記述例
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トに変換するノードの雛形が用意されており，開発者がその雛形を利用して折れ線グラフ等
を記述できるようにしている．この変換処理が必要なため，棒グラフ等と比べて記述にかか
るノード数が多くなる．ただし，折れ線グラフについては，操作量の面からみると，通常の
数値型のピンと配列の数値型のピンをつないだ場合には，型キャスト機能が働くため，記述
にかかる操作量は棒グラフや散布図と変わらない．面グラフについては，配列化の処理に加
えて，直交座標軸の端の点を配列の前後に加える処理が必要となるため，さらに多くのノー
ドを要する．ノードの雛形の設計方針として，マークには処理機能を持たせないようにした
が，面グラフについては，汎用的な演算処理だけでは記述が複雑となるため，今後，記述量
を減らすための工夫が必要と考えられる．折れ線グラフや面グラフ以外に，PCPの記述にも
多くのノードを要した．開発したデータフロービジュアル言語には，平行座標系を雛形とし
て用意していなかったため，1カラムずつ軸を用意し，その出力を折れ線へ入力していくとい
う記述が必要となった．雛形が用意されていなくても，単軸を利用して雛形にない手法を記
述できるということが，開発した言語の利点ではあるものの，簡潔に記述するという観点か
らは今後の課題と言える．
次に，カスタマイズの例を図 4.25に示す．図中の赤枠内が，カスタマイズのために追加さ
れたノードである．マークを付加するカスタマイズとして，ラベル表示（図 4.25(a)），数値の
表示（図 4.25(b)），折れ線への点の付加（図 4.25(c)）の記述例を示す．(a)と (b)の図は共に，
オリンピックの国ごとのメダル獲得数 [med]を可視化した棒グラフのカスタマイズ例である
が，(a)は国名を表示，(b)は獲得したメダル数を表示するという違いがある．マークの使わ
れていない視覚的属性に，新たなデータを割り当てるカスタマイズとして，色によるデータ
提示の追加（図 4.25(d)），大きさによるデータ提示の追加（図 4.25(e)）の記述例を示す．最
後に，近年の情報可視化でよく用いられるマルチプルビューを想定したビュー間の連携のカ
スタマイズとして，線でつなぐ表現（図 4.25(f)），色によるハイライト表現（図 4.25(g)），枠
線のハイライト表現（図 4.25(h)）の記述例を示す．このように，この程度の基本的なカスタ
マイズであれば，1から 2個のノードで簡潔に記述することができる．
以上のシンプルな状態の手法の記述にかかるノード数を踏まえたうえで，実用面を考えた
場合のノード数について考察する．まず，典型的な可視化手法に対してカスタマイズを加えた
ような手法のノード数は，多くとも 10程度と考えられる．例として挙げたようなカスタマイ
ズを行った場合，視覚的な要素が増えることから，カスタマイズを加えるほど視覚的な混雑
度が増す．そのため，行えるカスタマイズは 3から 4個程度が限度と考えられ，2から 4ノー
ド程度で最もシンプルな状態が記述できる手法にカスタマイズを加えた場合には，ノード数
は，多くとも 10程度になると考えられる．PCPや面グラフのような，シンプルな状態の記述
に多くのノードを要する手法を用いた場合には，それ以上となる可能性はあるが，その場合
も，およそ 15程度と考えられる．
次に，マルチプルビューを用いた場合のノード数について考察する．実システムで利用され
るビュー数について正確に想定することは困難であるが，情報可視化に関する国際会議 IEEE
Visual Analytics Science and Technology (VAST)で発表される可視化ツールの多くが，3から 5
程度のビューを持っていることから，その数を指標とする．VASTで発表される可視化ツール
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(a) ラベル表示 (b) 数値表示
(c) 折れ線への点の付加 (d) 色によるデータ提示の追加
(e) 大きさによるデータ提示の追加 (f) 線でつなぐ表現
(g) 色によるハイライト表現 (h) 枠線のハイライト表現
図 4.25: 可視化手法のカスタマイズ例
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のビューのうち一つは，レコードの詳細な情報を提示するために使われることが多く，その
ようなビューの記述は本研究の対象外である．このことから，おおよそ 4ビュー程度の記述
が行えれば，十分に実用的と考えられる．その観点から，4ビューの可視化手法にかかるノー
ド数を考えると，先に示した典型的な可視化手法やカスタマイズにかかるノード数のおよそ
4倍程度であり，多くとも 40ノード程度である．
最後に，データフロー図の複雑性について考察する．例えば 4ビューの可視化手法を記述し
た場合，40ノードが密接に接続されるわけではなく，各ビューがある程度独立したデータフ
ロー図となる．そして，各ビューのためのデータフロー図をまたぐようなノードは，データフ
ロー図の始点であるデータソース部分や，連携のための変換方法やマークのみである．その
ため，データフロー図の複雑さとしては，開発者の取り扱いが可能な程度と考えられる．し
かしながら，どの程度の複雑さまでなら取り扱いが可能なのかや，容易に記述が可能なのか
については，被験者実験を通して検証すべき今後の課題である．また，ノードのグループ化
など，マルチプルビューの記述を想定した支援機能についても，今後検討が必要である．そ
の一方で，マルチプルビューに関しては，開発者は，次章で述べる埋め込み可能な実行環境
を利用して，埋め込まれる先のプログラムによりビューを管理することもできるため，大規
模な可視化のシステムを構築する場合には，1つのデータフロー図で記述することにこだわる
必要はない．開発者にすべてをデータフロービジュアル言語を用いて記述することを強いる
のではなく，開発者が管理しやすい形を選択できるようにしたことが，Iv Studioの開発環境
としての大きな利点であることを述べておく．
4.7.4 制限
Bertin[Ber84]の提唱した 8つの視覚変数のうち，形ときめの記述については，直接的には
対応していない．条件分岐等のノードを駆使することで記述することはできるが，データフ
ロー図が複雑となり，あまり現実的ではない．ただし，これらの視覚変数に対応したノード
の雛形を追加することで容易に対応可能である．きめに関しては，一般的な描画 APIのブラ
シに相当する概念を導入することで，より発展的な対応が可能になると考えている．
開発したデータフロービジュアル言語は，レコード単位の処理を基本としている．そのた
め，隣のレコードの値を参照するような手法を記述できない．例えば，一つのカラムについ
てレコード毎にデータを積み上げていくような積み上げ棒グラフを記述できない．これに対
しては，一つ前のレコードの値を取得するといったノードを加えることで対応可能と考えて
いる．
現在の実装で記述可能なインタラクション手法は，図形の選択のみであるが，今後さらに
拡張が可能と考えている．例えば，スライダーバーのようなGUIコントロールのノードを追
加することで，より多様なインタラクション手法の記述が可能になると考えている．ただし，
Iv Studioという開発環境として考えた場合，次章で述べる埋め込み可能な実行環境の仕組み
により，可視化処理を埋め込まれた先のプログラムとの連携が可能であるため，データフロー
ビジュアル言語上でGUIコントロールの記述まで行えるようにする利点については議論の余
地がある．
53
図 4.26: Iv Studioの使い方の資料にて題材とした可視化手法のデータフロー図
4.8 利用事例
Iv Studioを，移動体の軌跡のデータ分析に関する研究に利用してもらった．利用者は，情報
科学を専攻する大学生で，移動体の軌跡のデータのクラスタリングに用いる特徴ベクトルに
関する研究を行っていた．その学生は，複数の種類の特徴ベクトルを考案しており，その特徴
ベクトルの比較のために，可視化を用いたいというモチベーションがあった．既に Javaで作
成したプログラムを使って可視化を行っていたが，そのプログラムでは 1種類の特徴ベクト
ルに関する可視化しか行うことができず，複数の比較に対応するためには大幅な改造が必要
であった．そこで，複数の比較を行う可視化プログラムの制作に Iv Studioを利用してもらっ
た．なお，この学生は，Iv Studioの使用経験はなく，他のデータフロービジュアル言語の使
用経験もなかった．筆者は，その学生に，Iv Studioが読み込み可能なデータ形式と Iv Studio
の利用方法を 5分程度説明してから，Iv Studioの使い方の資料を渡し，その後，自由に利用
してもらった．使い方の資料では，図 4.26に示す可視化手法の記述を題材とした．
学生が作成した可視化手法とそのデータフロー図を図 4.27に示す．この可視化手法では，
特徴ベクトルについて，多次元尺度構成法によって二次元に圧縮した結果と k-means法によ
りクラスタリングした結果を保存したデータテーブルが 2つ（2種類の特徴ベクトル分）読み
込まれており，多次元尺度構成法によって圧縮された結果がそれぞれ，左右に並べた散布図
として表現される．クラスタリング結果は，散布図のプロットの色を用いて表現される．く
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わえて，片方の散布図でプロットが選択されると，両散布図間のプロットの対応関係が，選
択した方と反対側のプロットと同じ色の線で結んで表現される．
作成途中，渡した資料に説明のなかった他テーブルの参照のためのノード（図 4.27(a)）の
使い方について，筆者がサポートしたものの，それ以外のサポートは必要とせずに，その学生
は手法を作成することができた．関係演算子（図 4.27(b)）の使い方については説明しなかっ
たが，学生が自分でその機能を見つけて利用していた．学生は，その機能を，片方の図のク
ラスタすべてから他方に線を引くために利用していた．図 4.27の可視化手法は，手法の設計
の試行錯誤や，データ分析の時間を含めて，およそ 1時間半程度で作成できた．
数分の説明と手法の作成方法の説明資料によって，その学生は，Iv Studioを使って目的と
する可視化手法を作成することができた．既に作成していた Javaのプログラムを改造する場
合と比べた感想を聞いたところ「現在の私のツールでは 2つの図を表示することを想定して
いないため，新たに実装が必要です．さらに 2図をリンクさせるインタラクションを新たに
実装しなくてはいけないため実装コストとは別に勉強するコストもかかっていたと思います．
そのため約 1時間半で目的の図が作成できるのはとても便利であると感じました．」と回答を
得た．その学生は，その後，図 4.27の可視化手法の他にも，移動体の向きをマークの角度で
表す可視化手法を作成するなど，別の手法の記述にも Iv Studioを利用していた．
関係演算子を用いた表現の作成から，その学生は単に説明資料に従って手法を作成したの
ではなく，Iv Studioの使い方を理解し，目的の手法を作り上げていたと考えられる．別の視
点から，この利用事例は，実利用を想定した際には汎用的な演算機能を持たせることが重要
であることを示す例の一つと言える．汎用的な演算機能を持たせることで，足りない機能を
補うことができ，目的に合った使い方が可能となったと考えられる．
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(a)
(b)
図 4.27: 特徴ベクトルを比較するために作成した可視化手法のデータフロー図
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第5章 実システムへの埋め込みが容易な
情報可視化の実行環境
本章では，目標 5を達成するために設計した実システムへの埋め込みが容易な情報可視化
の実行環境について述べる．また，この環境に関連して，ノードの雛形の拡張（目標 2）に
ついても述べる．まず，実行環境の設計方針を述べる．次に，設計した可視化の実行環境と
ノードの雛形の拡張方法について説明する．その後，実行環境の実行パフォーマンスの評価
を示し，最後に，利用事例を通して有用性を示す．
5.1 実行環境の設計方針
既存のビジュアルツールやデータフロービジュアル言語を用いたシステムでは，ツール上
で実装した可視化処理を，ツール外から利用できるようにするためのランタイムライブラリ
等が提供されている．しかしながら，この方法では実装した可視化処理の利用先が限定され
る．本研究では，幅広いプログラムから可視化処理を利用できるようにすることを目指す．
可視化を行うプログラムには，データの読み込みや生成した画像の表示が必要である．ま
た，インタラクション手法を用いた場合は閲覧者からの入力の受付も必須である．本研究で
は，以下のような環境のプログラムにおいて，ツール上で実装した可視化処理を利用できる
ようにすることを目標とする．
• プログラミング言語
– C（C++，Objective-C），Java，JavaScript，C#（共通言語基盤 [cli]対応言語）
• データ形式
– CSV，スプレッドシート，SQL，独自フォーマット，オンメモリ，etc.
• 描画 API
– GDI，Processing，Java2D，Canvas，OpenGL，DirectX，etc.
• GUIシステム（GUIツールキット）
– WIN32 API，Cocoa，X，Swing，Qt，etc.
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RawData DataTables VisualStructures Views
DataTransformations VisualMappings ViewTransformations Rendering
データ形式に依存
描画 API に依存非依存
閲覧者からの入力受付GUI システムに依存
図 5.1: 依存／非依存部分の切り分け
このように，描画APIやGUIシステムに目を広げると，考慮すべき環境が非常に多い．こ
れらの環境全てを網羅するようにランタイムライブラリを開発することができれば，目標は達
成できるが，現実的ではない．そこで，本研究では，以下の方針で実行環境の設計を行った．
1. 依存／非依存部分を切り分け
2. 非依存部分の実行環境を選定し，Iv Studioからの出力機能を開発
3. 実装が容易な依存-非依存部分間のインタフェース関数を設計
本研究では，Iv Studioの利用先を増やすことを目的としているが，本章で述べる実行環境
の設計は，他のビジュアルツールにおいても有用な実装に関する知見である．
5.2 実行環境の設計
本節では，実行環境の設計について述べる．また，ノードの雛形の拡張方法についても説
明する．
5.2.1 依存／非依存部分の切り分けと全体の設計
まず，情報可視化を行うシステムのうち，埋め込み先のプログラムの環境に依存する部分
と非依存の部分の切り分けを行い，実行環境がカバーすべき範囲について検討した．この検
討では，プログラムの環境として，データ形式，描画API，GUIシステムの 3つを考慮した．
情報可視化のシステムは，情報可視化のリファレンスモデルの形を取ることが知られてい
る．そこで，そのモデルに照らし合わせながら，データ形式，描画 API，GUIシステムに依
存する部分を検討した (図 5.1)．
Raw Dataとは，保存されているデータのことのため，データ形式そのものである．Raw Data
をData Tablesに変換する処理であるData Transformationsは，データ形式に依存する処理であ
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図 5.2: 可視化処理全体の実行イメージ
る．リファレンスモデルの後半に目を向けると，Viewsを画面に表示する Renderingは，埋め
込み先のプログラムが使用する描画 APIに依存する処理である．インタラクションについて
考えると，閲覧者からの入力を受け付ける処理が，GUIシステムに依存する．一方で，Visual
Mappingsと View Transformationsは，純粋な演算処理であることから API等に依存しない．
以上のことから，Data Transformationsまでと，実際に画像を表示する Rendering，GUIシス
テムからの入力受付処理は，埋め込み先のプログラムに任せ，実行環境はVisual Mappingsと
View Transformationsを行うことが望ましいと考えられる．図 5.2に本実行環境を用いた場合
の可視化処理全体の実行イメージを示す．
この設計を用い，利用先として想定するプログラミング言語（以下，「想定言語」と呼ぶ）
で動作し，かつ，埋め込みを容易にするために，以下の 2つを行った．
• 想定言語への埋め込みが容易な非依存部分の実行環境の選定と，その環境に対する Iv
Studioからの出力機能の開発
• 埋め込み先プログラムからData Tablesや閲覧者の入力を受け取り，Rendering処理へ描
画パラメータを引き渡すためのインタフェース関数の設計
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5.2.2 実行環境の選定
Visual Mappingsおよび View Transformations処理のための実行環境に求められる要件は以
下の通りである．
R1. 埋め込み先のプログラムから容易に処理を呼び出せる
R2. 埋め込み先で実装された描画関数等の登録が容易
R3. 汎用的な演算が可能
R1と R2は，埋め込みを容易にするために必要な要件である．一方，R3は，ノードの雛形
の拡張性を考慮した要件である．本研究では，目標 2で設定したように，ノードの雛形をプ
ログラミング言語によって拡張できるようにすることを目標としている．そのため，Iv Studio
の利用者がノードの雛形を拡張した場合，実行環境ではその演算処理を実行できなければな
らない．
この要件を全て満足する方法について，以下のような候補を検討した．
[仮想マシンを利用]
JavaVMや.NET Frameworks（共通言語基盤の実装）で動作する実行ランタイムを用意し，
埋め込み先のプログラムとソケット通信やプロセス間通信を使い，データや描画パラメータ
の受け渡しをする方法が考えられる．Iv Studio上で実装した可視化処理をその実行ランタイ
ムとリンクできる動的リンクライブラリとして出力することで，可視化処理をプログラムに
埋め込んだように動作させることが可能である．しかし，埋め込み先のプログラムに，実行
ランタイムのプロセスを起動する処理や，通信処理を実装する必要があるため，R1や R2に
対して不十分である．また，JavaScriptで書かれたプログラム（Webページ）との通信も実装
が難しい．
[C言語のソースコードを出力]
Iv Studioから C言語のソースコードを出力し，プログラムに埋め込むことができるように
する方法が考えられる．先の方法のプロセス起動や通信の処理の実装の手間を解消した方法
である．C言語で書かれているプログラムからはそのまま利用することができ，Javaや C#か
らは，Java Native Interface[JNI]等のネイティブコードとの連携インタフェースを用いて利用
することができる．JavaScriptについては，Emscripten[ems]を用いて利用が可能である．し
かし，この方法も，Javaや C#等からの呼び出しや関数の登録の容易さに関して懸念が残るた
め，R1や R2に対して不十分である．
[組み込み用スクリプト言語を利用]
ソフトウェアライブラリとして言語の実行環境が提供されている組み込み用スクリプト言
語を利用する方法が考えられる．Iv Stuidoからスクリプト言語のソースコードを出力し，組
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axis.lua ( 軸のソースコード )
circle.lua ( 円のソースコード )
plot.lua ( 出力されるソースコード )Iv Studio が呼び出しコードを生成
コピー
Data Table
可視化結果
データフロー図
図 5.3: ソースコードの生成手順
み込み先のプログラム上でそのソースコードを実行することで，様々なプログラムから利用
することが可能である．組み込み用スクリプト言語は，組み込み先の言語との連携を前提と
して設計されているため，C言語のソースコードを出力する方法と比べ，呼び出しや関数の
登録が容易である．この方法は，要件全てを満足する．
以上の検討を経て，本研究では，実行環境に組み込み用スクリプト言語を採用した．組み込
み用スクリプト言語には，Lua[luac]，Squirrel[Squ]，AngelScript[Ang]，Xtal[Xta]など様々な
ものがあるが，想定する C，Java，.NET，JavaScript用の実装があるうえ，開発資料や利用実
績の多い [浜中 08]Luaを採用した．それに伴い，Iv Studioのノードの雛形の記述言語にも Lua
を採用し，Luaを用いてノードの雛形を拡張できるようにした（詳細は 5.2.5にて述べる）．
5.2.3 Iv Studioからの出力機能とサポートライブラリ
可視化処理を Luaの実行環境（LuaVM）上で実行できるよう，Iv Studioに Luaのソース
コード出力機能を実装した．ノードの処理は全て Luaで記述し，Iv Stuidoで記述したデータ
フロー図に従って，ノードの処理の関数を呼び出すルーチンのソースコードを生成できるよ
うにした．そして，開発者が容易に利用できるよう，生成したソースコードとノードの処理
関数を 1つのファイルにまとめて出力できるようにした．図 5.3にソースコードの生成手順を
示す．
Iv Studioから出力されるソースコードはVisual Mappings処理のみである．それ以外のView
Transformations処理や，マークの選択状態の逆伝搬処理に関しては，Luaで書かれたサポー
トライブラリを提供した．
Iv Studioの利用者は，埋め込み先のプログラムに Luaのライブラリをリンクし，サポート
ライブラリと Iv Stuidoから出力されたソースコードを読み込んで実行することで，可視化処
理を埋め込み先のプログラム上で実行できる．くわえて，この実行環境は，埋め込み先のプ
ログラムを実行した状態でも，可視化処理を更新することが可能である．このことは，可視
化手法の修正が繰り返されることが想定される可視化プログラムの開発において，大きな利
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表 5.1: データテーブル用関数
関数名 仕様
obj OpenTable(filename, format) ファイル名等と形式（タブ区切り，カンマ区切り）を受
け取り，参照用オブジェクトを返す
string ReadRecord(obj) 1レコード分のデータを，タブ区切り，または，カンマ
区切り形式の文字列で返す
void CloseTable(obj) テーブルを閉じる
点である．
5.2.4 インタフェース関数の設計
可視化の実行には，LuaVMと埋め込み先のプログラムの間で，Data Tablesの受け取りと
Rendering処理への描画パラメータの引き渡しが必要である．埋め込みを容易にするために
は，これらを行うためのインタフェース関数の実装コストを下げることが重要である．その
ため，最低限実装が必要な関数の数を抑え，かつ，その関数の実装も簡潔に行えるようなイ
ンタフェース関数を設計した．
数を抑えるため，命令は低レベルなものにし，Luaのサポートライブラリ側で多くの処理を
行うようにした．また，関数の実装を容易にするため，関数の機能を大半の言語や描画 API
に備わっている命令のみで，そのほとんどを実装できるようにした．さらに，LuaVMとの配
列の受け渡しは記述が煩雑になることから，引数や返り値に配列を利用することを避けた．
まず，表 5.1に，データテーブル用関数の仕様を示す．実際には，ファイル読み込みやHTTP
通信用に別の関数が用意されており，関数名も ivs OpenFile，ivs ReadLine，ivs Closeのよう
に異なるが，説明の都合上，機能を表すような関数名を示している．開発者は，これらの関数
を埋め込み先のプログラミング環境を用いて実装し，LuaVMに登録することで，データテー
ブルの受け渡しが可能になる．関数の実装は簡潔に行える．例えば，C言語では，ivs OpenFile
で fopenを呼び出し，ivs ReadLineで fread，ivs Closeで fcloseを呼び出せば，タブ区切りや
カンマ区切り形式のファイルの読み込みを実装できる．必ずしもファイルの入出力を実装す
る必要はなく，例えば，ivs OpenFileで SQLのクエリを発行し，ivs ReadLineで結果を 1レ
コードずつ返すようにすることで，SQLデータベースとの連携も実装できる．
次に，表 5.2に，実装および LuaVMへの登録が最低限必要な描画用関数の仕様を示す．表
の上 4つは，色やフォントサイズの指定関数，下 5つが描画を行う関数である．上 4つの関数
は，下 5つの関数に統合することも考えられた．例えば，線を描画する関数はDrawPathのみ
のため，この関数の引数に色と線の太さを渡す仕様にすることで，SetPenColorと SetPenWidth
は不要となる．しかし，次に述べるオプショナルな描画用関数の実装コストを下げるために，
指定関数と描画を行う関数を別に分けた．
描画処理の実行パフォーマンスの向上のために，開発者による実装および登録がオプショ
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表 5.2: 最低限実装が必要な描画用関数
関数名 仕様
void SetPenColor(r, g, b, a) 描画する線の色を設定する
void SetPenWidth(w) 描画する線の太さを設定する
void SetBrushColor(r, g, b, a) 描画する塗り色を設定する
void SetFont(size) 描画するフォントサイズを設定する
void BeginPath(x, y) 描画パスを開始する
void MoveTo(x, y) 描画パスに点を追加する
void DrawPath(isClose) 設定した描画パスに従い線を描く
void FillPath() 設定した描画パスに従い多角形を塗りつぶす
void DrawText(x, y, text, angle, rx, ry) 指定した位置に，文字列を描画する
表 5.3: オプショナルな描画用関数
関数名 仕様
void DrawLine(x1, y1, x2, y2) 直線を描画
void DrawRect(x, y, w, h) 矩形の枠線を描画
void FillRect(x, y, w, h) 塗りつぶした矩形の描画
void DrawEllipse(x, y, w, h) 楕円の枠線を描画
void FillEllipse(x, y, w, h) 塗りつぶした楕円の描画
void DrawWedge(x, y, iRad, oRad, startAngle, sweepAngle) 楔形の枠線を描画
void FillWedge(x, y, iRad, oRad, startAngle, sweepAngle) 塗りつぶした楔形の描画
ナルな描画用関数も用意した．表 5.3に，オプショナルな描画用関数を示す．表 5.2の関数と
比べて抽象度が高いが，大半の描画APIが持つ命令のみで，簡潔に実装できる．開発者によっ
てこれらの関数が登録されていない場合，Luaのサポートライブラリによって多角形の描画
命令に分解されて実行される．しかし，描画 APIに用意されている関数を直接用いる場合と
比べて，実行パフォーマンスの低下が予想される．そこで，開発者が，プログラムに埋め込
む可視化処理に応じて，実装コストと実行パフォーマンスのどちらを重視するかを選択でき
るようにした．
最後に，表 5.4に，インタラクション手法の動作のために呼び出しが必要な入力の受け付け
関数を示す．これらの関数は全て，ポインタの座標やマウスホイールの動作量，操作したマ
ウスボタンの情報を受け取り，実行環境が何らかの処理を行った場合は Trueを返す．開発者
は，入力イベントの発生時にこれらの関数を呼び出すだけで，インタラクション手法を動作
させることが可能である．マウスに限らず，タッチパネルを備えたシステムを用いた場合も，
適切なタイミングで呼び出すことで利用可能である．
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表 5.4: 入力の受け付け関数
関数名 呼び出しタイミング
boolean OnMouseDown(x, y, wheel, button) マウスボタンのダウン時に呼び出し
boolean OnMouseMove(x, y, wheel, button) ポインタの移動時に呼び出し
boolean OnMouseUp(x, y, wheel, button) マウスボタンのアップ時に呼び出し
boolean OnMouseWheel(x, y, wheel, button) マウスホイールの操作時に呼び出し
5.2.5 ノードの雛形の拡張方法
本項では，Luaを用いた Iv Studioのノードの雛形の拡張方法について説明する．ここでは
基本的な定義方法と例を紹介し，Iv Studioの利用者がノードの雛形を柔軟かつ容易に拡張で
きることを示す．
ノードの雛型のための Luaスクリプトファイルには，ノードの雛型の定義関数，ノードの
生成関数，ノードの関数の更新関数，ノードの処理関数の 4つの関数を最低限記述する必要
がある．以下に，ノードの雛型のための最低限のテンプレートを示す．Luaの言語仕様につい
て簡単に説明すると，関数の定義には functionキーワードを用い，−−[[ ]]はソースコードの
コメントを表す．
function define_node()
local nodeType = NodeType:new("MyNode")
return nodeType
end
function create_node(nodeType, name)
local node = Node:new(nodeType, name)
return node
end
function update_functions(node)
local func = NodeFunction:new("Func")
node.TransFunctions = { func }
return node
end
--[[FUNCTIONS]]
function MyNode_Func(node, lc)
end
64
define nodeがノードの雛型の定義関数，create nodeがノードの生成関数，update functions
がノードの関数の更新関数である．これらの関数名は固定である．define node関数では，Node-
Type:new関数を呼び出してノードの雛型のオブジェクトを生成し，それを返す．その際，ノー
ドの雛型の名前を指定する（例では「MyNode」としている）．create node関数では，引数に生
成するノードの雛型のオブジェクトと，ノードを識別するための名前が渡される．これらの引
数をNode:new関数に渡し，ノードのオブジェクトを生成して，それを返す．update functions
関数では，ノードの関数やピンの情報を設定する．この関数は，Iv Studio上でノードが生成
された際やピンが接続された際，ノードのパラメータが編集された際に，そのノードのオブ
ジェクトが引数に渡されて呼び出される．この例では，NodeFunction:new関数を使って Func
という関数を生成し，ノードに設定している．詳細は後述する．
「−−[[FUNCTIONS]]」コメント以降は，Iv Studioから出力される Luaのソースコードに
コピーされる．ここに，ノードの処理関数を記述する．処理関数の名前には，define nodeと
update functionsで設定したノードの雛形名と関数名を （アンダーバー）でつないだ，「[ノー
ドの雛形名] [関数名]」が用いられる．そのため，ノードの雛形名が重複しない限り，処理関
数名が重複することはない．
次に，楕円のマークを描くためのノードの雛型の例を示し，具体的な記述方法を説明する．
function define_node()
local nodeType = NodeType:new("Ellipse")
nodeType.Editor.BorderWidth = EditorInfo:new()
nodeType.Editor.BorderWidth.Type = "Float"
nodeType.Editor.BorderWidth.MinValue = 0
nodeType.Editor.Fill = EditorInfo:new()
nodeType.Editor.Fill.Label = "Fill Color"
nodeType.Editor.Fill.Type = "Color"
return nodeType
end
function create_node(nodeType, name)
local node = Node:new(nodeType, name)
node.Parameter.BorderWidth = 1
node.Parameter.Fill = Color:new(0, 0, 1, 1)
return node
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end
function update_functions(node)
local func = NodeFunction:new("Draw")
node.TransFunctions = { func }
func.Category = "Mark"
table.insert(func.Inputs, Pin:new("X", "Spatial"))
table.insert(func.Inputs, Pin:new("Y", "Spatial"))
table.insert(func.Inputs, Pin:new("W", "Spatial"))
table.insert(func.Inputs, Pin:new("H", "Spatial"))
table.insert(func.Outputs, Pin:new("X", "Spatial"))
table.insert(func.Outputs, Pin:new("Y", "Spatial"))
table.insert(func.Outputs, Pin:new("W", "Spatial"))
table.insert(func.Outputs, Pin:new("H", "Spatial"))
return node
end
--[[FUNCTIONS]]
function Ellipse_Draw(node, lc, g, x, y, w, h)
g:SetBrushColor(node.Parameter.Fill)
g:FillEllipse(x, y, w, h)
if node.Parameter.BorderWidth > 0 then
g:SetPenColor( Color:new(0, 0, 0, 1) )
g:SetPenWidth(node.Parameter.BorderWidth)
g:DrawEllipse(x, y, w, h)
end
return x, y, w, h
end
define node関数には，主に Iv Studio上でのノードのパラメータの設定方法を記述する．Lua
にはテーブル（連想配列）の言語仕様があり，ノードの雛型のオブジェクトはテーブルであ
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る．NodeType:new関数で生成されたテーブルには，メンバとして Editorというテーブルが追
加されており，その Editorのメンバに EditorInfo:newで生成したオブジェクト（テーブル）を
追加することで，Iv Studioのパラメータパネルからノードのパラメータを設定できるように
なる．Editorに追加するメンバ名は，後述する create node関数で設定するノードのパラメー
タ名と一致している必要がある．
create node関数には，ノードのパラメータとそのデフォルト値を，ノードのオブジェクトの
Parameterのメンバに追加するように記述する．この例では，楕円の枠線の太さ（BorderWidth）
と塗り色（Fill）のパラメータを用意している．Parameterには，create node関数や処理関数
で使用するための値を設定するのに対して，Editorには Iv Studioからその値をどのように
編集できるようにするかを設定する．例えば，「nodeType.Editor.BorderWidth.Type = ”Float”」
では，BorderWidthパラメータを実数設定用のユーザインタフェースで設定できるようにす
ることを指定おり，「nodeType.Editor.BorderWidth.MinValue = 0」にて最小値を指定している．
「nodeType.Editor.Fill.Type = ”Color”」では，Fillパラメータを色指定用のユーザインタフェー
スで設定できるように指定している．このように，Iv Studio上でのパラメータの編集方法に
関する細かな指定も行える．
update functions関数には，関数のオブジェクトの生成や，そのオブジェクトに対する関数
の種類や入力ピンと出力ピンの設定を記述する．例では，まず，「func.Category = ”Mark”」と
いう記述で funcが描画関数であることを設定している．関数の種類がMarkに指定されると，
処理関数の引数に描画用のオブジェクトが渡されるようになる．次に，関数のオブジェクト
の Inputsメンバに，入力ピンを追加する．Pin:new関数を用いてピン用のオブジェクトを生成
して，それを追加する．Pin:new関数には，ピンの名前とデータ型を指定する．ここでは，座
標値を表す “Spatial”を指定している．入力ピンと同様に Outputsメンバに，出力ピンを追加
する．
処理関数には，1レコード分のデータの処理を記述する．これは，D3[BOH11]のデータド
リブンと同様のパラダイムである．処理関数 Ellipse Drawには，第 1引数にノードのオブジェ
クトが渡され，このオブジェクトからノードのパラメータを参照することができる．第 2引
数には描画対象のレコードのインデックス番号，第 3引数には描画用のオブジェクトが渡さ
れる．描画用オブジェクトには，一般的な描画 API相当の命令が用意されており，それを用
いて描画処理を記述する．第 4引数以降には入力ピンで指定した順に値が渡される．この例
では，Xピン，Yピン，Wピン，Hピンの順に，Iv Studio上で記述された入力が渡され，そ
の値を用いて楕円を描く処理を記述している．戻り値は，出力ピンに設定した通りの順序で
値を返す．Luaには複数の値を戻り値として返す仕様があるため，それを利用している．
5.3 実行パフォーマンスの評価
設計した実行環境では，可視化処理の実行を LuaVM上で行う．Luaはスクリプト言語の中
では比較的動作が高速 [浜中 08]なものの，ネイティブコードの実行速度と比べると劣ると考
えられる．設計した実行環境が，可視化処理を扱うのに十分なパフォーマンスを有している
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(a) 棒グラフ (b) 大きさ順にソートした棒グラフ
(c) 散布図 (d) ノードリンクダイアグラム（力指向アルゴリズム）
図 5.4: 実行パフォーマンスの評価に用いた可視化手法
かどうかを確認するために，実行パフォーマンスを評価する実験を行った．
まず，図 5.4に示す可視化のパフォーマンス評価を行った．(a)は棒グラフ，(b)は値の大き
さ順にソートした棒グラフ，(c)は散布図，(d)は力指向のレイアウトアルゴリズム [Ead84]を
用いた一般グラフのノードリンクダイアグラムである．用いたデータの規模を，表 5.5に示
す．実行環境には，C（C++）と JavaScriptの実装を用意した．C（C++）の Luaライブラリに
は，Luaバイトコードを実行時コンパイルして動作させる Luaのライブラリ，LuaJIT[luab]を
用いた．LuaJITのコンパイルには，Visual Studio 2015[vs2]を用いた．JavaScriptの Luaライ
ブラリには，C言語向けの Luaライブラリを Emscriptenを用いて JavaScript用のライブラリ
にコンパイルした lua.vm.js[luaa]を用いた．また，JavaScriptの実行には，Electron 1.4.1[ele]
を用いた．どちらも，OSがWindows 10，CPUが Intel Core i7-6700Kの環境上で動作させ，Iv
Studioから出力した Visual Mappings処理にかかる時間を測定した．
表 5.5に実験結果を示す．時間の単位はミリ秒で，100回の試行の平均時間を示している．
ただし，5.4(d)のみ，レイアウト完了までの時間ではなく，レイアウトアルゴリズムの 1回の
イテレーションにかかる時間を示している．
インタラクティブ手法の動作を想定した場合，30フレームレート以上で動作すれば十分な
パフォーマンスといえる．ただし，今回の実験では，描画処理の時間を含めていない．筆者
のこれまでの可視化システムの開発の経験上，描画処理はVisual Mappings処理よりも時間が
かかることが多い．その分を考慮し，この実験では，10ミリ秒以下であれば十分なパフォー
マンスと判断した．
実験の結果，C（C++）環境下では，3ミリ秒未満で動作し，十分なパフォーマンスである
ことが分かった．データの規模が大きい (d)においても，高速に処理できた．これは，アル
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表 5.5: 実行パフォーマンスの評価結果（単位:ミリ秒）
　
手法 データの規模 C（LuaJIT） JavaScript（lua.vm.js）
図 5.4(a) 123レコード 0.87 5.19
図 5.4(b) 123レコード 0.83 5.52
図 5.4(c) 406レコード 1.43 8.53
図 5.4(d) 123ノード 4094エッジ 2.96 70.13
ゴリズムの単純な繰り返し処理が，LuaJITの実行時コンパイルの影響で最適化された効果に
よるものと考えられる．JavaScript環境下においても，(a)から (c)までは，十分に実用的なパ
フォーマンスで動作した．一方，(d)の処理には，時間がかかった．今後は，Iv Studioが出力
する Luaのソースコードの最適化が必要になると考えられる．ただし，JavaScriptを用いて今
回の可視化処理を実装し，その実行時間を計った場合に，どの程度の処理時間になるかは調
査できていないため，JavaScriptによる実装と，LuaVM上での処理時間の比較が必要である．
次に，データのレコード数の観点からパフォーマンス評価を行った．0から 100のランダム
な実数値を 2つ持つ，2次元のデータを，散布図によって可視化する処理を作成し，その処理
時間を計測した．実験環境には，先の実験と同様に LuaJITと lua.vm.jsを用いた．データのレ
コード数を 500から 50000まで，500ずつ増やしていき，各データレコード数ごとに 100回
試行し，その実行時間を記録した．
実験結果を，図 5.5に示す．この図では，X軸がデータのレコード数，Y軸が 100回の試行
の平均実行時間を示しており，青が LuaJIT，緑が lua.vm.jsの結果を示す．(a)と (b)は，同じ
データを表す図であるが，分かりやすさのためにスケールを変えたものを示した．lua.vm.js
では，23000レコードの段階でメモリ不足となり，それ以降は実行できなかった．そのため，
記録が 22500レコードまでとなっている．このメモリ不足とは，lua.vm.jsを Emscriptenでコ
ンパイルした際に設定されたメモリ領域を超えたことを意味しており，設定を変更して再コ
ンパイルすることで，より大きなデータを取り扱うことができるようになると考えられる．
まず，LuaJITの結果について述べる．インタラクティブ手法の動作を想定し，10ミリ秒程
度で処理できたレコード数を述べると，9000レコードを 10.11ミリ秒で処理することができ
た．静的な可視化を取り扱うことを想定した場合には，50000レコードを 53.50ミリ秒で処理
できることから，比較的大規模なデータに対しても現実的な速度で利用可能と言える．近年
の情報可視化では，生データの段階で見ると，数 100万レコードを超えるデータや，数十次元
のデータを取り扱うこともあるが，このようなデータの可視化では統計処理やフィルタリン
グ，次元圧縮，クラスタリングなどの技術によってデータが削減されることが多い．このよう
な削減処理は，Iv Studioで主に取り扱うVisual Mappings以前の処理であり，Visual Mappings
処理への入力段階ではレコード数や次元数は削減されていることが想定される．そのため，イ
ンタラクティブな手法を想定して 9000レコード，静的な可視化を想定して 50000レコード程
度の取り扱いが可能であれば，十分に実用的と言える．
次に，lua.vm.jsの結果について述べる．10ミリ秒程度で処理できたレコード数に関しては，
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図 5.5: レコード数と実行時間の関係の評価結果
1000レコードのデータに 12.99ミリ秒の処理時間がかかった．インタラクティブ手法をWeb
ページ上で取り扱う場合には，この程度のデータ量までしか取り扱いが難しいと言える．た
だし，Webサイト上でのプレゼンテーション用途として可視化を利用するといった数十程度
の少量のデータを取り扱うような利用方法としては，十分な処理速度と言える．また，静的
な可視化を想定するならば，JavaScriptを用いてクライアントサイドで処理するのではなく，
サーバサイドで SVGを生成して返すといったシステムの実装方法が考えられる．そのような
システムの実装にも，開発した実行環境を利用することができるため，必ずしも数万レコー
ドを JavaScriptで処理する必要はないと考えられる．
5.4 利用事例
Iv Studioと設計した埋め込み可能な実行環境を，実システムに利用した例を 2つ紹介する．
いずれのシステムも，筆者が開発したものであるが，本研究のために開発したシステムでは
なく，別の目的で開発されていたものに対して Iv Studioを利用した点を強調しておく．つま
り，既存のシステムに可視化の機能を追加するという利用方法の例と言える．
5.4.1 Webページ
一つ目の例は，筆者の運営する，デジタルコンテンツのダウンロードサイト [cha]の管理
ページへの利用である．筆者は，兼ねてより，この管理ページにダウンロードの時間帯や数
などを一望できるような可視化の機能を加えたかった．そこで，Iv Stuidoを用い，状況を一
望することのできる可視化の機能を追加した（図 5.6）．
まず，サーバサイドのプログラムに，SQLデータベースから一定期間分のダウンロード
情報の一覧と，コンテンツ情報の一覧を CSV形式で出力する機能を追加した．そして，そ
の CSV形式のデータを可視化する部分を Iv Studioで作成した．制作した可視化の機能では，
ChronoViewを左側に配置してコンテンツのダウンロード時間を表示し，右側にはコンテンツ
名とダウンロード数を示す横棒を表形式で並べて表示するようにした．さらに，マークを選
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図 5.6: 可視化の機能を追加したWebページ
択すると，左の ChronoViewと右の表との間を青い線でつなぐようにし，ChronoViewの円周
上の青い円とも灰色の線でつなぐようにした．この機能の制作において，使用する可視化手
法や配色などの様々な試行錯誤を行った．記述したデータフロー図を図 5.7に示す．記述を完
了後，Iv Studioから Luaのソースコードを出力し，管理サイトのページ上で JavaScriptを用
いて動作させた．
筆者は，JavaScriptや Canvasに関して知識はあったものの，実際にそれらを使って開発し
た経験はなかった．そのため，制作したような複雑な可視化手法をサイト上に実装するには，
Iv Studioを使うよりも時間がかかったと考えられる．
JavaScriptに不慣れなことや，lua.vm.jsの資料が少なかったことから，LuaVMへの関数の
登録や関数の呼び出しが行えるようになるまでに 3から 4時間程度の時間を要した．なお，こ
の後，Iv Studioに，可視化処理の Luaソースコードと共に，この際に開発した JavaScript用
のサポートライブラリとHTMLファイルを出力する機能を追加し，可視化処理をWebページ
上でより容易に利用できるようにした．
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図 5.7: Webページに追加した可視化手法を記述したデータフロー図
5.4.2 デバイス開発のテストプログラム
もう一つの例は，筆者の開発している，ポーズキャプチャデバイスのテストプログラムへ
の利用である．開発しているデバイスは，複数の 3軸加速度センサと 3軸地磁気センサを備え
た人形型のデバイスである．テストプログラムは，デバイスからセンサ情報を読み取り，ポー
ズを計算し，3Dモデルに反映させて表示するプログラムである．開発中，地磁気センサから
のポーズ推定にズレがあり，その原因解明のために，センサから取得したデータを可視化す
る機能をテストプログラムに追加した（図 5.8）．
このテストプログラムは，C++で書かれており，独自の描画システムを持ったツールキット
上に構築されていた．このツールキット用の描画関数を実装することで，可視化機能を 30分
程度で追加することができた．
制作した可視化の機能について説明する．X-Y, Y-Z, X-Zそれぞれの面から見た地磁気セン
サの値をプロットする図を置き，右下に鉛直方向から見たセンサ値を表す図を置いた．プロッ
ト図には，加速度センサから取得した鉛直方向を橙色の線で表現するようにした．ここまで
制作し，Iv Studioから出力して，テストプログラムに埋め込んだ．テストプログラムで表示
する際には，プログラムで計算したポーズと見比べられるよう，作成した表現をポーズ画面
の上に半透明で重畳表示するようにした．このような半透明の重畳表示は，埋め込み先のプ
ログラムの使用している描画 APIと同じものを用いて可視化結果を描画するようにしたこと
で可能になったものである．
この制作では，テストプログラム上で可視化結果を確認しながら，半透明の具合や色合い
の調整を頻繁に行った．Iv Studio上でパラメータを調整し，テストプログラムを実行したま
ま Luaスクリプトのリロードを行うことで，効率的に調整を行えた．
72
デバイス テストプログラム
図 5.8: 開発中のデバイスと地磁気センサの情報を可視化する機能を追加したテストプログラム
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第6章 ケーススタディ: 時間軸を用いた量的
データの可視化手法
本章では，時間軸を用いた量的データの可視化手法に関する研究と，その研究に対する Iv
Studioの利用について述べる．まず，研究の概要と提案する可視化手法について述べる．次に，
提案手法からの情報の読み取りに関する実験と，量的データの表現精度に関する実験につい
て述べる．最後に，時間軸を用いた量的データの可視化手法に関する研究における Iv Studio
の利用方法と，それに関する考察を述べる．
6.1 研究の概要
可視化手法の設計の難しさの要因一つに，値を表現することのできる視覚的属性の種類の
少なさがある．種類の少なさから，手法の設計者には，位置や色の使い方の工夫が求められ
る．その難しさの軽減のため，この研究では値の表現に利用可能な視覚的属性の種類を増や
すことを目的とする．
視覚的属性の種類を増やす手段として，時間軸の利用，すなわち，アニメーションは有効
な手段の一つである．マークの大きさや角度変化の頻度によって量的データを表現できると
考えられる．もし，アニメーションによって量を表現することができれば，視覚的属性の種
類を増やすことができる．しかしながら，頻度を用いた量的データの表現は実際に見られる
ものの，その利用方法や表現の精度についてはまだ調査がなされていない．
この研究では，繰り返し再生される短いアニメーションをループアニメーションと呼び，そ
の利用方法や量的データの表現精度に関する調査を行った [IM16]．まず，量的データの表現
のためのループアニメーションのバリエーションを従来の静的な視覚変数に基づいて作成し
た．次に，ループアニメーションからの情報の読み取りや量的データの表現精度に関する調
査のために，2つの実験を行った．
6.2 ループアニメーションを用いた量的データの可視化手法
ループアニメーションを用いた量的データの可視化手法について説明する．図 6.1(a)は，
マークが回転するループアニメーションを用いた例である．この例では，量的な値によって
回転の頻度（速度）を変化させることで，量を表している．図 6.1(b)は，マークを上下に振
動させることで量を表現する例である．この例では，量的な値によって振動の頻度と振幅の
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図 6.1: ループアニメーションの例
両方を変化させることで，2つの量を表している．このように，ループアニメーションの頻度
や振幅によって，量的データを表現することができると考えられる．
筆者は，ループアニメーションが既存の可視化手法と共に用いられることを想定している．
可視化手法は，Bertinの視覚変数 [Ber84]を参考に設計されることが多い．そこで，Bertinの
視覚変数に基づいた量的データを提示するためのループアニメーションのバリエーションを
提案する．
表 6.1: ループアニメーションのバリエーション
バリエーション 視覚変数 例
Spin Orientation
spin of a cut circle
Blink Value, Color
blink of value blink of color(hue)
Vibrate Position, Size virtical  vibrate horizontal  vibrate size vibrate
Morph Shape, Texture shape morph texture morph
表 6.1の各行に，ループアニメーションのバリエーションを示す．「視覚変数」の列には，各
バリエーションのループアニメーションに用いる Bertinの視覚変数を示し，「例」の列には，
75
(a) (b)
図 6.2: SpinノードとWaveノード
ループアニメーションの具体例を示す．Spinは時間に応じてマークの向き（Orientation）を
変化させるアニメーションである．同様に，Blinkはマークの明るさ（Value）や色相（Color）
を，Vibrateは位置（Position）や大きさ（Size）を変化させるアニメーションである．Morph
は，マークの形（Shape）やきめ（Texture）のモーフィングレベルを時間に応じて変化させる
アニメーションである．
ループアニメーションを用いた量的表現には，以下のような利点があると考えられる．
1. 従来の視覚変数を 1つ用いて，複数の変量を表すことができる．例えば，位置のVibrate
アニメーションでは，振動の起点となる位置と，振動の頻度，振幅によって 3変量を表
すことができる．
2. 頻度や速度に関するデータの意味を閲覧者に対して直感的に表すことができる．例えば，
Spinの速さは速度という意味を直感的に表すことができる．
6.3 ループアニメーション表現のためのノードの雛型
後述するループアニメーションの評価実験のために，Iv Studioにループアニメーションを
記述するためのノードの雛型を作成した．提案したバリエーションを基準に 4種類の雛型を
作成することも検討したが，別の方針として，必要な機能を基準に考えた場合には，値を回
転速度に変換する機能と，何らかの波形に従って角度を数値や座標値に変換する機能の 2つ
を用意するだけで，すべてのバリエーションを記述することができるため，必要な機能を基
準として，2つのノードの雛型を作成した．
まず，値を回転速度に変換するノードの雛型 Spinを作成した（図 6.2(a)）．このノードは，
数値を入力として，時間に応じて変化する角度を出力する．出力される角度の回転速度は入
力された数値によって変化する．回転速度の計算には，式 6.1を用いた．この式では，回転速
度の係数を sとして，ある数値 vを入力としたときの，経過時間 T における角度 A(v, T )が
求められる．この式を用いることで，例えば，T に秒単位の経過時間を入力するようにした
とき，svHzの速度で回転する角度が得られる．
A(v, T ) = 2piT (sv) (6.1)
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この式を Spinの処理関数に実装した．以下に，そのコードを示す．
function Spin_Spin(node, lc, value)
return (AnimationTime * 360 ) * (value * node.Parameter.Speed)
end
コード中の AnimationTimeは，可視化処理を開始してからの経過時間を取得できるグロー
バル変数で，node.Parameterの Speedは回転速度の係数 sの変数である．Speedは，Iv Studio
のノードパネルから設定できる．そのため，開発者は，Iv Studio上で，回転速度をインタラ
クティブに調整できる．なお，Iv Studioでは，角度を度分単位で取り扱っているため，2piの
代わりに 360を掛けている．
次に，何らかの波形に従って角度を数値や座標値に変換するノードの雛型Waveを作成した
（図 6.2(b)）．このノードは，変換元となる角度，変換に必要な波の中心点，波の振幅の，3種
類の値を受け取り，数値型もしくは座標型の値を 1つ出力する．以下に，Waveの処理関数の
コードを示す．この処理関数は，引数として受け取った amp（振幅）と base（中心点）に基
づき，Sin波に従って，angle（変換元の角度）を数値に変換して返す．
function Wave_Wave(node, lc, angle, amp, base)
return amp * math.sin(angle * math.pi / 180) + base
end
Waveは，Angle，Amplitude，Baseの 3つの入力ピンを持つ．Angleは，変換元の角度を入
力するピンのため，接続が必須である．一方，AmplitudeとBaseは，接続は必須ではなく，未
接続の場合には，ノードのパラメータに設定された値が使用される．そのため，開発者は，Iv
Studioのノードパネルを用いて，中心点や振幅をインタラクティブに調整できる．
図 6.3に，SpinとWaveを用いた可視化手法の記述例を示す．まず，データテーブルについ
て説明すると，データとしては 5レコードの値を持っており，Valueピンから 0～3の数値が
出力される．Targetピンは，後に説明する実験タスクにおける，回答の対象を表す真偽値を
出力する．図 6.3(a)は，Valueの値を Spinアニメーションで表現する可視化手法の例である．
Valueの値を Spinノードに入力して角度に変換し，その角度を，楔型（ここでは，楔の角度
を鈍角とし，切り込み入りの円を描くように設定されている）を描くノードの角度に入力す
ることで，Spinアニメーションを記述した．図 6.3(b)は，Valueの値を Size Vibrateアニメー
ションで表現する可視化手法の例である．(a)と同様に，Valueを角度に変換し，その出力を
さらに，Waveを用いて座標空間上の値に変換し，その出力を矩形の幅と高さに入力すること
で，Size Vibrateアニメーションを記述した．
なお，SpinやWaveのような変換処理は，Iv Studioの演算処理用の雛型を利用することでも
記述可能であるが，以降の実験での使用頻度が高いことから，ノードの雛型として実装した．
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(a) Spin アニメーション
(b) Size Vibrate アニメーション
図 6.3: Spinアニメーションと Size Vibrateアニメーションの記述例
6.4 実験 1
先に述べたループアニメーションの利点を確認するための評価実験を行った．
6.4.1 実験 1の概要
ループアニメーションの表現能力を調査する実験を行った．この実験では，以下の 3点に
着目した．
1. ループアニメーションの頻度によって，量的データを表現することができるか？
2. 従来の視覚変数を一つ用いたループアニメーションによって複数の量的データを表現す
ることができるか？
3. ループアニメーションはどのような意味をもったデータに対して適しているか？
量的データの視覚的な表現に期待される性質には様々なものがある．この実験では，量的
データを表現できているかどうかについて，量的な値の集合が持つ特徴を表現できるかどう
かという側面を調査した．その方法として，ループアニメーションと他の表現とを併用して
複数の変量の量的データを同時に提示し，被験者が，その変量間の関係性を読み取ることが
できるかどうかを調べた．変量間の関係性を読み取るには，例えば，変量 Aにおける集合の
特徴と変量 Bにおける集合の特徴の両方の読み取りが必要と考えられる．そのため，この調
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チャートの切り替え スピードの調整
マークの大きさ変更
図 6.4: 実験 1に用いたツール
査によって，ループアニメーションが量的な値の集合が持つ特徴を表現できるかどうかを調
査できると考えられる．
この実験のため，Iv Studioを利用して図 6.4のような実験ツールを作成した．このツール
では，画面中央にアニメーションするチャートが表示され，ツールの利用者は，画面右側の
リストからアニメーションの速度とマークの大きさを調整することができる．また，画面左
上のコンボボックスから，表示するチャートを切り替えることができる．
作成したツールでは，3つのアニメーションするチャートを表示できるようにした．全ての
チャートが，自動車のデータ [car]を可視化したものである．図 6.5(a)は，X軸が燃費（fuel
economy），Y軸が馬力（horsepower），切り込み入りの円の色が車重（weight）を表し，回転
の速さが加速性能（acceleration）を表すチャートである．このチャートを C1と呼ぶ．6.5(b)
は，X軸が馬力（horsepower），Y軸が車重（weight），円の色が年式（years）を表すチャート
である．このチャートでは，各円が垂直方向に振動しており，振幅が排気量（displacement），
振動の頻度が加速性能（acceleration）を表している．このチャートをC2と呼ぶ．もうひとつ，
6.5(b)のチャートから加速性能（acceleration）と排気量（displacement）を入れ替えたチャー
トも作成した．このチャートを C3と呼ぶ．
6名の被験者に対して，まず，C1とC2を見せ，どのような情報を読み取ることができたか
を尋ねた．次に，C2とC3を見せ，どちらのチャートが直感的であったかを尋ねた．なお，図
6.5の右の凡例はツール上では表示されておらず，各チャートの読み方は文章にて説明した．
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図 6.5: 評価実験 1に用いたチャート
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6.4.2 実験 1の結果と考察
C1から，被験者全員が「馬力の大きい車ほど加速性能が高い」という傾向を読み取ること
ができた．また，車重よりも馬力のほうが加速性能に与える影響が大きいという傾向も読み
取ることができた．C2からは，被験者全員が「馬力の大きい車ほど加速性能が高く，排気量
が大きい」という傾向を読み取ることができた．しかし，C2から，加速性能と排気量間の関
係性に関する回答はなかった．C2と C3を比較し，どちらのチャートが直感的であったかを
訪ねた質問では，全ての被験者が C2の方が直感的であったと回答した．
被験者は，C1から，ループアニメーションが提示する加速性能と他の表現の提示する馬力
や車重との間の関係性を読み取ることができた．このことから，ループアニメーションと他
の静的な表現を併用することで，2変量間の関係性を提示できたと考えられる．つまり，ルー
プアニメーションは，量的データの集合が持つ特徴を表現できていたと言える．
C2では，ループアニメーションは加速性能と排気量の両方を提示していた．被験者が加速
性能と馬力間の関係性と，排気量と馬力間の関係性の情報を読み取れたことから，ループア
ニメーションが，位置（Y座標）という一つの視覚変数を用いて，少なくとも 2つの情報を
提示できていたと考えられる．しかしながら，頻度（加速性能）と Y座標（車重）の関係性
や，頻度（加速性能）と振幅（排気量）の関係性の読み取りが可能かについてはさらなる調
査が必要である．また，振動による情報提示は，頻度と振幅の両方が，マークの移動速度に
影響を与えるため，閲覧者がこれらの表現から情報を独立に読み取ることができるかどうか
についても，今後の調査が必要である．
C2と C3を比較し，全ての被験者が C2の方が直感的であったと回答したことから，頻度
による表現は，排気量という体積に関するデータよりも，加速性能という速度に関するデー
タの表現に適していたと考えられる．可視化手法では，閲覧者がその可視化結果の提示する
データの意味をイメージしやすいことも重要である．この実験結果から，ループアニメーショ
ンの頻度表現は，速度に関するデータの表現に適していると言えそうである．
6.5 実験 2
量的データの表現において，個々の値の表現精度も重要な側面である．そのため，既存の
視覚的表現とループアニメーションを精度面で比較する実験を行った．
ある値を表現する視覚的表現を複数の人に見せ，読み取ることができた値のばらつきが少
ないとき，その視覚的表現は精度が高いと言える．このような考えに基づき，この実験では，
視覚的表現から値を読み取ってもらうタスクを設計し，回答のばらつきから表現精度を評価
した．
6.5.1 予備調査
視覚的表現には，使用する図形，色，速度に関して様々なバリエーションが考えられる．そ
のような違いは，表現精度に影響すると考えられる．しかし，多くバリエーション間の違い
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表 6.2: Spinのマークの形状に関する回答
マークの形状 票数
切込み入り円（塗） 5
線（片） 3
線（両） 1
星（枠） 1
を実験で網羅的に調べるためには，被験者に大きな負担を強いることとなる．そこで，既存
の視覚的表現と比較するループアニメーションの種類を絞り込むために，以下の 2つに関す
る予備調査を行った．
1. Spinで回転させるマークの形状
2. Blinkで変化させる色の属性
まず，Spinで回転させるマークの形状の検討のため，図 6.6に示す 12種類の図形を回転さ
せる表現を作成し，どの表現が多くの人に気に入られるかを調査した．どの表現が気に入ら
れるかを調査することで，実験時に，被験者にとって読み取りの負担が少ない形状を選ぶこ
とができると考えられる．その調査のため，図 6.7のように，画面上に 6つのマークが表示
されるWebページを作成した．ループアニメーションは実験 1のような多数のマークが描か
れる環境で利用されることを想定しているため，画面に複数のマークを表示するようにした．
被験者には，1，2番目のマークと比べて，4から 6番目のマークのうち，下に丸印の付いて
いるマークがどの程度の値を表現しているかを，画面下のスライダーバーを用いて回答して
もらった．スライダーバーの値を調整後，OKボタンをクリックすると，次々に新しい表現が
表示されるようにし，12種類を 5回ずつ回答してもらった．その後，最も気に入った図形を
回答してもらった．作成したWebページの URLを研究室内で共有し，回答を募った．
Blinkで変化させる色の属性については，図 6.8のように色相，彩度，明るさの 3種類のルー
プアニメーションを切り替えられ，ループアニメーションに用いられている以外の色の属性
を下のスライダーバーで調整することのできるWebページを作成し，3名の被験者に見せな
がら意見を聞いた．
Spinのマークの形状に関する調査では，10名から回答が得られた．回答の結果を表 6.2に
示す．最も気に入られた形状は，中を塗りつぶした切込み入りの円であった．次に端点を固
定して回転させる線（片）が気に入られた．また，マークの形状に関する以外のコメントと
して，「回答するマーク（下に丸印の付いているマーク）が移動すると，誤ったマークについ
て回答してしまう．」という，タスクの設計に関する意見も得られた．
Blinkの調査では，色相を用いたループアニメーションは非常に目が疲れ，読み取りが困難
という意見が得られた．彩度と明るさを用いるループアニメーションについては，色味の違
い（彩度や色相の違い）によって，見やすさが大きく変わるという意見が得られた．
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図 6.6: 予備調査で使用した図形（アンケート画面）
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図 6.7: 予備調査のタスク画面
図 6.8: Blinkに関する調査用のWebページ
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表 6.3: 実験で用いた静的な視覚的表現
表現 例
Length
Slope(Tilt)
Area
Density(Brightness)
6.5.2 実験 2の概要
静的な視覚的表現として，Length，Slope(Tilt)，Area，Density(Brightness)の 4つの表現を
用いた (表 6.3)．表中の「例」の列の図は，左から順に 0, 0.5, 1, 1.5, 2, 2.5を表す. 静的な視覚
的表現については，Clevelandら [CM84]やMackinlay[Mac86]によって，量的データ表現のラ
ンキングが提案されている．被験者の負担を軽減するために，そのランキングを参考にして
比較対象を 4つに絞った．
ループアニメーションには，予備実験の結果を考慮し，Spin，Blink of Brightness (Value)，
Vertical Vibrate，Horizontal Vibrate，Size Vibrate，Shape Morphの 6つを用いた．表 6.1の例
の赤い枠で囲まれた表現が，実験で使用されたものである．どのアニメーションでも，値 0は
停止を用いて表現した．Spinの場合には値 1を 2Hzで表現した．それ以外のアニメーション
では，値 1を 1Hzで表現した．
予備調査の結果から，Spinには切込み入りの塗りつぶした円を使用し，Blinkには色味の影
響のない無彩色の明るさを変化させる表現を用いた．
実験では，画面に 5つのマークを表示し，左から 1番目のマークが 0，2番目が 1を表し，3
から 5番目のマークが 0から 3のランダムな値を表すようにした（図 6.9）．予備調査の結果
を受け，画面に表示するマークの数を 5つに減らし，被験者に回答してもらうマークを 4番
目に固定した．
被験者には，1，2番目のマークと比べて，4番目のマークがどの程度の値を表現している
かを回答してもらった．回答には，画面下のスライダーバーを用いてもらった．被験者から
読み取られた値を「judged value」と呼ぶ．スライダーバーの範囲は 0から 3で，0.1刻みとし
た．スライダーバーの値を調整後，OKボタンをクリックして回答を完了してもらった．回答
に時間制限は設けず，被験者にできるだけ速く，かつ正確に回答するように求めた．
各視覚的表現を用いたタスクを 1回ずつ行うものを 1セットと呼ぶ．1セット中の視覚的表
現の順序は，順序効果を打ち消すために毎回無作為に選んだ．3番目，4番目，5番目のマーク
が表現しようとする値も 0.2から 2.8の間で無作為に選んだ．この値を「given value」と呼ぶ．
タスクの回答方法を被験者に説明した後，被験者に 1セットの練習を行ってもらった．練習
中，視覚的表現の読み取り方について補足説明を行った．例えば，Areaについては面積で値
を表現していることを口頭で補足説明した．練習後，3セットのタスクを行ってもらい，3分
間の休憩を挟んで，さらに 3セットのタスクを行ってもらった．つまり，合計 6セット，合計
60回のタスクを行ってもらった．実験は，練習を含め 30分程度で完了することを想定した．
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図 6.9: 評価実験 2のタスク画面
実験のプログラムは，予備実験同様にWebページ上で実行した．ただし，実験の環境や機
材は統一した．全被験者とも同一の PCを使用し，モニタにはカラーマネジメントシステムを
搭載した Eizo ColorEdge CG277を用いた．Webブラウザには，Windows版のMozilla Firefox
42.0を用い，ブラウザの画面は最大化し，実験画面以外は表示されないようにした．
被験者は，情報科学を専攻する大学生及び大学院生 14名で，このうち，7名が情報可視化
を専門とする研究室に在籍していた．
6.5.3 実験 2の結果と考察
図 6.10に，視覚的表現ごとの実験結果の散布図を示す．実験の回答のうち，1.0よりも低い
値を表現しているマークを 1.0より大きく答えた回答と，1.0よりも大きい値を表現している
マークを 1.0より小さく答えた回答は，比較対象の視覚的表現（左から 2番目の表現）との大
小関係を勘違いしてしまったものと考えられる．そのため，judged valueの逆数を，以降の分
析に用いる値とした．
ばらつき度合いを算出する方法として，2つの指標を用意した．これらの指標の値の平均値
が小さければ，高い精度の表現と判断する．
一つ目の指標は，given valueからの平均二乗誤差に基づいたものである．given valueを g，
judged valueを jとしたとき，指標 e1は式 6.2のように求められる．
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図 6.10: 実験 3の実験結果
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図 6.11: 表現ごとの平均値
e1 = (g − j)2 (6.2)
二つ目の指標は，一つ目の指標に加えて，人の受ける感覚の歪みを考慮した指標である．物
理的刺激と人の受ける感覚の強さは，べき乗則になることが知られている（スティーヴンス
のべき法則式 6.3）．
E(I) = kIa (6.3)
この法則を考慮し，式 6.4のように，指標 e2を求めた．
e2 = (E(g)− j)2 (6.4)
式 6.3の係数 k, aには，累乗近似曲線の係数を用いた．
指標 e1，e2の表現ごとの平均値を図 6.11に示す．平均値が小さいほど，精度が高いことを
示している．この結果について，分散分析を行った．e1については，有意水準 5%で有意差が
認められた（Pr(>F) = 0.00736）．一方，e2については有意差が認められなかった（Pr(>F) =
0.0566）．
e1について，テューキー・クレーマーの方法を用いた多重比較を行った．有意水準 5%で，
以下の表現間に有意差が認められた．
• Length - Area [p = 0.0005080]
given valueが 1以下のタスクと，1以上のタスクに分けて分析を行った．1以下のタスクは，
基準となるマークの間を分割するタスクであり，1以上のタスクは，基準からの倍率を読み取
るタスクであることから，種類の異なるものと考え，分割して分析した．
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図 6.12: 1以下のタスクにおける表現ごとの平均値
まず，given valueが 1以下のタスクについて，指標 e1，e2の表現ごとの平均値を図 6.12に
示す．この結果について，分散分析を行ったところ，e1，e2ともに，有意水準 5%で有意差が
認められた（e1 : Pr(>F) = 0.00001 e2 : Pr(>F) = 0.00002）．
e1 について，多重比較を行ったところ，有意水準 5%で，以下の表現間に有意差が認めら
れた．
• Length - Density(Brightness) [p = 0.0001785]
• Slope(Tilt) - Density(Brightness) [p = 0.0230185]
• Area - Density(Brightness) [p = 0.0000689]
• Spin - Density(Brightness) [p = 0.0020463]
• Horizontal Vibrate - Density(Brightness) [p = 0.0002112]
• Vertical Vibrate - Density(Brightness) [p = 0.0101406]
• Size Vibrate - Density(Brightness) [p = 0.0002748]
• Morph - Density(Brightness) [p = 0.0002015]
e2 について，多重比較を行ったところ，有意水準 5%で，以下の表現間に有意差が認めら
れた．
• Length - Density(Brightness) [p = 0.0000396]
• Slope(Tilt) - Density(Brightness) [p = 0.0044267]
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図 6.13: 1より大きいタスクにおける表現ごとの平均値
• Area - Density(Brightness) [p = 0.0003346]
• Spin - Density(Brightness) [p = 0.0140946]
• Horizontal Vibrate - Density(Brightness) [p = 0.0012259]
• Vertical Vibrate - Density(Brightness) [p = 0.0327212]
• Size Vibrate - Density(Brightness) [p = 0.0018702]
• Morph - Density(Brightness) [p = 0.0006455]
次に，given valueが 1以上のタスクについて，指標 e1，e2の表現ごとの平均値を図 6.13に
示す．この結果について，分散分析を行ったところ，e1にのみ，有意水準 5%で有意差が認め
られた（e1 : Pr(>F) = 0.00203 e2 : Pr(>F) = 0.0867）．
e1 について，多重比較を行ったところ，有意水準 5%で，以下の表現間に有意差が認めら
れた．
• Length - Area [p = 0.0001547]
• Slope(Tilt) - Area [p = 0.0148296]
• Density(Brightness) - Area [p = 0.0247006]
• Spin - Area [p = 0.0228511]
• Size Vibrate - Area [p = 0.0272625]
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以上の結果をもとに，静的な視覚変数とループアニメーションの表現精度の差に関して考
察した．
まず，全区間の平均値については，静的な視覚変数とループアニメーションを比較すると，
Areaや Density(Brightness)よりも Spinと Size Vibrateの方が指標の平均値が小さかったもの
の，その間に有意差は認められなかった．
given valueが 1以下のタスクにおいては，e1と e2の両指標について，Blink以外のループ
アニメーションが，Density(Brightness)よりも精度が高かった．そのため，2つの表現の間を
分割するような利用方法において，ループアニメーションは Density(Brightness)よりも高い
精度を持っていたと言える．ただし，この実験では，1以下のDensity(Brightness)のタスクの
難易度が高かったことを述べておく．タスクでは，0から 3の値を表現するために，比較対象
となる 1.0を表すDensity(Brightness)の表現に暗いグレーが割り当てられた．そのため，被験
者にとって，黒と暗いグレーの間の判断が難しかったと考えられる．タスクが 0～2の値を表
現すためのタスクを行った場合，結果が異なる可能性もあるため，今後より詳細な調査が必
要である．
given valueが 1以上のタスクにおいては，e1に関して，Spinと Size VibrateがAreaよりも
精度が高かった．Areaは，given valueが大きくなるにつれ，人の感じ取る歪みの影響が大き
くなるため，この差が現れたものと考えられる．歪みを考慮した e2 では，平均値は Spinと
Size Vibrateの方がAreaよりも小さいものの，有意差は認められなかった．今後は，歪みを考
慮した際の精度についてより詳細な調査が必要と考えられるものの，この実験により，値を
そのまま視覚的属性に線形に割り当てるような素朴な利用方法をする場合においては，Spin
と Size Vibrateが Areaよりも高い精度で量的データを表現できることが分かった．1以上の
タスクでは，Density(Brightness)とAreaの間にも有意差が認められ，Density(Brightness)の方
が高精度という結果となった．これは，Mackinlay[Mac86]のランキングと矛盾する．その原
因としては，タスクで用いたDensity(Brightness)表現の表現可能な範囲が 0から 3であり，ス
ライダーバーで回答可能な範囲と一致していたことから，回答の上限に対してある程度の予
測がついてしまった可能性が考えられる．今後は，Density(Brightness)との比較方法を再検討
した調査が必要である．
この実験から得られた知見をもとに，Mackinlayのランキングに対してループアニメーショ
ンを加えた量的データの表現精度のランキングを作成した（図 6.14）．given valueが 1以上の
タスクの結果から，Spinと Size Vibrateを Areaの上位に配置した．ただし，このランキング
は，少量のデータ提示において，値を視覚的属性に線形にエンコードするような素朴な利用
方法を想定したものであり，実験 1で調べたような集団の持つ特徴の提示や，読み取りにか
かる時間などが考慮されたものではない．今後は，多量のデータを提示した際の集団的特徴
の提示能力や，値や特徴の読み取りにかかる時間について，さらなる調査が必要である．
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図 6.14: 量的データの表現精度のランキング
6.6 Iv Studioの利用
本節では，実験のために作成したプログラムについて，Iv Studioの利用という観点を中心
に説明する．そして，Iv Studioの利用に関する考察を述べる．
6.6.1 実験 1で用いたツールの作成
はじめに，実験 1に至った経緯について説明する．筆者は，6.3で述べたループアニメーショ
ン用のノードの雛型を作成したのち，ループアニメーションの特性を調べるために，Iv Studio
上で図 6.15のような，Spinアニメーションを用いた複数の可視化手法を記述し，筆者自身で
検証を行った．図 6.15(a)が，散布図に Spinアニメーションを加えたもの，(b)が (a)に加え
て，色を用いて量的データを表したもの，(c)が色を用いてカテゴリデータを表し，プロット
の大きさで別の量的データを表したもの，6.15(d)が，(b)の配色を変え，プロットに枠を付
けたものである．図 6.15(d)は，図 6.5(a)と同一のものである．これらの図から，ループアニ
メーションによって情報を提示することができる可能性を感じ，実験 1を計画した．
実験 1で用いたツールの開発は，前段落で述べた作業の延長として，まずは Iv Studio上で
可視化手法の実装を行うところから始めた．6.4.1で述べた 3点を調査するために，Iv Studio
上で実験に用いる可視化手法の設計を行った．この設計は，研究室内のメンバーに意見を聞
きながら行った．その際に，マークの大きさやアニメーションの速度（Spinノードの Speed
パラメータの値）の好みが人によって異なることが分かった．そのため，アニメーションの
速度とマークの大きさについては，Iv Studio上で微調整を行うのを止め，実験ツール上で調
整できるようにすることを決めた．
次に，実験ツールの開発を行った．開発言語には，筆者が使い慣れているという理由から，
C#を用いた．実験ツールの画面や入力部分を作成し，NLua[NLu]を用いて，Iv Studioで実装
した可視化処理を実行できるようにした．一点，開発に困ったことは，Iv Studioの構築時に
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図 6.15: 実験 1の前に作成した可視化手法とデータフロー図
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は，埋め込み先のプログラムからノードのパラメータを制御することを想定していなかった
ことである．しかし，Iv Studioからの出力形式が，Luaのスクリプトになっていたため，Lua
のインタフェースを介して値を設定することで，Iv Studioの改修を必要とせずに実験ツール
を開発することができた．
6.6.2 実験 2で用いたツールの作成
実験 2で用いたツールは，6.5.1で述べた予備実験の，Webを通して回答を集めるという実
験方法から，Webベースで動作することが必須の要件となっていた．そのため，可視化処理の
実装言語は JavaScriptに決まった．また，使用する可視化手法よりも先に，実験のタスクが決
まったため，まず，タスクのページの表示や，データ収集のための，サーバサイドの PHPの
プログラムを開発した．そして，Iv Studioを利用して，可視化手法の実装や選定を行い，タス
クのページに埋め込むための可視化処理を開発した．予備実験に用いた可視化手法の一部の
データフロー図を図 6.16に示す．図 6.16(a)が，図 6.6における線（方），(b)が三角形（塗），
(c)が扇（塗），(d)が切り込み入り円（塗）を記述したものである．Iv Studioには，三角形の
描画ノードがなかったことから，(b)のようにベクトル演算のノードを用いて三角形の描画を
作成した．(c)と (d)は，どちらもデータフロー図に違いはないが，楔型を描くWedgeノード
のパラメータの設定を変えることで，扇と切り込み入り円の両方を記述した．これらのデー
タフロー図は一見複雑に見えるが，(a)の赤枠内のデータフロー図は，表現の下の 0.0や 1.0，
丸印を表示するための処理であり，可視化手法自体の記述はそれ以外である．赤枠内では，演
算処理のノードを利用して，Valueが 0.0と 1.0のときのみ文字を表示し，Targetピンが True
の表現の下にのみ丸印を表示する処理が記述されている．
実験 2の 6.5.2で述べた本実験のツールに関しては，Webベースである必要はなかったが，
予備実験のものを再利用した方が効率的であったため，引き続きWebベースのツールとした．
可視化手法については，研究室内のメンバーに意見を聞きながら大きさの調整などを行った．
Morphのアニメーションだけは，Iv Studioに用意された雛形だけではデータフロー図の記述
が複雑になることから，値によって角の丸みを制御できる丸角矩形のノードの雛型を作成し
て対応した．
実験 2では，実験結果の分析を支援するために，実験用ツールの他に，実験結果を表示す
るページも作成した．サーバサイドのプログラムとして，実験結果を CSV形式で出力するも
のを実装し，その出力結果を入力として，視覚的表現ごとの散布図を表示するWebページを
作成した（図 6.17）．ここでの可視化処理も，Iv Studioを用いて作成した．この研究のよう
な実験では，実験途中の経過を観察したいことがよくある．作成した実験結果の可視化ペー
ジは，途中経過を手軽に確認することができたため，実験を進めていく中で有用であった．
6.6.3 Iv Studioの利用に関する考察
情報可視化の研究への Iv Studioの利用を通して，Iv Studioが，プロトタイプ制作と実シス
テムへの実装を，実際に支援することができることを確認した．以降，Iv Studioの利点と，利
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図 6.16: 実験 2の予備実験で用いた可視化手法とデータフロー図
用を通して見つかった課題について述べていく．
実験に用いたツールの開発のうち，可視化処理部分については Iv Studioのみで担うことが
できた．6.3で述べたループアニメーション用のノードの雛型の作成など，一部プログラミン
グ言語を用いた拡張が必要ではあったが，大半の記述は，データフロービジュアル言語のみで
完了した．このことは，Iv Stuidoが，多様な可視化手法の記述や，拡張性を有していたため
に可能であったと考えられる．ノードの雛形の拡張は，数行のコードを記述すればよく，そ
の作業自体は数十分で完了した．それよりも，このような実験ツールの開発では，そのノー
ドを使って，どのような可視化手法を作成するのかといった，手法の設計の試行錯誤に多く
の時間を要するものであり，Iv Studioは，その作業に役立った．図 6.15で示した可視化手法
の作成は，まさにこの事例であり，様々な応用方法を，実際に作りながらすぐに検証してい
けることが，Iv Studioの大きな利点である．ただし，Iv Studioを利用した場合と，利用しな
かった場合とで，どの程度効率性に差があるのかといった定量的な結果を示すものではない
ため，今後調査が必要である．
Iv Studio上で実装した処理が様々なプログラムに埋め込み可能という特徴によって，実験
ツールに用いる開発言語に関して大きな制約を課す必要がなかった．例えば，実験 1では，筆
者の慣れた言語を用いることができ，実験 2では，Webページ上で動作させるという要件に
対応することができた．開発に Iv Studioを導入しても，プログラミングに使用する環境に大
きな制約を課さないということも，Iv Stuidoの利点である．
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図 6.17: 実験結果可視化用のWebページ
開発のプロセスに着目すると，実験 1のように，ひとまず Iv Studioで可視化手法の設計の
試行錯誤を行い，その後，実験ツールを開発するというプロセスは，ビジュアルツールを使っ
た有効な場合の開発プロセスの一つと考えられる．特に，Iv Studioを使った場合には，後の
実装の心配をせずに，可視化手法の設計の試行錯誤に集中できる．可視化手法の設計が完了
したのちに，実験に必要なツールを開発すれば良く，そのツール開発に用いる環境も，実験方
法や実験者の好みで自由に選択することができる．従来の，例えば，プログラミング言語の
ツールキットを使った開発では，後の実験ツールのことを考えて言語を選択するか，設計の
試行錯誤に合わせて，後の実験ツールの開発言語を決定する必要がある．一方，Iv Studioを
用いた開発では，設計の試行錯誤と後の実験ツールの実装を分けて考えることができる．こ
の開発プロセスは，この研究のような実験ツールに限らず，実システムにおいても同じこと
が言えよう．このことも，Iv Studioの大きな利点である．
Iv Studioを利用する中で課題も見つかった．実験 1用のツールのように，可視化処理を利
用する場合には，ノードのパラメータをツールのプログラムから制御できる必要があること
が分かった．このことに関しては，Luaを出力形式としていたことで対応はしていたが，パ
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ラメータ制御のためには，少々煩雑なコードの記述が必要であったため，この点は改良の必
要がある．
図 6.16(a)の赤枠内の記述のような，条件演算などは，データフロー図が煩雑になるため，
Iv Studio上での記述には向かない処理である．このような処理は，ノードの雛形の拡張機能
を利用してプログラミング言語を使った記述も可能ではあるが，雛形の定義などの記述が必
要である．実験ツールの開発では，雛形の記述に比べれば，データフロー図を描いたほうが速
いと判断したため，データフロー図で記述したが，処理部分だけを Luaを使って記述できる
ような機能があれば，そちらを選択していたと考えられる．この研究への利用を通して，必
要な処理が実装できないことから実験ツールの作成に利用できないといったことを避けるた
めにも，演算処理のノードを備えることは重要であることが分かったと同時に，このような
処理の記述をより簡単にする機能も重要なことが分かった．そのため，一時的な処理をプロ
グラミング言語で手軽に書くことのできるような機能拡張が必要と考えられる．
マークの記述についても，データフロー図が複雑になることは課題である．図 6.16(b)の三
角形の記述は，容易に記述できたとは言い難い．また，必ずしもプログラミング言語であれ
ば容易に実装できるものとも言えない．このような，マークの形状に関しては，例えば，石
川ら [石川 14]のような，別のデザインインタフェースが必要になると考えられる．この点に
ついては，単純な機能拡張だけではなく，今後のユーザインタフェース研究が求められる．
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第7章 結論
本研究では，情報可視化の開発における，プロトタイプ制作と実システムへの実装の両方
を支援する開発環境を構築し，その有用性を確認した．
構築した開発環境 Iv Studioのユーザインタフェースには，情報可視化手法の記述のための
データフロービジュアル言語を採用した．データフロービジュアル言語としては，データの
種類とマークの持つ視覚的属性の間を網羅するように変換方法を用意することで，多様な情
報可視化手法を簡潔に記述できるようにした．
実システムへの埋め込みを容易にするために，組み込み用スクリプト言語による実行環境
を設計し，その実行環境を埋め込む際に必要な実装の手間を少なくするようなインタフェー
ス関数を設計した．そして，構築した開発環境に，その組み込み用スクリプト言語のソース
コードを出力する機能を加えた．
筆者は，ビジュアルインタフェースを用いた情報可視化手法の記述が今後主流になると考
えている．これらの成果は，実システム開発への利用を見据えたビジュアルインタフェース
を備えた情報可視化の開発環境を構築する際の，ユーザインタフェースの設計や，様々な利
用先への対応に関する知見となると考えられる．
Iv Studioを，ループアニメーションによる量的データの表現に関する研究に利用した．そ
の研究への利用は，プロトタイプ制作と実システムへの実装の両方を支援することが，情報
可視化研究の促進につながることを示した実例である．
7.1 本研究の貢献
情報可視化分野における貢献とデータフロービジュアル言語分野における貢献について，筆
者の主張を述べる．
7.1.1 情報可視化分野における貢献
本研究の情報可視化分野における貢献は以下の 4点である．
情報可視化の活躍の場の拡大
構築した開発環境は，情報可視化のプロトタイプ制作と実システムへの実装の両方を支援
することで，より多くの実システムで情報可視化を利用しやすくした．つまり，情報可視化
の活躍の場を広げた．本研究では，システムに可視化機能を追加する開発や，情報可視化研
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究に用いる実験ツールの開発において，構築した開発環境を実際に用い，それらの開発を支
援できることを確かめた．
情報可視化手法の記述のためのユーザインタフェースの改良
本研究では，可視化手法の記述方法として，今後，ビジュアルインタフェースが主流になる
と考え，既存のビジュアルインタフェースを改良するために，従来形式のユーザインタフェー
スがデータの流れを開発者に提示していないという点に着目し，情報可視化手法の記述のた
めのデータフロービジュアル言語と，その言語を用いたユーザインタフェースを開発した．被
験者実験により，開発したユーザインタフェースが，データの流れを開発者に提示しない従来
形式のユーザインタフェースと比べ，理解のしやすさと操作効率を向上させたことを示した．
埋め込みが容易な可視化の実行環境の設計
プログラミング言語，描画API，データ形式といった，情報可視化のプログラムが依存する
環境を考慮し，様々なプログラムに対して，ビジュアルツール上で実装した可視化処理を埋
め込むことができる，可視化の実行環境を設計し，その具体的な実装を示した．埋め込みの
際にかかる開発者の負担を軽減するような，可視化処理の実行環境の選定と，インタフェー
ス関数の設計を行った．このような実行環境の設計により，ビジュアルツール上で実装した
可視化処理を様々なプログラムから利用できるようにした．
量的データ提示のための時間軸の利用方法の提案
量的データを提示することのできる視覚的属性の種類を増やすため，ループアニメーショ
ンを提案した．そして，ループアニメーションのバリエーションを提案し，頻度による量的
データの表現精度の調査を行った．その結果から，図形を回転させるアニメーションや図形
の大きさを変化させるアニメーションが，比較的高精度に量的データを表現できることを示
した．
7.1.2 データフロービジュアル言語分野における貢献
本研究では，情報可視化手法の記述のためのデータフロービジュアル言語を開発し，デー
タフロービジュアル言語の応用先を広げた．
多様な情報可視化手法の記述を可能とするため，手法の記述のためのノードの雛形のライブ
ラリを整備した．従来の可視化のためのデータフロービジュアル言語としては，可視化ビュー
をノードとして提供するものや，科学的可視化のための構築部品を提供するものがあったが，
多様な情報可視化手法を記述することはできなかった．そこで，本研究では，現在，情報可
視化では主流の，データ，視覚値への変換方法，マークという 3要素に着目したライブラリ
を整備することで，従来よりも多様な可視化手法を記述できるようにした．そして，被験者
実験により，データのフローを利用者に視覚的に提示するという，データフロービジュアル
言語が本来持つ特徴が，情報可視化手法の記述において有用であることを示した．
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7.2 今後の課題と展望
最後に，本研究を進めた中で見つかった課題や，今後の展望を述べる．
7.2.1 情報可視化手法記述のためのビジュアルインタフェースに対する課題と展望
本研究では，従来形式のユーザインタフェースがデータの流れを開発者に提示していない
という点に着目し，データフロービジュアル言語をユーザインタフェースに採用した．開発
したデータフロービジュアル言語は，多様性と拡張性を考慮し，ビジュアル言語のスタイル
としては，汎用システム向けのものを採用した．しかし，ビジュアル言語のスタイルについ
ては，情報可視化手法の記述により適したものに改良する余地があると考えている．例えば，
直交座標軸のノードでは，入出力のピンが InX，InYと縦に並んでいるだけであるが，描かれ
る軸との対応がよりとりやすいデザインに改良することが可能と考えられる．また，本研究
では，連結系の表現形式をとったが，例えば，軸とマークの関連性をより強調するために，座
標に関する接続関係は領域系の表現を用いるといった表現形式の改良も考えられる．このよ
うな，情報可視化手法の記述に適したデータフロービジュアル言語のスタイルについて，今
後，更なる研究が望まれる．
本研究では，ノードの雛形のライブラリを整備することで，多様な手法の記述を可能とし
た．しかし，4.7.4にて述べた通り，整備したライブラリだけでは記述できない手法が存在す
る．不足するノードの雛形を補うことも課題であるが，情報可視化手法の記述に関して，ど
のようなノードの雛形を用意することで，どのような可視化手法が記述可能になるのか，つ
まり，機能と記述可能な可視化手法の範囲に関するモデルの構築についても，今後の研究が
必要な課題である．
構築した開発環境では，データフロー図を編集すると即座に結果が反映される．これは，大
きな利点である．その一方で，可視化手法の記述途中では，不完全な可視化結果が画面に表
示されることとなる．本研究で行った被験者実験の中で，そのような不完全な可視化結果に
戸惑うようなしぐさを見せる被験者もいた．可視化手法の記述にビジュアルインタフェース
を用いる際に，記述途中の状態ではどのような可視化結果を見せるべきか，見せないほうが
よい状況があるのか，今後の研究が望まれる．また，手法が複雑になった場合，当然ながら
記述を間違えることがある．その際の，デバッグ方法や，デバッグに用いることのできるビ
ジュアルな表現方法の研究も，今後望まれる．
4.6の調査から，同じ可視化手法でも開発者によって変換規則のイメージが異なることや，
手法によっても変換規則のイメージが変わるということが分かった．ビジュアルインタフェー
スの場合，プログラミング言語と比べると，手法の記述の仕方に制約が付きやすいと考えら
れる．そのため，開発者のイメージの違いに対応したビジュアルインタフェースを構築する
ために，今後，開発者や手法による変換規則のイメージのバリエーションに関する研究が望
まれる．
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7.2.2 情報可視化の実行環境に対する展望
本研究では，埋め込みを容易にするという目標のもと，可視化処理の実行環境の選定や，イ
ンタフェース関数の設計を行った．今後は，この設計を利用することで，幅広い範囲のプログ
ラムから利用できる情報可視化の開発環境の構築が期待できる．また，提案したインタフェー
ス関数の設計はそのままに，可視化処理の実行環境の実装を変更することで，情報可視化処理
のパフォーマンスを向上させることも考えられる．Iv Studioでは，ノードの雛形の拡張性や
様々な環境での動作を優先して Luaを採用したが，利用可能な言語の代わりに高いパフォー
マンスで動作させることを優先して，例えば，OpenCLをベースとした実行環境を開発するこ
とで，大規模データを高速に可視化するシステムを構築するといった別の応用方法も考えら
れる．
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