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In einer Zeit der Digitalisierung nimmt die Relevanz des Programmierens in Entwicklungs-
umgebungen wie Unity immer mehr zu. Zeitgleich werden Game Based Learning 
Anwendungen immer häufiger zum Erlernen neuer Inhalte eingesetzt. Solche Anwendungen 
sind für viele Programmiersprachen zu finden, allerdings gibt es kein einziges, frei zugängliches 
Produkt, das als Unity-Programmierspiel bezeichnet werden kann, welches anhand einer 
zusammenhängenden Story und eines klar definierten, roten Fadens Unity-spezifische 
Lerninhalte vermittelt. 
Das Ziel dieser Bachelorarbeit ist es, ein Simulationsspiel für das Erlernen der Unity-
spezifischen Programmierparadigmen zu entwickeln. Dazu wird die folgende Forschungsfrage 
gestellt: „Wie kann eine Digital Game Based Learning Anwendung zum Erlernen der 
Programmierung in der Unity-Engine gestaltet werden, sodass sie benutzerfreundlich, 
motivierend und erweiterbar ist?“ 
Um diese zu beantworten, wurden zehn User Experience Tests zur Evaluierung des jeweiligen 
Entwicklungsstadiums durchgeführt, wobei die Probanden bei ihrem Umgang mit der 
Anwendung beobachtet und nach ihrer User Experience befragt wurden. Auf Grundlage der 
gewonnenen Erkenntnisse wurde die Anwendung iterativ verbessert und weiterentwickelt. 
Das dabei entstandene Ergebnis zeichnet sich in seiner Benutzerfreundlichkeit vor allem durch 
die Nutzung bereits zielgruppenbasiert bekannter Funktionalitäten, Reiz-Reduzierung, der 
Vorbeugung von Missverständnissen, ausführliche Feedbacks auf Fehler, genauen 
Erklärungen der Features und barrierefreie Lösungen aus. Die Motivationsgestaltung der 
entwickelten Anwendung basiert zum einen auf einer emotionalen Bindung zwischen dem 
Spieler und der Story/Spielfigur, sowie dem Ehrgeiz, sich ständig zu verbessern und zu 
überbieten. Entscheidend für die Erweiterbarkeit war es, die Anwendung, welche von Unity-
spezifischer Programmierung handelt, auch in der Unity-Engine zu entwickeln. Auto-
matisierungen und die Vereinheitlichung von Spielzielen, sowie die Eindämmung von 
Fehlerquellen hatten bei der Entwicklung der Anwendung eine hohe Relevanz. 
Dies zeigt einen möglichen Weg, wie eine solche, in diesem Kontext bisher einzigartige Digital 
Game Based Learning Anwendung gestaltet sein kann und ist Grundlage für weitere 
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0. Einleitung 
0.0 Motivation  
Als ich mein Medieninformatik/Mediendesign Studium begann, hätte ich es nicht für möglich 
gehalten, meine Bachelorarbeit über ein Thema zu schreiben, das mit Programmierung 
zusammenhängt.  
In der Oberstufe empfand ich es schon als viel zu trocken und im Studium angekommen verlief 
es anfangs auch nicht viel besser. Eher zufällig und fast schon ungewollt wurde mein Interesse 
geweckt, als kurz vor dem Ende des ersten Semesters die Abgabe eines selbst-entwickelten 
Computerspiels anstand. Trotz der vorangeschrittenen Vorlesung zu diesem Thema, hatte der 
Hauptteil des Kurses Schwierigkeiten mit der Umsetzung, weshalb ich versuchte, mich 
kurzfristig einzubringen – auch wenn ich kaum etwas davon verstand.  
Je mehr ich mich notgedrungen damit beschäftigte, desto mehr Spaß hatte ich an der 
Entwicklung neuer Spielideen. Nach der Abgabe wollte ich nicht aufhören und stieß schnell 
auf die Spiele-Engine Unity, einer Entwicklungsplattform für digitale Anwendungen.  
Der Einstieg war schwer. Wochenlang schaute ich auf Fehlermeldungen, dessen Aussage ich 
nicht verstand, monatelang schrieb ich unfassbar viele Zeilen Code, die unfassbar wenig 
Funktionen hatten und jahrelang stellte ich mir die Frage, wie es denn besser hätte laufen 
können und was mir geholfen hätte, meine Startschwierigkeiten zu überwinden. Ich erinnerte 
mich an ein Browsergame namens SQL-Island, welches wir innerhalb eines Seminars zum 
Erlernen von SQL-Datenbank-Befehlen nutzten, woraufhin sich meine Kompetenzen in diesem 
Thema erheblich verbesserten. 
Dieser mit einem Spiel verbundene Lernerfolg blieb mir so positiv in Erinnerung, dass ich mich 
auf die Suche nach Programmierspielen begab, mit denen man den Umgang mit Unity 
erlernen kann. Wie ich feststellen konnte, war ein solches Spiel nicht aufzufinden, womit der 
Kerngedanke dieser Arbeit entstand – eine Anwendung zu entwickeln, in welcher man das 
Arbeiten in der Unity Engine spielerisch erlernen kann.  
Dass die Beschäftigung mit solchen Entwicklungsplattformen schon jetzt und zukünftig erst 
recht eine hohe Relevanz besitzt, wird anhand der Erkenntnis von der Bundesregierung, dass 
wir längst in einer Welt der Digitalisierung leben, die auf sämtliche Branchen Auswirkungen 
hat, ersichtlich. (vgl. BMWi, o.J.) Denn für diese Branchen biete Unity Technologies 
„unglaubliche Möglichkeiten […] für vielfältigste Anwendungen“ (Unity Technologies, 2020a). 
Laut der Stiftung digitaler Spielkultur erfolgt zudem eine lebhafte Diskussion über den Einsatz 
digitaler Medien in der Bildung, da diese einen besonderen Einfluss auf die Lernmotivation 
der Schüler haben könnten. (vgl. Stiftung ditialer Spielkultur, 2016) Zeitgleich besteht 
beispielsweise bei dem Großteil der Schüler aus der Studie Schule Digital ein überwiegendes 
Interesse am Erlangen von Programmierkenntnissen innerhalb der Schulbildung (vgl. Initiative 
D21, 2016, S. 22), weshalb die Wissensvermittlung zum Thema Programmierung in 




0.1 Zielsetzung, Methodik und Aufbau 
Das Ziel dieser Arbeit ist die Beantwortung der folgenden Frage: 
 
„Wie kann eine Digital Game Based Learning Anwendung zum Erlernen 
der Programmierung in der Unity-Engine gestaltet werden, sodass sie 
benutzerfreundlich, motivierend und erweiterbar ist?“ 
 
Dabei soll ein Spiel entwickelt werden, das durch ein User Centered Design Konzept (siehe 
Abbildung 1) mit User-Experience Tests in unterschiedlichen Entwicklungsstadien iterativ 
verbessert werden soll.  
 
 
Abbildung 1: Menschbasierter Gestaltungsprozess. 
Quelle: https://www.rocket-media.de/leistungen/usability/ux-seminare.html (Zugriff: 04.02.2020)  
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Hierfür werden im Kapitel 1 zunächst bedeutsame Begriffe erklärt, welche als 
Grundlagenwissen dieser Arbeit gelten. Daraufhin wird auf die Unity-Engine und die dabei 
verwendete Programmiersprache C# (‚C-Sharp‘ gesprochen) eingegangen. Nachfolgend 
werden neurologische Grundlagen nach Celia Hodent näher erläutert. 
Kapitel 2 beschäftigt sich mit dem Stellenwert des Programmierens und möglichen Methoden, 
wie man es erlernen kann. Hierbei wird insbesondere auf die Programmierung in Unity 
eingegangen.  
Zudem werden im Kapitel 3 die Game Based Learning Konzepte der Anwendungen Pony 
Island, SQL Island, SoloLearn, Swift Playgrounds und CodinGame für die spätere Forschung 
analysiert. 
Darauf folgt im Kapitel 4 ein Zwischenfazit zu dem, bis dahin erlangten Wissens. Dies stellt den 
Abschluss der in Abbildung 1 dargestellten Analyse-Phase dar. 
Auf dieser Grundlage wird im Kapitel 5 das im Rahmen dieser Arbeit entstandene Spielkonzept 
anhand folgender Kriterien beschrieben: Zielgruppe, Lernziele, Story, Design und Features. 
Außerdem wird die technische Umsetzung erläutert und genutzte Ressourcen und 
Programme dargelegt. Hierbei handelt es sich um den aktuellen Stand der in Abbildung 1 
gezeigten Konzeptionsphase. 
Kapitel 6 beschäftigt sich mit der Umsetzung bzw. dem dreigeteilten Entwicklungsprozess 
dieses Konzepts. In Version V1 wird die Implementierung der nötigen Grundfunktionalitäten 
beschrieben, welche in V2 weiter ausgebaut und um weitere Features erweitert wurden. V1 
und V2 stellen dabei die ersten Ergebnisse der in Abbildung 1 beschriebenen Entwurfsphase 
dar. Die iterative Verbesserung, auf Basis von zehn durchgeführten User Experience (UX) 
Tests, wird in V3 dokumentiert und erläutert und ist als Evaluierung und Weiterentwicklung 
des Konzeptes und des Entwurfs zu verstehen (siehe Abbildung 1). 
In Kapitel 7 wird ein Fazit zu dieser Arbeit und den gesammelten Erkenntnissen gezogen sowie 
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1. Grundlagen 
Für das bessere Verständnis der Arbeit werden nachfolgend einige Grundlagen geschaffen. 
Angefangen mit relevanten Begriffen, bis zu einer Beschreibung der Unity Engine inklusive 
seiner Programmierung in C#. Abschließend werden neurologische Grundlagen nach Celia 




1.0.0 Spiel (engl. ‚Game‘)  
Eine bekannte und für diese Arbeit sehr treffende Definition des ‚Spiels‘ gibt der 
Kulturhistoriker Johan Huizinga in seinem Hauptwerk ‚Homo Ludens: Vom Ursprung der Kultur 
im Spiel‘:  
„Spiel ist eine freiwillige Handlung oder Beschäftigung, die 
innerhalb gewisser festgesetzter Grenzen von Zeit und Raum nach 
freiwillig angenommenen, aber unbedingt bindenden Regeln verrichtet 
wird, ihr Ziel in sich selber hat und begleitet wird von einem 
Gefühl der Spannung und Freude und einem Bewusstsein des 
„Andersseins“ als das gewöhnliche Leben.“ (Huizinga, 1987, S. 37) 
 
1.0.1 (Digital) Lernen 
Der Philosoph George Steiner formuliert zwei Bestimmungen des Lernens: 
1. „Lernen ist als derjenige Prozess zu verstehen, der ein 
Individuum – aufgrund eigener, meist wiederholter Aktivität – zu 
relativ überdauernden Verhaltensänderungen führt“  
(Steiner, 2001, S. 140) 
2. „Lernen im Sinne von Wissenserwerb kann als der Aufbau und die 
fortlaufende Modifikation von Wissensrepräsentationen definiert 
werden“ (Steiner, 2001, S. 164) 
Laut Johannes Breuer von der Medienanstalt Nordrhein-Westfalen sind diese Aspekte in 
digitalen Spielen fundamental enthalten, da sie unterschiedliche Formen des Lernens 
aufgreifen und fördern können. Für ein erfolgreiches Lernerlebnis wäre entscheidend, dass 
sich der Lernende selbst als „effektiv und wirksam“ erlebt.  Das dabei verknüpfte Gefühl von 
Selbstwirksamkeit könne den Lerner dazu motivieren, sich weiterhin mit etwas zu 
beschäftigen und darüber hinaus das Gefühl einer intrinsischen (von innen kommenden) 





1.0.2 (Digital) Game Based Learning 
Die Ruhr-Universität Bochum beschreibt Game Based Learning (GBL) kurz und knapp als  
„Wissensvermittlung mithilfe von Lernspielen“. (eLearning (RUBeL), 
Zentrum für Wissenschaftsdidaktik, Ruhr-Universität Bochum, o.J.) 
Der Begriff Digital Game Based Learning (DGBL), also ‚digital spielbasiertes Lernen‘ wurde 
durch Marc Prenskys 2001 veröffentlichtes, gleichnamiges Werk geprägt. Für ihn ist DGBL jede 
Verbindung von pädagogischen Inhalten mit Computerspielen. (vgl. Prensky, 2007, S. 145) 
 
1.0.3 Gamification 
Sebastian Deterding vom Hans-Bredow-Institut für Medien-Forschung beschreibt: 
 „Gamification is the use of elements of game design in non-game 
contexts. This differentiates it from serious games and design for 
playful interactions.” 1 (Deterding et al., 2011, S. 2) 
Wenn man demnach ein Spielelement in einen spielfremden Kontext einbettet, gilt dieser 
folgend als ‚gamifiziert‘. 
 
1.0.4 Serious Game 
Schon vor der Zeit digitaler Medien, gab es erste Definitionsversuche für ‚Serious Games‘. So 
schrieb Clark C. Abt in seiner 1970 veröffentlichten, gleichnamigen Publikation: 
 „We are concerned with serious games in the sense that these games 
have an explicit and carefully thought-out educational purpose and 
are not intended to be played primarily for amusement” 2  
(Abt, 1975, S. 9) 
Diese Beschreibung lässt sich noch heute, auch auf digitale Spiele anwenden. Julian Alvarez 
und Lorent Michaud vom französischen Forschungs- und Consultinginstitut IDATE liefern dafür 
eine spezifischere Definition. Für sie ist der Zweck eines Serious Games, Benutzer zur 
Interaktion mit einer IT-Anwendung zu bringen, die unter anderem Unterrichts-, Trainings-, 
Kommunikations- und Informationsaspekte mit unterhaltenden Elementen und/oder von 
Videospielen abgeleiteten Technologien kombiniert. Somit sollen nützliche Inhalte (Serious) 
unterhaltsam gemacht werden (Game). (vgl. Alvarez & Michaud, 2008, S. 3) 
 
1 /* „die Übertragung von spielerischen Elementen auf spielfremde Kontexte, womit 
es sich aufgrund der spielerischen Interaktion von Serious Games unterscheiden 
lässt“ (Übersetzung des Autors) */ 
2 /* „Wir befassen uns mit ‚Serious Games‘ in dem Sinne, dass diese Spiele einen 
ausdrücklichen und sorgfältig durchdachten erzieherischen Zweck haben und nicht 
dazu bestimmt sind, in erster Linie zur Unterhaltung gespielt zu werden.“ 
(Übersetzung des Autors) */ 
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1.0.5 (Game) Flow 
Der Begriff ‚Flow‘ wurde 1990 durch den Psychologen Mihály Csikszentmihalyi geprägt, 
welcher ihn folgendermaßen beschreibt: 
“The state in which people are so involved in an activity that 
nothing else seems to matter; the experience is so enjoyable that 
people will continue to do it even at great cost, for the sheer 
sake of doing it.” 3 (Csíkszentmihályi, 1990, S. 4) 
Laut Celia Hodent, der ehemaligen Leiterin für UX bei Epic Games, tritt (Game-)Flow vor allem 
dann auf, wenn der Nutzer völlig vertieft in eine intrinsisch motivierte Aktivität ist und eine 
Aufgabe überwindet, welche ihm weder zu schwer noch zu leicht erscheint. Hierbei könne der 
Nutzer unter Umständen sein Zeitgefühl verlieren und Bedürfnisse wie Nahrung, Wasser oder 
Schlaf außer Acht lassen. (Hodent, 2017, S. 67) 
 
1.0.6 (Game) User Experience  
Don Norman, einer der Mitbegründer des Begriffs, beschreibt User Experience (UX) als eine 
Art Systemdenken: 
„No product is an island. A product is more than the product. It is 
a cohesive, integrated set of experiences. Think through all of the 
stages of a product or service--from initial intentions through 
final reflections, from first usage to help, service, and 
maintenance. Make them all work together seamlessly. That's systems 
thinking.“ 4 (Norman, 2010) 
Game User Experience beinhaltet für Celia Hodent sowohl die Benutzerfreundlichkeit eines 
Spiels als auch den Rest des Gesamterlebnisses, das der Nutzer zusätzlich durch Emotion, 
Motivation, Immersion, Spaß oder auch Flow wahrnehmen kann (vgl. Hodent, 2017, S. 99), 




3 /* „Der Zustand, in dem ein Mensch so sehr in eine Aktivität vertieft ist, dass 
nichts anderes eine Rolle zu spielen scheint; Sie ist so unterhaltsam, dass er sie 
auch unter großen Anstrengungen fortsetzen wird.“ (Übersetzung des Autors) */ 
4 /* "Kein Produkt ist eine Insel. Ein Produkt ist mehr als das Produkt. Es ist 
ein zusammenhängender, integrierter Satz von Erfahrungen. Denken Sie über alle 
Phasen eines Produkts oder einer Dienstleistung nach - von den ersten Absichten 
bis zu den letzten Überlegungen, von der ersten Nutzung bis hin zu Hilfe, Service 
und Wartung. Sorgen Sie dafür, dass sie alle nahtlos zusammenwirken. Das ist 
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1.1 Unity und C# 
1.1.0 Unity 
„Die Echtzeit-Entwicklungsplattform der Wahl für Pioniere 
verschiedenster Branchen.“ (Unity Technologies, 2020a) 
Laut eigenen Angaben ist Unity die „meistgenutzte Realtime-3D-Entwicklungsplattform“ 
(Unity Technologies, 2020b) der Welt. Darüber hinaus existiert eine Vielzahl anderer 
bekannter Spiele-Engins, wie der Unreal- oder auch CryENGINE. (Solomon, 2019)  
Unity umfasst Werkzeuge mit denen man rund um den Globus sowohl klassische 2D- und      
3D-, als auch interaktive AR- und VR-Erfahrungen entwickeln kann. Das 1000-köpfige 
Engineering-Team hält die Plattform stets auf dem aktuellen Stand der Technik, wobei durch 
Partnerschaften mit Facebook, Google, Microsoft, Oculus und anderen eine optimale 
Unterstützung dieser Plattformen und deren neuen Versionen gewährleistet wird. Nach 24 
Milliarden Installationen von Unity-Anwendungen innerhalb der letzten 12 Monate, solle sie 
aktuell drei Milliarden Geräte erreichen (Stand 2020) und die Etablierung von Echtzeit-3D 
nicht nur in der Spielewelt, sondern auch in Bereichen der Architektur, Automobilbranche, des 
Films und darüber hinaus vorantreiben. (vgl. Unity Technologies, 2020b)  
Bekannte Spiele, die mit der Unity Engine erstellt wurden, sind unter anderem: Hearthstone 
(2014), Ori And The Blind Forest (2015), Cities Skylines (2015), Getting Over It With Bennett 
Foddy (2017), Cuphead (2017) und Beat Saber (2018) (vgl. Pontypants, 2019).  
Als ein Vorreiter für in Unity erstellte VR-Anwendungen im Bereich ‚Automotive‘ in 
Deutschland ist zum Beispiel die Dresdner Agentur StillinMotion GmbH zu nennen, die kürzlich 
für einen der größten Wohnmobilhersteller weltweit einen interaktiven Fahrzeug-
Konfigurator mit Handgesten-Steuerung entwickelte. (vgl. StillinMotion, 2020) 
Auch für Anwendungen in Raumfahrt, Medizin, Fabrikation, und anderen Branchen wäre die 
Plattform die ideale Lösung (vgl. Unity Technologies, 2020a), womit die hohe (auch zukünftige) 
Relevanz und das damit verbundene Potential von ihr belegt wird. 
Die oben angesprochen Werkzeuge helfen bei der Erstellung und Gestaltung von 
Partikeleffekten, Landschaften und Animation, sowie auch bei der Simulation physikalischer 
Begebenheiten. Obwohl einige 3D-Grundobjekte (sog. ‚Primitives‘) für simple Aufgaben 
genutzt werden können, handelt es sich nicht um eine 3D-Modellierungssoftware, womit man 
für komplexere Modelle auf andere Programme, wie zum Beispiel das kostenfreie Blender 5 
zurückgreifen muss. (vgl. Seifert & Wislaug, 2017, S. 2) 
Unity liefert zwar bereits eine Vielzahl an Komponenten für klassische Aufgaben, wie 
beispielsweise in den Bereichen Audio, Physik und Rendering, jedoch muss vieles noch vom 
Entwickler selbst programmiert werden. Vor allem das Herzstück - die spezifische Spiellogik 
erfordert die Erstellung sog. Skripte. (vgl. Seifert & Wislaug, 2017, S. 37) 
 




1.1.1 C#  
Unity-Skripte können standardmäßig ausschließlich in C# (‚C-Sharp‘ gesprochen) geschrieben 
werden. Hierbei handelt es sich um eine objektorientierte Programmiersprache, die von 
Microsoft für das Arbeiten mit dem .NET Framework entwickelt wurde. Dieses stellt 
Dienstprogramme, Klassenbibliotheken und Schnittstellen zur Verfügung und vereinfacht 
damit erheblich den Programmieraufwand von Entwicklern. In Unity wird C# mit dem Mono-
Framework genutzt, das als Open-Source-Variante dafür sorgt, dass die Anwendungen auch 
auf ‚Nicht-Microsoft-Systemen‘ betrieben werden können. (vgl. Seifert & Wislaug, 2017, S. 37)  
Dies ist vor allem dahingehend interessant, weil durch das damit ermöglichte Multiplattform-
Publishing, einmal entwickelte Anwendungen für viele verschiedene Plattformen 
(beispielsweise Standalones wie Windows und Mac, Smartphone-/Tablet-Plattformen wie 
Android und iOS, Spielekonsolen wie Playstation und Xbox, …) exportiert werden können. (vgl. 
Seifert & Wislaug, 2017, S. 1) 
Standardmäßig werden Unity-Skripte in einer speziell angepassten Version der Software-
Entwicklungsumgebung MonoDevelop bearbeitet. Man hat aber auch die Möglichkeit, diesen 
sog. Code-Editor gegen ein anderes Tool, wie das leistungsstarke und individuell gestaltbare 
Visual Studio von Microsoft auszutauschen (vgl. Microsoft, 2020).  
Genauere Informationen zur Programmiersprache C# sind laut Carsten Seifert, Autor des 
Buches ‚Spiele entwickeln mit Unity 5: 2D- und 3D-Games mit Unity und C# für Desktop, Web 
& Mobile‘ zum Beispiel in den Visual C#-Büchern von Walter Dobrenz und Thomas Gewinnus 
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1.2 Neurologische Grundlagen nach Celia Hodent 
Um eine möglichst gute User Experience bei gleichzeitigem Wissensaufbau erreichen zu 
können, sollte sich zunächst damit beschäftigt werden, wie das Gehirn auf äußere 
Spieleinflüsse reagiert. Celia Hodent, ehemalige UX-Leiterin bei Epic Games, beschreibt in 
ihrem Buch ‚The Gamer’s Brain‘ (2017) unter anderem die folgenden neurologischen 
Zusammenhänge und deren Bedeutung für die User Experience in Spielen. 
 
1.2.0 Wahrnehmung 
„Perception is not a passive window to the environment; it is instead a 
subjective construct of the mind.“ 6 (Hodent, 2017, S. 19) 
Die Erwartungen und das Wissen über unsere Welt würden unsere Wahrnehmung maßgeblich 
beeinflussen, so Hodent. Die durch unsere vergangenen und aktuellen Erfahrungen 
beeinflusste Wahrnehmung sei demnach ein höchst subjektives Konstrukt unseres 
Verstandes, das für jedes Individuum unterschiedlich sein kann. Die Wahrnehmung sei durch 
das Weber-Fechner-Gesetz beeinflusst, welches beschreibt, dass wir bei zunehmender 
Intensität eines Reizes, Unterschiede dieser zunehmen schwieriger feststellen können. Diese 
Regel ließe sich nicht nur bei physikalischen Reizen beobachten. (vgl. Hodent, 2017, S. 92)  
 
1.2.1 Erinnerung 
 „Memory is not only the process of storing information, it encompasses 
these three steps: encoding, storage, and retrieval.“ 7 (Hodent, 2017, S. 35) 
Erinnerung beschreibt Hodent als das Abrufen von zuvor verschlüsselten und gespeicherten 
Informationen durch Rekonstruktion. Es könne in „sensory memory“ (sensorisches 
Gedächtnis, das Teil der Wahrnehmung ist), „working memory“ (Arbeitsgedächtnis) und 
„long-term memory“ (Langzeitgedächtnis) unterteilt werden. Das sensorische Gedächtnis 
wäre sowohl zeitlich als auch im Umfang begrenzt. So könne es für ein paar Minuten ungefähr 
drei Elemente unter dem Einsatz einer gewissen Aufmerksamkeit abrufen. Vor allem bei 
Multitasking Aufgaben könne es vorkommen, dass das Arbeitsgedächtnis sehr schnell 
überlastet wird. Das Langzeitgedächtnis bestehe aus sowohl explizitem/deklarativem, als auch 
implizitem/prozeduralem Gedächtnis. (vgl. Hodent, 2017, S. 93) 
  
 
6 /* „Wahrnehmung ist kein passives Fenster zur Umwelt, sondern ein subjektives 
Konstrukt des Geistes.“ (Übersetzung des Autors) */ 
7 /* „Erinnerung ist nicht nur der Prozess der Informationsspeicherung, sondern 





Dieses sei durch die nachfolgende forgetting curve von Herman Ebbinghaus beeinflusst. 
Hierbei vergesse man bereits nach 20 min ungefähr 40% des gelernten Wissens, nach einem 
Tag wären es fast 70%. (vgl. Hodent, 2017, S. 43) 
 
Abbildung 2: Celia Hodent - Forgetting Curve. 
Quelle: https://celiahodent.com/the-gamers-brain-part-2-gdc16/ (Zugriff am 03.02.2020) 
Um dem entgegenzuwirken sei Wiederholung entscheidend für das Lernen. Wie die 
nachfolgende Abbildung verdeutlicht, verlaufe die forgetting curve nach jeder Wiederholung 
flacher, demzufolge bliebe das Wissen länger im Gedächtnis. So sollen neue Inhalte 
langanhaltend und auch parallel vermittelt werden können. (vgl. Hodent, 2017, S. 46) 
 
Abbildung 3: Celia Hodent – Repetition. 
Quelle: https://celiahodent.com/the-gamers-brain-part-2-gdc16/ (Zugriff am 03.02.2020) 
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1.2.2 Aufmerksamkeit 
„Attention allows us to concentrate our processing resources onto selected 
inputs.“ 8 (Hodent, 2017) 
Aufmerksamkeit würde wie ein „Spotlight“ Eindrücke selektieren, welche verarbeitet werden 
sollen und gleichzeitig den Rest ausblenden lassen, wodurch Unaufmerksamkeitsblindheit 
auftreten kann (vgl. Hodent, 2017, S. 93). Hierbei handelt es sich um das „Phänomen, dass 
Menschen Objekte oder Ereignisse nicht wahrnehmen, obwohl sich diese genau in ihrem 
Blickfeld befinden“ (Stangl, o.J.). Zudem habe Aufmerksamkeit einen großen Einfluss auf das 
Arbeitsgedächtnis und damit auf das Lernen. Multitasking, also geteilte Aufmerksamkeit wird 
als ineffizient beurteilt, da unsere Aufmerksamkeitsressourcen sehr limitiert seien. (vgl. 
Hodent, 2017, S. 93) 
 
1.2.3 Motivation 
„Motivation is paramount for survival because it directs our behaviour to 
satisfy drives and desires.“ 9 (Hodent, 2017) 
Motivation sei der Ursprung eines jeden Verhaltens, so Hodent. Eine einheitliche Theorie über 
alle menschlichen Motivationstriebe und -verhaltensweisen gäbe es jedoch noch nicht. Laut 
ihr lassen sich dennoch vier Arten von Motivation beschreiben. Biologische Triebe bezeichnet 
sie als implizite-, gelernte Triebe als umweltgetriebene- und kognitive Bedürfnisse als 
instinktive Motivation sowie individuelle Bedürfnisse als Persönlichkeit. (vgl. Hodent, 2017, S. 
93f) 
Flow wäre die ideale Erfahrung einer intrinsischen (von innen kommende) Motivation, wobei 
gleichzeitig Kreativität, Konzentration und Investitionsbereitschaft verbessert werden könne. 
Extrinsische (von außen kommende) Motivation könne hingegen negative Auswirkungen auf 
diese Aspekte haben. (vgl. Hodent, 2017, S. 70) 
Zudem sei Motivation durch Häufigkeit und Aufwand für Belohnungen beeinflusst. Die 
folgende Abbildung, illustriert diese Abhängigkeit. Wenn zum Beispiel eine Belohnung nach 
einem bestimmten Zeitintervall oder einem vorher bekannten Aufwand auftritt, so würden 
wir unser Verhalten im Anschluss zunächst pausieren. Wenn eine Belohnung erwartet wird, 
sie aber nicht eintritt, würden wir meist gänzlich aufhören, darauf zuzuarbeiten. Zufällige 
Belohnungen würden hingegen eher eine dauerhafte Beschäftigung hervorrufen. Zudem 
hätten Belohnungen, die durch Handlungen des Nutzers und nicht durch festgelegte 
Zeitintervalle auftreten, normalerweise eine bessere Auswirkung auf die Motivation. Am 
besten seien Belohnungen, die unerwartet und handlungsbasiert auftreten. (vgl. Hodent, 
2017, S. 64) 
 
8 /* „Aufmerksamkeit ermöglicht es uns, unsere Verarbeitungsressourcen auf 
ausgewählte Inputs zu konzentrieren.“ (Übersetzung des Autors) */ 
9 /* „Motivation ist überlebenswichtig, weil sie unser Verhalten darauf 





Abbildung 4: Celia Hodent – Intermittent Rewards. 
Quelle: https://celiahodent.com/gamers-brain-part-3-ux-engagement-immersion-retention-gdc17-talk/  
(Zugriff am 03.02.2020) 
 
1.2.4 Emotion 
„[…] emotion is a state of physiological arousal, and it can also involve the 
cognition related to this state of arousal.“ 10 (Schachter und Singer, 1962, 
zitiert nach Hodent, 2017) 
Emotion beschreibt die Autorin als einen Zustand emotionaler Erregung, der mit einem Gefühl 
assoziiert werden kann. Sie beeinflusse sowohl unsere Wahrnehmung als auch unsere 
Erkenntnisse, wobei sie gleichzeitig unser Verhalten leite. Zum einen könne sie unsere 
Erkenntnis steigern, anderenfalls aber auch unser logisches Denken beeinträchtigen. (vgl. 
Hodent, 2017, S. 94) 
Emotionen seien schon in der Evolution entscheidend dafür gewesen, uns zu motivieren und 
zu leiten, sowieso unser Verhalten auszuwählen und anzupassen, um zu überleben oder uns 
fortzupflanzen. (vgl. Hodent, 2017, S. 73) 
Wenn wir einmal emotional erregt sind, würden wir dieses Gefühl auf die Gesamterfahrung 
erweitern, und nicht nur auf das Element beschränken, das diese Erregung hervorgerufen hat. 
(vgl. Hodent, 2017, S. 78) Um Frustration zu vermeiden, sollte man Wege finden, positive 
Emotionen auch in negativ behafteten Situationen hervorzurufen. (vgl. Hodent, 2017, S. 82) 
  
 
10 /* „Emotion ist ein Zustand physiologischer Erregung, und sie kann auch die mit 
diesem Erregungszustand verbundene Kognition betreffen.“  
(Übersetzung des Autors) */ 
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2. Programmieren lernen am Beispiel von Unity 
Folgend wird darauf eingegangen, aus welchen Gründen man heutzutage Programmieren 
lernen sollte und mit welchen Möglichkeiten man dieses Ziel erreichen kann. Hierbei wird 
untersucht, welche Werkzeuge und Konzepte besonders hilfreich auf diesem Weg sind, um 
diese im weiteren Verlauf mit eigenen Lösungen vergleichen zu können. 
 
2.0 Motivation 
Laut einer Studie des Digitalverbandes Bitkom benutzen bereits vier von fünf Bundesbürgern 
über 14 Jahren ein Smartphone, von welchen 73% der Aussage zustimmen, dass sie sich ein 
Leben ohne Smartphone nicht mehr vorstellen können (vgl. Bitkom, 2019, S. 3). Zudem geben 
fast sieben von zehn der Befragten in der Markt-Media-Studie VuMA 2019 an, täglich bzw. 
mehrmals pro Woche einen PC, Laptop oder ein Notebook im Haushalt zu benutzen. (vgl. 
VuMA, 2019, S. 54)  
Somit wird deutlich, dass wir im ständigen Kontakt mit moderner Technik stehen. Einem 
Kontakt, der durch den DigitalPakt Schule auch im Klassenzimmer vermehrt stattfinden soll. 
Insgesamt fünf Milliarden Euro sollen für schnelles Internet und Anzeigegeräte, wie interaktive 
Whiteboards eingesetzt werden, um die digitale Kompetenz von Schülern zu fördern, die 
schon jetzt und in Zukunft erst recht von hoher Bedeutung sein wird. (vgl. BMBF, 2019) 
Johannes Boie schreibt in einem Artikel der Süddeutschen Zeitung, dass jeder Teil unseres 
Lebens mehr oder weniger in Verbindung mit Computern steht, weshalb auch immer mehr 
Menschen programmieren lernen wollen (vgl. Boie, 2014). Dass genau diese Menschen auf 
dem Arbeitsmarkt sehr gefragt sind, wird zum Beispiel durch eine Pressemitteilung des 
Digitalverbandes Bitkom aus dem Jahre 2018 deutlich sichtbar, in der 82.000 freie Stellen im 
IT-Bereich kommuniziert wurden. (vgl. Bitkom, 2018) 
Die Bundesregierung äußert sich zum Thema Digitalisierung folgendermaßen: 
„Wir sind längst in einer digitalisierten Welt angekommen. Die 
Digitalisierung betrifft nicht mehr nur klassische IT-Unternehmen, 
sondern Unternehmen quer durch sämtliche Branchen und Sektoren.“ 
(BMWi, o.J.) 
Dass auch die Software Unity hochrelevant für viele dieser Branchen und Sektoren ist, wurde 
bereits im Kapitel 1.3 näher erläutert. Sichtbar wird die Diversität der Digitalisierung 
beispielsweise anhand des Luftfahrtunternehmens Lufthansa, welches aktuell auch nach 
Entwicklern für die Bereiche „Virtual/Augmented Reality, Web, Mobile sowie cloudbasierter 
Systems für interaktive Videostreams auf Basis der Unity Game Engine“ sucht (Lufthansa 
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2.1 Methoden 
Nun stellt sich die Frage, welche Möglichkeiten bestehen, um Programmieren und im 
Speziellen das Arbeiten in Unity zu erlernen. Hierbei gilt es zu beachten, dass die einzelnen 
Methoden teilweise fließend ineinander übergehen und oft eine Kombination aus mehreren 
Werkzeugen stattfindet. 
 
2.1.0 Suchmaschinen und Foren 
„Wie lerne ich programmieren?“ – eine Frage, die bei der Suche auf Google.com über 13 
Millionen Treffer erzielt (Stand: 02.02.2020) und vermutlich auch die erste Suchanfrage für 
viele Quereinsteiger darstellt.  
Suchmaschinen sind in unserem Alltag kaum noch wegzudenken. So würde laut einer 
Erhebung der Markt-Media-Studie VuMA 2019 knapp über ein Drittel der über 14-jährigen 
deutschen Bevölkerung täglich, und ein weiteres Drittel mindestens einmal die Woche, 
Suchmaschinen nutzen (vgl. VuMA, 2019). In der Sonderstudie Schule Digital (2016) der 
Initiative D21, wurden unter anderem 1.116 Schüler/-innen (ab 14 Jahren) von 
weiterführenden Schulen zu ihrer digitalen Bildung befragt. 97% der befragten Lehrkräfte, 
sowie 86% der Schüler gaben dabei an, regelmäßig Suchmaschinen zur Informations-
gewinnung zu verwenden (vgl. Initiative D21, 2016, S. 14). 
Auch beim Programmieren kann man durch eine Suchmaschine in kurzer Zeit Antworten auf 
verschiedenste Probleme finden. Meistens landet man dabei auf Seiten wie Stack Overflow 11, 
dem weltweit größten Community-Forum im Coding-Bereich, gefolgt von Reddit. (vgl. 
Tryfanava, 2018) Für Suchanfragen in Bezug auf Unity empfiehlt sich neben klassischen 
Suchmaschinen wie Google vor allem das hauseigene Unity Manual 12 (für den Unity Editor 
und damit verbundene Dienste) bzw. die Scripting API 13 (für Unity-eigenen Klassen und 
Funktionen). Sollte man dort nicht fündig werden, so kann in vielen Fällen das Unity-Forum 14 
weiterhelfen. Dort können Benutzer Unity-spezifische Fragen stellen, auf welche die 
Community mit eigenem Wissen antwortet. 
Logisch betrachtet, könnte man meinen, dass der Gebrauch von Suchmaschinen mit 
ansteigender Erfahrung bei Programmierern abnehmen sollte.  In einem Reddit-Post zum 
Thema „How Much Does an Experienced Programmer Use Google?“ wurden bisher über 700 
Antworten gesammelt. Hierbei ist sich der Großteil einig, dass mit steigender Erfahrung auch 
die Häufigkeit und Qualität der Suchmaschinennutzung zunimmt. Anfänger hätten oftmals 
Probleme, die richtigen Antworten zu finden, da sie häufig nicht wissen, wie sie die richtigen 
Fragen stellen können. (vgl. ‚earthboundkid‘ et al., 2015) 
 
 
11 //Siehe: https://stackoverflow.com/ (Zugriff am 03.02.2020) 
12 //Siehe: https://docs.unity3d.com/Manual (Zugriff am 03.02.2020) 
13 //Siehe: https://docs.unity3d.com/ScriptReference (Zugriff am 03.02.2020) 
14 //Siehe: https://forum.unity.com/ (Zugriff am 03.02.2020) 
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Adarsh Verma, Mitgründer des Tech-Media-Startups Fossbyte, ergänzt diese Auffassung 
damit, dass „der Wunsch nach Perfektion“ dazu verleite, immer mehr lernen zu wollen. Zudem 
sei es auch kaum möglich oder sinnvoll, sich jede Syntax jeder Programmiersprache zu 
merken. (vgl. Verma, 2016) 
 
2.1.1 Videos 
Da manche Themen zu komplex sind, um sie innerhalb einer Suchmaschine oder einem Forum 
zu erfassen, findet man sich schnell auf Plattformen wie YouTube oder Vimeo wieder. Dort 
findet man neben verschiedensten Comedy-, Fashion, Gaming- und sonstigen Videos auch 
Tutorials zu zahlreichen Themen einer jeden Programmiersprache. 
Ein empfehlenswerter Einstiegskurs für die allgemeine Programmierung in C# wird 
beispielsweise von dem YouTuber Brackeys 15 angeboten. Neben seinem „How to program in 
C# - Beginner Course“, unterhält er seine Abonnenten auch mit diversen Themen der 
Entwicklung in Unity. Ähnliche Kanäle, die sich auf die Engine spezialisiert haben, sind unter 
anderem Quill18creates 16 und Sebastian Lague 17. Wer immer auf dem neusten Stand sein 
bzw. sich umfassend in Unity weiterbilden möchte, wird auf dem offiziellen YouTube Kanal des 
Unternehmens fündig. Neben Kurzgeschichten und Tutorials, sind dort vor allem sog. Talks zu 
neuen Features der Plattform zu finden. 
 
2.1.2 Bücher 
Auch wenn die vorher genannten Beispiele aufzeigen, dass das Internet eine geeignete 
Plattform für die Wissensgenerierung diverserer Programmiersprachen darstellt, so gibt es 
dabei ein entscheidendes Problem. Professor Roland Schimmel von der Fachhochschule 
Frankfurt erläutert es damit, dass man im Internet 90% Unsinn und 10% Seriöses findet – es 
in Büchern aber umgekehrt wäre. (vgl. Berlin.de, 2011) 
Durch das anonymisierte Internet ist es prinzipiell jedem möglich, Suchmaschineneinträge zu 
erstellen bzw. Videos über Themen-Bereiche hochladen, in denen er selbst (oftmals) keine 
Expertise besitzt. Gerade YouTube-Tutorials oder Foren-Beiträge, usw. sind erfahrungsgemäß 
häufig aus dem Zusammenhang gerissen, eventuell nicht dem Vorwissen des Ratsuchenden 
angepasst oder scheinen Lösungen anzubieten, welche bei erneutem Betrachten eher 
umständlich oder unnütz sein können. Somit müssen seriöse Internetquellen oftmals lange 
gesucht werden, wobei ein Erfolg nicht garantiert werden kann. 
Wer sich zusammenhängende Gesamtüberblicke und klar strukturiertes Expertenwissen 
wünscht, wird bei der Suche nach entsprechender Literatur eher fündig. Gerade innerhalb des 
Studiums können Literaturquellen helfen, Themen in vollem Umfang abzuarbeiten und 
größere Zusammenhänge besser zu erkennen.  
 
15 //Siehe: https://www.youtube.com/Brackeys (Zugriff am 03.02.2020) 
16 //Siehe: https://www.youtube.com/Quill18creates (Zugriff am 03.02.2020) 
17 //Siehe: https://www.youtube.com/SebastianLague (Zugriff am 03.02.2020) 
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Ein gutes Beispiel für einen solchen Gesamtüberblick der Unity Engine ist das Buch „Spiele 
entwickeln mit Unity 5: 2D- und 3D-Games mit Unity und C# für Desktop, Web & Mobile“. 
Ulrich Schmidt von der c’t gibt an, dass das Buch von der Programmierung bis zur Umsetzung 
von Spielkonzepten „keine Fragen“ offenlassen würde (Seifert & Wislaug, 2017) . Da die letzte 
Ausgabe des Buches 2017 erschienen ist, gilt zu beachten, dass seitdem auch neue Features 
hinzugekommen sind.  
 
2.1.3 Unterricht 
Das Interesse am Programmieren entsteht oft nicht erst im Studium. In der Sonderstudie 
Schule Digital gibt ein Zehntel der Befragten an, außerhalb der Schule an speziellen 
Programmierkursen (für Java, C++, o.Ä.) teilzunehmen. Ganze 27% meinen sogar, bereits eine 
Programmiersprache zu beherrschen (6% mehr als von den 1.424 Befragten Lehrkräften bzw. 
der 1.123 Eltern). (vgl. Initiative D21, 2016) 
Zeitgleich gibt es einen Fachkräftemangel bei gleichzeitig sinkenden Immatrikulationszahlen 
im Bereich der Informatik (vgl. Krempl, 2017), womit sich die Frage stellt, inwieweit das 
bestehende Interesse an den deutschen Schulen gefördert wird, um diesen Problemen 
zukünftig entgegenzuwirken.  
Wie die freie Journalistin Julia Bernewasser für einen Artikel der ZEIT herausfand, wird der 
Informatikunterricht bisher in den meisten Bundesländern nur als Wahlpflichtfach bzw. 
teilweise gar nicht angeboten. Weiterhin wird beschrieben, dass laut Lutz Hellmig, Sprecher 
des Fachausschusses ‚Informatische Bildung‘ in der Gesellschaft für Informatik, der Begriff 
Informatik für viele Menschen „offenbar unheimlich“ sei und Berührungsängste in allen 
Altersstufen zu finden seien. Mehr Bildung, solle der Ausweg für das Problem sein. (vgl. 
Bernewasser, 2019) 
Mögliche Lösungsvorschläge gibt die Gesellschaft für Informatik beispielsweise in ihrer „3. 
Dagstuhl-Erklärung zur informatischen Bildung in der Schule 2015“. Darin fordern sie unter 
anderem „die Einführung eines Pflichtfaches Informatik in der Sekundarstufe I in allen 
Bundesländern“, sowie „die Gleichstellung des Schulfaches Informatik mit anderen 
Prüfungsfächern in der Sekundarstufe II“ und „die flächendeckende Aus- und Weiterbildung 
von Informatiklehrkräften“ (Gesellschaft für Informatik e.V., 2016). 
Der Quintessenz, dass Programmierkenntnisse Bestandteil der Schulbildung sein sollten, 
stimmten 57% der SchülerInnen, 59% der Eltern, und interessanterweise nur 44% der 
Lehrkräfte aus der Studie „Schule Digital“ zu (vgl. Initiative D21, 2016).  Dass motivierte und 
geschulte Lehrkräfte die Voraussetzung für eine erfolgreiche Förderung sind, steht hierbei 
außer Frage.  
Sollte sich nach dem Abschluss der Schulausbildung dennoch für ein Studium im Bereich der 
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Laut dem Studien-Vergleichsportal StudyCHECK.de, gibt es in Deutschland im Bereich 
Informatik insgesamt 318 Studiengänge an 133 Hochschulen mit unterschiedlichen 
Spezialisierungen wie zum Beispiel Data Science, Multimedia oder auch Künstlicher Intelligenz 
(vgl. OAK, 2020a). Aber auch Studiengänge wie Medieninformatik, sind mit 62 Studiengängen 
an 40 Hochschulen gut aufgestellt (vgl. OAK, 2020b).  
Besonders an Fachhochschulen kann man eine sehr praxisorientierte Ausbildung erwarten. 
Wie Bundesministerin Anja Karliczek im Rahmen einer Pressemitteilung zur internationalen 
Inspiration durch deutsche Hochschulkonzepte sagte: „Die deutschen Fachhochschulen sind 
einzigartig. Sie verbinden Wissenschaft und Praxis in einer beeindruckenden Bandbreite und 
sind für den Standort Deutschland in jeder Hinsicht ein Gewinn“ (BMBF, 2019).  
Um solche Konzepte zu unterstützen, bietet Unity mit seiner Plattform Unity Teach 
interessante Inhalte für Studierende und Lehrende. So sind neben Ressourcen zum 
Veranschaulichen der Unity-Technologie auch Unterrichtspläne, Projekte, Prüfungen und 
mehr zu finden, mit dessen Hilfe man spielerisch das Arbeiten in der Engine erlernen kann. 
(vgl. Unity Technologies, 2020c) 
 
2.1.4 Digitale Spiele 
Zu diesem Thema sei gesagt, dass ein immer größer werdender Austausch zwischen 
Bildungseinrichtungen zum Einsatz von Anwendungen zum Game Based Learning in der Lehre 
stattfindet. Ein passendes Beispiel hierfür ist die Anfang 2018 in Dresden (Sachsen) 
abgehaltene „Game-based learning conference“, veranstaltet von der Akademie für 
berufliche Bildung (AfBB), der TU Dresden (Medienzentrum) sowie der FH Dresden (FHD). 
Hierbei wurden insbesondere Lehrende aus akademischen und beruflichen Bildungszweigen 
eingeladen, sich durch Fachvorträge von sowohl nationalen als auch internationalen Experten 
aus Bildung, Wissenschaft und Kreativbranche Einblicke in die Themen Game Based Learning, 
Gamification, Serious Games im Bildungskontext und Methodenvielfalt zu verschaffen und 
sich somit der Frage anzunähern, wie sich die „Balance zwischen Erlebnis und 
Wissensvermittlung herstellen“ lässt bzw. wie sich „Spiele oder Spielelemente in Szenarien 
der akademischen und der beruflichen Bildung didaktisch sinnvoll einbinden“ lassen. (vgl. 
Project-Steam, 2018) 
Beispiele wie dieses zeigen, dass Bildung an (Hoch-)Schulen mehr umfassen kann als 
trockenen Frontalunterricht. Gerade für Themen, die wie das Programmieren laut Lutz Hellmig 
eventuell „unheimlich“ erscheinen, stellt Game Based Learning eine riesige Chance dar. Eine 
Chance, welche aber nicht die ultimative Lösung aller Probleme sein kann. Johannes Breuer 
von der Medienanstalt Nordrhein-Westphalen verweist bei diesem Thema auf Jenkins et al. 
(2009), wobei beschrieben wird, dass digitale Spiele klassische Lernmethoden wie Bücher 
nicht ersetzten, sondern diese vielmehr ergänzen und bereichern sollten. Zudem seien 
Videospiele nach Squire & Jenkins (2003) dabei eher als virtuelle Schulkorridore und nicht 
virtuelle Klassenzimmer anzusehen. (vgl. Breuer, 2010) 
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3. Analyse vorhandener GBL-Konzepte 
Eine Suche nach dem Schlagwort ‚Unity‘ erzielt bei Steam 18, dem Marktführer unter den 
Spieleplattformen (vgl. Polywka, 2020) 772 Treffer (Stand: 04.02.2020). Nur wenige davon 
haben etwas mit der Unity-Engine zu tun. Einige sind Entwickler-Tools, welche im 
Zusammenspiel mit Unity genutzt werden können, weitere sind Video-Tutorials mit 
Projektbeispielen. Keiner der 772 Treffer kann als Unity-Programmierspiel bezeichnet werden. 
Eine Suche auf anderen Spieleplattformen war ebenfalls nicht erfolgreich – Unter dem 
gleichen Schlagwort wurden sowohl auf epicgames.com, origin.com und gog.com wenige bis 
keine Treffer erzielt, wobei kein einziger mit der Unity-Engine in Verbindung stand (Stand: 
04.02.2020). 
Somit kann davon ausgegangen werden, dass ein solches Spiel für die Entwicklungsplattform 
Unity auf keinem typischen, freizugänglichen Markt existiert. Ein Vergleich mit anderen 
Spielkonzepten kann aus diesem Grund ausschließlich mit Programmierspielen geschehen, 
welche inhaltlich nichts mit der Unity-Engine zu tun haben.  
Es wurden fünf sehr unterschiedliche Spielkonzepte ausgewählt, um die Diversität der 
Programmier-Spiel-Welt zu verdeutlichen und, um möglichst viele unterschiedliche Eindrücke 
für die Entwicklung des eigenen Spielkonzeptes zu sammeln. 
Folgende Kriterien wurden für die Untersuchung und Vergleichbarkeit ausgewählt: 
Zielgruppe, Lernziele, Story, Design, Features, Plattform und Spieldauer. Insbesondere der 
Gesichtspunkt „Design“ ist dabei eine subjektive, aber notwendige Einschätzung des Autors. 




18 //Siehe: https://steamcommunity.com/ (Zugriff am 04.02.2020). 
  
  
//3. Analyse vorhandener GBL-Konzepte 21
3.0 Pony Island 
Pony Island ist ein Indie-Horrorgame von Daniel Mullins. Das Spielkonzept entstand während 
eines Game Jams, also einem Programmierwettbewerb, bei dem unter Zeitdruck 
Spielkonzepte umgesetzt wurden. (vgl. Böhm, 2016) 
Zielgruppe - Gamer ab 12 Jahren. 
Lernziele - Verbesserung des Verständnisses von Logikproblemen durch die Lösung 
von Rätseln mithilfe simpler Programmierbausteine, vordergründig ist 
jedoch der Unterhaltungsfaktor 19 
Story - Anwender spielt das kinderfreundliche „Pony-Island“ an einer alten 
Arcade-Maschine, hierbei wird ein Pony durch verschiedene Jump-and-
Run Level geführt 
- Irgendwann kommt es zu Programmfehlern, die das einst harmlose Spiel 
in eine Horror-Anwendung verändert 
- Um seine und andere bereits verlorene Seelen zu retten, muss sich der 
Spieler aus der Anwendung befreien, indem er dem Entwickler des 
Spiels durch kleine Rätsel immer einen Schritt voraus ist 
Design - Wechsel zwischen kinderfreundlich/bunt und gruselig/eintönig 
- 2D-Pixel-Grafik 
- Spannungsaufbau durch flackernde ‚Glich‘-Effekte 
- Spannungserregendes Sounddesign durch bedrohlich brummende 
Geräusche und 8-Bit Musik 
Features - Virtuelles Betriebssystem mit transformierbaren Fenstern 
- Lösen einzelner Spielabschnitte durch das Verschieben von Logik-
Bausteinen 
- Stellenweise Texteingaben für Chatfenster oder das Lösen von 
Spielabschnitten 
- Aktive Veränderung des Betriebssystems bzw. das angeblichen (fiktiven) 
‚Quellcodes‘ des Spiels 
- Erklärungen der Spielelemente sind in die Story eingepflegt 
Plattformen - Computer/Laptop 
Spieldauer - Etwa 2,5 Stunden 
Tabelle 1: Pony Island. 
Quelle: Eigene Darstellung 
(vgl. Böhm, 2016) 
  
 
19 //Erfahrung des Autors. 
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Auch wenn es nicht offiziell als DGBL-Spiel vermarktet wird, und auch keine etablierte 
Programmiersprache lehrt, so sind dennoch Konzepte dessen zu erkennen. Da eindeutig die 
Unterhaltung im Vordergrund steht und gamifizierte Kompetenzen eher beiläufig gelernt 
werden, kann nicht von einem Serious Game gesprochen werden. Es ist aber auf Grund der 
zusammenhängenden Geschichte, dem Umgang mit dieser und den einzigartigen Designideen 
eine hilfreiche Inspiration für das im Kapitel 5 beschriebene, eigene Spielkonzept. Besonders 
unter dem Gesichtspunkt, wie Wahrnehmung und Aufmerksamkeit des Spielers durch 
unterschiedlichste Reize beeinflusst wird (siehe Kapitel 1.4). 
 
Abbildung 5: Pony Island Screenshot 0. 
Quelle: https://www.spiegel.de/netzwelt/games/pony-island-im-test-seltsames-meta-spiel-fuer-den-computer-a-
1073700.html (Zugriff: 09.02.2020) 
 
Abbildung 6: Pony Island Screenshot 1. 
Quelle: https://www.spiegel.de/netzwelt/games/pony-island-im-test-seltsames-meta-spiel-fuer-den-computer-a-
1073700.html (Zugriff: 09.02.2020) 
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3.1 SQL Island 
SQL Island wurde an der Technischen Universität Kaiserslautern im Rahmen einer AG 
Heterogene Informationssysteme / Lehrgebiet Informationssysteme von Johannes Schildgen 
entwickelt, und beschäftigt sich mit der Datenbanksprache SQL (vgl. Schildgen & Deßloch, 
2015) 
Zielgruppe - Schüler und Studierende 
Lernziele - SQL-Anfragen verstehen und formulieren können 
Story - Spielfigur landet nach einem Flugzeugabsturz auf einer Insel, auf der er 
mit Bewohnern redet, Gegenstande einsammelt und Gegner bekämpft, 
um am Ende von der Insel zu entkommen 
Design - Kinderfreundlich 
- Handgemalte 2D – Grafiken zur Darstellung der Charaktere 
- Animationen bestehen aus nur wenigen Bildern 
- Kein Sounddesign 
Features - Steuerung des Spielers über SQL-Befehle, welche händisch in ein 
Textfeld eingetippt werden müssen 
- Dialoge über Sprechblasen 
- Ansonsten nur Konsolenausgaben 
- Hervorhebung von Fehlermeldungen im Ausgabebereich 
- Erklärung der Elemente durch Sprechblasen an entsprechenden Stellen 
Plattformen - Computer/Laptop 
Spieldauer - Etwa eine Stunde 
Tabelle 2: SQL Island. 
Quelle: Eigene Darstellung 
(vgl. Schildgen & Deßloch, 2015) 
Trotz des für den Anwender sehr simplen Spielprinzips und der fast ausschließlich text- statt 
grafikbasierten Spielwelt, kann dieses Serious Game Lerninhalte effektiv vermitteln. Diese 
Erfahrung lässt sich unter anderem auf die emotionale Bindung des Spielers zu seiner Figur 
zurückführen. Auch die Motivation wird dauerhaft aufrechterhalten, da man den Ausgang 
der Geschichte erfahren möchte, aber nie weiß, wohin es den Charakter als nächstes 
verschlägt. Ein Fortschritt in der Geschichte kann als unerwartete handlungsbasierte 
Belohnung (z.B. einem langersehnten Kampf) angesehen werden, was die Motivation weiter 
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Abbildung 7: SQL Island Screenshot 0. 
Quelle: Eigener Screenshot von: https://sql-island.informatik.uni-kl.de/ (Zugriff: 09.02.2020) 
 
 
Abbildung 8: SQL Island Screenshot 1. 
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3.2 SoloLearn 
SoloLearn wirbt auf seiner Website mit über und dem Slogan „Learn to code for FREE! New 
social learning is here!“ (SoloLearn, 2020b) 
Zielgruppe - Programmieranfänger und -fortgeschrittene ab 12 Jahren 
Lernziele - Programmierkonzepte sollen durch kurze, tägliche Übungen verständlicher 
werden 
- Den Einstieg in das Programmierung erleichtern 
Story - Kein Storytelling 
Design - Modern und flach 
- Code Beispiele sind klar von anderen Texten optisch abgegrenzt 
- Neben Text und Icons (welche teilweise animiert sind) keine grafische 
Umsetzung 
- Wenig Sounddesign – nur einzelne Warngeräusche 
Features - Programmierkurse zu verschiedenen Sprachen 
- Downloadbares Zertifikat am Ende eines Kurses 
- Aufteilung der Kurse in Lektionen mit anschließendem Quiz 
- Quiz-Spiel gegen andere Spieler aus der Community 
- Programmier-Challenges gegen die Community 
- Sowohl für das Abschließen von Kursen als auch andere 
Herausforderungen geben dem Spieler Erfahrungspunkte, die seinen 
Rang in der Community erhören 
- Erklärung der Elemente durch Sprechblasen an entsprechenden Stellen 
Plattformen - Mobile, Computer/Laptop 
Spieldauer - Unter einer Minute pro Quizrunde 
Tabelle 3: SoloLearn. 
Quelle: Eigene Darstellung 
(vgl. SoloLearn, 2020a) 
Obwohl der spielerische Faktor dieses Serious Games ‚nur‘ auf dem Prinzip eines Quiz anstatt 
von aufwendigen Spielwelten aufbaut, konnte es dennoch bereits 35 Millionen Menschen 
erreichen (vgl. SoloLearn, 2020b). Ein möglicher Grund hierfür ist der ständige Vergleich mit 
anderen und der Ungewissheit, gegen welchen Gegner als nächstes gespielt wird. Gewinnt 
man eine Quizrunde, so wird durch die Belohnung in Form von Erfahrungspunkten (und 
damit einer besseren Stellung in der Community) eine erhöhte Motivation generiert. Wenn 
der Spieler seine Stellung erhalten möchte, muss er ständig Spielen, was sich positiv auf das 
Erinnerungsvermögen auswirken sollte, da sich die Aufgaben oft sehr ähnlich sind und der 
Spieler das Wissen damit andauernd wiederholt (Siehe Kapitel 1.4.1).  
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Abbildung 9: SoloLearn Quiz Screenshot 0. 
Quelle: Eigener Screenshot von: https://play.google.com/store/apps/details?id=com.sololearn (Zugriff: 09.02.2020) 
 
 
Abbildung 10: SoloLearn Quiz Screenshot 1. 
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3.3 Swift Playgrounds 
„Lern richtig programmieren auf dem iPad. Mit richtig viel Spaß.“ (Apple Inc., 2020) – so der 
Slogan der Entwicklungsumgebung Swift Playgrounds von Apple Inc. 
Zielgruppe - Programmieranfänger ab der Mittelstufe 
- App-Entwickler jeden Alters 
Lernziele - Grundlagen von Swift (Apples App-Programmiersprache) erlernen 
Story - Der Anwender muss mit seiner Spielfigur immer schwerer werdende 
Rätsel lösen, um ins nächste Level zu gelangen 
- Hauptziel ist das Einsammeln sog. Gems 
- Keine übergeordnete, zusammenhängende Geschichte 
Design - Kinderfreundlich, bunt und hochsaturiert 
- Hochauflösende 3D Modelle im Comicstil 
- Schachbrettartig aufgebautes Leveldesign auf freischwebenden Inseln 
- Lustige Geräusche und entspannende Musik 
Features - Programmieren in Swift 
- Aufteilung des Bildschirms in Programmier- und Spielbereich 
- Geschriebener Code lässt sich sofort ausführen und testen 
- Eingabe erfolgt über Textfenster mit automatischer Vervollständigung 
- Eine Liste zeigt dem Spieler an, welche Eingaben er vornehmen kann 
- Ständig neuer Content in Form von Programmier-Challenges und von 
der Community erstellten Levels 
- Erklärung der Elemente durch Sprechblasen oder bildschirmfüllende 
Hinweis-Grafiken an entsprechenden Stellen  
Plattformen - iPad 
Spieldauer - Hohe Anzahl von Levels – wenige Minuten pro Level 
Tabelle 4: Swift Playgrounds. 
Quelle: Eigene Darstellung 
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Swift Playgrounds ist das erste Spiel in dieser Aufzählung, bei dem ein stark gamifiziertes 
Zusammenspiel zwischen Programmierung in einer etablierten Sprache und der grafischen 
Darstellung des geschrieben Codes in einer virtuellen Spielwelt stattfindet. Auch wenn keine 
übergeordnete Story erkennbar ist, sorgt die emotionale Bindung zu den lustig animierten 
Spielfiguren für ständige Motivationsschübe, die zum Weiterspielen animieren. Insbesondere 
durch das Sandkastenprinzip, um neue Spielausgänge zu entdecken und auszuprobieren. Da 
bereits bekannte Programmierbausteine ständig wieder aufgegriffen werden, erfolgt eine 
dauerhafte Verbesserung des Erinnerungsvermögens an diese (siehe Kapitel 1.2.1). 
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3.4 CodinGame 
CodinGame ist eine Plattform, auf welcher erfahrene Anwender in zahlreichen Sprachen 
programmieren und teilweise gegeneinander antreten können. (vgl. CodinGame, 2020) 
Zielgruppe - Fortgeschrittene Programmierer beliebigen Alters 
Lernziele - Programmierfähigkeiten von Fortgeschrittenen weiter verbessern 
Story - Keine zusammenhängende Geschichte 
- Jede Challenge hat ihre eigene, in sich geschlossene, kurze Story, welche 
eher als Ausgangslage für die jeweilige Herausforderung zu verstehen ist 
Design - 2D-Grafiken mit simplen Animationen 
- Vermischung von verschiedenen Grafikstilen 
- Kein Sounddesign 
Features - Freie Wahl der Programmiersprache 
- Aufteilung des Bildschirms in Programmier-, Spiel-, Erklärungs- und 
Überprüfungsbereich 
-  „Clash of Code“ – Programmier-Challenges gegen Spieler aus der 
Community 
- Achievements und Erfahrungspunkte für unterschiedlichste 
Herausforderungen 
- Es gibt keine Eingabe-Limitierungen, wobei aber ausschließlich 
Konsolenausgaben die virtuelle Programmierungsumgebung verlassen 
können, der Zugriff auf Dateien außerhalb der Anwendung ist damit 
ausgeschlossen 
- Lösung der Herausforderung ausschließlich über Konsolenausgaben, 
welche in grafische Reaktionen übersetzt werden – kein direkter Zugriff 
auf diese grafischen Elemente 
- Überprüfung der Aufgaben durch automatisierten Abgleich mit der 
Lösung 
- Fehlerausgabe in Konsole 
- Erklärung der Elemente durch Sprechblasen an entsprechenden Stellen 
Plattform - Computer/Laptop, Tablet 
Spieldauer - Wenige Minuten für die „Clash of Code“ Challenges 
- Unbegrenzt bei der Lösung anderer Herausforderungen 
Tabelle 5: CodinGame. 
Quelle: Eigene Darstellung 
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Ähnlich wie bei Swift Playgrounds, findet auch bei CodinGame ein Zusammenspiel zwischen 
Code und Spielwelt statt, wenn auch abstrakter und weniger einheitlich. Jede 
Herausforderung ist hierbei anders und der Nutzer muss sich ständig neue Wege erschließen, 
die gerade für Anfänger kaum umsetzbar sind. Für erfahrene Programmierer hingegen stellt 
die Plattform ständig neue, spannende Herausforderungen bereit, welche durch den Vergleich 
mit anderen Spielern aus der Community für eine Menge Motivation Sorgen. 
Das Konzept der Plattform ist insbesondere durch die freie Eingabe von ‚echtem‘ Code, 
welcher auch in der von Unity genutzten Sprache C# geschrieben werden kann und der 
Übersetzung dessen in eine virtuelle Spielwelt, sehr interessant für das eigene Spielkonzept.  
 
Abbildung 12: CodinGame: Clash of Code 0. 
Quelle: Eigener Screenshot von: https://www.codingame.com/ (Zugriff: 09.02.2020) 
 
Abbildung 13: CodinGame: Clash of Code 1. 
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3.5 Zusammenfassung 
Die vorangegangene Aufzählung zeigt, wie unterschiedlich die Herangehensweisen für Game 
Based Learning Konzepte sein können.  
- Auch wenn Pony Island nicht offiziell als Game Based Learning Anwendung bezeichnet 
wird, ist die Art und Weise der Umsetzung höchstinteressant und adaptierbar auf viele 
andere Konzepte 
- SQL Island überzeugt vor allem durch seine humorvoll aufgebaute Story anstatt mit 
aufwendigen grafischen Spielwelten und zeigt damit den Stellenwert einer guten 
Geschichte und der damit verbundenen Motivation zum Lernen 
- SoloLearn schafft es andererseits gänzlich ohne Storytelling und grafische Spielelemente 
Millionen von Nutzern zu erreichen. Dies lässt sich unter anderem auf das Belohnungs- 
und Vergleichsmodell der Plattform zurückzuführen. Zertifikate, das Gefühl eines 
Wettkampfs und einer eventuell besseren Stellung des Spielers in der Community sind 
wichtige Motivationsfaktoren 
- Im Gegensatz dazu setzt Swift Playgrounds auf Eye-Candy, also schön anzusehende 
Belohnungen, wie in diesem Fall lustige Animationen. Besonders das spielerische 
Ausprobieren von unterschiedlichen Lösungsansätzen in Kombination mit der 
emotionalen Bindung zum Spieler sorgt für eine Menge Spielspaß und Motivation 
- CodinGame vereint einige der bereits genannten Faktoren und bietet vor allem erfahrenen 
Programmieren viel Spielraum, um sich auszuprobieren und zu verbessern 
- Die Plattformen beschränken sich oft nicht nur auf Computer oder Laptop, sondern sind 
teilweise auch zum spielerischen Lernen für unterwegs konzipiert 
- Bei Level oder Wettstreit-basierten Spielen beläuft sich die Dauer pro Einheit meist auf 
wenige Minuten 
- Die explorative Lösungssuche spielt bei vielen der Anwendungen eine große Rolle 
Aufgrund jahrelanger Erfahrung mit der Entwicklung von Spielen wurden viele der 
beschriebenen Features intuitiv und hinsichtlich guter UX-Grundsätze umgesetzt, in die eigene 
Lösung integriert, hinterfragt und durch UX-Tests weiter verbessert. Wie diese Entwicklung 
genau stattfand, lässt sich in Kapitel 6 nachvollziehen.  
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4. Zwischenfazit 
Wir leben in einer sich digitalisierenden Welt, in welcher die Bedeutung des Programmierens 
immer weiter zunimmt. Dieser Trendwende soll nun auch in den Schulen mehr Beachtung 
geschenkt werden, um jungen Leuten die erforderlichen Kompetenzen zu vermitteln. 
Wie in Kapitel 2.1 beschrieben, kann man Programmieren über viele Wege lernen, wobei 
meist eine Kombination aus mehreren Methoden stattfindet. Solange man lernt, diese zu 
miteinander zu verbinden, ist der Umstand eher eine Bereicherung anstatt eines Problems.  
Doch wie erlernt man diese Kombination?  
Den Einstieg zu finden, gestaltet sich meist schwierig, da das Thema ‚Programmieren‘ für viele 
Menschen sehr kompliziert erscheint und es an der nötigen Motivation fehlt, sich ausführlich 
damit zu beschäftigen. Insbesondere digitale Spiele stellen eine riesige Chance dar, um diesen 
Einstieg zu erleichtern. Unter anderem aus diesem Grund findet zurzeit ein reger Austausch 
zwischen Bildungseinrichtungen zum Thema Game Based Learning und dessen Einsatz in der 
Lehre statt. 
Hierfür geeignete Programmierspiele gibt es bereits für verschiedenste Themen und 
Sprachen. Allerdings ist trotz der hohen Relevanz der Entwicklungsplattform Unity keine 
einzige Game Based Learning Anwendung für diese zu finden. Wie man diesen Missstand 
verbessern kann, ist der Kernpunkt dieser Arbeit. 
Wie im Kapitel 2.1 herausgefunden wurde, gibt es viele mögliche Ansätze, um benutzer-
freundliche und motivierende GBL Anwendungen zu gestalten. Wie man diese sinnvoll nutzen 
und erweitern kann, damit der Einstieg in die Unity-Programmierung bestmöglich 
gewährleistet wird, ist in den folgenden Kapiteln dokumentiert, um die Forschungsfrage im 
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5. Eigenes Spielkonzept ‚ENC#YPTED‘ 
Das Konzept des Spiels wurde seit Beginn der Arbeit stets verändert und weiterentwickelt. Die 
folgenden Unterpunkte beschreiben den aktuellen Entwicklungsstand, welcher vor den UX-
Tests maßgeblich durch Intuition auf Grund langjähriger Erfahrung beeinflusst wurde. Der 
explizite Verlauf der Veränderungen ist im Kapitel 6 ausführlich dokumentiert.  
Grundsätzlich handelt es sich um ein dystopisches Computerspiel mit simulationsähnlichen 
Ansätzen, welches je nach Level und Vorwissen des Anwenders stark in seiner Spieldauer 
variiert. Der Titel ‚ENC#YPTED‘ vermittelt auf mehreren Ebenen das Thema des Spiels. Zum 
einen entsteht durch das Einsetzen von ‚R‘ anstelle des ‚#‘ das Wort ‚ENCRYPTED‘ – englisch 
für ‚VERSCHLÜSSELT‘. Zugleich vermittelt dieser Austausch genau das Prinzip des 
Verschlüsselns, bei dem Inhalte durch andere kryptische Inhalte getauscht werden bis sie (in 
diesem Fall von unserem Gehirn) wieder entschlüsselt werden. Außerdem entsteht innerhalb 
des Wortes die Buchstabenfolge ‚C#‘, die für die zu benutzende Programmiersprache steht. 
 
5.0 Zielgruppe 
Das Spiel richtet sich vor allem an Studierende und Lehrkräfte im Bereich Informatik und Game 
Design, welche die Programmierung in der Unity-Engine erlernen oder lehren möchten. Im 
Grunde ist jede Person jeden Alters dafür geeignet, sich an die Anwendung zu wagen, solange 
sie die nachfolgenden Voraussetzungen erfüllt. 
Im Idealfall sind bereits Erfahrungen mit der Programmiersprache C# vorhanden. Diese sind 
aber kein dringendes Muss, wenn der Spielende mindestens fortgeschrittener Anfänger in 
einer anderen objektorientierten Programmiersprache ist, da sich viele Sachverhalte über die 
gegebenen Hilfe-Möglichkeiten herleiten lassen. Es ist angedacht, in Zukunft einen Weg zu 
finden, das Spiel auch für absolute Programmieranfänger zugänglich zu machen, ohne dass 
das Spielvergnügen darunter leiden muss. Wie eine mögliche Lösung hierfür aussehen könnte, 
ist im Ausblick dieser Arbeit (siehe Kapitel 7.0) nachzulesen. 
Die gesamte Anwendung ist auf Englisch verfasst, womit grundlegende Kenntnisse in dieser 
Sprache nötig sind. Eine Erklärung für diese Entscheidung ist, dass sowohl C# als auch die 
meisten anderen bekannten Programmiersprachen auf der englischen Sprache aufbauen. Ein 
weiterer Aspekt ist, dass die englische Sprache laut der Bundeszentrale für politische Bildung 
die weltweit verbreitetste Verkehrssprache ist (vgl. bpb, 2017). Daher bietet es sich an, auch 
in dieser seine Skripte zu verfassen. Vorkenntnisse sind nicht zwingend notwendig, um 
programmieren zu lernen, allerdings ist es doch sehr vorteilhaft und die Anwendung kann ein 
internationales Publikum erreichen und so eine große Reichweite generieren. 
Sollte der Spieler kein Grundlagenwissen zu objektorientierter Programmierung und/oder der 
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5.1 Lernziele 
Der Anwender lernt im Spielverlauf grundlegende Unity-spezifische Methoden kennen. Die 
Level beschäftigen sich dabei stets mit bestimmten Themengebieten wie Input, Physics, 
Animation, etc. in Kombination mit grundlegenden C# Anwendungsfällen, wie der 
Verwendung von Variablen, Schleifen, Logik usw. Das Spiel soll zukünftig alle relevanten 
Themen im Bereich der Unity-Programmierung abdecken, womit es dem Anwender nach 
einem erfolgreichen Abschluss aller Level möglich sein soll, Skripte in Unity sinnvoll und 
effektiv zu nutzen. Das Ziel ist es nicht, sich alle Unity-spezifischen Methoden zu merken, 
sondern Zusammenhänge zu erkennen und zu erlernen, dass man sich externe Hilfe für 
verschiedene Probleme suchen kann. Das allein reicht jedoch nicht aus, um die komplette 
Bandbreite der Spiele-Engine zu beherrschen. Diese besteht mit seinem grafischen 
Benutzerinterface aus weitaus mehr Facetten als dem Coden. Das Arbeiten mit Skripten ist 
jedoch erfahrungsgemäß eine, wenn nicht sogar die schwierigste Disziplin bei der Entwicklung 
in Unity. Um die Anwendung nicht zu komplex zu gestalten und einen möglichst hohen 
Gamification-Anteil für die Meisterung dieser Disziplin zu ermöglichen, beschäftigt sich das 
Spiel ausschließlich mit den vorher genannten Themenbereichen. Der Anwender sollte im 
Anschluss wenig Probleme damit haben, sich das restliche Wissen über die Engine über 
andere, im Kapitel 2.1 beschriebene Wege anzueignen.  
 
5.2 Story  
Die Geschichte beginnt mit dem Login des Spielers auf einem fiktiven Betriebssystem, welches 
Microsoft Windows sehr ähnelt. Auf dem Desktop sind zahlreiche Dateien mit kryptischen 
Namen und dem immer gleichen Icon zu finden. Schnell wird klar: der Computer wurde 
gehackt - wie sich herausstellt, von einer künstlichen Intelligenz (KI) eines weltweit führenden 
Wirtschaftsgiganten namens Unitec. Der Spieler erfährt, dass die KI entwickelt wurde, um 
möglichst schnell potenziell qualifizierte Programmierer für das Unternehmen zu finden und 
diese gleichzeitig für ihren zukünftigen Aufgabenbereich weiterzubilden. Die KI wurde darauf 
ausgelegt, dass der Benutzer zum einen stets motiviert bleiben muss und zum anderen den 
höchstmöglichen Lernerfolg erzielen soll. Die durch die KI erlernte effizienteste Lösung sieht 
hierbei vor, die persönlichen Dateien des Nutzers zu verschlüsseln und ihn dazu zu bringen, 
diese spielerisch zu retten, indem er verschiedene Programmieraufgaben löst. Der Spieler hat 
die Möglichkeit mit Hilfe von selbst geschriebenem Code, eine Spielfigur durch eine kleine, 
schachbrettartig aufgebaute, düstere Welt zu navigieren und sich etappenweise an sein Ziel, 
die Rettung seiner Dateien, heranzutasten. Wenn es ihm gelingt, die symbolisch dargestellte 
Datei eines jeden Levels einzusammeln, werden Dateien auf seinem Desktop entschlüsselt 
und wieder lesbar gemacht. Schafft er es nicht rechtzeitig, wird die Datei von einer anderen 
Spielfigur - einem ‚Softwarepiraten‘ - gestohlen. Sollte der Spieler in einem Level feststecken, 
kann er in einem Forum nach Hilfe suchen. Zudem hat er hat die Möglichkeit, die Level 
mehrfach zu wiederholen, sodass im Bestfall alle seine Dateien wieder freigegeben werden. 
Zugleich gewinnt er zahlreiche Programmierkenntnisse dazu, womit die KI ihre Aufgabe erfüllt 
– wenn auch auf eine bedenkliche Art und Weise. 
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5.3 Design 
Für ein besseres Verständnis des aktuellen Designs, folgt zunächst eine Übersicht der 
wichtigsten Designelemente, gefolgt von weiteren Screenshots, zur Präsentation des 
aktuellen Stands der grafischen Umsetzung.  
 
Abbildung 14: ENC#YPTED – Descriptions 0. 
Quelle: Eigene Darstellung 
 
 
Abbildung 15: ENC#YPTED - Descriptions 1. 
Quelle: Eigene Darstellung  
  
  




Abbildung 16: ENC#YPTED – Character Design. 
Quelle: Eigene Darstellung 
 
  
Abbildung 17: ENC#YPTED – Level 1. 








Abbildung 18: ENC#YPTED – Level 2. 
Quelle: Eigene Darstellung 
 
  
Abbildung 19: ENC#YPTED – Level 3. 









Abbildung 20: ENC#YPTED – Win. 
Quelle: Eigene Darstellung 
 
  
Abbildung 21: ENC#YPTED – Lose. 








Abbildung 22: ENC#YPTED – Code-Editor mit Compiler Error und Spielfenster. 
Quelle: Eigene Darstellung 
 
 
Abbildung 23: ENC#YPTED – Settings, Forum und Start Menü 









Abbildung 24: ENC#YPTED - Login Screen. 
Quelle: Eigene Darstellung 
 
 
Abbildung 25: ENC#YPTED – Code-Editor im Expertenmodus. 









Abbildung 26: ENC#YPTED – First Person View. 
Quelle: Eigene Darstellung 
 
 
Abbildung 27: ENC#YPTED – Glitch Effect. 








Abbildung 28: ENC#YPTED – Split Screen. 
Quelle: Eigene Darstellung 
 
 
Abbildung 29: ENC#YPTED – Desktop. 
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Um der Story zu entsprechen, ist sowohl das User Interface als auch die Spielwelt sehr düster 
angelegt. Grautöne dominieren das Gesamtbild, wobei einzelne Farbakzente auf nützliche 
bzw. elementare Elemente aufmerksam machen. Hierzu gehören vor allem Blautöne für 
‚normale‘ interaktionale Objekte, Grüntöne für Elemente, die etwas mit dem Spieler zu tun 
haben oder positive Meldungen darstellen bzw. Rottöne für Objekte, die vor allem Fehler, 
Gegner oder andere Elemente symbolisieren, die eine hohe Bedeutung haben. 
Das User Interface ist sehr schlicht und flach gehalten, um für wenig Ablenkungen zu sorgen 
und einer Reizüberflutung vorzubeugen. Buttons bestehen dabei größtenteils aus simplen 
Icons oder kurzen Wortgruppen. Insgesamt erinnert das virtuelle Betriebssystem sehr an 
Microsoft Windows 10, von welchem es auch inspiriert wurde.  Hintergrund dessen ist, dass 
fast acht von zehn Nutzern weltweit ein Windows Betriebssystem nutzen (vgl. StatCounter, 
2020). Da dem Anwender das Gefühl einer Simulation vermittelt werden soll, sorgt die bereits 
bekannte Softwareumgebung für einen hohen Immersionsfaktor und erfordert wenig 
Lernaufwand, womit sich mehr auf das eigentliche Ziel – Unity-Programmierung zu erlernen, 
konzentriert werden kann.  
Insbesondere das Code-Editor-Fenster, in dem programmiert wird sieht dem Design von 
Microsofts Visual Studio 2019 zum Verwechseln ähnlich. Da für die Programmierung in der 
Engine meist dieses Programm verwendet wird, soll der Anwendende beim späteren Umstieg 
vom Spiel zur realen Unity-Entwicklung möglichst wenige Aspekte umlernen müssen. Das 
Instant Help Forum ist von der Gestaltung und der Funktionalität, aus den gleichen Gründen, 
an das Unity Forum angelehnt. Zudem kürzt die Übernahme von bereits etablierten 
Designelementen die Validierung von Gestaltungsmaßnahmen, die zwar nötig, aber nicht 
Hauptgegenstand der Arbeit sind, erheblich ab. Somit kann der Fokus umso besser auf 
spezifischere Designentscheidungen gelegt werde, welche das Spielerlebnis verbessern. 
Die drei umgesetzten Level sind auf einer fliegenden Insel, mit einer Kirche und einem 
angrenzenden Friedhof errichtet. Bäume, Laternen, Grabsteine und andere Details sorgen für 
ein zwar gefülltes, aber dennoch übersichtliches Leveldesign. Dieses ist aus Low-Poly-Objekten 
(3D-Modellen mit minimaler Anzahl an Flächen) zusammengesetzt.  
In mitten der Insel steht ein animierter Low-Poly-Charakter, mit welchem sich der Spieler 
identifizieren kann. Zudem gibt es ein Piratenschiff, welches die Insel im Spielverlauf erreicht 
und ein ebenfalls animierter ‚Softwarepirat‘ versucht, die Dateien des Spielers zu stehlen. Die 
Figuren tragen Anonymous-ähnliche Masken, welche das Hacker-Setting verdeutlichen sollen. 
Sowohl das Schiff als auch der Friedhof sind mit einzelnen, teilweise flackernden Lichtquellen 
versehen, welche die düstere Atmosphäre gemeinsam mit mysteriösen Partikeleffekten 
unterstreichen und das Level lebendiger wirken lassen. Durch Chromatische Aberrationen, 
Bildschirmflimmern, Verzerrungen, hohe Kontraste und andere Post-Processing Effekte soll 
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5.4 Features 
Das essenzielle Feature des Spiels ist ein implementierter Runtime-Compiler, welcher es 
ermöglicht, den vom Spieler verfassten Code innerhalb der Laufzeit der Anwendung 
auszuführen und die Spielwelt damit zu beeinflussen.  Hierbei werden dem Anwender 
verschiedene Skripte vorgegeben, welche er an dafür vorgesehenen Stellen ergänzen muss. 
Dieses Prinzip lässt sich auch bei den vorher untersuchten Anwendungen SoloLearn, 
CodinGame und Swift Playgrounds (siehe Kapitel 3) finden. 
Diese Stellen werden optisch vom restlichen Code getrennt, sodass der Nutzer weiß, in 
welchen Bereichen er Änderungen vornehmen kann. Zudem erscheinen alle Wörter in einem 
Skript in verschiedenen Farben, welche durch ihre Funktion festgelegt sind. Klassen sind 
anders eingefärbt als Methoden, Zahlen oder Schlüsselwörter usw. Diese Erleichterung für 
den Betrachter ist auch als Syntax-Highlighting bekannt und kann in den meisten 
herkömmlichen Code-Editoren genutzt werden. 
Ähnlich wie bei Swift Playgrounds, gibt eine sog. Whitelist vor, welche Wörter vom 
Programmierenden geschrieben werden dürfen. Diese ist zudem ausführlich dokumentiert, 
sodass man genau weiß, wofür man die einzeln aufgeführten Codeschnipsel verwenden kann. 
Vom Spieler geschriebene Wörter, die nicht in der Whitelist stehen bzw. doppelt verwendet 
wurden, werden rot hinterlegt und das Skript lässt sich nicht kompilieren. Sollte versucht 
werden, ein fehlerhaftes Skript auszuführen, kommt es zu einem Compiler-Fehler, welcher 
ebenso innerhalb der Unity Engine auftreten würde. Unity erstellt in diesem Fall selbst eine 
Fehlermeldung, welche in der Konsole erscheint und für Anfänger sehr kryptisch wirken kann 
– der Fehler besteht meist aus vielen Zeilen und ist einfarbig. Aus diesem Grund wurde ein 
Feature implementiert, welches die von Unity erstellten Fehlermeldungen abfängt, ausliest 
und nur die signifikanten Informationen (was für ein Fehler tritt in welchem Skript, auf welcher 
Zeile auf) in die eigenständig entwickelte Konsole schreibt. Dabei werden Fehlermeldung 
optisch einerseits von normalen Konsolenausgaben abgegrenzt, sowie innerhalb der Meldung 
durch Farbgebung und Schriftdicke, unterschiedlich hervorgehoben. Die Konsole bietet dabei 
die gleichen Features wie die Unity-eigene Konsole, ist aber deutlich besser sichtbar und zu 
verstehen. 
Sollte dem Anwender die Whitelist nicht ausreichen, um auf die Lösung des Levels zu kommen, 
kann er im sog. Instant-Help-Forum eine Frage zu den einzelnen Etappen stellen. Diese wird 
automatisch verfasst, sodass der Spieler lernt, wie er in der Realität bei solchen Problemen 
nach Hilfe suchen kann.  Ebenfalls erhält er eine automatische Antwort, welche ihm einen 
Hinweis zur Lösung und ggf. ein Beispiel gibt. Diese Antwort kann er so lange nutzen, wie er 
das Browserfenster geöffnet lässt. Schließt er es, muss erneut gefragt werden.  
Dieses Feature soll die Kombination des Spiels mit anderen Lernmethoden, wie 
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Wenn der Spieler ein Level abschließt, indem er die animierte Spielfigur an ihr Ziel navigiert, 
hat er die Gelegenheit die wieder freigegebene Datei zu sichten. Zudem wird im Start Menü 
das nächste Level freigeschalten. 
Das Start Menü selbst ist ähnlich aufgebaut wie bei Microsoft Windows. Es besteht die 
Möglichkeit, den virtuellen Rechner herunterzufahren (Anwendung beenden), neu zu starten 
(Level und UI zurücksetzen) und verschiedene Einstellungen zu treffen. Einstellungs-
möglichkeiten umfassen Spieler-bezogene Daten wie Name und Avatar, sowie Sound- und 
Grafikeinstellungen. Der Name kann beliebig festgelegt und der Avatar im eigenen 
Dateisystem des Benutzers ausgewählt werden. Diese Personalisierung wird daraufhin im 
Login-Screen und im Instant-Help-Forum, indem er außerdem mit seinem Namen 
angesprochen wird, angezeigt. Die Spieler-bezogenen Daten geben ebenfalls Aufschluss 
darüber, an welchem Spielstand sich der Spieler gerade befindet und wie viel Hilfe er bis dahin 
benötigt hat. Durch diese Personalisierung soll eine stärkere emotionale Bindung zum 
Anwender hergestellt werden. Die Immersion wird intensiviert, wenn er seinen Avatar und 
Namen an entsprechenden Stellen sieht.  
Die Einstellungen sind dabei, genauso wie alle anderen vorhandenen Features, in Windows-
ähnlichen Fenstern angeordnet. Diese Fenster lassen sich verschieben, automatisch 
anordnen, minimieren, maximieren und schließen. Diese Funktionalitäten sind dem Nutzer in 
der Regel bereits von Microsoft Windows bekannt. Eine automatische Anordnung ist dort zwar 
auch möglich, wobei diese schwerer zu finden ist. Außerdem sind die automatischen Layouts 
für die Anwendung vorbestimmt, um stets die beste Ansicht zu ermöglichen.  
Welche Fenster geöffnet sind, sieht man in der Taskleiste am unteren Bildschirmrand. Hier 
kann man ebenfalls Einstellungen treffen, die aktuelle Uhrzeit sehen und das Start Menü 
öffnen. 
Softwareintern ist Vieles automatisiert. Um neue Level zu erstellen, wird innerhalb der Skripte 
alles nötige (Aufteilung, Lösung, Hilfe, …) mit einer eigens entwickelten Syntax festgelegt, 
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5.4.0 Technische Umsetzung 
Um einen groben Überblick über die Komplexität des Projektes zu erhalten, folgt nun eine 
vereinfachte Darstellung einzelner Objekt- und Klassenstrukturen, sowie der allgemeinen 
Vorgehensweise bei der Entwicklung. 
 
Abbildung 30: ENC#YPTED - Softwarestruktur. 
Quelle: Eigene Darstellung  
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Abbildung 31: ENC#YPTED - Auszug aus der Klassenstruktur. 
Quelle: Eigene Darstellung 
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Technisch basiert die Anwendung auf der Unity-Engine. Diese Entscheidung ist naheliegend, 
da somit die gleichen Features genutzt werden können, die ansonsten neu-programmiert 
werden müssten. 
Anwendungen in Unity basieren auf sog. GameObjects, welche wie sichtbar oder auch 
unsichtbare Objekte in einer zwei- oder dreidimensionalen Welt verstanden werden können. 
Ein GameObject kann dabei mit beliebig vielen sog. Components bestückt werden. 
Components sind Skripte, welche jede vorstellbare Funktionalität haben können – 
beispielsweise das Rendern eines Bildes, das Abspielen von Animationen oder auch die 
Simulation von Licht oder Partikeln. GameObjects lassen sich hierarchisch miteinander 
verknüpfen, welche als Eltern- und Kind-Objekte betrachtet werden können.  
Wie in Abbildung 30 erkennbar ist, bestehen die einzelnen Level aus klaren Hierarchien. Umso 
höher ein GameObject in der Hierarchie steht, desto mehr Einfluss hat es mit seinen 
Components, womit die Überschaubarkeit gewährleistet wird.  
Der Großteil aller Kommunikationen zwischen Klassen läuft über public und static Methoden 
von selbst entwickelten ‚Manager-Klassen‘ (MK) ab. ‚Nicht-MK‘ kommunizieren in der Regel 
mit diesen bzw. sind mit ihnen verknüpft. Wenn nun eine ‚Nicht-MK‘ auf eine andere ‚Nicht-
MK‘ zugreifen soll, geschieht das in der Regel über eine MK wie beispielsweise den UI-Manager 
(siehe Abbildung 31), welcher Zugriff auf alle Fenster das User Interfaces hat. Somit müssen 
nicht jede Ncht-MK von jeder anderen Nicht-MK wissen, da die MK alle Daten vereint. 
Die durchgezogenen Pfeile (siehe Abbildung 30)  beschreiben direkte Eltern-Kind-
Beziehungen, bei welchen meist auch direkte Kommunikation zwischen den Components 
stattfindet. Gestrichelte Pfeile verdeutlichen, dass Components dieser Klassen Einfluss auf 
Components der Objekte haben, auf die sie gerichtet sind. Hierbei wurde sich der Einfachheit 
halber auf wenige wichtige Verknüpfungen beschränkt. Ebenso wie die Hierarchie der 
Anwendung deutlich komplexer ist als schematisch dargestellt. Bei den Elementen, die dem 
‚LEVEL‘ übergeordnet sind, handelt es sich um sog. ScriptableObjects. Diese müssen anders als 
GameObjects nicht Teil der Spielwelt sein. Das hat unter anderem den Vorteil, dass man sie 
besser im Überblick behalten kann. In ihnen lassen sich große Datenmengen abspeichern, 
weshalb sie für die Erstellung von kleinen Datenbanken genutzt wurden. Eine solche 
Datenbank ist zum Beispiel die HelpDatabase (siehe Kapitel 6.1), welche Fragen und 
Antworten speichert oder auch der Spieler mit seinem Fortschritt und anderen Daten. 
Zusätzlich wurde bei der technischen Umsetzung mit sog. Prefabs gearbeitet. Sie sind mit 
Schablonen vergleichbar, die beliebig oft instanziiert werden können. Ein Beispiel hierfür ist 
das WhitelistField oder auch die ScriptWhitelist (siehe Abbildung 31). Es werden automatisch 
so viele ScriptWhitelists instanziiert, wie es editierbare Skripte im Code-Editor eines Levels 
gibt. Ebenso werden exakt so viele WhitelistFields instanziiert, wie es erlaubte Wörter im 
jeweiligen Skript gibt. Das Arbeiten mit diesen Prefabs hat den entscheidenden Vorteil, dass 
Änderungen eines Prefabs direkt auf alle Instanzen angewendet werden. 
Es wurde darauf geachtet alle (über 80) Skripte zukunftsorientiert, also verlässlich, optimiert 
und damit effektiv zu entwickeln, womit der Computer des Anwenders kaum durch die 
Programmlogik belastet wird. Für einen Eindruck in die Komplexität der programmierten 
Lösungen, ist im Anhang der Sourcecode des EditorManagers zu finden (siehe Kapitel 8.2). 
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5.5 Genutzte Ressourcen und Programme 
Bei der Entwicklung der überaus komplexen Anwendung wurde auf verschiedene, bereits 
vorhandene Ressourcen zurückgegriffen, um sie in der gegebenen Zeit zu realisieren. Das 
Herzstück der Anwendung basiert auf dem Roslyn C# - Runtime Compiler 20 der Firma Trival 
Interactive, welche diesen als Unity Asset anbietet. Dieses ermöglicht es, C#-Skript-Dateien 
während der Laufzeit des Programms an den Compiler zu übergeben, welcher diese dann 
kompiliert. 
Die gleiche Firma bietet auch den sog. InGame Code-Editor 21 im Asset Store an. Durch diesen 
kann ein zeilenbasierten Text-Editor mit Syntax-Highlighting erstellt werden. Für die Game-
Based-Learning Anwendung wurde ein völlig neuer und für die Anwendung speziell 
zugeschnittener Code-Editor entwickelt. Das Asset wurde hierbei nur für die Syntax-
Highlighting Funktionalität verwendet, um volle Kontrolle über die restlichen Funktionen und 
Optik des Editors zu haben. Das Syntax-Highlighting Feature des Assets ermöglicht die 
Festlegung bestimmter Wörter, welche in einer festgelegten Farbe erscheinen sollen, wenn 
sie vollständig ausgeschrieben werden. Dieses wurde zudem um eigene Methoden und 
Syntax-Abfolgen erweitert, welche hervorgehoben werden können. 
Die meisten verwendeten Icons stammen aus dem 6000+ Flat Buttons Icons Pack 22 vom Unity-
User ‚RainbowArt‘, vereinzelt wurden eigene Icons erstellt. Die verschiedenen Cursor-
Darstellungen wurden von Windows übernommen. Zudem wurden die Windows-Schriftarten 
Consolas (für Code) und Segoe UI (für alles andere) verwendet. 
Da das Feature, seinen eigenen Avatar in das Spiel zu laden einen sehr geringen Nutzen für die 
Anwendung bietet, eine Implementierung jedoch dennoch sehr aufwendig gewesen wäre, 
wurde hierbei vorläufig auf den UniFileBrowser 23 des Unity-Users Starscene Software 
zurückgegriffen. Sowohl die Darstellung als auch die Funktionalität, auf das Dateisystem des 
Benutzers zuzugreifen, wurden von diesem Asset übernommen.  
Für die Umsetzung der visuellen Darstellung eines vermeintlich gehackten Computers wurde 
der Camera Glitch Effect Shader 24 von OmniVenture Industries aus dem Unity Asset Store 
verwendet. Dieser sorgt für Chromatische Aberrationen, Noise und anderer Glitch-Effekte und 
wird zum einen dauerhaft im Post-Processing des Game-Fensters im Spiel und zum anderen 
für die akute Anzeige eines Eingriffs durch die KI eingesetzt. 
 
20/* Siehe: https://assetstore.unity.com/packages/tools/integration/roslyn-c-
runtime-compiler-142753 (Zugriff am 07.02.2020) */ 
21/* Siehe: https://assetstore.unity.com/packages/tools/gui/ingame-code-editor-
144254 (Zugriff am 07.02.2020) */ 
22/* Siehe: https://assetstore.unity.com/packages/2d/gui/icons/6000-flat-buttons-
icons-pack-64223 (Zugriff am 07.02.2020) */ 
23/* Siehe: https://assetstore.unity.com/packages/tools/input-
management/unifilebrowser-151 (Zugriff am 07.02.2020) */ 
24/* Siehe: https://assetstore.unity.com/packages/vfx/shaders/fullscreen-camera-
effects/camera-glitch-effect-shader-105220 (Zugriff am 07.02.2020) */ 
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Adobe bietet mit seinem kostenfreien Service Mixamo 25 die Möglichkeit, eigene Charaktere 
mit bereitgestellten Animationen zu versehen und diese dann zu downloaden. Die 
konzipierten, modellierten und mit einem virtuellen Skelett versehenen Spielfiguren konnten 
somit auf der Plattform hochladen, und zeitnahe hochwertige Motion-Capture-Animationen 
für diese gefunden werden.  Durch die umfangreiche Datenbank konnten dort bisher alle 
nötigen Charakter-Animationen gefunden werden.  
Alle im Spiel enthaltene 3D-Modelle und Figuren wurden eigenhändig konzipiert, modelliert 
und ggf. geriggt. Im Rahmen dieser Arbeit wurde hierbei aber zum Großteil auf 3D-Modelle 
des bereits abgeschlossenen, eigenen Mobile-Game-Projektes CHECKMATE 26 
zurückgegriffen, welche auf den Stil des Spiels angepasst wurden.  
Zur Aufwertung der Umgebung und der allgemeinen Spielatmosphäre, wurde das Asset Pack 
Epic Toon FX 27 genutzt, um für unterschiedlichste Bereiche Partikeleffekte hinzuzufügen. 
Das Sounddesign wurde größtenteils durch Audiodateien des Asset Pack Universial Sound 
FX 28 umgesetzt bzw. von CHECKMATE übernommen, dessen Sounddesign auf der gleichen 
Quelle beruht. Vereinzelt wurden auch kostenfreie Sounds von freesound.org verwendet. 
Für die sonstige Umsetzung der Anwendung wurden viele der Unity-eigenen Komponenten 
genutzt. Unter anderem Images, Scrollbars, etc. für das User Interface, oder auch Physics, 
Lights, usw. für das Leveldesign. Es wurden aber auch einige der bereitgestellten 
Komponenten bewusst nicht genutzt und andere erweitert. Beispielsweise die Buttons 
wurden neu programmiert, um komplette Kontrolle über deren Funktionalität und Darstellung 
zu haben. Zudem wurde das sog. NavMesh-System erweitert, welches die automatische 
Wegfindung von künstlichen Intelligenzen auch für sich bewegende Umgebungen 
ermöglichte. Hierbei wurde auf die Unity-eigenen NavMeshComponents 29 für 
Testanwendungen zurückgegriffen. 
Neben Unity wurden einige andere Programme für die Planung, Umsetzung und 
Dokumentation genutzt. Die grafische Umsetzung des User Interfaces wurde mit Adobe 
Photoshop realisiert. Aufgrund der einfachen und übersichtlichen Benutzung wurde Trello als 
Planungstool und GIT zusammen mit GIT Kraken für das Versionsmanagement genutzt. Die 
kostenfreie Open Source Software Blender wurde zur Modellierung und Animation der 3D-
Modelle verwendet. 
 
25// Siehe: https://www.mixamo.com/ (Zugriff am 07.02.2020) 
26 26/* Siehe: 
https://play.google.com/store/apps/details?id=com.VincentSchillerProductions.CHECK
MATE (Zugriff am 06.02.2020) */ 
27/* Siehe: https://assetstore.unity.com/packages/vfx/particles/epic-toon-fx-57772 
(Zugriff am 07.02.2020) */ 
28/* Siehe: https://assetstore.unity.com/packages/audio/sound-fx/universal-sound-
fx-17256 (Zugriff am 07.02.2020) */ 
29 /* Siehe: https://github.com/Unity-
Technologies/NavMeshComponents/tree/master/Assets/Examples/Scripts 
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6. Umsetzung des eigenen Spiels 
Wie das in Kapitel 5 beschriebene finale Spielkonzept entstanden ist und was für Schritte aus 
welchen Beweggründen nötig waren, um die Anwendung über den Zeitraum dieser Arbeit 
immer weiter zu verbessern, ist in diesem Kapitel ausführlich nachzuvollziehen. 
 
6.0 Prototyp V1 – Grundfunktionalitäten 
Zum Beginn der Arbeit sollte festgestellt werden, ob es möglich ist, in der gegebenen Zeit eine 
Anwendung zu entwickeln, welche dem Spieler die Möglichkeit bietet, eigenen C#-Code zu 
schreiben und diesen während der Laufzeit des Programms zu kompilieren um schließlich 
spielerisch Aufgaben lösen zu können.  
Compiler Auswahl 
Einen solchen Compiler selbst zu entwickeln wäre höchst komplex und in der gegebenen Zeit 
nur begrenzt umsetzbar. Somit wurde nach bereits vorhandenen Lösungen gesucht. Zwei 
mögliche Implementierungen kamen schlussendlich in Frage. Zum einen der kostenpflichtige 
Roslyn C# - Runtime Compiler der Firma Trival Interactive aus dem Unity Asset Store. Dieses 
Asset wird regelmäßig aktualisiert und verbessert.  
Zum anderen stand der kostenfreie mcs-ICodeCompiler 30 des GitHub-Users mit dem Namen 
aeroson zur Auswahl. Dieses Asset wurde zu diesem Zeitpunkt bereits über ein Jahr nicht 
aktualisiert und erhält laut Angaben des Entwicklers auch in Zukunft keine Updates mehr. 
(aeroson, 2018) Zunächst war der C# - Runtime Compiler die richtige Wahl. Nach einer 
zweiwöchigen Experimentierphase, welche zunächst viele scheinbar unlösbare Probleme 
aufzeigten, wurde entschieden zum Vergleich auf den mcs-ICodeCompiler zu wechseln. Nach 
einer etwas komplizierten Implementierung auf Grund dessen, dass es sich nicht um ein direkt 
installierbares Asset handelt und das letzte Update über ein Jahr zurücklag, schienen die 
Probleme des C# - Runtime Compiler zunächst behoben. 
Code-Editor 
Parallel zu der Compiler-Findungs-Phase wurde ebenfalls ein anderes Asset von Trival 
Interactive getestet. Der sog. InGame Code-Editor wurde als mögliche Lösung für die grafische 
und funktionelle Umsetzung des Text-Fensters, in welchem der Benutzer seinen Code 
schreiben kann, in Betracht gezogen. Als besondere Stärke von diesem, stellte sich das einfach 
zu verwendende Syntax-Highlighting heraus. Einige Features wie die automatische 
Formatierung von Zeilen oder auch die Ergänzung von Zeilennummern an der Seite, waren 
sehr fehleranfällig und bei langen Dateien performance-intensiv.  
Somit wurde eine eigene Lösung entwickelt, in welche das Syntax-Highlighting des InGame 
Code-Editors integriert wurde. Innerhalb dieses Assets wurden zudem neue Kategorien 
definiert, welche gehighlightet werden - darunter eigene Methoden und eine neue 
Kommentarfunktion, um ‚wichtige’ Kommentare von anderen abzuheben. Standardmäßig 
 
30 //Siehe https://github.com/aeroson/mcs-ICodeCompiler (Zugriff am 07.02.2020) 
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beginnt ein Kommentar in C# entweder mit ‘//’ (für Einzeiler) oder wird zwischen ‘/*’ und ‘*/’ 
(für Mehrzeiler) geschrieben. Die für die Anwendung entwickelten ‚wichtigen’ Hinweise 
beginnen mit ‘//>’ bzw. werden zwischen ‘/*>’ und ‘*/’ geschrieben und unterscheiden sich 
durch eine auffällig rote Färbung von den grünen Standard-Kommentaren. 
Der eigene Editor ist vom Design stark am Standard-Editor von Unity - Visual Studio 2019 - 
orientiert, damit sich der Benutzer beim Wechsel von Spiel zu Unity aufgrund des bekannten 
Designs kaum umstellen muss. Anfangs wurde die Darstellung sehr minimalistisch gehalten - 
flach und ohne Icons und andere ablenkende Elemente. Es wurde auf ein responsives Design 
geachtet, sodass der Editor beliebig skaliert werden kann und stets alle bedeutsamen 
Elemente sichtbar bleiben. Genauso wie im Standard-Editor können mehrere Skripte 
gleichzeitig geöffnet sein, welche in unterschiedlichen Tabs eingeordnet werden. Innerhalb 
der Skripte besteht eine intelligente Zeilenzahl-Ergänzung, welche auch nach mehreren 
tausend Zeilen die Performance nicht negativ beeinflusst.  
Zudem können unterschiedliche Code-Abschnitte festgelegt werden, welche untereinander 
dargestellt werden und sich deaktivieren, wenn sie nicht im Sichtbereich des Anwenders 
liegen, womit ebenfalls eine sehr gute Performance bei langen Skripten gewährleistet ist. 
Hierbei existieren Abschnitte, welche der Spieler nicht beeinflussen kann und andere, in 
welche er selbst hineinschreiben kann. Somit kann er elementaren Code nicht aus Versehen 
oder absichtlich verändern und sich voll und ganz auf die Bereiche konzentrieren, die für ihn 
vorgesehen sind. 
Automatisierung 
Für jedes Skript werden drei unterschiedliche, relevante Versionen erstellt. Eine fehlerhafte, 
welche durch den Spieler verbessert werden soll, eine korrigierte/gelöste und eine, die 
automatisch erstellt wird und die aktuelle Lösung des Spielers beinhaltet. Bei der Umsetzung 
wurde darauf geachtet, mit dem geringst möglichen Aufwand neue Level hinzufügen zu 
können und die Skripte automatisiert ins Spiel zu laden.  
Der Workflow gestaltete sich wie folgt: Level erstellen und benennen → Ordner mit dem 
gleichen Namen erstellen → Lösungsskript in Ordner legen und mit dem Suffix _SOLUTION.cs 
benennen → Skript duplizieren und Stellen löschen, welche der Spieler selbst lösen soll → 
Datei mit dem Suffix _CORRUPTED.cs benennen → Level starten und die fehlerhaften Skripte 
werden automatisch geladen und können auf Abruf durch die Lösungsskripte ersetzt werden. 
Alle Skripte werden zudem in einer eigen-entwickelten Syntax verfasst, um eine 
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Nachfolgend ein Beispiel, um diese Funktionalität zu veranschaulichen: 
 
Abbildung 32: Visual Studio – Code Beispiel 1. 
Quelle: Eigene Darstellung 
 
Abbildung 33: ENC#YPTED – Code Beispiel 1. 
Quelle: Eigene Darstellung 
Ein Feld innerhalb eines fehlerhaften Skripts, wird zwischen den Zeilen “#region EDIT;” und 
“#endregion EDIT;” veränderbar gemacht. Die Syntax “#region” kann in Visual Studio 2019 
genutzt werden, um Code-Zeilen in eine Gruppe zusammenzufassen, und diese für bessere 
Übersichtlichkeit ein- und auszuklappen. “EDIT” wird bei der eigenen Lösung als Schlüsselwort 
genutzt, um auch Gruppen definieren zu können, die nicht editierbar gemacht werden 
müssen. Sowohl Start- als auch Endzeile eines editierbaren Feldes, werden dem Spieler nicht 
angezeigt, sondern nur intern genutzt. 
Nachfolgend wurden ebenfalls Skripte mit der Endung _PROTECTED.cs ermöglicht, welche 
simultan wie die fehlerhaften Skripte geladen werden, allerdings nicht mehr vom Spieler 
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Daraufhin folgte die Implementierung der eigenen Konsole, welche ebenfalls responsiv 
skaliert werden kann. Zudem wurde bereits eine Möglichkeit entwickelt, Konsolenausgaben, 
die von Unity oder dem Compiler erstellt werden, abzufangen, um nur die signifikanten 
Informationen herauszufiltern und dem Spieler in unterschiedlicher Farbdarstellung 
anzuzeigen. 
Compiler Wechsel 
Im weiteren Verlauf ergaben sich schwerwiegende Probleme mit dem mcs-ICodeCompiler, da 
durch die weit zurückliegende Version einige neue Methoden nicht verwendet werden 
konnten. Aus diesem Grund sollte der C# - Runtime Compiler eine zweite Chance bekommen. 
Da die Umstellung des Compilers irreparable Konsequenzen für den derzeitigen Stand der 
Anwendung gehabt haben könnte, wurde eine Version-Management-Lösung benötigt, um im 
weiteren Entwicklungsverlauf bei Problemen immer wieder auf vorherige Versionen 
zurückfallen zu können. Hierbei wurde sich für GIT entschieden, da es das bekannteste 
Version-Control-Tool auf dem Markt ist und auch von großen Konzernen verwendet wird 
(Leiby, 2019). GIT Kraken wird zudem als grafisches Benutzerinterface genutzt. 
Nachdem der Umstieg auf den C# - Runtime Compiler erfolgreich war, galt es die ursprünglich 
festgestellten Probleme damit zu beheben. Über das Unity-Forum kam direkte Hilfe vom 
Entwickler des Assets, womit der folgende Prototyp einsatzbereit gemacht wurde. 31  
 
 
Abbildung 34: ENC#YPTED - Prototyp V1. 
Quelle: Eigene Darstellung  
 
31 //Vollständiger Foren-Beitrag im Anhang (8.3 – Foren Beitrag #0) 
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6.1 Prototyp V2 - Erweiterungen 
Beim klassischen Programmieren hat der Programmierende unzählige Möglichkeiten für die 
Lösung der ihm gestellten Aufgaben. Dieser Umstand lässt Raum für Kreativität und 
Motivation, weshalb dieser Ansatz beibehalten werden sollte. Durch Selbsttests wurde jedoch 
schnell festgestellt, dass ohne jegliche Art von Eingabe-Einschränkung zu schwerwiegenden 
Sicherheitsproblemen herbeigeführt werden. Der Umstand, dass die Möglichkeit besteht 
“echten Code” schreiben zu können, der zwar innerhalb des Spiels ausgeführt wird, aber 
genauso auf Dateien und Systeme außerhalb der Anwendung zugreifen kann, sorgt dafür, dass 
das Spiel oder elementare Systemdateien, wenngleich unabsichtlich, unwiderruflich zerstört 
werden könnten.  
Blacklist 
Da das Roslyn C# - Runtime Compiler Asset die Möglichkeit bietet, Klassen und Methoden zu 
definieren, welche nicht kompiliert werden dürfen, schien dieser Missstand schnell behebbar 
zu sein, indem bekannte, sicherheitsrelevante Begriffe dort ergänzt wurden. Im Falle eines 
sicherheitsrelevanten Kompilierung-Versuchs, gibt das Asset eine Fehlermeldung zurück. Die 
Konsole wurde daraufhin, um eine gefilterte und übersichtlich gehighlightete Ausgabe eines 
solchen Fehlers, erweitert. Um andere Sicherheitslücken zu schließen, die nicht direkt im 
Compiler Asset definiert werden können, sollte eine sog. Blacklist (Liste gesperrter Begriffe) 
implementiert werden, welche die betreffenden Wörter löscht, sobald sie ausgeschrieben 
werden, sodass eine Kompilierung deren unterbunden wird.  
Hierfür wurde prototypisch das BadWordFilter-Skript 32 des YouTubers InfoGamer verwendet, 
welches eigentlich für Chats oder ähnliche Mensch-zu-Mensch Kommunikation verwendet 
werden kann, um Schimpfwörter zu unterbinden. 
User Interface 
Das Design wurde im weiteren Verlauf erweitert und so angelegt, dass man zukünftig 
unterschiedliche Themes (Veränderbares Gestaltungsschema) ohne großen Aufwand 
implementieren kann. Zudem wurde ein Level erstellt, welches geladen wird, sobald man das 
Spiel startet. Hierbei handelt es sich um einen Login-Screen, welcher Ähnlichkeiten mit dem 
Microsoft Windows Login-Screen aufweist. Der Nutzer hat die Möglichkeit, sich anzumelden 
und seinen aktuellen Spielstand zu laden. Bis zu diesem Zeitpunkt war das eigentliche Level 
nur im dreidimensionalen Raum der Engine zu sehen. Da dieser in Unity vom 
zweidimensionalen Raum des User Interfaces getrennt ist, wurde eine Lösung entwickelt, 
welche die dreidimensionale Welt aufzeichnet und auf eine zweidimensionale Fläche im User 
Interface projiziert. Dadurch ist es fortan auch möglich, das Level als verschieb- und 
skalierbares Fenster zu verwenden. Da das ursprüngliche Konzept eine Levelauswahl über ein 
fiktives E-Mail-Programm vorsah, durch welches ein vermeintlicher Hacker mit dem Spieler 
kommuniziert, wurde die Grundstruktur in Form eines einfachen Fensters erstellt. In diesem 
 
32/*Blog zum Skript: https://www.infogamerhub.com/bad-word-filter-asset-for-unity/ 
(Zugriff am 07.02.2020) */ 
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bestand die Möglichkeit, zwischen den Level zu wechseln. Da der Spieler das Gefühl vermittelt 
bekommen soll, dass der fiktive Computer gehackt ist, sollten verschiedene Bildverzerrung- 
und Farbverschiebung-Effekte das User Interface überlagern können. Dies ist nur möglich, 
wenn es sich im dreidimensionalen System der Engine befindet. Daher erfolgte eine 
Umprogrammierung einiger Funktionalitäten der Fenster, um im dreidimensionalen Raum zu 
funktionieren. Seit diesem Zeitpunkt exisitiert eine Kamera, welche die 3D-Spielwelt filmt und 
auf das Bild auf das User Interface projiziert und eine die das User Interface filmt und auf dem 
Display des Spielers anzeigt. 
Der Anwender sollte mit seiner Maus innerhalb der Spielwelt interagieren können, womit 
folgendes Problem entstand. Da das Level auf ein frei skalier- und transformierbare 
Spielfenster des User Interfaces projiziert wird, entspricht die Mausposition innerhalb dieser 
Projektion nicht der Mausposition auf dem realen Display des Anwenders. Somit wurde eine 
Methode entwickelt, diese Positionsdaten in einander umzurechnen. Das mathematische 
Problem und dessen entwickelte Lösung ist im Anhang (Kapitel 8.2) zu finden, um als Beispiel 
für die komplexen Probleme einer solchen Entwicklung zu dienen.  
Ebenso wurden die neuen Features - minimieren, maximieren und schließen zu den Fenster-
Köpfen hinzugefügt und mit Icons ergänzt. Zudem kam die von Windows Nutzern favorisierte 
Funktion des Andockens von Fenstern an den Bildschirm-Rändern (‚Snapping‘), was zu einer 
automatischen Zweiteilung des Layouts sorgt. Danach folgte die Erstellung des Einstellungs-
Fensters, in welches frühzeitig Sound- und Benutzer-Einstellungen integriert wurden. Der 
Anwender sollte die Möglichkeit erhalten, einen Avatar von seiner Festplatte ins Spiel zu 
laden. Solange man sich in Unity befindet, lässt sich dies relativ einfach umsetzen. In der 
exportierten Anwendung funktionieren die dafür bereitgestellte Methoden der sog. 
EditorUtility jedoch nicht, weshalb im Unity Store auf das Asset UniFileBrowser von Starscene 
Software zurückgegriffen wurde, da die gewünschte Funktionalität schnell und zuverlässig 
ermöglicht wird. Aufgrund des niedrigen Stellenwerts bei der Benutzung der Anwendung, 
wurde auf eine grafische Anpassung des Assets zunächst verzichtet. Ein weiteres Problem, 
welches nur in der ausführbaren Anwendung bestand, sorgte dafür, dass gespeicherte 
Spielstände und Einstellungen beim Neustarten des Spiels zurückgesetzt wurden. Diese Daten 
werden in der Anwendung in ScriptableObjects geschrieben, um sie besser zugänglich und 
unabhängig von einzelnen Levels zu machen. Für die Lösung wurde ein Skript 33 des GitHub 
Users northy179 genutzt. Dieses schreibt geänderte ScriptableObjects in Dateien, welche beim 
Neustart geladen werden können. 
Da die Levelauswahl neben dem Editor-, Spiel- und Browserfenster unnötigen Platz einnahm, 
wurde diese in das Windows-ähnliche Start Menü verschoben. Die veränderte Story sah 
demnach auch keine Kommunikation des Hackers über ein E-Mail-Programm mehr vor.  
 
 
33/* Source Code unter: 
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Forum 
Neben der Verbesserung von Fehlermeldungen in der Konsole, wurde die mögliche 
Transformieren von Fenstern weiterentwickelt. Hierbei wurden unter anderem von Windows 
bekannte Cursoränderungen implementiert, wodurch die Skalierbarkeit des Betriebssystems 
für den Nutzer intuitiv verstanden werden kann. 
Zudem wurde im nächsten Schritt ein weiteres Haupt-Feature der Anwendung umgesetzt. Ein 
Browserfenster in welchem der Nutzer Hilfe in Form von Forenbeiträgen zu den gestellten 
Aufgaben erhält. Dieses ist über Fragezeichen-Felder im Editor-Fenster erreichbar. Durch 
Klicken des dazugehörigen Feldes, öffnet sich ein neuer Forenbeitrag und eine 
themenbezogene Frage wird automatisch hinein getippt. Im Anschluss wird automatisch eine 
Antwort ausgegeben (siehe Abbildung 35). Hierdurch soll der Spieler lernen, wie er 
Suchmaschinen und Foren im Programmier-Alltag effektiv für sich nutzen kann. Für die 
Automatisierung dieses Features, wurde die Syntax in einem fehlerhaften Skript um ein HELP 
Schlüsselwort erweitert. Der Start eines editierbaren Feldes wurde fortan mit “#region EDIT | 
HELP: [Question];” definiert, wobei “HELP: ” von einer einzigartigen Wortgruppe gefolgt wird, 
welche mit einer Datenbank von den selbst geschriebenen Foren-Beiträgen abgeglichen wird 
und somit die richtigen Antworten zurückgeben kann. 
  
Abbildung 35: ENC#YPTED – Syntax, Help Database und Forum - Beispiel. 
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Im Forum wird der Spieler mit dem von ihm definierten Namen angesprochen. Zudem erhöht 
sich mit jeder Frage die Post-Anzahl des Benutzers, um eine Vergleichbarkeit von Spielern 
untereinander zu ermöglichen. Sollte das Browser-Fenster geschlossen oder ein neues Level 
geladen werden, muss der Nutzer die Fragen bei Bedarf noch einmal neu stellen. 
Levelentwicklung 
Nachfolgend wurde eine Art Lehrplan anhand des Buches „Spiele entwickeln mit Unity 5: 2D- 
und 3D-Games mit Unity und C# für Desktop, Web & Mobile“ von Carsten Seifert erarbeitet, 
wobei jedes relevante Thema ein eigenes Level bekommen sollte. Über 20 Level hätten 
demnach erstellt werden müssen, um nur die Basics von C# zu behandeln. In jedem dieser 
Level müssten unterschiedliche Ziele definiert werden, da ohne Grundlagenwissen erst 
langsam neue Features, welche vor allem die grafische und logische Gestaltung der Level 
betreffen, eingeführt werden können.  
Um relativ einfach neue Bedingung für die Level hinzufügen zu können, wurde der sog. 
Condition Checker entwickelt. Dieses generische Skript ermöglichte es, beliebige Abfragen wie 
„Wurde ein Text mit dem Inhalt x in die Konsole geschrieben?“ oder „Ist die Farbe des Würfels 
rot?“, usw. zu definieren. Jede Bedingung ist dabei für den User als roter Text im Spielfenster 
sichtbar. Wenn eine der Bedingungen erfüllt wurde, änderte sich ihre Farbe zu grün bzw., 
wenn alle erfüllt werden, kann das Level beendet werden. Ein ähnliches Konzept lässt sich 
beim in Kapitel 3.4 beschriebenen CodinGame entdecken. 
Zwei Level wurden für die anstehenden User Experience Tests vorbereitet. Das erste 
beschäftigte sich mit dem Thema ‚Kommentare‘. Hierbei sollte der Proband eine einfache 
Konsolenausgabe hervorrufen, indem er eine auskommentierte Funktion wieder kompilierbar 
macht. Hierfür musste er nur die Kommentar-Syntax von C# (‚//‘) entfernen und den Code 
ausführen. Ansonsten wurde das Level nur auf das notwendige Klassenkonstrukt von C#/Unity 
beschränkt, um so wenig Reize wie nur möglich zu sorgen. Im Spielfenster selbst gab es keine 
grafischen Elemente, da diese bereits für Anfänger unverständliche Codezeilen bedeuten 
würden. Im zweiten Level wurde ein grüner Würfel zur Spielwelt hinzugefügt. Die Aufgabe war 
es, den Würfel durch das Austauschen einer Variablen rot einzufärben. Auch dieses Level 
umfasste demnach nur das Abändern einer Zeile. 
Das Hinzufügen neuer Level verlangte die weitere Automatisierung der Level-Erstellung, um 
die schnelle Erweiterbarkeit aufrecht zu erhalten. Um eine automatische Zuweisung eines 
Skripts auf ein GameObject im Level zu erreichen, wurde die eigens entwickelte Syntax 
innerhalb der Skripte erweitert. In die allererste Zeile musste fortan die Hierarchie angegeben 
werden, unter welcher das Objekt zu finden ist (siehe Abbildung 36). Dementsprechend wurde 
eine Methode entwickelt, diese Schreibweise auszulesen und das entsprechende GameObject 
zurückzugeben. Diese Zeile des Skripts wird anders als bei den EditorFields nicht ausgeblendet, 
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Abbildung 36: ENC#YPTED - Prototyp V2 Level 1 mit Lösung. 
Quelle: Eigene Darstellung 
 
Abbildung 37: ENC#YPTED - Prototyp V2 Level 2 mit Start Menü. 
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6.2 Prototyp V3 - UX-Tests  
Im Rahmen dieser Arbeit wurden zehn User Experience Tests durchgeführt, deren 
ausführliche Protokolle im Anhang (8.3) zu finden sind. Die Tests fanden in unterschiedlichen 
Entwicklungsstadien statt und dienten der Evaluierung der zuvor hinzugefügten, veränderten 
oder erweiterten Features.  
Allen Probanden wurde im Vorhinein die Story erklärt, sowie darauf hingewiesen, dass sie eine 
Aufgabe lösen müssen, welche im Spielfenster zu sehen ist und, dass der Code-Editor für die 
Lösung dieser Aufgabe genutzt werden muss. 
Im Anschluss wurden die Testpersonen ohne weitere Informationen gebeten, das Level zu 
lösen. Hierbei wurden sie bei ihrem Umgang mit der Anwendung beobachtet und nach ihrer 
User Experience befragt. Wenn Fragen aufkamen, wurden diese beantwortet und die 
Kernprobleme notiert, um mit der Zeit intuitive Lösungen für Probleme zu finden. Die 
aufbereiteten Protokolle der UX-Tests sind im Anhang (Kapitel 6.2) zu finden, wobei die 
Reihenfolge der Auffälligkeiten dem chronologischen Auftreten beim Test entsprechen. 
Auffälligkeiten, die mehrmals auftraten, sind entsprechend der Legende am Anfang von 
Kapitel 6.2 zu erkennen.  
Auf Grundlage der gewonnenen Erkenntnisse wurde die Anwendung demnach iterativ 
verbessert und weiterentwickelt.  
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6.2.0 UX-Test #1 vom 13.11.2019 (Entwicklung bis UX-Test #2)  
Beim ersten Tester der Anwendung handelte es sich um einen 29-jährigen Concept Designer, 
welcher zudem im Bereich XR Research arbeitet und zum Zeitpunkt des Tests keinerlei 
Programmiererfahrung besaß. Die Befragungsdauer betrug ungefähr eine dreiviertel Stunde 
und war darauf ausgelegt, vorhandene Features zu validieren und weitere zu finden. 
Überdenken der Zielgruppe 
Neben einigen ästhetischen Verbesserungswünschen war vor allem zu erkennen, dass die 
gegebene Entwicklungsumgebung zu kompliziert ist, um von jemandem, der noch nie eigenen 
Code geschrieben hat, verstanden zu werden. Aufgrund dieser Erfahrung und der eigenen 
Einschätzung, musste nachfolgend das Vorhaben, über 20 unterschiedliche Level nur zu den 
Basics von C# zu erstellen, um dann das eigentliche Thema - Unity-Programmierung zu 
behandeln, aus folgenden vier Gründen überdacht werden.  
Zeit, Spaß, Ästhetik und Erfolg. Eine solche Quantität an Levels wäre in der gegebenen Zeit 
höchstens mit extremen Qualitätseinbußen umsetzbar. Zudem wäre es bedenklich, ob die 
Level überhaupt genügend Spielspaß bieten könnten, um den Nutzer langfristig motiviert zu 
lassen. Aufgrund der nötigen geringen Komplexität, könnte ein Level kaum über 
Konsolenausgaben und kleine Änderungen an Objekten hinaus gehen. Dadurch würde auch 
der künstlerische Anspruch der Arbeit sinken, da die Möglichkeiten zur ästhetischen 
Umsetzung sehr eingeschränkt wären. Selbst unter optimalen Bedingungen ist ebenfalls 
fraglich, ob die Aufgaben von Anfängern verstanden werden könnten, da bereits für 
Konsolenausgaben ein für Anfänger scheinbar kompliziertes Konstrukt von Klassen und 
Methoden benötigt wird. 
Somit wurde entschieden, die Zielgruppe der Anwendung abzuändern. Anstelle von 
Programmieranfängern, sollte sich das Spiel von diesem Zeitpunkt an auf bereits erfahrene 
Programmierer richten, welche das Coden in der Unity Engine erlernen wollen. Über diesen 
Weg lassen sich alle der vorher beschriebenen Problematiken lösen. Zum einen kann die 
Levelanzahl drastisch gesenkt und sich zum anderen im Rahmen Arbeit auf wenige 
Themengebiete beschränkt werden. Somit können in einer deutlich kürzeren Zeit sowohl 
ästhetische als auch Spaß erweckende Level entwickelt werden und der mögliche Lernerfolg 
einfacher sichergestellt werden. 
Zudem wurde die vorher entwickelte Abfrage von Bedingungen zum Beenden eines Levels 
verworfen, da durch den Wechsel der Zielgruppe ein für jedes Level individuelles Ziel 
überflüssig ist und somit eine einfachere, effektivere und besser automatisierte Lösung 
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CHECKMATE Assets 
Als erste Maßnahme zu der UX-basierten Konzeptänderung, sollte das Spiel durch animierte 
Charaktere erweitert werden, um den ästhetischen Wert zu steigern und zum anderen eine 
emotionale Bindung des Spielers mit der Anwendung zu unterstützen. Dies sollte sich 
außerdem positiv auf den Spielspaß und damit die Motivation zum Lernen auswirken. Einfache 
Konsolenausgaben oder das ändern einer Farbe waren dem Tester zu langweilig, was nicht 
verwunderlich ist, da der Gamification-Faktor davon nicht hoch ist. Konsolenausgaben 
betrachten ist eben genau das, was sich viele unter trockenem Programmieren vorstellen. 
Um dies zu erreichen, wurden Figuren eines bereits vor dieser Arbeit fertiggestellten, eigenen 
Mobile Games importiert.  Das 2017 entwickelte CHECKMATE verknüpft die Spielprinzipien 
Schach und Tower Defense miteinander und richtet sich vor allem an Kinder ab 6 Jahren. Der 
dort gegebene Low-Poly-Stil lässt sich gut mit der im Rahmen dieser Arbeit entwickelten 
Anwendung in Einklang bringen.  
Mit der Verwendung, dieser bereits vorhandener Ressourcen, sollte vor allem Zeit gespart und 
der ästhetische Wert der Anwendung erhöht werden, um sich gleichzeitig mehr auf die 
Funktionalitäten und Level-Ideen konzentrieren zu können. Um einen Hacker-Look zu 
erreichen wurden die Figuren monochrom eingefärbt - grün für Spieler und rot für Gegner.  
Bewegungssteuerung und Level-Ziel 
Nachfolgend sollte die Spielerfigur beweglich gemacht werden, um dafür zu sorgen, dass sich 
der Anwender besser mit ihr identifizieren kann und um für eine gewisse Kontinuität zwischen 
den einzelnen Levels zu sorgen. Die entwickelten Bewegungsmöglichkeiten umfassten 
vorwärts, rückwärts, nach rechts und nach links laufen. Da geplant war, die Kamera orbital um 
das Level rotieren zu können, wurde dieses System schnell als verwirrend empfunden – „Wo 
ist vorne, wenn der Betrachter durch die Kamera mal in eine andere Richtung schaut?”. 
Zeitgleich wurde das Programmierspiel im Kapitel 3.3 untersuchte Swift Playgrounds entdeckt, 
welches ähnliche Features, wie das im Rahmen dieser Arbeit erarbeitete aufwies und für die 
weitere Entwicklung der Anwendung einen erheblichen Einfluss hatte. In den dortigen Levels 
muss die Spielfigur über schachbrettartig aufgebaute Level navigiert werden, um sog. Gems 
einzusammeln. Der Spieler kann über Swift-Befehle bewegt werden und mit seiner Umgebung 
interagieren.  
Dort wurde die Bewegungssteuerung deutlich besser gelöst und somit in die eigene Lösung 
integriert. Anstelle von vor, zurück, nach rechts und links laufen, kann man den Spieler fortan 
in 90-Grad-Schritten nach rechts und links drehen oder vorwärtsbewegen, womit der 
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Ebenso wurde das Ziel der Level überdacht. Durch den Zielgruppenwechsel war es nicht mehr 
nötig für Grundlagen spezifische Ziele zu setzen. Unter Bedacht der Erweiterbarkeit, sollte 
daher ein einheitliches Ziel für jedes Level festgelegt werden – und zwar das Einsammeln der 
gehackten Daten. Hierdurch wurde der Condition Checker überflüssig und wieder verworfen. 
Konsolenausgaben 
Während eines UX-Tests stellte sich heraus, dass Fehlermeldungen in der Konsole einer 
ausführbaren Anwendung andere Stacktraces (Aufrufkaskade, die zu dem Fehler führt) als im 
Editor der Engine angeben. Wenn man in Unity eine ausführbare Anwendung erstellt 
(‚builden‘), lassen sich verschiedene Fehlerprotokoll-Typen (Log-Types) wählen. Es besteht die 
Möglichkeit einen sog. Development Build zu erstellen, wodurch die gleichen 
Fehlermeldungen wie im Editor ausgegeben werden. Dieser Modus ist ausschließlich für den 
Entwicklungsprozess vorgesehen und sorgt für eine zusätzliche Konsole und ein sichtbares 
Wasserzeichen mit dem Text ‚Development Build‘ in der unteren rechten Bildschirmecke. Die 
Konsole lässt sich mit wenigen Zeilen Code verbergen, das Wasserzeichen jedoch nicht. Die 
Recherche nach einer Möglichkeit, dieses entweder zu entfernen oder die Log-Meldungen 
anders ausgeben zu lassen, war nicht erfolgreich, weshalb erneut eine Frage im Unity Forum 
gestellt wurde. 34 
Bis dato folgte auf diese Frage keine Antwort, weshalb bis auf weiteres das Wasserzeichen zu 
sehen bleibt. Währenddessen auf eine Antwort gewartet wurde, konnte ein guter Eindruck 
von typischen Fragestellungen im Forum gewonnen werden. Eine von ihnen war ein 
klassisches Beispiel, weshalb eine gut formatierte Konsolenausgabe entscheidend für deren 
Verständnis und schließlich die Lösung des Problems ist. Grundlegend wird nach einem 
einfachen Syntaxfehler gefragt, der durch die, im Rahmen dieser Arbeit entwickelte Lösung, 
eventuell hätte vermieden werden können. 35 
Downgrade auf Unity 2019.2.14f1 
Als nachfolgend versucht wurde den Bewegungsablauf mit dem C# Runtime Compiler zu 
nutzen, kam es zu Kompilierungsfehlern, welche nicht ohne großen Mehraufwand behoben 
werden konnten.  
Somit wurde erneut Kontakt mit dem Entwickler des Assets aufgenommen. Auch hierbei 
konnte dieser schnell weiterhelfen. 36 Zudem wurde festgestellt, dass das Asset nicht 
hundertprozentig mit der zu diesem Zeitpunkt aktuellen Unity Version 2019.3.0b6 kompatibel 
war. Dieser Umstand sorgte für irreparable Änderungen der Anwendung. Glücklicherweise 
konnte durch GIT auf eine vorher gespeicherte Version des Spiels zurückgegriffen werden, 
womit ein Downgrade auf Version 2019.2.14f1 der Engine folgte und auch die letzten Fehler 
der Bewegungssteuerung verschwanden. 
 
34 //Vollständiger Foren-Beitrag im Anhang (8.3 – Foren Beitrag #1) 
35 //Vollständiger Foren-Beitrag im Anhang (8.3 – Foren Beitrag #2) 
36 //Vollständiger Foren-Beitrag im Anhang (8.3 – Foren Beitrag #3) 
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Blacklist wird zur Whitelist 
Beim Selbsttest des neuen Levels, stellte sich heraus, dass die vorher konzipierte Blacklist bei 
weitem nicht ausreicht, um die Anwendung sicher und verständlich gestalten zu können. Zum 
einen ist es fast unmöglich, alle gefährdenden Funktionen auf einer Blacklist zu vereinen, da 
es auch für diese unzählige andere Möglichkeiten der Umsetzung gibt. Zum anderen kann eine 
theoretisch korrekte Umsetzung der Aufgaben nicht zum gewollten Lernerfolg führen. 
Aufgrund der gegebenen Freiheiten kann sich der Spieler den für ihn angenehmsten Weg zur 
Lösung aussuchen. Folgend ein Beispiel welches das Problem daran beschreibt: 




Es sollen Unity-eigene Funktionen und das Unity-eigene 
Animationssystem genutzt werden, um den Spieler über das 
Spielfeld zu navigieren und den Gegenstand zu erreichen. 
Einfachere Lösung 1 
(Umsetzbar ohne Unity-
Wissen) 
Der Spieler bewegt sich nicht auf das Feld des Gegenstands, 
sondern setzt seine Position für den Bruchteil einer Sekunde auf 
diesen und sammelt ihn somit ein. 
Einfachere Lösung 2 
(Umsetzbar ohne Unity-
Wissen) 
Die Variable, welche speichert, ob der Gegenstand 
eingesammelt wurde, wird einfach auf wahr gesetzt, ohne den 
Spieler zu bewegen. 
Einfachere Lösung x 
(Umsetzbar ohne Unity-
Wissen) 
Die Position des Gegenstands wird einfach auf die Startposition 
des Spielers gesetzt, wodurch er genauso eingesammelt wird. 
Tabelle 6: Problematik einer Blacklist. 
Quelle: Eigene Darstellung 
Auch wenn das Level somit zwar geschafft wäre, lernt der Spieler nichts über Unity und diese 
Arbeit wäre überflüssig. 
Die finale Überlegung sah auf einen Umstieg auf eine sog. Whitelist vor. Im Gegensatz zur 
Blacklist, erlaubt die Whitelist nur vorher festgelegte Wörter. Somit wird dem Spiel zwar der 
anfangs beschriebene Aspekt von unzähligen möglichen Lösungen eines Problems und der 
damit verbundenen Freiheit entzogen, allerdings zu Gunsten der Sicherheit und des 
Lernerfolgs. Zudem kann der Spieler damit besser durch die Level geleitet und einer 
Überforderung vorgebeugt werden, da er die möglichen Eingabemöglichkeiten sieht und sich 
die Lösungen besser erschließen lassen.  
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Die genaue Umsetzung der Whitelist wurde durch Swift Playgrounds inspiriert. Dort ist diese 
balken-artig unter der Code-Eingabefläche angelegt und besteht aus klickbaren Methoden-
Blöcken. Eine ähnliche Position wurde für die eigene Anwendung übernommen. 
Intern funktioniert die eigens-entwickelte Whitelist folgendermaßen: Alle geschriebenen 
Wörter eines Input-Fields werden voneinander getrennt (an jeder Punktation) und in eine 
Liste gespeichert. Diese Liste wird bei jeder neuen Eingabe mit zwei extra angelegten Listen 
von erlaubten Wörtern verglichen. Die erste Liste enthält blau eingefärbt dargestellte Wörter, 
welche nur einmal verwendet werden dürfen. Die Wörter der zweiten Liste können 
unterschiedlich oft verwendet werden und sind schwarz eingefärbt.  Sollte ein Wort des 
InputFields nicht enthalten sein, wird es nicht freigegeben und erhält eine rote Hinterlegung 
(siehe Abbildung 38). 
Neben diesem Feature wurden weitere kleinere Änderungen implementiert, welche sich im 
Anhang 8.2 nachlesen lassen. Um die umgesetzten Verbesserungen zu validieren und ggf. zu 
erweitern, wurden weitere UX-Tests initiiert. 
  
Abbildung 38: ENC#YPTED - Prototyp für UX-Test 2. 
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6.2.1 UX-Test #2 vom 27.11.2019 (Entwicklung bis UX-Test #3) 
Der zweite UX-Test wurde von einem 35-jährigen Professor der Medieninformatik 
durchgeführt, welcher weitreichende Kenntnisse im Bereich der objektorientierten 
Programmierung vorweisen kann. Die neu entwickelten Features und Lösungen zu den 
Problemen des ersten Tests wurden während der 45-minütigen Befragung sehr gut 
aufgenommen. Der Versuch einer eigenständigen Lösung der Programmieraufgaben wurde in 
diesem Test nicht durchgeführt. Der ausführliche Bericht zur Befragung ist im Anhang (0) zu 
finden. 
Allgemeine Verbesserungen 
Auf Basis seines Feedbacks wurde vorrangig die Whitelist verbessert und übersichtlicher 
gestaltet. Aufgrund dessen, dass das Level als zu weitläufig empfunden wurde und mehr 
Gamification-Elemente enthalten sein sollten, wurde das Leveldesign grundlegend 
weiterentwickelt. Für ein besseres Nutzungs-erlebnis wurde vorher eine Kamera-Steuerung 
programmiert, welche fortan dafür sorgt, dass sie orbital um die Level-Szenen bewegt werden 
kann, indem die Maus im gedrückten Zustand verschoben wird. Somit wird die Szene und die 
darin gestellten Aufgaben perfekt von allen nötigen Winkeln einsehbar. 
Leveldesign 
Die Spielwelt wurde zudem verkleinert und durch weitere Modelle von CHECKMATE ergänzt. 
Der Spieler sollte nun die Möglichkeit bekommen, mit seiner Umwelt zu interagieren. Hierfür 
wurde ein weiteres Skript hinzugefügt, in welchem der Anwender Zugriff auf die Steuerung 
eines Tors hat, welches sich öffnen soll, sobald die Spielfigur auf einer Druckplatte steht. 
Hierfür muss der Spieler das Unity-eigene Physics-System verstehen und benutzen. Dieses 
sollte neben dem Öffnen des Tores auch zum Einsammeln der Dateien verwendet werden, 
womit sich das zuerst erstellte Level um sog. Trigger- und Collision-Detection drehen sollte 
und demnach auch benannt wurde. 
Emotionen 
Zudem sollte nachfolgend der Zusammenhang zwischen der emotionalen Bindung des 
Spielenden zu seiner Figur und seine Motivation untersucht werden. Der Befragte ging davon 
aus, dass Fehler durch „Eye-Candy“ belohnt werden sollten, um den User nicht zu frustrieren, 
sondern eher zu motivieren, neue Lösungsansätze auszuprobieren. Diese Idee wurde 
folgendermaßen prototypisch in die Tat umgesetzt: Versucht der Spieler, seine Figur durch 
das Tor zu navigieren, währenddessen dieses noch geschlossen ist, bleibt sie stehen, stampft 
mit dem Fuß und macht eine lustig anzusehende, enttäuschte Handbewegung. Dieses Feature 
sollte im weiteren Verlauf zur Untersuchung des Motivationspotentials durch 
Charakteranimationen genutzt werden. 
Zur Validierung dieser und anderer Änderungen, welche im Anhang bei UX-Test #2 
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Abbildung 39: ENC#YPTED - Prototyp für UX-Test 3. 
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6.2.2 UX-Test #3 vom 06.12.2019 (Entwicklung bis UX-Test #4) 
Die dritte Befragung wurde während eines Stammtisches des Gaming und E-Sports-Vereins 
404 Multigaming e.V. durchgeführt. Drei freiwillige Medieninformatikstudenten im Alter 
zwischen 19 und 25 Jahren konnten durch kleinere Projekte bereits Grundlagenwissen in Unity 
vorweisen. Der Test dauerte circa eine Stunde und die Befragten waren sichtlich motiviert, 
das Level zu lösen. Das Feedback diente hauptsächlich der Überprüfung und Verbesserung der 
Funktionalität und Gestaltung der Whitelist. Hierbei kristallisierten sich zwei Hauptprobleme 
heraus. Sowohl die Verständlichkeit als auch die Übersichtlichkeit waren zu diesem Zeitpunkt 
unbefriedigend für die Anwender. 
Verbesserung der Übersichtlichkeit der Whitelist 
Zur Verbesserung der Übersichtlichkeit wurden nachfolgend die vorher auf einer Zeile 
zusammengequetschten Wörter auf zwei Zeilen verteilt. Unten diejenigen, die man unendlich 
oft benutzen kann und oben die, welche nur einmal eingegeben werden dürfen. Zudem 
wurden Zahlen, einzelne Buchstaben (welche vor allem für eigene Variablen genutzt werden 
können) und Satzzeichen in eben diese Gruppen (0-9, a-z, punctuation) zusammengefasst, was 
die Whitelist erheblich verkürzte. Zudem wurden zum Zeitpunkt des Tests alle erlaubten 
Wörter aus allen Skripten, welche vorher händisch in eine separate Datei eingetragen werden 
mussten, dauerhaft angezeigt. Die weiterentwickelte Lösung zeigt nun nur die Eingabe-
Möglichkeiten des aktuell geöffneten Skripts an, was für eine erneute drastische Verkürzung 
sorgte. Um dieses Feature zu ermöglichen und die Anwendung weiter zu automatisieren, 
wurde eine Lösung entwickelt, welche die Whitelist automatisch aus dem jeweiligen Lösungs-
Skript mit der Endung ‚_SOLUTION.cs‘ generiert. Hierbei wird die Lösungsdatei zunächst auf 
die Stellen untersucht, auf welche der Spieler Einfluss hat. Daraufhin werden die darin 
enthaltenen Lösungen in ihre Bestandteile aufgeteilt und in eine Liste geschrieben, welche 
dem Spieler in der Whitelist angezeigt wird. Da geschützte Skripte keine Eingabemöglichkeit 
bieten, wird bei diesen auch keine Whitelist angezeigt. 
Verbesserung der Verständlichkeit der Whitelist 
Die Verständlichkeit wurde vom Probanden auss zwei Standpunkten kritisiert – einerseits, wie 
die Whitelist genau benutzt werden kann und andererseits, was die einzelnen Wörter bzw. 
Variablen und Methoden konkret bedeuten. Da den Anwendern ein optischer Indikator dafür 
fehlte, dass man die Felder anklicken kann, um die Wörter einzufügen, wurde ein Cursor-
Wechsel implementiert, welcher beim Hovern über das Feld ein Click-Icon zeigt. Das von den 
Testern ursprünglich erwartete Drag-and-Drop Feature zum Einfügen von Whitelist-Feldern 
wäre außerordentlich komplex zu implementieren, weshalb zunächst weitere Tests 
abgewartet werden sollten. Damit der Benutzer genauere Details zu den einzelnen Variablen 
und Methoden bekommen kann, wurde die Anwendung daraufhin um ein entscheidendes 
Feature erweitert, welches im weiteren Verlauf des Öfteren eine Rolle spielen wird. Dies ist 
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Tooltips 
Viele kennen die kleinen Informationskästchen, die meist beim Hovern über Buttons 
erscheinen, bereits aus den verschiedensten Anwendungen. Wie der Name schon sagt, geben 
sie dem Nutzer Tipps zur Benutzung eines bestimmten Werkzeugs. Hierbei überladen sie den 
User jedoch nicht mit übermäßig vielen Informationen oder grafischer Komplexität. Für die 
eigene Anwendung wurde ein Tooltip-System entwickelt, welche beim Hovern über ein 
Whitelist-Feld den dazugehörigen Tipp aus einer Datenbank ausliest und dem Spieler an der 
Mausposition anzeigt. Dieser Tipp enthält Informationen über die Art des Wortes (keyword, 
bool, void, …), die vollständig ausgeschriebene Syntax inklusive der zu übergebenden 
Variablen und eine Beschreibung, wofür die Variable oder Methode verwendet wird. 
 
Abbildung 40: ENC#YPTED – Whitelist Datenbank und Tooltip. 
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Sonstige Verbesserungen 
Neben einigen kleinen Fehlerbehebungen, wie zum Beispiel die bis dahin unzuverlässige 
Aktualisierung der Whitelist und des Syntax Highlightings beim Resetten des Skriptes, konnten 
von nun an auch ‚_PROTECTED‘-Dateien kompiliert und nicht nur zur Information angezeigt 
werden. Somit wurde es ermöglicht, dass diese Skripte auf die während der Laufzeit erstellten 
Skripte des Spielers zugreifen können.  
Zudem wurde Text-Highlighting nun auch für das Help-Forum-Fenster möglich gemacht, um 
für eine bessere Abgrenzung von normalem Text zu Code-Beispielen in den Beiträgen zu 
sorgen.  
Eine ‚Clear Console on Play‘ Option vermeidet zudem unnötige Verwirrung, ob beim erneuten 
Ausführen des Codes weiterhin Fehler bestehen. 
  
Abbildung 41: ENC#YPTED - Prototyp für UX-Test 4. 
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6.2.3 UX-Test #4 vom 11.12.2019 (Entwicklung bis UX-Test #5) 
Ein 41-jähriger ehemaliger IT Project Manager & UI-/Usability Designer und nun 
selbstständiger Unternehmensgründer war der vierte Tester der Anwendung. Laut eigener 
Aussage liegt die Aneignung grundlegender Programmierkenntnisse schon einige Jahre 
zurück. Sein Hauptaugenmerk lag während des halbstündigen Tests auf der Positionierung 
und Gestaltung des User Interfaces, wodurch fundamentale Erkenntnisse gewonnen werden 
konnten. Die Lösung des Levels durch den Probanden war nicht Gegenstand des Tests. 
Verbesserung des User Interfaces 
Wie die Probanden beim UX-Test #3, übersah auch dieser Befragte die Hilfe-Buttons, welche 
ihn zum Forum bringen. Obwohl die Buttons direkt innerhalb der Eingabefelder positioniert 
sind, hat auch ein Hinweis, dass dieses Feature verfügbar ist, nicht geholfen, sie zu finden.  
Nachdem der Befragte über die Position informiert wurde, stellte er zwei Thesen auf, weshalb 
die Buttons übersehen werden konnten. Einerseits würden sie sich nicht ausreichend von 
anderen UI-Elementen abheben, da sie gleich eingefärbt sind und somit schnell als 
unbedeutsam erachtet werden. Zum anderen wären sie aufgrund der Positionierung direkt 
vor den Code-Zeilen für unerfahrene Nutzer nicht zu sehen, da diese durch den zunächst 
unbekannten Code überfordert wären. Diese These kann durch das in Kapitel 1.4.2 genannte 
Phänomen der Unaufmerksamkeitsblindheit gestützt werden. 
Um dieses aufgekommene Problem zu beheben, wurden die Farbe der Buttons von blau in die 
Signalfarbe rot geändert und an die vorher leere, rechte Seite der Eingabefelder verschoben, 
womit sie deutlich als eigenständiges Element wahrgenommen werden können. 
Emotionen 
 „Die Magic steckt in der Figur“ – so der Befragte. Sinngemäß meinte er damit, dass die 
emotionale Bindung zur Spielfigur einen erheblichen Einfluss auf die Motivation und den 
Lernerfolg habe. Aus diesem Grund sollten Emotionen einen deutlich höheren Stellenwert in 
der Anwendung bekommen – wenn der Spieler längere Zeit keinen Code eingibt, sollte die 
Figur Langeweile ausdrücken, wenn es einen Erfolg gibt, sollte sie Freude ausstrahlen. 
Verbesserung des Leveldesigns 
Alle aus CHECKMATE importierten Assets lassen sich durch das Austauschen der dort 
definierten Farbpalette farblich verändern, weshalb für weitere Befragungen drei 
unterschiedliche Versionen erstellt wurden. Eine bunte, welche den Original-Farben von 
CHECKMATE entspricht, eine ausschließlich in Grüntönen und eine schwarz-weiße Variante. 
   
Abbildung 42: ENC#YPTED – Color-Testing. 




//6. Umsetzung des eigenen Spiels 75
6.2.4 UX-Test #5 vom 12.12.2019 (Entwicklung bis UX-Test #6) 
Der nächste Test wurde von drei Medieninformatik/Mediendesign Studenten durchgeführt, 
welche zu diesem Zeitpunkt bereits grundlegende Kenntnisse im Bereich des Programmierens 
vorweisen konnten. Da dieser UX-Test aus terminlichen Gründen nur einen Tag nach dem 
vorherigen stattfand, konnten leider nicht alle bereits geplanten Verbesserungen 
vorgenommen werden. Die Probanden erkannten die einzelnen Aufgaben des Levels schnell, 
benötigten aber zahlreiche Hinweise bei der Umsetzung der Idee in ausführbaren Code. 
Nachfolgend nicht erwähnte Ergebnisse des einstündigen Tests sind im Anhang (Kapitel 8.0) 
nachzulesen. 
Emotionen 
Die Befragten versuchten zunächst, wahllos auf Charaktere und Objekte im Spielfenster zu 
klicken, woraufhin sie etwas enttäuscht waren, dass nichts passierte. Diese Spielerei kannten 
die Probanden von anderen Spielen wie Warcraft 3. Bei diesem erreicht man durch Klicken 
auf die Spielfiguren eine nicht spielbeeinflussende Reaktion in Form von lustigen Sprüchen. 
Ein ähnliches Feature wäre für die Befragten sehr wünschenswert, da es eine „gute 
Ablenkung“ darstellen würde. Zudem könnte dadurch einer demotivierenden Wirkung beim 
versuchten Bewegen der Figur vorgebeugt, und der Spieler vielleicht sogar etwas aufgeheitert 
werden, wenn er das Feature entdeckt. Durch die erstmalige Implementierung dieses 
Features, wurde fortan eine einfache Schüttel-Animation beim Anklicken des Spielers und der 
Gegner abgespielt. 
Der virtuelle Desktop(-hintergrund) war zu diesem Zeitpunkt noch komplett leer und hatte 
keinerlei Funktionalität. Um dies zu ändern, wurden einige automatisch generierte, 
offensichtlich verschlüsselte Dateien hinzugefügt. Um damit nun noch eine Brücke zur 
Motivation und emotionalen Welt des Spielers zu schlagen, wurde die Story um folgendes 
Szenario erweitert. Jedes Mal, wenn der Spieler ein Level abschließt, indem er die Datei im 
Level einsammelt, wird eine der ‚verschlüsselten‘ Dateien auf dem Desktop wieder 
entschlüsselt und somit einsehbar gemacht. Diese Dateien können von bedeutsamen 
Dokumenten, wie zum Beispiel einer Abschlussarbeit bis hin zu Bildern von Katzen o.Ä. 
reichen. Der Anwendende wird zum Weiterspielen animiert, indem er seinen fiktiven 
Charakter immer besser kennenlernen und eventuell brisante oder lustige Informationen 
freischalten kann. Dieses Feature hat viel Potential für die Zukunft - der Spieler könnte 
beispielsweise Passwörter, Kontakte, u.v.m. freischalten und dadurch den weiteren 
Spielverlauf beeinflussen. 
User Interface 
Folgend wurden die bereits nach UX-Test #4 geplanten Verbesserungen der Konsole 
durchgeführt. Zum einen wurde das komplette Layout überdacht und Texte zu Icons mit 
Tooltips geändert. Zum anderen wurden Fehlermeldungen mit roten, und positive 
Nachrichten mit grünen Hintergründen hinterlegt, womit sie deutlich besser wahrgenommen 
werden sollten. Außerdem lassen sich Stacktraces nun ein- und ausblenden, um Anfänger 
nicht zu überfordern und Profis die Möglichkeit zu geben, ausführliche Fehlermeldungen 
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einzusehen. Da die Probanden die rote Hinterlegung von unerlaubt doppelt verwendeten 
Whitelist-Wörtern missverstanden, sollte zukünftig ähnlich wie bei Visual Studio 2019 
zusätzlich ein Warnungs-Kästchen mit einem Hinweis neben den Zeilen erscheinen. Dieser 
würde zum einen Aufmerksamkeit erregen und den Spieler zum anderen über einen Tooltip 
auf den Fehler hinweisen können.  
Leveldesign 
Den Befragten wurden die drei unterschiedlichen Farbpaletten (siehe Abbildung 42) für das 
Leveldesign vorgestellt, wobei das schwarz-weiße am besten aufgenommen wurde, da das 
bunte Design zwar sehr ansehnlich, aber zu freundlich für die Story sei und das grüne 
wiederum zu stereotypisch für das Hacker-Thema. Die schwarz-weiße Variante wirke 
hingegen sehr individuell und ästhetisch. Da das Betriebssystem inklusive seiner Fenster 
größtenteils aus Elementen in Graustufen besteht, würden diese für das Level ebenfalls am 
besten zum Gesamtbild passen. Zudem entstand die Idee, das Level von der schwarz-weißen 
Darstellung in die bunte übergehen zu lassen, wenn der Spieler seine Aufgabe erfolgreich löst 
und somit zu symbolisieren, dass er sich ein Stück weit aus der dunklen, ‚gehackten‘ Welt 
befreit hat. Dieses Feature konnte relativ schnell nach einem Vorschlag des Unity-Users 
Namey5 umgesetzt werden 37. 
Obwohl das Leveldesign als ästhetisch ansprechend empfunden wurde, war es den Probanden 
noch etwas zu trist bzw. nicht „catchy“ genug. Aus diesem Grund und, da eine komplette 
Einfärbung von Objekten wiederum als zu dominant empfunden wurde, galt es, durch dezente 
Lichtquellen und Partikeleffekte das Level aufzuwerten und Zugehörigkeiten zu ‚Gut‘ und 
‚Böse‘ darzustellen. Damit einhergehend wurden ebenfalls die ersten Lightmaps für das Level 
‚gebacken‘ (das Berechnen und Speichern von Schatten auf Objekten). Zudem wurde durch 
Farbkorrekturen eine passende Nachbearbeitung (Post Processing) entwickelt, sowie das 
Level erneut verkleinert, um den Spieler näher an das Geschehen zu bringen und um für mehr 
Dichte zu sorgen.  
Die Probanden zeigten sich bemüht, den direkten Zusammenhang zwischen geöffneten 
Skripten und den GameObjects, auf welche die Skripte gelegt werden, zu verstehen. In der 
ersten Zeile eines jeden Skripts ist das dazugehörige GameObject abzulesen. Diese ist ein Teil 
des Codes und wird aufgrund der Reizüberflutung durch viele Codezeilen von den Befragten 
übersprungen. Selbst dann, wenn sie rot hervorgehoben wird – ein weiterer Fall von 
Unaufmerksamkeitsblindheit (siehe Kapitel 1.2.2) Um zusätzlich einen auffälligeren optischen 
Indikator zu schaffen, wird ein solches GameObject seither grün eingefärbt, wenn das 
dazugehörige Skript sichtbar ist. Alle anderen Objekte, welchen ein Skript angehängt wird, 
erscheinen blau, bis das mit ihnen verknüpfte Skript angeklickt wird. 
 
37 /* Siehe: https://answers.unity.com/questions/1351772/how-to-blend-two-
textures.html (Zugriff am 05.02.2020) */ 
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Des Weiteren wurden die Platzhalter für die verschlüsselten Dateien im Spielfenster durch 
neu modellierte und animierte Objekte ausgetauscht, welche in der Luft schweben und mit 
Partikelanimationen des Assets Epic Toon FX von Archanor VFX ergänzt wurden.  
Character Design, - Entwicklung und – Animation 
Da bereits beim ersten UX-Test festgestellt wurde, dass die Figuren von CHECKMATE stilistisch 
zwar zur Anwendung passen aber die konkreten Rollen nicht der Story entsprechen, wurden 
die Spielfiguren nachfolgend von Grund auf überarbeitet. 
Bei den Gegnern, die dem Spieler Dateien stehlen, handelt es sich um Piraten, welche auch 
dementsprechend aussehen sollten. Nachdem ein neuer Körper mit Piratenhut, Holzbein – 
und arm modelliert war, wurde ihnen durch eine Maske, welche an der bekannten Guy Fawkes 
(‚Anonymous‘)-Maske orientiert ist, ein moderner ‚Hacker-Look‘ verpasst. Das neue 
Spielermodell erhielt eine Kapuze und die gleiche Maske. Durch die Anonymisierung wird nicht 
nur das Hacker-Setting des Spiels unterstützt, sondern auch dafür gesorgt, dass sich fast jeder 
beliebige Spieler mit seiner Figur identifizieren kann, da weder Geschlecht noch Alter noch 
andere Attribute erkennbar sind. Um den Figuren etwas mehr Detail verpassen zu können, 
konnten ab diesem Zeitpunkt mehrere Materialien für ein Modell definiert werden. Ein 
Material ist hierbei immer dasjenige, welches eingefärbt wird, wenn das dazugehörige Skript 
ausgewählt ist. Alle anderen Materialien können der Figur und anderen Objekten beliebig 
viele individuelle Details verschaffen. 
Mit den neuen Modellen wurden auch neue Animationen für diese über Mixamo hinzugefügt. 
Der Spieler konnte folgend beim Laufen gegen Wände hinfallen und wieder aufstehen, an 
Abgründen taumeln, beim Gewinnen tanzen und beim Verlieren weinen. All diese 
Animationen sollen den Spieler belustigen und zum Ausprobieren verleiten. Die konkreten 
Ideen wurden durch die UX-Tests #2 und #3 maßgeblich beeinflusst. Damit der Spieler ein 
Hinfallen am Tor verhindert, muss er zunächst überprüfen, ob sich vor ihm ein Objekt befindet 
und kann nur loslaufen, wenn der Weg frei ist. Hierfür wurde das Aufgabenspektrum des 
Levels um sog. Raycasts erweitert, welche ebenfalls zu Unitys Physics-System gehören. 
Zudem wurde das Piratenschiff so animiert, dass es angeflogen kommt, wenn der Spieler 
seinen Code ausführt. Wenn das Schiff die Insel erreicht, öffnet sich eine Klappe und der Pirat 
rennt hinaus, um die Datei vor dem Spieler zu erreichen und, um sie schlussendlich selbst 
einzusammeln. Hierfür bedurfte es einer grundlegenden Erweiterung des sog. NavMesh-
Systems, welches fortan eine automatische Wegfindung von künstlichen Intelligenzen 
ermöglicht, auch wenn sich die Umgebung des Levels ständig ändert. Hierfür erfolgte eine 
Implementierung von NavMeshComponents aus einer offiziellen Unity-Testanwendung 38. 
 
38 /* Siehe: https://github.com/Unity-
Technologies/NavMeshComponents/tree/master/Assets/Examples/Scripts  
(Zugriff am 01.02.2020) 
  
 
//6. Umsetzung des eigenen Spiels 78 
 
Abbildung 43: Blender Screenshot - Character Wireframe. 
Quelle: Eigene Darstellung 
 
5-Sterne-System 
Die Befragten benutzten stets die Hilfe-Funktion für die Lösung der Aufgaben, da sie laut 
eigener Aussage dafür keine Bestrafung erhalten. Die Intention der Einrichtung dieses 
Features war es, dem Spieler weiterzuhelfen, jedoch erst, wenn dieser nach ausführlichem 
Nachdenken sicher ist, dass er nicht von selbst auf die Lösung kommen kann. Da die 
intrinsische Motivation, die Aufgaben aus reinem Ehrgeiz ohne Hilfe zu schaffen, nicht 
ausreichte, wurde eine extrinsische Motivation eingeführt, bei welcher der Spieler für jede 
gestellte Frage einen bestimmten Anteil seiner bis zu fünf Sterne pro Level abgezogen 
bekommt. Diese Vorgehensweise gilt laut Hodent zunächst als nicht empfehlenswert (siehe 
Kapitel 1.4.3). Am Ende eines Levels bekäme er demnach seine übrig gebliebene Anzahl an 
Sternen angezeigt, welche auch dauerhaft gespeichert und für das entsprechende Level 
sichtbar bleibt, bis er es mit einem besseren Ergebnis löst, womit wiederum eine neue 
intrinsische Motivation gegeben ist, die die extrinsische überbietet. Dies animiert zudem zum 
Wiederholen und damit besseren Verinnerlichen des gelernten Wissens (Siehe Kapitel 1.4.1). 
Für die folgenden Tests wurde dieses Feature an den entsprechenden Stellen erklärt, da es 
noch nicht in die Praxis umgesetzt wurde.  
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Abbildung 44: ENC#YPTED – Prototyp für UX-Test #6 - 0. 
Quelle: Eigene Darstellung 
 
 
Abbildung 45: ENC#YPTED – Prototyp für UX-Test #6 - 1. 
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6.2.5 UX-Test #6 vom 25.12.2019 (Entwicklung bis UX-Test #7) 
Beim sechsten Tester der Anwendung handelte es sich um einen 61-jährigen Diplomingenieur, 
dessen grundlegende Programmier- und Praxiserfahrungen in der Sprache C bereits über 30 
Jahre zurücklagen. Während der Dauer des zweistündigen, ausführlichen Tests, schaffte es der 
Proband das Level mit zahlreichen Hilfestellungen zur Syntax von C# zu lösen. Der Test war 
besonders aus dem Gesichtspunkt interessant, dass der Befragte keinerlei Gaming-Erfahrung 
besaß und das Spiel damit eher als ‚normale‘ Windows-Anwendung wahrnahm und 
verwendete. Durch den Simulationscharakter des Spiels, stellte sich dies auch nicht als 
Problem dar, weshalb auch ‚Nicht-Gamer‘ schnell ins Spiel hineinfinden können. 
Grundsätzlich wurde festgestellt, dass ein Tutorial-Level, in welchem der Ablauf der Aufgabe 
und die Herangehensweise beim Lösen erläutert wird, als dringend nötig und wünschenswert 
erachtet wird. Es wurde schnell festgestellt, dass das erstellte Level zu schwer für Anfänger zu 
sein scheint, auch wenn dies bei der Entwicklung dessen nicht so empfunden oder gewollt 
wurde. Für Celia Hodent stellt genau dieser Konflikt zwischen dem, was der Entwickler sich 
vorstellt und dem, was der Nutzer wahrnimmt einen Hauptgrund zur Durchführung von UX-
Tests dar (vgl. Hodent, 2017, S. 15).  
User Interface 
Wie bereits bei den Probanden des UX-Tests #5 und #3 auffiel, versuchte auch dieser Tester 
die für Anfänger äußerst schwer nachzuvollziehende Bewegungssteuerung im geschützten 
Skript des Player Controllers zu verstehen. Nicht nur damit, sondern auch mit der Menge an 
anderen geschützten Skripten, welche eigentlich nur für Informationszwecke sichtbar sind, 
fühlte er sich überfordert. Da dieses Feature für Fortgeschrittene zwar äußert interessant und 
lehrreich sein mag, für Anfänger aber schnell zu einer Reizüberflutung führen kann, wurde 
entschieden, einen Expertenmodus einzuführen. Durch diese standartmäßig deaktivierte 
Option soll der Nutzer selbst entscheiden können, ob er alle im Level genutzten Skripte sehen 
möchte, oder eben nur diejenigen, die er bearbeiten muss. 
Der Proband hatte, wie bereits die Testpersonen bei UX-Test #5 Schwierigkeiten damit zu 
erkennen, in welche Felder er seinen Code schreiben kann. Ebenso vergaß er des Öfteren, dass 
die Whitelist jederzeit einsehbar ist und ihm durch die gegebenen Tooltips und die Menge von 
übrigen Wörtern weiterhelfen kann, wenn er nicht mehr weiß, was er als nächstes eingeben 
sollte. Zudem wurden Änderungen selten getestet, sondern direkt an der finalen Lösung 
weitergearbeitet, wodurch sich einige Fehlerquellen ansammelten, bevor es schlussendlich zu 
einer Ausführung des Codes kommen sollte. 
Um ihm in diesen Fällen unterschwellig darauf aufmerksam zu machen, welche Felder 
benutzbar sind und welche Schritte als nächstes hilfreich sind, wurde das sog. ‚Intervall 
Highlighting‘ entwickelt. Hierbei handelt es sich um ein generisches Overlay, welches zu 
beliebigen Zeitpunkten aktiviert werden kann, um UI-Elemente aufblinken zu lassen und den 
User damit auf diese aufmerksam zu machen. Es wurde ‚Intervall Highlighting‘ getauft, da es 
den Anwendenden automatisiert in bestimmten Zeit-Intervallen an den nächsten Schritt 
erinnert. Angewendet wird das Feature in den folgenden Situationen und nur bei 
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deaktiviertem Expertenmodus, da es für bereits erfahrene Spieler eher als störend empfunden 
werden könnte: 
- Wenn der User versucht ein geschütztes Code-Feld für seine Eingabe auszuwählen, blinken 
die Felder auf, welche stattdessen bearbeitet werden können. 
- Wenn der User längere Zeit kein Eingabefeld auswählt, blinken diese und die anderen 
Skript-Tabs auf. 
- Wenn ein Eingabefeld ausgewählt wird oder längere Zeit keine Eingabe stattfindet, blinkt 
die Whitelist auf. 
- Wenn ein Eingabefeld längere Zeit geöffnet ist, blinkt der Play-Button auf. 
Des Weiteren fielen die vielen und mit Text beschriebenen Buttons in der Konsolenregion 
negativ auf. Durch die ständig sichtbaren Texte würde das Gesamtbild des User Interfaces 
unnötig überladend werden. Zudem wurden die Konsolen-Buttons während des gesamten 
Tests nicht einmal benutzt, weshalb sich die Frage stellte, ob eine solch präsente Darstellung 
überhaupt begründet ist. Deshalb wurde diese nachfolgend grundlegend überarbeitet. Die 
Buttons wurden kleiner, unscheinbarer und der Text wurde durch Icons ersetzt.  
Ähnliche Überlegungen gab es auch zu den Buttons, welche zum Ausführen bzw. Zurücksetzen 
des Codes verwendet wurden. Auch diese würden durch den Text zu einem zu überladenen 
User Interface beitragen und damit schneller überlesen werden. Um die Erkennbarkeit zu 
steigern und das Gesamtbild zu vereinfachen, wurden auch hier die Texte durch Icons ersetzt. 
Besonders der allgemein bekannte Play-Button, soll dem Spieler die Funktionalität des 
‚Abspielens‘ (seines Codes) signalisieren.  
Mit diesen Änderungen wurde nun wiederum eine Beschreibung für diese und die Konsolen-
Buttons dringend notwendig, um ihre genaue Wirkung zu verstehen. Für dieses Feature war 
die Grundlage bereits geschaffen – die in der Whitelist bereits sehr gut aufgenommenen 
Tooltips sollten daraufhin für jeden beliebigen Button angezeigt werden können, wenn dies 
gewünscht ist. Was der genaue Tooltip eines jeden Buttons ist, wurde größtenteils manuell 
festgelegt - für die Skriptdateien erfolgte aber wieder eine Automation. Da der Befragte sehr 
bemüht war, den Inhalt eines jeden Skripts zu überblicken, und mir dieser Missstand bereits 
bei den vorhergehenden Tests auffiel, sollte eine Kurzbeschreibung für diese eingefügt 
werden. Diese wurde ab sofort an das Ende der ersten Zeile der Skripte geschrieben und im 
Falle eines hovern über den entsprechenden Skript-Button ausgelesen und als Tooltip 
angezeigt. 
Zusätzlich zu den eben genannten Maßnahmen wurde die Whitelist ein weiteres Mal, der 
Übersichtlichkeit zur Liebe, ausgedünnt. Außerdem wurden alle noch fehlenden Whitelist-
Tooltips hinzugefügt. Da diese teilweise sehr lang worden und unter Umständen am rechten 
Bildschirmrand abgeschnitten wurden, wurde nachfolgend eine automatische Positionierung 
implementiert, wodurch Tooltips an jeder Position des Bildschirms lesbar blieben. 
Bei Microsoft Windows gibt es die Möglichkeit, Fenster automatisch anordnen zu lassen. Diese 
Funktion ist dort jedoch nicht mit nur einem Klick möglich. Da die im Rahmen dieser Arbeit 
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entwickelte Anwendung über eine überschaubare Anzahl an Fenster verfügt, sollte hierfür ein 
Auto-Layout Feature eingeführt werden, um nicht ständig alle Fenster transformieren zu 
müssen, wenn sich mal der Browser öffnet o.Ä. Hierfür war durch das implementierte 
Snapping-Feature, mit dem man die Bildschirmfläche halbieren und mit zwei Fenstern 
bestücken kann, bereits die Grundlage geschaffen. Nach der Entwicklung konnte man fortan 
jederzeit die beste Fensteranordnung für ein effektives Arbeiten über einen einfachen Klick 
im Header eines jeden Fensters anwenden.  
Leveldesign 
Zur ästhetischen Verbesserung wurden nun auch für die bisher leere Umgebung Partikel-
effekte eingefügt, welche auf dem Epic Toon FX Asset Pack basierten. Bei den neuen Effekten 
handelt es sich um nebelartige Anhäufungen von Sternen, welche auf der Seite des Spielers 
grün und auf der gegnerischen Seite rot eingefärbt wurden, um die Gegenüberstellung der 
zwei Fronten zu verdeutlichen. Da die Animationen beim Taumeln am Abgrund und dem 
Hinfallen am Tor für viel Gelächter sorgten, wurden deren Übergänge und Positionierung noch 
einmal verfeinert. 
Sounddesign 
Um die Immersion noch weiter zu steigern, wurde zukünftig am Sounddesign gearbeitet. 
Hierbei wurden folgende Sounds von CHECKMATE bzw. aus dem Sound Pack Universial Sound 
FX übernommen: Tor öffnen und schließen, Regen, Propellergeräusche des Piratenschiffs, 
Button Klicks und Schritte der Figuren. Die Schritt-Sounds werden exakt dann abgespielt, wenn 
die Figuren ihre Füße auf den Boden setzen, was für einen sehr immersiven Eindruck sorgt. 
Erreicht wurde dies über sog. Animation Events, wodurch in den Animationen selbst festgelegt 
wurde, wann ein Footstep-Sound erklingen soll. 
  
Abbildung 46: ENC#YPTED – Prototyp für UX-Test #7. 
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6.2.6 UX-Test #7 vom 31.12.2019 (Entwicklung bis UX-Test #8) 
UX-Test Nummer sieben wurde von zwei angehenden Medieninformatikern und Gamedesign 
Studierenden durchgeführt. Im Gegensatz zu den Probanden des fünften UX-Tests, haben sie 
zwei Jahre mehr Erfahrung mit der Unity Engine und können durch größere, fertiggestellte 
Projekte bereits fortgeschrittenes Wissen nachweisen. Aus diesem Grund und, da einer der 
Probanden eine Rot-Grün-Sehschwäche hat, konnten vorher nicht bedachte UX-Probleme 
identifiziert werden. Grundsätzlich konnte eine hohe Motivation über den gesamten 
Testzeitraum von 90 Minuten festgestellt werden. Die Testpersonen lösten das Level mit 
wenigen Hilfestellungen und waren begeistert von der Benutzeroberfläche und der Spielidee. 
Die lange Zeitdauer führte bei den Probanden nicht zu einem Motivationsverlust, was ein 
positives Anzeichen für die Motivationserhaltung ist und den damit einhergehenden 
Lernerfolg sein kann. Nachfolgend nicht besprochene Änderungen und Planungen sind im 
Anhang (Kapitel 8.0) finden. 
User Interface 
Beide Probanden übersahen die rote Text-Hinterlegung von unerlaubt doppelt verwendeten 
Whitelist-Wörtern. Nach einer fehlgeschlagenen Kompilierung fiel sie Testperson 1 schließlich 
auf. Testperson 2 sah diese auch nach ausdrücklichem Zeigen der betreffenden Stellen nicht. 
Das Mysterium klärte sich letztendlich, als Testperson 2 auf seine vorliegenden Rot-Grün-
Sehschwäche hinwies. Zudem wurde der Text auf dem 15,6 Zoll ‚großen‘ Testbildschirm als zu 
klein und damit schwer lesbar empfunden. 
Diese Feststellungen erfordern längerfristig Anpassungen der Barrierefreiheit. Es sollte die 
Option für einen Modus mit hohen Kontrasten eingeführt werden, bei welchem der Spieler 
ggf. selbst die Darstellung bestimmter Texte definieren kann. Zudem sollte er auch die 
Schriftgröße selbst festlegen können.  
Ein weiterer Kritikpunkt entstand durch das Verschwinden von eingegebenen Whitelist-
Wörtern. Das Feature, welches bereits eingegebene Wörter verschwinden lässt sollte für den 
Spieler ursprünglich eine Erleichterung darstellen. Da die Konzentration sich auf weniger 
Felder beschränken muss und somit ein Rückgang von visuellen Reizen stattfindet, können die 
Aufmerksamkeitsressourcen optimaler genutzt werden. Seitdem Tooltips für die Whitelist-
Elemente existierten, war diese Eigenschaft eher kontraproduktiv. Wenn das Wort aus der 
Liste verschwindet, ist der Tooltip ebenso nicht mehr lesbar und der Spieler weiß unter 
Umständen nicht, wie er das soeben eingefügte Wort zu verwenden hat bzw. welche 
Variablen er an dieses übergeben muss. Um dies zu umgehen wurde die Funktionalität 
insofern abgeändert, dass ausgeschriebene Wörter nicht mehr verschwinden, sondern nur 
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Bis zum Zeitpunkt des Tests gab es für jedes Skript genau eine Whitelist, egal wie viele 
Eingabefelder das Skript besaß. Die Probanden konnten das Level zwar lösen, benötigten 
stellenweise aber Unterstützung, da sie nicht wussten, in welches Feld welche Wörter der 
Whitelist geschrieben werden sollten. Um diesen Umstand zu verbessern, wurde eine Lösung 
entwickelt, welche nur noch die Wörter hervorhebt, welche in das Feld geschrieben werden 
sollten. Alle Wörter können zudem auch nur noch in das zu ihnen gehörige Feld eingetragen 
werde. Sollte versucht werden, ein Wort aus einem anderen Feld anzuklicken, erscheint ein 
Fehler und das richtige Feld wird durch ein Aufleuchten angezeigt. 
Sonstiges 
Die Befragten waren die ersten in der Testreihe, welche versuchen wollten, die Konsole aktiv 
für die Lösungssuche bzw. Fehlerbehebung zu verwenden. Zu ihrer Enttäuschung gab es 
hierfür keine Möglichkeit, da die nötigen Methoden, um selbst Konsolenausgaben schreiben 
zu können, keinen Platz in der Whitelist hatten. Zudem bestand der Wunsch nach einer Art 
Debug (Fehlerbehebungs)-Modus, in welchem die Option der expliziten Überwachung von 
Variablen besteht. Im Anschluss an den Test wurde eine Konsolenausgabemethode zur 
Whitelist hinzugefügt, wodurch einfache Meldungen vom Spieler hinzugefügt werden können. 
Der beschriebene Debug-Modus erfordert komplexe Entwicklungsarbeit, welche längerfristig 
geplant ist. 
Um den Hacker-Look weiter verstärken zu können, wurde der Glitch Effects Shader von 
OmniVenture Industries aus dem Asset Store zum Projekt hinzugefügt. Er ermöglichte noch 
detailliertere Glitch-Animationen und unterstützte folgend das Post-Processing des Spiel-
Fensters mit einem Bildrauschen.  
  
Abbildung 47: ENC#YPTED – Prototyp für UX-Test #8. 
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6.2.7 UX-Test #8 vom 06.01.2020 
Ein 21-jähriger angehender Englisch- und Informatiklehrer wurde als achter zum Spiel befragt. 
Der Student hatte zum Zeitpunkt des Tests laut eigener Aussage erst wenig 
Programmiererfahrung in den Sprachen JavaScript und PHP sammeln können. Er hatte 
Schwierigkeiten bei der Nachvollziehung von objektorientierten Grundsätzen, wie der 
Vererbung von Klassen, was auf eine oberflächliche Einführung in JavaScript zurückzuführen 
ist. Grundsätzlich war er ausgesprochen fähig bei der Lösung der im Level gestellten Aufgaben, 
welche er im eineinhalbstündigen Test vollständig löste. Auch bei diesem Probanden fiel die 
gleichbleibende Motivation positiv auf, welche laut seiner eigenen Einschätzung auf „ständige 
Erfolge beim Lösen von Etappenzielen“ zurückzuführen war. Hierbei meint er der Umstand, 
dass das Level aus vielen kleinen Aufgaben besteht, welche den Spieler am Ende zu seinem 
Ziel führen. Zunächst muss er sich umdrehen, nach vorne laufen, das Tor öffnen, warten bis 
es geöffnet ist, hindurchgehen und schlussendlich die Datei einsammeln. Am Ende einer jeden 
„Etappen“ verspürte der Befragte ein motivierendes Erfolgserlebnis. Auch dieser Proband 
wollte nicht glauben, dass er ganze 90 Minuten mit dem Spiel verbracht hat, weshalb auch 
hier von einer Flow-Erscheinung auszugehen ist. 
 
6.2.8 UX-Test #9 vom 09.01.2020 (Entwicklung bis UX-Test #10) 
Da in der kurzen Zeit zwischen UX-Test #8 und #9 keine Verbesserungen vorgenommen 
werden konnten, spielte der 23-jährige Medieninformatik/Mediendesign Student ebenso die 
Version vom 06.01. Da er im Vorherein bereits selbst Projekte in Unity umgesetzt hat, war 
Grundlagenwissen vorhanden, welches aber stellenweise nicht abrufbereit war. Mit einigen 
Hilfestellungen schaffte es der Proband das Level während des einstündigen Tests zu lösen. Er 
konnte sich gut in das User Interface einfinden und bemerkte sofort die Parallele zum Arbeiten 
in Unity – „Die Oberfläche kommt mir bekannt vor, das ist doch Visual Studio, oder?“ 
User Interface 
Da der Tester davon ausging, dass die schwarzen (‚ausgegrauten‘) Whitelist-Felder nach einer 
Eingabe immer noch genutzt werden können, wurde auf Anraten des Testers auch die 
Schriftfarbe von weiß auf grau gesetzt, womit die Darstellung von nicht verfügbaren 
Elementen besser erkenntlich wäre. Ebenfalls herrschte Verwirrung, weshalb die Wörter, 
welche für das aktive Feld verfügbar sind, grün eingefärbt werden und nicht verfügbare 
gleichbleibend blau erscheinen. Um auch diesen Missstand zu beheben und, um für mehr 
Einheitlichkeit zu sorgen, werden seitdem nicht-verfügbare Wörter ausgegraut und 
verfügbare Wörter bleiben blau eingefärbt. 
Zudem wurde ein ‚About Screen‘ in das Einstellungs-Fenster implementiert, um grundlegende 
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Um die Spannung und damit die Immersion zu verbessern, wurde das Post-Processing um ein 
dauerhaftes diffuses flimmern erweitert. Auch die Glitch-Effekte beim Wechsel eines Levels 
wurden durch den Glitch Effects Shader von OmniVenture Industries weiter ausgebaut. Im 
Falle eines in die Konsole geschriebenen Fehlers wurde fortan eine Glitch-Animation 
abgespielt, um die Stimmung weiter zu verstärken und den Spieler auf den Fehler aufmerksam 
zu machen. 
Sounddesign 
Diese Glitch-Effekte wurden zudem durch das Einfügen von Bass-lastigen, brummenden 
Fehler-Geräusche von freesounds.org noch immersiver gestaltet. Im Gegenzug ertönte fortan 
auch ein freundlich wirkendes Piep-Geräusch beim Erscheinen einer positiven Meldung wie 
dem erfolgreichen Kompilieren. 
5-Sterne-System  
Um einen prototypischen Entwurf des in UX-Test #5 konzipierten 5-Sterne-Systems zu 
visualisieren, wurden die Level-Buttons im Start-Menü abgeändert und erweitert, wie im 
finalen Design unter 5.3 zu sehen ist. Auch das Pop-Up am Ende eines erfolgreich gelösten 
Levels wurde um eine 5-Sterne-Darstellung ergänzt und grafisch ansprechender gestaltet. 
Levelerstellung 
Um vor dem Ende der Bearbeitungszeit noch einen UX-Test mit einfacheren Levels 
durchführen zu können, sollten nachfolgend zwei weitere erstellt werden. Die bisher 
vorhandenen Level wurden von allen Probanden als überaus schwer empfunden. Daher sollte 
ein stark vereinfachtes Einstiegs- und ein mittelschweres Testlevel entstehen. Diese Auswahl 
kann wie das Setzen von Keyframes für den Ablauf des Spiels verstanden werden. An dessen 
Anfang steht das einfache Level, am Ende das schwerste und das mittlere befindet sich 
dazwischen. Zukünftig sollen dann die Lücken durch weitere Level der entsprechenden, 
fließend ineinander übergehenden Schwierigkeitsstufen hinzugefügt werden. 
Level 1 sollte sich mit dem Spieler-Input beschäftigen, zum Beispiel, wie die Tastatur für 
Features wie dem Bewegen einer Spielfigur genutzt werden kann. Das Leveldesign wurde 
hierfür nur wenig verändert – der Spieler und die Datei wurden versetzt, sowie die Kamera 
näher ans Geschehen gebracht, um insbesondere am Anfang möglichst viel von der Spielfigur 
erkennen zu können. Die Implementierung der Aufgaben war durch die weitgehende 
Automatisierung der Level-Logik-Erstellung innerhalb von wenigen Minuten geschehen. Nach 
nur einer Zeitstunde waren auch alle Hilfestellungen und Kleinigkeiten eingebaut. Der Spieler 
kann in diesem Level Methoden schreiben, welche es ihm ermöglichen seine Figur zu drehen, 
womit er mithilfe der eingebauten Lauf-Funktion per Tastatur zur Datei gelangen kann. In 
diesem Level versucht darüber hinaus noch kein Softwarepirat die Datei zu stehlen, um den 
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Für Level 2 wurden weitere Holzhaufen eingebaut, um den Weg des Spielers zu blockieren. 
Von der Idee bis zum spielbaren Erlebnis verging ebenfalls nur knapp eine Stunde. Ziel des 
Levels ist es, eine künstliche Intelligenz zum Spieler hinzuzufügen, welche automatisch den 
schnellsten Weg zur Datei findet. Unity bietet dafür bereits vorgefertigte Komponenten, 
welche auch bei dem Softwarepiraten verwendet werden. Hierbei findet ein Wettrennen der 
beiden statt. Erreicht der Spieler die Datei vor dem Piraten gilt das Level als geschafft und das 
bereits fertige dritte Level kann gestartet werden. 
Vor einem ersten und im Rahmen dieser Arbeit letzten ausführlichen Test der neuen Level, 
wurde zunächst UX-Tester #8 um eine kurze Validierung dieser gebeten. Mit dem Feedback 
„Ich empfinde sie als sehr angemessen für die ersten Level“ konnte UX-Test #10 beginnen. 
  
Abbildung 48: ENC#YPTED – Prototyp für UX-Test #10. 
Quelle: Eigene Darstellung   
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6.2.9 UX-Test #10 vom 06.02.2020 (Entwicklung bis 10.02.2020)  
Im zehnten und letzten UX-Test hatten zwei angehende Mediendesignerinnen die Chance, alle 
drei Level auszuprobieren. Eine Probandin hatte zwei Jahre zuvor bereits einen kurzen Einblick 
in Unity gewonnen, welcher aber auf Grund mangelnder Motivation nicht weiter ausgedehnt 
wurde. Die zweite Probandin spielte in ihrer Vergangenheit bereits das in Kapitel 3.3 
beschriebene Swift Playgrounds zum Zeitvertreib. Beide Versuchspersonen hatten sichtlich 
Spaß und zeigten deutliche Flow-Erscheinung. Testperson 1 äußerte sich am Ende des Tests: 
„Was? Niemals haben wir gerade 90 Minuten hier gesessen!“. In dieser Zeit wurden alle Level 
durchgespielt – das erste nach nicht einmal fünf Minuten und gänzlich ohne Hilfe. Level 
Nummer zwei dauerte etwa 15 Minuten und war mit minimalen Hilfestellungen gemeistert. 
Das letzte Level wurde knapp über eine Stunde gespielt. Da es ohne die zukünftig 
einzufügenden Einführungsaufgaben sehr schwer für Anfänger ist, mussten des Öfteren 
Hinweise gegeben werden. Die logischen Zusammenhänge wurden etappenweise durch die 
Testerinnen hergeleitet. Sowohl die grafische als auch die methodische Umsetzung wurde 
überaus gelobt. Die Probandinnen erhoffen sich eine Fortführung der Entwicklung der 
Anwendung, um sich zukünftig weiter damit beschäftigen zu können.  
Äußere Erscheinung 
Um die Anwendung für diese Arbeit final abzurunden und dem Spiel auch nach außen ein 
Gesicht zu geben, wurde ein Logo (siehe Abbildung 49) entworfen, welches den Titel und die 
Maske der Figuren aufgreift, die sich durch verschiedene Glitch-Effekte aufzulösen scheint, 
womit das Thema des Datenverlusts und der Verschlüsselung bereits bei dem Betrachten des 
Logos erkenntlich wird. Dieses wurde an entsprechende Stellen in der Anwendung eingebaut 
und ersetzte das stellenweise noch kindliche Design, womit das Erlebnis für die Zielgruppe 
noch realistischer gestaltet werden sollte. Das finale Design von ‚ENC#YPTED‘ lässt sich im 
Kapitel 5.3 betrachten.  
 
Abbildung 49: ENC#YPTED – Logo. 
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7. Fazit 
Das Ziel dieser Bachelorarbeit war es, mithilfe eines User Centered Design Konzepts mit User-
Experince Tests in unterschiedlichen Entwicklungsstadien eine Digital Game Based Learning 
Anwendung zum Erlernen der Programmierung in der Unity-Engine zu entwickeln. 
Durch die Durchführung von zehn UX-Tests, konnte die Anwendung stets verbessert und um 
neue Features ergänzt werden. Dies war entscheidend für die folgende Beantwortung der am 
Anfang gestellten Forschungsfrage:  
 
„Wie kann eine Digital Game Based Learning Anwendung zum Erlernen 
der Programmierung in der Unity-Engine gestaltet werden, sodass sie 
benutzerfreundlich, motivierend und erweiterbar ist?“ 
  
„Benutzerfreundlich“ 
Die Tests haben ergeben, dass die Benutzerfreundlichkeit stark abhängig von der Ziel-
gruppendefinition ist, weshalb diese eine essenzielle Voraussetzung für die Entwicklung der 
Anwendung darstellte. Grund hierfür war unter anderem die bereits gesammelte Erfahrung 
der Probanden mit ähnlichen Anwendungsfällen – sei es im Spiel oder auch im Alltag. Darauf 
aufbauend wurde versucht, bekannte Funktionalitäten und Gewohnheiten weitgehend zu 
nutzen, um den Einstieg ohne große Lernphase der Grundfunktionen zu ermöglichen und 
damit außerdem die Immersion, also das Empfinden, dass die virtuelle Umgebung als real 
empfunden wird, zu erhöhen. Hierzu gehören exemplarisch das Windows-ähnliche 
Betriebssystem oder der an Visual Studio angelehnte Aufbau und das Design des Code-Editors. 
Durch diesen simulationsähnlichen Zustand waren zudem alle wichtigen Bedienelemente und 
Features unmittelbar und durch die freie Anordnung von Fenstern personalisiert erreichbar. 
Neben diesen Möglichkeiten gab es auch einige Erwartungen, die der Nutzer aus Gewohnheit 
mitbrachte. Es wurde versucht, diese weitestgehend zu erfüllen, da das Fehlen oftmals 
zeitnahe auffiel und sich negativ auf die User Experience auswirkte. So zum Beispiel die bis 
zum derzeitigen Stand noch fehlende Auto-Complete- und -Formatierungsfunktion, sowie 
eine Undo-/Redo-Funktionalität im Code-Editor. 
Weiterhin war es von großer Bedeutung, die Nutzer mit so wenigen Reizen wie möglich zu 
belasten, da gerade am Anfang die Aufmerksamkeit und das Gedächtnis nur wenige 
Ressourcen zum Verarbeiten dieser zur Verfügung haben. Aufgrund dessen wurde 
beispielsweise der Experten-Modus für die Anwendung eingeführt, welcher im aktivierten 
Zustand alle im Level genutzten Skripte anzeigt, im deaktivierten aber nur die nötigsten.  
Unbekannte Reize galt es genauestens zu beschreiben, damit diese nicht miss- bzw. nicht 
verstanden werden konnten. Hierbei war die Einführung der Tooltips ein wesentlicher 
Bestandteil. Sie ermöglichen das Anzeigen hilfreicher Informationen zu den einzelnen Buttons, 




das Hovern über die entsprechenden Felder zu schenken. Somit konnten viele Texte durch 
Icons mit Tooltips ersetzt werden, wodurch das User Interface deutlich übersichtlicher wurde 
und mehr Kontrolle über die Aufmerksamkeit des Nutzers entstand. 
Auch mit dieser Kontrolle konnte man nicht davon ausgehen, dass jeder Nutzer jeden Reiz 
gleich interpretiert. So bedarf es zum Teil mehrere Indikatoren, um auf eine mögliche 
Interaktion aufmerksam zu machen. Hierbei sind unter anderem die Wörter aus der Whitelist 
zu nennen. Neben einer typischen Buttondarstellung mit Farbänderung beim Hovern bedarf 
es auch einer Cursoränderung, um das Klicken zu verdeutlichen. Dennoch wurde in späteren 
Tests versucht, die Wörter in die Felder zu ziehen, anstatt sie durch Klicken einzufügen. Da 
dieses Verhalten von vielen Anwendungen bekannt ist, scheint eine explizite Erklärung der 
Funktionsweise in einem Tutorial unumgänglich. 
Teilweise versuchten die Nutzer auch verbotene oder nicht mögliche Aktionen auszuführen. 
Ohne Feedback, warum die gewollte Aktion nicht funktioniert fühlten sich die Probanden 
schnell hilflos oder überfordert. Aus diesem Grund wurden für typische Anwenderfehler 
Hinweise in der Konsole und optische Signale wie dem IntervalHighlighter implementiert. 
Wenn der Anwender beispielsweise versucht den Code in ein falsches Feld einzufügen, 
erscheint eine Mitteilung, dass dies nicht möglich ist, er es jedoch in einem anderen Feld 
(welches durch den IntervalHighlighter hervorgehoben wird) nutzen kann. Wenn der 
Anwender versucht, Code auszuführen, welcher nicht kompiliert werden kann, erfolgt eine 
eindeutige und übersichtliche Fehlermeldung, welche dem Anwender den Umgang damit 
lehren soll. Der Grundsatz ist hierbei, dass nicht signalisiert wird: „Du hast etwas falsch 
gemacht!“, sondern „So kannst du es besser machen.“, womit Frust vermieden werden kann. 
Dabei musste darauf geachtet werden, dass Fehlerquellen überschaubar blieben und der 
Nutzer gar nicht erst schwerwiegende Probleme produzieren konnte. Unter anderem aus 
diesem Grund wurde die Whitelist entwickelt, da ansonsten Abstürze und Datenverluste nicht 
auszuschließen waren.  
Ein weiterer, zunächst nicht bedachter Grund für mögliche Hilflosigkeit stellt eine nicht-
barrierefreie Umsetzung für Menschen mit beispielsweise einer Farbblindheit dar, wie bei 
einem Probanden festgestellt wurde. Eine Anpassbarkeit der Signalfarben und die freie Wahl 
von Schriftgrößen sind mögliche Lösungen für die Zukunft. 
Auch bei Probanden ohne Einschränkung wurde festgestellt, dass Elemente, die nicht in einer 
typischen Signalfarbe erscheinen, wenig bis gar keine Beachtung erhalten. Aber selbst 
hervorstechende Elemente konnten je nach Größe und Position teilweise nicht 
wahrgenommen werden, weshalb Features wie das IntervalHighlighting entwickelt wurden, 
um ihnen mehr Aufmerksamkeit zu schenken. Ein Beispiel, welches zeigen soll, dass dennoch 
nicht jedes Element intuitiv verständlich sein kann, ist der Help-Button innerhalb der Code-
Fields. Trotz Umfärbung, Umpositionierung, Vergrößerung und Aufleuchten wird der Button 
teilweise übersehen, womit auch hier eine explizierte Erläuterung in einem zukünftigen 
Tutorial-Level nötig wird.  
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„Motivierend“ 
Die Benutzerfreundlichkeit stellte die Grundlage für die Entwicklung der Motivationsstrategie 
der Anwendung dar. Die Basis der Motivationsgestaltung stellte die emotionale Bindung des 
Spielers zu seiner Spielfigur dar. 
Zum Konstruieren dieser war die Story- und Character-Entwicklung entscheidend. Alle 
Probanden der UX-Tests waren seit Beginn von der Story-Idee begeistert. Insbesondere, weil 
sie sich mit einer Dystopie, also einer negativen Zukunftsvision beschäftigt, welche für viele 
denkbar ist. Jeder von ihnen würde gerne wissen, wozu künstliche Intelligenzen (KI) eventuell 
irgendwann in der Lage sind – das Spiel erschien dabei eine spannende Simulation 
darzustellen, auf die sich gerne eingelassen wurde. Die aus der Story entstehende Motivation, 
die Daten des Spielers retten zu wollen ist simpel, aber sehr verständlich für jeden 
Computernutzer, wodurch eine Identifikation mit dem Protagonisten hergestellt werden 
konnte. Verstärkt wird diese durch die Möglichkeit, seinen eigenen Namen und einen Avatar 
festzulegen, welcher folgend an mehreren Stellen für die persönliche Anrede des Spielers 
eingesetzt wurde. 
Um diese Identifikation noch immersiver zu gestalten, wurden zwei Spielfiguren entwickelt. 
Bei der einen handelt es sich um einen ‚(Software-)Piraten‘. Die andere verkörpert den Spieler. 
Hierdurch erhielt der psychische Konflikt zwischen KI und Spieler eine weitere, physische 
Ebene. Ebenso wie durch das Einsammeln der Dateien in der Spielwelt, welches zukünftig eine 
Freischaltung der Daten auf dem Desktop des Spielers hervorrufen wird. Durch diese 
immersive Darstellung des Konflikts konnten weitere motivationsrelevante Features 
umgesetzt werden. Allen voran die Animation und Ästhetik. 
Wie eine der Testpersonen beschrieb: „Die Magic steckt in der Figur“. Durch unerwartete 
Spielausgänge und lustige Animationen wird das eigentlich sehr ernste Thema aufgelockert. 
Der Nutzen für die Motivation besteht dabei im explorativen oder zufälligen Entdecken dieser 
Spielausgänge, welche zum Teil gewollte als auch zufällige Belohnungen durch direkten 
Einfluss des Spielers darstellen und damit ein hohes Motivationspotential aufweisen. Die 
Probanden waren stets euphorisiert, den Einfluss ihrer neuen Code-Eingabe zu verfolgen. 
Die Schwierigkeit war unerwarteterweise kaum relevant für die Motivation der Probanden. 
Der Großteil der Versuchspersonen konnte nur ein sehr schweres Level testen, dessen Lösung 
für manche auf Grund mangelnder Vorkenntnisse ohne Hilfestellungen fast unmöglich 
gewesen wäre. Dennoch verfiel jeder Tester in einen Flow-Zustand, was ein sehr positives 
Ergebnis für die Wertung der Anwendung darstellt. Auf Nachfrage, warum dem so sei, 
antworte der Großteil, dass sie der Ehrgeiz gepackt hätte, welcher neben der emotionalen 
Bindung eine weitere Strategie darstellt. 
Das von den meisten getestete Level wurde mitunter zwei Stunden lang gespielt – eine 
beachtliche Dauer, wenn man bedenkt, dass die untersuchten vergleichbaren GBL Spiele 
wenige Sekunden oder Minuten für das Lösen eines Levels veranschlagen. Bei der 




die sich der Spieler selbst erarbeitet, immer wieder aufrechterhalten. Durch die lange 
Spieldauer eines Levels, welches sich mit verhältnismäßig wenigen Unity-spezifischen 
Methoden beschäftigt, kann davon ausgegangen werden, dass die Wissensvermittlung 
deutlich langsamer abläuft als bei herkömmlichen Methoden, wie dem Folgen von YouTube-
Tutorials. Ebenfalls ist aber durch das hohe Motivationspotential und den Unterhaltungsfaktor 
auch eine schnellere Überwindung der Einstiegshürde möglich. 
Durch das 5-Sterne-System, soll zukünftig ein weiterer Motivationsfaktor hinzukommen, 
indem zur Wiederholung der Level animiert wird – mit dem Hintergedanken das gelernte 
mehrfach zu verinnerlichen. Für den Anwender besteht die Motivation dabei darin, sich 
erneut zu verbessern, um weitere unerwartete Daten freischalten zu können. 
„Erweiterbar“ 
Die Voraussetzung, um die Anwendung erweiterbar zu gestalten war zunächst die 
Entscheidung, sie in der Engine zu entwickeln, deren Inhalte gelehrt werden sollen. Als 
nächster Schritt war die Wahl des Runtime-Compilers, welcher mit der neusten Unity-Version 
übereinstimmt, entscheidend, um stets aktuelle Inhalte der Engine ebenfalls in der 
Anwendung bereitstellen zu können. Da dieser Compiler von einer externen Quelle 
bereitgestellt wird, ist man bis auf Weiteres auf dessen Aktualisierung angewiesen. 
Der nächste entscheidende Punkt basiert auf Automatisierungen, wo es nur geht. Hierfür 
bedurfte es zunächst komplexer Entwicklungsarbeit, welche auf lange Sicht jedoch viel Zeit für 
die Erstellung neuer Inhalte erspart. An erster Stelle steht die automatische Generierung aller 
Aufgaben inklusive ihrer Lösungen, basierend auf der softwareinternen Auswertung der 
angelegten Skripte eines jeden Levels. Aber auch die Nutzung von Datenbanken, Vererbungen 
und der Unity-eigenen Prefabs sorgt für eine weitestgehende Automatisierung. 
Um diese zu ermöglichen waren große Veränderungen des Spielkonzepts notwendig. Vor 
allem musste das Ziel eines jeden Levels möglichst vereinheitlicht werden. Um dies zu 
erreichen, wurde sich für das bewährte System des Einsammelns eines Items entschieden, 
welches beispielsweise auch bei dem untersuchten Spielkonzept Swift Playgrounds zu finden 
ist. Dabei kann der Lösungsweg stets individuell gestaltet werden, um für genügend 
Abwechslung zu sorgen. Das Hauptziel, die Dateien einzusammeln bleibt aber. Um die 
Erstellung von neuen Inhalten nicht unnötig zu verlangsamen, wurden viele Spiel- und 
Designelemente mehrfach genutzt, was für keinen der Probanden am Ende ein Problem 
darstellte.  
Damit Fehlerquellen auch längerfristig überschaubar bleiben, mussten die Möglichkeiten des 
Spielers durch die Whitelist eingeschränkt werden, wodurch sein exploratives Potential 
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7.0 Entwicklungsausblick 
Das Zugänglichmachen der Anwendung für absolute Programmieranfänger hat einen hohen 
Stellenwert für die weitere Entwicklung. Ideen hierfür entstanden bei jüngsten UX-Tests und 
basieren hauptsächlich auf der Zensierung von Code-Teilen, die für einen Anfänger zu 
schwierig zu verstehen wären. Somit soll ihm die Chance gegeben werden, sich beispielsweise 
am Anfang im später kommenden Level 100 zu befinden, dort aber nur einfache Änderungen 
vorzunehmen, wobei komplexe Stellen ausgeblendet werden. 
Damit einhergehend sind weitere Level geplant, die anhand eines klar definierten, roten 
Fadens einen Komplett-Einblick in die Unity-spezifischen Paradigmen geben sollen. Tutorial-
Level werden mittlerweile als unumgänglich für die zukünftige Einführung aller Features 
angesehen. Ebenfalls gilt es zu testen, wie sich eine Zeitbegrenzung für die Level auf den 
Ehrgeiz und die Motivation auswirkt. 
Zudem sollen neben einigen Fehlerbehebungen und Optimierungen zukünftig Warnungen 
direkt neben den Codezeilen erscheinen, welche für Fehler sorgen. Einige UX-Auffälligkeiten 
traten mehrmals auf, wie sich in den ausführlichen Protokollen im Anhang entnehmen lässt. 
Die von vielen Testern gewünschten Funktionen ‚Drag-and-Drop in der Whitelist‘; ‚Auto-
Complete und -Formatierung‘, sowie ‚Undo-Redo‘ für Code sollen deshalb ebenfalls 
implementiert, sowie genauere Erklärungen für die Unity-spezifischen Methoden gefunden 
werden. Darüber hinaus ist die vollständige Umsetzung der Story geplant, indem das virtuelle 
Betriebssystem zunächst normal genutzt werden kann, bis es von der KI gehackt wird, die 
anschließend mit dem Spieler über Pop-ups o.Ä. kommuniziert.  
Außerdem gilt es, das konzipierte und gestaltete 5-Sterne-System funktional und nicht nur 
grafisch fertigzustellen, sowie die Dateien auf dem Desktop des Spielers tatsächlich 
freizuschalten. Der Ansatz kann zudem zum weiteren Ausbau der Story dienen, da Passwörter, 
Kontakte, usw. den weiteren Spielverlauf beeinflussen könnten. Auch die Personalisierung 
kann damit weiter fortschreiten - beispielsweise durch das Freischalten neuer 








Der in Unity entwickelte, bereits sehr fortgeschrittene Prototyp der Anwendung ist ein 
innovatives und zum jetzigen Stand einzigartiges Produkt für das Erlernen der 
Programmierung in Unity.  
Die gewählte Methode hat sich als äußerst effektiv herausgestellt. Durch die nutzerbasierte 
Untersuchung konnten viele unbedachte UX-Probleme aufgespürt und gelöst werden. Hierbei 
war der Trend zu erkennen, dass sich das Feedback immer weiter weg von Problemen und hin 
zu persönlichen Wünschen entwickelte, wodurch die positive Auswirkung sehr gut zu 
erkennen war. 
Obwohl keiner der UX-Tests unter den exakt gleichen Bedingungen und Fragestellungen 
stattfand, wurde versucht, die Ergebnisse so einheitlich wie möglich zu dokumentieren und 
darzustellen. Hierdurch konnten dennoch einige Parallelen festgestellt werden. Der Umstand 
der Unvergleichbarkeit einiger Ergebnisse ist keinesfalls als negativ anzusehen, da erst durch 
den explorativen Versuchsaufbau und den spontanen Gesprächsverlauf individuelle 
Schwachstellen des entwickelten Systems aufgedeckt werden konnten. 
Bei der Entwicklung des ersten Levels wurde nicht versucht, eine erhöhte Schwierigkeit 
einzubauen, die ersten Tests zeigten jedoch schnell die Differenz zwischen dem Empfinden 
des Entwicklers und dem des Anwenders. Dieser Umstand wurde bis zum letzten von zehn UX-
Tests nicht verbessert. Einerseits konnten dadurch viele UX-Probleme identifiziert werden, 
welche auf Grund der fehlenden Features in einfacheren Levels nicht aufgefallen wären, 
andererseits hätte man mit Hilfe von einfacheren Levels zusätzlich den Lernerfolg untersuchen 
können.  
Da sich dagegen entschieden wurde, bildet diese Arbeit die Grundlage für weitere 
Forschungen, die vor allem den möglichen Lernerfolg untersuchen sollten. Für diese 
Untersuchungen wäre eine ausgeglichenere Geschlechter-Verteilung der Testgruppe 
wünschenswert, die bei dieser Arbeit für die erste Validierung der nötigen Funktionalitäten 
als nicht entscheidend angesehen wurde, aber dennoch beachtet werden sollte. 
Die gewonnenen Erkenntnisse dieser Arbeit beziehen sich zwar auf die Entwicklungsplattform 














 Die Auffälligkeit trat mindestens 1 Mal auf. 
 Die Auffälligkeit trat mindestens 2 Mal auf. 
 Die Auffälligkeit trat mindestens 3 Mal auf. 
 Die Auffälligkeit trat mindestens 4 Mal auf. 




Datum, Dauer 13.11.2019, 45 min 
Alter, Geschlecht 29, männlich 
Programmierkenntnisse Keine 
Hintergrund Concept Design & XR Research 
UX-Auffälligkeiten 
 
Der Anwendende … Der eigene Lösungsansatz sieht vor, … 
… kann auf einem 4K-Monitor keinen Text mehr 




… die Auflösung des Spiels für jeden Monitor auf Full 
HD (1920 x 1080) festzusetzen, um überall die 
gleiche Darstellung zu erreichen. 
… hat die Skalierbarkeit der Konsole nicht erkannt. … einen dünnen doppelten Balken zur Konsole 
hinzuzufügen, um die mögliche Interaktion zu 
betonen. 
…  weiß nicht, woher er wissen soll, welches Fenster 
er minimiert hat, wenn er es wieder öffnen will. 
… das Fenster-Icon in der Taskleiste kurz aufblinken 
zu lassen, wenn es minimiert wird. 
… hat aus technischen Gründen Probleme, 
Stacktraces (Fehler-Pfade) in der Konsole des 
ausführbaren Programms zu entziffern. 
… die Anwendung im sog. Development Mode zu 
erstellen, um verständliche Fehler-Pfade nutzen zu 
können (Gleicher Log wie innerhalb von Unity). 
… zeigt sich bereits damit sehr bemüht, Level mit 
einfachen Konsolenausgaben lösen zu können. 
… die Zielgruppe für das Spiel zu überdenken. 
… empfindet die Spielfiguren als unpassend für die 
Story. 
… die Figuren zu überarbeiten und an das Spiel-
Setting anzupassen. 
… empfindet das Leveldesign als zu langweilig bzw. 
wenig immersiv. 
… die Level mit bereits vorhandenen, weiteren 
Assets immersiver zu gestalten. 
Tabelle 8: UX-Test #1. 
Quelle: Eigene Darstellung 
 
Tabelle 7: UX-Test Legende. 






Datum, Dauer 27.11.2019, 60 min 
Alter 35, männlich 
Programmierkenntnisse Fortgeschrittene objektorientierte 
Programmierkenntnisse 
Hintergrund Professur Medieninformatik 
UX-Auffälligkeiten 
 
Der Anwendende … Der eigene Lösungsansatz sieht vor, … 
… erkennt nicht, dass die Whitelist interaktional ist. … die Whitelist-Felder mehr voneinander abzuheben 
und einen Cursor-Indikator für Interaktion 
hinzuzufügen. 
… fühlt sich negativ überwältigt von der Menge an 
Whitelist-Feldern. 
… die Anzahl von Eingabemöglichkeiten auf ein 
Minimum zu beschränken. 
… denkt, dass der Gamification-Anteil der 
Anwendung deutlich höher sein sollte. 
… mehr Gamification-Elemente hinzuzufügen. Der 
Spieler sollte mit seiner Umwelt interagieren 
können.  
… findet, dass die Level zu weitläufig sind für die 
wenigen Umgebungs-Objekte. 
… das Level mehr zu füllen und allgemein zu 
verkleinern. 
… empfindet die eintönige Farbgebung als nicht 
ästhetisch genug. Das allgemeine Konzept der Rot-
/Grünfärbung ist aber gut. 
… verschiedene Farb- und Saturierungs-Variationen 
für weitere Befragungen zu erstellten. 
… bemerkte trotz wenig anspruchsvoller Darstellung 
eine außerordentlich hohe Auslastung der 
Grafikkarte. 
… die Bildwiederholrate pro Sekunde der 
Anwendung auf 60 zu beschränken, um die 
Grafikkarte zu entlasten. 
… ist der Meinung, dass es eher wenige aber dafür 
liebevoll gestaltete Level geben sollte, welche 
unterschiedliche Schwierigkeitsgrade darstellen. 
… sich im Rahmen dieser Arbeit auf drei Level mit 
unterschiedlichen Schwierigkeitsgraden (einfach, 
mittel, schwer) zu beschränken. 
… meint, dass der Spieler im Falle eines Fehlers mit 
Eye-Candy (passende Animationen) belohnt werden 
sollte, um stets motiviert zu bleiben. 
… den Hinweis bei der zukünftigen Level-Entwicklung 
hohe Beachtung zu schenken. 
 
  
Tabelle 9: UX-Test #2. 
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UX-Test #3 
Datum, Dauer 06.12.2019, 60 min 
Alter, Geschlecht 19-25, männlich 
Programmierkenntnisse C#-/Unity-Anfänger 
Hintergrund Angehende Medieninformatiker 
UX-Auffälligkeiten 
 
Die Anwendenden … Der eigene Lösungsansatz sieht vor, … 
… empfinden immer noch, dass sich zu viele Wörter 
in der Whitelist befinden und, dass diese nicht 
übersichtlich wäre. 
… die Whitelist nur auf die nötigsten Befehle zu 
beschränken und in 2 Reihen aufzuteilen, sowie 
benutze Wörter verschwinden zu lassen. Zudem 
sollte die Liste nicht alle erlaubten Wörter aller 
Skripte beinhalten, sondern nur die des aktuell 
geöffneten.  
… erwarten, dass man die Whitelist-Felder per Drag-
and-Drop in die Editor-Felder einfügen kann. 
… zunächst weitere Tests abzuwarten. 
... verstehen den Unterschied zwischen den Buttons 
‘Reset Code’ bzw. ‘Reset Level’ nicht eindeutig. 
… die Buttons um Icons zu ergänzen und mit einem 
Tooltip, welcher beim Hovern erscheint, zu versehen. 
… erkennen den Fragezeichen-Button zum Forum 
nicht, auch wenn man den Hinweis auf eine Hilfe-
Option gibt.  
… zunächst weitere Tests abzuwarten. 
… schafften es, an eigentlich geschützten Stellen des 
Scripts Whitelist-Wörter einzufügen. 
… die interne Schwachstelle durch entsprechende 
Umprogrammierung zu schützen. 
… haben große Probleme damit, sich die genauen 
Funktionen der einzelnen Methoden und Variablen 
herzuleiten. 
…einen Tooltip für die einzelnen Whitelist-Felder 
anzuzeigen, sobald man mit der Maus darüber 
hovert. 
… erwarten, dass die Konsole beim Neustarten des 
Levels automatisch geleert wird, da es ansonsten 
nicht eindeutig ist, ob der Fehler behoben wurde. 
… so wie in Unity eine ‘Clear Console on Play’ Option 
einzufügen, welche standardmäßig aktiv ist. 
 
  
Tabelle 10: UX-Test #3. 






Datum, Dauer 11.12.2019, 30 min 
Alter (Geschlecht) 41, männlich 
Programmierkenntnisse Grundlagen der Programmierung 
Hintergrund IT Project Manager, UI-/Usability Design 
UX-Auffälligkeiten 
 
Der Anwendende … Der eigene Lösungsansatz sieht vor, … 
… erkennt den Fragezeichen-Button ebenso wie die 
Probanden bei UX-Test #3 nicht, auch wenn man den 
Hinweis auf eine Hilfe-Option gibt.  
… den Button auf die besser erkennbare, rechte 
Seite des Feldes zu verschieben, ihn zu vergrößern 
und in der Signalfarbe rot einzufärben. 
… übersieht den Start-Button, um den Code 
auszuführen. 
… den Button als einziges UI-Element im Editor-
Fenster grün einzufärben, womit er gleichzeitig mit 
der grünen Färbung der Spielfigur verknüpft scheint. 
… übersieht die Konsolenausgabe nachdem ein 
Kompilierungsfehler aufgetreten ist. 
… die Fehler besser farbig abzuheben, indem nicht 
der Text, sondern dessen Hintergrund in 
Signalfarben dargestellt wird. 
… empfindet es teilweise als nicht ersichtlich, bei 
welchen UI-Elementen es sich um Buttons handelt, 
da diese keinen Rahmen und die gleiche Farbe wie 
deren Hintergrund haben. 
… die Buttons ebenfalls farbig abzuheben und durch 
kleine Lücken voneinander zu separieren. 
… fühlt sich mit der Kamera zu weit vom Geschehen 
entfernt. 
… das Level zu verkleinern und die Kamera damit 
näher an den Spieler bringen zu können. 
… findet den Minimalismus an Objekten gut und 
wichtig, um sich nicht zu sehr abzulenken, allerdings 
wirkt das Gesamtbild für ihn dennoch zu leer. 
… das Level zu verkleinern, womit bei 
gleichbleibender Anzahl von Objekten eine höhere 
Dichte erreicht wird. 
… meint, dass “das große rote Schiff in den Augen 
weh tut” und er kaum hinschauen könne. 
… zunächst weitere Tests abzuwarten. 
… erhofft sich ein Feedback der Spielfigur auf 
Kompilierungsfehler. 
… zukünftig die Figur mit Animationen für diese 
Situationen zu versehen. 
  Tabelle 11: UX-Test #4. 
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UX-Test #5 
Datum, Dauer 12.12.2019, 60 min 
Alter, Geschlecht 19-22, männlich 
Programmierkenntnisse C#-/Unity-Anfänger 
Hintergrund Angehende Medieninformatiker/Game-Designer 
UX-Auffälligkeiten 
 
Die Anwendenden … Der eigene Lösungsansatz sieht vor, … 
… zeigen sich bemüht, herauszufinden, an welche 
Stellen sie den eigenen Code schreiben/einsetzen 
können. 
… zunächst weitere Tests abzuwarten. 
… gehen davon aus, dass der Reset-Code Button auch 
das Level zurücksetzt. 
… eine bessere Bezeichnung für die Buttons zu 
wählen. 
… wünschen sich ebenfalls wie UX-Tester #3, dass 
man die Whitelist-Felder per Drag-and-Drop in die 
Editor-Felder einfügen kann. Die bisherige Lösung, 
den Cursor und die Farbe des Feldes beim hovern zu 
ändern, wäre aber bereits sehr gut verständlich. 
… die gewünschte Funktionalität zukünftig zu 
implementieren. 
… denken, dass die rote Hinterlegung eines 
verbotenerweise doppelt verwendeten Wortes als 
Hinweis und nicht Fehler gewertet werden soll.  
… zukünftig ein Warnsymbol neben der jeweiligen 
Zeile erscheinen zu lassen, welches beim hovern 
einen Hinweis zum Fehler gibt. 
… haben es geschafft, trotz Whitelist auf andere 
Klassen zuzugreifen, wodurch unvorhergesehene 
Lösungen oder Sicherheitslücken entstehen könnten. 
… ‚public‘ aus der Whitelist zu entnehmen, um keine 
Methoden mehr erstellen zu können, auf die von 
anderen Skripten zugegriffen werden kann. 
… empfinden es als nicht ersichtlich, welches Skript 
auf welches Objekt im Spiel Auswirkungen hat. 
… das zum momentan geöffneten Skript 
dazugehörige GameObject grün einzufärben.  
… erwarten das von vielen Anwendungen bekannte 
Undo-/Redo Feature im Code-Editor. 
… dieses Feature aufgrund der Komplexität erst nach 
dem Bearbeitungszeitraums der Arbeit zu 
implementieren. 
… empfinden das große rote Schiff ebenfalls wie UX-
Tester #4 als zu ablenkend und in den Augen 
stechend. 
… große, signalfarbene Objekte zu vermeiden und 
stattdessen mit Lichtquellen Farbakzente zu setzen. 
… meinen, dass die schwarz-weiße Einfärbung des 
Levels am besten zum Gesamtbild/der Story passt, 
sie aber dennoch zu trist und etwas langweilig wirkt. 
… das Level durch Partikeleffekte und einzelne 
Lichtquellen mit Schattenwurf aufzuwerten. 
… sind der Meinung, dass der Spieler nicht 
“ungestraft” die Hilfe-Funktion benutzen können 
sollte, da ansonsten die Motivation zum Verzicht auf 
diese fehlt. 
… ein Ranking von bis zu fünf Sternen für jedes Level 
einzurichten. Immer wenn der Spieler nach Hilfe 
‘fragt’, soll ein bestimmter Anteil der Sterne 
abgezogen werden. 
Tabelle 12: UX-Test #5. 






Datum, Dauer 25.12.2019, 120 min 
Alter, Geschlecht 61, männlich 
Programmierkenntnisse Grundlagen der Programmierung in C bereits 30 




Der Anwendende… Der eigene Lösungsansatz sieht vor, … 
… zeigt sich wie UX-Tester #5 ebenfalls bemüht, 
herauszufinden, an welche Stellen er den eigenen 
Code schreiben/einsetzen kann. 
… dass im Falle des versuchten Schreibens von Text 
an eine nicht erlaubte Stelle, die erlaubten Felder 
aufleuchten sollen, um auf die mögliche Interaktion 
aufmerksam zu machen. 
… probiert ohne Hinweis nicht, das Level zu starten, 
ohne eine fertige Lösung zu haben. 
… den Text ‘Run Code’ durch das bekannte Play-Icon 
zu ersetzen und den Button selbst ab und zu 
aufleuchten zu lassen. 
… vergisst, dass er die Whitelist stets betrachten 
kann und muss, um sich eine Lösung herzuleiten. 
… dass die Whitelist nach einer Weile ohne Spieler-
Eingabe optisch aufleuchten soll, um ihn erneut 
darauf aufmerksam zu machen. 
… ist sich nicht sicher, wofür die einzelnen Skripte 
konkret zuständig sind. 
… einen Tooltip beim hovern über das Skript Fenster 
einzublenden. 
… wird durch die Nutzung von Abkürzungen in 
Methoden und Variablen verwirrt, da er diese nicht 
kennt/kennen kann. 
… Abkürzungen weitestgehend zu vermeiden, auch 
wenn der Code damit länger und unübersichtlicher 
erscheint. 
… sind die Help-Forum Antworten noch nicht 
verständlich bzw. einfach genug geschrieben. 
… die Antworten zu überarbeiten, und ggf. mehr 
Text-Highlighting einzusetzen. 
… erkennt die erneute Nutzbarkeit der Foren-Seiten 
nicht. 
… auch dieses ab und zu aufleuchten zu lassen. 
   Tabelle 13: UX-Test #6. 
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UX-Test #7 
Datum, Dauer 31.12.2019, 60 min 
Alter, Geschlecht 21 - 25, männlich 
Programmierkenntnisse Mittlere bis Fortgeschrittene C#-/Unity-Kenntnisse 
Hintergrund Angehende Medieninformatiker/Gamedesigner 
UX-Auffälligkeiten 
 
Die Anwendenden… Der eigene Lösungsansatz sieht vor, … 
… übersehen die rote Hinterlegung von unerlaubt 
doppelt verwendeten Whitelist-Wörtern. Einer der 
Probanden sieht auf Grund einer Rot-Grün-
Sehschwäche selbst nach dem gegebenen Hinweis 
die Markierung nicht richtig. 
… wie bereits bei UX-Test #5 beschrieben, zukünftig 
ein Warnsymbol neben der jeweiligen Zeile 
erscheinen zu lassen. 
… empfinden die Texte auf einem Laptop-Bildschirm 
als schwer lesbar. 
… zukünftig die Schriftgröße durch den Spieler 
beliebig anpassen zu können. 
… gehen davon aus, dass man den Spieler über 
Pfeiltasten und nicht über die Abfolge von 
geschriebenem Code bewegen kann. 
… in einem voran gestellten Level die ‚Steuerung‘ zu 
erklären und eine vom Spieler programmierte 
Pfeiltasten- Funktionalität möglich zu machen. 
… erwarten eine Autocomplete- und 
Autoformatierungs-Funktionalität beim Einfügen von 
Klammern, Leerzeilen, etc. 
… das gewünschte Feature aufgrund der Komplexität 
erst nach dem Bearbeitungszeitraum der Arbeit zu 
implementieren. 
… wollen die Konsole für simples Debugging nutzen, 
hierfür nötige Funktionen sind allerdings nicht in der 
Whitelist enthalten. 
… eine einfache Konsolenausgabe, durch das 
Hinzufügen entsprechender Methoden in die 
Whitelist, möglich zu machen. 
… wollen nach der Eingabe eines Whitelist-Wortes 
dessen Tooltip weiterhin anschauen können, um zu 
übergebende Variablen o.ä. herleiten zu können. 
… die Whitelist-Felder nach vollständigem 
Ausschreiben nicht auszublenden, sondern 
auszugrauen und somit weiterhin lesbar zu lassen. 
… wünschen sich eine Autocomplete-Funktionalität 
für bereits angefangene Whitelist-Wörter. 
… das gewünschte Feature aufgrund der Komplexität 
erst nach dem Bearbeitungszeitraum der Arbeit zu 
implementieren. 
… empfinden die Whitelist als nicht auffällig genug 
dafür, dass sie so essenziell für die Anwendung ist. 
… den Spieler durch Aufleuchten der Whitelist beim 
Start der Bearbeitung bzw. längerer Eingabe-Pause 
auf deren Wichtigkeit aufmerksam zu machen. 
… zeigen sich bemüht, im Falle von mehreren 
Eingabefeldern innerhalb eines Skripts 
herauszufinden, welche Whitelist-Wörter in welches 
Eingabefeld gehören. 
… die Eingabe von Whitelist-Wörtern auf deren 
vorgesehenen Eingabefelder zu beschränken und für 
andere Eingabefelder zu sperren/auszugrauen. 
 
  
Tabelle 14: UX-Test #7. 






Datum, Dauer 06.01.2019, 90 min 
Alter, Geschlecht 21, männlich 
Programmierkenntnisse Grundlagenwissen Javascript, PHP 
Hintergrund Angehender Englisch- und Informatiklehrer 
UX-Auffälligkeiten 
 
Der Anwendende… Der eigene Lösungsansatz sieht vor, … 
… erwartet genauso wie die Probanden von UX-Test 
#7 eine Autocomplete- und Autoformatierungs- 
Funktionalität beim Einfügen von Klammern, 
Leerzeilen, etc. 
… das gewünschte Feature aufgrund der Komplexität 
erst nach dem Bearbeitungszeitraums der Arbeit zu 
implementieren. 
… erkennt den Zusammenhang zwischen geöffneten 
Skripten und eingefärbten GameObjects nicht. 
… den Zusammenhang in einem Tutorial Level zu 
erläutern, da die Aufmerksamkeit beim Wechsel eins 
Skripts nicht auf dem Spiel-, sondern dem Editor-
Fenster liegt und der Farbwechsel somit meist nicht 
wahrgenommen wird. 
… möchte, bevor er sich Hilfe im Forum holt, gerne 
die zu stellende Frage des jeweiligen Eingabefeldes 
wissen, um entscheiden zu können, ob ihn die 
Antwort weiterbringen würde. 
… die Frage beim Hovern über den Hilfe-Button 
anzuzeigen. 
… sorgt durch eine rekursive Schleife für einen 
Programmabsturz. 
… kurzfristig das while-Statement aus der Whitelist 
zu entfernen und zukünftig ein Feature zu 
entwickeln, welches vor der Kompilierung auf 
(unendlich) rekursive Schleifen aufmerksam macht. 
… hat, wie schon die UX-Tester #5 und #7, Probleme 
damit, zu akzeptieren, warum ein unerlaubt doppelt 
verwendetes Whitelist-Wort rot unterlegt und nicht 
kompiliert werden kann. 
… wie bereits bei UX-Test #5 beschrieben, zukünftig 
ein Warnsymbol neben der jeweiligen Zeile 
erscheinen zu lassen. 
… ist sich sehr unsicher, was die konkreten 
Programmieraufgaben in den einzelnen 
Eingabefeldern sind. (In welchem Feld wird der 
Spieler gesteuert, in welchem kann man das Tor 
öffnen, usw.) 
… die konkrete Aufgabe als Kommentar über das 
Eingabefeld zu schreiben. 
… wünscht sich, dass das Spiel erkennt, wenn ein 
Eingabefeld fertig abgeschlossen wurde, um sich 
nicht mehr darauf konzentrieren zu müssen. 
… zukünftig eine Checklist für die Eingabefelder 
einzuführen. 
… weiß nicht, welcher bereits offene Forenbeitrags-
Tab für welches Eingabefeld bestimmt ist. 
… im Falle eines geöffneten Beitrags, das 
dazugehörige Eingabefeld farbig hervorzuheben. 
 Tabelle 15: UX-Test #8. 
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UX-Test #9 
Datum, Dauer 09.01.2019, 60 min 
Alter, Geschlecht 23, männlich 
Programmierkenntnisse Fortgeschrittener Anfänger C#/Unity 
Hintergrund Angehender Medieninformatiker/Gamedesigner 
UX-Auffälligkeiten 
 
Der Anwendende… Der eigene Lösungsansatz sieht vor, … 
… wünscht sich ebenfalls wie UX-Tester #3 und #5, 
dass man die Whitelist-Felder per Drag-and-Drop in 
die Editor-Felder einfügen kann.  
… die gewünschte Funktionalität zukünftig zu 
implementieren. 
… erwarten das von vielen Anwendungen bekannte 
Undo-/Redo Feature im Code-Editor. 
… dieses Feature aufgrund der Komplexität erst nach 
dem Bearbeitungszeitraum der Arbeit zu 
implementieren. 
… denkt, dass die schwarzen (‚ausgegrauten‘) 
Whitelist-Felder immer noch genutzt werden 
können.  
… nicht nur die Box, sondern auch den Text grau 
einzufärben. 
… ist durch die grüne (nutzbar) und blaue (nicht 
nutzbar) Einfärbung der Whitelist bei mehreren 
Eingabefeldern pro Skript verwirrt, vor allem, weil 
die 'Erklärung' auch blau und nicht grün hinterlegt 
ist. 
… nicht benutzbare Felder auszugrauen, anstatt die 
Farbe von nutzbaren Feldern auf grün zu setzen. 
… würde gerne eigene Variablen deklarieren und 
nicht die vorgegebenen benutzen müssen. 
… das gewünschte Feature aufgrund der Komplexität 
erst nach dem Bearbeitungszeitraum der Arbeit zu 
implementieren. 
… weiß ohne Erklärung nicht, wie man die im 
Rahmen der Arbeit entwickelten Player-Movement-
Befehle korrekt benutzt (beispielsweise, dass man 
sie in eine Schleife packen kann und sie darin 
hintereinander ausgeführt werden können). 
… das Feature in einem vorangestellten Level 
explorativ verständlich zu machen. 
… hat bei dem Wunsch nach Hilfe die 
entsprechenden Fragezeichen-Felder nicht entdeckt 
(ähnlich wie bei den ersten Befragungen). 
… das Feature in einem einfachen Tutorial-Level zu 
erklären. 
… hat wie fast jeder Befragte bisher die geschützten 
Eingabefelder, welche extra meistens einen Hinweis 
zur Lösung enthalten, nicht beachtet. 
… den Hinweis in einem einfachen Tutorial-Level zu 
erklären. 
  Tabelle 16: UX-Test #9. 






Datum, Dauer 09.01.2019, 90 min 
Alter, Geschlecht 22 - 25, weiblich 
Programmierkenntnisse Anfänger C#/Unity 
Hintergrund Angehende Mediendesignerinnen 
UX-Auffälligkeiten 
 
Die Anwendenden… Der eigene Lösungsansatz sieht vor, … 
… empfinden es als äußerst störend, Klammern per 
Hand eingeben zu müssen, obwohl sie über die 
Whitelist fast den gesamten restlichen Code durch 
Anklicken einfügen können. 
… runde und geschweifte Klammern zurück in die 
Whitelist zu schreiben. 
… vergaßen, dass die Spielfigur um genau ein Feld 
geradeaus geht, obwohl sie die Funktionalität 15 
Minuten zuvor kennenlernten und benutzen. 
… zukünftig weitere Level zum mehrfachen 
Wiederholen der Features zu erstellen. 
… wünschen sich genauso wie die Probanden von 
UX-Test #7 und #8 eine Autocomplete- und 
Autoformatierungs- Funktionalität beim Einfügen 
von Klammern, Leerzeilen, etc. 
… das gewünschte Feature aufgrund der Komplexität 
erst nach dem Bearbeitungszeitraum der Arbeit zu 
implementieren. 
… erwarten das von vielen Anwendungen bekannte 
Undo-/Redo Feature im Code-Editor. 
… dieses Feature aufgrund der Komplexität erst nach 
dem Bearbeitungszeitraum der Arbeit zu 
implementieren. 
… testen ihren Code wie Proband #6 äußerst selten 
und denken, ihn ohne Lösung gar nicht ausführen zu 
können. 
… beim Start eines Levels und nach einiger Zeit 
Inaktivität einen Hinweis ("Try your code!") 
einzublenden. 
… wünschen sich mehr Informationen zu den Unity-
spezifischen Klassen und Methoden, welche 
innerhalb eines Levels benutzt werden. 
… Informationen zu diesen als Kommentar innerhalb 
der Skripte hinzuzufügen. 
… wünschen sich, dass Editor-Fenster farblich an ihre 
Bedürfnisse anpassen zu können (Theme-Wechsel) 
… das bereits vorbereitete Theme-Wechsel-Feature 
weiterzuentwickeln. 
… sind sich einig, dass die gedankliche Hürde, die 
Hilfe-Funktion unter Verlust von Sternen zu 
benutzen, zu gering ist, um sie davon abzuhalten. 
… den Spieler für eine perfekte Lösung ohne Hilfe 
durch zusätzliches Freischalten von ‚exklusiven 
Daten‘ zu belohnen. 
  Tabelle 17: UX-Test #10. 
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8.1 Unity Foren Beiträge 
Unity Foren Beitrag #0 
 
Abbildung 50: Unity Foren Beitrag #0. 





Unity Foren Beitrag #1 
 
Abbildung 51: Unity Foren Beitrag #1. 
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Unity Foren Beitrag #2 
 
Abbildung 52: Unity Foren Beitrag #2. 
Quelle: Eigener Screenshot von: https://forum.unity.com/threads/assets-playerstuff-cs-5-42-error-cs1031-type-expected-i-




Unity Foren Beitrag #3 
 
Abbildung 53: Unity Foren Beitrag #3.0. 
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Abbildung 54: Unity Foren Beitrag #3.1. 






8.2 Source Code Auszug 
EditorManager.cs 
Die Hauptaufgabe des Skripts ist die automatische Generierung und Formatierung des Code-











public class EditorManager : MonoBehaviour 
{ 
    public CSharpCodeCompiler CSharpCodeCompiler; 
    public CustomButton RunCodeButton;  
    public CustomButton ProcessingCodeButton; 
     
    public RectTransform codeScrollRect; 
    [Header("Prefabs")] 
    public GameObject EditorFieldPrefab; 
    public GameObject CodeWindowPrefab; 
    [Header("Files")] 
    public string StartSeparator; 
    public string EndSeparator; 
    public string[] CodeFiles, ProtectedFiles; 
 
    CodeEditorFileLabelManager codeEditorFileLabelManager; 
    public Transform scriptsRoot; 
    public CodeRoot[] codeRoots; 
 
    static int currentSceneIndex; 
    public static EditorManager ins; 
 
    public void Awake() 
    { 
        ins = this; 
        scriptsRoot = LevelManager.ins.scriptsRoot; 
 
        currentSceneIndex = SceneManager.GetActiveScene().buildIndex; 
        codeEditorFileLabelManager = GetComponentInChildren<CodeEditorFileLabelManager>(); 
 
        if (codeScrollRect.childCount > 0) 
            StartCoroutine(Setup()); 
        else 
            SetupEditor(); 
 
        DontDestroyOnLoad(this.transform); 
    } 
 
    void Start()  
    {  
        scriptsRoot = LevelManager.ins.scriptsRoot; 
    } 
 
    public void ClearEditor() 
    { 
        foreach (RectTransform child in codeScrollRect) 
            Destroy(child.gameObject); 
 
        var tempList = codeEditorFileLabelManager.transform.Cast<RectTransform>().ToList(); 
 
        foreach (RectTransform child in tempList) 
            Destroy(child.gameObject); 
    } 
 
    IEnumerator Setup() 
    { 
        ClearEditor(); 
        yield return new WaitForEndOfFrame(); 
        SetupEditor(); 
    } 
 
    void SetupEditor() 
    { 
        for (int x = 0; x < CodeFiles.Length; x++) 
        { 
            GameObject codeWindow = Instantiate(CodeWindowPrefab, codeScrollRect); 
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            codeWindow.name = CodeFiles[x]; 
        } 
        for (int x = 0; x < ProtectedFiles.Length; x++) 
        { 
            GameObject codeWindow = Instantiate(CodeWindowPrefab, codeScrollRect); 
            codeWindow.name = ProtectedFiles[x];  
        } 
 
        codeRoots = codeScrollRect.GetComponentsInChildren<CodeRoot>(); 
 
 
        //Load all scripts in editor window 
        for (int x = 0; x < CodeFiles.Length; x++) 
            SetFields(false, x, 'c'); 
        for (int x = 0; x < ProtectedFiles.Length; x++) 
            SetFields(true, x + CodeFiles.Length, 'p'); 
 
        codeEditorFileLabelManager.InstantiateCodeFileLabels(CodeFiles, false); 
        codeEditorFileLabelManager.InstantiateCodeFileLabels(ProtectedFiles, true, CodeFileManager.protectedSuffix); 
 
        GetComponent<CodeEditorWindowManager>().ChangeScript(); 
    } 
 
    public void CompileAll() => StartCoroutine(Compile()); 
    IEnumerator Compile() 
    { 
        if (CodeConsoleManager.ins.clearOnPlay) 
            CodeConsoleManager.ins.ClearConsole(); 
 
        if (!WhitelistManager.ins.CheckWhitelists()) 
            yield break; 
 
        //dont allow recompiling before compiler is done with the current job 
        RunCodeButton.gameObject.SetActive(false); 
        ProcessingCodeButton.gameObject.SetActive(true); 
        string[] codeStrings = new string[CodeFiles.Length + ProtectedFiles.Length]; 
        string[] codePaths = new string[CodeFiles.Length + ProtectedFiles.Length]; 
        string[] spawnObjects = new string[CodeFiles.Length + ProtectedFiles.Length]; 
 
        for (int x = 0; x < CodeFiles.Length; x++) 
        { 
            //prevent compiling until editable files were written successfully 
            yield return new WaitUntil(() => SetFile(x, false) == true); 
 
            var sourceFolder = CodeFileManager.filePath; 
            var file = Path.Combine(sourceFolder, CodeFiles[x] + ".cs"); 
            codePaths[x] = file; 
            codeStrings[x] = GetCode(x); 
            spawnObjects[x] = GetScriptSpawnObject(x); 
        } 
 
        for(int x = CodeFiles.Length; x<CodeFiles.Length + ProtectedFiles.Length; x++) 
        { 
            //prevent compiling until protected files were written successfully 
            yield return new WaitUntil(() => SetFile(x, true) == true); 
 
            var sourceFolder = CodeFileManager.filePath; 
            var file = Path.Combine(sourceFolder, ProtectedFiles[x - CodeFiles.Length] + ".cs"); 
            codePaths[x] = file; 
            codeStrings[x] = GetCode(x); 
            spawnObjects[x] = GetScriptSpawnObject(x); 
        } 
 
        string[] allFiles = CodeFiles.Concat(ProtectedFiles).ToArray(); 
 
        //compile after all needed data is written and assigned 
        CSharpCodeCompiler.Compile(codePaths, codeStrings, allFiles, spawnObjects, scriptsRoot); 
        RunCodeButton.gameObject.SetActive(true); 
        ProcessingCodeButton.gameObject.SetActive(false); 
        yield return new WaitForEndOfFrame(); 
    } 
 
    public void ResetCode() 
    { 
        if (CodeEditorWindowManager.selectedScript < CodeFiles.Length) 
            SetFields(false, CodeEditorWindowManager.selectedScript, 'c'); 
    } 
 
    public void ShowSolution()  
    { 
        if (CodeEditorWindowManager.selectedScript < CodeFiles.Length) 
            SetFields(false, CodeEditorWindowManager.selectedScript, 's'); 
    } 
 
    void SetFields(bool protectedFile, int ID, char version) 
    { 





        if (protectedFile) 
            CodeStrings = GetRawCodePartsFromFile(CodeFileManager.RemoveSuffix(ProtectedFiles[ID - CodeFiles.Length], 
    CodeFileManager.protectedSuffix), version); 
        else 
            CodeStrings = GetRawCodePartsFromFile(CodeFiles[ID], version); 
 
        TMP_InputField[] tMP_InputFields = new TMP_InputField[CodeStrings.Length]; 
 
        //set all individual editor fields 
        for (int x = 0; x < CodeStrings.Length; x++) 
        { 
            if (codeRoots[ID].transform.childCount < CodeStrings.Length) 
                Instantiate(EditorFieldPrefab, parent: codeRoots[ID].transform); 
 
            CodeInputField codeInputField = codeRoots[ID].transform.GetChild(x).GetComponent<CodeInputField>(); 
 
            tMP_InputFields[x] = codeRoots[ID].transform.GetChild(x).GetComponent<TMP_InputField>(); 
 
            tMP_InputFields[x].gameObject.SetActive(false); 
 
            //StartSeparator indicates start of editable field, it has to be uneditable if it does not contain it 
            if (CodeStrings[x].Contains(StartSeparator)) 
            { 
                codeInputField.editable = true; 
                if (version == 'c') 
                { 
                    try 
                    { 
                        string firstLine = CodeStrings[x].Split('\n')[0]; 
                        codeInputField.help = firstLine.Split(new string[] { "HELP: " }, 
System.StringSplitOptions.None)[1]; 
                    } 
                    catch (Exception) 
                    { 
                        throw new Exception("No hint for editor field " + x + " of " + CodeFiles[ID] + " defined!"); 
                    } 
                } 
                tMP_InputFields[x].GetComponentInChildren<Image>().color =  
GetComponent<CodeEditorThemeManager>().ColorTheme.MainBackgroundColor; 
                tMP_InputFields[x].readOnly = false; 
 
            } 
            else 
            { 
                tMP_InputFields[x].GetComponentInChildren<Image>().color = new Color(0, 0, 0, 0); 
                tMP_InputFields[x].readOnly = true; 
            } 
 
            //do not remove the first line of the the first input field 
            if (x > 0) 
            { 
                string[] newLines = Regex.Split(CodeStrings[x], "\r\n|\r|\n").Skip(1).ToArray(); 
                CodeStrings[x] = string.Join(System.Environment.NewLine, newLines.ToArray()); 
            } 
 
            //do not remove the last line of the last input field 
            if (x < CodeStrings.Length - 1) 
                tMP_InputFields[x].text = CodeStrings[x].Substring(0, CodeStrings[x].LastIndexOf("\r\n")); 
            else 
                tMP_InputFields[x].text = CodeStrings[x].Substring(0, CodeStrings[x].Length); 
 
            //remove invisible 'new line char' (13) 
            string cleanedCode = tMP_InputFields[x].text.Replace(((char)(13)).ToString(), ""); 
 
            //add lines to fit the original line count 
            if (codeInputField.editable == false) 
            { 
                if (x == 0 && x == CodeStrings.Length - 1) 
                    tMP_InputFields[x].text = cleanedCode; 
                else if (x == 0) 
                    tMP_InputFields[x].text = cleanedCode + "\n"; 
                else if (x == CodeStrings.Length - 1) 
                    tMP_InputFields[x].text = "\n" + cleanedCode; 
                else 
                    tMP_InputFields[x].text = "\n" + cleanedCode + "\n"; 
            } 
            else 
            { 
                tMP_InputFields[x].text = cleanedCode; 
 
                codeInputField.inputFilter.enabled = true; 
                if(codeInputField.Whitelist.enabled) 
                    codeInputField.Whitelist.InvokeOnValueChange(); 
                codeInputField.Whitelist.enabled = true; 
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            tMP_InputFields[x].gameObject.SetActive(true); 
 
        } 
        codeScrollRect.GetChild(ID).GetComponentInChildren<CodeRoot>().SaveFields(); 
        codeScrollRect.GetChild(ID).GetComponentInChildren<CodeRoot>().Layout(); 
    } 
 
    //Split file into multiple parts 
    public string[] GetRawCodePartsFromFile(string filename, char version) 
    { 
        string fileText = CodeFileManager.GetFile(filename, version); 
        string pattern = @"(?=" + StartSeparator + "|" + EndSeparator + ")"; 
        string[] codePartsRaw = Regex.Split(fileText, pattern); 
        return codePartsRaw; 
    } 
 
    //Combine all input field in one string  
    public string GetCode(int ID) 
    { 
        string outputString = ""; 
 
        TMP_InputField[] tMP_InputFields = codeRoots[ID].tMP_InputFields; 
 
        for (int x = 0; x < tMP_InputFields.Length; x++) 
        { 
            if (tMP_InputFields[x].GetComponent<CodeInputField>().editable) 
                outputString += StartSeparator + "\r\n" + tMP_InputFields[x].text + "\r\n" + EndSeparator; 
            else 
                outputString += tMP_InputFields[x].text; 
        } 
        return outputString; 
    } 
 
    //Get path of gameobject on which the script should be assigned to 
    public string GetScriptSpawnObject(int ID) 
    { 
        TMP_InputField firstInputField = codeRoots[ID].tMP_InputFields[0]; 
        return firstInputField.text.Split(new string[] { "'" }, System.StringSplitOptions.None)[1]; 
    } 
 
    public string GetScriptTooltip(int ID) 
    { 
        try 
        { 
            TMP_InputField firstInputField = codeRoots[ID].tMP_InputFields[0]; 
            return firstInputField.text.Split(new string[] { "." }, System.StringSplitOptions.None)[1]; 
        } 
        catch (Exception) 
        { 
            return ""; 
        } 
    } 
 
    //Return false as long as file is still locked 
    public bool SetFile(int ID, bool protectedFile) 
    { 
        string outputString = ""; 
 
        TMP_InputField[] tMP_InputFields = codeRoots[ID].tMP_InputFields; 
 
        for (int x = 0; x < tMP_InputFields.Length; x++) 
        { 
            if (tMP_InputFields[x].GetComponent<CodeInputField>().editable) 
                outputString += StartSeparator + "\r\n" + tMP_InputFields[x].text + "\r\n" + EndSeparator; 
            else 
                outputString += tMP_InputFields[x].text; 
        } 
 
        if (!protectedFile) 
            return CodeFileManager.SetFile(CodeFiles[ID], outputString); 
        else 
            return CodeFileManager.SetFile(ProtectedFiles[ID - CodeFiles.Length], outputString); 
    } 
 
    private void Update() 
    { 
        if (currentSceneIndex != SceneManager.GetActiveScene().buildIndex) 
        { 
            //Remove this from CodeEditor 
            GetComponent<CodeFileManager>().Awake(); 
            Awake(); 
            GetComponent<CodeEditorWindowManager>().Start(); 
            GameWindowManager.ins.Start(); 
        } 






Diese selbstentwickelte Methode löst folgendes mathematisches Problem: 
- Eine Kamera betrachtet das Level und die Mausposition lässt sich 1 zu 1 auf die Spielwelt 
übertragen, weshalb mit den dortigen Objekten interagiert werden kann 
- Nun wird das User Interface (UI) direkt vor diese Kamera gestellt, da es Teil der drei-
dimensionalen Welt sein muss, um visuelle Effekte darauf anwenden zu können 
- Das Level ist damit zunächst nicht mehr sichtbar 
- Die Darstellung des Levels erfolgt anschließend wie eine Projektion von dem, was die 
Kamera hinter dem UI sieht, indem ein Bild dieser Ansicht im UI angezeigt wird 
- Bis zu diesem Punkt lässt sich die Position von der Maus im User Interface noch immer 1 
zu 1 zu der Position der Maus in der Spielwelt übersetzen 
- Nun hat man aber die Möglichkeit die Repräsentation, also das Spielfenster beliebig zu 
verschieben und zu skalieren 
- Wenn dies geschieht, stimmt die Mausposition in der Repräsentation nicht mehr mit der 
wahren Position in der Spielwelt überein 
- Die nachfolgende Methode wurde entwickelt, um die Position der Maus in der 
Repräsentation in die Position innerhalb des Levels zu übersetzen und damit eine 
Interaktion an den richtigen Stellen wieder zu ermöglichen 
- Wenn man ein sog. RectTransform, also ein UI-Element an die Methode übergibt, wird die 
relative Position der Maus innerhalb des RectTransforms zur Gesamtfläche des Displays 
zurückgegeben 
 
    public Vector2 TranslateMousePos(Transform gameWindow) 
    { 
        Vector2 pos=new Vector2(-1000,-1000); 
 
        if(RectTransformUtility.RectangleContainsScreenPoint(gameWindow, Input.mousePosition, 
   UIManager.ins.UICamera)) 
        { 
            Vector2 relativPos = new Vector2( 
                (Screen.width * (Input.mousePosition.x - gameWindow.offsetMin.x)) / (Screen.width –  
           gameWindow.offsetMin.x + gameWindow.offsetMax.x), 
                (Screen.height * (Input.mousePosition.y - gameWindow.offsetMin.y)) / (Screen.height – 
           gameWindow.offsetMin.y + gameWindow.offsetMax.y)); 
 
            Vector2 imgSize = new Vector2(rawImage.uvRect.width, rawImage.uvRect.height); 
            Vector2 imgOffset = new Vector2((Screen.width / 2) - ((Screen.width / 2) * imgSize.x),  
       (Screen.height / 2) - ((Screen.height / 2) * imgSize.y)); 
 
            RectTransformUtility.ScreenPointToLocalPointInRectangle(transform.parent as RectTransform, 
                    new Vector2(relativPos.x * imgSize.x + imgOffset.x, relativPos.y * imgSize.y + imgOffset.y), 
                    LevelManager.ins.LevelCamera, out pos); 
        } 
        return pos; 
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