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Abstract—This paper introduces a graphical interface for
Linear Temporal Logic (LTL) specifications for mobile robots. It
is a sketch based interface built on the Android platform which
makes the LTL control interface more friendly to non-expert
users. By predefining a set of areas of interest, this interface can
quickly and efficiently create plans that satisfy extended plan
goals in LTL. The interface can also allow users to customize the
paths for this plan by sketching a set of reference trajectories.
Given the custom paths by the user, the LTL specification and
the environment, the interface generates a plan balancing the
customized paths and the LTL specifications. We also show
experimental results with the implemented interface.
I. INTRODUCTION
As the robots become more capable, so does the need to
specify and monitor complex motion and mission plans. Tem-
poral logics have been proposed as an effective specification
language for complex missions for single [1] and multiple
[2] robots. However, temporal logic specifications are not
easy to write for people without extensive training in formal
logic. Therefore, in [3], we developed a graphical interface
for Linear Temporal Logic (LTL) specifications. In LTLvis,
the user creates a graph structure in the workspace of the
robot which is then translated into an LTL formula which is
forwarded to the planner.
In this paper, we extend our work by allowing the user to
incorporate specific path recommendations for certain parts
of the mission. In particular, we enable the user to sketch
path segments on the user interface which are then taken
into account by the planner. Since we focus on supervised
autonomy, the sketched paths are not trajectories to be tracked
by the robot but rather additional constraints for the LTL
planner. Two challenges arise when adding such path con-
straints. First, how to identify which path on the roadmap is
the closest to the one sketched by the user. Second, how to
guarantee that the sketched path does not violate any other
requirements provided as part of the LTL requirement. In
this paper, we provide algorithmic answers to both problems.
Furthermore, we demonstrate our framework using an iRobot
Create (TurtleBot) and the LTL planning framework by [4].
Related Work: Graphical control interfaces appear to be
an effective way to control mobile robots [5]. With a graphical
interface, users can control multiple robots more conveniently
[6] by clicking a predefined button instead of writing a robot
control program. The proposed work from [6] is similar to our
approach. However, instead of commanding a robot to follow
a path, they assign a start position for the robot and the robot
will explore the given map to find its path by searching Rapidly
exploring Random Trees (RRT).
In [7], the authors propose a methodology to extract spatial
information about the sketched map and path. This information
including qualitative path movement, the key turning point of
the path and high level path description is helpful to model the
human-like robot navigation. In [8], the authors had shown that
planning using sketch based interfaces can be improved using
path correction. Once users draw a path bypassing an invalid
region (collisions), this interface will auto-correct the invalid
sub-path to a valid Be´zier curve. Sakamoto et al. proposed
a robot control interface especially for home robots [9]. The
authors define a set of gesture commands for a set of actions.
They include move with an open curve, vacuum with a closed
curve, stop with a cross mark, etc.
In terms of LTL planning, in [2], the authors proposed
a solution to generate the optimal plan under a temporal
logic specification. LTL is the high level specification for the
planning task which is required to be repeatedly satisfied. To
let the robot complete the mission in a dynamic environment,
Ulusoy et al. proposed a solution in [4]. As the robot sensors
have limited ability to scan the whole environment, they define
a limited region as the local environment.
Summary of Contributions: The main contribution in our
research is to combine an easy-to-use sketch-based interface
with the expressive power of LTL and to improve the LTL
path planner provided by [4] for this hybrid interface1. A
secondary contribution, which is important on its own, is that
we provide a greedy algorithm to identify the closest path on a
directed topologically grounded graph to a hand drawn curve.
We remark that our algorithm allows the path to be cyclic.
II. PRELIMINARY
In this section, we will first cover the graphical language
for LTL. Then, we will review LTL path planning.
A. Graphical Language for LTL
Temporal logic is a logic that describes events in time.
Linear Temporal Logic (LTL) is a modal temporal logic
reasoning over an infinite sequence of states. This section
mainly introduces the research work by Srinivas, et al on
1The authors in [4] provide software package RHTL which includes LTL
planner (LOMAP). Our implementation is based on their software package.
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Fig. 1: The allowed combination of Boolean and temporal operators over an
edge (Reproduced from [3])
defining a graphical language [3]. In particular, [3] provides
a graphical representation of an LTL formula in a 2D space.
The graph G is a tuple (V,E, v0, c, L,Λ, x):
• V is the set of nodes;
• E ⊆ V × V is the set of edges;
• v0 ∈ V is the start node;
• c : V → {green, red} is a function that colors each
node either green or red, which corresponds to visiting
or avoiding a node2;
• L : V → ΠB(τ) labels each node with an LTL formula
over the set of propositions Π;
• Λ : E → BO1 × BO2 × TO2 × TO1 is a function that
labels each edge on the graph with one or more Boolean
or temporal operators:
– BO1 = {AND,OR};
– BO2 = BO1 ∪ {3, IMPLIES};
– TO1 = {, FUTURE,ALWAY S};
– TO2 = TO1 ∪ {NEXT,UNTIL}
• x : V → R2 is the position of the node on the map or
on the image
As BO1 is always implicitly used to connect consecutive
propositions, it is not included when forming the graph. Figure
1 is the flowchart of possible values of Λ.
B. LTL Path Planning
Path planning is the problem of finding a path between
a start position and an end position. Temporal logic path
planning is the path planning problem whose result, i.e., path
must satisfy a temporal logic requirement. The basic theory
on temporal logic planning is described in [1], [2]. First we
need to represent an environment as a discrete graph.
Definition 1. (TS) A transition system is a tuple T :=
(QTS , qinit, δTS ,Π, h, wTS), where QTS is a set of states.
It represents the accessible area in the graph;
• qinit ∈ QTS is the starting state;
• δTS ⊆ QTS × QTS denotes the transition relation
between two states;
• Π is a finite set of atomic propositions;
• h : QTS → 2Π is a function labeling areas in the
environment with atomic propositions;
• wTS : δ → N is the weight assigned to each transition.
We denote a finite path on the transition system as p =
q0, q1, . . . , qn, where q0 = qinit and for 0 ≤ k < n, qk ∈ QTS
2Icons can be added to help people with color blindness.
3 denotes an empty symbol.
and (qk, qk+1) ∈ δ. The result generated from running this
path is a word v0v1 . . . , where vk = h(qk) is the set of atomic
propositions satisfied at qk.
After transferring a given environment into a discretized
transition system TS, we also need to convert a given LTL
specification. Thanks to the tool provided by [10], we can
easily convert any LTL formula into a Bu¨chi automaton. We
introduce the definition of a Bu¨chi automaton.
Definition 2. (BA) A Bu¨chi automaton is a tuple B :=
(QBA, Qinit, δBA,Σ, FBA), where QBA is a set of states;
• Qinit is a set of initial states;
• δBA ⊆ QBA × Σ×QBA is a transition relation;
• Σ is the input alphabet;
• FBA is a set of accepting states.
For a run of input word W = ω0ω1 . . . on the Bu¨chi
automaton where ωi ∈ Σ, the resulting sequence would be
r = s0s1 . . . , where si ∈ QBA and (si, ωi, si+1) ∈ δBA.
Now we have both TS and BA in a graph format. The goal is
to find a resulting sequence r = c0c1 . . . where ci := (qj , sk),
qj ∈ QTS and sk ∈ QBA. The resulting sequence should be
valid in TS and ending at one accepting state in BA4. Hence,
we need to construct a product automaton P := TS ×BA.
Definition 3. (PA) The product automaton P = TS × BA
between the transition system T :=(QTS ,qinit,δTS ,Π,h,wTS)
and Bu¨chi automaton B:=(QBA,Qinit,δBA,Σ,FBA) is a tuple
P :=(SP ,SPO,δP ,wP ,FP ), where SP=QTS×QBA is a finite
set of states;
• SPO = qinit ×Qinit is the set of initial states;
• δP ⊆ δTS × δBA is a transition relation and
((qi, si), (qj , sj)) ∈ δP if and only if (qi, qj) ∈ δTS and
(si, ωi, sj) ∈ δBA;
• wP ((qi, si), (qj , sj))=wTS(qi, qj) is a weight function;
• FP=QTS×FBA is a set of accepting states.
The set of final states FP of the product automaton repre-
sents the ultimate goal of the planning path. Then we can
reduce the problem of LTL path planning into finding the
optimal path on a graph given a starting position. At this level,
many methods can be utilized such as A∗, DFS, Dijkstra etc.
For example, if the resulting path is (q0, s0), (q1, s1), . . . ,
(qn, sn), then the actual path on the transition system (robot
workspace) will be q0, q1, . . . , qn.
III. PROBLEM DESCRIPTION
A. Problem Overview
This research mainly focuses on the problems of solving
the path planning under a given LTL specification. Given an
environment, a graphical LTL specification, and the user’s
preferred paths sketched on the environment, find the optimal
path satisfying the LTL specification and maximally following
the user’s path sketches. Once there exist conflicts between
the user sketch path and the LTL specification, the interface
4For an infinite word, the word should contain at least one accepting state
in BA infinitely often.
Fig. 2: The procedure of manually creating a roadmap. Upper left: the user is
asked to load a map. Upper right: when a node is selected, it will be colored
green. Lower left: the red nodes are denoted as neighbors of the green node.
Lower right: a complete roadmap.
should be able to regard the LTL specification as a higher
priority requirement and find an alternative path minimizing
the distance from the user sketch path. The rationale behind
this choice is that the user may not be explicitly aware of
important safety requirements and event dependencies when
drawing the desired path. An alternative approach would be
to recommended revisions to the mission requirements based
on the path drawn by the user. We have contacted similar
research in the past in the context of LTL planning under user
preferences [11].
B. Solution Overview
The interface starts with an empty screen asking the user
to input a map image. Then, the user can sketch on the map
using the interface. There are three different editing modes for
planning, roadmap editing, and LTL editing.
• Sketching Mode (Fig. 5): Create nodes; Move nodes;
Draw a path from one node to another; Calculate the
most suitable path according to the user drawing; Clear
current drawing and planning path.
• Roadmap Mode (Fig. 2): Create nodes; Add or remove
undirected edges between nodes; Automatically save once
switching to another mode.
• LTL Mode (Fig. 6): Create nodes; Add or remove edges
with LTL attributes; Edit LTL attributes.
After loading the map, the interface enters the roadmap
mode. A roadmap, which is editable and serializable through
the interface, represents the TS. For example, the roadmap in
Fig. 2 is a topological graph which represents the workspace
of the robot. The roadmap should be stored locally as roadmap
data. If the roadmap data exists, it will be loaded and then the
sketching mode will be entered; otherwise, the interface will
enter the roadmap mode and automatically create an empty
roadmap data for editing. When a user is done editing a
roadmap, the interface will switch to sketching mode. The
last step is to create an LTL specification. However, there is
no restriction for the accessing order of each mode. A user
can access any mode at any time.
Fig. 3: Black nodes and edges: the roadmap of a simple environment. Green
path: pu. Blue nodes: p0
IV. EXTENDED-LTLVIS
E-LTLvis enables several drawing features and different
interface layouts from the original LTLvis [3].
A. Load Map and Create Roadmap
Roadmaps can be automatically generated using grid de-
composition or a polyhedral decomposition of the environment
[12]. In our interface, we require user to manually create their
own roadmap. First, the interface requires the user to load the
roadmap image when the interface starts (Fig. 2 top left). After
the image is loaded, the interface will search the corresponding
roadmap file (.spc) which stores roadmap data. If it exists, the
data is loaded. If it does not exist, the interface will switch
to roadmap mode and automatically create an empty roadmap
data to allow the user to edit. When finishing editing the map,
the roadmap file will be created to store these nodes and edges
locally. Next time, when the same map image is selected, this
roadmap file will be loaded automatically. We also provide a
video demo in [13] to show in more detail the procedure for
creating a roadmap. Figure 2 contains some screen shots of
this demo.
B. Sketch Path
Sketch mode allows users to customize the path between
any two nodes. In sketching mode, users can add a node by
long pressing on the screen. When customizing the path, you
can first select the starting node, drag the path along the map,
and end the path at another node. This path is denoted as user
sketched path pu. Then, we find the node in the environment
closest to the first node of pu, and denote it as qstart. Also,
we find the node in the environment closest to the last node
of pu, and denote it as qend. Because the user sketched path
may be drawn by curves which consist of too many nodes,
to reduce the computation workload, the path is sampled by
distance dm and angle θm into a list of (blue in the Fig. 3)
nodes (n1, n2, . . . ). After appending qstart to the beginning
of the list and qend to the end of the list, we get a new list of
nodes. This list of nodes is denoted as sampled user sketched
path p0. For example, in Fig. 3, the green curve is the user
sketched path.
Then, the touch up event will be triggered and the computed
best matching path will be displayed. Since qu may stretch to
areas undefined in the roadmap, this path may not be the same
as qu (Fig. 5). As we need to compare the similarity of two
paths, the best approach is to calculate the volume between
two paths. However, this approach has heavy workload. Thus,
we define a new heuristic, CWPD, to compare two paths.
Definition 4. (CWPD) Component-Wise Path Distance is a
distance between two paths p0 = (n00, n
0
1, . . . , n
0
N−1) and
px = (nx0 , n
x
1 , . . . , n
x
N−1). It is defined as:
CWPD(p0, px) =
N−1∑
i=0
dist(n0i , e(nxj ,nxi ))), (1)
where N = size(p0), n0i ∈ p0, nxi , nxj ∈ px, and nxj is previous
node which differs from nxi . If n
x
i is the first node, n
x
j equals
to nxi .
We remark that a path can have repetition of nodes.
We use distance to line segment (e(nxj ,nxi )) instead of
line to avoid the situation where n0i is very far from
e(nxj ,nxi ) but close to the line(n
x
j , n
x
i ). From Eq. (1), we
can also derive the following equation. Let CWPD
(
(n00,
n01, . . . , n
0
N−1), (n
x
0 , n
x
1 , . . . , n
x
N−1)
)
denote A and
CWPD
(
(n00, n
0
1, . . . , n
0
N−2), (n
x
0 , n
x
1 , . . . , n
x
N−2)
)
+
dist(N0N−1, e(nxj−1,nxN−1)) denote B. Then,
A =
N−1∑
i=1
dist(n0i , e(nxj ,nxi ))
=
(N−2∑
i=1
dist(n0i , e(nxj ,nxi ))
)
+ dist(n0N−1, e(nxj−1,nxN−1))
= B
(2)
Then, we definite the best match path in order to compare
it in terms of distance.
Definition 5. (BMP) Best Matching Path pbmp is a feasible
path on the transition system TS with the same starting qinit
and ending position qend as P 0. It also has the properties:
length(pbmp) = length(p
0); pbmp can be cyclic on TS; The
component-wise path distance between pbmp and p0 should
be minimal.
We can reduce the sample distance dm and angle θm to
increase N . Thus, p0 can always have more nodes than pbmp
so that the size of pbmp can be extended to N by adding copies
of nodes in between. For the example in Fig. 4, some possible
BMP candidates are listed in Table I for the candidate path
set (p1, p2, p3):
p1 A B B B B E E E
p2 A C C D D E E E
p3 A B B B B B E E
p0 A n1 n2 n3 n4 n5 n6 E
TABLE I: path p0 and its possible BMP candidates. As p0 has more nodes
than px, we can extend the path (A, B, C) to path (A, B, B, . . . , C) or (A, B,
C, . . . , C) to make their number of nodes equal to N . To achieve the minimum
CWPD, we need to compare the CWPDs (shown in Fig. 4) between p0 and
each px. In this example, the path p3 minimizes the CWPD.
As the number of candidate in the worst case is NM , where
M is the number of nodes in TS, it is impractical to list all
of them before searching the minimum CWPD. Instead, we
Fig. 4: The CWPDs of p1, p2, p3
create a matrix to store a BMP ending at nxi for each node in
the roadmap. When looping through each node in p0, the path
stored in the matrix will be updated. The pseudo code of this
greedy algorithm is provided in Alg. 1.
Algorithm 1 FINDBMP(p0, TS)
Input: a path p0 and TS := (QTS , qinit, δTS , Π, h, wTS)
Output: a path pbmp
1: M ← |QTS | . the number of elements in QTS
2: N ← |p0| . the number of nodes in p0
3: cwpd[:, :]←∞ . for N ×M matrix
4: bmp[:, :]← ∅ . for N ×M matrix
5: 〈start, end〉 ← 〈index(p0[1]), index(p0[N ])〉
6: . get indices for start and end from nodes in QTS
7: 〈cwpd[1, start], bmp[1, start]〉 ← 〈0, {p0[1]}〉
8: for i = 2 to N do
9: for j = 1 to M do
10: UPDATE(cwpd, bmp, i, j, p0, TS)
11: pbmp ← bmp[N, end]
12: return pbmp
Because the user sketched path may contain cycles inten-
tionally, standard shortest path algorithms [14] cannot be used.
Algorithm 1 solves the problem also with cycles on the graph.
It takes p0 and TS as input. It proceeds sequentially through
all nodes in p0 (line 8). In each iteration of this outer loop, it
calculates M BMPs for each qj (line 9) according to current
user input path (n00, n
0
1, . . . , n
0
i−1). These BMPs start from
qstart and end at qj .
Algorithm 2 calculates the new CWPD and BMP by utiliz-
ing the results from the previous BMPs and CWPDs using
Eq. (2). For each node qj in QTS , it first checks if qj’s
previous BMP bmp[i – 1, j] for (p0[1], . . . , p0[i – 1]) exists.
If it exists, it calculates the distance between p0[i] and the
last edge of the path (bmp[i – 1, j], qj). Then, it stores the
result in bmp[i, j] and cwpd[i, j] if the new cwpd[i, j] is
smaller than the existing value. Then, it repeats the process
for all paths (bmp[i – 1, j], qk), where qk ∈ Neighbors(qj).
Note that we can get qj’s previous BMP and CWPD directly
from bmp[i – 1, j] and cwpd[i – 1, j], respectively, without
recomputing the results. The process will repeat at most M
times; thus, the run time of Alg. 2 is O(M). In each step, the
Algorithm 2 UPDATE(cwpd, bmp, i, j, p0, TS)
Input: two matrix cwpd and bmp, two variables i and j, a
path p0 and TS := (QTS , qinit, δTS ,Π, h, wTS)
Output:
1: if bmp[i− 1, j] 6= ∅ then . prev. bmp ending at this node
2: qj ← index−1(j,QTS) . returns a node of QTS
3: n0i ← index−1(i, p0) . returns a node of p0
4: eprev ← GETLASTEDGE(bmp[i− 1, j])
5: cwpdcandi ← cwpd[i− 1, j]+dist(n0i , eself ) . Eq. (2)
6: if cwpdcandi < cwpd[i, j] then
7: cwpd[i, j]← cwpdcandi
8: bmp[i, j]← bmp[i− 1, j] + qj
9: . concatenates qj to the end of bmp[i− 1, j]
10: for qk in Neighbors(qj) do
11: ecurr ← 〈qj , qk〉
12: k ← index(qk) . index of nodes in QTS
13: if ecurr 6= eprev then
14: cwpdcandi ← cwpd[i− 1, k] + dist(n0i , ecurr)
15: if cwpdcandi < cwpd[i, k] then
16: cwpd[i, k]← cwpdcandi
17: bmp[i, k]← bmp[i− 1, k] + qk
• At line 4, GETLASTEDGE() returns the last edge of a given path or an edge with
the same two nodes if there is no last edge e.g., GETLASTEDGE([ABCDE])
returns [AB] and GETLASTEDGE([A]) returns [AA].
Roadmap Mode
Sketching Mode
LTL Mode
Redo
Undo
Send
q0 q1
Fig. 5: The user sketched path (arc with dots) and its BMP (solid line in the
middle of lane). Since the user sketches in areas undefined in the roadmap,
the resulting BMP is much different from the sketched path. The textboxes
are added to improve the readability due to the size of the screenshot.
minimum CWPD ending at each node in TS will be stored.
Thus, this algorithm finds the BMP with the minimum CWPD
eventually. The step by step run of Alg. 1 over the example
of Table I can be found in [15]. The algorithm only creates
two global matrices of size NM. Thus, the space complexity
of this algorithm is O(NM) and the runtime complexity is
O(NMM). Hence, this algorithm can be implemented on a
mobile device. After applying the algorithm to the scenario in
Fig. 2, we can get the result in Fig. 5.
Usually, users may need to specify the paths between
multiple pairs of nodes. Our algorithm will generate multiple
best matching paths for all user sketched paths. This set of
best matching paths is called the preferred path set.
C. Edit Specifications
After a path is customized in the Sketching mode, there
should be a default LTL specification displayed in the LTL
IMPLY NEXT
Fig. 6: The basic LTL specification that corresponds to the sketched path in
Fig. 5
Mode (for an example see Fig. 6).
Users can also skip the Sketching mode to directly edit
the LTL specification. In this mode, the editing gestures are
identical to LTLvis [3].
D. Send Data
When all the data is ready, users can send the data to the
LTL planner. The LTL planner used in this work is modified
from the RHTL package [4]. By adding path preference logic
in the traditional LTL planner, the resulting path generated
from the new planner will attempt both the LTL specification
and the user input requirement.
V. PLANNING USING-E-LTLVIS
In this section, we will explain an extended planner (Alg.
3) which is modified from a RHTL package [4]. It takes the
product automaton A, the local transition system TS and the
preferred path set D as inputs. In this algorithm, A will be a
tuple A := (Ψ, qinit, δ,W, F ). We denote a preferred path set
as D, where D := {piuv | piuv = (qu, na1, na2, . . . , nam, qv),
qu, qv ∈ Ψ , na1, na2, . . . , nam ∈ QTS}.
Algorithm 3 works as follows. Assume piij ∈ D, the
algorithm first checks if there is transition (qi, qj) ∈ δ at line
4. If such transition exists, it changes its weight to α. Here,
α ∈ R+ denotes an infinitesimal value. This can increase the
priority of the preferred path set when calculating the shortest
path piA0 from qinit to qaccept in line 6. After finding piA0,
we need to replace each transition (qi, qj) ∈ piA0 with a
corresponding transition from either the preferred path set D
or the transition system TS. As the preferred path set D has
higher priority, if piD exists in the preferred set, we add it to
the path piltl. Otherwise, we find a shortest alternative pi′D in
TS and add it to piltl. After qaccept is visited, piltl is completed.
For detail, see [15].
VI. EXPERIMENTS
In this section, we are going to test our interface and
planner on a real robot - TurtleBot. TurtleBot is a Robot
Operating System (ROS) based project. It contains two major
hardware devices: Kinect and iRobot base. The TurtleBot
project also contains many useful packages. For example,
turtlebot_navigation is one of the most popular pack-
ages used to localize the robot by itself. Then, we use
Algorithm 3 EXTENDEDPLANNER(A, TS,D)
Input: a product automaton A := (Ψ, qinit, δ,W, F ), a local
transition system TS := (QTS , qinit, δTS ,Π, h, wTS) and
a preferred path set D := {piuv | piuv = (qu, na1, na2,
. . . , nam, qv), qu, qv ∈ Ψ , na1, na2, . . . , nam ∈ QTS}
Output: an extended path piltl
1: Create an empty list piltl
2: for each piij in D do . set all the preferred paths to
highest priority to be chosen
3: 〈qi, qj〉 ← 〈piij [1], piij [|piij |]〉
4: if 〈qi, qj〉 ∈ δ then
5: Change the weight w(qi, qj) to α
6: Find the shortest path piA0 with minimum sum of edge
weight from qinit to qaccept in A . based on the
modified priorities above
7: for k = 1 to |piA0| − 1 do
8: 〈qh, qm〉 ← 〈piA0[k], piA0[k + 1]〉
9: found← ⊥
10: for piD in D do . piD is a sequence of nodes in QTS
11: if piD[1]=qh ∧ piD[|piD|]=qm∧VALID(piD, A) then
12: Append piD to piltl
13: found← >
14: if ¬found then
15: Find the shortest path pi′D from qh to qm in TS
16: Append pi′D to piltl
17: Append piA0[|piA0|] to piltl . this is for qaccept
18: return piltl
• At line 5, α is infinitesimal and α ∈ R+. It is much smaller than the smallest
weight in W .
• At line 11, VALID(piD, A) means that this path piD never visits any avoiding
states in A.
• At line 12, 16, 17, each Append operation to piltl adds the element to the tail
of the list.
Fig. 7: The experiment environment and its scanned map
turtlebot_rivz to visualize the environment. The final goal
of this experiment is to use the proposed interface to send an
LTL specification and a preferred path set to the planner. The
planner should generate a path plan and order the TurtleBot
to execute the plan. The real environment (185cm × 430cm)
and its scanned map are shown in Fig. 7.
We performed two experiments 10 times each. We measured
the time needed to compute BMPs from p0. The number of
nodes in QTS for both scenarios was 6 and the number of
nodes in q0 in average were 11.3 and 29, respectively. Figure
8 shows the first experiment. The task of the TurtleBot is to
execute the specification (q0→ Xq1)∧(q0∧Fq2) (see [1], [2]
for a description of the temporal logic operators). In natural
Fig. 8: Experiment 1: LTL specification, sketched path and resulting trajectory.
The LTL specification is (q0→ Xq1) ∧ (q0 ∧ Fq2).
language, it means “the TurtleBot is required to start from q0
and head for q1. Then it will reach q2 eventually”. It took 1.7
milliseconds in average, having M=6 and N=11.3.
Figure 9 shows the second experiment. The task of the
TurtleBot is to follow the specification (q0∧GF(q1∧Fq2)).
In natural language, it means “the TurtleBot is required to start
from q0 and head for q1 then q2 and loop between q1 and
q2”. It took 4 milliseconds in average, having M=6 and N=29.
In both experiments, the TurtleBot succeeded in finding
the correct path and followed the plan. More details on the
experiment can be found in [13].
VII. CONCLUSIONS
Our current research aims to solve the path planning prob-
lem with a path requirement under an LTL specification for
a single robot. We combined the ease of use of a sketch
interface and LTLvis [3] into a hybrid interface to allow users
input customized paths. We conducted two experiments. The
interface can express user demands and the planner can realize
these demands correctly in the experiments. In terms of future
research, the interface can be extended to multiple robots by
adding a cooperation module. Second, we can add a real-
time feedback module to the planner so that the users will
know how the robots are running. Third, we plan to perform
a usability study to test its ease of use.
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Fig. 9: Experiment 2: LTL specification, sketched path and resulting trajectory.
The LTL specification is (q0 ∧GF(q1 ∧ Fq2)).
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