Abstract
Introduction
The research group of the DaKWE laboratory at the University of Milan has been working for the last three years at the specification and implementation of a middlewarenamed CARE 1 -to support context-aware service adaptation for mobile users. CARE has three major goals: a) supporting the fusion and reconciliation of context data obtained from distributed sources, b) supporting context dynamics through an efficient form of reasoning, and c) capturing complex context data that go beyond simple attributevalue pairs. While the second goal has been considered in other approaches [9, 16] , it becomes more difficult to achieve when different sets of inference rules are provided by distributed sources. Even more difficult is to conciliate efficient reasoning with the expressiveness requirements imposed by the third goal.
The CARE middleware and its underlying technical solutions have been presented elsewhere [1, 5] . In this paper we report our specific experience with the trade-off between expressiveness and efficiency imposed by the above requirements. The solution proposed in CARE will be illustrated based on the experience in developing a specific prototype application.
Expressiveness issues
In our framework we need to model both simple context data such as device capabilities or current network bearer, and socio-cultural context information describing, for instance, the user current activity, the set of persons and objects a user can interact with, and the user interests. While the first category, that we call shallow context data, can be naturally modeled by means of attribute/value pairs, the second one calls for more sophisticated representation formalisms, such as ontologies and we call it ontology-based context data.
Our experience with OWL-DL
Similarly to other research works (e.g., [6] and [10] ), we have adopted OWL [14] as the language for representing ontology-based context data. This choice is motivated by the fact that the description logic languages underlying the Lite and DL sublanguages of OWL guarantee completeness and decidability, while promising high expressiveness. Moreover, a number of tools already exist for processing OWL ontologies and, being OWL a W3C Recommendation, the available utilities should further increase. Figure 1 shows part of the OWL-DL ontology we defined for modeling the socio-cultural environment of mobile users, presented in [2] . The ontology is composed by nearly 150 classes and relations that describe features among which there are the user's activities (communications, movements, meetings, . . . ). On defining this ontology, however, various difficulties arose due to some OWL limitations. Consider for example the colleague relation, which is fundamental in modeling the activities performed within an organization. A straightforward definition of the colleagues of an individual A could be: those individuals which are employed by the employer of A. Unfortunately, this definition cannot be expressed in OWL. In fact, the language -for preserving its decidability-does not include the role composition constructors. Similarly, OWL does not include even restricted forms of role-value-maps [3] . A role- value map R1 = R2 defines the class of individuals i such that the set of instances that are connected to i by the relation R1 are connected to i also by the relation R2. This could be useful, e.g., in defining when an employee is actually in her work location: P erson (current location = work location). Due to these expressiveness limitations of OWL, we could not represent certain concepts and had to resort to more ad-hoc and convoluted representations, as shown in Section 4.2.1.
Issues with proposed OWL extensions
Several proposals have been formulated for overcoming the representational restrictions of OWL. In [12] OWL-DL is mainly considered for consistency checking and semantic interoperability issues, while a totally different modeling formalism is used for actual reasoning. Other approaches have considered augmenting OWL by means of rules. For instance, SWRL [13] extends OWL with Horn clauses. However, the problems underlying the reasoning tasks become undecidable, and the development of optimized tools for reasoning with SWRL subsets is still at an early stage. In [18] a decidable extension of OWL-DL with DL-safe rules is proposed. Decidability is preserved by imposing constraints on the specific form of these rules. A reasoner that supports this language -named KAON2-has also been developed. While the majority of DL reasoners currently implement the tableaux calculus, reasoning in KAON2 is based on a transformation of the knowledge base into disjunctive datalog. However, an experimental assessment of the performance of this system is still missing.
In the semantic eWallet architecture [7] , context reasoning is based on a combination of OWL ontologies and ROWL rules [8] . Besides expressing privacy policies, rules are adopted for modeling relations that cannot be expressed in OWL. Context data (facts) and rules are transformed into Jess statements, and evaluated by the Jess inference engine. However, since the main ambit of the eWallet project is ambient intelligence, performance issues are not as stringent as in providing multi-user Internet services.
Of course, adding rules to OWL is not the only option for augmenting its expressiveness. Unfortunately, the unrestricted introduction in OWL of very expressive description logic constructors such as role composition, feature agreements, or role-value maps would make reasoning undecidable. However, a restricted form of role-value maps can be added to the ALCQI reg language -that is closely related to OWL-without influencing the worst-case complexity of reasoning [3] . The restriction that preserves decidability consists in allowing only boolean combinations of basic relations to appear in the role-value map (i.e., role compositions are not allowed). Since the well-known Racer reasoner supports the closely related logic ALCQHI R + (usually referred as SHIQ), this extension is particularly interesting. Clearly, this restricted form of role-value maps does not overcome all the main weaknesses of OWL. As a matter of fact, role-value maps can only define concepts, and thus they cannot express relations such as colleague in the form we illustrated in Section 2.
To this respect, a decidable extension of SHIQ with acyclic role inclusion axioms of the form R • S R or R • S S is discussed in [15] . This constructor is useful for expressing the propagation of one property along another property. As an example, the propagation of the current location property along the is part of property is expressed by current location • is part of current location. The DL reasoner FaCT provides support for this constructor, which is particularly desirable for reasoning with spatial properties.
A further solution for augmenting the expressivity of OWL is to support concrete domains. A concrete domain is essentially a datatype with a set of associated predicates. Including concrete domains into a description logic framework would allow the implementation of a hybrid reasoning mechanism, composed by DL reasoning with the abstract domain, and by external reasoning with the concrete domain predicates. Concrete domains could be particularly useful for modeling and reasoning with spatio-temporal information, which is crucial for representing the user's context. In the last years various description logic languages including concrete domains have been proposed (e.g., [11] ).
Currently, the support of concrete domains in OWL is rather weak.
Computational issues
Even if OWL-Lite and OWL-DL guarantee completeness and decidability, performing reasoning tasks with an OWL ontology could be computationally unfeasible, especially when providing an interactive service to a possibly huge number of users. Despite several assessments on the performance of reasoning with description logics are available, we performed some tests in order to assess the feasibility of executing ontological reasoning at the time of the service request with our specific OWL-DL ontologies. In the prototype application presented in Section 4, the reasoning task essentially consists in querying the ontology for the membership of instances to specific classes (e.g. representing the specific user activities). All queries have been evaluated using the Racer reasoner on a two-processor Xeon 2.4 GHz workstation with 1.5GB of RAM. Queries from Q1 to Q6 are made on different classes (e.g., ContactProfile, WorkMeeting) having an increasing number of instances. Results are shown in Figure 2 , in logarithmic scale. As expected, the query response time is strongly correlated to the number of instances of the examined ontology class as well as to the depth of the class within the ontology hierarchy. In particular, the query response time dramatically increases whenever the number of instances of a class is more than 250. Our results confirmed that the execution of ontological reasoning at the time of the service request is unfeasible, even having a small ontology populated with few instances. Moreover, the introduced delay on servers handling a large number of user requests can seriously affect the scalability of the system. This consideration led us to the architectural choices that are presented in Section 4. 
The CARE middleware hybrid approach
In this section we recap the main features of the CARE middleware (see Figure 3) . We illustrate our choices by means of a prototype application taking advantage of CARE.
Architecture overview
In our framework the contextual information, being by nature distributed, is managed by different entities, namely: the user with her devices; the network operator with its infrastructure; and the service provider. We call profile a subset of context information collected and managed by a certain entity. Profiles are represented by using CC/PP [17] . Profiles include both shallow context data and ontologybased context data which are expressed by means of references to ontological classes and relations inserted in the CC/PP profile. Each entity has a dedicated Profile Manager for handling its own context data: the User Profile Manager (UPM); the Operator Profile Manager (OPM); and the Service Provider Profile Manager (SPPM). Both the user and the service provider can declare policies in the form of rules over profile data which guide the adaptation and final personalization of the service. The CONTEXT PROVIDER module is in charge of building the aggregated context information for the application logic. In particular, it evaluates adaptation policies and solves possible conflicts arising among context data and/or policies provided by different entities. The ad-hoc rule-based reasoning services of the CONTEXT PROVIDER are particularly efficient if no ontological reasoning is performed, having linear complexity [5] . Experimental results have shown that the evaluation of rules is executed in few milliseconds.
Introducing ontological reasoning
We extended the original CARE architecture by introducing ONTOLOGY REASONERS with the main goal of deriving new ontology-based context data based on the data explicitly available. For a framework in which efficiency is a fundamental requirement, the introduction of ontological reasoning has been particularly challenging. The experimental results briefly reported in Section 3 imposed the choice of an off-line form of ontological reasoning, i.e., anticipating, whenever it is possible, ontological reasoning before a user requests a service.
An ontology for modeling user's activities
The user's current activity should be taken into account for properly adapting the service in terms of both the displayed content and of the most suitable access modalities. As an example, consider the case of a user of POIsmart [4] , a prototype system for the recommendation and management of an extended form of points of interest. POIsmarts can be considered as the convergence between virtual points of interest (Web bookmarks) and physical points of interest (GPS bookmarks); Figure 4 shows some screenshots of the client application. In order to properly adapt the service, both the service content (e.g., the displayed POIsmarts) and the most suitable modalities are chosen considering the user's current activity. For instance, if the user is strolling for leisure, she would be probably interested in amusing spots like shopping centers and pubs, and she would like to receive rich multimedia content. On the other hand, a user who is involved in a work meeting would be probably interested in less frivolous items, such as Web resources related to the project she is working on.
In order to implement the above and similar scenarios, we have defined an OWL-DL ontology for modeling the activities of mobile users. In particular, among the user's activities, we would like to identify when an employee is involved in a work meeting. Moreover, mainly for handling privacy issues, we want to distinguish the meetings among colleagues ('InternalWorkMeeting') from the meetings involving people external to the organization (e.g., the customer). A possible definition of InternalWorkMeeting is an activity involving at least two colleagues being in the same place located in their organization buildings. We have outlined the main expressiveness weaknesses of OWL in Section 2. In this case, the lack of constructors for defining the colleague relation brought us to define the InternalWorkMeeting concept as the union of the possible instances of internal work meetings of specific organizations:
Obviously, this definition is not general, but can only fulfill the requirements of a well-defined group of users. The internal work meeting of a specific organization (in this example, Unimi) is defined as an activity performed in a place Figure 4 . Screenshots of the POIsmart service belonging to that organization by at least two people which are employees of the organization:
Hybrid reasoning
The hybrid approach implemented in CARE is based on a loose interaction between ontological and rule-based reasoning. In order to illustrate the hybrid mechanism, suppose that a POIsmart user declared a policy rule asking to give priority to POIsmarts regarding work when involved in an internal meeting:
Since the rule precondition predicate Activity is an ontology-based context parameter, its value must be inferred through ontological reasoning before evaluating the rule. While rule-based reasoning is performed at the time of the service request, ontological reasoning is mostly performed asynchronously by profile managers. Off-line ontological reasoning is local to a single profile manager (the UPM and SPPM in the current implementation). It is performed before the user requests a service, and it is fired by local activation rules (e.g., change on a profile attribute). In this case, since the definition of InternalWorkMeeting regards the user's location, which is known by the UPM, ontological reasoning is performed by the UPM, and the corresponding activation rule is: In this way, when the user requests a service, the UPM profile will already contain the right value for the Activity attribute (i.e., InternalWorkMeeting) and rule (1) will fire. Ontological reasoning is performed at the time of the service request only in particular cases by the CONTEXT PROVIDER module. It is performed when some crucial ontology-based attributes have no values and these values can be possibly obtained after populating a shared ontology with the integrated profile. It is the duty of the service provider, on the basis of the specific supplied service, to carefully decide which attributes are crucial. In this case, after ontological reasoning, policies are re-evaluated, determining the aggregated profile. Actually, analyzing pragmatically various case studies, we believe that there are only few cases in which ontology-based data cannot be precomputed.
Conclusions
Our experience on the development of a middleware for context-aware Internet services lead us to the conclusion that, despite the expressive power of current ontology languages is required -and sometimes it is not sufficientto express high-level context data, ontological reasoning is computationally still very expensive and for this reason should be avoided at the time of service request.
