Recent works have shown superiorities of decentralized SGD to centralized counterparts in large-scale machine learning, but their theoretical gap is still not fully understood. In this paper, we propose a decentralized stochastic gradient tracking (DSGT) algorithm over peer-to-peer networks for empirical risk minimization problems, and explicitly evaluate its convergence rate in terms of key parameters of the problem, e.g., algebraic connectivity of the communication network, mini-batch size, and gradient variance. Importantly, it is the first theoretical result that can exactly recover the rate of the centralized SGD, and has optimal dependence on the algebraic connectivity of the networks when using stochastic gradients. Moreover, we explicitly quantify how the network affects speedup and the rate improvement over existing works. Interestingly, we also point out for the first time that both linear and sublinear speedup can be possible. We empirically validate DSGT on neural networks and logistic regression problems, and show its advantage over the state-of-the-art algorithms.
Introduction

Decentralized empirical risk minimization
Empirical risk minimization (ERM) arise in many machine learning applications [7] , which is to solve an optimization problem of the form
where D = {d 1 , · · · , d N } is the dataset, N = |D| is the number of samples, and l(x; d u ) is the loss of sample d u given parameter x. The dataset is often large in applications and it may be too slow to train on a single computing node such as CPU, GPU, or server. Moreover, in some applications the dataset is collected by spatially distributed nodes and each local dataset is privately preserved by the associated node. Both cases suggest the necessity of using multiple networked nodes for training. Two types of architectures (networks) are commonly adopted for training. 1) masterslave architecture [9, 19, 22] , where a master node in the network collects and aggregates information (e.g. local gradients) from all slave nodes at each iterate for updating. 2) peer-to-peer architecture, where each node performs local updates and communicates only with neighbor nodes to share information. Their associated algorithms in this work are referred to as centralized and decentralized algorithms, respectively. Since the centralized one is vulnerable to the damage of master node, has poor privacy protection, and suffers from the communication bottleneck of the master node [20, 5] , this paper focuses on the design of decentralized algorithms.
For decentralized training with n nodes, each node i collects or is assigned a local dataset
} with N i |D i | samples. We allow local datasets to have different sizes and be sampled from different distribution. Thus, each node i has a local objective function f i (x), and (1) can be rewritten as
The interactions of nodes is modeled by a communication graph G = (V, E), where V = {1, · · · , n} is the set of nodes, E is the set of edges and (i, j) ∈ E if and only if nodes i and j can communicate with each other. The set N i = {j|(i, j) ∈ E} is called the neighbors of node i. In decentralized training, each node only performs local computations and only communicates with its neighbors.
Our contribution
We propose a novel decentralized stochastic gradient tracking (DSGT) algorithm to solve (2) with multiple nodes. DSGT extends the gradient tracking method in [26, 29] , and allows nodes to have local datasets with different sample sizes and distributions. In DSGT, each node computes stochastic gradients using mini-batch samples from its local dataset, and communicate with its neighbors at each iterate. For convex and Lipschitz smooth cost functions, we provide an explicit convergence rate of DSGT in terms of key parameters of the problem, i.e., O(
K is the number of iterations, ηN is the mini-batch size, σ 2 is the gradient variance, and (1 − ρ) ∈ (0, 1] is the well-studied algebraic connectivity of the communication graph (formally defined in Assumption 1) [8, 3] . Note that the optimal dependence of convergence rate of decentralized algorithms on the algebraic connectivity is O(1/ √ 1 − ρ) [31, 32] . To the best of our knowledge, DSGT the first to have this optimal dependence using stochastic gradients.
Moreover, our theoretical result is the first one that exactly recovers the rate of centralized stochastic gradient descent (SGD) algorithm [18, 27, 2] . This also improves the rate of D 2 [36] , which is, to our best knowledge, the only existing algorithm that can effectively handle decentralized datasets.
Importantly, we show that a linear speedup in training time w.r.t. number of nodes is achievable under the same conditions as existing works [20, 36, 5] . However, we point out, for the first time, that there are scenarios where the speedup is only sublinear for both DSGT and existing algorithms, which suggests the importance of designing good decentralized algorithms.
Finally, we validate our theoretical results on neural networks and logistic regression problems, and show the advantage of DSGT over the state-of-the-art algorithms.
Related work
The most relevant algorithm is D 2 [36] , which is, as far as we know, the only existing algorithm with convergence rate independent of the variance among different local datasets. D 2 can be seen as an extension of EXTRA [34] to stochastic gradient case, or an extension of D-PSGD [20] to handle decentralized data. The convergence rate of D 2 and D-PSGD are respectively O(
), both of which are slower than the
) rate of DSGT. Moreover, the convergence rate of DSGT has optimal dependence O(1/ √ 1 − ρ) on the algebraic connectivity, which is better than O(1/(1 − ρ) 2 ) of D-PSGD and D 2 . We will compare D 2 and D-PSGD with DSGT in more detail later.
DSGT is inspired by DIGing [26, 29] , which uses full gradients with a gradient tracking method, and achieves linear convergence rate for strongly convex and Lipschitz smooth objective functions. Our extension is non-trivial since the strongly convex condition is essential in their proof and cannot be easily removed. For example, [28, 42] studies DIGing with stochastic gradients for strongly convex functions, and shows the convergence to a neighborhood of the optimal solution with convergence rate implicitly given by the spectral radius of a complicated matrix. No result is given for speedup and mini-batch size. In contrast, this work removes the strongly convex condition and derives the convergence rate with explicit dependence on key parameters of the problem.
There are many other decentralized algorithms that focus on orthogonal aspects to ours. 1) Algorithms using full local gradients such as DGD [25] , DDA [1] , EXTRA [34] , DIGing [26] , MSDA [31] and MSPD [32] . MSDA is shown to have optimal dependence on the algebraic connectivity of the network, but it requires to calculate the gradient of Fenchel conjugate, which makes it difficult to utilize stochastic gradients. MSPD is designed for non-smooth cost functions. 2) Algorithms for directed networks, including DEXTRA [39] , SGP [5, 24] , SAB [42, 41] , etc. In particular, DEXTRA reduces to DGD and SGP reduces to D-PSGD for undirected graphs. 3) Algorithms with asynchronous updates such as AD-PSGD [21] , AsySONATA [38] , AsySPA [44, 4] , APPG [45] , and [12] . 4) Algorithms for unreliable network [37] , compressed or efficient communication [16, 33, 14, 14] , stale gradient information [35, 5] , general stochastic approximation [6] , information diffusion [43] , distributed SGD with momentum [11] , non-convex problems [5, 11] , etc. It is interesting to extend DSGT to the above situations in the future. Finally, it is also possible to accelerate DSGT with variance reduction methods such as SAG [30] , SVRG [13] , and SAGA [10] , which can achieve linear convergence rate with stochastic gradients. For example, [23] combines EXTRA and SAG to obtain DSA, which converges linearly. However, its performance for non-strongly convex functions and speedup w.r.t. number of nodes are not clear.
Notations Throughout this paper, · denotes the l 2 norm of vectors or induced l 2 norm of matrices. · F denotes the Frobenius norm of matrices. ∇f (x) denotes the gradient of f at x. f and x denote the optimal solution and an optimal point of (1), respectively. I denotes the identity matrix, and 1 denotes the vector with all ones, the dimension of which depends on the context. A matrix W is doubly-stochastic if W 1 = 1 and W T 1 = 1.
The Decentralized Stochastic Gradient Tracking (DSGT) algorithm
The Decentralized Stochastic Gradient Tracking (DSGT) is given in Algorithm 1. Each node i keeps local variables x i,k ,x i,k , and y i,k , and updates them only using locally computed stochastic gradients and information from neighbors.
[W ] ij used in (5) and (6) is the (i, j)-th element of W , which is a doubly-stochastic matrix in R n×n and [W ] ij = 0 if i and j cannot communicate, i.e., (i, j) / ∈ E. From a global viewpoint, Algorithm 1 can be written as the following compact form
where k ≥ 1, X k , Y k and ∂F (X k ; ξ k ) are n × m matrices defined as
with
, and ξ i,k is a set of ηN i (η ∈ (0, 1)) data points uniformly randomly sampled from local dataset
2.1 Mini-batch size proportional to the size of local dataset A notable feature of DSGT is that the proportion of mini-batch size to local dataset size should be the same among nodes, i.e., η in Algorithm 1, which is different from most existing decentralized algorithms where all nodes use the same batch size regardless of the local dataset's size [20, 36, 5] . We now provide an interpretation for it. Let
} be the history sequence of random variables and definē
If all x i,k almost achieve consensus, i.e., x i,k ≈x k , ∀i, it follows from (3) that the update of E[x k ] is just a standard gradient descent step , i.e.,
which promises the convergence ofx k to an optimal solution of (1) for appropriate learning rate. In fact, the consensus is guaranteed due to the weighted averaging in (5) and (6) . However, if all nodes use the same mini-batch size, say M , then
The algorithm is actually solving a problem that is generally different from problem (1) . This analysis also holds for many existing works (e.g. [20, 36, 5] ) Algorithm 1 Decentralized Stochastic Gradient Tracking (DSGT) -from the view of node i Input: Initial states x i,0 , y i,0 = 0, s i,0 = 0, learning rate γ, weight matrix W , batch size proportion η ∈ (0, 1), and the maximum number of iterations K.
Receive or fetch x j,k and y j,k from neighbors, and update x i,k+1 by the weighted average:
3:
Uniformly randomly sample a mini-batch ξ i,k+1 of size ηN i a from the local dataset D i , compute the stochastic gradient and set
∂l(ξ i,k+1 ; d).
4:
Update y i,k+1 and x i,k+1 by
5:
Send x i,k+1 and y i,k+1 to all neighbors. 6: end for Output:
a. We assume ηNi is an integer to simplify notation. Any rounding method can be used in practice.
Comparison with D 2 and D-PSGD
DSGT shares some similarities with D 2 [36] except the batch size. D 2 has the following update rule
and DSGT can be rewritten as the following form by eliminating Y k
It turns out that the only difference is the weight matrix before X k−1 , which requires a completely different approach to examine the behavior of DSGT and brings the following advantages:
• The convergence of D 2 requires W + 1 3 I to be positive definite while DSGT does not. This implies that DSGT can be adapted to a wider class of communication graphs. In fact, the optimal weight matrix W with the smallest ρ (defined later in Assumption 1) for a given topology often violates W − • We will show that the convergence rate of DSGT has the optimal dependence O(1
• y i,k in DSGT is to track the aggregated local stochastic gradients of nodes and the expectation ofȳ k is an approximation of the full gradient. This fact offers an insight into the algorithm and brings convenience to extend DSGT. For example, one may consider to treat y i,k as true global stochastic gradients and applying existing accelerated methods such as momentum to y i,k , while it lacks such an intuition in D 2 .
• We also empirically validate that DSGT converges faster than D 2 in Section 4.
DSGT also improves D-PSGD [20] (or SGP [5] over static undirected graphs) by removing the effect of variance among local datasets to the convergence rate, which is similar to D 2 . With some calculations 1 , we can in fact rewrite (3) as
which can be seen as D-PSGD with a carefully designed momentum term. Note that the momentum in (9) uses history information from neighbors, which is quite different from naive acceleration schemes like Nesterov's momentum with local history stochastic gradients.
Theoretical result
This section establishes the convergence rate result of DSGT. To this end, we make the following standard assumption as in [20, 5, 36] .
Assumption 1
The following assumptions are made throughout this paper.
1. All local objective functions are convex with Lipschitz continuous gradients, i.e., there exist
2. The communication graph is connected 2 and the weight matrix W is doubly-stochastic satisfying ρ W − 1 n 11 T < 1. 3. All local stochastic gradients have bounded variance w.r.t. local datasets, i.e., there exist
We define L max i L i and ρ W − 1 n 11 T . Note that 1 − ρ is the well-studied algebraic connectivity of G [8, 3] , which reflects the information mixing over the graph. The weight matrix W satisfying the assumption can be constructed by, e.g., Metropolis method [34, 40] . In particular, [40] discusses how to find an optimal weight matrix maximizing the algebraic connectivity for a given topology. If W is further symmetric, then ρ is equal to the second largest eigenvalue of W . Note that L i depends on the local dataset size N i and σ 2 i is related to η in general. We let σ 2
The following is the main result of this paper.
1. See Appendix B. 2. A graph is connected means there exists a path between any two nodes in the graph. This is obviously a necessary condition.
Theorem 1 Under Assumption 1, if the learning rate γ satisfies γ <
, then all x i,k , i ∈ V in Algorithm 1 converges to an optimal solution of (1) with the following convergence rate
The proof is given in Appendix C. Theorem 1 evaluates the convergence rate of DSGT with respect to key parameters of the problem and network topology explicitly, including n, γ, ρ, η, σ 2 s and L. The constant C shows the effect of initial condition to the convergence rate. By initializing all nodes with the same value and appropriately choosing the learning rate γ, we have the following corollary.
, and set learning rate γ =
then Algorithm 1 converges at the following rate
The desired result follows from
Corollary 2 suggests that the convergence rate of DSGT is O(
Optimal dependence on ρ. Notably, Corollary 2 points out that the dependence of convergence rate on algebraic connectivity is O(1/ √ 1 − ρ), which is shown to be optimal in decentralized optimization [31, 32] , and improves on existing works [20, 5, 36] .
Recover the rate of centralized SGD
We now show that DSGT exactly recovers the convergence rate of centralized SGD for complete graphs, i.e., each node connects with all other nodes. The weight matrix becomes W = 1 n 11 T , and thus ρ = 0. Note that in this case the state x i,k are identical among nodes at every time k. Thus, the update of DSGT is equivalent to the centralized SGD with mini-batch size M ηN , and hence the convergence rate should be O(σ/ √ KM ) as in [18, 27] , where σ is given by the following standard assumption (i.e., bounded variance) for centralized SGD to solve (1),
In view of Assumption 1, σ 2 s can be set as σ 2 s = ηN σ 2 since
The proof is given in Appendix D. By setting ρ = 0 and combining σ 2 s = ηN σ 2 , we obtain from Theorem 1 that
which is exactly the same as centralized SGD with learning rate γ/(M n) [18] . Plugging the learning rate in Corollary 2 to (11) (or minimizing the right-hand-of (11) w.r.t γ), we obtain the optimal learning rate γ =
and the optimal convergence rate of DSGT 1
for sufficiently large K, which is the well-known convergence rate O(1/ √ KM ) of SGD [18, 2] , and the constant factor is also identical. A notable observation is that the optimal learning rate should be proportional to the number of nodes for decentralized learning.
Note that (12) is obtained by directly setting ρ = 0 in Theorem 1, which shows the tightness of the upper bound in Theorem 1 to some extent. In contrast, previous theoretical analysis cannot reproduce the rate (12) by simply setting ρ = 0 [20, 5, 36] . In this sense, DSGT is the first decentralized algorithm with theoretical convergence rate exactly consistent with centralized SGD.
Superiority over D 2 and D-PSGD If we let the total mini-batch size M be proportional to the number of nodes n, i.e., each node uses fixed batch size as in many existing works (e.g. [20, 36] ), then the convergence rate of DSGT becomes O(
) from (12) , which improves the rate O(
by eliminating the dependence of L, and improves the rate O(
) of D-PSGD by removing the dependence of ζ, the variance among different local datasets.
Linear or sublinear speedup
Speedup is defined as S = T 1 /T n , where T n is the time cost to solve (1) to achieve a given accuracy using n nodes with equal computational capabilities. Speedup is important to reflect the scalability of a decentralized algorithm and is apparently up-bounded by n.
We first consider the case that all local datasets have equal sizes. (12) shows that the number of iterates to achieve a certain accuracy of DSGT is exactly the same with that of centralized SGD. Note that in centralized SGD each iterate needs to compute ηN samples' gradients, while in DSGT each node only needs to compute ηN i = 1 n ηN samples' gradients. If the time spent on communication is negligible, then finishing an iterate in DSGT is n times faster than that of centralized SGD, and hence a linear speedup S = n is achievable. However, in some applications communications are the most time-consuming part, in which case the speedup may be largely reduced, and one may consider to combine DSGT with some communication compressed technique such as [16, 33, 14, 14] .
We now consider the speedup for a general connected graph where ρ = 0. The convergence rate becomes O( 
In many applications, the data in all D i are randomly sampled from the same distribution, and thus it is reasonable to assume that L c is proportional to the number of samples in D. Therefore, we can choose L = 1 n L c and hence c = 1/ 1 + 4ρηLc 1− √ ρ , which is constant and not related to n if ρ is fixed. Thus, the speedup is still linear but with a smaller slope. Note that most existing algorithms (e.g. D-PSGD [20] , D 2 [36] , SGP [5] , [11] ) implicitly adopt the assumption that L = L c /n and ρ is fixed to obtain the linear speedup result.
However, ρ is often related to n, and the speedup may be further reduced if ρ is increasing w.r.t n. Generally speaking, the graph should have denser edges to keep the ρ unchanged for larger n, but a dense graph will introduce heavy communication overhead, which may slow down the convergence rate in wall time. Thus, there is a tradeoff in the design of communication topology. In practice, it is preferable to design a network with given ρ by as few edges as possible to reduce communication overhead, which is addressed in [40] . To our best knowledge, most of existing decentralized methods (e.g. [20, 36, 5] ) face such a tradeoff and it is empirically observed in [5] .
For applications where L = L c /n does not hold, we always have L ≤ L c 3 . Thus, the speedup becomes S = cn = n/ 1 +
, where the approximation holds for large n and ρ. Therefore, the speedup is sublinear, which may be the case if nodes collect data from different local distributions or local datasets are poorly partitioned from the whole dataset D.
We assume all local datasets have equal sizes so far, where nodes use identical minibatch sizes and hence can finish an iterate in the same time. If the sizes of local datasets are different, the node with smaller dataset computes the local stochastic gradients faster, and has to wait for nodes with larger datasets at each iterate, which decreases the speedup. Recall that the number of iterates are the same to achieve a given accuracy no matter what the local datasets' sizes are. Thus, the speedup becomes S = N/N m < n, where N m = max i N i is the largest size of local datasets.
Nonetheless, there are scenarios where different local datasets' sizes are preferable. If nodes have different computational capacities, we can assign the local dataset with size proportional to the computation capacity. It ensures that nodes finish an iterate in the same time without waiting for each other, which leads to a linear speedup.
Experiment
We numerically evaluate the DSGT on two tasks and compare it with the two state-ofthe-art algorithms D-PSGD [20] and D 2 [36] . Note that the more recent algorithm SGP [5] reduces to D-PSGD for undirected graphs and hence we omit the comparison with it. The first task is training a logistic regression classifier on CIFAR-10 dataset [15] , which is a convex problem. The second task is training LeNet [17] on CIFAR-10, which is a non-convex neural network training problem.
We test all the three algorithms over n = 1, 6, 12, 18, 24 nodes 4 , and each node is assigned a randomly partitioned subset with equal sizes. The total mini-batch sizes is 1024 and hence each node uses batch size 1024/n, which is for a fair comparison with centralized SGD. We use a constant learning rate tuned for each algorithm and each task from the grid [0.001n, 0.005n, 0.01n, 0.03n, 0.05n, 0.1n, 0.2n]. The communication graph is constructed using methods in [40] . In particular, we firstly randomly generate the topology with each node has 2 log 2 n neighbors on average, and determine the weight matrix W by applying the FDLA method [40] for DSGT and D-PSGD, and Metropolis method for D 2 . The weight matrix obtained by FDLA method generally has smaller ρ than Metropolis method, but it always results in the divergence of D 2 as explained in Section 2.2. The implementation is based on PyTorch 0.4 and OpenMPI 1.10+.
For logistic regression task, Figs. 1(a) and 1(b) depict the decreasing training loss w.r.t. number of epochs and the wall time over 12 nodes, respectively. We can see DSGT has a 4. Each node is a physical core of Intel Xeon CPU E5-2660 v4 on a server. faster convergence rate than both D-PSGD and D 2 . The performances for other numbers of nodes are almost identical, and hence are omitted for saving space. Fig. 1(c) plots the training loss of DSGT w.r.t. epochs over different number of nodes, which shows that the number of iterates required to achieve a certain accuracy is almost not related to the number of nodes, and validates our analysis in Section 3.2. Fig. 1(d) illustrates the linear speedup of DSGT in training time, which is also consistent with the analysis in Section 3.2. The performance of DSGT on LeNet is similar as displayed in Fig. 2 .
We then test the accuracy of the trained models on the test data and the results are presented in Table 1 . It shows that the accuracy of any method remains almost unchanged over different number of nodes, which indicates that decentralized algorithms can keep the generalization capability of a model. An interesting observation is that DSGT achieves a bit higher accuracy than D-PSGD and D 2 on LeNet, which empirically shows the superiority of DSGT from a different point of view.
Conclusion
We propose DSGT in this paper, which is a distributed optimization algorithm for empirical risk minimization problems. DSGT leverages the stochastic gradient tracking method to achieve variance reduction, and allow nodes to have local datasets with different variances and sizes. We rigorously prove the convergence rate of DSGT, and show the exact consistency between DSGT and vanilla centralized SGD over a complete graph. DSGT achieves a linear speedup w.r.t. the number of nodes under the same assumptions in many existing works. However, we are the first to point out that DSGT and many existing algorithms may only achieve sublinear speedup in some scenarios. Experiments validate the efficiency of DSGT and show its advantages to existing algorithms. (7) that D 2 has the update rule
where we use the full gradient ∇f i (x i ) = x i − a i instead of a stochastic gradient. To study the behavior of (14), we can rewrite it as
where x is the minimum point of f (x). Thus, X k converges to 1(x ) T if and only if H has spectral radius less than 1. However, it can be readily obtained that the spectral radius of H with W given in (13) is larger or equal than 1 for any γ < 0.5, and hence D 2 diverges for any γ < 0.5. In contrast, DSGT converges for any γ ≤ 1.
Appendix B. Proof of (9)
It follows from (3) and
Using the relation Y 1 = ∂F (X 1 ; ξ 1 ), we have
which combined with (3) implies
The proof is roughly divided into four steps. We first bound
Step 1 by constructing an linear matrix inequality. We then bound E[ g k 2 ] defined in (4) in Step 2 by showing g k can be seen as an inexact gradient. We next bound
2 ] using previous results in Step 3, and finally bound
by following similar arguments as the proof of centralized SGD in Step 4 to complete the whole proof.
The following relations will be frequently used in the proof without special mention.
where A, B are any two matrices.
Step
Using W − (17) where we used Assumption 1 to obtain the last inequality. Moreover,
where the inequality follow from Assumption 1, E[∂F (X k ; ξ k )] = η∇F (X k ), and the independence of ξ k+1 and ξ k . Taking the full expectation on both sides of (16) and combining (17) and (18) yields
By taking the full expectation on both sides of (15) and substituting (16) and (19), we obtain
Moreover,
which combined with (20) yields
Now we bound E[ X k+1 − 1x T k+1 F ]. It follows from (3) that
Taking the full expectation on both sides implies
Combing (21) and (22) implies the following linear matrix inequality
where denotes the element-wise less than or equal sign and k ≥ 1. We have
Let θ 1 and θ 2 be the two eigenvalues of M and θ 2 > θ 1 , then P can be diagonalized as
With some tedious calculations, we obtain
and
One can also show that θ 1 ≥ 0. Thus, θ k 2 − θ k 1 ≤ θ k 2 = θ k , and we obtain from (24) that
It then follows from (23) and (26) that
where
Step 2:
Then, for any x ∈ R m , we have
(30) where the first inequality is from the Lipschitz continuous gradients in Assumption 1 and the last equality follows from
Let x =x k+1 in (30) and take the conditional expectation on both sides. By noticing that
where the last equality follows from
where we used the fact that ξ i,k and ξ j,k are independent if i = j to obtain the last equality. Taking the full expectation on both sides of (31) yields
Since γη L < 1, it follows from (33) that
Combining (32) and (34) implies that
Step 3: Bound
We first bound
where the elements are defined in (25) and (28) . Clearly, Θ k is nonnegative and positive semi-definite. We have from (27) that
To bound Θ k , let [Θ k ] ij be the element in the i-th row and j-th column of Θ k . For any
Since Θ k is symmetric, Θ k equals to its spectral radius. By invoking the Gershgorin circle theorem, we have
(37) It then follows from (36) that
Combining this with (35) implies
An important fact is 2η
where the proof is deferred to Appendix C.1. It then follows from (39) that
Let x be an optimal solution of (1) and e k = x k − x 2 . We have
Taking the expectation 5 and applying (29) implies that
Recall that by letting x =x k in (30) and taking the expectation we have
which combined with (42) implies
5. Technically, we should first take the conditional expectation on F k−1 , and then take the full expectation.
where the last inequality follows from (35) and (38) . Thus,
From (41) we have
Note that
the proof of which can be found in Appendix C.2. Thus, it follows from (44) and (45) that
Plugging (46) and (28) into (43) yields
where we used the following important relation to obtain the last inequality
the proof of which is provided in Appendix C.3. We now bound the constant C 2 0 that appears in the last term of (48). Recall that Y 1 = ∂F (X 1 ; ξ 1 ), and hence it follows from (28) that
(49) Substituting (49) and (48) into (47) implies
where C is defined in Theorem 1.
, it follows from (50) and the convexity of f (x) that
Divide it by N on both sides implies Theorem 1.
C.1 Proof of (40)
To simplify notation, letγ = η Lγ. Thus,γ <
It follows from (28) and (37) that
where we used the relationγ ≤ 4ρ 2 + 4ρ +γ. Then, it is sufficient to show that 4γρ
By (25), we have
Clearly, 4γρ 2 + θ is an increasing function w.r.tγ. Thus,
The desired result follows immediately.
C.2 Proof of (45)
We first show that
To this end, let
Then, (51) can be obtained if q(γ) ≥ 0 for allγ ∈ (0,
. Denote the first, second, and third derivative of q(γ) by q (γ), q (γ) and q (γ), respectively. We have
Since q (0) = 2(1−ρ) 2 +1.5 > 0 and q (γ) is increasing, we know that q (γ) is increasing. Since q (0) = ρ−ρ 2 −2 < 0 and q (1) = −0.5−ρ(ρ+1) < 0, we know that q(γ) is decreasing. Thus,
which implies (51). Now we come back to (45) , which can be rewritten as
Since both the numerator and denominator are positive, it is sufficient to show that (4ρ 2 + 4ρ +γ) + 2ρ 2γ2 Θ k − ((2 −γ)(4ρ 2 + 4ρ +γ) − 2ρ 2γ2 Θ k ) ≤ 0
In fact, we have (4ρ 2 + 4ρ +γ) + 2ρ 2γ2 Θ k − ((2 −γ)(4ρ 2 + 4ρ +γ) − 2ρ 2γ2 Θ k ) = (γ − 1)(4ρ 2 + 4ρ +γ) + 4ρ 2γ2 Θ k ≤ (4ρ 2 + 4ρ +γ) γ − 1 + 8ρ 2γ2 (1 − θ)(4ρ 2 + 4ρ +γ) ≤ (4ρ 2 + 4ρ +γ) γ − 1 + 16ρ 2γ (1 −γ)(4ρ 2 + 4ρ +γ) (4ρ 2 + 4ρ +γ)q(γ)
where the first inequality follows from (37), the second inequality is from (51), and q(γ) γ − 1 + 16ρ 2γ (1 −γ)(4ρ 2 + 4ρ +γ) .
Clearly, r(γ) is an increasing function. Thus It can be easily checked that ρ 4 + 2ρ 3 − 5ρ 2 − 16ρ − 14 is negative when ρ ∈ [0, 1]. Thus, q(γ) < 0 and the desired result follows from the above arguments.
C.3 Proof of (48)
Letγ = η Lγ ∈ (0, (1−ρ) 2 (1+ρ) 2 ). In viewing of (37) , it is sufficient to show that 2ρ(1 − θ k ) (4ρ 2 + 4ρ +γ)(1 − θ)
Clearly, θ ≥ ρ, which implies that 1 − θ k ≤ 1 − ρ k . Then, we just need to prove (4ρ 2 + 4ρ + γ)(1 − θ) ≥ 2ρ(1 − √ ρ). Notice that 
Appendix D. Proof of (10) Note that X k = 1x T k since ρ = 0. We have E[ ∂F (X; ξ) − η∇F (X) 
and inequality (e) is from the convexity of h(x, y) = x 2 y for y > 0, which implies that
