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č. 121/2000 Sb. o právu autorském, zejména § 60 – školńı d́ılo.
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Abstrakt
Bakalářská práce se zabývá navržeńım a implementaćı rozš́ı̌reńı existuj́ıćıho
ATPG pro zpracováńı komplexńıch hradel. Rozš́ı̌reńı se týká aplikace Ata-
lanta, která umı́ testovat pouze základńı jedno-vstupá a částečně dvou-vstupá
hradla. Vzhledem k rozšǐruj́ıćımu trendu v oblasti č́ıslicových obvod̊u je tato
schopnost nedostatečná, proto bude aplikace rozš́ı̌rena o možnost testováńı
tř́ı-vstupých až šesti-vstupých hradel. K tomuto účelu budou využita hradla
typu LUT.
Koncepce programu z̊ustane zachována, poněvadž nové funkce pro vy-
tvořeńı tabulek s hodnotami pro hradla LUT budou přizp̊usobeny p̊uvodńımu
programu a jeho funkćım. Uživatel bude k programu přistupovat přes př́ıkazový
řádek a výsledek obdrž́ı v nově vytvořeném souboru. Závěrem této práce
bude schopnost aplikace Atalanta otestovat obvody, které obsahuj́ı hradla až
se šesti vstupy, zda neobsahuj́ı vadu.
Kĺıčová slova
Atalanta, ATPG, stuck-at, D-algoritmus, komplexńı hradla, LookUpTable,
Init string, hexa, C/C++
Abstract
This bachelor thesis aims on the design and implementation of extension to
existing ATPG, that will allow processing more complex gates. The extension
applies to Atalanta application, which can only test the basic gates with one
input and partially two inputs gates. Due to the expanding trends in digital
circuits, this capability is insufficient, so the application will be extended to
include the possibility of testing gates woth three or four inputs. For this
purpose, gates of type LUT will be utilized.
The concept of the program will be maintained, since new features that
creates tables with values for LUT gates will be adapted to the original
program and its functions. The user will operate the application from the
command line and will recieve the result in a form of newly created file. The
result of this work will be the ability of Atalanta application to test circuits
containing gates with up to four inputs whether they are not defective.
Key words
Atalanta, ATPG, stuck-at, D-algorithm, complex gates, LookUpTable, Init
string, hexa, C/C++
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4.4.3 Obecná tvorba tabulky LUT .. . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
4.4.4 Tvorba tabulky LUT1. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
4.4.5 Tvorba tabulky LUT2. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
4.4.6 Tvorba tabulky LUT3. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
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12
Úvod
Logická hradla (nebo logické členy) jsou (elektronické) obvody, které reali-
zuj́ı základńı logické funkce jako je logický součin, logický součet, negace atd.
Logická hradla jsou základńımi stavebńımi prvky logických obvod̊u a rovněž
představuj́ı nejjednodušš́ı kombinačńı logické obvody. Vhodným zapojeńım
logických hradel lze sestavit složitěǰśı logické obvody, a to jak kombinačńı,
tak i sekvenčńı. Funkčńı bloky sestavené z logických hradel jsou i základem
komplexńıch sekvenčńıch obvod̊u jako je mikroprocesor nebo celý mikrokon-
trolér.
Testováńı č́ıslicových obvod̊u (kombinačńı i sekvenčńı) je velice d̊uležité
odvětv́ı technických věd. Dı́ky němu jsme schopni ověřit správnou funkčnost
č́ıslicových systémů. Zjǐstěńı správné funkce je d̊uležité předevš́ım pro výrobce
těchto obvod̊u. Veškeré testováńı prob́ıhá již při samotném navrhováńı systému.
Vždy je potřeba d̊ukladně prověřit danou fázi, než je přikročeno k daľśımu a
rozsáhlému kroku výroby. Nelze totiž nikdy zaručit bezporuchovou výrobu.
Ćılem mé bakalářské práce je seznámeńı se s problematikou generováńı
test̊u pro č́ıslicové obvody pomoćı automatického generátoru testovaćıch vek-
tor̊u (ATPG). Následné navržeńı a implementace rozš́ı̌reńı existuj́ıćıho ATPG
pro zpracováńı komplexńıch hradel. A následné vytvořeńı vhodných testo-
vaćıch př́ıklad̊u a ověřeńı jejich funkčnosti. Celkovým výsledkem bude apli-




Na č́ıslicové obvody je kladen velký nárok v oblasti funkčnosti, t́ım vzr̊ustá
jejich složitost a potencionálńı chybovost při výrobě oproti primitivńım ob-
vod̊um. Chybovost může být zp̊usobena jak špatným návrhem, nedokona-
lou technologíı při výrobě, stárnut́ım či provozem mimo tolerance (teplota,
napět́ı). Možnost́ı by bylo, vylepšeńı technologie výroby, ale tato cesta by byla
velmi nákladná a komplikovaná, proto je dána přednost využ́ıt testováńı ob-
vod̊u a vadné kusy vyřadit. T́ımto dokážeme odstranit poškozené kusy, aby
se nedostaly k zákazńıkovi, ale nedokážeme odstranit př́ıčiny vzniku těchto
vad.
Vzhledem k nárok̊um dnešńıch výrobc̊u neńı možné otestovat všechny
funkce obvodu, ale výrobc̊um jde převážně o zisk a ten záviśı na počtu vyro-
bených/prodaných kus̊u správně funkčńıch obvod̊u. Odhalit poruchu obvodu
co nejdř́ıve je levněǰśı, než později vracet zákazńıkovi finance. Důležité je
otestovat funkce obvodu, nebo jeho části, co nejrychleji a s co nejmenš́ımi
nároky na daľśı přidané prvky do obvodu.
Testováńı obvod̊u se děĺı do dvou část́ı - generováńı strukturńıch test̊u a
generováńı funkčńıch test̊u. Prvńı fáze se děje ihned po jejich vyrobeńı, kdy
jsou vygenerovány testy pro odzkoušeńı obvodu a jejich následná simulace
na zjǐstěńı úplnosti, rychlosti a funkčnosti obvodu. Po testováńı následuje
simulace, která poskytuje výsledky a umožňuje vytvořit slovńık poruch.
Tento celkový postup je aplikován v nástroji ATPG, který generuje výstupy,
které jsou následně užity při výrobě logického obvodu. Který se na základě
výsledk̊u z ATPG ihned po výrobě otestuje. Přesněji se vezme seznam vyge-
nerovaných testovaćıch vektor̊u, který otestujeme na daném výrobku a po-




2.1 Úvod do názvoslov́ı
Každý obvod obsahuje vstupy a výstupy, pomoćı kterých komunikuje se
svým okoĺım, tyto vstupy a výstupy maj́ı označeńı primárńı vstupy a
výstupy. Při testováńı budeme zjǐst’ovat dva základńı stavy poruchový a
bezporuchový, to znamená jestli je nebo neńı daná jednotka schopna plnit
předepsanou funkci. U poruchového stavu budeme rozlǐsovat pojmy porucha
a chyba.
2.2 LookUp Table - LUT
Český název pro LookUp table je vyhledávaćı tabulka. Jedná se o pole,
které nahrad́ı složité poč́ıtáńı pouhým indexováńım v poli. Úspora času na
zpracováńı může být značná, nebot’ postup źıskáváńı hodnot z paměti, je
často rychleǰśı než složitý výpočet. Tabulky mohou být uloženy staticky v
programu, nebo být součást́ı inicializačńı vrstvy programu, nebo dokonce
uloženy v hardwaru.
2.3 Poruchy
V praxi se nám může stát, že máme logický obvod s poruchou, známe jeho
zapojeńı, ale jeho složitost je velmi náročná pro nalezeńı mı́sta poruchy. Po-
kud má daný obvod mnoho vstup̊u, tak je to ještě složitěǰśı a často i časově
náročněǰśı.
Co je to vlastně porucha? Porucha je jev spoč́ıvaj́ıćı v ukončeńı schop-
nosti obvodu plnit požadovanou funkci. Jak se v obvodu vyskytuje porucha,
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v tu chv́ıli je jeho technický stav poruchový, v opačném př́ıpadě bezpo-
ruchový. Určeńı mı́sta poruchy se nazývá lokalizace poruchy. Projevem
poruchy může být chyba, což je rozd́ıl mezi správnou a skutečnou hodno-
tou testovaného obvodu. Chyba je vždy d̊usledkem nějaké poruchy, ale každá
porucha se nemuśı vždy projevit chybou.
V č́ıslicových obvodech mohou mı́t poruchy mnoho př́ıčin, ale neńı d̊uležitá
př́ıčina, jako jej́ı projev - chyba. Zaj́ımá nás jak se na výstupńıch hodnotách
projev́ı porucha při určitém vstupu. Bez znalosti topologie obvodu by kom-
pletńı test funkčnosti obvodu s n vstupy zahrnoval otestováńı 2n hodnot
vstup̊u, což je pro velký počet vstup̊u nerealizovatelné.
2.3.1 Model poruch
Nejpouž́ıvaněǰśım a nejstarš́ım modelem poruch je Single stuck-at. Výhodou
tohoto modelu je, že každá porucha má tři vlastnosti:
• Porucha může být na vstupu nebo výstupu hradla
• Porušený vodič má trvalou hodnotu 0 (t0) nebo 1 (t1)
• Porucha je pouze na jediném vodiči v celém obvodě
Obrázek 2.1: Model poruch
Vektor vstupńıch signál̊u a,b detekuje poruchy typu t, v jejichž sloupci se
pro kombinaci vstupńıch hodnot danou t́ımto vektorem lǐśı výstupńı hodnota
od hodnoty U bez poruchy.
Každý vodič v tomto modelu může mı́t tedy dva druhy poruch Stuck-
at 0 (Sa0) a Stuck-at 1 (Sa1): Trvalá jednička se projevuje jako konstantńı
hodnota ”1”na určitém vodiči. A analogicky trvalá nula se projevuje jako
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konstantńı hodnota ”0”na určitém vodiči. Vodičem rozumı́me spojeńı mezi
2 hradly, nebo hradlem a větveńım.
V obvodech se vyskytuj́ı i daľśı poruchy jako např́ıklad pomalý náběh/sestup,
zkraty, přerušeńı nebo parametrické poruchy, všechny tyto poruchy jsou při
určitém použit́ı shodné s poruchami Sa0 a Sa1. Bohužel to vždy ale neplat́ı.
2.3.2 Seznam poruch
Seznam poruch obsahuje všechny poruchy, které v daném modelu mohou
nastat. Pro námi použ́ıvaný model poruch Stuck-at lze celkový počet poruch
vyč́ıslit jako [1]:
Np = 2 * (Ni + Nh + Nv)
Kde:
Np - celkový počet možných Sa poruch
Ni - počet vstup̊u
Nh - počet hradel
Nv - počet větveńı
Prakticky je seznam poruch identický s počtem vstup̊u, hradel a větveńı.
Vše je vynásobeno právě dvěma, protože nás zaj́ımá na každém vodiči již
zmı́něné dvě trvalé poruchy Sa0 a Sa1. Seznam poruch slouž́ı jako základńı
seznam toho, co máme zkontrolovat. Vyb́ıráme z něj jednotlivé poruchy, ke
kterým generujeme testovaćı vektory.
2.3.3 Druhy poruch
Pokud naraźıme na poruchu, pro kterou ATPG nástroj neńı schopen vy-
tvořit testovaćı vektor, neńı d̊uvod se obávat. Poněvadž některé poruchy jsou
netestovatelné a tak je můžeme rozdělit do tř́ı skupin:
• Testovatelná porucha: ATPG nástroj je schopen vytvořit testovaćı
vektor pro tuto poruchu
• Netestovatelná porucha: ATPG nástroj neńı schopen vytvořit tes-
tovaćı vektor pro tuto poruchu
• Redundantńı porucha: jedná se o poruchu, pro kterou neexistuje
test
Redundantńı porucha vzniká přidáńım redundantńıho prvku do obvodu
a je podmnožinou netestovatelných poruch. Důležité je, aby ATPG nástroj
nalezl testovaćı vektory pro všechny poruchy, mimo redundantńıch. A vypsal
i netestovatelné poruchy.
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2.4 Dominance a ekvivalence poruch
Poruchy můžou být také ekvivalentńı nebo dominantńı. Tyto druhy poruch se
snaž́ı sńıžit počet krok̊u testu, když nám test vygeneruje velké množstv́ı test̊u,
které je z hlediska detekce nepř́ıjemné. Znalost́ı těchto závislost́ı dosáhneme
sńıžeńım počtu poruch, t́ım sńıž́ıme potřebný čas k simulaci.
2.4.1 Dominance
Dominance poruch je, když porucha dominuje druhou poruchu, pokud sada
vektor̊u, které detekuj́ı poruchu prvńı, detekuj́ı i poruchu druhou. Na následuj́ıćım
obrázku je znázorněna dominance poruchy Sa0 poruše Sa1. Porucha Sa0 je
detekována pro vektory (0, 0), (1, 0) a (0, 1). Poruchu Sa1 lze odhalit jen pro
vstupńı vektor (0, 1). Proto pokud detekujeme poruchu Sa1, v́ıme že byla
detekována porucha Sa0.
Obrázek 2.2: Dominance poruch
2.4.2 Ekvivalence
Jedná se o poruchy, které lze detekovat shodnou sadou vektor̊u a také se
projevuj́ı stejným efektem. Obrázek ekvivalence poruch ilustruje poruchu
Sa0 u obou vstup̊u i výstupu. Všechny tyto poruchy lze detekovat pouze
vektorem (1, 1). Tyto poruchy tedy tvoř́ı stejnou tř́ı ekvivalenci a při simulaci
stač́ı otestovat jen jednu z nich.
Obrázek 2.3: Ekvivalence poruch
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2.5 Testy
Na testováńı, přesněji pro generováńı test̊u, se použ́ıvá velmi mnoho r̊uzných
algoritmů, které se v́ıceméně lǐśı pouze dobou výpočtu a dosaženými výsledky.
Tyto algoritmy a jejich testy můžeme rozdělit do dvou skupin funkčńı testy
a strukturńı testy.
2.5.1 Funkčńı testy
Funkčńı testy vycházej́ı na základě funkce testované jednotky, takže neńı
nutná podrobná znalost jej́ı struktury. Je třeba vytvořit model, který má
stejnou funkci testovaného obvodu. Tento model je potřeba vytvořit na stejné
úrovni, jako je popsaná funkce.
2.5.2 Strukturńı testy
Strukturńı testy vycházej́ı ze znalost́ı struktury obvodu a maj́ı co nejbĺıže
specifikovat mı́sto v obvodu, kde se porucha vyskytla. Tyto testy jsou velmi
d̊uležité, protože určuj́ı přesné mı́sto v jaké části obvodu došlo k poruše.
Pokud se pod́ıváme na tento př́ıklad v praxi, tak v př́ıpadě, že technik najde
jednu poruchu, tak vyměńı celý obvod. To znamená, že již dále nezálež́ı na
celkovém počtu poruch. Při hledáńı poruch, se u generováńı test̊u použ́ıvá
metoda zcitlivěńı cesty a metoda generováńı jednoho kroku testu.
Obrázek 2.4: Citlivá cesta
• Metoda zcitlivěńı cesty - Základem této metody je sestaveńı přenosové
cesty z mı́sta výskytu poruchy na některý z výstup̊u testované jednotky.
Cesta je citlivá, je-li schopna přenášet změny signálu ze svého začátku
na jeho konec.
• Metoda generováńı jednoho kroku testu - Tato metoda má za
základ vygenerováńı testovaćıho vektoru, který pokryje co nejv́ıc po-
ruch, které lze pokrýt. Metodu opakujeme dokud nejsou pokryty všechny
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možné poruchy, krom nedetekovatelných. Úplným pokryt́ım je zde tedy
myšleno vygenerováńı testovaćıch vektor̊u pro všechny detekovatelné
poruchy.
2.6 D-algoritmus
D-algoritmus je jedna z metod, která umı́ vytvořit citlivou cestu (resp.
v́ıce citlivých cest naráz). Tato metoda byla nazvána podle použité signálu
D, který znamená, že při poruše je na daném vodiči jiná hodnota, jak v
bezporuchovém stavu. Tento signál se š́ı̌ŕı z mı́sta poruchy na výstup. Použit́ı
tohoto signálu vede k 5-hodnotovému modelu š́ı̌reńı signálu v obvodě. Každá
z hodnot je definována jako uspořádaná dvojice správné hs a poruchové hp
hodnoty. Hodnoty modelu jsou v tabulce 2.1.
hodnota (hi)
význam v bezporuchovém význam v obvodu






Tabulka 2.1: Definice 5-hodnotové modelu š́ı̌reńı signálu v obvodě
2.7 Simulace
• Sériová simulace - Základńı simulaćı obvodu je simulace sériová. Tato
simulace vždy otestuje pouze jednu poruchu při jednom pr̊uchodu obvo-
dem. Simulace je jedna z nejpomaleǰśıch, ale je j́ı využito jako doplňkové
simulace [5].
• Paralelńı simulace - Touto simulaćı otestujeme naráz velké množstv́ı
poruch, při stejném čase, jako při simulaci jen jedné poruchy, to vše
je při simulaci jednoho pr̊uchodu obvodem. Vedle rychlosti je daľśı
výhodou této metody i ńızká pamět’ová náročnost, oproti deduktivńı či
souběžné simulačńı metodě [5].
• Souběžná simulace - Souběžná simulace má pro každý člen obvodu
vytvořený seznam poruch. Tento seznam uchovává informace o vstupńıch
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a výstupńıch hodnotách daného členu. Následně při simulaci jsou vyb́ırány
seznamy, které na sebe př́ıhodně navazuj́ı [5].
• Deduktivńı simulace - Deduktivńı simulace je podobná souběžné si-
mulaci. Avšak tato simulace má jednu velkou přednost, a to že simulace
celého obvodu je provedena pouze jednou. Seznam poruch se vytvář́ı a
upravuje pro každý signálńı vodič. Na základě bezporuchových hodnot
se u každého logického členu zjist́ı, které poruchy se mohou propagovat
na výstup hradla. Tento zp̊usob simulace potřebuje jen jeden pr̊uchod
obvodem, ale je časově náročněǰśı než u sériové. Celkově je však tato
metoda rychleǰśı, ale má mnohem větš́ı nárok na pamět’ [5].
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Kapitola 3
Rozbor a zpracováńı problému
3.1 Úvodńı seznámeńı
Program Atalanta pocháźı z Technické univerzity ve Virginii [3] a jeho tv̊urci
jsou Hyung K. Lee a Prof Dong S. Ha. Atalanta dokáže otestovat funkčnost
jednoduchých hradel, nikoliv složitých komplexńıch hradel. Úkolem bylo tento
fakt napravit a p̊uvodńı program rozš́ı̌rit o možnost testováńı komplexńıch
hradel.
Prvńım krokem bylo potřeba nastudovat problematiku týkaj́ıćı generováńı
test̊u pro č́ıslicové obvody za pomoci automatického generátoru testovaćıch
vektor̊u (ATPG). Největš́ım zdrojem informaćı byly materiály od Hyung K.
Lee a Prof Dong S. Ha [3]. Dále jsem využil skripta Diagnostika a spolehlivost
od prof. Ing. Jana Hlavičky, DrSc [2]. Po nastudováńı daných problematik
jsem mohl přikročit k navržeńı vlastńıho rozš́ı̌reńı.
3.2 ATPG Software
V dnešńı době je pouze pár kvalitńıch aplikaćı, které jsou schopny genero-
vat vhodné testovaćı vektory ze zadaného obvodu. Uvést můžeme např́ıklad
TetraMAX od firmy Synopsys a FlexTest od Mentor Graphics. Bohužel u
těchto nástroj̊u se nelze seznámit s vnitřńı strukturou programu ani jeho
výstupy, poněvadž jsou chráněny autorskými právy.
Proto byl zvolen systém Atalanta, který je vyv́ıjen od roku 1990. Bohužel
posledńı úpravy byly provedeny v roce 1997. Konkurenćı Atalanty může být
považován systém Mixed Level Automatic Test Pattern Generation (Milef)[7],
který byl vyvinut v roce 1992 v Německu U. Glöserem a H. T. Vierhausem.
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3.3 Metody generováńı test̊u pomoćı ATPG
APTG nástroj pracuje na bázi splnitelnosti booleovské formule. Obecně se
použ́ıvaj́ı dvě metody generováńı testu pomoćı ATPG - strukturálńı, které
vycházej́ı ze struktury hradel a reprezentace č́ıslicového obvodu, a algebraické,
které převáděj́ı strukturu obvodu do algebraické formy.
3.3.1 Strukturálńı metoda
Metoda, která je založena na algoritmu na prohledáváńı grafu. Celkový obvod
je rozdělen na jednotlivé části, které tvoř́ı vrcholy = hradla, hrany = vodiče.
Algoritmus se skládá ze tř́ı základńıch krok̊u [1] :
1. Přenastaveńı hodnoty výstupu hradla na inverzńı hodnotu ( 1 -> na-
stav́ım 0, 0 -> nastav́ım 1)
2. Hledáme citlivou cestu z mı́sta poruchy na primárńı výstup
3. Projdeme graf od výstup̊u ke vstup̊um a nalezneme konzistentńı ohod-
noceńı vstup̊u s vnitřńımi hradly.
3.3.2 Algebraická metoda
Tato metoda využ́ıvá převodu poruchy na problém řešeńı algebraického výrazu.
Z výsledku, který nám z tohoto algebraického vznikne, odvod́ıme řešeńı po-
ruchy. Tuto metodu můžeme využ́ıt v př́ıpadě, že potřebujeme vyřešit poru-
chu bez znalosti hradel či kombinačńıch obvod̊u, poněvadž máme algebraický
výraz, který se dá snáze vypoč́ıtat.
3.4 Atalanta, Atalanta-M
Atalanta je automatický generátor testovaćıch vzor̊u pro kombinačńı obvody.
Využ́ıvá FAN algoritmu pro generováńı testovaćıch vzor̊u a paralelńıch jed-
noduchých vzor̊u pro simulaci poruch.
Atalanta je vyvinuta v Bradley Department of Electrical Engineering,
Virginia Polytechnic Institute & State University (VPI&SU). Zdrojový kód
je př́ıstupný pouze pro výzkumné účely, co se týče komerčńıch účel̊u, tak ty
jsou chráněny autorským zákonem.
Původńı Atalanta byla upravena a přejmenována na Atalanta-M.
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3.4.1 Atalanta-M
Aplikace Atalanta-M[8] je spojuj́ıćı ATPG nástroj a integrovaný simulátor
poruch HOPE. Aplikace dokáže generovat testovaćı vektory pro všechny Sa
poruchy, nebo pro jednotlivě specifikované poruchy. Umožňuje tř́ıstavovou
simulaci. A vstupńı soubory jsou typu .bench.
3.4.2 HOPE
Algoritmus HOPE využ́ıvá principu paralelńı propagace 32 poruch v bitovém
slově naráz. Pro urychleńı simulace použ́ıvá princip oblasti bez rozvětveńı.
Simulátor také umožňuje simulaci vektor̊u s hodnotami ”don’t care”. Algo-
ritmus HOPE nav́ıc dokáže simulovat i sekvenčńı obvody. Vı́ce informaćı se
lze doč́ıst v dokumentaci [6].
3.5 Volba programovaćıch prostředk̊u
Původńı program Atalanta je naprogramován v programovaćım jazyce C a
toho jsem se rozhodl držet. Daľśım úkolem bylo zvolit si prostřed́ı, ve kterém
bude možné program vytvořit. Nejlepš́ım byl zvolen Microsoft Visual Studio
2012, který sice obsahuje pouze překladače pro C++, ale po předefinováńı
knihoven a soubor̊u je schopen přeložit i klasické soubory typu .c.
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Kapitola 4
Popis problému, specifikace ćıle
4.1 Specifikace ćıle
Ćılem práce je rozš́ı̌rit stávaj́ıćı program Atalanta pro testováńı pomoćı vek-
torových test̊u hradla s počtem vstup̊u jedna až čtyři. Stávaj́ıćı program měl
pro testovaná hradla vytvořené statické tabulky, ve kterých vyhledával. Ta-
bulky byly vytvořeny pouze pro všechny jedno-vstupé a část dvou-vstupých
hradel.
Možnost́ı tedy bylo pokračovat ve statickém vytvářeńı tabulek, což z hle-
diska chybovosti vytvořeńı tabulek, bylo zamı́tnuto. Proto bylo přistoupeno
k tvorbě dynamických tabulek, které budou vytvářeny na základě vstupńıch
hodnot. Tohoto by mělo být dosaženo pomoćı vytvořeńı nového funkčńıho
bloku LUT.
4.2 Popis problému
Aplikaćı je možné testovat hradla s omezeńım na počet vstup̊u. Ale v současné
době jsou produkovány větš́ı obvody, které mohou překročit velikost omezeńı
aplikace a t́ım se aplikace stává nepoužitelnou. Proto je nutné tyto omezeńı
naj́ıt a odstranit. Veškeré statické tabulky jsou vytvořeny v souboru truth-
table.h, kde byly doplněny o nová základńı hradla (např. AIB, IDA, NBIA a
daľśı).
Jako pokus byly staticky vytvořena některá tř́ı-vstupá hradla jako AND,
NAND. To vše aby bylo možné demonstrovat problém v exponenciálńım
rozš́ı̌reńı a možné chybovosti při deklaraci. Tvorba tabulek pro LUT hradla





Rozš́ı̌reńı můžeme aplikovat bud’to staticky, pomoćı tvorby nových obvod̊u,
které staticky dodefinujeme do hlavičkového souboru, nebo můžeme využ́ıt
vyhledávaćıch seznamů (LookUp table), která nám umožńı definovat vstupńı
hradlo, podle výstupńıch hodnot. Následně bude nutné nalézt části kódu,
která nač́ıtaj́ı informace ze vstupńıho souboru a rozlǐsuj́ı jejich následuj́ıćı
funkce.
Tento návrh byl velmi nevýhodný, poněvadž by se jednalo o obrovské
množstv́ı tabulek, které by byly velmi nepřehledné a pokud by v deklaraci
došlo k chybě, tak by bylo jen velmi těžké tuto chybu nalézt. Pro ukázku
jsem zvolil hradlo AND.
Vstupy
A ↓ B → 0 1 X D DBAR
0 ZERO ZERO ZERO ZERO ZERO
1 ZERO ONE X D DBAR
X ZERO X X X X
D ZERO D X D ZERO
DBAR ZERO DBAR X ZERO DBAR
Tabulka 4.1: Ukázka pravdivostńı tabulky pro dvou-vstupé hradlo AND
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Vstupy
A ↓ B ↓ C → 0 1 X D DBAR
0 0 ZERO ZERO ZERO ZERO ZERO
0 1 ZERO ZERO ZERO ZERO ZERO
0 X ZERO ZERO ZERO ZERO ZERO
0 D ZERO ZERO ZERO ZERO ZERO
0 DBAR ZERO ZERO ZERO ZERO ZERO
1 0 ZERO ZERO ZERO ZERO ZERO
1 1 ZERO ONE X D DBAR
1 X ZERO X X X X
1 D ZERO D X D ZERO
1 DBAR ZERO DBAR X ZERO DBAR
X 0 ZERO ZERO ZERO ZERO ZERO
X 1 ZERO X X X X
X X ZERO X X X X
X D ZERO X X X X
X DBAR ZERO X X X X
D 0 ZERO ZERO ZERO ZERO ZERO
D 1 ZERO D X D ZERO
D X ZERO X X X X
D D ZERO D X D ZERO
D DBAR ZERO ZERO ZERO ZERO ZERO
DBAR 0 ZERO ZERO ZERO ZERO ZERO
DBAR 1 ZERO DBAR X ZERO DBAR
DBAR X ZERO X X X X
DBAR D ZERO ZERO ZERO ZERO ZERO
DBAR DBAR ZERO DBAR X ZERO DBAR
Tabulka 4.2: Ukázka pravdivostńı tabulky pro tř́ı-vstupé hradlo AND
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Na těchto dvou tabulkách je jasně vidět, jak se exponenciálně zvyšuje
počet hodnot, či-li je větš́ı pravděpodobnost k chybnému zadáńı dané hod-
noty a t́ım by celý program ztratil svou funkcionalitu.
Proto bylo rozhodnuto, že vlastńı logika programu z̊ustane zachována,
poněvadž detekováńı poruch bude prob́ıhat stejným zp̊usobem jako tomu
bylo u p̊uvodńıho programu. Pouze dojde ke změně, že tabulky již nebu-
dou staticky naprogramovány v souboru, ale budou dynamicky vytvářeny na
základě vstupńıch parametr̊u.
4.3.2 Dynamické
Dynamické vytvářeńı bylo již krokem vpřed. Hlavńım aspektem bylo využit́ı
algoritmu, který by vytvořil pravdivostńı tabulku na základě init stringu
LUT hradla, který bude zadán ve vstupńım souboru. Tato problematika byla
využita pro tvorbu tabulek LUT.
4.4 Popis základńıho algoritmu
4.4.1 Init string LUT hradla
Init string LUT hradla je inicializačńı konstanta v šestnáctkové soustavě (he-
xadecimálńı č́ıslo), která určuje, výstupy dané tabulky pro základńı vstupy
1 a 0. Tento zp̊usob můžeme využ́ıt u všech LUT hradel, která potřebujeme
vytvořit.
4.4.2 Dekódováńı init stringu LUT hradla
Nyńı si ukážeme, jak jsme schopni dekódovat init string LUT hradla, pomoćı
našeho algoritmu. Init string LUT hradla je v našem př́ıpadě zakódován ve
stylu ”zleva doprava”. MSB bit je prvńı bit z levé strany a LSB je prvńı bit z
pravé strany, v př́ıpadě, že by došlo k prohozeńı, tak by došlo k vygenerováńı
chybných výsledk̊u. Pokud tedy se ve vstupńım souboru objev́ı řetězec např.
4 = LUT3( 1, 2, 3, ”07”)
Řetězec obsahuje:
• 1x výstup ”4”
• typ hradla
• 3x vstup ”1”, ”2”, ”3”
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• init string LUT hradla
Z řetězce použijeme prozat́ım informaci o kolika-vstupé hradlo LUT se jedná
a jeho init string. Velikost init stringu LUT hradla je pro každé hradlo jiná,
rozlǐsuje se podle počtu bit̊u, které jsou potřeba zakódovat.
init string LUT hradel:
• LUT1 → 21 = 2 bity → jedna hexadecimálńı č́ıslice (akceptováno jen
č́ıslo 0 až 3)
• LUT2 → 22 = 4 bity → jedna hexadecimálńı č́ıslice
• LUT3 → 23 = 8 bit̊u → dvě hexadecimálńı č́ıslice
• LUT4 → 24 = 16 bit̊u → čtyři hexadecimálńı č́ıslice
• LUT5 → 25 = 32 bit̊u → pět hexadecimálńıch č́ıslic
• LUT6 → 26 = 64 bit̊u → šest hexadecimálńıch č́ıslic
Init string LUT hradla udává pozici výstupu, který je ONE. Pokud bude
init string nulový, tak to znamená, že pro dvouhodnotovou logiku jsou všechny
výstupy ZERO.









Tabulka 4.3: Tabulka pro init string
V této tabulce je možné vidět, jak jednotlivé init stringy odpov́ıdaj́ı řádku
a vstupu. Na základě této logiky jsme schopni vytvořit init string pro všechny
naše LUT hradla, dokonce i pro hradla s v́ıce vstupy než čtyřmi. Vstupńı init
string vždy rozděĺıme na základńı bitové hodnoty - 1,2,4,8.
Vždy je dopoč́ıtáván nejbližš́ı počet bit̊u, pokud se jedná např́ıklad o č́ıslo
”0A”, tak je to init string ”02”a ”08”. Jelikož se jedná o hexadecimálńı č́ısla,
tak použ́ıváme celou soustavu od 0 až po F.
Pro př́ıklad přidávám i ukázku pro LUT3:
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F2 = 80 + 40 + 20 + 10 + 02
a výsledkem je, že hodnota true bude na řádku 1, 2, 3, 5, 7.
4.4.3 Obecná tvorba tabulky LUT
V této části poṕı̌si obecný postup pro vytvářeńı LUT tabulek. U každé
LUT tabulky na vstupu obdrž́ıme init string LUT hradla. S ńım provedeme
potřebné operace, které nám ho rozlož́ı na základńı čtyři hodnoty 1, 2, 4, 8.
Dı́ky těmto hodnotám jsem schopni sestavit tabulku LUT pro 2-hodnotovou
logiku a na jej́ı výstup umı́stit hodnoty ONE a ZERO dle vstupńıho init
stringu.
Logika je u všech tabulek LUT stejná, pouze se exponenciálně zvětšuj́ı
tabulky a init string. Dı́ky init stringu jsme schopni vytvořit hodnoty pro 2-
hodnotovou logiku a následně pomoćı hodnoty X a D-algoritmu jsme schopni
vytvořit zbylé hodnoty pro 5-hodnotovou logiku.
4.4.4 Tvorba tabulky LUT1
Tabulka pro LUT1 nabývá čtyř hodnot:
• 0 - Trvalá 0
• 1 - Trvalá 1
• 2 - Předáńı vstupu na výstup
• 3 - Negace vstupu na výstup
Tyto hodnoty lze nastavit u LUT1.
4.4.5 Tvorba tabulky LUT2
Tabulka pro LUT2 nabývá 22 hodnot, zde pracujeme s jednou hexadecimálńı
č́ıslićı.





Tabulka 4.4: Tabulka init string LUT2 pro 2-hodnotovou logiku
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4.4.6 Tvorba tabulky LUT3
Tabulka pro LUT3 nabývá 23 hodnot, zde pracujeme s dvěma hexadecimálńımi
č́ıslicemi.
Vstup A Vstup B Vstup C Init string
0 0 0 01
0 0 1 10
0 1 0 02
0 1 1 20
1 0 0 04
1 0 1 40
1 1 0 08
1 1 1 80
Tabulka 4.5: Tabulka init string LUT3 pro 2-hodnotovou logiku
Následuj́ıćı tabulka je už praktická ukázka pro init string ”07”.
Vstup A Vstup B Vstup C Výstup
0 0 0 1
0 0 1 0
0 1 0 1
0 1 1 0
1 0 0 1
1 0 1 0
1 1 0 0
1 1 1 0
Tabulka 4.6: Tabulka pro init string č́ıslo
”
07“ pro 2-hodnotovou logiku
Naše tabulka ovšem vypadá jinak, poněvadž nepotřebuje znát vstupy,
ty nám dává program sám, tak potřebujeme pouze ukládat výstupy, proto
tabulka vypadá v tuto chv́ıli takto.
Tabulka je neúplná, poněvadž zbytek tabulky by byl prázdný. V tuto
chv́ıli nám algoritmus doplnil pouze hodnoty z init stringu a v daľśı fázi bude
doplněn zbytek tabulky.
4.4.7 Rozš́ı̌reńı tabulky LUT
Tabulka byla rozš́ı̌rena i o vstupy D (změna z 1 na 0), DBAR (změna z 0
na 1), X (neznámá hodnota na vstupu, může obsahovat ONE nebo ZERO),
které jsou v programu využ́ıvány.
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Vstupy
A ↓ B ↓ C → 0 1 X D DBAR
0 0 ONE ONE




1 0 ONE ZERO
1 1 ZERO ZERO
Tabulka 4.7: Tabulka pro init string č́ıslo
”
07“ pro 5-hodnotovou logiku
Vstupy
A ↓ B ↓ C → 0 1 X D DBAR
0 0 ONE ZERO X DBAR D
0 1 ONE ZERO X DBAR D
0 X X X X X X
0 D DBAR DBAR X DBAR DBAR
0 DBAR D D X DBAR D
1 0 ONE ZERO X ZERO ZERO
1 1 ZERO ZERO X ZERO ZERO
1 X X X X X X
1 D ZERO ZERO X ZERO ZERO
1 DBAR ZERO ZERO X ZERO ZERO
X 0 X X X X X
X 1 X X X X X
X X X X X X X
X D X X X X X
X DBAR X X X X X
D 0 DBAR ZERO X DBAR ZERO
D 1 DBAR ZERO X DBAR ZERO
D X X X X X X
D D DBAR ZERO X DBAR ZERO
D DBAR DBAR ZERO X DBAR ZERO
DBAR 0 D ZERO X ZERO D
DBAR 1 D ZERO X ZERO D
DBAR X X X X X X
DBAR D D ZERO X ZERO D
DBAR DBAR D ZERO X ZERO D
Tabulka 4.8: Kompletńı tabulka pro LUT3
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V této tabulce je možné vidět, jak je tabulka vytvořena v programu, kde
se zachovávaj́ı v tabulce pouze výstupy. V tabulce jsem zvýraznil hodnoty,
které byly źıskány z init stringu.
4.4.8 Aplikace algoritmu
V prvńı řadě bylo nutné naj́ıt, kde docháźı k deklaraci p̊uvodńıch tabulek a
k nim doplnit nové tabulky LUT. Deklarace prob́ıhá v hlavičkovém souboru
fan.h, learn.h, lsim.h a fsim.h. Na základě těchto poznatk̊u byl vytvořen sou-
bor lut.h, do kterého byly naprogramovány vstupy a hlavičky funkćı, které














Nyńı máme vytvořeny deklarace pro práci s LUT tabulky, ale muśıme
si vytvořit ještě definice pro názvy LUT tabulek. Tyto definice prob́ıhaj́ı v
hlavičkovém souboru define.h. Zde byly definice doplněny o proměnné pro
init string LUT hradel:
#define NUM LUT1 1 /* init string for init LUT1 */
#define NUM LUT2 2 /* init string for init LUT2 */
#define NUM LUT3 3 /* init string for init LUT3 */
#define NUM LUT4 4 /* init string for init LUT4 */
#define NUM LUT5 5 /* init string for init LUT5 */
#define NUM LUT6 6 /* init string for init LUT6 */








Nyńı už máme deklaraci jednotlivých proměnných a můžeme upravit
část kódu, kde docháźı k detekci vstupńıho hradla a následnému přesunu
k tabulkám. Tyto funkce se nacházej́ı v souborech fan.c [̌rádek 125 - 153]
a learn.c [̌rádek 108 - 122]. Funkce se jmenuje gate eval1. Tuto funkci jsem
upravil pro práci se vstupńı proměnnou LUT1 až LUT6 a následného odkazu
na jejich vytvořené tabulky.
Pro ukázku, zde přepis kódu ze souboru fan.c:
#define gate eval1(g,v,f,i) {\
switch (g->input):\
case 1:\




















































f = (g->fn == NAND) ? AND : (g->fn == NOR) ? OR : g->fn;\
v = a truthtbl2[f][g->inlis[0]->output][g->inlis[1]->output];\
for( i = 2; i < g->ninput; i++)\
v = a truthtbl2[f][v][g->inlis[i]->output];\
v = (g->fn == NAND || g->fn == NOR)? A NOT(v) : v;\
break;\
}\
Na přiloženém kódu vid́ıte, jak program detekuje počet vstup̊u a následně
odkazuje na př́ıslušnou tabulku v souboru lut.h. Účelem našeho kódu bylo
zachovat p̊uvodńı funkce, a proto tento kód byl doplněn o funkci ”if”, zda-
li se jedná o hradlo LUT a následného přesunu do tabulek, které byly pro
př́ıslušný LUT vytvořeny.
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4.4.9 Vlastńı algoritmus v souboru lut.c
Vlastńı algoritmus byl naprogramován do nově vytvořeného souboru lut.c,
který byl následně přidán do p̊uvodńıho programu. Soubor obsahuje veškeré
deklarace a funkce k př́ıslušným tabulkám LUT.
Algoritmus je naprogramován pro LUT1, kde nabývá pouze čtyř hodnot,
bud’to hodnotu předává na výstup, nebo j́ı neguje, nebo je trvale nastaven na
0 nebo 1. Pro LUT2 byly dvě možnosti, bud’to odkazovat, po dekódováńı init
stringu, na staticky vytvořené tabulky pro dvou-vstupá hradla, nebo tabulky
vytvářet dynamicky. V souboru lut.c jsou vytvořeny obě verze, ale verze pro
odkazováńı do truthtable.h je zakomentována, poněvadž byla nevýhodná.
V tuto chv́ıli jsou vytvořeny tabulky LUT1 a LUT2 a je možnost zač́ıt
vytvářet tabulky pro LUT3 až LUT6. Princip algoritmu je u všech tabu-
lek v́ıceméně stejný. Pro demonstraci jsem si vybral tabulku LUT3. Na
vstupu obdrž́ıme init string, které si rozlož́ıme na jednotlivé prvky pole char̊u.
Připravenou tabulku pro LUT3 si naplńıme hodnotami ZERO, nikoli celou
tabulku. Ale jen pozice, které źıskáváme z init stringu. Přes funkci for po-
stupně projdeme celé pole char̊u Hexa a pomoćı funkce switch-case zjist́ıme,
které pozice máme přepsat na hodnoty ONE. Ukázka na následuj́ıćım kódu:
void GenLut2(char* Hexa){
for(a=0;a<5;a++) for(b=0;b<5;b++) { LuTbl2[a][b] = ZERO; }
switch (Hexa[0]) {
case ’1’: LuTbl2[0][0]=ONE; break;
case ’2’: LuTbl2[0][1]=ONE; break;
case ’3’: LuTbl2[0][0]=ONE; LuTbl2[0][1]=ONE; break;
case ’4’: LuTbl2[1][0]=ONE; break;
case ’5’: LuTbl2[0][0]=ONE; LuTbl2[1][0]=ONE; break;
case ’6’: LuTbl2[0][1]=ONE; LuTbl2[1][0]=ONE; break;
case ’7’: LuTbl2[0][0]=ONE; LuTbl2[0][1]=ONE; LuTbl2[1][0]=ONE;
break;
case ’8’: LuTbl2[1][1]=ONE; break;
case ’9’: LuTbl2[0][0]=ONE; LuTbl2[1][1]=ONE; break;
case ’A’: LuTbl2[0][1]=ONE; LuTbl2[1][1]=ONE; break;
case ’B’: LuTbl2[0][0]=ONE; LuTbl2[0][1]=ONE; LuTbl2[1][1]=ONE;
break;
case ’C’: LuTbl2[1][0]=ONE; LuTbl2[1][1]=ONE; break;
case ’D’: LuTbl2[0][0]=ONE; LuTbl2[1][0]=ONE; LuTbl2[1][1]=ONE;
break;
case ’E’: LuTbl2[0][1]=ONE; LuTbl2[1][0]=ONE; LuTbl2[1][1]=ONE;
break;
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case ’F’: LuTbl2[0][0]=ONE; LuTbl2[0][1]=ONE; LuTbl2[1][0]=ONE;
LuTbl2[1][1]=ONE; break;
}
Hodnoty ONE jsou zaneseny na pozice, které jsme źıskali v prvńım kroku,
dále muśıme doplnit hodnoty X, kdy nám neńı známo, zda-li vstupńı hod-










A posledńım krokem bylo doplněńı hodnot D a DBAR hodnot podle D-
algoritmu. D-algoritmus je algoritmické vylepšeńı intuitivńı metody zcitlivěńı
cesty. Test je vytvářen topologickým pr̊uchodem obvodu. D-algoritmus je













Nyńı už máme doplněnou celou tabulku pro LUT2 a jsme schopni s ńı
pracovat při testováńı obvodu, který toto hradlo obsahuje. Snaha byla za-
chovat funkčnost programu a přizp̊usobit nové algoritmy, aby princip z̊ustal
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stejný. Takto vytvořené funkce a tabulky jsem zakomponoval do programu
Atalanta, kde bylo potřeba zjistit, kde všude program vyhledává ve sta-
tických tabulkách a přidat sem funkce, pro hledáńı v nových tabulkách. Poté





Testováńı prob́ıhá formou testovaćıch vektor̊u. Pro test každé stuck-at po-
ruchy je potřeba jen jeden vektor pro primárńı vstup a odpov́ıdaj́ıćı vektor
primárńıch výstup̊u. U stuck-at poruch nezálež́ı na pořad́ı volby testovaćıch
vektor̊u jako u delay faults.
U většiny poruch lze vytvořit v́ıce r̊uzných testovaćıch vektor̊u, samozřejmě
toto neńı pravidlem. Pro samotný test stač́ı pak použ́ıt jen jeden vektor. Ten
urč́ı jestli algoritmus p̊ujde správným nebo špatným směrem.




10 = AND( 1); 10 = LUT2( 1, 2, ”7”);
10 = OR( 1); 10 = LUT2( 1, 2, ”8”);
10 = AND( 1, 2); 10 = LUT2( 1, 2, ”9”);
10 = NAND( 1, 2); 10 = LUT2( 1, 2, ”A”);
10 = OR( 1, 2); 10 = LUT2( 1, 2, ”B”);
10 = NOR( 1, 2); 10 = LUT2( 1, 2, ”C”);
10 = XOR( 1, 2); 10 = LUT2( 1, 2, ”D”);
10 = XNOR( 1, 2); 10 = LUT2( 1, 2, ”E”);
10 = AIB( 1, 2); 10 = LUT2( 1, 2, ”F”);
10 = NAIB( 1, 2); 10 = LUT3( 1, 2, 3, ”24”);
10 = IDA( 1, 2); 10 = LUT3( 1, 2, 3, ”FF”);
10 = IDB( 1, 2); 10 = LUT3( 1, 2, 3, ”00”);
10 = NIDA( 1, 2); 10 = LUT3( 1, 2, 3, ”AB”);
10 = NIDB( 1, 2); 10 = LUT3( 1, 2, 3, ”50”);
10 = BIA( 1, 2); 10 = LUT4( 1, 2, 3, 4, ”FFFF”);
10 = NBIA( 1, 2); 10 = LUT4( 1, 2, 3, 4, ”0000”);
10 = VCC( 1, 2); 10 = LUT4( 1, 2, 3, 4, ”F001”);
10 = GND( 1, 2); 10 = LUT4( 1, 2, 3, 4, ”ABCD”);
10 = LUT1( 1, ”0”); 10 = LUT4( 1, 2, 3, 4, ”1234”);
10 = LUT1( 1, ”1”); 10 = LUT5( 1, 2, 3, 4, 5, ”00000”);
10 = LUT1( 1, ”2”); 10 = LUT5( 1, 2, 3, 4, 5, ”FFFFF”);
10 = LUT1( 1, ”3”); 10 = LUT5( 1, 2, 3, 4, 5, ”12345”);
10 = LUT2( 1, 2, ”0”); 10 = LUT5( 1, 2, 3, 4, 5, ”ABCDE”);
10 = LUT2( 1, 2, ”1”); 10 = LUT5( 1, 2, 3, 4, 5, ”62489”);
10 = LUT2( 1, 2, ”2”); 10 = LUT6( 1, 2, 3, 4, 5, 6, ”000000”);
10 = LUT2( 1, 2, ”3”); 10 = LUT6( 1, 2, 3, 4, 5, 6, ”FFFFFF”);
10 = LUT2( 1, 2, ”4”); 10 = LUT6( 1, 2, 3, 4, 5, 6, ”123456”);
10 = LUT2( 1, 2, ”5”); 10 = LUT6( 1, 2, 3, 4, 5, 6, ”ABCDEF”);
10 = LUT2( 1, 2, ”6”); 10 = LUT6( 1, 2, 3, 4, 5, 6, ”251264”);
Tabulka 5.1: Testy pro ověřeńı funkčnosti
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5.2 Vlastńı testováńı programu
Testováńı prob́ıhalo metodou porovnáńı výsledk̊u (výstupńıch soubor̊u). Po-
rovnávaly se výstupy předchoźıho a nového programu. Testovaćı skript byl
sestaven z mnou vybraných vzork̊u, které byly následně testovány v obou
verźıch programu. Pro každý vzorek byla provedena série test̊u, aby byly
splněny podmı́nky.
Hlavńım ćılem testovaných nově vytvořených hradel bylo, aby vygenero-
vali testovaćı vektor. Vzhledem k tomu, že aplikace nemá žádnou dokumen-
taci, tak jsem se snažil aplikovat definici seznamu chyb na nově vytvořená
hradla, ale logika programu dává převážně prioritu hradl̊um AND/NAND
a OR/NOR. Pro ostatńı hradla je logika zanedbána. Tuto situaci jsem se
pokusil napravit, ale výsledkem bylo zacykleńı programu při testováńı.
Aplikace pro všechny obvody, které jsem pro testováńı použil, vygenero-
vala testovaćı vektor. T́ım že definice seznamu chyb se mi nepodařila apli-
kovat na všechna nově vytvořená hradla, tak některé výsledky neodpov́ıdaj́ı
předpoklad̊um.
5.3 Struktura vstupńıch a výstupńıch soubor̊u
5.3.1 Soubor .bench
Vstupńı soubor má předem definovanou jednoduchou strukturu, která muśı
být dodržena.
Soubor s definićı obvodu má koncovku .bench. Má předem definovanou
stavbu, kde vstupy jsou označeny INPUT(č́ıslo stavu), výstupy OUTPUT(č́ıslo
stavu). A následuje definice hradel, která je tvořena č́ıslo stavu = hradlo(vstupA,














10 = AIB(2, 3)
11 = LUT3(1, 6, 7, "24")
17 = NAND(10, 7)
20 = XOR(11, 17)
22 = LUT2(20, 10, "6")
5.3.2 Soubor .flt
Jedná se o vstupńı soubor, kde jsou definované testy, podle kterých se posléze
prováděj́ı testy na definovaném hradle.
gate A → gate B / 0
gate A → gate B / 1
gate A / 0
gate B / 0
Ve výše uvedeném př́ıkladu, gate A a gate B jsou názvy bran. Prvńı
řádek, ”gate A→ gate B / 0”popisuje stuck-at 0 na vstupńım řádku gate B,
když je připojen k gate A. Podobně, druhý řádek, ”gate A→ gate B / 1”po-
pisuje stuck-at 1 na vstupu gate B, když je připojen k gate A. Třet́ı a čtvrtý
řádek popisuje stuck-at 0 na výstupu gate A a výstupem gate B.
5.3.3 Soubor .pat
Výstupńı soubor typu .pat nám vytvář́ı sám program, který do něj ukládá
výsledky testovaćıch vektor̊u, ze kterých my jsme schopni definovat, jestli
daný obvod je vyroben s vadou nebo ne. Ukázka výstupńıho souboru:
1 : 00xxx 0x
2 : 101xx 1x
3 : 1x1xx 1x
4 : 010xx 11
5 : 100xx 0x
6 : 001xx 0x
7 : 101xx 1x
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8 : 100xx 0x
9 : 010xx 1x
10: 00xxx 0x
11: x111x x0
Před dvojtečkou (:) je pořadové č́ıslo zkušebńıho vzorku pro konkrétńı poru-
chy. Následuje pětice č́ıslic (bit̊u), která je hodnota vstup̊u, v našem př́ıpadě
máme 5 vstup̊u. Prvńı bit je vstup1, druhý pro vstup2, atd. Následuje dvo-




Ćılem této bakalářské práce bylo seznámeńı, navržeńı a implementace rozš́ı̌reńı
existuj́ıćıho ATPG pro zpracováńı komplexńıch hradel. Źıskané informace
poté využ́ıt při tvorbě rozš́ı̌reńı aplikace. Následně aplikaci otestovat pomoćı
vektorových test̊u. Tyto ćıle byly naplněny, jak dokazuje aplikace Atalanta
uložená na přiloženém CD.
Prvńım úkolem bylo doplněńı základńıch jednoduchých hradel. Ty byly
doprogramovány do statických tabulek, které byly sestaveny v p̊uvodńım
programu Atalanta. Jelikož byly všechna jednoduchá hradla doprogramována
do hlavičkových soubor̊u, bylo možné přej́ıt ke kroku rozš́ı̌reńı pro v́ıce-vstupá
hradla.
Daľśım bodem bylo rozš́ı̌reńı stávaj́ıćıho programu Atalanta pro kom-
plexńı hradla. T́ımto směrem byly vytvořeny funkce pro tvorbu dynamickým
tabulek, které obsahuj́ı veškeré výstupy pro testované hradlo. Hradla, která
byla vytvořena se nazývaj́ı LUT1, LUT2, LUT3, LUT4, LUT5 a LUT6. Po-
moćı zadaného init stringu LUT hradla, který je předáván do funkćı jako
vstupńı parametr, se generuj́ı pomoćı algoritmu tabulky pro 5-hodnotovou
logiku, která je využita v aplikaci Atalanta.
Následně byly vytvořeny potřebné testy, které ověřili funkčnost zpra-
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• Složka ”Soubory”– veškeré vstupńı soubory, které byly při testováńı
použity
• Složka ”Zdrojové kódy”– zdrojové kódy aplikace
• Soubor ”Bakalarska prace Kudrna 2014.pdf”– text bakalářské práce
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