Similarity search, or query by content, is an important operation for time series databases. While the research community has been quite active in this area, we are yet to see full support for these operations and data from commercial Database Management Systems (DBMS). In this work we explore how efficiently can similarity search algorithms be implemented inside a DBMS with User Defined Functions (UDFs). We concentrate our work on querying Electrocardiograms (ECG), a biosignal and a particular type of time series data. Given the lack of support for time series as an standard data type, we identify two alternatives for managing a database of ECG signals using a DBMS, namely using either references to flat files on the operating system, or using Binary Large Object (BLOB) attributes. Our experiments show a significant overhead in the total elapsed time while doing similarity search on signals stored as BLOB. On the other hand, querying signals stored as files using UDFs is as competitive as using an ad-hoc implementation of the query by content algorithm running as a stand-alone application on the operating system.
Introduction
Medical centers generate and store large amounts of data in the form of text, images, and biomedical signals as they need to keep record of their patients' health-related information. For instance, in cardiology, physicians generate and work with large volumes of ECG signals. Therefore efficient access to data and tools for timely and decisionenabling information extraction are required to provide objective evidence and efficient decision support to clinicians, researchers, medical students, and patients [1] . Unfortunately, provisions for content-based search of these data are not readily available as commercial Database Management Systems (DBMSs) do not support images and signals as standard data types.
For the reasons stated before, DBMSs are not the first choice made by experts when dealing with medical data due to the lack of native support for storing and analysing non-structured data types (i.e. multimedia data). Instead, physicians generally use different kinds of software while doing data analysis, spending much of the time in exporting and importing the data through these tools [2] . It is then common to find multimedia medical data stored as flat files that are, ultimately, managed by the operating system. There are several well-documented problems for using the file system as the backbone of a database [3] , such as limited concurrency and access control, lack of data independency, limited fault tolerance, and the lack of a query language, to name a few. Such drawbacks are eliminated when a Database Management System is used.
Another interesting feature of Database Management Systems, and the one we explore in this work, is the possibility of extending its functionality with User Defined Functions (UDFs). By adding new functions, it becomes possible, to some extent, to deal with the challenges of storing and querying the non-native and non-structured data that are so common in the healthcare domain.
Problem Definition
A digital electrocardiogram is a discretized representation of the heart's electrical activity. It is then a time-ordered record of observations of a variable of interest (the heart's electrical activity), which is, actually, a time series. Therefore, to implement query by content on ECG data, similarity search techniques for time series can be used.
Similarity search, or query by content, on time series data is used when applications need to compare the object's temporal evolution to a particular pattern known as the query pattern [4] . In such queries, a query pattern q and a tolerance or degree of similarity are given as input parameters. In the case of a k-Nearest Neighbor search query (k-NN) the user merely indicates the number of entries that must be contained in the answer set. Hence, the tolerance value is implicitly indicated by the degree of similarity between the query pattern and the k entries in the answer. The solution to the search includes all entries in the database that satisfy the following condition.
where Dist() is a domain-specific distance function used to estimate the similarity between two time series, x is an entry in the data set of time series and r is the search radius. The value of r depends both on the value of k and on the data set. In particular, r = Dist(x k , q), where, from all the entries in the data set, x k is the k th most similar entry to q [4] .
In this paper, we propose using User Defined Functions for proving that it is possible extend a database management system to provide support for query by content on ECG data. Furthermore, we show that the performance obtained by such queries is on par with ad-hoc implementations of the similarity search algorithm running as standalon applications on the operating system.
The rest of this paper is organized as follows. In the next section we provide an overview of related work for similarity search on time series data, and for the use of UDF for extending database management systems in order to perform complex data analysis tasks on unconventional data types. In Section 3 we describe our proposal for extending DBMS functionality to provide query by content on ECG data. Section 4 provides results of our experimental evaluation of the proposed approach. Finally, in Section 5 we provide some concluding remarks and directions for future work.
Background and Previous Work
The implementation of a database of ECG signals requires addressing the following two challenges. First, data must be properly represented and organized for storage. When captured, an ECG signal is digitally transformed into a time series. That is, there exists a sampling procedure that discretizes the time dimension. Therefore, when dealing with ECG data, our object of interest is actually a series. The relational model, which is based on the formal concept of set, is not well suited for organizing and representing ECG data. Since most commercial database management systems are based on the relational model, they lack support for series as a native data type 1 . Under these circumstances, there are few alternatives for creating a database of ECG signals using a database management system. Such alternatives are common to all multimedia data type [5] . One alternative is to store each signal as an individual file using the operating system's file system and then use an attribute in a database relation to store a reference to the file. The second alternative is to use a type-less container in a database relation. Data stored in such containers are usually known as binary large objects (BLOBs).
Both of such alternatives have serious drawbacks. In the former, perhaps the most significant drawback is that the database management system cannot guarantee referential integrity. Since at least part of the data is stored as independent files, it can be deleted from outside the DBMS therefore losing data consistency and permanently damaging the database. In the latter, since BLOBs are stored in type-less containers, there are no operations defined by the DBMS over such attributes. Furthermore, it is known that storing large-volume data (such as ECG) in the form of BLOBs has a negative impact on the performance of the database [5] .
The second challenge, and the one we focus on this paper, is querying the database by the content of the ECG signals. Querying an ECG signal can be done using several techniques, most of them developed for time series data [6, 7] . These techniques make use of a query pattern, which can be of variable length [8, 9] . The main goal in this type of queries is to find an specific pattern on an ECG signal. In the following section, we provide a summary of the most influential work addressing this challenge.
Similarity Search in Time Series
Similarity search is a classical data mining task for time series data [10] . By itself, it is a non-trivial and therefore interesting research problem because, due to the potentially large size of time series, conventional query processing and optimization techniques are not efficient [4] . Research efforts have focused on providing transformations that can reduce the size of the data representation, and on making such representation an indexable vector such that queries can be processed efficiently.
To produce a small vector representation of time series data, Agrawal et al. proposed the use of the Discrete Fourier Transformation (DFT) [11] . Under this approach, DFT is applied to each time series object in the database and the first c coefficients of each transformation are used to represent the data in a small-dimensional vector space.
The search is conducted using the index and the first f c DFT coefficients of the query pattern, where f c is the same number of DFT coefficients used to build the index. Using only a few coefficients is a kind of lossy compression, because as the dimension is reduced, some information is lost [12] . Therefore, searching the feature index produces a superset, usually known as candidate set of the solution to the query. In the last step of the query processing, false alarms are filtered out of the candidate set to produce the final query result.
Various other techniques have been proposed to generate a small representation of time series in an effort to conduct efficient query by content. They all suffer from the problem mentioned before and the research efforts are oriented toward reducing the number of false alarms while querying the vector space. Among the most relevant of such techniques, we can cite Discrete Wavelet Transformations [13, 14] , Piecewise Aggregate Approximation [15] (also known as Segmented Means [16] ), Adaptive Piecewise Constant Approximation [17, 18, 19] , Symbolic Aggregate Approximation [20, 10, 21] , and Vector Quantization [22, 4] .
While we acknowledge that these techniques are all ingenious and interesting approaches, our proposal addresses a related but orthogonal issue. Our focus is on proving that current database management systems' technology can readily be extended to support query by content on ECG data. In particular, we aim at proving that similarity search algorithms can be implemented as User Defined Functions inside a DBMS and have similar performance as ad-hoc queries executed directly over the operating system.
User Defined Functions
A User Defined Function (UDF) is a list of sentences (a program) that solve an specific problem. They are used when the task at hand cannot be addressed by means of the standard built-in functions provided by the DBMS. UDFs are implemented using a general purpose programing language 2 , such as C, and then compiled and linked to the DBMS. Therefore, they are executed in the database core, and can take advantage of the data access methods provided by the DBMS [23] .
The integration of statistical techniques to a DMBS by means of well defined SQL sentences is usually avoided due to its mathematical complexity. In modern database environments users generally export datasets to statistical tools, build many models outside the DBMS, apply the model to the dataset, generate a new one and then import the new dataset to the DBMS [24] .
In recent years, the research community has shown that UDFs can be succesfully used to perform complex data analysis tasks on unconventional objects such as matrices and on unstructured data types such as microarrays [24, 2] . However, to the best of our knowledge, there is no published work on incorporating query by content features into a DBMS by means of user defined functions. In particular, no attempts have been made to extend the functionality of any DBMS to support similarity search on ECG data. This situation motivates our work and the following proposed approach.
Proposed Approach
We propose to use User Defined Functions to extend the functionality of a commercial database management system in order to provide query by content (or similarity search) capabilities on ECG data.
Over the last years, experimental evidence has shown that nearest neighbors algorithms are effective for similarity search queries on time series data [25, 26] . These algorithms require a distance function that can be used to esti-2 Actually, the variety of supported languages is specified by the DBMS.
mate similarity between two sequences. For this task, the Euclidean distance is a popular choice [6, 27, 7, 28, 29] .
For the previous reasons, we have chosen to implement the 1-Nearest Neighbor query function described in Algorithm 1. In this function, we use Euclidean distance to estimate the similarity between a query pattern Qts and the data signals Dts. In this case, the length of the query pattern is w.
Algorithm 1: 1-NN Algorithm
while data ← N ext ECG(Dts) do while pos < Length(data) do distance ← e dist(data[pos], Qts, w); if distance < best dist then best dist ← distance; end pos ← pos + 1; end if best dist < best patt then best patt ← best dist; end end return best patt; Algorithm 1 works as follows. For every signal (data) in the database (Dts), it compares every possible subsequence of length w in data to the query pattern Qts. For this, it computes the Euclidean distance between the subsequence and the query pattern. If such distance is smaller than any other previously computed distance, the current subsequence is the nearest neighbor to the query pattern and a reference to data and to the position of the current subsequence in data is stored. Once all signals have been examined, the algorithm returns the subsequence that is most similar to the query pattern.
The user defined function implementing Algorithm 1 can be used from inside an SQL statement with the following syntax.
SELECT NN(DTS, QTS, w) FROM ECGREL;
In the previous SQL statement, NN is the identifier used to refer to the user defined function implementing the search algorithm, DTS is the attribute where ECG signal data (or a reference to the data) is stored, QTS is the query pattern we would like to find in the database, and w is the length of the query pattern. ECGREL is the name given to the database relation where the DTS attribute is defined. As a result, the NN function returns both the ECG signal where the most similar pattern to QTS exists, as well as the position where such pattern starts in the signal.
Storing ECG Data using a DBMS
As we have previously indicated, there are two alternatives for storing multimedia data using a DBMS. One alternative is to store such objects using a special kind of attribute known as BLOB. The second alternative is to store each data object as an individual file and use an alphanumerical attribute to store a reference to the file.
We decided to incorporate two implementations of the search algorithm, one will allow us to search for signals stored as BLOBs and the other for searching on signals stored as individual files.
Experimental Evaluation
In this section we empirically evaluate the performance of user defined functions implementing query by content on ECG data. In our experiments, we used four different data sets obtained from real-world applications. We conducted our experiments on an Intel Pentium computer with a 3.2 GHz mono-core processor, 2 GB of main memory, and 250 GB of disk storage. The operating system was CentOS 5 with the 2.6.18 kernel. The search algorithm was implemented as a UDF for the PostgreSQL DBMS, version 8.4.5, and as a stand alone program for its execution over the operating system. In both cases we used the C programming languaje and the programs were compiled with gcc. For all the experiments, we show the average elapsed time for cold start queries.
Data Sets
We collected four different ECG data sets from the Physionet data repository [30] . These data were generated from real-world applications. For each data set, we partitioned each ECG signal in two parts; a head and a tail. The tail portion corresponds to the last ten seconds of the signal whereas the head is the original signal minus its tail. The set of all the signal's heads was stored in a database and became our test set. We used the first 250 miliseconds of each tail, which is about the length of the QRS complex, to generate our query set. This help to eliminate any potential noise at the end of each signal that might be introduced when disconnecting the electrodes that capture the signal. In addition, we chose the length of the QRS complex for the query patterns because the importance of detecting this pattern for any ECG analysis task [31] . Details of our testing data are given next.
• QT. The records in this database were chosen because they include a wide variety of QRS and ST-T morphologies, which let the scientific comunity make efficiency tests on QT detection algorithms. The database consists of 105 15-minute long ECGs. Each ECG has two signals sampled at 250Hz, and an 11 bit resolution [32] .
• MIT-BIH. This database contains information of 48 records, extracted from ambulatoty ECGS. Those samples came from different subjects, studied by the Arrhythmia Laboratory. The database contains 48 30-minute long ECGs. Each ECG record has two signals sampled at 360Hz and and 11 bit resolution [33] .
• AAMI. This database was created in order to perform tests over different ECG monitoring devices. It consists of 10 records with only one channel, sampled at 720 Hz and a 12 bit resolution. The duration of each record varies from 47.93 to 90.6 seconds [34] .
• European. This database is intended to be used for evaluation of algorithms for analysis of ST and Twave changes. It consists of 90 records of ambulatory ECG. Each record is two hours in duration and contains two signals, each sampled at 250 Hz using a 12 bit resolution [35] .
Since different bit resolutions are used to encode the data sets we selected for our experiments, we decided to decode all data sets before hand and use a standard 4-byte floating point representation for all data. By doing so, no additional processing was needed other than the required by the search algorithm.
Implementing the UDFs
We chose PostgreSQL as our DBMS platform because its user defined functions can access external files, perform I/O operations, and return relations as the result of its execution rather than just an scalar value. These characteristics were needed to implement query by content on ECG data stored either as a BLOB or as an independent file.
When defining a user defined function for PostgreSQL, the function's source code must be compiled as a shared object. PostgreSQL needs the UDF to be compiled this way, so it can be dynamically linked by the DBMS during execution time. In addition, PostgreSQL requires two functions to be created for every UDF we want to implement. Such functions are termed transitive and final [23] . Both functions are bind to the DBMS using an SQL sentence.
Each UDF, as well as the corresponding transitive and final functions, are linked to PostgreSQL with a SQL sentence. Table 1 shows the SQL statements used to bind the transitive function (a), the final function (b), and the similarity search function (c) to the DBMS, respectively. 
Experimental Results
In our experiments, we evaluated the efficiency of the query algorithm by measuring the total elapsed time. For this, we used wall clock time, which includes both CPU and IO time. To avoid any caching effects, we flushed the main memory between consecutive queries by using the the /proc/sys/vm/drop caches command. Each data set was stored as flat files on the operating system as well as using a BLOB attribute in the database management system. While in both cases, data was encoded as series of 4-byte floating point values, there is a significant storage overhead of using BLOBs in the DBMS. This issue can be clearly observed in Table 2 .
For each database, we executed three sets of experiments. First, we implemented Algorithm 1 as a standalone application that runs directly on the operating system (Stand-Alone) . This implementation reads data stored as flat files. For the second and third experiments we implemented Algorithm 1 as a user defined function in the PostgreSQL database management system. One of such implementations reads ECG data stored as BLOBs (UDF + BLOB), while the other reads data stored as independent files (UDF + Files). For each of these experiments we executed as many queries as there are signals in the data base. That is, 210 queries for the QT database, 96 queries for the MIT-BIH database, 10 queries for the AAMI database, and 180 queries for the European database. Table 3 and Figure 1 show the average elapsed time of all these experiments experiments.
Since the signals in our data sets were sampled at different rates (and since we wanted to use query patterns of an approximate length of a quarter of a second), the value of w was different for each data set. For the QT and for the European databases the value of w was 64. For the cases of MIT-BIH and AAMI data sets, the value of w was 90 and 180, respectively.
Our experimental evidence suggest that query performance for ECG data stored as BLOBs in a DBMS suffers considerably. In this case, the total elapsed time is at least an order of magnitude larger than queries using data stored as independent files. While a larger elapsed time was ex- pected due to storage overhead (see Table 2 ), we did not anticipate this level of performance degradation. The negative impact of using BLOBs to store ECG data similarity search is consistent throughout the four data sets. On the other hand, we can observe that there is no significant difference in query performance between the stand alone aplication and the UDF-based search algorithm when data is stored as independent files. This indicates that extending the DBMS functionality to cover query by content on ECG data is a very competitive alternative to developing ad-hoc applications.
Conclusion and Future Work
In this paper, we show that it is possible to extend the functionality of a database management system in order to provide query by content support for ECG data. The experimental evidence indicates that using BLOBs for storing this type of data is the source of considerably overhead both in terms of storage and query performance. However, when data is stored as independent files, using UDFs in the DBMS results in a very efficient approach for implementing query by content. In fact, there is virtually no performance difference between this approach and the use of a stand-alone search application running on top of the operating system. This lead us to conclude that it is possible use a database management system, and to take advantge of all the benefits associated to it, to store and query ECG data without any performance loss. In Section 2.1 we described several index-based techniques, for improving the efficiency of similarity search queries on time series data, that were not included in our experimental section. For future work, we plan on incorporating such techniques into a database management system using UDFs. We expect that the performance benefits provided by these techniques with respect to Algorithm 1, which is based on a linear scan of the database, can also be observed when they are implemented as UDFs in the DBMS.
