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LMNtalプログラム検証における効率的な状態空間探索の並列化および Partial Order Reduction手法
1 はじめに
階層グラフ書換えに基づく並行言語 LMNtal は, 実行時
処理系 SLIM*1を拡張する形でモデル検査器へと発展して
きた [3]. 階層グラフ構造は, 様々な並行計算モデルを容易
に表現できるだけではなく, 状態空間探索において重要と
なる対称性吸収メカニズムを備えた強力なデータ構造であ
るが, 状態空間爆発によるメモリ使用量と検状時間の爆発
への対策を必要としていた. この問題に対処して LMNtal
の検証機能としての有用性を高めるべく, 本研究では, 共
有メモリ環境を対象にした並列モデル検査器への拡張を行
うと共に, LMNtal プログラムの振舞いに対する効率的な
Partial Order Reduction手法を提案する.
2 LMNtalモデル検査器
LMNtal モデル検査器は階層グラフ構造を状態, ルール
による書換えを遷移として状態遷移グラフを構築し, 時相
論理で表現した性質の検証や停止状態の検出を網羅的探索
によって行う. LMNtal で記述する階層グラフ構造は節点
(アトム)の多重集合を無向リンクと膜の二つの手段で構造
化したものであり, 書換え可能なグラフ構造が複数存在す
る場合は,書換え順序に非決定性が生ずる.
階層グラフ構造はハッシュ値の計算とグラフ同型性判定
によって新規性を検査し, バイト列へと可逆圧縮して管理
することで, メモリ使用量の爆発を抑えている. 状態展開
処理では,遷移元のグラフ構造をバイト列から復元し,遷移
先への差分グラフのみを網羅的に生成する. 差分グラフは
遷移元のグラフ構造から遷移先のグラフ構造を一時的に構
築するために使用し, 一つの遷移先グラフに関する処理が
全て終了したならば差分グラフの適用を取り消し, 他の遷
移先グラフに関する処理を実施する. 階層グラフ構造を構
成するアトムと膜には一意な整数 ID が割り当てられてお
り, グラフ走査の際の訪問管理を効率的に行うことができ
る. また, 実行時に衝突の著しいハッシュ値は, グラフ構造
に対して一意なバイト列へと再計算を行い, 散らばりの良
いハッシュ値へと置き換えられる. 一意なバイト列を求め
る処理は計算コストが高くつくものの, ハッシュ値の著し
い衝突によるグラフ同型性判定回数の爆発 (性能低下)を防
ぐことができる.
*1 http://code.google.com/p/slim-runtime
図 1 状態を並列ハッシュ表に追加する際の操作図
3 並列モデル検査器への展開
本研究では, 並列モデル検査器への拡張を行い, コア数
に応じた並列効果を得るため, Stack-Slicing アルゴリズム
(SSA)[1]の拡張,並列ハッシュ表の設計を始め,並列メモリ
アロケータの組込みといった性能チューニングも行った.
SSAは, 実行に参加する全てのスレッドが状態管理表を
共有し, 実行に参加する全スレッドが論理的な輪を構成す
る. DFSスタックの深さが一定の閾値 (Cuto Depth)を超
えた場合, 隣接スレッドのWork Queueへ状態を送信する.
Work Queueから取り出した状態を根に DFSを繰り返し行
う. 状態を送受信する際の競合が発生しない利点がある一
方で, DFSスタックの深さが状態遷移グラフに依存した静
的分割法であることと, 状態管理表を共有して扱うことに
よる競合が問題となる.
前者の問題に対しては, 隣接スレッドがアイドル状態を
主張している場合に状態を送信する処理と, アイドル状態
のスレッドが他のスレッドのWork Queueから状態を取得
する処理を拡張した動的な負荷分散により解決を図った.
後者の問題を解決するために設計したハッシュ表の操作
概要を図 1に示す. 状態管理に使用するハッシュ表は同一
のキーに対して異なる複数のエントリをリスト管理し, エ
ントリ数に応じて表のサイズを拡張する. 本手法では,等価
なエントリが存在しなければ必ず追加するという状態管理
に必要な機能のみに処理を限定することで細かい同期の粒
度を実現した. 同期はエントリ単位で行い,エントリの追加
予定位置の算出後にロックをかける. ロック確保後に,追加
予定位置に変化がなければエントリを追加し, 変化がある
場合は追加予定位置を求め直す. また,ハッシュ値が衝突し
た際には, 再計算したバイト列とそのハッシュ値を専用の
表 (図中のハッシュ表 B)から探索し,状況に応じて動的に
探索対象のハッシュ表を切り替えるものとした.
図 2 非同期積による完全なグラフと状態数削減グラフ
4 Partial Order Reduction
本節では, 状態爆発を抑制する技術である Partial Order
Reduction(POR)[2] を LMNtal モデル検査器上で実現する
上で,効率的な手法を提案する.
POR は, 図 2 のような, ある状態を起点にした複数の経
路が最終的に同じ状態に到達するならば, 代表経路のみを
状態空間として展開し, 状態 (遷移) 数を削減したグラフ
(Reduced State Graph)を構築する手法である. ある状態か
ら実行可能な遷移の順序を入れ替えても互いに実行不可
能にならない (独立な) 遷移関係を利用した上で, 検証結
果に影響しない遷移を選択することでグラフを構築して
いく. 具体的には, 状態 s から可能な遷移 en(s) の部分集
合 (ample set) として以下に示す制約条件を満たす遷移を
ample(s)の要素として選択する.
C1 en(s) n ample(s) から始まる各経路上において,
ample(s) に含めた遷移が出現するまでは ample(s)
が含む遷移と依存関係にある遷移が出現しない
C2 時相論理式が参照する変数の値が変化しない遷移
C3 閉路形成しない遷移
このうち, C2, C3は時相論理式を用いた検証を行う際に必
要となる. 本研究では,この C1を効率的に検査する手法を
提案し,デッドロック検査に対する PORを LMNtalモデル
検査器上で実現した. C1 を満たす遷移を求めるためには,
まず en(s) から独立な遷移関係を知る必要があるが, 全て
の書換え式と書換え対象に並行性を持つ LMNtalは C1を
動的に解析する必要がある. 先行研究 [4]では,状態 sを起
点にした状態遷移グラフを一時的に構築して合流遷移を特
定することで遷移間の独立性を定義していたが, 計算コス
トの高さが課題であった. 提案手法では, ,  2 en(s)なる 2
本の遷移において, ,  による書換え後のプロセステンプ
レートが何らかの変化 (削除や移動)を与えるグラフの集合
が,それぞれ , が書換え対象とするプロセステンプレー
トにマッチしたグラフと重複しない場合, ,  は互いに独
立な遷移関係にあると定義した. また, en(s) n ample(s) を
起点にした経路の探索においても, 一時的な状態遷移グラ
フを構築せず, 差分グラフのみを再帰的に計算していくこ
とで検査を軽量に扱う. 互いに独立な遷移関係から遷移の
合流が予測できるため, 検査済みの経路に対して検査が重
図 3 逐次 DFSから SSA(左)と O-SSA(右)による並列効果
表 1 PORによる実行時間,状態数,遷移数の削減効果
Instance Time (sec) # of States # of Transitionsno POR naive POR new POR no POR POR no POR POR
Bub 08 1.37 38.91 1.79 40320 40320 141120 140262
Cpn 08 2.14 253.59 2.75 34101 12685 138283 33171
Dec 615 7.31 15.65 0.27 170544 106 813960 105
Del 5p6 12.22 8.23 0.02 16897 31 72030 30
Lcm 6 0.45 6.51 1.11 34101 26207 72406 43831
複しないように工夫を行っている.
5 実験による性能評価
実現した状態空間探索の並列化および PORについて,実
験による評価を示す. 実験は, 48コア, メモリ 256GBの共
有メモリ計算機を使用した.
逐次 DFSが状態空間構築に要する実時間に対する SSA
および SSA の拡張 (O-SSA) の並列効果を図 3 に示す. グ
ラフの縦軸は速度向上率,横軸は使用したスレッド数,凡例
の破線は,リニアパフォーマンスの指標を示している. SSA
は問題によってはコア数に応じた並列効果が得られていな
いが, O-SSAは 12コア平均 9.76倍, 48コア平均 33.18倍
と,高い並列効果を得ることに成功した.
次に, PORの性能評価を表 1に示す. no PORは POR未
使用の実行, naive POR は従来手法の POR を使用した実
行, new POR は提案手法を使用した実行を示している. 特
に実行時間の面で, 従来手法より大きく速度向上したこと
を確認した.
6 まとめと今後の課題
本研究では, LMNtal モデル検査器に対する状態空間探
索の並列化を行うと共に, PORにおける C1検査の効率的
な手法を提案し,状態爆発対策を実現した.
時相論理式を用いた検証に対する PORの適用や,並列モ
デル検査と PORの効率的な連携が今後の課題である.
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