INTRODUCTION
This paper is divided in three main parts: we start by introducing the key technologies that were used to develop our work; secondly, we describe the implementation of the NCAP prototype stressing its transducer and network interfaces; and finally, we present an application example to extract results and draw conclusions.
IEEE 1451.1 Std
The IEEE 1451 family of standards defines a set of hardware and software interfaces that act as plugs where heterogeneous components can be connected and work together. The 1451.1 Std [1] , in particular, defines a generic object model suitable to represent any networked transducer. This model must be implemented in a processor, known as NCAP, which acts as a bridge between transducers and the communication network (figure 1). On the field side, an abstraction layer provides high-level functions to communicate with transducers. The 1451.1 Std strongly recommends the adoption of 1451.X transducer interfaces [2] [3] [4] [5] but other alternatives still remain open. On the network side, an abstraction layer provides high-level services to handle network requests. In the middle, the NCAP application processes data received from both sides (the field and the network) and decides the next state of the system. The objects created from these classes are the bricks used to build the NCAP application. The hierarchy is extensible by adding non- [13] . The WCF contains pre-built classes designed to develop secure, reliable, and interoperable distributed applications. The WCF supports the last enhancements in terms of Web Services providing many useful facilities such as hosting, service instance management, asynchronous calls, reliability and security. The WCF provides developers with the essential off-the-shelf plumbing required by any service-based application, and as such, it greatly increases productivity.
NCAP PROTOTYPE
The description of the NCAP prototype is divided in three sub-sections: we start by presenting its serviceoriented object model; secondly, we talk about its transducer interface; and finally, we cover its network interface.
Object Model
The NCAP prototype implements a fully-functional subset of the 1451.1 object model. As shown in figure  3 , this subset is composed by thirteen classes, each one exposing a collection of methods according the recommendations of the 1451.1 Std. 
Network Interface
The network interface of our prototype is completely based on Web Services. Although Web Services are natively prepared to implement the client/server communication model, our prototype implements the publish/subscribe model as well.
All object classes presented in figure 3 were implemented as WCF Web Services following the best practices described in the literature [ 
NCAP APPLICATION
To demonstrate the effectiveness of our prototype we built a NCAP application that implements a simple ON/OFF controller with hysteresis. The controller can be applied to the water-supply system presented in figure 4 . By turning the pump ON and OFF, the system works to maintain the water level between two threshold values (say 20% and 80% of the tank capacity). Assuming that the filling rate, when the pump is ON, is higher that the consumption rate, water never misses for consumption and it never exceeds tank walls.
As shown in figure 5 The NCAP application presents a tree of all instantiated objects including their class IDs, class names and dispatch addresses. A column showing the instantaneous values of Parameters is also provided. The control algorithm is executed periodically by means of a timer that ticks ten times per second. All client/server communications take place on port 8000. 
RESULTS
To interact with the NCAP application, we built a tiny client using the same development tools referred previously plus NI Measurement Studio v8. 1.
As shown in figure 6 , the front panel of the tiny client provides two numeric controls to define the high/low thresholds of the control algorithm. It also provides a numeric box and a virtual LED to indicate the instantaneous values of the water level and pump state, respectively. In addition, a trend graph presents that same information as a function of time. For this simple example, we used configuration files to statically bind service endpoints on both sides (the NCAP application and the tiny client). In the future, dynamic binding shall be implemented by taking advantage of NCAPBLOCK_ANNOUNCEMENT publications.
The mention to commercially available products from specific vendors was done only to exemplify application scenarios of the proposed NCAP solution. Obviously, interoperable products from others manufacturers may also be considered.
CONCLUSION
This paper demonstrates that it is possible to combine the 1451.1 Std with Web Services in order to build a service-based application processor. The proposed NCAP prototype implements the client/server communication model using native WCF facilities. It also implements the publish/subscribe communication model using a dedicated WCF Web Service connected to a multicast UDP-based endpoint. In addition, the prototype implements a correction engine and extends transducer interfaces by supporting DAQmx boards. Finally, our prototype takes advantage of the productivity supplied by the .NET Framework and it is completely interoperable with any compliant device.
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