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ABSTRAKT
Cieľom tejto práce je zoznámenie sa s operačným systémom FreeRTOS a jeho využitia
pri realizácií zariadení. V práci je rovnako rozobraté využitie SW modulu LwIP (TCP/IP
stack) a FreeMODBUS. Následne je navrhnuté ukážkové zariadenie, jednoduchý operá-
torský panel. Ten komunikuje pomocou rozhrania ethernet s využitím protokolu Modbus
TCP s pripojenými PLC na separátnej sieti. Úlohou zariadenia je plniť funkciu webserveru,
HID a súčasne slúžiť ako zdroj reálneho času.
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ABSTRACT
The aim of this work is to get familiar with operating system FreeRTOS and its usage
in device design. It also explains usage of SW module LwIP (TCP/IP stack) and Free-
MODBUS. Consequently is designed example device, simple operational panel. The panel
communicates through ethernet interface using Modbus TCP protocol with connected
PLCs on separate network. Its meet function of webserver, HID and also source of real
time.
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ÚVOD
S postupným rozvojom informačných technológií sa rozvíjali aj sieťové technológie.
Toto malo za následok masové rozšírenie ethernetu do všetkých oblastí. V dnešnej
dobe sa ethernet využíva od prepojenia počítačov v malej lokálnej sieti v rodinných
domoch až po rozsiahle celopodnikové siete. Stále viac však ethernet preniká aj do
priemyselnej oblasti, kde slúži k prepojeniu nie len počítačov, ale tiež k prepojeniu
jednotlivých prvkov riadiaceho systému.
Rovnako došlo aj k rozšíreniu použitia operačných systémov. Tie boli dlhú dobu
výsadou osobných počítačov. Avšak rastúca komplexnosť embedded systémov si vy-
žiadala nasadenie OS aj do týchto zariadení. Toto umožnilo tvorbu modulárnejšieho,
prehľadnejšieho riadiaceho programu a poskytlo potrebný nadhľad pri programovaní.
Medzi najpoužívanejšie OS pre embedded zariadenia patrí Windows, rôzne varianty
Linuxu a špeciálne zamerané OS, ako je aj v práci použitý FreeRTOS.
Práca sa v úvodných kapitolách zaoberá rozborom a voľbou vhodného HW a
SW vybavenia pre navrhované embedded zariadenie. Následne je podrobne rozo-
braný OS FreeRTOS a jeho možnosti, rovnako ako lwIP TCP/IP stack a SW modul
FreeMODBUS. Od kapitoly 5 je realizovaný návrh obvodového zapojenia zariadenia
podľa vytýčených požiadaviek a následne prevedený návrh DPS spolu s mechanic-
kým usporiadaním celého zariadenia. Riadiaca aplikácia- jednoduchý operátorský
panel, vrátane úloh a modulov pre realizáciu webserveru, Modbus TCP serveru a
obsluhu LCD s rotačným enkoderom, sú popísané od kapitoly 7. Posledná kapitola
dokumentuje prevedené orientačné merania časov systému, ako sú latencia preruše-




Cieľom tejto práce je návrh jednoduchého operátorského panelu, ktorý bude slú-
žiť pre zoznámenie sa s operačným systémom FreeRTOS. Spolu s týmto OS bude
použitý SW modul LwIP (TCP/IP stack) a FreeMODBUS. Tento panel bude ko-
munikovať pomocou rozhrania ethernet s využitím protokolu Modbus TCP s pripo-
jenými PLC na separátnej sieti. Úlohou panelu bude plniť funkciu webserveru, HID
a súčasne bude slúžiť aj ako zdroj presného času.
1.2 Voľba mikrokontroléru
Práca sa zaoberá aj návrhom hardvéru pre toto zariadenie. Nakoľko tento jednodu-
chý operátorský panel má slúžiť pre zoznámenie sa s operačným systémom, obsahuje
čo najviac rôznych rozhraní a periférií. Toto bolo zvolené aj z dôvodu budúceho vy-
užitia návrhu tohto zariadenia aj pre iné účely ako operátorského panelu.
Pre zariadenie bol vybraný ARM mikrokontrolér LM3S8962 z rodiny Stellaris.
Hlavným dôvodom voľby tohto mikrokontroléra bola prítomnosť ethernetového ro-
zhrania spolu s fyzickou vrstvou priamo na čipe. Toto výrazne zjednoduší výslednú
DPS (netreba externé PHY a zložité pripojenie k mikrokontroléru) a spolu so 100
pinovým puzdrom LQFP umožní výrobu zariadenia v nenáročných podmienkach.
Ďalšou výhodou je dostupnosť vývojového kitu pre tento mikrokontrolér. Prítom-
nosť JTAG debugeru priamo na kite (možné použiť JTAG aj na externé zariadenie)
odbúrava potrebu zvlášť zakúpenia JTAG debugovacieho nástroja. Spolu s etherne-
tovým rozhraním, CAN, grafickým OLED displejom, mikroSD slotom, tlačidlami,
LED, bzučiakom, vyvedenými I/O pinmi a cenou okolo 70€ je ideálnym pre zozná-
menie sa s 32b mikrokontrolérmi. Podrobný popis mikrokontroléru a všetkých jeho
periférií je možné nájsť v dokumentácií na [15].
V tejto chvíli je pre výber vhodného OS dostačujúce mať zvolený mikrokontrolér.
Zvyšné periférie budú diskutované neskôr v kapitole o návrhu zariadenia 5.
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1.3 Výber softvéru
Súčasťou práce je aj zoznámenie sa s použitím OS v malých embedded systémoch, v
tomto prípade pre mikrokontrolér LM3S8962. Pred zameraním sa na konkrétny OS
bolo nutné urobiť si prehľad o dostupných OS a ich základné vlastnosti. Prehľad na
nasledujúcej strane sa teda zameriava na OS, ktoré sú uvedené na stránke výrobcu
mikrokontroléru ako podporované/doporučované RTOS
Nakoniec bol vybraný FreeRTOS z dôvodu, že je použiteľný zdarma aj pre ko-
merčné aplikácie, existuje aj v platenej verzií s rozšíreniami a je veľmi dobre zdo-
kumentovaný priamo na stránke. Obľúbenosť tohto RTOS zabezpečuje množstvo
ukážkových aplikácií na internete a širokú podporu na fórach.
Narozdiel od plateného OpenRTOS, FreeRTOS neobsahuje priamo TCP/IP stack.
Preto je nutné pre využitie ethernetu doplniť svoj TCP/IP stack. Pri výbere boli
zvažované dve varianty, uIP a lwIP stack.
Výhodou uIP stacku sú extrémne malé nároky na RAM, to je však vykúpené
jeho menším výkonom. Použitie uIP stacku sa doporučuje pre menej výkonné mik-
rokontroléry (8b, s malou RAM) a zariadenia, kde je sieť použitá pre konfigurácii
zariadenia alebo sieť nie je kľúčovou pre jeho činnosť. Vyšší výkon lwIP stacku je
podmienený vyššími nárokmi aj na RAM aj na programovú pamäť. Tento stack dis-
ponuje okrem iného aj soketovým rozhraním, ktoré je obdobné ako na bežnom PC.
Na základe týchto faktov a odporúčaní užívateľov z technických fór na internete,
bol nakoniec vybraný pre daný mikrokontrolér lwIP stack. Rovnako výhodou je, že
implementácia Modbus/TCP s názvom FreeMODBUS obsahuje ukážkové programy
pre použitie s týmto TCP/IP stackom.
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1.3.1 Prehľad dostupných OS pre LM3S8962
∙ FreeRTOS
∘ Populárny a prenositeľný opensource RTOS
∘ Populárny a prenositeľný opensource RTOS
∘ Preemptivný aj kooperatívny multitasking
∘ Neobmedzený počet úloh a priorít
∘ Podporuje 27 architektúr (Atmel, Freescale, Microchip, TI, ...)
∘ Zdarma použiteľný aj pre komerčné zariadenia
∘ Viac v kapitole 2 alebo na stránke produktu [2]
∙ 𝜇C/OS-III
∘ Komerčný produkt firmy Micri𝜇m
∘ Preemptivný multitasking
∘ Neobmedzený počet úloh a priorít
∘ Podporuje ARM7/9, Cortex-MX, PowerPC, Coldfire a iné
∘ Kompletný popis na stránke produktu [3]
∙ NicheTask
∘ Jednoduchý opensource multitasker
∘ Kooperatívny multitasking
∘ Možnosť namapovania do sofitikovanejšieho OS
∘ InterNiche s podporou TCP/IP je komerčný
∘ Neobmedzený počet úloh a priorít
∘ Stránky k NicheTask [4]
∙ RTX
∘ Komerčný produkt firmy ARM Ltd a ARM Germany GmbH
∘ RTOS od Keil
∘ Round-Robin, preemptivný a kooperatívny multitasking
∘ Určený pre ARM and Cortex-M zariadenia
∘ Neobmedzený počet úloh s 254 úrovňami priority




Obr. 2.1: Logo FreeRTOS [2]
FreeRTOS je populárny, prenositeľný, open
source mini real time kernel, ktorý môže byť po-
užitý aj v komerčných zariadeniach (viac v časti
Licencia). Bol vyvinutý firmou Real Time En-
gineers Ltd. Oficiálne podporuje 27 rôznych ar-
chitektúr zahŕňajúc významných výrobcov ako
sú Atmel, Freescale, Microchip, ST, TI a iných.
Kompletný zoznam podporovaných architektúr
je možno nájsť na oficiálnej stránke tohto pro-
duktu [2].
Kľúčové vlastnosti FreeRTOS:
• Free RTOS kernel môže pracovať v preemptivnom, kooperativnom alebo hyb-
ridnom režime
• Navrhnutý tak, aby bol malý, jednoduchý a ľahko použiteľný. Typická veľkosť
binárneho obrazu kernelu je 4 až 9 KB.
• Kód je písaný štrukturovane, prevažne v C
• Podporuje úlohy a co-rutiny
• Fronty, binárne semafory, počítajúce semafory, rekurzívne semafory a mutexy
pre komunikáciu a synchronizáciu medzi úlohami alebo medzi úlohou a preru-
šením
• Možnosť detekcie pretečenia zásobníku
• Softvérovo neobmedzený počet vytvorených úloh
• Softvérovo neobmedzený počet priorít, ktoré môžu byť použité. Rovnakú pri-
oritu môže mať viacej úloh.
• Mutexy s dedením priority.
• Zdarma a bez poplatkov, zdrojové kódy sú voľne k stiahnutiu
• Predkonfigurované demo aplikácie pre vybrané vývojové dosky pre rýchle zo-
známenie
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2.2 Úlohy a co-rutiny
FreeRTOS umožňuje spúšťať jednotlivé nezávislé aplikácie 2 spôsobmi, a to ako
úlohy a co-rutiny. Oba tieto typy majú svoje výhody a nevýhody, ktoré budú ná-
sledne popísane. Výsledná aplikácia môže byť teda navrhnutá tak, že využíva iba
úlohy alebo iba co-rutiny alebo kombináciu obidvoch. Je však nutné mať na pamäti,
že úlohy a co-rutiny využívajú rozličné API funkcie a teda fronty/semafory nemôžu
byť použité na prenos dát medzi úlohou a co-rutinou, prípadne opačne.
Co-rutiny sú zamerané hlavné pre využitie na veľmi malých procesoroch, kde je
výrazne málo RAM pamäte.
2.2.1 Charakteristika úlohy
Real time aplikácia, ktorá používa RTOS môže byť štruktúrovaná ako množina ne-
závislých úloh. To znamená, že každá úloha pracuje v rámci svojho kontextu, bez
ohľadu na ostatné úlohy alebo na samotný plánovač. Nakoľko v jednom okamihu
môže bežať vždy len jedna aplikácia, je úlohou plánovača zabezpečiť prepínanie
jednotlivých úloh. Keďže úloha nemá informácie o aktivitách real time plánovača,
je jeho úlohou zabezpečiť prepnutie kontextu procesora (hodnoty registrov, obsah
zásobníka, atď.). Aby toto mohlo byť dosiahnuté, kontext procesora sa vždy pri pre-
pnutí ukladá/načíta do/zo zásobníka jednotlivých úloh, ktoré sa idú vymeniť. Bližší
popis činnosti je možno nájsť v dokumentácií na [2].
Hlavné vlastnosti úlohy:
• Jednoduché
• Bez obmedzení na použitie
• Podporujú plnú preempciu
• Plne nastaviteľná priorita
• Každá úloha ma svoj zásobník, vyššie nároky na RAM
• Pri použití preempcie je nutné veľmi dobre zvážiť re-entranciu
2.2.2 Charakteristika co-rutiny
Hlavným znakom co-rutín je, že v rámci aplikácie zdieľajú jediný zásobník, toto má
za následok výrazne menšie nároky na RAM, v porovnaní s rovnakou aplikáciou
postavenou na úlohách. Co-rutiny používajú kooperatívny plánovač s ohľadom na




+ Zdieľanie spoločného zásobníka výrazne zmenšuje nároky na RAM
+ Ľahšie dosiahnutie re-entrancie pri kooperatívnych operáciách
+ Ľahký prenos medzi architektúrami
− Spoločný zásobník vyžaduje zvláštne zaobchádzanie
− Obmedzenie na dostupné API volania
− Kooperatívna prevádzka iba navzájom medzi co-rutinami
2.3 Medziúlohová komunikácia
2.3.1 Fronty
Sú primárnou formou medziúlohovej komunikácie. Používajú sa pre zasielanie správ
medzi úlohami, alebo medzi prerušeniami a úlohami. Vo väčšine prípadov sa použí-
vajú ako vláknovo bezpečne FIFO (First In First Out) zásobníky, v ktorých sú dáta
zasielané na koniec fronty, prípadne na začiatok. Fronty obsahujú položky pevnej
veľkosti. Nato je treba pamätať pri definovaní fronty, kde je potrebné uviesť veľkosť
položky a maximálny počet položiek, ktoré môže fronta obsahovať.
Položky sú do fronty umiestnené kopírovaním, nie iba odkazom. Kopírovanie zjed-
nodušuje návrh aplikácie a zabraňuje vzniku hazardných stavov. Preto je dobré
dodržiavať minimálnu veľkosť položiek. Ak je nutné prenášať väčšie položky, môže
byť vhodnejšie posielať do fronty iba ukazovateľ na tanú položku- tu si je však treba
dať pozor, ktorá úloha je „vlastníkom“ dát.
API funkcie pre frontu umožňujú definovanie blokovacieho času. Blokovací čas
vyjadruje, koľko „tikov“ môže úloha byť blokovaná pri čakaní na udalosť fronty. To
teda znamená, že v prípade čítania z prázdnej fronty, aký čas môže úloha zostať
zablokovaná, čakajúc či sa v nej neobjaví nejaká položka. V prípade zapisovania
do plnej fronty, je to čas, ktorý môže úloha byť zablokovaná, čakajúc na uvoľne-
nie miesta vo fronte. V prípade, že viacej úloh je zablokovaných z dôvodu rovnakej
fronty, ako prvá sa odblokuje úloha s najvyššou prioritou.
V zdroji [2] , na základe ktorého bola vypracovaná celá dokumentácia k FreeR-
TOS je možné nájsť animácie k jednotlivým formám medziúlohovej komunikácie. Tie




Hlavné využitie binárnych semaforov (BS) je pre vzájomné vylúčenie a synchroni-
začné účely.
BS a mutexy sú si veľmi podobné, avšak s malým rozdielom. Mutexy majú mecha-
nizmus dedenia priority, BS nie. Preto je pre účely synchronizácie (medzi úlohami
alebo medzi úlohou a prerušením) vhodnejšie použiť BS.
API funkcie pre semafory dovoľujú definovanie blokovacieho času. Ten má rov-
naký význam ako pri frontách. Vyjadruje, koľko „tikov“ môže úloha zostať zabloko-
vaná pri práci so semaforom, čakajúc na uvoľnenie alebo vrátenie semaforu, pred-
tým ako vráti informáciu o neúspešnom pokuse. Na BS je možné sa dívať ako na
frontu, ktorá môže pojať iba jednu položku. Táto fronta môže byť teda iba prázdna
alebo plná (binárny stav). Úlohy a prerušenia používajúce túto frontu nezaujíma
akú položku obsahuje, ale iba či je prázdna alebo plná. Tento mechanizmus môže
byť využívaný napríklad na synchronizáciu medzi úlohou a prerušením.
Zoberme si príklad, keď úloha využíva perifériu. Neustále kontrolovanie periférie
by bolo plytvanie výkonom CPU a bránenie ostatným úlohám pred spúšťaním. Je
teda žiadúce, aby úloha strávila väčšinu času v blokovaciom stave (ostatné úlohy
sa môžu vykonávať) a sama bola vykonaná iba v prípade, že má niečo užitočné
na práci. To je dosiahnuteľné pomocou BS, ktorý drží úlohu v blokovaciom stave,
zakiaľ sa pokúša „zobrať“ si semafor. Keď periféria vyžaduje obsluhu, prerušovacia
rutina napísaná pre túto perifériu iba „dáva“ semafor. Úloha si vždy tento semafor
„zoberie“ (vyčíta z frony – zostane prázdna) ale nikdy ho „nedáva“. Podobne zasa
prerušovacia rutina si ho nikdy „neberie“.
Prioritizácia úloh môže byť použitá pre zaistenie obsluhy periférií z časového
hľadiska- toto umožňuje efektívne generovanie rôznych „prioritných schém“.
Ďalšou možnosťou je použitie fronty namiesto BS. V tomto prípade môže preru-
šovacia rutina priamo zachytiť dáta spojené s perifériou a poslať ich do frony na
spracovanie úlohou. Tá sa príchodom dát odblokuje, prevezme si dáta, spracuje ich
a opäť prejde do blokovacieho stavu. Táto varianta dovoľuje zachovanie krátkeho
prerušenia a následné neskoršie spracovanie v úlohe.
2.3.3 Rátajúce semafory
Tak ako je možné nahliadať na binárne semafory ako na fronty dĺžky jedna, na rá-
tajúce semafory je možno nahliadať ako na fronty dĺžky väčšej ako jedna. Rovnako,
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užívateľa semaforu nezaujíma čo je vo fronte uložene, ale či je plná alebo prázdna.
Rátajúce semafory sa typicky používajú na 2 veci:
1. Rátanie udalostí:
Obsluha udalosti bude „dávať“ semafor zakaždým, keď nastane udalosť (zvy-
šuje sa hodnota semaforu). Obslužná úloha bude zasa „brať“ semafor, zakaž-
dým ako sa spracuje udalosť (znižuje sa hodnota semaforu). Hodnota semaforu
teda vyjadruje rozdiel medzi počtom udalostí, ktoré vznikli a počtom udalostí,
ktoré boli spracované. V tomto prípade je žiadaná hodnota semaforu pri jeho
vytvorení nula.
2. Manažment zdrojov:
V tomto prípade, hodnota semaforu vyjadruje počet dostupných zdrojov. Pre
získanie kontroly nad zdrojom musí úloha najskôr získať semafor- znížiť jeho
hodnotu. Ak hodnota semaforu dosiahla nulu, znamená to, že nie sú žiadne
voľné zdroje. Keď úloha skončí so zdrojom, „vráti“ semafor- zvýši jeho hodnotu.
V tomto prípade je teda požadované, aby novovytvorený semafor mal hodnotu
rovnú maximálnemu počtu voľných zdrojov.
2.3.4 Mutexy
Mutexy sú binárne semafory, ktoré navyše obsahujú mechanizmus dedenia priority.
Tak ako sú binárne semafory vhodnejšie pre účely synchronizácie (medzi úlohami
alebo medzi úlohou a prerušením), tak mutexy sú vhodnejšie pre implementáciu jed-
noduchého vzájomného vylúčenia. Pozor, mutexy však nemôžu byť použité v rámci
rutín na obsluhu prerušenia.
Pri použití vzájomného vylúčenia sa mutex správa ako token, ktorý sa používa
k ochrane zdrojov. Keď si úloha želá pristúpiť k zdroju, musí si najskôr „zobrať“
token. Keď skončí so zdrojom, musí „vrátiť“ token naspäť. Tým umožní, že aj iné
úlohy majú možnosť pristúpiť k rovnakému zdroju.
Nakoľko mutexy používajú rovnaké API ako semafory, tiež je možné určiť blokovací
čas, ktorý ma rovnaký význam ako v predchádzajúcich prípadoch. Na rozdiel od
semaforov však mutexy využívajú dedenie priority. To znamená, že ak úloha A s
vysokou prioritou sa zablokuje pri snahe získať mutex (token), ktorý je momentálne
vlastnený úlohou B s nižšou prioritou, potom je priorita úlohy B dočasne zvýšená na
úroveň blokovanej úlohy A. Tento mechanizmus je navrhnutý z dôvodu zabezpečenia,
že úloha s vyššou prioritou bude v blokovanom stave najkratší možný čas a taktiež
zamedzeniu „inverzie priorít“, ktorá práve nastala.
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Dedenie priorít nie je riešenie problému inverzie priorít. Je to iba minimalizácia jeho
efektu v niektorých situáciách. Náročné real time aplikácie by mali byť na prvom
mieste navrhnuté tak, aby inverzia priorít ani nenastala.
Opäť je možné nájsť animáciu, ktorá objasňuje princíp činnosti mutexu na stránke
produktu [2].
2.3.5 Rekurzívne mutexy
Sú rovnaké ako klasické mutexy, až na to, že tieto môžu byť opätovne „brané“ ich
vlastníkom. To znamená, že mutex (token) sa stane dostupným až vtedy, keď bude
vlastníkom „vrátený“ toľkokrát, koľkokrát bol ním „zobraný“.
2.4 Správa pamäti
RTOS kernel musí alokovať RAM zakaždým, keď je vytvorená úloha, fronta alebo
semafor. Pre tento účel môžu byť použité funkcie malloc() a free(), tie však majú
svoje nevýhody:
• Nie sú vždy dostupné na embedded systémoch
• Zaberajú drahocenný priestor pre kód
• Nie sú vláknovo bezpečné
• Nie sú deterministické (čas na vykonanie funkcie nie je konštantný)
Pretože na embedded / real-time systémoch môžu byť rôznorodé požiadavky na
RAM a časovanie, jednotný algoritmus alokácie RAM nie je vhodný pre všetky sys-
témy. A tak FreeRTOS ponúka 3 základné schémy alokácie pamäte.
Okrem toho existuje aj FreeRTOS-MPU, ktorý je portovaný pre Cortex-M3 mik-
rokontroléry a integruje MPU- jednotku ochrany pamäte. Tá môže uchrániť aplikáciu
od veľa potenciálnych chýb a ponúka výhody plynúce z MPU z OS pre PC.
2.4.1 Schéma 1 - heap_1.c
Jedná sa o najjednoduchšiu schému. Je založená na tom, že nie je dovolené, aby už
raz alokovaná pamäť bola uvoľnená. Aj keď je toto riešenie čiastočne obmedzujúce,
je pre veľa aplikácií vhodné a dostačujúce.
Keď je požadovaná RAM pamäť, algoritmus jednoducho rozdelí jediný blok pamäte
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na menšie bloky. Celková veľkosť tohto bloku je nastavená pomocou definície con-
figTOTAL_HEAP_SIZE, ktorá sa nachádza v FreeRTOSConfig.h.
Táto schéma:
• Môže byť použitá v aplikácií, ktorá nikdy nemaže svoje úlohy a fronty (žiadne
volanie vTaskDelete() alebo vQueueDelete()).
• Je vždy deterministická (trvá vždy rovnaký čas, kým pridelí blok)
• Je používaná v demo aplikáciách pre PIC, AVR a 8051 – pretože dynamicky
nevytvárajú a nemažú úlohy, potom čo bol spustený plánovač (vTaskStartS-
cheduler())
Obecne je heap_1.c vhodný pre veľké množstvo malých real time systémov, ktoré
vytvárajú všetky úlohy a fronty ešte pred spustením kernelu.
2.4.2 Schéma 2 - heap_2.c
Táto schéma využíva „best fit“ algoritmus, ktorý narozdiel od schémy 1, umožňuje
uvoľnenie, už raz alokovaných blokov. Avšak nedokáže spájať susedné voľné bloky
do jediného veľkého bloku.
Rovnako, pomocou definície configTOTAL_HEAP_SIZE je možno určiť celkovú
veľkosť pamäte, s ktorou bude systém disponovať.
Táto schéma:
• Môže byť použitá i v zariadeniach, ktoré opakovane volajú vTaskCreate()/vTaskDelete()
alebo vQueueCreate()/vQueueDelete() (to spôsobuje opakované volanie pv-
PortMalloc() a vPortFree()).
• Nemala by byť použitá, ak sa alokuje/dealokuje pamäť s náhodnou veľkosťou-
v tomto prípade by úlohy mali zakaždým inak veľký zásobník alebo fronty inú
dĺžku.
• Teoreticky môže vyústiť do problémov s fragmentáciou pamäte, ak aplikácia
nepredvídateľne vytvára bloky front a úloh. Ale je to nepravdepodobné takmer
pre všetky aplikácie, ale treba to mať na pamäti.
• Nie je deterministická, ale zato relatívne efektívna
• Je použitá v demo aplikáciách pre ARM7 a Flashlite, pretože dynamicky vy-
tvárajú a mažú úlohy.
Obecne je heap_2.c vhodná pre väčšinu malých real time systémov, ktoré dyna-
micky vytvárajú úlohy a fronty.
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2.5 Licencia
FreeRTOS je na rozdiel od OpenRTOS a SafeRTOS vydaný pod modifikovanou
GPL licenciou. Nakoľko ale už bolo spomínané, že FreeRTOS je použiteľný aj pre
komerčné zariadenia, ďalej budú pre prehľadnosť v bodoch zhrnuté základné pod-
mienky, tak ako sú definované na oficiálnych stránkach autorov [2]:
• FreeRTOS je voľne k stiahnutiu a bez poplatkov
• Môže byť použitý pre komerčné zariadenia
• Váš aplikačný kód nemusí byť uvoľnený, pokiaľ sa jeho funkcie líšia od funkcií
poskytovaných FreeRTOSom
• Zmeny v jadre FreeRTOSu musia byť uvoľnené
• Dokumentácia musí obsahovať informáciu, že zariadenie využíva FreeRTOS-
postačuje uviesť www stránku FreeRTOS.org
• Užívateľom vašej aplikácie musí byť ponúknutá možnosť poskytnutia kódu
FreeRTOS
• Nie je poskytnutá žiadna profesionálna technická podpora na komerčnej báze,
iba podpora online komunity




Jedná sa o odľahčenú implementáciu TCP/IP stacku, ktorý bol pôvodne napísaný
Adamom Dunkelsom v laboratóriách počítačových a sieťových architektúr na Švéd-
skom ústave výpočtovej techniky. Teraz je aktívne vyvíjaný týmom vývojárov z
celého sveta na čele s Kieranom Mansley. Novinky k vývoju možno nájsť na [6].
LwIP stack bol vyvinutý s ohľadom na obmedzené nárokov na RAM pri zachovaní
plnohodnotného TCP. Toto ho robí vhodným pre použitie v embedded systémoch s
desiatkami kilobajtov voľnej RAM a približne 40 kB voľného miesta v pamäti prog-
ramu.
Od vydania je o lwIP stack veľký záujem a teraz je používaný vo veľa komerč-
ných produktoch. Počas jeho existencie bol naportovaný na rôzne platformy a ope-
račné systémy a môže byť použitý s, ale aj bez použitia OS. V poslednej dobe sa
všetka dokumentácia k projektu začala zhromažďovať na stránkach www.wikia.com,
konkrétne [7]. Jedná sa asi o najkompletnejšiu dokumentáciu vyskytujúcu sa na in-
ternete, ktorá je nápomocná nie len pri vývoji aplikácie využívajúcej lwIP stack,
ale aj pri jeho portovaní na inú platformu, alebo pri vývoji samotného lwIP stacku.
Nasledujúci popis tohto stacku bol rovnako spracovaný na základe tohto zdroja.
3.2 Podporované protokoly
• LINKOVÁ VRSTVA
– PPP (Point-to-Point Protocol)
– ARP (Address Resolution Protocol) pre ethernet
• SIEŤOVÁ VRSTVA
– IP (Internet Protocol)
∗ zahŕňa smerovanie paketov cez viacero sieťových rozhraní
∗ LwIP stack bol prvotne vyvinutý s podporou pre IPv4, ktorý je ešte
aj dnes najmasovejšie používaný. S týmto protokolom je aj zamýšľaný
pre primárne použitie a behom svojej existencie nespočetne veľa krát
vyskúšaný.
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∗ Neskôr bola doplnená podpora pre IPv6, avšak jeho implementácia
je ešte len vo vysoko experimentálnom štádiu. Zdrojové kódy síce
obsahujú kostru pre IPv6, ale bez zámeru na skutočné použitie. Jeho
nasledujúci vývoj sa plánuje v najbližšej dobe, spolu s postupným
prenikaním IPv6 do bežného života.
∗ Momentálny návrh stacku neumožňuje súčasné použitie IPv4 a IPv6,
preto je nutné si vybrať tento protokol ešte počas prekladu programu.
– ICMP (Internet Control Message Protocol) - pre správu a ladenie siete
– IGMP (Internet Group Management Protocol) pre správu multicast ko-
munikácie
• TRANSPORTNÁ VRSTVA
– UDP (User Datagram Protocol) zahŕňajúc experimentálne UDP-lite roz-
šírenie (RFC 3828)
– TCP (Transmission Control Protocol) s kontrolou preplnenia, odhadom
RTT a rýchleho opakovania prenosu
• APLIKAČNÁ VRSTVA
– DNS (Domain names resolver)
– SNMP (Simple Network Management Protocol)
– DHCP (Dynamic Host Configuration Protocol)
– AUTOIP (pre IPv4, v súlade s RFC 3927)
3.3 API lwIP stacku
LwIP umožňuje 3 rôzne spôsoby komunikácie aplikácie s TCP/IP stackom:
• Nízkoúrovňové („jadro“ / „callback“) tzv. raw/native API
• Vysokoúrovňové („sekvenčné“) API:
– Netconn API
– Socket API (obdoba BSD soketov)
Sekvenčné API poskytuje bežne používaný spôsob prístupu k lwIP stacku. Je
veľmi podobný BSD soketom. Model správania je založený na blokovacom otvor -
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čítaj - zapíš - zatvor princípe. Pretože TCP/IP stack je už z princípu riadený uda-
losťami, TCP/IP kód a samotný program musia byť v tomto prípade umiestnené v
oddelených vykonávacích kontextoch (vláknach).
Pri výbere vhodného API je treba mať na mysli nasledujúce fakty:
• Netconn and raw API existujú iba v lwIP – kód napísaný v týchto API je
neprenositeľný pre použitie v iných stackoch.
• Socket API je zasa zameraný na prenositeľnosť na iné posix OS/stacky za cenu
nižšej priepustnosti
• Socket a netconn sú sekvenčné API, ktoré vyžadujú vlákna (jedno vlákno pre
aplikáciu využívajúcu API, jedno vlákno pre stack obsluhujúci časovače, pa-
kety, atď. )
• Raw API používa callback mechanizmus (t.j. vaša aplikácia je zavolaná vždy,
keď prídu nové dáta). Ak váš program pracuje sekvenčne, môže byť toto ťažšie
implementovať.
• Raw API poskytuje najvyšší výkon, nakoľko nevyžaduje zmeny vlákien.
• Raw a netconn API podporuje nulové kopírovanie pre prijem aj vysielanie
3.3.1 Raw/native API
Raw API (niekedy tiež nazývané aj natívne API) je udalosťami riadené API, navr-
hnuté pre použitie bez OS a podporujúce nulové kopírovanie pri odosielaní a prijme.
Toto API je taktiež vhodné, ak má systém obslúžiť rôzne protokoly . Je to jediné
API, ktoré pracuje bez nutnosti OS.
Aplikácia, ktorá využíva lwIP stack je implementovaná ako súbor callback fun-
kcií, ktoré sú volané z lwIP jadra pri vzniknutej odpovedajúcej aktivite. Takto je
aplikácia informovaná pomocou callback funkcií o vzniku udalostí ako sú prijaté nové
dáta, odchádzajúce dáta odoslané, chybové hlásenia, vypršania časovačov, ukončené
spojenie, atď. Aplikácia teda môže poskytnúť callback funkciu pre spracovane kto-
rejkoľvek z týchto udalostí. Podstatné však je, že aplikácie využívajúce raw API by
sa nemali nikdy zablokovať, pokiaľ nie sú spracované všetky pakety (prichádzajúce
aj odchádzajúce) pretože sú vykonávané v jednom kontexte spolu s obsluhou časo-
vača (hlavne pre TCP).
Pri použití raw API vo viacvláknovom systéme, by mali byť API funkcie volané
iba z jedného vlákna, pretože raw API funkcie nie sú chránené voči viacnásobnému
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prístupu (okrem pbuf- a pamäť spravujúcich funkcií).
Je dôležité nepliesť si lwIP raw API so surovými dátami z ethernetu alebo ip
socketom. Raw API je forma komunikácie s celým lwip sieťovým stackom (vrátane
tcp a udp), zato zvyšné dve sú o spracovaní dátových rámcov priamo ethernetu
alebo ip dát z tcp spojenia prípadne udp paketov.
3.3.2 Netconn
Netconn API je sekvenčné API navrhnuté pre uľahčenie práce so stackom (v po-
rovnaní s raw API) pričom stále zachováva funkcionalitu nulového kopírovania. Pre
toto API sú na transportnej vrstve podporované protokoly TCP, UDP a RAW IP.
Pre použitie netconn API je však nutný OS! Všetko spracovanie paketov (prichá-
dzajúcich aj odchádzajúcich) prebieha vo vyhradenom vlákne (známom ako tcpip-
thread). Aplikačné vlákno používajúce netconn API potom pre komunikáciu s týmto
vláknom využíva vyhradené pamäťové miesta a semafory.
Aplikácia má v netconn API k dispozícií nasledujúce funkcie:
• netconn_new_with_proto_and_callback() – vytvorí nové spojenie
• netconn_delete() – vymaže existujúce spojenie
• netconn_bind() – priradí spojenie k lokálnemu portu/ip
• netconn_connect() – nadviaže spojenie so vzdialeným portom/ip
• netconn_send() – pošle dáta na momentálne pripojený vzdialený port/ip (nie
pre TCP)
• netconn_sendto() - pošle dáta na konkrétny vzdialený port/ip (nie pre TCP)
• netconn_recv() – príjme dáta z netconn
Pre TCP sú navyše funkcie uľahčujúce prácu s netconn (samotné spojenie) :
• netconn_listen() – nastav TCP netconn do príjmu
• netconn_accept() – prijmi prichádzajúce spojenie na TCP netconn
• netconn_write() – pošli dáta na TCP netconn
• netconn_close() – zatvor TCP netconn bez jeho zmazania
Dostupné sú ešte ďalšie funkcie, ktorých zoznam je možné nájsť na [7], prípadne
preštudovaním odpovedajúcich hlavičkových súborov pre toto API.
26
3.3.3 Socket API
Socket API je sekvenčné API veľmi podobné BSD socketom. Toto API je teda zame-
rané na kompatibilitu a prenositeľnosť kódu. To je však zaplatené nižšou priepust-
nosťou celého stacku. Z obdobných dôvodov ako u netconn API, nie je ani socket
API možné používať bez použitia OS!
Nakoľko je teda socket API veľmi podobné BSD socketom, dostupné sú štan-
dardné funkcie ako sú accept, bind, close, connect, listen, send, recv a ďalšie. Pre
úplný zoznam podporovaných funkcií je najlepšie preštudovať hlavičkový súbor soc-
kets.h z verzie, ktorú plánujeme použiť.
Obecný popis k BSD socketom a prácou s nim je možno nájsť napríklad v zdroji
[8].
3.3.4 Licencia
LwIP stack je vydaný pod modifikovanou BSD licenciou, ktorej plné znenie je možno
nájsť na stránkach [6]. BSD licencia povoľuje komerčné využitie, vrátane využitia v
proprietárnom softvéry bez uverejneného zdrojového kódu. Diela založené na dielach
licencovaných pod BSD dokonca môžu byť uverejnené pod komerčnými licenciami,
ale musia byť dodržané podmienky licencie, tzn. v programe je nutné uvádzať infor-




Ako napovedá názov, jedná sa o implementáciu populárneho Modbus protokolu,
ktorá sa zameriava na použitie v embedded systémoch. Modbus je sieťový protokol,
ktorý sa s obľubou využíva v priemyselnom prostredí.
Implementácia Modbusu sa skladá z 2 vrstiev:
• Modbus aplikačná vrstva
• Sieťová vrstva
V súčasnej verzií je implementovaný Modbus aplikačný protokol v1.1a, ktorý
podporuje RTU/ASCII módy definované pre Modbus po sériovej linke. Od verzie
0.7 FreeModbus tiež podporuje Modbus TCP, ktorý bude použitý v rámci tejto
práce. Jedná sa o Modbus komunikáciu, ktorá prebieha po ethernetovom rozhraní.
Implementácia je založená na základe posledných štandardov a mala by im plne
vyhovovať. Príjem a vysielanie Modbus RTU/ASCII rámcov je implementované po-
mocou stavového automatu, ktorý využíva callback z HAL vrstvy. Toto umožňuje
jednoduché prenesenie na nové platformy. Po zachytení celého rámca je predaný do
Modbus aplikačnej vrstvy, kde je spracovaný jeho obsah. V tejto vrstve je použitý
mechanizmus (v dokumentácií zvaný hooks), ktorý umožnuje jednoduché pridanie
nových funkcií.
Pri použití Modbus TCP musí nami vytvorená vrstva odoslať upozornenie do
Modbus stacku, že bol prijatý nový rámec pre spracovanie. Modbus stack si následne
zavolá funkciu, ktorá mu tento TCP rámec vráti, a on ho spracuje. Ak je vyhodno-
tený ako správny, je vytvorená odpoveď, ktorá sa pomocou nami vytvorenej vrstvy
odošle ako Modbus odpoveď ku klientovi.
Ďalšie informácie a potrebné súbory je možno stiahnuť z [9].
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4.2 Princíp modbusu
Modbus pracuje na princípe master/slave alebo v prípade TCP skôr klient/server
komunikácie. Toto znamená, že zariadenie typu master (klinet) inicializuje komu-
nikáciu a posiela dotazy na zariadenie typu slave (server), ktoré na tieto dotazy
odpovedá.
Protokol Modbus definuje štruktúru správy na úrovni protokolu (PDU) nezá-
visle na type komunikačnej vrstvy. Podľa použitého rozhrania (RS485, Ethernet, ...)
je následne PDU rozšírená o ďalšie údaje a tvorí tak správu na aplikačnej úrovni
(ADU).
PDU obsahuje kódu funkcie, ktorým sa jednoznačne určí, aký druh operácie po-
žaduje master od slave. Túto operáciu prevedie slave na svojom registrovom poli a
o úspešnosti akcie je master informovaný pomocou odpovede.
FreeMODBUS podporuje nasledujúce funkcie:
• Čítanie vstupného registra
• Čítanie pamäťových registrov
• Zápis jedného registra
• Zápis viacerých registrov
• Čítanie/zápis viacerých registrov
• Čítanie cievok
• Zápis jednej cievky
• Zápis viacerých cievok
• Čítanie diskrétnych vstupov
• Nahlásenie Slave ID
4.3 Licencia
Samotný FreeModbus je licencovaný pod BSD licenciou. Jedná sa asi o najvoľnejšiu
licenciu, ktorá umožňuje jeho použitie aj v komerčnom prostredí. Pozor, toto však
neplatí pre ukážkové aplikácie, ktoré môžu byť inak licencované.
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5 NÁVRH OBVODOVÉHO ZAPOJENIA
Nasledujúce stránky popisujú hardvérové riešenie pre jednoduchý operátorský panel,
ktorý bol bolo nazvaný ECS. Nakoľko tento istý hardvér má byť neskôr použitý aj
pre riešenie iných úloh najmä v priemyselnom prostredí, zariadenie bolo navrhované
s ohľadom na odolnosť a variabilitu.
Obr. 5.1: Bloková schéma zariadenia ECS
Blokové schéma zariadenia je na Obr. 5.1. Zariadenie je realizované pomocou mik-
rokontroléru LM3S8962, na ktorom beží požadované programové vybavenie. O na-
pájanie zariadenia sa stará step-down menič, nasledovaný lineárnym stabilizátorom
pre obvody s 3,3 V napájaním.
Všetky rozhrania sú galvanicky oddelené od zariadenia, ale aj medzi sebou. Preto
napájanie jednotlivých obvodov rozhraní je realizované samostatnými DC-DC me-
ničmi. Toto riešenie je zvlášť vhodne pre priemyselné prostredie, kde sa môžu vy-
skytovať dlhé kabeláže a tak vzniknúť prepojenia rôznych zariadení s rôznym po-
tenciálom.
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Pre zobrazovanie údajov slúži grafický LCD displej (128x64) s kontrastným oran-
žovým podsvietením. Ovládanie pomocou rotačného enkóderu s tlačidlom je šikov-
ným kompromisom medzi jednoduchosťou (smerové šípky) a možnosťou zadávať
číselné údaje (num. klávesnica). Mikrokontrolér navyše obsahuje hardvérovú pod-
poru pre rotačný enkóder, čo uľahčí jeho programovú obsluhu.
Na SPI zbernici sa okrem LCD nachádzajú aj pamäte a RTC obvod. FLASH
pamäť je vhodná pre ukladanie veľkého množstva dát, avšak nie je vhodná pre časté
prepisovanie. Túto úlohu preberá pamäť FRAM, ktorá je síce omoc menšia, zato je
však rýchla a jej obsah zostane po odpojení napájania rovnako zachovaný. RTC ob-
vod poskytuje informáciu o presnom čase, ale nie len tú. Pomocou tamper spínača
zaznamenáva vniknutie do zariadenia aj pri vypnutom napájaní, čo je užitočné v
prípade poruchy alebo reklamácie.
Nakoľko nie je možné navrhnúť zariadenie tak, aby riešilo všetky budúce po-
žiadavky, obsahuje ECS vnútornú rozširovaciu zbernicu označenú BUS 1 a 2. Táto
zbernica obsahuje takmer všetky signály z mikrokontroléru, vrátane všetkých prí-
tomných napätí. Preto nie je problém realizovať akékoľvek rozšírenie, ktoré sa na-
sunie priamo na základnú dosku ECS. Toto dáva zariadeniu značnú modularitu a
odstraňuje potrebu neustáleho návrhu modifikácií celého zariadenia.
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5.1 Mikrokontrolér LM3S8962
Obr. 5.2: Logo Texas Instruments [1]
Srdcom zariadenia je 32b ARM Cortex-
M3 mikrokontrolér LM3S8962 z ro-
diny Stellaris. Jedná sa o dobre vy-
bavený mikrokontrolér, ktorého bloková
schéma mikrokontroléru sa nachádza na
Obr. 5.3. Pôvodný výrobca Luminary
Micro bol v roku 2009 odkúpený firmou
Texas Instruments. Kompletnú ponuku
mikrokontrolérov tejto firmy je možno
nájsť na ich stránkach [1].
Základná charakteristika mikrokontroléra LM3S8962:
• 32b ARM Cortex M3 v7M
• Pracovnú frekvencia 50 MHz
• 256 kB jednocyklovej FLASH
• 64 KB jednocyklovej SRAM
• 10/100 Ethernet MAC/PHY
• CAN rozhranie
• 24b systémový časovač
• 4x 32b or 8x 16b čítače/časovače pre obecné použitie
• Watchdog
• SSI/SPI, I2C rozhranie
• 2x UART
• Analógový komparátor
• 10b ADC so 4 kanálmi
• PWM so 6 výstupmi
• 2x vstup pre inkrementálny snímač
• Hodiny reálneho času (RTC)
• Až 42 I/O pinov, v závislosti od konfigurácie, 5V tolerantné
Podrobný popis mikrokontroléru a všetkých jeho periférií je možné nájsť v doku-
mentácií na [15].
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Obr. 5.3: Bloková schéma mikrokontroléru LM3S8962 [15]
33
5.2 Zapojenie mikrokontoléru LM3S8962
Zapojenie mikrokontroléru LM3S8962 na Obr. 5.4 vychádza z doporučeného zapoje-
nia podľa katalógového listu [15] a z jeho zapojenia na vývojovom kite od výrobcu [1].
Obr. 5.4: Zapojenie mikrokontroléru LM3S8962 [15]
Kľúčovým pre spoľahlivý chod mikrokontroléra je správne blokovanie napája-
cieho napätia. To pozostáva z kondenzátorov 4,7 𝜇𝐹 - filtrovanie pomalých dejov,
100 nF - filtrovanie rýchlejších dejov a 10 nF - pre filtráciu najrýchlejších dejov.
Takéto použitie kondenzátorov by malo vykryť deje v celom frekvenčnom pásme a
zabezpečiť stabilné napájanie mikrokontroléru bez rušivých vplyvov.
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Mikrokontrolér môže byť osadený až 3 kryštálmi. Kryštál Q1 s frekvenciu 25 MHz
je využívaný separátnym oscilátorom periférie pre Ethernet. Pre používanie tohto
rozhrania, je teda nutné kryštál Q1 osadiť. Kryštál Q2 s frekvenciu 8 MHz používa
hlavný oscilátor procesora. Ten slúži internému PLL závesu, pomocou ktorého ge-
neruje taktovací signál s frekvenciou v rozsahu 0 až 50 MHz. Posledný kryštál Q3
s frekvenciu 4,194304 MHz, ktorý je nutné použiť, ak chceme využívať hybernačný
modul alebo interné RTC. Avšak v tomto zapojení nie sú využité. Možnosť osadenia
kryštálu je z dôvodu budúceho použitia.
Dohliadací obvod IC2 slúži ku generovaniu reset signálu mikrokontroléru pri za-
pnutí a zároveň ku spoľahlivému resetu pri krátkodobom výpadku napájania (bro-
wnout detektor). Tento obvod s výstupom typu otvorený kolektor + pull-up rezistor
umožňuje zlúčenie s reset signálom generovaným watchdog perifériou v RTC obvode.
Podľa dokumentácie [15] musí byt pin ERBIAS pripojený pomocou rezistora s
hodnotou 12,4 𝑘Ω a presnosťou 1 % o GND. Tento rezistor je využívaný fyzickou
vrstvou ethernetového rozhrania.
5.3 Zdrojová časť
Zdrojová časť na Obr. 5.5 poskytuje celému zariadeniu potrebné napájacie napätia.
Napájanie je do ECS privedené cez násuvnú svorkovnicu pre ľahkú montáž. Poistka
F1 slúži ako ochrana pri vzniku poruchy a dioda D5 zabraňuje poškodeniu zaria-
denia v prípade prepólovania. Step-down menič realizovaný pomocou LM2575S-5.0
[10] vyrába zo vstupného napätia v rozsahu od 10 V do 45 V, výstupné napätie
5 V. Spodnú hranicu 10 V kontroluje RTC obvod IC10 a prípadne podpätia hlási
mikrokontroléru ako výpadok napájania.
Z výstupu 5 V sú napájane DC-DC meniče pre galvanické oddelenie rozhraní a
taktiež lineárny stabilizátor LM1117T-3.3 [11], ktorý vytvára napájanie 3,3 V pre
mikrokontrolér a zvyšné obvody.
Prítomnosť a správnu činnosť meniča signalizuje LED1, ktorá je umiestnená pri
zdrojovej časti.
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Obr. 5.5: Zdrojová časť ECS
5.4 Grafický LCD displej
Obr. 5.6: LCD EA DOGL128x-6
Dislej s označením EA DOGL128x-6
[12] je grafický LCD displej komuniku-
júci pomocou SPI rozhrania. Vonkajší
rozmer displeju je 68 x 4 mm a hrúbka
bez podsvietenia len 2.8 mm, s pod-
svietením 6.8 mm. Rozlíšenie 128 x 64
bodov je na aktívnej oblasti 61 x 33
mm.
Podsvietenie displeja sa objednáva zvlášť
a výrobca ponúka od základných fa-
rieb, cez bielu, až po rgb. Taktiež je
možné objednať vhodný odporový doty-
kový panel k tomuto LCD.
Pre zariadenie bol použitý tento displej s oranžovým podsvietením. Má dobrý
kontrast a vďaka rozhraniu SPI nepotrebuje toľko signálov z mikrokontroléru, ako
obdobné grafické displeje založené napríklad na radiči KS0108.
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5.5 Pamäte
K mikrokontroléru boli pripojené dva typy pamätí. Jedna pamäť typu FLASH a
druhá pamäť typu FRAM. Ich zapojenie a signály pre komunikáciu sú patrné z
Obr. 5.7. Vlastnosti, výhody a dôvody použitia týchto dvoch typov pamätí sú popí-
sane nižšie.
Obr. 5.7: Zapojenie FRAM a FLASH pamäte
5.5.1 FLASH pamäť
Ako FLASH pamäť bol zvolený obvod A25L016 výrobcu AMIC. Ten udáva životnosť
100 000 cyklov vymazanie / zápis. Preto táto pamäť je vhodná pre ukladanie väč-
šieho množstva dát, ktoré nebudú neustále prepisované. Toto obmedzenie vyplýva z
technológie FLASH a je platné obecne pre všetky tieto pamäte.
Základné vlastnosti použitej FLASH pamäte A25L016 [18] :
• Veľkosť pamäte 16 Mb
• Napájacie napätie 2,7 - 3,6 V
• SPI kompatibilné sériové rozhranie
• Maximálna frekvencia SPI 100 MHz
• Veľkosť sektoru 4 KB
• Stránkový zápis po 256 B
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5.5.2 FRAM pamäť
Ako FRAM pamäť bol zvolený obvod FM25CL64 výrobcu RAMTRON. Jedná sa
síce o malú pamäť v porovnaní s použitou FLASH pamäťou, zato FRAM pamäť
má dve podstatné výhody. Ako už názov typu pamäte naznačuje, jedná sa o pa-
mäť s podobnými vlastnosťami ako majú RAM pamäte. To znamená veľkú rýchlosť
(okamžitý zápis bez čakania a predchádzajúceho mazania) a neobmedzený počet
cyklov zápisu / čítania. Netreba však zabudnúť, že pamäť FRAM jej non-volatilná
a uložené dáta zostanú aj po odpojení napájania.
Základné vlastnosti použitej FRAM pamäte FM25CL64 [19] :
• Veľkosť pamäte 64 Kb
• Napájacie napätie 2,7 - 3,65 V
• SPI rozhranie
• Maximálna frekvencia SPI 20 MHz
• Neobmedzený počet zápisov / čítaní
• Zápis bez čakania
• Uchovanie údajov 45 rokov
• Priama náhrada za EEPROM
5.6 RTC + dohľad
Ako RTC obvod bol zvolený pomerne nový obvody firmy NXP s označením PCF2127A
[20]. Ten obsahuje priamo na čipe teplotne kompenzovaný oscilátor s 32,768 kHz
kryštálom, vďaka čomu dosahuje vysokú presnosť a nízku spotrebu. Obvod dispo-
nuje tiež 512 B statickej RAM pre obecné použitie, možnosť komunikácie I2C alebo
SPI rozhraním, obvod prepínania na záložnú batériu, programovateľný watchdog,
funkciou časových značiek a iné.
Vlastnosti obvodu PCF2127A [20]:
• Teplotne kompenzovaný kryštálový oscilátor s integrovanými kapacitami
• Typická presnosť: ±3 ppm pre teploty od −15 °C do +60 °C
• Integrovaný 32.768 kHz kryštál a oscilátor na čipe
• Poskytuje rok, mesiac, deň, deň v týždni, hodiny, minúty, sekundy
• Automatická oprava prestupného roku
• 512 B statickej RAM pre obecné použitie
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• Funkciu časových značiek s možnosťou generovať prerušenie a detekovať 2
rôzne udalosti na jednom viacúrovňovom vstupnom pine
• Rýchla 400 kHz I2C zbernica
• 3 vodičové SPI rozhranie s maximálnou rýchlosťou 6,5 Mbit/s
• Vstup pre záložnú batériu a obvod pre prepnutie napájania
• Batériovo zálohovaný výstup napájania
• Detekcia vybitej batérie
• Extra detekčný obvod výpadku napájania so separátnymi vstupnými a výstup-
nými pinmi
• Detekcia výpadku oscilátora
• Výstup pre prerušenie a pin pre reset systému (open-drain)
• Nastaviteľné generovanie prerušenia po 1 sekunde alebo 1 minúte.
• Nastaviteľný odčítavací časovač s možnosťou prerušenia
• Nastaviteľný watchdog s možnosťou prerušenia
• Nastaviteľný alarm s možnosťou prerušenia
• Nastaviteľný open-drain výstup obdĺžnikového signálu
• Napätie pre beh hodín: 1,2 V - 4,2 V
• Nízka spotreba: typicky 0,65 𝜇𝐴 pri 𝑉𝐷𝐷 = 3,0 V a 𝑇𝑎𝑚𝑏 = 25 °C
Zapojenie obvodu je na Obr. 5.8. Mikrokontrolér komunikuje s obvodom pomo-
cou spoločnej SPI zbernice. Lítiová batéria CR2030 - 3 V a 220 mAh, v schéme ozna-
čená ako BAT1, slúži k zálohovaniu RTC obvodu, prípadne aj samotného mikrokon-
troléra. Snímanie výpadku napájania celého zariadenia prebieha cez odporový delič
R19, R21. Mikrokontrolér je o výpadku informovaný pomocou signálu 𝑅𝑇𝐶_𝑃𝐹𝑂.
Nastaviteľný obdĺžnikový signál z RTC obvodu môže byť využitý mikrokontrolérom
pomocou vstupu XOSC0. Nastaviteľný watchdog prítomný v RTC obvode môže byť
zasa použitý pomocou signálu 𝑅𝑇𝐶_𝑅𝑆𝑇 k vykonaniu resetu mikrokontroléru.
Významnú úlohu zohráva tento obvod pri ochrane zariadenia pred vniknutím
a zásahom neoprávnených osob. Pomocou mikrospínača TMP1, ktorý monitoruje
vniknutie do zariadenia, môže obvod PCF2127A zaznamenať časovú značku tejto
udalosti. Vďaka zálohovaniu z batérie sa tak udeje aj pri vypnutom alebo odpojenom
zariadení od napájania. Časovú značku je následne pri ďalšom spustení zariadenia
vyčítať a vyvodiť odpovedajúcu reakciu na vniknutie do zariadenia.
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Obr. 5.8: Zapojenie RTC obvodu PCF2127A
5.7 Ethernet
Nakoľko mikrokontrolér obsahuje fyzickú vrstvu pre Ethernet, realizácia rozhrania sa
minimalizuje na pripojenie konektoru s oddeľovacím obvodom a niekoľko pasivných
súčiastok. Pretože však neexistuje zoznam doporučených konektorov s oddeľovacím
obvodom a typ J3011G21DNL použitý na vývojovej doske je zle dostupný, do zaria-
denia bol vybraný na základe vnútorného zapojenia oddeľovacieho obvodu dostupný
typ J0011D01BNL.
Diferenciálny signálový vstup a výstup je pripojený priamo na odpovedajúce
piny mikrokontroléra (TXOP, TXON, RXIP, RXIN), pričom sa použijú filtrujúce
pasívne súčiastky. Pre signalizáciu príjmu a vysielania na rozhraní sú použité LED
v konektore, ktoré sa pripájajú cez 330 Ω rezistor k určeným pinom mikrokontroléru.
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Obr. 5.9: Realizácia rozhrania Ethernet
5.8 RS485
Pre realizáciu rozhrania RS485 v zariadení (Obr. 5.10) bol použitý integrovaný obvod
ADM2481. Obvod obsahuje kompletné rozhranie pre diferenciálu linku v polodup-
lexnom režime. Tento režim znamená, že zariadenie buď vysiela alebo prijíma, nie je
možné obe súčasne. Toto však nie je obmedzujúce, nakoľko v súčasnej dobe využíva
poloduplexný režim väčšina zariadení.
Značnou výhodou tohto obvodu je, že priamo integruje galvanické oddelenie.
Oddelenie si však vyžaduje dvojité napájanie. Na strane mikrokontroléru je obvod
napájaný zo spoločného rozvodu 3,3 V. Druhá strana obvodu je napájaná izolovaným
zdrojom vytvoreným pomocou DC-DC meniča SPR01L-05. Celé rozhranie RS485 je
teda izolované od potenciálu zariadenia a je možné komunikovať so zariadením na
inej potenciálovej úrovni, ako je naše. Limitnou hodnotou je izolačná pevnosť ob-
vodu ADM2481, ktorá je podľa [13] približne 560 V. DC-DC meniča SPR01L-05 má
podľa [14] izolačnú pevnosť až 1000 V.
V závislosti od umiestnenia zariadenia na linke RS485, je nutné použiť zakončo-
vací odpor medzi vodičom A a B. Ak sa zariadenia nachádza na konci linky, pomocou
spínača SW1 sa pripojí zakončovací rezistor R11, ktorého odbor by mal byť aspoň
120 Ω. Rezistory R12 a R13 o hodnote 560 Ω slúžia k definovaniu kľudového stavu
na oboch vodičoch linky.
Komunikácia s mikrokontrolérom prebieha pomocou 3 vodičov. Piny /RE a DE,
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ktoré aktivujú prijímač a vysielač, majú opačnú logiku, preto ich môžeme spojiť do
jedného vodiča PC5/RS485_DE. Ním volíme medzi príjmom a vysielaním. Zvyšné
dva signály predstavujú prijímané data a vysielané data.
Obr. 5.10: Realizácia rozhrania RS485
5.9 RS232
Sériové rozhranie RS232 sa používa ako komunikačné rozhranie osobných počíta-
čov a ďalšej elektroniky. V dnešnej dobe toho rozhranie na PC ustúpilo pred USB
rozhraním, zato v priemyselných zariadeniach sa stále hojne vyskytuje kvôli svojej
jednoduchosti. Preto bolo implementované aj na toto zariadenie spolu s možnosťou
riadenia komunikácie cez signály RTS/CTS.
Realizácia rozhrania v zariadení je na Obr. 5.11. Signály RxD (prijímané data),
TxD (vysielané data), RTS (požiadavka na vysielanie) a CTS (povolenie k vysie-
laniu) smerujúce od mikrokontroléru sú najskôr pomocou obvodu ADUM1402 gal-
vanicky oddelené. Následne sú privedené na budič linky MAX232ACSE. Jedná sa
o vylepšenú verziu, ktorej pre svoju činnosť postačujú 100 nF kondenzátory. Bu-
dič pomocou týchto kondenzátorov a nábojovej pumpy vytvorí zo svojho napájania
+5 V symetrické napätia ± 10 V, ktoré sú následne podľa úrovne vysielané na linku.
Signály RxD a TxD sú pevne dané, privedené na perifériu sériového prenosu mik-
rokontroléru. Parametre linky ako je rýchlosť, počet prenášaných bitov, parita a iné
sú dané nastavením tejto periférie. Signály RTS, CTS sú privedené na GPIO piny
mikrokontroléra a ich funkcia musí byť generovaná softvérovo. Preto je ich význam
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možné zmeniť, prípadne použiť k úplne inému účelu ako sériovej linky.
Galvanické oddelenie realizované obvodom ADUM1402, si však vyžaduje dvo-
jité napájanie. Na strane mikrokontroléru je obvod opäť napájaný zo spoločného
rozvodu 3,3 V. Druhá strana obvodu je napájaná izolovaným zdrojom vytvoreným
pomocou DC-DC meniča SPR01L-05. Limitnou hodnotou je izolačná pevnosť ob-
vodu ADM1402, ktorá je podľa [16] približne 560 V. DC-DC meniča SPR01L-05 má
podľa [14] izolačnú pevnosť až 1000 V.
Obr. 5.11: Realizácia rozhrania RS232
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5.10 CAN
CAN je zbernica typu multimaster, ktorá je určená k prepojovaniu zariadení, rôz-
nych inteligentných snímačov, akčných členov nie len v robotike a automatizácií, ale
aj v automobiloch.
Pre realizáciu rozhrania viď. Obr. 5.12 bol použitý obvod ISO1050. Obvod obsa-
huje budič linky a zároveň realizuje galvanické oddelenie. Mikrokontrolér komunikuje
s obvodom pomocou 2 vodičov: RxD - prijímané data, TxD -vysielané data. Signál na
prepínanie medzi príjmom a vysielaním nie je potrebný, tak ako napríklad u RS485.
Vychádza to z realizácie fyzickej vrstvy CAN rozhrania a dominantnej úrovne pri
vysielaní.
Pre napájanie obvodu je opäť na strane procesora využitý spoločný rozvod 3,3
V a na druhej strane pomocou izolovaného zdroja vytvoreného pomocou DC-DC
meniča SPR01L-05. Izolačná pevnosť je daná slabším článkom rozhrania, ktorým je
podľa [17] obvod ISO1050 s izolačnou pevnosťou približne 560 V. DC-DC meniča
SPR01L-05 má podľa [14] izolačnú pevnosť až 1000 V.
Terminačný rezistor R14 je pripojený napevno a plní rovnakú funkciu ako v prí-
pade rozhrania RS485. Z toho vyplýva potreba umiestniť zariadenie na koniec CAN
zbernice, pripadne odstrániť rezistor R14.
Obr. 5.12: Realizácia rozhrania CAN
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5.11 Univerzálne vstupy / výstupy
5.11.1 Vstupy
Univerzálne vstupy (Obr. 5.13) sú realizované optočlenmi firmy Avago, typ ACPL-
074L [21]. Jedná sa o veľmi rýchle (15 MBd) optočleny s izolačným napätím 560 V.
Obr. 5.13: Realizácia univerzálnych vstupov
Tieto univerzálne vstupy neslúžia len pre snímanie pomalých dejov (mechanické
snímače, tlačidlá, . . . ) ale majú širšie využitie. Takto rýchle optočleny boli zvolené z
dôvodu možného pripojenia inkrementálneho rotačného enkóderu. Vstupné signály
EXT_INP1 a EXT_INP2 sú totiž privedené na GPIO piny mikrokontroléru, ktoré
sú spoločné s perifériou pre pripojenie rotačného enkóderu. Pri pripojení presného
enkóderu a jeho vyšších otáčkach, signály z enkóderu dosahujú vysoké frekvencie.
Pre prenos týchto signálov bolo teda nutné použiť rýchle optočleny.
Signál EXT_INP1 je pomocou skratovacej prepojky na DPS (SJ4) možné pri-
viesť na pin PD4/CCP0. Tento pin patrí do periférie časovača mikrokontroléru.
Takto je možné je+dnoducho realizovať presné meranie frekvencie alebo časového
intervalu na tomto univerzálnom vstupe.
Diódy D1 a D2 plnia ochrannú funkciu. Zabezpečujú ochranu vstupu optočlenu
v prípade prepólovania signálu na vstupných svorkách, ktoré by mohlo spôsobiť zni-
čenie alebo degradáciu vlastností optočlenu.
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5.11.2 Výstupy
Pre realizáciu univerzálnych výstupov (Obr. 5.14) sú rovnako použité optočleny od
firmy Avago, typ ACPL-217-500E [22].
Obr. 5.14: Realizácia univerzálnych výstupov
Pre budenie optočlenov sa využívajú piny, ktoré môžu tiež slúžiť ako výstupy
PWM signálu z periférie. Takto je v prípade potreby možné na výstupoch ľahko ge-
nerovať požadovanú frekvenciu alebo PWM signál s využitím hardvérovej podpory
mikrokontroléru.
Izolačná napätie optočlenu udáva výrobca až 3000 V (1 min). Jeho výstup
zvládne napätie do 80 V a 50 mA. Výstupu sú chránené unipolárnym transilom
s 𝑉𝐵𝑅=33 V.
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5.12 Interná rozširovacia zbernica
Ako bolo už vyššie spomenuté, táto interná zbernica (Obr. 5.15) slúži k rozšíreniu
zariadenia o hardvér, ktorý matičná doska neobsahuje. Toto riešenie je výhodné
najmä z pohľadu budúcich požiadaviek na zariadenie, bez nutnosti modifikácie stá-
vajúceho návrhu.
Zbernica sa nachádza vnútri zariadenia, symetricky okolo procesora. Toto uspo-
riadanie umožňuje navrhnúť rozširovaciu dosku, ktorá sa nasunie zvrchu na matičnú
dosku. Nie je vylúčené ani súčasné použitie viacerých rozširovacích dosiek nad se-
bou, za predpokladu že nedôjde ku konfliktu na pinoch zbernice. Rozširovacia doska
môže siahať až k zadnej stene krabičky. Takto je ľahko možné vyviesť potrebné
signály formou konektoru zo zariadenia. Diery v blízkosti zbernice slúžia k mechnic-
kému uchyteniu rozširovacej dosky k matičnej doske, napríklad pomocou dištančných
stĺpikov a taktiež zaistia spojenie voči vibráciám.
Na zbernici sa nachádzajú všetky napätia prítomne v zariadení. Napájacie na-
pätie celého zariadenia +24 V, stabilizované napätia +5 V a tiež +3,3 V. Okrem
nich na zbernici nájdeme aj takmer všetky signály mikrokontroléra, ktoré pre pre-
hľadnosť nesú označenie podľa jeho pinov. Niektoré signály sú zdieľané alebo už
obsadené obvodmi na matičnej doske. Toto je z dôvodu, že matičná doska nemusí
byť vždy plne osadená všetkými rozhraniami a takto je možné tieto signály následne
využiť.V budúcnosti je plánovaný návrh rozširujúcej dosky vstupov/výstupov a do-
sky s reléovými výstupmi.
Obr. 5.15: Zapojenie konktorov internej zbernice
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6 NÁVRHMECHANICKÉHOUSPORIADANIA
Realizácia zariadenia bola rozdelená na 2 DPS :
• DPS - predný panel
• DPS - matičná doska
Toto riešenie má nasledujúce dôvody:
• Potreba osadenia displeja a rotačného enkóderu na predný panel.
• Možnosť použitia bez DPS predného panelu, ak nie je potrebná interakcia
s uživateľom.
• Matičná doska je samostatne funkčná aj bez DPS predného panelu.
• Matičná doska siaha až ku zadnej stene krabičky- možnosť vyviesť konektory
na zadnú stranu krabičky.
• Miesto nad matičnou doskou - osadenie rozširujúcej dosky cez internú zber-
nicu. Opäť možnosť vyviesť konektory z tejto dosky na zadnú stranu krabičky.
6.1 Výber krabičky
Obr. 6.1: Krabička NGS 74 (Bopla)
Ešte pred návrhom DPS bolo nutné
premyslieť celú mechanickú koncep-
ciu zariadenia. Nakoľko sa predpokladá
primárne použitie zariadenia v prie-
mysle a teda montáž do rozvádzača,
výber padol na sériu NGS krabičiek
od firmy Bopla. Tieto krabičky sú vy-
robené z nehorľavého materiálu, štan-
dardizovaného rozmeru a určené na
montáž do panela. Tomu zodpovedá
aj doplnkový program pre tieto kra-
bičky.
Nakoniec bola zvolená krabička NGS
7408. Použitý grafický displej (Obr. 5.6)
v ľavej časti vypĺňa celú výšku jej predného panelu a v pravej časti sa nachádza
tlačidlo rotačného enkóderu. Týmto je efektívne využitá predná časť krabičky, čo
pri štvorcovom rozmere predného panelu iných krabičiek z tejto série nebolo možné.
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6.2 Návrh DPS
6.2.1 Návrh DPS - predný panel
Návrh tejto DPS je jednoduchý a postačil jednostranný motív. Doska obsahuje ok-
rem samotného displeju a rotačného enkódera minimum súčiastok. Na DPS sa na-
chádza aj NPN tranzistor pre spínanie podsvietenia, ktoré je napájane z +5 V
predradnými rezistrormi.
Pre elektrické prepojenie s matičnou doskou slúži 12 pinová kolíková lišta. Tá
obsahuje napájanie, signály pre SPI rozhranie displeja, ovládanie podsvietenia a sig-
nály z rotačného enkóderu. Mechanické uchytenie DPS predného panelu k matičnej
doske je realizované pomocou plastových prvkov spolu so skrutkami v oboch DPS.
6.2.2 Návrh DPS - matičná doska
DPS je navrhnutá ako obojstranná s prekovmi. Jej rozmer zodpovedá vnútornému
rozmeru krabičky a tak ju je možno zasunúť do drážok, ktoré sa nachádzajú na vnú-
tornej strane. Všetky konektory (napájanie, vstupy, výstupy, ethernet, CAN, RS485,
RS232) sa nachádzajú na zadnej strane DPS, tak aby vyčnievali z krabičky. Pou-
žitie násuvných konektorov uľahčuje montáž a umožňuje rýchlu výmenu v prípade
poruchy zariadenia.
Otvory umiestnené v blízkosti konektorov internej zbernice slúžia k mechanic-
kému prichyteniu prípadnej rozširujúcej dosky o matičnú dosku. Toto zabezpečuje
konektory proti rozpojeniu a tak vylučuje možnosť odpojenia rozširujúcej dosky
vplyvom vibrácií a vzniku potenciálne nebezpečnej situácie.
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6.3 Realizácia prototypu zariadenia
Pre overenie správnosti návrhu, odhalenie skrytých chýb a realizáciu ukážkovej ap-
likácie bol realizovaný prototyp zariadenia, ktorý je na Obr. 6.2.
Obr. 6.2: Fotografie prototypu
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7 RIADIACA APLIKÁCIA
Z dôvodu otestovania navrhnutého obvodového zapojenia a demonštrovania mož-
ností prototypu bola navrhnutá riadiaca aplikácia- jednoduchý operátorský panel.
Táto kapitola popisuje riešenie riadiacej aplikácie s využitím real-time operačného
systému FreeRTOS (Kap. 2), jeho jednotlivé úlohy a vzájomné vzťahy medzi úlo-
hami.
7.1 Charakteristika riadiacej aplikácie
Hlavnou úlohou jednoduchého operátorského panelu má byť demonštrovanie funkč-
nosti SW modulov pre TCP/IP a Modbus pod OS FreeRTOS. Z toho vyplynul aj
návrh riadiacej aplikácie, ktorá obsahu nasledujúce:
• Webserver s podporou SSI a CGI
• Modbus TCP server
• Obsluha grafického LCD
• Obsluha RTC
• Obsluha rotačného enkodéru
• Obsluha sériovej linky
Implementovaný webserver s podporou SSI a CGI umožňuje realizáciu web roz-
hrania, pomocou ktorého je možné získať výstupy a zadať vstupy do procesu. SSI je
skriptovací jazyk, ktorý je realizovaný na strane serveru. Vytvorená www stránka po-
tom obsahuje tzv. tagy (napr. tag teploty), ktoré sú nahradené serverom skutočnými
hodnotami (napr. 23.1 °C). CGI je metóda, ktorá zasa slúži k prenosu informácie
opačným smerom, teda od klienta ku serveru. Takto je možné aktivovať výstup,
spustiť proces alebo zadať hodnotu veličiny.
Implementovaný Modbus TCP server má slúžiť pripojeným PLC v sieti k prenosu
procesných dát s operátorským panelom. Tie pomocou príkazu pre zápis/vyčítanie
môžu meniť hodnoty veličín uložené v pamäti operátorského panelu a takto umožniť
operátorovi monitorovanie procesu a jeho ovplyvnenie.
Zvyšné implementácie slúžia pre interakciu s operátorom. Presný čas získaný z
RTC je zobrazený na LCD a taktiež na www stránke. Rotačný enkodér umožňuje
meniť hodnotu vstupnej premennej, ktorá sa zobrazuje na www stránke a taktiež je
ju možno vyčítať pomocou Modbus serveru.
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Pre obsluhu grafického LCD bola implementovaná knižnica GrLib, ktorá obsa-
huje prvky pre texty, tlačítka, baragrafy a iné grafické elementy. Aj keď je knižnica
primárne určená pre grafické displeje s dotykovým panelom, uľahčuje aj návrh za-
riadenia bez dotykového panelu.
Posledným, nemenej dôležitým, je obsluha sériovej linky, ktorá je v zariadení
použitá pre zasielanie ladiacich správ. TCP/IP stack aj Modbus server ponúkajú
možnosť zasielania ladiacich správ rôznych úrovní a podrobností. To je veľmi uži-
točné najmä vo fáze vývoja, pri odstraňovaní chýb alebo implementácií podpory pre
nový protokol.
Riadiaca aplikácia bola napísaná v programovacom jazyku C s využitím prostre-
dia Code Composer Studio v4. Pri tvorbe aplikácie boli taktiež využité:
• OS FreeRTOS (Kap. 2)
• lwIP TCP/IP stack (Kap. 3)
• FreeMODBUS (Kap. 4)
• knižnica Driverlib
• grafická knižnica GrLib
• firmwarový balík pre vývojový kit EKI-LM3S8962
7.2 Prehľad úloh
Nakoľko je riadiaca aplikácia realizovaná pod OS, bolo nutné rozdeliť aplikáciu na
samostatné logické bloky- úlohy. Takto vzniklo spolu 9 úloh, pričom 2 úlohy sú ini-
cializačného charakteru a tak sú po vykonaní zmazané. Zvyšných 7 úloh zostáva
bežať a vykonávajú sa na základe udalostí alebo času. Prehľad týchto úloh, spolu s
ich prioritou a krátkym popisom je v Tab. 7.1.
Pri voľbe priorít bol kladený dôraz na to, aby časovo kritické úlohy mali čo naj-
vyššiu prioritu a pokiaľ to bolo možné, ich vykonanie trvalo čo najkratšie. Časovo
nekritické úlohy ako GUI, TIME a QEI majú priradenú rovnakú, najnižšiu prioritu,
pretože pri ich vykonávaní, nie je potrebné determenistické chovanie. Zvyšné úlohy
majú priradené rôzne priority (je možne vždy určiť, ktorá úloha bude naplánovaná)
s ohľadom na využitie jednotlivých úloh pri komunikácií pomocou ethernetu.
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Každá úloha disponuje svojim prideleným stackom. Tento stack je úlohou vy-
užívaný pre uchovanie lokálnych premenných, ale aj ako pamäť pre volané funkcie
z tejto úlohy. Pamäťovú náročnosť úloh je niekedy ťažké odhadnúť. Obecne však
platí, že čím je úloha komplexnejšia a má viacej lokálnych premenných, tým je
nutný väčší stack. FreeRTOS disponuje možnosťou zistiť, koľko bolo maximálne zo
stacku využité a tak upraviť jeho veľkosť tak, aby bola rezerva a zároveň sa zbytočne
neplytvalo miestom.
Úlohy TIME a QEI sú riadené časom. To znamená, že beh úlohy je viazaný na ur-
čitý časový okamih. Periodické vykonávanie týchto úloh je zabezpečené úmyselným
zablokovaním danej úlohy na potrebné množstvo času a v tomto čase nie je ani plá-
novačom naplanovavaná. Zvyšok úloh je odblokovaný nejakou udalosťou, napríklad
pomocou semaforu alebo fronty. Jedna úloha nie je v zozname uvedená, jedná sa o
úlohu IDLE. Táto interná úloha je spustená OS vtedy, keď všetky užívateľské úlohy
sú v stave blokovanom a slúži ako čakanie na udalosť alebo uplynutie potrebného
času.
Názov Priorita Stack Riadenie Popis
SUBS_INIT 4 100 B udalosť Inicializácia subsystémov
(UART, ETH, ...), maže sa
LWIP_INIT 4 400 B udalosť Inicializácia TCP/IP stacku,
webserveru, maže sa
ETH_INPUT 4 350 B udalosť Spracovanie prijatých rámcov
z ethernetového rozhrania
TCPIP 3 600 B udalosť Spracovavanie TCP/IP paketov,
poskytuje služby iným úlohám
MBSERVER 2 300 B udalosť Modbus TCP server, obsluha po-
žiadaviek z TCP/IP paketov
DISP 1 300 B udalosť Obsluha grafického jadra z Gr-
Lib, zobrazenie na LCD
GUI 0 200 B udalosť Obsluha GUI na základe správ z
iných úloh
TIME 0 400 B čas (1 s) Obsluha RTC a vyčítavanie pres-
ného času
QEI 0 100 B čas (100 ms) Inicializácia a periodická kon-
trola rotačného enkodéru
Tab. 7.1: Zoznam úloh
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7.3 Obsluha prerušení
Ako je obecne známe, samotná obsluha prerušenia by mala byť maximálne krátka
a rýchla. To platí zvlášť pri použití OS, ten totiž umožňuje pri obsluhe prerušenia,
ktorá vyžaduje väčšie množstvo zdrojového kódu, rozdeliť ho. Samotná prerušovacia
rutina vykoná nevyhnutné minimum a pomocou synchronizačných nástrojov odblo-
kuje úlohu s vyššou prioritou, ktorá dokončí obsluhu. Týmto minimalizujeme dobu,
kedy je OS „vyradený“ tým, že vykonáva kód v prerušení.
Zoznam obsluhovaných prerušení v riadiacej aplikácií je v Tab. 7.2. Zoznam ne-
obsahuje prerušenie časovača obsluhované pre internú potrebu OS, FaultISR a pod.,
ale iba aktívne využívané prerušenia riadiacou aplikáciou.























Tab. 7.2: Zoznam obsluhovaných prerušení
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8 MODULY RIADIACEJ APLIKÁCIE
Riadiacu aplikáciu je možno rozdeliť na logické bloky- moduly. Tieto moduly sa síce
javia ako samostatné, avšak pre činnosť zariadenie je dôležitá aj samotná komuni-
kácia medzi týmito blokmi a zdieľanie údajov. Preto táto kapitola popisuje nie len
jednotlivé moduly, ale aj ich vzájomnú interakciu.
8.1 Obsluha ethernetu
Modul obsluhy ethernetu je najrozsiahlejším modulom z celej riadiacej aplikácie.
Obsluhu ethernetu je možné rozdeliť nasledovne:
• lwIP TCP/IP stack (Kap. 3)
• Webserver s podporou SSI a CGI
• Modbus TCP server
Samotný TCP/IP stack je realizovaný pomocou 2 úloh, ETH_INPUT a TCPIP.
Úloha LWIP_INIT síce tiež patrí k tomuto modulu, ale slúži iba na inicializáciu a
následne je táto úloha z OS vymazaná.
Úloha ETH_INPUT má najvyššiu prioritu 4 a veľkosť stacku 350 B. Táto úloha
je zablokovaná dokedy na rozhranie ethernetu nedorazí rámec zo siete. Ten je ná-
sledne vyčítaný a na základe typu paketu je určená odpovedajúca vstupná funkcia,
ktorá bude zavolaná.
Úloha TCPIP má prioritu 3 a veľkosť stacku 600 B. Jedná sa o hlavnú úlohu
lwIP stacku. Táto úloha má exkluzívny prístup k funkciám lwIP jadra. Ostatné
úlohy komunikujú s touto úlohou pomocou správ (front).
8.1.1 Webserver
Riadiaca aplikácia disponuje webserverom s podporou SSI a CGI. Jeho inicializácia
prebieha z úlohy LWIP_INIT a v rámci nej, dôjde k zviazaniu obslužných funkcií s
portom 80. Následne samotná obsluha požiadavkov na webserver prebieha v rámci
kontextu úlohy TCPIP.
Jednotlivé www stránky, obrázky a iné prvky používané www severom sú uložené
priamo vo FLASH pamäti mikrokontroléru. Preto je treba vytvorené www stránky,
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previesť pomocou voľne dostupného nástroja do C zdrojových kódov. Tento súbo-
rový systém má následne formu dátových polí a v zdrojových súboroch ho nájdeme
pod názov „fsdata.h“. Konverzný nástroj „makefsfile.exe“ je možné získať zo strá-
nok [1] v rámci voľne dostupného balíčku StellarisWare.
Nakoľko vďaka podpore SSI je možné na stránke zobrazovať hodnoty zo systému,
obslužná funkcia pre SSI tagy musí mať prístup k týmto premenným. Na jednej z
www stránok sa totiž nachádza kópia údajov z LCD dipleju, ktoré sa v rámci sys-
tému uchovávané v globálnej premennej GUIData. Pretože k tejto premennej je
nutný prístup z viacerých úloh, bola vytvorená sada funkcií, ktoré pomocou sema-
forov zaručujú exkluzívny prístup k položkám tejto premennej.
Rovnako aj obslužná funkcia pre CGI zapisuje do premennej GUIData. Zapí-
saný reťazec do položky text je následne zobrazený na LCD dispeji. Ak však reťazec
zadaný cez CGI je ON alebo OFF, nie je zobrazený, ale je možné týmto príkazom
ovládať podsvietenie LCD displeja.
Ukážku realizovaného webrozhrania v zariadení je možné nájsť v prílohe G.
8.1.2 Modbus TCP server
Modbus TCP server je realizovaný v úlohe MBSERVER, ktorá má prioritu 2 a veľ-
kosť stacku 300 B. Využíva sa voľne dostupná implementácia FreeMODBUS (Kap.
4). Pre jej činnosť je nutné doplniť samotnú realizáciu jednotlivých funkcií, ktoré
Modbus definuje. Toto sa nachádza v súbore „mbserver.c“ spolu s inicializáciou
a úlohou MBSERVER. Nakoľko sa používa verzia TCP, je logické, že úloha MB-
SERVER komunikuje s úlohou TCPIP, ktorá jej zabezpečuje prenos príkazov po
ethernete a teda prijímanie paketov na danom porte.
Riadiaca aplikácia má implementované z Modbusu nasledovné funkcie:
• Čítanie vstupného registru (0x04)
• Čítanie pamäťového registru (0x03)
• Zápis jedného registru (0x06)
• Zápis viacerých registrov (0x10)
• Čítanie/zápis viacerých registrov (0x17)
Nakoľko sa jedná o ukážkovú aplikáciu pre demonštračný účel namapovanie re-
gistrov to pamäte je jednoduché. Pre zápis je určený jediný register (viď Tab. 8.1),
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ktorý je následne zobrazovaný na LCD displeji ako Output. Pre čítanie je určených
viacero registrov (viď Tab. 8.2), ktoré okrem registra zobrazovaného na LCD ako
Input (vstup z rotačného enkoderu), obsahujú aj ladiace informácie spojené s čin-
nosťou Modbus serveru.
Adresa registra Názov Popis
2000 Output Hodnota Output zobrazená na LCD
Tab. 8.1: Namapovanie registrov pre Modbus určených k zápisu
Adresa registra Názov Popis
1000 PollCycles Počet poll cyklov v úlohe MBSERVER
1001 TickCountL Spodných 16b z tikov FreeRTOS OS
1002 TickCountH Vrchných 16b z tikov FreeRTOS OS
1003 Input Hodnota Input zobrazená na LCD
Tab. 8.2: Namapovanie registrov pre Modbus určených k čítaniu
8.2 GUI + obsluha LCD
Tento modul sa skladá z dvoch úloh, DISP a GUI. Tieto úlohy sú vzájomne úzko
prepojené a spolu sa podieľajú na interpretovaní stavu systému na zabudovanom
grafickom LCD displeji s rozlíšením 128 x 64 bodov. Aj keď toto rozlíšenie nie je
veľké a jedná sa o monochromatický displeji, jeho parametre sú pre danú aplikáciu
dostatočné. Pre uľahčenie obsluhy grafického displeja bola použitá knižnica GrLib.
K tejto knižnici musela byť vytvorená najnižšia vrstva, ktorá zabezpečuje komu-
nikáciu so samotným displejom a namapovannie jednotlivých pixelov. Táto vrstva
využíva vytvorenú knižnicu pre prácu s SPI rozhraním, pretože na tomto rozhraní
sa nachádza okrem LCD aj pamäť FRAM, FLASH a RTC obvod. SPI knižnica za-
bezpečí exkluzívny prístup k SPI periférií, oddelené prijímacie FIFO zásobníky pre
jednotlivé slave zariadenia a obsluhu potrebných CS signálov.
Nakoľko teda LCD displej komunikuje pomocou SPI rozhrania, pri jeho imple-
mentácií do knižnice GrLib bol využitý tzv. offline-buffer a to z dôvodu rýchlosti a
odľahčenia samotnej zbernice. Offline-buffer je vlastne bitová kópia údajov zobraze-
ných na LCD. Všetky operácie, ktoré prevádza knižnica, sú realizované teda iba v
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RAM pamäti mikrokontroléru a až vo finále prenesené na LCD. Týmto sa vyhneme
neustálemu čítaniu/zápisu na LCD a možnému preblikávaniu údajov na ňom zobra-
zených.
8.2.1 Úloha DISP
Úlohu DISP, ktorá má prioritu 1 a využíva 300 B stack, popisuje vývojový diagram
na Obr. 8.1. Najskôr sa prevedie inicializácia LCD displeja. Následne sa zablokuje
úloha na semafore pre obnovenie displeja, ktorý je nastavovaný úlohou GUI. Po od-
blokovaní úloha spracuje všetky požiadavky v internej fronte knižnice GrLib. Tieto
požiadavky vznikajú pri volaní funkcií pre vykreslenie jednotlivých prvkov z úlohy
GUI. Po spracovaní všetkých požiadaviek dôjde k prenosu offline-bufferu do pamäti
LCD a teda k ich vykresleniu.
Obr. 8.1: Vývojový diagram úlohy DISP
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8.2.2 Úloha GUI
Úlohu GUI, ktorá má najnižšiu prioritu 0 a využíva 200 B stack, popisuje vývojový
diagram na Obr. 8.2. Úloha je jednoduchá, nakoľko program obsahuje jedinú obra-
zovku, na ktorej je nutné prekresľovať údaje. Po spustení úlohy sa zobrazí úvodná
obrazovka - logo (Obr. 8.3), ktoré je uložené celé vo forme obrázku. Následne zostane
táto obrazovka svietiť, pretože sa úloha na 5s zablokuje. Po odblokovaní úlohy sa
zobrazí hlavná obrazovka (Obr. 8.4). Pri jej vykreslení sa zobrazia na displeji hod-
noty, ktoré sú uložené v premennej GUIData a úloha prejde do blokovacieho stavu,
čakajúc na správu vo fronte xQueue_Display. Po prijatí správy sa úloha odblokuje,
lebo to znamená, že hodnoty v premennej GUIData boli zmenené. Je teda nutné pre-
kresliť obrazovku, preto sa nastaví semafor xSem_Redraw, ktorý odblokuje úlohu
DISP. Rovnako bol tento semafor nastavený aj pri zmenách obrazoviek.
Obr. 8.2: Vývojový diagram úlohy GUI
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Obr. 8.3: Ukážka úvodnej obrazovky Obr. 8.4: Ukážka hlavnej obrazovky
Funkcie pre zápis a čítanie premennej GUIData, ktoré sú súčasťou súboru „gui.c“,
sú určené pre volanie z iných úloh. Funkcie zabezpečujú exkluzívny prístup k jed-
notlivým položkám premennej GUIData a pri zápise informujú úlohu GUI o potrebe
prekreslenia zaslaním správy do fronty xQueue_Display. Zoznam úloh, ktoré pracujú
s premennou GUIData je v Tab. 8.3. Čítanie z danej položky GUIData je označené
R (Read) a zápis do položky W (Write).
Položka GUI Webserver Modbus server TIME QEI
GUIData.time R R - W -
GUIData.input R R R - W
GUIData.output R R W - -
GUIData.text R R/W - - -
Tab. 8.3: Prehľad prístupov modulov/úloh k premennej GUIData
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8.3 Užívateľský vstup
Užívateľský vstup je realizovaný pomocou rotačného enkoderu, ktorý je pripojený na
perifériu QEI. Táto periféria zabezpečuje dekódovanie signálu z rotačného enkoderu
a prevádza ho na zmenu hodnoty odpovedajúceho registru. Obsluhu tejto periférie
zabezpečuje úloha QEI, ktorá má najnižšiu prioritu 0 a stack 100 B. Periodickým
kontrolovaním obsahu registra periférie QEI zisťuje zmenu od posledného snímania.
V prípade zmeny prevedie pomocou funkcie zápis do premennej GUIData. Funkcia
sa tiež postará o zaslanie správy do úlohy GUI, ktorá prekreslí obrazovku. Vývojový
diagram úlohy QEI nájdeme na Obr. 8.5.
Obr. 8.5: Vývojový diagram úlohy QEI
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8.4 Reálny čas
Samotný systém si pre jednoduchosť reálny čas vôbec v sebe neudržuje, ale pomo-
cou úlohy TIME pravidelne v 1 s intervale vyčítava z RTC obvodu. Ten je pripojený
pomocou SPI rozhrania, preto je opäť použitá odpovedajúca knižnica. Úloha TIME
beží s najnižšou prioritou 0 a stackom 400 B. Na začiatku úlohy sa vykoná ne-
vyhnutná inicializácia RTC obvodu a následne sa pravidelne vyčítava reálny čas a
zapisuje do premennej GUIData. Pri zápise sa rovnako ako v prípade QEI úlohy,
zasiela správa do GUI úlohy, aby prekreslila obsah displeja. Vývojový diagram úlohy
TIME nájdeme na Obr. 8.6.
Obr. 8.6: Vývojový diagram úlohy TIME
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9 REAKČNÉ DOBY SYSTÉMU
Táto kapitola popisuje orientačné merania, ktoré boli realizované na zariadení pri
použití vyššie popísanej riadiacej aplikácie. Ich úlohou je poskytnúť prehľad o časo-
vých intervaloch v systéme a z toho plynúcich jeho možnostiach.
Pre meranie časových intervalov bol použitý osciloskop Rigol DS1052, pomocou
ktorého boli snímané zmeny stavu pinov použitých pre indikáciu danej udalosti. Pri
meraniach bol zanedbaný čas potrebný pre vykonanie príkazu na nastavenie pinu.
Zaťaženie systému počas meraní bolo realizované pomocou sieťovej komuniká-
cie, ktorá je predpokladaná aj v reálnom nasadení. Nakoľko radič ethernetu filtruje
prichádzajúce pakety na základe MAC adresy, TCP/IP stack je zaťažovaný iba pa-
ketmi jemu určenými. Vlastná komunikácia zariadenia bola odhadnutá na maxi-
málne 1 MB/s a tak pre účely merania bol systém zaťažený pomocou príkazu ping
z počítača s OS Linuxom. Ping bol spustený s parametrami „-s 1000 -i 0.001“, čo
znamená veľkosť dát 1000 B a opakovanie každú 1 ms a to vo výsledku odpovedá
dátovému toku približne 1 MB/s.
9.1 Latencia prerušenia
Čas reakcie na prerušenie alebo tiež latencia prerušenia je čas, od vzniku udalosti
po začiatok vykonávania obsluhy tohto prerušenia.
Pre meranie bolo zvolené prerušenie od externého pinu z dôvodu ľahkej realizácie
a merania pomocou osciloskopu. Systém bol zaťažený pomocou vyššie spomenutého
príkazu ping, datovým tokom približne 1 MB/s. Na začiatok prerušovacej rutiny bol
umiestnený kód, pre generovanie minimálne širokého impulzu na sledovanom vý-
stupe. Na externý pin, ktorý generuje prerušenie pri zostupnej hrane, bol privedený
obdĺžnikový signál s frekvenciou 1 kHz.
Reakcia na prerušenie bola zmeraná použitím 2 kanálov osciloskopu a pohybo-
vala sa od 0,6 𝜇s do 1,3 𝜇s. Vďaka perzistencií je možné odhadnúť výskyt časov, čo
je patrné z Obr. 9.1.
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Obr. 9.1: Meranie reakcie na prerušenie
9.2 Komunikačná latencia - Modbus
Pretože implementovaný Modbus TCP server využíva ethernet a TCP/IP pre pre-
nos Modbus paketov, nie je jednoznačné, čo si má človek pod pojmom komunikačná
latencia predstaviť. Preto v rámci merania boli určené 2 časy, ktoré súvisia so spra-
covaním požiadavky zadanej cez Modbus TCP:
1. Čas (𝑇𝑜) od prijatia rámca z ethernetu, ktorý otvorí TCP spojenie, až po
začiatok realizácie príkazu zadaného cez Modbus. Teda varianta, kedy je nutné
TCP spojenie otvoriť.
2. Čas (𝑇𝑝) od prijatia rámca z ethernetu, ktorý zadáva Modbus príkaz, až po
začiatok realizácie príkazu zadaného cez Modbus. Teda varianta, kedy je TCP
spojenie už otvorené.
Aby bolo možné zachytiť do pamäte osciloskopu dlhší dej a teda využiť režim
„long mem“, bolo nutné celé meranie previesť s jedným kanálom. Preto na začiatok
prerušovacej rutiny od prijatia rámcu z ethernetu bol doplnený kód pre generovanie
krátkeho pulzu a v mieste kde sa má realizovať príkaz z Modbusu, zasa generovanie
dlhšieho impulzu. Takto bolo možné zaznamenať prijatie rámca z ethernetu aj rea-
lizáciu príkazu z Modbusu pomocou jedného kanálu.
Zaťaženie systému pomocou príkazu ping nebolo možné, pretože by nešlo určiť,
ktorý rámec patril k Modbusu a ktorý nie. Preto zaťaženie systému bolo iba cez
rotačný enkoder a teda prekreslenie údajov na displeji.
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Orientačným meraním bolo zistené, že čas 𝑇𝑜 sa pohyboval od 6,7 ms do 16,7 ms
a čas 𝑇𝑝 sa pohyboval od 2,8 ms do 4,9 ms.
9.3 Switch context time
Switch context time je jeden z najčastejšie meraných parametrov pri použití OS.
Jedná sa vlastne o vnútornú réžiu OS, o čas, ktorý uplyne zakiaľ sa jednej úlohe
odoberie procesor, naplánuje ďalšia úloha k behu a pridelí sa jej procesor. Inak po-
vedané, čas, kým dôjde k prepnutiu z jednej úlohy na druhú.
Systém bol opäť zaťažený pomocou vyššie spomenutého príkazu ping, datovým
tokom približne 1 MB/s. Pre toto meranie boli využité makrá obsiahnuté priamo v
OS FreeRTOS. Makro „traceTASK_SWITCHED_OUT()“ je vykonané v okamihu,
keď je úlohe odobraný procesor, ale ešte je načítaná v systéme. V tomto makre sa
nastavil snímaný výstup do úrovne H. Makro „traceTASK_SWITCHED_IN()“ je
vykonané v okamihu, keď je už nová úloha načítaná v systéme a má byť spustená.
V tomto makre sa nastavil snímaný výstup do úrovne L.
Pomocou osciloskopu bol následne odčítaný switch context time, ktorý sa pohy-
boval od 5,1 𝜇s do 6,1 𝜇s. Na Obr. 9.2 je vidieť meranie s aktívnou perzistenciou.
Obr. 9.2: Meranie switch context time
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10 ZÁVER
V tejto práci som sa zoberal výberom vhodného HW/SW vybavenia pre jednoduchý
operátorský panel a jeho návrhom.
Pre realizáciu bol zvolený procesor LM3S8962, ktorý obsahuje priamo fyzickú
vrstvu ethernetového rozhrania. Ďalším dôvodom pre použitie tohto procesoru je
dostupnosť vývojového kitu obsahujúceho priamo JTAG debuger a LQFP puzdro
procesora. Ako real time operačný systém bol zvolený FreeRTOS, ktorý je podrobne
rozobraný - možnosti spúšťania kódu (úlohy, co-rutiny), medziúlohovú komunikáciu
(fronty, semafóry, mutexy), možnosti správy pamäti, licenčné podmienky atď. Ako
TCP/IP stack bol zvolený lwIP a prevedený popis všetkých jeho typy dostupných
API rozhraní a ich výhody/nevýhody. Taktiež bol rozobraný SW modul pre reali-
záciu Modbusu- FreeMODBUS, jeho implementácia a možnosti.
V práci je navrhnuté kompletné obvodové zapojenie zariadenia. Pre komunikáciu
s okolím sú použité galvanicky oddelené rozhrania Ethernet, RS485, RS232, CAN a
univerzálne vstupy/výstupy. Pre interakciu s užívateľom slúži podsvietený grafický
LCD dispelej s rozlíšením 128x64 bodov a rotačný enkóder s tlačidlom pre rýchlu
navigáciu a zadávanie údajov. Navrhnutá interná zbernica umožňuje v budúcnosti
rozšíriť funkcionalitu zariadenia formou rozširujúcej dosky bez nutnosti modifikácie
návrhu matičnej dosky.
Na základe obvodového zapojenia bol prevedený návrh DPS s ohľadom na celkovú
mechanickú koncepciu. Z dôvodu plánovaného použitia zariadenia v priemysle je re-
alizované v nehorľavej krabičke určenej pre montáž do panelu (napr. rozvádzača).
Návrh bol overený realizáciou prototypu zariadenia, na ktorom bola vytvorená
ukážková riadiaca aplikácia- jednoduchý operátorský panel. Ako OS bol použitý
FreeRTOS spolu s TCP/IP stackom lwIP. Ten je využívaný implementovaným web-
serverom s podporou SSI a CGI, čo umožňuje získať výstupy a zadať vstupy do
procesu pomocou web rozhrania. Ukážku webrozhrania je možné nájsť v prílohe
G. Modbus TCP server zasa slúži pripojeným PLC v sieti k prenosu procesných
dát medzi nimi a operátorským panelom. Grafický displej spolu s knižnicou GrLib
umožňuje jednoduchú tvorbu obrazoviek a prezentácie procesných veličín. S vytvo-
renou riadiacou aplikáciou boli prevedené orientačné merania časov systému, ako sú
latencia prerušenia, switch context time a komunikačná latencia Modbusu.
66
LITERATÚRA
[1] TEXAS INSTRUMENTS INCORPORATED. Analog, Embedded Processing,
Semiconductor Company, Texas Instruments. [online]. [cit. 13. 5 2011]. Do-
stupné z URL: <http://www.ti.com>.
[2] REAL TIME ENGINEERS LTD. FreeRTOS-A Free professional grade RTOS
supporting 26 architectures, including ARM7, ARM9, Cortex-M3, RX600,
MSP430, MicroBlaze, AVR, x86, PIC32, PIC24, dsPIC, H8S, HCS12 and 8051.
[online]. [cit. 15. 3. 2011]. Dostupné z URL: <http://www.freertos.org>.
[3] MICRIUM TECHNOLOGIES CORPORATION. Micri𝜇 m- 𝜇
C/OS-III Kernel. [online]. [cit. 14. 5. 2011]. Dostupné z URL:
<http://micrium.com/page/products/rtos/os-iii>.
[4] INTERNICHE TECHNOLOGIES, INC. Open Source Embedded Multitas-
ker - NicheTask. [online]. 2008 [cit. 14. 5. 2011]. Dostupné z URL:
<http://www.nichetask.com/>.
[5] ARM LTD A ARM GERMANY GMBH. RTX Real-Time Operating System.
[online]. 2011 [cit. 14. 5. 2011]. Dostupné z URL: <http://www.keil.com/rl-
arm/kernel.asp>.
[6] FREE SOFTWARE FOUNDATION, INC. lwIP - A Lightwe-
ight TCP/IP stack. [online]. [cit. 16. 4. 2011]. Dostupné z URL:
<http://savannah.nongnu.org/projects/lwip/>.
[7] WIKIA CONTRIBUTORS. lwIP Wiki. [online]. [cit. 16. 4. 2011]. Dostupné
z URL: <http://lwip.wikia.com/wiki/LwIP_Wiki>.
[8] THE OPEN GROUP. Networking Services Issue 5. The Single UNIX® Spe-
cification, Version 2. [online]. 1997 [cit. 19. 4. 2011]. Dostupné z URL:
<http://pubs.opengroup.org/onlinepubs/007908799/xnsix.html>.
[9] WALTER, Christian. FreeMODBUS - A free MODBUS ASCII/RTU and
TCP implementation. [online]. 2006 [cit. 15. 5. 2011]. Dostupné z URL:
<http://www.freemodbus.org/>.
[10] National Semiconductor. LM1575/LM2575/LM2575HV SIMPLE SWITCHER
1A Step-Down Voltage Regulator. [online]. Apríl 2007 [cit. 14. 11. 2011]. Do-
stupné z URL: <www.national.com/ds/LM/LM1575.pdf>.
67
[11] NATIONAL SEMICONDUCTORS. LM1117/LM1117I 800mA Low-Dropout
Linear Regulator. [online]. Apríl 2006 [cit. 14. 11. 2011]. Dostupné z URL:
<www.national.com/ds/LM/LM1117.pdf>.
[12] ELECTRONIC ASSEMBLY. DOGL GRAPHIC SERIES 128x64
DOTS [online]. 2011 [cit. 14. 11. 2011]. Dostupné z URL:
<http://www.sos.sk/a_info/resource/d/ea/dogl128-6e.pdf>.
[13] ANALOG DEVICES, INC. ADM2481 (Rev. 0). [online]. 2010 [cit. 14.
11. 2011]. Dostupné z URL: <http://www.analog.com/static/imported-
files/data_sheets/ADM2481.pdf>.
[14] MEAN WELL, LTD. 1W DC-DC Regulated Single Out-
put Converter. [online]. [cit. 14. 11. 2011]. Dostupné z URL:
<http://www.meanwell.com/search/spr01/spr01-spec.pdf>.
[15] TEXAS INSTRUMENTS INCORPORATED. Stellaris LM3S8962 Microcon-
troller Data Sheet (Rev. F). [online]. [cit. 13. 11. 2011]. Dostupné z URL:
<http://focus.ti.com/lit/ds/symlink/lm3s8962.pdf>.
[16] ANALOG DEVICES, INC. ADuM1400/ADuM1401/ADuM1402 Quad-
Channel Digital Isolators Data Sheet (Rev. G). [online]. 2008 [cit. 19.
11. 2011]. Dostupné z URL: <http://www.analog.com/static/imported-
files/data_sheets/ADuM1400_1401_1402.pdf>.
[17] TEXAS INSTRUMENTS INCORPORATED. Isolated CAN Transcei-
ver (Rev. D). [online]. 2011 [cit. 20. 11. 2011]. Dostupné z URL:
<http://www.ti.com/lit/ds/symlink/iso1050.pdf>.
[18] AMIC TECHNOLOGY. A25L016 - 16Mbit Low Voltage, Serial Flash Memory,
With 100MHz Uniform 4KB Sectors. [online]. 2011 [cit. 20. 11. 2011]. Dostupné
z URL: <http://www.amictechnology.com/pdf/A25L016.pdf>.
[19] RAMTRON. FM25CL64B - 64Kb Serial 3V F-RAM Me-
mory. [online]. 2011 [cit. 20. 11. 2011]. Dostupné z URL:
<http://www.ramtron.com/files/datasheets/FM25CL64B_ds.pdf>.
[20] NXP SEMICONDUCTORS. PCF2127A Integrated RTC, TCXO and qu-
artz crystal. [online]. 2010 [cit. 23. 11. 2011]. Dostupné z URL:
<http://www.nxp.com/documents/data_sheet/PCF2127A.pdf>.
[21] AVAGO TECHNOLOGIES. ACPL-071L and ACPL-074L [online]. 2011 [cit.
28. 12. 2011]. Dostupné z URL: <www.avagotech.com/docs/AV02-0963EN>.
68
[22] AVAGO TECHNOLOGIES. ACPL-217, DC Input , Half-Pitch Phototrans-
istor Optocoupler [online]. 2011 [cit. 28. 12. 2011]. Dostupné z URL:
<www.avagotech.com/docs/AV02-0470EN>.
69
ZOZNAM SYMBOLOV, VELIČÍN A SKRATIEK
ADC analog-to-digital converter
API application programming interface
BSD Berkeley software distribution
CAN controller area network
CGI common gateway interface
CS chip select
FRAM ferroelectric random-access memory
GPIO general purpose input/output
GPL general public license
GUI graphical user interface
HID human interface device
I2C inter-integrated circuit
JTAG Joint Test Action Group
MAC media access control
OLED organic light-emitting diode
OS operating system
PDU protocol data unit
PHY physical layer
PLC programmable logic controller
PLL phase-locked loop
PWM pulse-width modulation
QEI quadrature encoder interface
RTC real-time clock
RTOS real time operating system
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SRAM static random-access memory
SPI serial peripheral interface
SSI server side includes
UART universal asynchronous receiver/transmitter
Co-rutina typ samostatne spustiteľného kódu vo FreeRTOS, názov prebraný z
dokumentácie [2]
Embedded označenie systému, ktorý je navrhnutý pre jednu alebo niekoľko
vyhradených funkcií
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B SCHÉMA ZAPOJENIA - PREDNÝ PANEL
76
C OSADZOVACÍ PREDPIS - MATIČNÁ DO-
SKA
Obr. C.1: Osadzovací predpis - matičná doska, TOP, M1:1
Obr. C.2: Osadzovací predpis - matičná doska, BOTTOM, M1:1
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D OSADZOVACÍ PREDPIS - PREDNÝ PANEL
Obr. D.1: Osadzovací predpis - predný panel, TOP, M1:1
Obr. D.2: Osadzovací predpis - predný panel, BOTTOM, M1:1
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E ZOZNAM SÚČIASTOK - MATIČNÁ DOSKA






R4-R7 rezistor 49R9 0603 4 Farnell 1469817
R14 rezistor 120R 0603 1 SOS 48145
R11 rezistor 150R 0603 1 SOS 50018
R17, R18 rezistor 270R 0603 2 SOS 50023
R8, R9 rezistor 330R 0603 2 SOS 50025
R12, R13 rezistor 560R 0603 2 SOS 48506
R22 rezistor 680R 0603 1 SOS 49944
R15, R16,
R21
rezistor 2k2 0603 3 SOS 44747
R1-R3 rezistor 10k 0603 3 SOS 44260
R10 rezistor 12k4/1% 0603 1 Farnell 1170897
R19 rezistor 15k 0603 1 SOS 44753
R20 rezistor 47k 0603 1 SOS 50057
C4-C7 keram. kond. 10p 0603 4 SOS 36819
C10-C13,
C20, C21
keram. kond. 18pF 0603 6 Farnell 1759056
C9, C14,
C15, C22








keram. kond. 100n 0603 24 SOS 44762
C18, C24 keram. kond. 4u7 0603 2 Farnell 1833803




tantal. kond. 100𝜇/10V C 6 Farnell 1672581
C47 elektr. kond. 100𝜇/50V 8x10.5 1 SOS 69635
C48 elektr. kond. 330𝜇/6,3V 8x10.5 1 SOS 69617
L1 cievka 330𝜇/1A DR125 1 Farnell 1704118










Q2 kryštál 8MHz HC49U-
V
1 SOS 28544
Q3 kryštál 4,194304MHz HC49U-
V
1 SOS 28533
D1, D2 dioda LL4148 MINIM 2 SOS 20172
D5, D7 dioda B240A-13-F SMA 2 Farnell 1843669
D3, D4 transil P6SMB33A SMBJ 2 SOS 6979
D6 transil CDSOD323-
T05SC
SMBJ 1 Farnell 1824862
LED1 LED zelená 0805 1 SOS 12659
IC1 IO 74LV138D SO16 1 Farnell 1607701
IC2 IO reset MCP131T-
315E/TT
SOT23 1 Farnell 1851927
IC3 mikrokontrolér LM3S8962 TQFP100 1 Farnell 1564404
IC4 IO budič MAX232
ACSE
SO16 1 SOS 7117
IC5 IO oddelovač ADUM1402 SO-16W 1 Farnell 1226223
IC6 IO budič ADM2481 SO-
16DW
1 Farnell 1864708




IC8 IO FRAM FM25CL64-S SO8 1 SOS 43132
IC9 IO FLASH A25L016M SO08-
8S2
1 Farnell 1697529
IC10 IO RTC PCF2127A SO20L 1 (NXP)
IC11 spin. stabili-
zátor





TO220H 1 Farnell 9485813
OC1 optočlen ACPL-074L SOIC08 1 Farnell 1640534
OC2, OC3 optočlen ACPL-217-
500E
SO-4 2 Farnell 1602614
DC1-DC3 DC DC me-
nič






- 1 Farnell 1316985
SW1 posuvný pre-
pínač
MCLSS22 - 1 Farnell 1522046
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SN2032 SN2032 1 SOS 2643
bat. do BAT1 batéria 2032 - 1 SOS 3358
F1 poistka T500mA 1206 1 Farnell 9921834
BUS1, BUS2 kolíkový lišta PINHD-
2X15





- 1 SOS 60954
SV1 JTAG konek-
tor
ML20 ML20 1 SOS 8128







- 1 SOS 51583




- 2 SOS 51584









- 1 SOS 51587
protikus X6 protikus ko-
nektoru










SH04-3,5 - 2 SOS 74944
protikus X1 protikus ko-
nektoru
SH05-3,5 - 1 SOS 51476
- krabička NGS 7408 - 1 (Bopla) ord.n.
17740801
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F ZOZNAM SÚČIASTOK - PREDNÝ PANEL






R2-R4 rezistor 56R 0207/7 3 SOS 30724
R5 rezistor 2k2 0603 1 SOS 44747
R6-R8 rezistor 4k7 0603 3 SOS 44751
R1 rezistor 10k 0603 1 SOS 44260
C1,C12 keram. kond. 100n 0603 2 SOS 44762
C2-C11 keram. kond. 1u/25V 0805 10 Farnell 1759432
DIS1 displej EADOG
L128W-6

















- 1 SOS 70943
SW1 rotačný enkó-
der
P-RE20S - 1 GME 532-086
- úchytka DPS
90°
PMB-1 - 3 TME PMB-1
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G UKÁŽKA WEB ROZHRANIA
Obr. G.1: Webrozhranie - Home
Obr. G.2: Webrozhranie - CGI DEMO
83
Obr. G.3: Webrozhranie - SSI DEMO
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