Abstract: Adding versatile interactions to imperative programming -C, Java and Android -is an essential task. Unfortunately, existing languages provide only limited constructs for user interaction. These constructs are usually in the form of unbounded quantification. For example, existing languages can take the keyboard input from the user only via the read(x)/scan(x) construct. Note that the value of x is unbounded in the sense that x can have any value. This construct is thus not useful for applications with bounded inputs. To support bounded choices, we propose new bounded-choice statements for user interation. Each input device (the keyboard, the mouse, the touch, . . .) naturally requires a new bounded-choice statement. To make things simple, however, we focus on a bounded-choice statement for keyboard -kchooseto allow for more controlled and more guided participation from the user. It is straightforward to adjust our idea to other input devices. We illustrate our idea via Java BI , an extension of the core Java with a new bounded-choice statement for the keyboard.
Introduction
Adding versatile interactions to imperative programming -C, Java, Android, etc -becomes an essential task. Unfortunately, existing languages provide only limited constructs for user interaction. These constructs are usually in the form of unbounded quantification. For instance, the keyboard input statement that has been used in Java-like languages has been restricted to the read/scan statement. The read statement is of the form read(x); G where G is a statement and x can have any value. Hence, it is a form of an unbounded quantified statement. However, in many situations, the system requires a form of bounded-choice interactions; the user is expected to choose one among many alternatives. Examples include most interactive systems such as airline ticketing systems.
The use of bounded-choice interactions thus provides the user with a facility in representing most interactive systems. For this purpose, this paper proposes a bounded-choice approach to user interation. Each input device naturally requires a new bounded-choice statement. To make things simple, however, we focus only on the keyboard device. It is straightforward to adjust our idea to other input devices such as the mouse and the touch.
Towards this end, we propose a new, bounded keyboard input statement kchoose(G 1 , . . . , G n ) where each G i is a statement. This has the following execution semantics:
where i is chosen (i.e., a keyboard input) by the user and P is a set of procedure definitions. In the above definition, the system requests the user to choose i via the keyboard and then proceeds with executing G i . It can be easily seen that our new statement has many applications in representing most interactive systems.
The following Java-like code example reads a variable named emp from the keyboard, whose value represents the employee's age. read(emp); switch (emp) { case tom: age = 31; break; case kim: age = 40; break; case sue: age = 22; break; default: age = 0; break; } In the above, the system requests the user to type in a particular employee. Note that the above code is based on unbounded quantification and is thus very awkward. It is also error-prone because the user may type in an invalid value.
The above application obviously requires a bounded-choice interaction rather than the one based on unbounded quantification. Our kchoose statement provides such a bounded-choice interaction for keyboard and is useful to avoid this kind of human errors. Hence, instead of the above code, consider a statement kchoose( emp = tom; age = 31, emp = kim; age = 40, emp = sue; age = 22 ); This program expresses the task of the user choosing one among three employees. Note that this program is much easier and safer to use. The system now requests the user to select one (by typing 1,2 or 3) among three employees. After it is selected, the system sets his age as well. This paper focuses on the minimum core of Java. This is to present the idea as concisely as possible. The remainder of this paper is structured as follows. We describe the core Java in Section 2. In Section 3, we present an example of Java BI . Section 4 concludes the paper.
The Language
The language is a subset of the core (untyped) Java with some extensions. It is described by G-and D-formulas given by the syntax rules below:
In the above, A represents a head of an atomic procedure definition of the form p(t 1 , . . . , t n ). A D-formula is called a procedure definition. In the transition system to be considered, G-formulas will function as the main program (or statements), and a set of D-formulas enhanced with the machine state (a set of variable-value bindings) will constitute a program.
We will present an operational semantics for this language via a proof theory [1] . This style of semantics has been used in logic languages [6, 5, 7] . The rules are formalized by means of what it means to execute the main task G from a program P. These rules in fact depend on the top-level constructor in the expression. Below the notation D; P denotes {D} ∪ P but with the D formula being distinguished (marked for backchaining). Note that execution alternates between two phases: the main phase (the phase of executing the main program) and the backchaining phase (one with a distinguished clause).
The notation S sand R denotes the following: execute S and execute R sequentially. It is considered a success if both executions succeed. Definition 1. Let G be a main task and let P be a program. Then the notion of executing P, G successfully and producing a new program P ′ -ex(P, G, P ′ ) -is defined as follows:
(1) ex(P, t, P). % True is always a success.
(2) ex((A = G 1 ); P, A) if ex(P, G 1 ) and ex(D; P, A). 
. % the assignment statement. Here, ⊎ denotes a set union but x, V in P will be replaced by x, E ′ .
where kbd is the keyboard input.
(8) ex(P, kchoose(G 1 , . . . , G n ), P 1 ) if read(i) and ex(P, G i , P 1 ) where i is chosen by the user via the keyboard.
If ex(P, G, P 1 ) has no derivation, then the machine returns the failure.
Examples
The following Java-like code displays the amount of the tuition, based on the user's field of study.
read(major); switch (major) { case english: tuition = $2,000; break; case medical: tuition = $4,000; break; case liberal: tuition = $2,200; break; default: tuition = 0; break; system.out.println(tuition); } The above code obviously requires a form of bounded-choice interaction rather than unbounded quantification and can thus be greatly simplified using the kchoose statement. This is shown below: kchoose( major = english; tuition = $2,000, major= medical; tuition = $4,000, major = libarts; tuition = $2,200); system.out.println(tuition); This program expresses the task of the user choosing one among three majors. Note that this program is definitely better than the above: it is concise, much easier to read/write/use, and less error-prone. The system now requests the user to select one (by typing 1,2 or 3) among three majors. After it is selected, the system displays the amount of the tuition.
Conclusion
In this paper, we have considered an extension to a core Java with a boundedchoice statement. This extension allows kchoose(G 1 , . . . , G n ) where each G i is a statement. This statement makes it possible for the core Java to model decision steps from the user.
Although we focus on the keyboard input, it is straightforward to extend our idea to the mouse input which plays a central role in smartphone applications. For example, the statement mchoose(button 1 : G 1 , . . . , button n : G n ) where each button is a graphic component located at some area can be adopted. The idea is that if button i is clicked, then G i will be executed. It can be easily seen that this statement will greatly simplify the smartphone programming.
We plan to compare our construct to another popular approach: the monad construct in functional languages. We also plan to connect our execution model to Japaridze's beautiful Computability Logic [2, 3] which has many interesting applications (for example, see [4] ) in information technology.
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