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Abstract. La arquitectura REST emerge como alternativa al diseño de servicios 
web, con mayor simpleza que SOAP y los servicios basados en WSDL, 
haciendo que las pruebas sobre esta arquitectura cobren mayor relevancia. Si 
bien existen muchas herramientas disponibles, muy pocas pueden integrarse a 
un proceso de desarrollo continuo de software, donde el tiempo es un factor 
clave. En este trabajo, partiendo de los principios de esta arquitectura y los 
fundamentos de pruebas unitarias, se propone un framework para pruebas sobre 
servicios REST que puede ser integrado a este tipo de entornos. El mismo ha 
sido implementado en una empresa de desarrollo software multinacional con 
gran éxito. Se ha comprobado la disminución en un 90% del tiempo para 
realizar regresiones automatizadas y refactorizaciones en un entorno de 
integración continua. Finalmente, la utilización de herramientas para ejecutar 
pruebas automáticas, ha permitido otro tipo de mejoras, como la generación 
automática de reportes. 
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1   Introducción 
La transferencia de estado representacional (REST - Representational State Transfer) 
fue ganando adeptos como una alternativa más simple al protocolo de acceso a 
objetos simples (SOAP - Simple Object Access Protocol) y a los servicios web 
basados en el lenguaje de descripción de servicios web (WSDL - Web Services 
Descripcion Language) [1]. La arquitectura REST define un conjunto de principios 
por los cuales se diseñan servicios web haciendo foco en los recursos del sistema, 
incluyendo: cómo acceder al estado de dichos recursos y cómo se transfieren por 
HTTP hacia clientes escritos en diversos lenguajes [2]. 
La adopción de REST por grandes proveedores de servicios de aplicaciones Web 
como Google, Yahoo y Facebook o por compañías como Wal-Mart, indican su 
creciente aceptación [3]. Estas organizaciones consideraron a las tecnologías SOAP e 
interfaces basadas en WSDL como obsoletas, y decidieron implementar REST como 
un modelo orientado a los recursos más fácil de usar [4]. En este sentido, la calidad 
cobra una gran importancia; un servicio web que no ha sido probado puede enviar al 
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cliente contenido no deseado, malicioso o con errores, en lugar de las estructuras de 
datos que esperadas [5]. 
En la actualidad, existe un gran número de herramientas como, por ejemplo, 
Postman [6], RestClient [7] o Swagger [8], que permiten realizar pruebas sobre 
servicios REST. Sin embargo, estas herramientas no permiten el desarrollo de pruebas 
automatizadas ni su integración a servidores de integración continua. Por ello, en este 
trabajo se propone un framework que utiliza los mismos principios del desarrollo de 
servicios REST y los combina con los principios de pruebas unitarias. Además de esta 
sección introductoria, el trabajo se compone en 5 secciones. En la sección 2, se listan 
los fundamentos y principios de la arquitectura REST. En la sección 3, se describen 
las herramientas más utilizadas para realizar pruebas de servicios web. En la sección 4 
se presenta el framework propuesto y los resultados de su implementación se 
muestran en la 5. Finalmente, las conclusiones son mencionadas en la sección 6. 
2   REST 
Un servicio web se define como una aplicación software identificada por un URI 
cuyas interfaces se pueden definir, describir y descubrir mediante documentos XML 
[9]. Los servicios web permiten la interoperación de sistemas distribuidos 
heterogéneos con independencia de las plataformas hardware y software empleadas. 
Por tanto, puede pensarse en ellos como en una arquitectura, conceptual y 
tecnológica, haciendo posible que distintos servicios se describan, publiquen, 
descubran y utilicen a través de sistemas distribuidos, empleando la infraestructura 
proporcionada por Internet [10]. 
REST emergió en los últimos años como el modelo predominante para el diseño de 
servicios. Ha logrado un gran impacto en la web desplazando a SOAP y a las 
interfaces basadas en WSDL por tener un estilo más simple de usar [2]. Fielding 
define a REST como “un estilo de arquitectura de software para sistemas hipermedia 
distribuidos tales como la World Wide Web” [1]. Para otros autores, es un conjunto 
de principios para el diseño de redes, que es utilizado comúnmente para definir una 
interfaz de transmisión sobre HTTP de manera análoga a como lo hace SOAP [11].  
Una implementación de un servicio REST los siguientes principios [4]: 
 Verbos HTTP: los más comunes son GET, POST, PUT y DELETE [12]. 
 Sin estado: ni el cliente ni el servidor necesitan recordar ningún estado de 
las comunicaciones entre mensajes. 
 Identificadores de recursos uniforme (URI): cada recurso es accedido 
únicamente a través de su URI. 
 Hipermedios: permite transferir los formatos HTML, JSON y XML. 
3   Pruebas de servicios REST 
Según Johnson, la mayoría de las organizaciones han migrado o comenzado a utilizar 
arquitecturas basadas en servicios REST [13]. Esto ha generado la aparición de un 
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gran número de herramientas para realizar pruebas sobre estos sistemas, buscando 
asegurar la calidad de los mismos. A continuación se describen las más utilizadas: 
 
 Postman [6]: es un cliente REST que puede integrarse con el navegador 
Google Chrome. Es una herramienta que permite crear peticiones de manera 
muy sencilla, para luego poder enviarlas a un servidor y visualizar la 
respuesta.  
 Rest-Client [7]: al igual que Postman, es un cliente REST que se integra con 
el navegador Mozilla Firefox. Permite la construcción de peticiones para 
probarlas directamente contra un servidor. 
 Swagger [8]: permite la representación de las APIs REST de un sistema. De 
este modo, es posible realizar pruebas mediante la generación de peticiones y 
verificación de las respuestas del servidor a través de su interfaz. 
 SOAP-UI [14]: es una herramienta multi-plataforma de código abierto para 
realizar pruebas funcionales sobre servicios REST y principalmente SOAP. 
Permite crear y ejecutar regresiones automatizadas sobre servicios y también 
medir los tiempos de respuesta. 
 
Sin embargo, la principal limitación de todas ellas es que requieren de un esfuerzo 
manual para realizar las verificaciones sobre los datos obtenidos del servidor, para 
corroborar que sean los esperados. Asimismo, este esfuerzo manual conlleva a que 
estas herramientas no puedan ser integradas en un entorno de desarrollo continuo de 
software, donde los elementos principales son las pruebas automatizadas y los 
servidores de integración continua. Para buscar una solución a estos inconvenientes, 
surgen propuestas en Git-hub como Restfuse [15] o Rest-assured [16], que aún se 
encuentran en etapas de desarrollo y solo disponen de versiones beta. 
4   Framework Propuesto 
Partiendo de las propias herramientas utilizadas para la creación de servicios REST, 
como, por ejemplo, RestTemplate de Spring [17] y tomando los principios de las 
pruebas unitarias [18], es posible crear un framework de pruebas para este tipo de 
servicios. Por ejemplo, los mismos creadores de Spring, lanzan el Spring MVC Test 
Framework [19], que permite la creación de pruebas unitarias de servicios REST. Al 
ser pruebas unitarias, tienen la ventaja de integrarse en un servidor de integración 
continua junto con el código fuente. El problema que presentan estas herramientas es 
la dependencia: las pruebas se acoplan a la herramienta utilizada, y esto, a su vez, 
limita su alcance. 
El framework propuesto incluye: 
1. La creación de una herramienta para interactuar con servicios REST, sin 
depender de un cliente en particular. 
2. El manejo de objetos de transferencia de datos en las peticiones y las respuestas. 
3. Un modelo de dos capas para la creación de pruebas. 
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4.1   Interacción con los servicios REST 
En primer lugar, se busca resolver el problema de la dependencia a partir del uso 
de interfaces .Con la creación de una interfaz es posible brindar métodos para crear 
las peticiones y utilizar los verbos HTTP, interactuando con los servicios sin importar 
la implementación. En la Fig. 1, se muestra un ejemplo de una interfaz HTTPClient. 
Esta interfaz brinda los verbos HTTP con diferentes variaciones y métodos para 
preparar las peticiones. Las variaciones de cada verbo HTTP sirven para determinar el 
formato tanto de la petición, como el de la respuesta que se desea obtener. Los 
formatos permitidos son: un texto plano o un objeto simple con atributos. 
 
 
Fig. 1. Parte de la Interfaz HTTPClient 
Cada clase que implementará esta interfaz, tendrá el código para interactuar con los 
servicios REST de acuerdo al cliente REST utilizado. Habrá tantas implementaciones 
de la interfaz como clientes REST se quieran utilizar (ver Fig. 2). En el artículo de 
Bhandari [20], pueden encontrarse una lista de diferentes clientes REST para 
implementarse con el lenguaje Java. De este modo, cada clase será un envoltorio de 
un cliente REST. En la Fig. 3 puede verse la implementación de un método GET con 
sus variaciones, utilizando el cliente RestTemplate de Spring [17]. 
 
 
Fig. 2. Diagrama de clases de la implementación de los clientes HTTP 
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 Como puede apreciarse en la Fig. 1 y en la Fig. 3, los métodos que representan 
verbos HTTP devuelven un objeto HTTPResponse. Esta clase es una representación 
de una respuesta del servidor. Como cada cliente HTTP maneja su propio tipo de 
objeto “respuesta de servidor”, es necesario hacer una generalización de las mismas 
para ser utilizada de la misma forma por todas las implementaciones de los clientes. 
La Clase HTTPResponse contiene métodos para obtener de la respuesta: una lista de 




Fig. 3. Implementación de un método GET, en una clase de implementación de la interfaz. 
4.2   Manejo del Objeto de Transferencia de Datos 
Como se menciona anteriormente, tanto las peticiones como las respuestas aceptan 
dos formatos en sus cuerpos: texto plano o cualquier objeto simple. Una de las 
maneras de hacerlo es mediante el uso del patrón DTO [21], [22]. Para trabajar con 
este patrón, es necesario modelar cada entidad que participa en una petición o en una 
respuesta como un objeto simple. 
Para la deserialización, es necesario utilizar alguna herramienta que permita el 
procesamiento de los formatos que soporta HTTP, como por ejemplo Jackson [23]. 
La petición puede ser cualquier objeto simple, que a través de una serialización 
será transformado al formato solicitado por el servidor. Por otro lado, la respuesta 
también puede ser cualquier objeto simple. De esta manera, se utilizan objetos 
(DTOs), que contienen en su interior los tipos solicitados. 
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4.3   Modelo para la creación de pruebas 
El modelo propuesto, consiste en separar la lógica de interacción con los servicios 
web de la capa de pruebas. Una de las principales razones es cumplir con el patrón 
AAA [24], el cual indica que en primer lugar, las precondiciones y datos de entrada 
deben prepararse al principio, luego operar sobre el componente bajo prueba y por 
último verificar que se cumplan los resultados esperados. Por otro lado, se busca 
mejorar el mantenimiento de las pruebas, permitiendo reducir el esfuerzo requerido 
para conservar el correcto funcionamiento de ellas. Por esta razón se presentan dos 
capas: capa de servicio y capa de pruebas. 
 
Capa de Servicio 
 
Contiene clases especiales denominadas servicios. Así como el patrón PageObject 
[25] permite separar la implementación de una página web de las pruebas, de la 
misma manera, la capa de servicios aísla de las pruebas las siguientes 
implementaciones: 
 La especificación del cliente a utilizar 
 La configuración de los parámetros para generar la petición 
 La creación de la petición 
 La obtención de la respuesta 
 
Cada método en una clase de servicio, representará una operación disponible de 
ese servicio. De esta manera, para la capa de pruebas, así como en un navegador web, 
la interacción con el servidor es transparente. En la Fig. 4 se implementa un servicio 
que tiene una operación para obtener una lista de países según un continente. 
 
 
Fig. 4. Ejemplo de la Implementación de una clase de servicio. 
 
Capa de Pruebas 
 
En esta capa estarán las pruebas. Cada prueba deberá tener los siguientes pasos: 
1. Creación del servicio que va a ser utilizado. 
2. Invocación a la operación del servicio 
3. Verificar si el servicio respondió correctamente, mediante su código de 
estado. 
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4. Realizar las verificaciones correspondientes a la prueba en sí. 
Los pasos 1 y 2, consisten en definir e instanciar la clase del servicio a utilizar, e 
invocar al método que representa la operación que se desea. El resultado de esto será 
un objeto HTTPResponse que contiene los métodos para acceder a las variables para 
realizar las verificaciones de los pasos 3 y 4. Las verificaciones y la ejecución de las 
pruebas puede realizarse utilizando herramientas de ejecución de pruebas automáticas 
como JUnit [26] o TestNG [27]. Esto puede verse en la Fig. 5. 
 
 
Fig. 5. Ejemplo de una prueba de un servicio web. 
5   Resultados obtenidos 
En las primeras etapas de pruebas sobre servicios web, esta actividad se realizó 
manualmente. La empresa constaba de un equipo que constaba de 15 personas 
realizando pruebas manuales utilizando clientes REST como Postman y Swagger, y el 
proceso tomaba un total de 3 horas. Por esta razón, se decidió invertir en la utilización 
de un cliente REST para realizar las pruebas. Esto redujo significativamente el tiempo 
para realizar las pruebas. Sin embargo, se perdía mucho tiempo en comprender la 
manera en manipular la herramienta y en aplicar cada actualización de la misma sobre 
cada una de las pruebas. El tiempo de creación de una prueba promedio era de entre 1 
a 2 horas. Las refactorizaciones podrían tomar un 1 día entero de trabajo de una 
persona. Finalmente, se optó por una solución que consistió en la implementación del 
framework descrito en este trabajo.  
En la Fig. 6 se pueden apreciar los resultados (expresados en minutos) de los 3 
enfoques según 4 características: 
 Tiempo para crear un caso de prueba 
 Tiempo para ejecutar un lote de caso de pruebas 
 Tiempo requerido para realizar cambios varios (refactorización) 
 Tiempo requerido para generar la documentación 
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 Fig. 6. Comparación de características asociadas a las pruebas según los diferentes enfoques.  
El análisis de los resultados mostrados en la Fig. 6, puede verse en la Tabla 1. Se 
ha comprobado que tanto con el cliente como con el framework, se obtiene una 
disminución en un 90% del tiempo para realizar regresiones automatizadas con un 
servidor de integración continua, así como también la generación de reportes es 
automática. Con el Framework, el tiempo para crear un caso de prueba pasó a ser de 
30 minutos. Además, se redujo la cantidad de refactorizaciones, con un tiempo 
promedio de 30 minutos. 








Creación de un caso de prueba 5 min 90 min 30 min 
Ejecución de un lote de pruebas 2700 min 15 min 15 min 
Refactorización N/A 480 min 30 min 
Documentación 180 min 1 min 1 min 
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6   Conclusión 
Son muchas las empresas que están migrando a las tecnologías de servicios REST y 
las pruebas sobre ellos cobran relevancia. Si bien existen muchas herramientas, muy 
pocas pueden integrarse a un proceso de desarrollo continuo de software, donde el 
tiempo es un factor fundamental. 
Mediante la integración de los principios de la arquitectura REST utilizados para el 
desarrollo de los mismos, y los fundamentos de pruebas unitarias, fue posible la 
creación de un framework que permite el desarrollo de pruebas automatizadas para 
servicios REST. 
El tiempo de ejecución de un lote de pruebas que llevaba 3 horas, realizado 
manualmente con el equipo de 15 personas, pasó a ser de 15 minutos en un servidor 
de integración continua 100% automatizado. Este equipo ahora utiliza esas 3 horas 
para realizar otro tipo de pruebas complementarias y brindar soporte a otras áreas. El 
tiempo para crear un caso de prueba pasó a ser de 30 minutos. Además, se redujo la 
cantidad de refactorizaciones, con un tiempo promedio de 30 minutos. 
La generación de reportes también es una tarea totalmente automatizada, a través 
de las herramientas de ejecución de pruebas automáticas. 
Finalmente, los responsables del área de calidad manifiestan que con la 
implementación del framework, la confiabilidad en las pruebas aumentó 
considerablemente, ya que algunos errores podían pasar como desapercibidos con las 
pruebas manuales. 
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