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第1章 緒論
1.1 研究の背景
コンピュータ・アーキテクチャに関する学習・実習環境は，10年程度の間隔で大きく
変化している。1970年代後半は，Intel SDK–85のようなシングルボード・コンピュー
タが用いられた [1, 2]。1980年代後半は，パーソナル・コンピュータ (以下，PC)ベー
スの教育・演習手法 [1, 3, 4, 5]に変化した。1990年代の後半は，コンピュータを援用し
た教育 (CAI: Computer Assisted Instruction) [6, 7, 8, 9]が登場している。現在は，そ
の流れの延長線上にあたる e-Learning[10]が主流となっている。
このコンピュータ・アーキテクチャの学習領域は，現在は情報処理学会が提唱する「大
学の理工系学部情報系学科のためのコンピュータサイエンス教育カリキュラム J97」(以
下，J97)[11]，IEEE Computer SocietyとACM(Association for Computing Machinery)
が共同で提案する “Computing Curricula 2001”(以下，CC2001)[12]，“Computer Engi-
neering 2004”(以下，CE2004)[13]で示されている。コンピュータ・アーキテクチャに関
する具体的な科目は，それぞれ，J97では「U–4コンピュータアーキテクチャ」，CC2001
では “Architecture and Organization(AR)”，CE2004では “Computer Architecture and
Organization(CE–CAO)” である。
コンピュータ・アーキテクチャの教育は，基礎的な教育すべき内容に大きな変化はな
いものの，計算機に関する教育の全体的な傾向*1と同様に学習すべき領域は，拡大し続
けている。これらの諸問題に対し，効率良く学習するための取り組みとして，CAIが重
要な役割を果たしている。現在のところ，ノイマン型計算機の基本的な動作を学習する
ためのCAIは，多く存在している。例えば，コースウェア形式でプロセッサの動きを紹
介する “68000 Assembly Language Programming” [6]，仮想のCPUである “VCPU”[8]
を用いて学習する方法，情報処理技術者試験で定義されているCOMETをシミュレー
トした “XCOMET”[9]等のシステムが発表されている。
これらのCAIは，プログラムを記憶装置に格納しておき，演算装置がそのプログラ
ムをフェッチして実行するというマイクロ・プロセッサの動作の学習をターゲットにし
*1参考文献 [11]の「第 2.2.5節 CSの発展とその教育への影響」で詳しく論じられている。
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ている。このため，基本的な命令セットやその動作，データの表現形式等の基本事項
を効率良く学習することが可能である。しかしながら，コンピュータ・アーキテクチャ
の学習事項の一つである具体的な入出力に関しての学習は含まれていない。J97で「身
近にあるコンピュータ (8ビットマイクロプロセッサやボードコンピュータなど)のマ
シン語によって簡単なプログラムを作成し，ハードウェア機構について理解する」こ
とが提唱されているように，現状では，これらのハードウェアの制御を体得するため
に，シングルボード・コンピュータ等のハードウェア・システムを用いて，学生実験や
演習等の実習で補うことが必要不可欠である。
1.2 研究の目的と概要
本研究では，真の組込みプログラマを養成するには，前節で述べたシングルボード・
コンピュータ等を用いての学習が不可避であることに着目し，この領域を学習・実習
するための支援システムの構築を目的とした。前述の J97やCE2004といったカリキュ
ラムで要求されている事項は，機械語やアセンブリ言語による演習と基本的な入出力
の演習である。この要求を満たす演習方法は，初期にあたる 1970年代は，ボード・コ
ンピュータのような実機が中心であった。一方，1980年代以降は取り組み方に差異が
現れている。
1980年代には，ミニコンであるPDP–11を利用した学習が行われていたことについ
て，文献 [2]で触れられている。このミニコンを利用した学習環境は，デバッガやシミュ
レータが備わっており，CPUのレジスタの値を確認しながら実行することができた。
シングルボード・コンピュータは，実機を用いた実行環境として利用する，いわゆる，
クロス開発環境で学習する体系である。
次の 1980年代後半から 1990年代前半にかけては，MS–DOS(Microsoft Disk Oper-
ating System)上でのハードウェアに関する学習 [4]が行われていた。このMS–DOSの
時代では，メモリ空間や I/O空間の保護が備わっておらず，学習者は，直接的にハー
ドウェアを制御する学習が可能であった。
同じく 1990年代前半に，実機 PCベースの学習とは別の方向として，PC上で動作
する Simianというシミュレータを用いた学習方法 [5]や PC上で動作する 8051SIMと
いうシミュレータを用いた学習方法 [2]が提案されている。その他にも，UNIXワーク
ステーションでシミュレータを動作させる方法や 8ビット PCを用いて学習する方法，
シングルボード・コンピュータを使い続ける等，学習方法は多岐に渡る。
1990年代後半は，メモリ空間や I/O空間に対する保護機能が備わったオペレーティ
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ング・システムが主流となった。情報処理センター等のPCを数十台以上備える集合教
育設備は，UNIXやMS–Windowsへの移行が始まり，実機 PCベースでのハードウェ
ア教育を行うことが難しくなった。その一方で，計算機の高速化・高機能化によって，
世界最初のパーソナル・コンピュータといわれるAltairのシミュレータ [14] [15]のよ
うなグラフィカル・ベースのユーザ・インタフェース (GUI: Graphical User Interface)
で動作するシミュレータが実用的なレベルで登場した。
本研究は，上述のAltairシミュレータがGUIベースで動作することにヒントを得て，
PC上で仮想的に動作するシングルボード・コンピュータの実現を目指した。研究着手
時において，Intel 8051や Zilog Z80 CPUや Intel 8086等のCPUをエミュレートする
技術は既に確立されていたため，LEDやキーパッドをシミュレートする等の仮想デバ
イスに関する実装が研究を遂行する上での最大のポイントとなる。
しかしながら，本研究では，上述の仮想デバイスの実現可能性を検討することに先
立ち，仮想化するシングルボード・コンピュータの選定を行った。機種の選定を先に
行うことは，教育すべき内容，もしくは，理想とする教育環境の構築を優先すること
を意味する。もし，実現容易な仮想デバイスのみで研究を進めたとするならば，限ら
れた教育を行うことになり，教育支援環境の構築としては本末転倒になる。
この考えをもとに，仮想化するシングルボード・コンピュータは，TRNジュニア [16]
を選定した。このボード・コンピュータは，Z80 CPUベースの 8ビット・コンピュータ
であるため，16ビット以上のシステムよりもバス周りの回路が簡単であること，参考
書が豊富であることがメリットとなっている。更に，このTRNジュニアは，文献 [16]
で全てのハードウェア仕様，並びに，ソフトウェア仕様が明らかにされているととも
に，2万円前後で市販 [17] されているため，実機の入手も可能である。
このような実機の存在するシングルボード・コンピュータを仮想化の対象とすると，
本研究で開発する仮想シングルボード・コンピュータで基本操作の学習や繰り返し学
習が必須のプログラミングの学習を行った後に，実機を用いた学習にシームレスに移
行することが容易である。また，シミュレータでプログラムを開発し，実機で動作を
確認するスタイルのクロス開発の体得も併せて可能であることを想定している。
これらのボード・コンピュータは，以下の i) ノイマン型計算機の理解を助けるこ
と ii) 命令セットの理解やアセンブリ言語の記述法を理解すること iii) レジスタ
を理解すること iv) アドレッシング・モードを理解すること v) I/Oに関する操
作法や割り込みを理解すること が学習できることを前提としている。
この i)～v)の事項は，近年のカリキュラムであるCC2001の“AR3 Assembly level ma-
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chine organization”やCE2004の “CE-CAO1 Fundamentals of computer architecture”
で述べられている学習事項と合致するところである。
本研究は，前述の学習事項を 1970年代は実機で学習していたことに着目しながら，
情報処理センター等の集合教育設備を活用し，1人 1台の学習環境の構築が容易である
というCAIの特色を併せ持った，仮想シングルボード・コンピュータ “x80”の開発を
目標とした。この “x80”という命名は，UNIXでの業界標準ウィンドウ・システムであ
る X Window Systemで動作し，エミュレートする CPUが Z80 CPUであることに由
来する。本論文中では，開発した仮想シングルボード・コンピュータを “x80”(あるい
は，単に x80)と略記する。
本論文では，“x80”の実装に関して論ずるために，以下の 6章の構成とした。
第 2章では，学習するプロセッサとして Z80 CPUを選定した理由を最初に述べる。
次に仮想化の対象とした TRNジュニアのハードウェアのうち，前述の i)～v)の学習
を行うために必要となるハードウェアの概略を述べる。更に，シングルボード・コン
ピュータで学習が可能な事項を例題プログラムを用いて示す。
第 3章では，x80の TRNジュニア互換機能に関する実装を述べる。本章では，Z80
CTC(Counter Timer Circuit)や 8255PPI(Programmable Peripheral Interface) の実装，
並びに，短周期の LEDの点滅をコンピュータ・ディスプレイでは点灯状態として描画
する「疑似ダイナミック点灯方式」を考案し，その「疑似ダイナミック点灯方式」を
用いて実装した仮想セグメント LED等の仮想デバイスの実装 [18, 19]を述べる。これ
らの実装によって，I/O制御や割り込みプログラミングに関する学習 [20, 21]が可能と
なる。
第 4章では，x80の実装のうち，TRNジュニアと非互換の機能について述べる。本章
ではレジスタ表示ツール [22]，I/Oの拡張機能 (外部仮想デバイスとのリンク機能)[23]
等の実機のシングルボード・コンピュータでは，実現が容易でない機能の実装を述べ
る。また，リアルタイムの信号出力機能への試み [24]についても本章で述べる。
第 5章では，本 x80の利用方法と学生実験や演習に援用した事例 [25, 26, 27]につい
て述べる。本章では，学生実験で使用した例題プログラムや授業中に配布したテキス
トの概要，教材として利用可能なプログラムに関して述べる。更に，既存システムと
の比較・検討を行い，第 3章で実装した「疑似ダイナミック点灯方式」による仮想セグ
メント LEDの実装に優位性が認められることを述べる。
第 6章では，本論文のまとめと今後の展望を述べる。
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の構成
本章では，主として学習用に利用されている，単体で学習可能なシングルボード・コ
ンピュータの構成について述べる。単体で学習可能なこのシングルボード・コンピュー
タは，CPU，メモリ，外部入出力装置が備わっており，コンピュータの基本的な動作
を一通り学習することが可能である。それらの具体的な製品は，Intel製の SDK–85や
日本電気製のTK–80やTK–85等である。
一方，その他のシングルボード・コンピュータは，産業機器や民生機器への組み込
みを意識した製品がある。これらのシングルボード・コンピュータも学習用として利
用されているが，基本的なコンピュータの構成を学習した後の段階で使用される。学
習内容は，より具体的な機器制御を目指した内容であり，ハードウェア装置の開発や
取り扱いが学習の主なテーマとなるため，本研究の目的から外れる。
改めての記述となるが，第 1章で述べた学習事項を実現するためには，CPU，メモ
リ，外部入出力装置が必要である。上述の SDK–85などのシングルボード・コンピュー
タは，8ビットCPU，数K～数十KバイトのROMやRAMが備わっている。更に，外
部入出力装置として，キーパッドやセグメント LEDが備わっており，それらと CPU
を結ぶための PPI(Programmable Peripheral Interface)が備わっている。
本章で述べるシングルボード・コンピュータは，Zilog社 Z80 CPUの互換 CPUを
ベースとした「TRNジュニア」という学習用途を主とするシングルボード・コンピュー
タである。このTRNジュニアは，ハードウェア構成や製作方法ならびに使い方を解説
した書籍 [16]が現在でも入手可能である。また，ハードウェア本体もキット形式もし
くは完成品形式で書籍と同様に現在も入手可能 [17]である。
TRNジュニアは，上述の SDK–85や TK–80のように CPU，ROM，RAMを備え，
キーパッド，セグメント LEDを備える。本研究で述べる仮想シングルボード・コン
ピュータは，このTRNジュニアを原典とした。本章では，第 2.1節でZ80 CPUを学習
用として選定した理由を述べた後に，第 2.2節で仮想シングルボード・コンピュータを
論じる上で必要となるTRNジュニアのハードウェア構成を本研究に関する部分に絞っ
て概略を述べる。最後に学習可能な事項を確認し，その学習事項を第 2.3節で述べる。
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2.1 CPUの違いによる有用性の検討
どのようなCPUを題材として教育を行うかによって，教育的な有用性が変わるため，
議論の対象とすべきである。しかしながら，それぞれのプロセッサ自体の特徴を述べ
ている書籍は数多くあるが，教育上に用いた場合の有用性についてを明確に述べてい
る文献は多くは見当たらない。よって，本節では，教育上で考慮した場合の Z80 CPU
の不利な点と有利な点を明示する。
2.1.1 Z80 CPU以外のプロセッサを使用した際の有用性
Z80 CPUを選択することに対し，次のような意見が出ることが考えられる。まずは，
他のプロセッサを使用した時の有用性に注目する。
• 現在，市場で多く使用されているCPUは，Intel社のPentium系のCPUである。
もっとも多く使用されているCPUを勉強すべきで，実社会での即戦力がつく。
• アーキテクチャとしては，68000系MPUやMIPSのMPUの方が直交性が高い。
現在は，C言語系の言語を主に使用されている。それと親和性のあるプロセッサ
を学習すべきである。
• 仮想CPUである，COMETを使用する手法が有用である。情報処理技術者試験
で採用されているシステムであり，広く知られているとともに，試験時に有用で
ある。
これらの意見に関しては，著者は異議を唱えない。
まず，最初の多く使用されているCPUを教えるべきである問題に関しては，組み込
み機器の主力CPUが 8ビットCPUから 16もしくは 32ビットCPUへ移りつつある現
状を考えると，即戦力の面で考えると Z80 CPUに固執する意義は無い。
また，優れたアーキテクチャを持つプロセッサを使用すべきという意見に対しては，
C言語をコンパイルした際に生成されるアセンブリ言語の可読性を考えると，Z80 CPU
ではレジスタの本数，アドレッシングモードの少なさに起因する可読性の悪さは否定
できない。
最後の COMETを使用することに関しては，Z80 CPUが COMETに似ているもの
の，アドレッシングモードの違いや，命令幅の違いなどがあり，試験の受験を重視し
た場合は，混乱してしまう可能性がある。そのため，Z80 CPUを用いた学習は不利で
ある。
これらの不利な事項に加え，メモリ保護などの近年のプロセッサの機能についても
教授する事が，Z80 CPUでは難しい。
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2.1.2 Z80 CPUを使用した際の有用性
前 2.1.1節のような不利な面がある Z80 CPUであるが，教育上ではそれを上回る次
のようなメリットがある。
• 参考文献の多さ。
• 構成の単純さと，実際に Z80を使用した機器を容易に製作可能。
• (レジスタの少なさなどの)適度な制約がある。
参考文献の多さについては。長年の歴史をもつ Z80 CPUであるので，自ずと書籍数
が多い。具体的な数値では，NACSIS Webcat[28]での全国の大学図書館等が所蔵する
図書・雑誌の検索で，表 2.1のような結果を得ることができる。また，量だけでなく，
質に関しても，版を多く重ねている事もあり，間違いなどが少ないため，良書が多い
ようである。更に，書籍の種類においても，ハードウェアの内容を中心としたものか
ら，ハード・ソフト折半型，ソフトウェア中心型と多種に渡っている。図書館の蔵書
が多いなどの学習者の自習環境が良好であると，それらの図書を利用して学習者が自
主的・自発的に学習することが期待できる。
次に，構成の単純さと製作が容易である点は，例えば，i8086のようなアドレスバス
とデータバスのマルチプレックスがないといった，バス・アーキテクチャの簡単さが
挙げられる。このような単純さがなければ，15週程度の限られた講義などでは，十分
に教えることが難しい。また，実際に Z80を使った機器を容易に製作可能である点は，
Z80ファミリのペリフェラルは，現在も入手が容易であるため，簡単な制御ボードを開
発したい時は，その製作が容易であるという，応用的な側面に注目している。
最後の (レジスタの少なさなどの)適度な制約がある面については，本研究の当初に
は予想していなかった事項である。これは，同一の課題を学習者に課した時に，レジス
タが少ないと一工夫必要であり，その工夫の違いが明確に表れる点に有用性があった。
以上のような利点があるために，15～30時間程度の授業などにおいては，Z80 CPU
は教育用に適していると考える。
表 2.1: CPU別のWebcatにおける蔵書数の比較
キーワード 該当件数 キーワード 該当件数
Z80 101 sparc 20
8086 78 pentium 22
68000 51 mips 15
7
第 2章 ボード・コンピュータの構成 2.2. TRNジュニアの構成
2.2 TRNジュニアの構成
TRNジュニア [16]は，CPUに Z80 CPU互換の TMPZ84C013Aを備える，学習用
のシングルボード・コンピュータで，外観は図 2.1である。図 2.1に示すように，外部
入出力装置として，7セグメント LEDと，16進キーパッドがある。
図 2.1: TRNジュニアの外観
本論文では，仮想シングルボード・コンピュータの実装で必要となる部分だけを要
約して述べる。本研究の本質とは関連性がない，TRNジュニアの製作方法やこのボー
ド・コンピュータの全機能に関しては，参考文献 [16]に譲る。また，Z80 CPUに関す
る情報は，参考文献 [29]に譲る。
2.2.1 TMPZ84C013A(Z80 CPU互換CPU)
TMPZ84C013A(東芝)のCPUコア部は，Z80 CPUと完全に互換性があるワンチップ・
マイクロ・プロセッサである。また，Z80 CTC(Counter Timer Circuit)，Z80 SIO(Serial
Input/Output)などのペリフェラルが同一パッケージに収められている。
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レジスタ
Z80 CPUのレジスタ構成は，表 2.2のとおりである。
表 2.2: Z80 CPU のレジスタ構成
レジスタ名 種類（役割） サイズ ペアレジスタ
A アキュムレータ 8ビット AF
F フラグレジスタ
B 汎用レジスタ BC
C
D DE
E
H HL
L
I インタラプトレジスタ 無し
R リフレッシュレジスタ
IX インデックス 16ビット
IY レジスタ
PC プログラムカウンタ
SP スタックポインタ
なお，A，F，B，C，D，E，F，H，Lの各レジスタには，もう一つレジスタ・セットが
あり，裏レジスタと呼ばれている。
メモリ空間と I/O空間
Z80 CPUは，メモリ空間と I/O空間を別々に持つ CPUである。メモリ空間と I/O
空間の大きな違いは，メモリ空間にだけプログラムが置けるという点である。
I/O空間にRAMを接続すると，データエリアとしての使用が可能であるし，逆にメ
モリ空間に I/O装置を接続*1することも可能である。
この Z80 CPUは，メモリ空間について，64Kバイト (=16ビット幅) のアドレス空
間を持つ。また，I/O空間についても，16ビット幅のアドレス空間*2を持つ。
*1このような使用法を「メモリマップド I/O」という。
*2日本電気のPC–8001以降，多くのパーソナルコンピュータで，下位 8ビットしか使用しな
かったため，I/O空間は 8ビット幅であると，誤解されることが多い。実際は，OUT (C),r命
令などを使用すれば，16ビット幅の I/O空間を使用することができる。
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2.2.2 メモリマップ
TRNジュニアでは，32KバイトのROMと 32KバイトのRAMが実装されている。
メモリマップは，表 2.3のとおりである。
表 2.3: TRNジュニアのメモリマップ
アドレス 内容 メモリ種別
00000H - 003FFH TRNジュニア基本モニタ ROM
00400H - 007FFH TRNジュニア拡張モニタ
00800H - 00FFFH 予備
01000H - 010FFH モグラ叩きゲーム
01100H - 011FFH 曜日計算プログラム
01200H - 014FFH オルゴール演奏プログラム
01500H - 01DFFH 空き領域
01E00H - 01FFFH 曲目ディレクトリ
02000H - 03FFFH 曲データ
04000H - 07FFFH 空き領域
08000H - 0FFFFH RAM領域 RAM
2.2.3 Z80 CTC
Z80 CTC(Counter Timer Circuit)は，カウンタとタイマとして使用できる Z80ファ
ミリのペリフェラルである。Z80 ファミリのタイマであるので，モード 2の割り込み
の使用が容易である。この Z80 CTCは，タイマ割り込みで多用される。その他にも，
シリアル通信用のボーレート・ジェネレータやサウンド・アラームの信号生成等に使
用される。
TRNジュニアで使用しているTMPZ84C013Aは，第 2.2.1節で述べたように，CPU
にCTCが組み込まれている。その I/Oマップを表 2.4に示す。
表 2.4: TMPZ84C013AのCTCに関する I/Oマップ
I/O アドレス 接続ペリフェラル
10H CTC チャネル 0
13H CTC チャネル 3
Z80 CTC の信号線のうち，本研究に関する信号線を抜粋し，表 2.5に示す。
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表 2.5: Z80 CTCの信号線の抜粋とその解説
ピン名称 信号名称 I/O 説明
INT Interrupt Request O CTCの各チャネルが割り込み可の
状態であり，ダウンカウンタの値が
ゼロになった時に，CPUに割り込み
要求を行う。
CLK/TRG3 CLOCK/TRIGGER I カウンタモード時に
ダウンカウンタの
トリガとなる。
ZC/TO3 ZERO COUNT/ O カウンタモードおよび
TIME OUT タイマモードの両者に
おいて，ダウンカウンタの値が
ゼロのとき出力される
なお，割り当てられている I/Oアドレスは，表 2.4にあるとおり，10H から 13Hの
I/Oアドレス空間を使用する。10Hはチャネル 1を制御するポートで，以下，11Hはチャ
ネル 2，…と続く。
これらのアドレスに，図 2.2のコントロールワードを書き込むことによって，その
チャネルの動作を指定する。
TRNジュニアにおけるZ80 CTCの役割
TRNジュニアにおいて，Z80 CTC のチャネルごとの利用方法は，表 2.6のとおりで
ある。
表 2.6: TRNジュニアにおける Z80 CTCのチャネル別使用法
チャネル番号 機能
0 タイマ割り込み
1 RS–232C のボーレート・クロックの生成
2 MIDI の ボーレート・クロックの生成
3 モニタのステップ制御用のM1クロックのカウンタ
チャネル 3は，モニタが占有しているので，ユーザ用としては，チャネル 0～2が使
用できる。本研究では，チャネル 0とチャネル 3を利用する。
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D7 D6 D5 D4 D3 D2 D1 D0
チャネルコントロール
ワードの時は，常に 1
リセット 1の時，
チャネルの動作停止
ロード・タイム 1の時，次の制御語は
コンスタント タイム・コンスタント
トリガ 1の時，外部トリガ有効
(タイマ・モード時)
スロープ 1:立ち上がり有効
0:立ち下がり有効
レンジ プリスケーラの設定
(タイマ・モード時)
1:256分の 1
0:16分の 1
モード 1:カウンタ・モード
0:タイマ・モード
割り込みの 1:割り込み可
可否 0:割り込み不可
図 2.2: Z80 CTCのチャネル・コントロール・ワード
チャネル 0の役割 チャネル 0は，主にタイマ割り込みを生成するためのタイマとして
動作させる。CLK/TRG0 は，5V でプルアップされているだけなので，カウンタモー
ドでの使用はできない。よって，タイマ・モードだけの使用となり，カウントするク
ロックは，Z80のシステム・クロックである，4MHzを分周したものをダウン・カウン
タのクロックとする。
チャネル 3の役割 チャネル 3は，ZC/TO3 が インバータを 1段通過した後に，Z80
CPU の NMIに繋がれている。よって，ZC/TO3 がHレベルになると，Z80 CPU に
NMI割り込みが発生する。
このNMIを使用して，ステップ動作やブレーク・ポインタを用いた実行ができるよ
うになっている。また，チャネル 3 の CLK/TRG0 は，Z80 CPU のM1に繋がれてい
るため，1命令が実行される毎に，ダウン・カウンタがダウン・カウントするように
なっている。
2.2.4 8255PPI
8255PPI(Programmable Peripheral Interface)は，パラレルの入出力をコントロール
するペリフェラルである。8255という名前が示すように，この PPIは，Z80ファミリ
のペリフェラルではなく，インテル 8080系のペリフェラルである。
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この 8255は，8080系のペリフェラルであるが，Z80でも使用できる*3。
なお，TRNジュニアでは，8255互換の日本電気製 µPD71055Cを用いているが，本
論文では一般的な名称である 8255PPIの表記を使用する。
8255の機能
8255は，8ビット幅のポートが 3つある。また，ビット・モードというモードを持
ち，このビット・モードを利用するとポートCに限るが，任意のビットを一命令でセッ
ト/リセットすることができる。
一方，Z80ファミリのパラレル・インタフェースのペリフェラルは，Z80 PIO(Parallel
Input/Output)がある。この Z80 PIOは，8ビット幅のポートが 2つしかないうえに，
ビットモードを持たないため，1ビットだけセット/リセットを行う操作をするには，数
命令を要する。
このことから，8255PPIは Z80ファミリではないが，単純な入出力を行う回路では，
多く使用されている。この 8255PPIは，外部入出力用に表 2.7のポートを持つ。
表 2.7: 8255の外部入出力インタフェース
端子名称 機能
PA0～PA7 ポートA入出力
PB0～PB7 ポートB入出力
PC0～PC7 ポートC入出力
また，8255にはモードという概念があり，
• モード 0 単純なパラレル入出力
• モード 1 ハンド・シェイク・モードの入出力
• モード 2 双方向データ転送
となっている。以下では，一般に利用されている*4モード 0だけを解説し，モード 1と
モード 2についての解説は省略する。
*36800系のペリフェラルは，Eクロックというクロックに同期させて，R/W，CS などをサ
ンプリングするので，Z80 CPUにおいて，あまり使われることが無い。
*4モード 1とモード 2は，ポートCの一部をハンドシェーク用の信号線として使用するため，
利用可能なポート数が Z80 PIOと同等になり，8255の優位性が無くなる。また，ハンドシェー
クを用いた I/Oは，割り込みを使用することが多い。8255は，割り込みベクトルを CPU に
送出できないので，8255単独では，Z80の割り込みモード 2の使用が困難である。モード 1と
モード 2を使用するような事例では，コストを考えないのならば，Z80 PIOを使うことが一般
的であった。
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8255のモード設定 モードの設定は，コントロール・ワードを制御ポートに書き込む
ことで行われる。このコントロール・ワードの内容を図 2.3に示す。
D7 D6 D5 D4 D3 D2 D1 D0
グループ B 制御
ポート C(下位) 0 出力
1 入力
ポート B 0 出力
1 入力
モード選択 0 モード 0
1 モード 1
グループA 制御
ポート C(上位) 0 出力
1 入力
ポートA 0 出力
1 入力
モード選択 00 モード 0
01 モード 1
1x モード 2
機能制御 0 ビットモード
1 モード選択
図 2.3: 8255PPIのコントロール・ワード
TRNジュニアは，ハードウェアの構成から，モード 0で，ポート Aとポート Bと
ポートCの上位とが出力，ポートCの下位が入力の使用法だけを使う。このときのコ
ントロール・ワードは，10000001(2) = 81Hである。
中心に実装している。
TRNジュニアにおける 8255の使用方法 TRNジュニアは，8255をキーパッドから
の入力，1つの LEDならびに 7セグメント LEDへの出力を行うために利用している。
各ポートと入出力装置との接続について，表 2.8に示す。
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表 2.8: TRNジュニアにおける 8255と入出力装置との接続
ポート 入出力 接続先
ポートA 出力 7セグメント LED
ポートB 出力 D/A変換，LED
ポートC下位 入力 キーパッド
ポートC上位 出力 キーパッド並びに
セグメント LEDのデコード
2.2.5 キーパッド
TRNジュニアのキーパッドは，図 2.4で示す配列の 25個のキーを持つ。
REG’ LOD STOR
REG INC DEC RUN RES
C D E F SHIFT
H L
8 9 A B ADDR
BA BC I IF
4 5 6 7 WRT
PC SP IX IY
0 1 2 3 STEP
図 2.4: TRNジュニアのキー配列
外観上の配列は 5× 5の構成であるが，回路上の構成は，RESキーを除く 24個のキー
で 6× 4のマトリクス接続を構成している。
RES キー RESキーの押下によって，TMPZ84C013AT-6 と µPD71055Cのリセット
入力とをイネーブルにする。つまり，Z80 CPU，Z80 SIO，8255がそれぞれリセット
されることになる。
RES キー以外のキー 残りの 24キーは，6× 4 のマトリクス接続タイプで，スキャン
側が 6，8255PPIのポート側が 4 になっている。8255に対するキーパッドの接続を表
2.9に示す。
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表 2.9: 8255のポートCとキーパッドとの接続対応表
PC7～PC4(出力)
1XXX 0111 0110 0101 0100 0011 0010 0001 0000
PC0(入力) STEP REG’ C H BA PC
REG 8 4 0
PC1(入力) WRT LOD D L BC SP
INC 9 5 1
PC2(入力) ADRS STR E A I IX
DEC 6 2
PC3(入力) SHFT RUN F B IF IY
7 3
表 2.9にあるように，スキャン側の選択には，ポートCの上位を使い，該当するキー
パッドを選択する。その選択したキーパッドの状態は，ポート Cの下位で読み込むこ
とができる。
2.2.6 7セグメントLED
8桁の 7セグメント LEDは，桁ごとに点灯をスキャンしていく，ダイナミック点灯
型の構成である。ポート Cの上位で点灯するセグメント LEDの桁を選択するととも
に，ポートAに点灯するセグメントの点灯パターンを出力する。
7セグメントLEDの構造
7セグメント LEDの構造を図 2.5に示す。7セグメント LEDは，a～gの 7つのセグ
メントを備え，更に小数点表示用に hの LEDを備える。
a
f b
g
e c
d h
図 2.5: 7セグメント LEDの構造
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表 2.10: 7セグメント LEDの点灯パターンの組み合わせ
表示 h g f e d c b a 16進 表示 h g f e d c b a 16進
0 0 1 0 1 1 1 0 0 5CH 8 0 1 1 1 1 1 1 1 7FH
1 0 0 0 0 0 1 1 0 06H 9 0 1 1 0 1 1 1 1 6FH
2 1 0 0 1 1 0 1 1 5BH A 0 1 1 1 0 1 1 1 77H
3 0 1 0 0 1 1 1 1 4FH B 0 1 1 1 1 1 1 0 7CH
4 0 1 1 0 0 1 1 0 66H C 0 0 1 1 1 0 0 1 39H
5 0 1 1 0 1 1 0 1 6DH D 0 1 0 1 1 1 1 0 5EH
6 0 1 1 1 1 1 0 1 7DH E 0 1 1 1 1 0 0 1 79H
7 0 0 1 0 0 1 1 1 27H F 0 1 1 1 0 0 0 1 71H
a～hのLEDは，独立に点灯・消灯が可能で，その組み合わせで数字やアルファベッ
トの一部が表示できる。その組合せの一例を表 2.10に示す。また，表 2.10の点灯パター
ンの表示を図 2.6に示す。
図 2.6: 表 2.10の点灯パターンによる 7セグメント LEDの表示
8255とセグメントLEDの接続 7セグメントLEDの選択をする際のポートCへの出
力値を表 2.11に示す。
表 2.11: セグメント LEDの桁を選択する 8255のポートCの値
PC7～PC4(出力)
1XXX 0111 0110 0101 0100 0011 0010 0001 0000
選択される
セグメント 7 6 5 4 3 2 1 0
LEDの桁
注：7が最上位 (最も左側の桁)，0が再下位 (最も右側の桁)
また，表 2.11のように選択した桁のセグメントLEDに関して，どのセグメントを点
灯させるかを決定することは，ポートAの出力値で決まる。ポートAの出力値でどの
17
第 2章 ボード・コンピュータの構成 2.3 ボード・コンピュータでの学習
セグメントが点灯するのかを表 2.12に示す。
表 2.12: 8255のポートAの出力と点灯するセグメントとの対応表
ポートAの出力ビット 7 6 5 4 3 2 1 0
対応する LEDセグメント h g f e d c b a
注：表中の h～aは，図 2.5の 7セグメント LEDの構造の h～aに対応する。
2.3 ボード・コンピュータで可能な学習事項
シングルボード・コンピュータで学習可能な事項について，リスト 2.1のシンプルな
プログラムを用いて検討する。このリスト 2.1で学習可能な内容を表 2.13にまとめて
述べるとともに，このリストの実行結果を図 2.7に示す。
リスト 2.1: 35バイトのサンプルプログラム ✏
1: 0060 PA EQU 60H
2: 0061 PB EQU PA+1
3: 0062 PC EQU PA+2
4: 0063 PCW EQU PA+3
5: .z80 ;アセンブラは，Macro80を使用
6: 0000’ ASEG
7: ORG 0E000H
8:
9: E000 3E 81 LD A,81H
10: E002 D3 63 OUT (PCW),A
11: E004 0E 01 LD C,1
12: E006 3E 0F LPO: LD A,0FH
13: E008 D3 62 OUT (PC),A
14: E00A 79 LD A,C
15: E00B D3 60 OUT (PA),A
16: E00D CB 01 RLC C
17: E00F CD E015 CALL WAIT
18: E012 C3 E006 JP LPO
19: E015 F5 WAIT: PUSH AF
20: E016 E5 PUSH HL
21: E017 21 8000 LD HL,8000H
22: E01A 2B WAIT1: DEC HL
23: E01B 7C LD A,H
24: E01C B5 OR L
25: E01D C2 E01A JP NZ,WAIT1
26: E020 E1 POP HL
27: E021 F1 POP AF
28: E022 C9 RET
29: END
✒ ✑
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表 2.13: 学習可能な事項の一覧とリスト 2.1の該当行
学習事項 該当行 習得のための具体的な事項
メモリ配置 7行目 ORG疑似命令でプログラムの
配置場所を決定
レジスタ 9行目他 LD 命令で A レジスタに即値
(81H)を代入
スタック 17行目，19行目他 サブルーチンコールで利用
サブルーチンの形式 同上 CALL，RET命令。レジスタ退避
無限ループ 18行目 同じことを繰り返し実行させ
る
フラグ変化 24行目 OR命令でフラグが変化する。
条件判断 25行目 フラグ変化を利用して，分岐
させる。
時間稼ぎ 19行目～28行目 命令の実行は時間がかかるこ
とを理解する。
I/O制御 (8255PPI) 10行目 8255PPIの制御
セグメント LEDの構造 15行目 出力する値とセグメント LED
の点灯の関係
→ → → → → → → → → →
図 2.7: サンプルプログラムを実行した際の LED表示
表 2.13の各学習項目のうち，シングルボード・コンピュータを用いることの最大の
利点は，具体的なデバイスであるセグメントLEDを駆動しての I/O制御を行うことで
ある。その他にも，プログラム・サイズが小さくて，学習が容易であることも利点と
なる。
これらの学習を終えると，セグメントLEDに数字を表示するなどの学習へ発展させ
ることが可能である。これらの学習の発展方法は，種々の方法があるため，本章では
割愛する。本論文では，事例報告として第 5章で述べており，本節のサンプルプログ
ラム (リスト 2.1)に関しての発展学習は，第 5.2.3節で述べる。
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第2章で述べたシングルボード・コンピュータは，ハンド・アセンブル程度の規模の演
習であれば，単体で学習することができる。しかし，このシングルボード・コンピュー
タ単体では，アセンブラを実行することができないため，別のホスト・コンピュータ
を準備し，クロス開発環境を別途構築しなければならない。
ホスト・コンピュータの環境構築は，大学などの教育機関であれば，情報処理セン
ターのような集合教育設備が利用できる。しかし，このような集合教育設備は，全学共
通で利用することが前提であるため，それらの設備に専門的教育を行うシングルボー
ド・コンピュータを併設することは一般に難しい。
このため，既存の集合教育設備だけでシングルボード・コンピュータと同様の学習
環境を構築することは重要な課題となる。本研究では，既存の集合教育設備上で動作
する仮想のシングルボード・コンピュータ x80 を開発した。この仮想シングルボード・
コンピュータは，X Window System上で動作するシミュレータであり，Z80 CPUベー
スの仮想シングルボード・コンピュータであることから，x80と命名した。
開発した仮想シングルボード・コンピュータの機能のうち，TRNジュニア互換部分
を基本機能と称し，本章で述べる。Z80 CPUエミュレータは，ニュースグループの一つ
である comp.os.cpmで公開のアナウンスが行われている yaze[30]を用いた。この yaze
は，CPUをエミュレートする部分だけである。そのため，ROMやRAMの実装，I/O
命令の改編，割り込み認知サイクルの実装などのハードウェアに強く依存する部分に
関しては，追加の開発が必要である。
本章では，最初に第 3.1節で x80の基本機能に関する概要を示す。次に第 3.2節でデ
コーダ処理やペリフェラル間の接続部分の実装について示す。第 3.3節に yazeで改編
を加えた部分について解説する。以下，各仮想デバイスの実装について，第 3.4節で
Z80 CTC，第 3.5節で 8255PPI，第 3.6節でキーパッド，第 3.7節で 7セグメントLED
にそれぞれ示す。また，第 3.8節で 7セグメント LEDに関する実装の考察を述べ，第
3.9節で共通に利用するGUI部分に関して示す。
以上の機能を実装することで，実シングルボード・コンピュータと同様の学習を仮
想シングルボード・コンピュータ x80で行うことが可能となり，第 3.10節でこの章に
関するまとめを述べる。
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3.1 基本機能概説
本 x80のシミュレートしたハードウェア構成は，図 3.1となっており，技術的な詳細
を本章で述べる。
BUS
 
82
55
 P
PI
 
PortC
PortC
PortA
 
Z
80
CP
U 
 Z80CTC 
 32KByte ROM  32KByte RAM 
PortCにて，
どのセグメントLEDを
点灯させるかの選択，
どのキーの列を読むか
の選択を行う
８個の７セグメントLED
２４個のキー
図 3.1: シミュレートするハードウェアの構成
Z80 CPUのエミュレーションには，yazeを用いており，第 3.3節でCPUエミュレー
ションに関して述べる。同様に，タイマ割り込みを実現するためのペリフェラルである
Z80 CTC(Counter Timer Circuit)のシミュレーションに関しては第 3.4節，具体的な表
示デバイスを駆動するために利用されるペリフェラルである 8255PPI(Programmable
Peripheral Interface)のシミュレーションに関しては第 3.5節に述べる。
なお，これらの仮想デバイスを結びつける機能が必要で，この機能をペリフェラル
接続機能と称して，上記シミュレーションに先だって第 3.2節で述べる。このペリフェ
ラル接続機能は，上述の yazeで I/O命令が実行されたときに，I/Oアドレスに従った
制御を実現するためのデコーダ処理などを実装している。このデコーダ処理に関して
は，第 3.2.3節に述べる。
このペリフェラル接続機能は，その他，Z80 CPUと Z80 CTCとの割り込み信号の
受け渡しも担当する。その実装については，割り込み認知サイクルの実装として，第
3.2.4節で述べる。
TRNジュニアは，ユーザとの情報の受け渡しの入出力デバイスとして，キーパッド
と 8桁の 7セグメント LEDを用いる。これらのシミュレートは，キーパッドの実装に
関しては，第 3.6節に，7セグメントLEDの実装に関しては，第 3.7節でそれぞれ述べ
る。これらの入出力デバイスと 8255PPIとの接続は，キーパッドは，キー入力された
値で 8255PPIが参照できる変数を書き換える形式 (第 3.6.2節)で行う。一方，7セグメ
ント LEDは，8255PPIから関数呼び出しの形式 ( 第 3.5.1節)で行う。
仮想セグメント LEDは，ダイナミック点灯を疑似的にシミュレート描画を行ってい
る。この「疑似ダイナミック点灯方式」に関する考察は，第 3.8節で述べる。
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3.1.1 シミュレートしたハードウェアの構成 (サブセット概説)
x80は，TRNジュニアのサブセットを仮想化している。サブセットの構成による制
約について，本節で述べる。
本 x80は，Z80 CPUと Z80 CTCをエミュレートしている。Z80 CTCの I/Oアドレ
スは，第 2章で示したTRNジュニアのアドレスと同じであり，表 2.4のとおりである。
一方，メモリマップに関しては，TRNジュニアが表 2.3であるのに対し，x80のメモ
リマップは，表 3.1のとおりである。
表 3.1: x80のメモリマップ
アドレス 内容 メモリ種別
00000H - 000FFH ブートストラップで予約 ROM
000FFH - 07FFFH 空き領域
08000H - 0FFFFH RAM領域 RAM
x80に実装されたZ80 CPUエミュレータからみたROM領域空間は，実装上はRAM
を用いてエミュレートしているが，CPUエミュレータからは，その領域を変更する (書
き込む)ことができないように実装し，ROM空間として実現している。但し，x80を
起動時に，引数で指定するHEXファイルだけは，このROM空間にロードすることが
できる。この実装によって，通常のモニタを介しての演習だけでなく，ブート・コー
ドを含むプログラムの開発を体験することも可能である。
レジスタ 現実のCPUの Rレジスタは，M1サイクル毎にカウントアップするが，x80
で使用しているCPUエミュレータyazeでは，そのようなカウントアップは行われない。
Z80のプログラミングでは，乱数のシードとして Rレジスタを使用することがある。
このような乱数のシードとして Rレジスタを使用するプログラムを利用する場合は，若
干の改良が必要である。
このように，x80では，現在，Rレジスタのカウント・アップを実装していないが，
一命令の終了ごとに呼び出される関数を容易に定義できるので，その場所で Rレジス
タをカウントアップすれば，本来の Rレジスタの動作をエミュレート可能である。
I/O空間 x80では，16ビット幅での I/O空間の使用を考慮している。一方，x80は，
「メモリマップド I/O」には対応していない。「メモリマップド I/O」を使用したい場合
は，リスト 3.6に示すプログラム中の PutBYTEなどの定義を変更することになる。
x80でのチャネル 3の役割 初期の x80では，第 2.2.3節で述べたチャネル 0とチャネ
ル 3の機能を実装していたが，第 4.3節で述べるモニタ機能を実装後は，チャネル 0だ
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けを利用している。
これは，TRNジュニアでのチャネル 3の利用法は，モニタによって使用されている
ことに由来し，初期の x80は，このチャネル 3を実装していた。しかし，第 4.3節で述
べる新開発のモニタでは，このチャネル 3を必要とせずに，ステップ実行やブレーク・
ポインタを設定した実行が可能であるので，リスト 3.16のように，実装は行っている
が，リスト 3.4のように，この関数を利用していない。
8255PPIに関して x80とTRNジュニアは，ハードウェアの構成から，モード 0で，
ポートAが出力，ポート Bも出力，ポート Cの上位が出力，ポート Cの下位が入力，
の使用法しか行わない。このときのコントロールワードは，10000001(2) = 81Hである。
x80では，コントロールワードが 81Hの時の動作を中心に実装し，他のモードでの
動作を保証していない。
3.1.2 動作環境と開発環境の選定
開発する仮想シングルボード・コンピュータの動作環境の選択は，学習者の利用環境
を何にするかという問題に直結しており，慎重に選択する事柄である。しかし，複数
の要因があり，簡単に一つに絞ることが難しい。その原因の一つとして，開発の容易
さによる動作環境の選択と学習者が用意することが簡単な動作環境とが一致しないこ
とためである。現在，一般的な学習者が選択できるオペレーティング・システムとし
て，Microsoft社のMS–Windowsと Sun Microsystems社の Solarisや Linux, FreeBSD
といったPC–UNIX等のUNIX系のオペレーティング・システムが存在する。
本研究では，以下に述べる理由により，UNIX系システム上で動作するアプリケー
ションとすることを選択した。
オペレーティング・システム
狭義のオペレーティング・システムは，いわゆるカーネル部分にあたる，低水準の
入出力管理とプロセスのスケジューリングを行うプログラムである。
しかし，現在は，広義の意味で論じられることが多い。具体的には，上述のカーネ
ル部分だけではなく，付随するライブラリを含めて，さらに，アプリケーションまで
をも含めて，オペレーティング・システムということが多い。このライブラリなどの
環境も含めて考慮すると，現在入手可能な汎用オペレーティング・システムとしては，
大きく分けて，UNIX系とMS–Windows系に分かれる。
本 x80の開発の基礎となった，CP/Mエミュレータは，Linux上で良好に動作してい
た。この当時 (1996年)のMS–Windows系の開発環境は，オペレーティング・システ
ムの安定性の面でまだ十分に良好とはいえず，開発をUNIX上で行った。
本格的な x80の開発の段階になった 1997年では，Linuxに代表される，フリーの
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UNIX like OSが比較的容易にインストールでき，エンドユーザでも，UNIX系オペ
レーティング・システムが使用可能であった。そのため，動作が UNIX環境下に限定
されるという問題は，実害の無いものとした。
なお，現在の最適な選択肢は，特殊な理由がない場合は，オペレーティング・シス
テムに対する依存が最も少なくなる，javaの環境上に実装することが最適であると考
える。
開発言語とコンパイラ
開発言語は，C言語とした。これは，元としたCPUエミュレータ (f–MSXや yaze)
がC言語で公表されていることが最初の動機である。更に，C言語のメリットは，動
作・コンパイル共に十分に高速であるということである。
開発当初の環境は，Intel 486DX4程度であり，この開発環境下での javaの利用は，
実行時の動作・開発時のコンパイル共に非常に動作が重く，実装が困難であった。特
に x80のようなCPUエミュレーションを行うソフトウェアは，動作速度の要求が高い
ことが一般的であり，javaの使用は不適である。
C言語のコンパイラには，gccを利用している。これは，フリーのUNIXシステムで
ある Linuxでは標準的なコンパイラであり，他商用OSでも，gccを動作させることが
可能である。そのため，ほとんど変更無しに IRIX，Solarisでも本 x80をコンパイルし
動作させることが可能である。
現在は，MS–Windows環境下でUNIX環境を提供する cygwin[31]というシステムが
あり，cygwin環境下で動作するアプリケーションを開発すれば，MS–Windowsでも
UNIXでも動作するアプリケーションを開発することが容易となった。
GUI
GUI(Graphical User Interface)には，UNIX上でのWindow Systemである，Xを用
いた。このXは，UXIXのWindow Systemでは，事実上の標準であり，その標準に準
拠したソフトウェア開発は，幅広い動作が期待できる。現在は，cygwin[31]を用いれ
ば，MS–Windows上でも，Xを使用することができる。
3.2 ペリフェラル接続機能の実装
現実のコンピュータは，CPUが中心となって動作する。本 x80でも，CPUエミュ
レータのマシン・サイクルを中心とした動作を行う。本節では，Z80のマシン・サイク
ルの概要と x80の実装について述べる。
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3.2.1 実装の概略
Z80 CPUにおける命令の実行をエミュレートする動作手順を図 3.2に示す。
 ✏
Z80の命令を実行前の処理
BeforeInstFunc()
’出力命令の時’
’入力命令の時’
’それ以外の時’
❚❚
✔✔
❚❚
✔✔
出力処理 IoOutFunc()
入力処理 IoOutFunc()
レジスタ操作など
yazeの Z80 CPUエミュレータ部分で処理する
Z80の命令を実行後の処理
AfterInstFunc()
✒ ✑
図 3.2: Z80 CPUエミュレータの動作概要
図 3.2に示している「Z80の命令を実行前の処理」，「出力処理」，「入力処理」，「Z80
の命令を実行後の処理」は，関数へのポインタを登録することによって，その関数へ
の呼び出しが行われる構造になっている。本 x80では，リスト 3.1の関数で，フックの
登録を行っている。
リスト 3.1: フックの登録 ✏
extern void SetUpZ80(byte (*DoIn)(byte Portl,byte Porth),
void (*DoOut)(byte Portl,byte Value,byte Porth),
void (*B_Inst)(void),
void (*A_Inst)(void));
✒ ✑
例えば，Z80 CPUのエミュレーションにおいて，OUT命令を実行すると， ✏
void (*DoOut)(byte Portl,byte Value,byte Porth)
✒ ✑
で登録した関数が実行される。上記の関数は，具体的には，第 3.2.3節に示すデコーダ
を装備しており，そのデコーダから更にペリフェラルのシミュレータ呼び出す構成に
なっている。
また，「命令の実行前」と「命令の実行後」のフックでは，割り込み処理の実装 (第
3.2.4節)や，モニタプログラムの実装 (第 4.3節)，GUI部分 (Xのイベント処理)を実
行する。
「命令の実行前」，「命令の実行後」のフックは，更にフックを備えており，Z80の一
命令の実行前や実行後に指定した関数を更に追加することが可能である。例えば，本
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x80では，モニタ・プログラムでブレーク実行を行う際は，「命令実行前」のフック・
テーブルに必要な処理を登録することで，特定の PC(プログラム・カウンタ)の値にな
ると停止するような処理を行っている。
「命令の実行後」のフックでは，Xのイベント処理を行っている。
3.2.2 Z80 CPUのマシン・サイクルの概略
本 x80の構造を理解するために必要となる，Z80のマシン・サイクルを述べる。
OPコード・フェッチ・サイクル (M1 サイクル) OPコード・フェッチ・サイクルは，
各命令のOPコードを読み込むサイクルで，このフェッチによって，CPUの以後の動
作が決定される。
なお，OPコード・フェッチ・サイクルは，Z80 CPUでは，M1(Machine Cycle 1) サ
イクルと呼ばれることが多い。この M1 サイクルは，各命令の実行時に必ず 1回は存
在するが，常に 1回とは限らない。それは，第 2 OPコードを持つ命令を実行した時で
あり，この時はM1サイクルが 2回存在する。
メモリ・サイクルと I/Oサイクル M1サイクル終了後，メモリのリード，もしくは，
ライトが必要であれば，このサイクルが実行されて，メモリの読み書きが行われる。同
様に，I/Oへの読み書きがあった場合は，I/Oサイクルが実行される。
例として，IN A,(n) の場合を以下に示す。 ✏
• M1サイクルで，IN A,(n) 命令であることが分かる。
• メモリ・リード・サイクルを行い，n の値を読み込む。
• I/O リード・サイクルを行い，ポート nの値をAレジスタに書き込む。
✒ ✑
割り込み認知サイクル CPUは，各命令の最後のマシンサイクルで割り込みの状態を
フェッチする。別の表現では，CPUは次のM1サイクルの前に割り込みの状態を調べ
ることを行っていることになる。
割り込みが無い状態ならば，CPUは 次の命令のM1サイクルに移行する。一方，割
り込みがあったならば，次の命令のM1サイクルには移行せず，次の動作を行う。
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 ✏
• 割り込みベクトルをフェッチする。(スペシャルM1サイクルと呼ばれる)
• PC(プログラム・カウンタ)をスタックにセーブ
• 割り込みベクトルとインタラプト・レジスタから割り込みテーブルを参照する。
• 上記の割り込みテーブルの値にジャンプする。
• M1サイクルを実行する。
✒ ✑
このことで，割り込み用のプログラムの実行が開始される。なお，上記の動作は，割
り込みモード 2の場合である。モード 0もしくはモード 1の割り込みは，本研究では使
用しないため，文献 [29]に譲る。
NMI認知サイクル NMI(Non Maskable Interrupt) の場合は，割り込みベクトルを
フェッチするような動作は発生せずに，実行先が 0066Hに固定されている。このため，
次の動作を行う。 ✏
• M1 サイクルを実行する。(OPコードの値は捨てられる)
• PCをスタックにセーブ
• 0066H にジャンプする。
• M1サイクルを実行する。
✒ ✑
その他のマシンサイクル
バスリクエスト・サイクルやHALT状態から脱出するタイミングなどの各種のサイ
クルがあるが，本論文の実装から外れるので割愛し，文献 [29]に譲る。
3.2.3 デコーダ処理の実装
この節で述べるデコーダ処理は，ハードウェアにおける CS (Chip Select)信号を生
成している回路をシミュレートしている部分である。
I/Oポートに対するデコータ処理部は，リスト 3.2のとおりである。入力と出力のど
ちらとも同じ構造であるので，入力だけを示す。大きく分けて，for文の部分と switch
文の部分がある，単純な分岐を行う構造である。
for文の中身は，外部仮想デバイス用のフックで，io table topからの一連のリス
ト型配列に対するアドレスを調べて，要求するアドレスと一致したら，そのリストの
要素内に実行すべき関数が記述してあるので，それを呼び出す。
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while文の中身は，I/Oアドレスによる単純な分岐で，アドレス 60H-63H，10H-13H
は，それぞれ 8255と Z80 CTCのシミュレータを呼び出す。
リスト 3.2: デコータ処理の実装 ✏
byte IoInFunc(byte Portl,byte Porth)
{
io_table* tab;
iostr strc;
byte retval=0;
for(tab=io_table_top;tab!=NULL;tab=tab->chain){
if(tab->start_address <= Portl && Portl <= tab->end_address){
strc.portl=Portl;
strc.porth=Porth;
strc.readmode=True;
tab->callfunc(&strc);
retval=strc.value;
break;
}
}
switch(Portl){
case 0x60:case 0x61:case 0x62:case 0x63:
retval=call8255("I",Portl,0);
break;
case 0x10:case 0x11:case 0x12:case 0x13:
retval=callctc("I",Portl,0);
break;
case 0:
retval=keys;
}
return(retval);
}
✒ ✑
3.2.4 割り込み認知サイクルの実装
void AfterInstFunc(void)という Z80 CPUの 1命令のエミュレーションが終了し
た後に呼び出される関数から，更に IntFunc()という割り込みを処理する関数を呼び
出す。
この IntFunc()の実装は，リスト 3.3である。
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リスト 3.3: モード 2の割り込み処理の実装 ✏
void IntFunc(void)
{
int vector;
int v_pointer;
if((R.IFF&0x01)==1){
if((vector=ctcint(’c’))!=-1){
R.IFF&=0xFE;
/*CTC Interrupt(Mode2)*/
ctcint(’r’);
z80mem[--R.SP.W]=R.PC.B.h;
z80mem[--R.SP.W]=R.PC.B.l;
v_pointer=R.IR.B.h*0x100+vector;
R.PC.W=z80mem[v_pointer]+z80mem[v_pointer+1]*0x100;
}
}
}
✒ ✑
この中で，最初の if文は，インタラプト・フラグがイネーブルかディゼーブルかの判
断を行っている。割り込みが許可されているときは，次に進み，リスト 3.15のctcint()
から割り込みベクトルを取ってくる。このとき，ctcint()の返り値が-1のときは，CTC
からの割り込み要求が無いときである。
割り込みがある場合は， ✏
• R.IFF&=0xFE;で，割り込み不許可とする
• z80mem[--R.SP.W]=R.PC.B.h;などで，スタックに PCをセーブ
• 割り込みベクタと Iレジスタの値を使って，実行アドレスの配置場所を計算
v pointer=R.IR.B.h*0x100+vector;の部分
• 実行アドレスを PCレジスタに入れる。
R.PC.W=z80mem[v pointer]+z80mem[v pointer+1]*0x100;の部分
✒ ✑
の処理を行う。この動作は，前節に示した割り込み認知サイクルそのものの動作である。
NMI割り込みの動作 NMIが発生すると，レジスタ PC(プログラム・カウンタ)の値
がスタックに積まれ，PCの値が 0066Hの値にする。
TRNジュニアでは，CTCのチャネル 3のパルス出力がNMIに接続されている。リ
スト 3.4が x80での実装である。ctcint3()関数で，返り値が-1以外の場合，割り込
みが発生することになっている。
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ctcint3()関数の返り値が-1以外の場合，レジスタ PCの値がスタックに積まれ，PC
の値が 0066Hの値にすることで，NMIを実現している。
リスト 3.4: NMIの実装 ✏
#ifndef NO_TRNJ_ROM
if(ctcint3()!=-1){
/*CTC Interrupt(NMI)*/
z80mem[--R.SP.W]=R.PC.B.h;
z80mem[--R.SP.W]=R.PC.B.l;
R.PC.W=0x0066;
}
#endif
✒ ✑
この IntFunc関数が終了すると，次はM1サイクルになる実装を行っているので，現
実のハードウェアとほぼ同等の処理が行われていることになる。
本実装は，NO TRNJ ROMが defineされていないときだけ実現する，TRNジュニア
互換モードである。
マスカブル割り込みの動作 前述のリスト 3.3がマスカブル割り込みの実装で，Z80の
モード 2割り込みを実装している。
R.IFFの最下位ビットが割り込み可 (EI)か否 (DI)かを示すフラグであるので，最初
にチェックする。なお，最下位ビットが 1の時，割り込みが許可されている。
この『R.IFFの最下位ビットが割り込み可 (EI)か否 (DI)か』を調べてから割り込み
の可否を決定することから，マスク可能な (マスカブル)割り込みとなる。
前述の処理過程は，CPUのマシンサイクルを中心に説明したため，ctcint(’r’)の
意味には触れていない。この，ctcint(’r’)を実行することの意味は，ペリフェラル
側にインタラプトをCPUレベルで認知したことを通知し，割り込み要求を取り下げさ
せるためにある。
この IntFunc関数が終了すると，次はM1サイクルになる実装を行っているので，現
実のハードウェアと同等のことが実現されている。
3.2.5 GUI処理
一般に，X Toolkitのプログラミングでは，イベント処理に，XtAppMainLoop()関数
を用いる。
この XtAppMainLoop()関数は，GUIからのイベントによってだけ動作を行う場合に
は，プログラムが簡素になり，非常に有用である。しかしながら，x80のように，CPU
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のエミュレーションというバック・グランド動作を含む処理では，上記関数は使用で
きない。
リスト 3.5: バックグランド処理を必要とする場合のXのイベント処理 ✏
Widget toplevel;
XEvent eve;
while(XPending(XtDisplay(toplevel))>0){
XtNextEvent(&eve);
XtDispatchEvent(&eve);
XFlush(XtDisplay(toplevel));
}
✒ ✑
リスト 3.5は，イベント処理を行いながら，他の処理も行うための基本的なプログラ
ムである。本 x80では，CPUエミュレーションが 1命令実行するごとに，上記リスト
3.5を呼び出して，Xのイベント処理を行っている。
3.3 Z80 CPUエミュレータの実装
本節では，Z80 CPUのエミュレーションのベースとした yaze[30]とZ80 CPUエミュ
レータの実装について述べる。
3.3.1 CPUエミュレータ yaze
初期のバージョンの x80は，CPUエミュレータとして，Marat Fayzullin氏作成の
f–MSXのコードの一部を用いていた。この f–MSX とは，MSX*1をエミュレートする
ソフトウェアである。
この f–MSXには，Z80 CPUをエミュレートするコードがあり，そのZ80エミュレー
タからMSX のハードウェアに依存する部分を取り除いて本研究では使用していた。し
かし，この f–MSXでは，改編したソースコードの公開を禁じており，それを利用して
いたバージョンの x80は，配布することが不可能であった。
x80を公開のための手法として，f–MSXへのパッチキットの形式での公開を考えた
が，著者の手による f–MSXの再配布は，著作権上の問題があり，f–MSXを利用してい
る限りは，配布が不可能と判断した。
*1(株)アスキーが提唱した，Z80 CPUをCPUとした，パーソナルコンピュータの統一規格
である。
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そこで，本 x80 の現行バージョンでは，f–MSX のコードを Frank Cringle 氏作の
yaze-1.10に置き換えた。この yaze[30]は，GNUライセンス (GNU GENERAL PUB-
LIC LICENSE Version 2)を採用しており，x80の配布が可能となっている。
3.3.2 メモリ空間の実装
yazeの実装しているメモリ空間に対し，TRNジュニアと同じ動作を行うように改編
を行った。そのリストをリスト 3.6に示す。
リスト 3.6: yazeのメモリ部分に対する改編 ✏
#ifndef FOR_X80
/*Original Code*/
#define RAM(a) ram[(a)&0xffff]
#define GetBYTE(a) RAM(a)
#define PutBYTE(a, v) RAM(a) = v
#define GetWORD(a) (RAM(a) | (RAM((a)+1) << 8))
#define PutWORD(a, v) \
do { \
RAM(a) = (BYTE)(v); \
RAM((a)+1) = (v) >> 8; \
} while (0)
#else
/*Modified code by T.nit*/
#define RAM(a) ram[(a)&0xffff]
#define GetBYTE(a) RAM(a)
#define PutBYTE(a, v) (((a)&0xffff)<0x8000)?(0):(RAM(a) = v)
#define GetWORD(a) (RAM(a) | (RAM((a)+1) << 8))
#define PutWORD(a, v) \
do { \
PutBYTE(a,(BYTE)(v)); \
PutBYTE((a)+1 , (v) >> 8); \
} while (0)
#endif✒ ✑
#define PutBYTE(a, v)に対する改編が主である。三項演算子を用いて，最初にア
ドレスを判断して，7FFFH番地以下のメモリには，書き込みができないようにし，ROM
をシミュレートしている。更に，yazeの内部で RAM()という定義を用いて，直接アク
セスしている部分を PutByteに置き換えた。
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3.3.3 レジスタの実装
レジスタの構造は，旧来の f–MSXの構造をそのまま利用している。レジスタは，x80
を実行する計算機が LSB–Firstの場合，リスト 3.7の構造体の形式となる。一方，x80
を実行する計算機がMSB–Firstの場合は，共用体の l,hの順序が逆になる。
リスト 3.7: x80が使用するレジスタ定義 ✏
typedef unsigned char byte;
typedef unsigned short word;
typedef union
{
struct { byte l,h; } B;
word W;
} pair;
typedef struct
{
pair AF,BC,DE,HL,IX,IY,PC,SP;
pair AF1,BC1,DE1,HL1;
pair IR;
byte IFF;
} Z80reg;
Z80reg R;
✒ ✑
例として，16ビットロードを行う場合は，メンバ Wを用いて ✏
R.PC.W = 0; /*PCレジスタに 0を代入 */
R.HL.W = 0x1234; /*HLレジスタに 1234Hを代入*/
✒ ✑
という形式で代入を行う。また，8ビットロードを行う場合は，メンバ Bを用いて ✏
R.HL.B.l = 0x12; /*Lレジスタに 12Hを代入*/
R.HL.B.h = 0x34; /*Hレジスタに 34Hを代入*/
✒ ✑
となる。
一方，yazeでのレジスタ定義は，リスト 3.8となっているので， x80の yaze以外の
関数などから，yazeの内部の関数を呼び出す時は，x80でのレジスタの値 (リスト 3.7)
を yazeのレジスタの形式 (リスト 3.8)に変更する必要がある。同様に，yazeの関数か
ら抜ける時は，逆の処置を行う。このようなレジスタ値のコピーは，オーバ・ヘッドを
伴うが，第 4.4節のレジスタ表示機能で，「実行前」と「実行後」のレジスタの値を使用
するため，このような形式変換を行わなくてもレジスタのコピーは必要な動作である。
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なお，yazeは，バイトオーダを考慮した共用体を用いない実装になっている。例え
ば，BCレジスタへの処理は， ✏
WORD bc; に対しては，
上位の Bレジスタには，(bc >> 8 ) などでアクセスし，
下位の Cレジスタには，(bc & 0xff) などで読みだす。
✒ ✑
という処理を行っている。
リスト 3.8: yazeが使用するレジスタ定義 ✏
typedef unsigned short WORD;
typedef unsigned char BYTE;
/* two sets of accumulator / flags */
extern WORD af[2];
extern int af_sel;
/* two sets of 16-bit registers */
extern struct ddregs {
WORD bc;
WORD de;
WORD hl;
} regs[2];
extern int regs_sel;
extern WORD ir;
extern WORD ix;
extern WORD iy;
extern WORD sp;
extern WORD pc;
extern WORD IFF;
✒ ✑
3.3.4 I/O空間の実装
yazeの I/O空間は，256バイト (8ビット)空間のアクセスしか，考慮されていない。
そこで，本来 Z80 CPUが使用することのできる 16ビット空間用に改編を行った。
まず，最初に，Output()関数の第一引数がアドレス指定部であるので，unsigned
charから unsigned short intに変更した。逆に，第二引数は出力する値であるので，
8ビット幅で十分であり，unsigned short intから unsigned charに変更を行った。
上記の Output()関数の改編によって，Output(lreg(BC), $reg);は，Output(BC,
hreg($reg));に改編が必要である。そのため，yazeのソースリスト (ソースリストの
言語は perl)のに対し改編を行った。その部分の差分をリスト 3.9に示す。上 (<が先頭
にある行)が改編前，下 (>が先頭にある行)が改編後である。
34
第 3章 基本機能の実装 3.4. 仮想 Z80 CTCの実装
リスト 3.9: yazeの 8ビットの I/O空間から 16ビットの I/O空間への改善 ✏
< print "\t\tOutput(GetBYTE(PC), hreg(AF)); ++PC;n";
--
> print "\t\tOutput(GetBYTE(PC)+(hreg(AF)<<16), hreg(AF)); ++PC;\n";
< $tab Output(lreg(BC), $reg);
--
> $tab Output(BC, hreg($reg));
✒ ✑
3.4 仮想Z80 CTCの実装
Z80 CTC(Counter Timer Circuit)は，4つのチャネルを持ち，それぞれ独立にカウ
ンタを持っている。本研究では，チャネル 0とチャネル 3だけのTRNジュニアの基本
的な機能に関する部分だけを実装した。なお，TRNジュニアでは，チャネル 0はタイ
マ割り込みとして，チャネル 3はM1サイクルのカウンタとして使用されている。
3.4.1 タイマ割り込みの実装
Z80 CPUエミュレータからの仮想 Z80 CTCへのアクセスは，リスト 3.10にある
callctc()関数を用いて行う。
リスト 3.10: CTCの主制御部 ✏
static int ctc_controlword[4]; /*コントロール・ワード*/
static int ctc_next[4]={0,0,0,0}; /*次はタイム・コンスタント？*/
static int ctc_timeconst[4]; /*タイム・コンスタント*/
static int ctc_down_count[4]; /*ダウン・カウンタ*/
static int ctc_vector; /*割り込みベクトル*/
byte callctc(char* mode,byte Portl,byte Value)
{
byte retval;
int ch;
ch=Portl&0x03;
switch(*mode)
{
case ’O’:
/*Writeの実装で解説*/
break;
case ’I’:
/*Readの実装で解説*/
break;
}
return(retval);
}
✒ ✑
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static int ctc から始まる変数は，大域変数である。その中の ctc next[]は，次
はタイム・コンスタント・ロードであるかを保存しているフラグである。その他の変
数は，CPUと Z80 CTCとやりとりを行う値を保持する変数である。
I/O–Readの実装
CPUからZ80 CTCの I/O読み込みに対しては，Z80 CTCは単純にダウン・カウンタ
の値を返すだけであるため，実装は，カウンタの状態を保持しているctc down count[]
の値を返すだけである。その実装は，リスト 3.11となる。
リスト 3.11: CTCからの読み込み ✏
case ’I’:
if(ch==0x03) retval=ctc_down_count[ch];
else retval=getctc(ch);
break;
✒ ✑
I/O–Writeの実装
CPUエミュレータから仮想 Z80 CTCへの I/O出力が行われたときの実装をリスト
3.12に示す。
リスト 3.12: CTCへの I/O書き込み ✏
case ’O’:
if(ctc_next[ch]==0){ /*time constant?*/
if((Value&0x01)==1){
/*Control word*/
ctc_controlword[ch]=Value;
if((Value&0x04)!=0)
ctc_next[ch]=1;
}else{
/*Vector load*/
ctc_vector=Value;
}
}else{
/*time constant set*/
ctc_timeconst[ch]=Value;
ctc_down_count[ch]=Value;
ctc_next[ch]=0;
/*unreset*/
ctc_controlword[ch]=ctc_controlword[ch]&0xfd;
}
if(ctc_next[ch]==0)
setctc(ch); /*interrupt timer set*/
retval=0;
break;
✒ ✑
最初に，書き込まれた値がタイム・コンスタントであるかをチェックする必要があ
る。内部フラグの ctc next[]が 1のときは，書き込まれた値 (Value)をタイム・コン
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スタントとして処理する。また内部フラグの ctc next[]が 0のときは，コントロール
ワードか割り込みベクトルである。
コントロールワードの場合は，書き込まれた値 (Value)の最下位ビットが 1である
ことで判別する。もし，最下位ビットが 1ならば，ctc controlword[]に内部状態と
して保存する。そして，送られてきた値の 3ビット目が 1ならば，次にタイムコンスタ
ントが送られてくることを意味しているので，内部フラグの ctc next[]を 1にして，
タイム・コンスタントを待つ。
割り込みベクトルの場合は，最下位のビットが 0であることから判断できる。書き
込まれた値 (Value)を，ctc vectorに保存する。
チャネル 0の実装
チャネル 0の実装はUNIXのタイマ割り込みを用いたタイマ割り込みである。ダウ
ンカウンタの値の読みだしはサポートしていない。
タイマ割り込みの設定 タイマのセットは，リスト 3.13の setctc()関数を実装して
いる。
リスト 3.13: CTCのタイマセット ✏
#define Z80CLOCK 40000 /*40kHz*/
void setctc(ch)
{
long int i;
long int sysclock;
struct itimerval it;
struct itimerval old_it;
switch(ch)
{
case 0:
i=ctc_timeconst[0];
if(i==0)
i=256;
/*timer mode(use system clock)*/
if((ctc_controlword[0]&0x20)==0)
sysclock=Z80CLOCK/16; /* 1/16 */
else
sysclock=Z80CLOCK/256; /* 1/256 */
i=(long int)(1000000/(sysclock/i));
signal(SIGALRM,int_timer);
it.it_interval.tv_sec=0;
it.it_interval.tv_usec=i;
it.it_value.tv_sec=0;
it.it_value.tv_usec=i;
setitimer(ITIMER_REAL,&it,&old_it);
break;
}
}
✒ ✑
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setctc()関数は，タイムコンスタント ctc timeconst[]の値によって，UNIXのタ
イマ割り込みをセットする関数である。i==0 の時は，ダウンカウント数は，255，254，
253，…，0 と変化する 256回になるので，i=256;としている。
次に割り込み周期を計算している。systemclock変数は，プリスケーラ通過後のシ
ステムクロックで，コントロールワードの 5ビット目が立っているか否かで 16分周か
256分周かの計算式を変え，sysclockの値が変わるようになっている。その値を用い
て，i に割り込み周期を計算する。この i に入っている値が周期であり，その単位は，
µsecである。
signal()関数は，UNIXのライブラリ関数である。この関数で，SIGALRMというシ
グナルを受けると，int timer()関数を実行するように指示している。itimerval構
造体の変数，itに，iの値を代入した後，UNIXのライブラリ関数 setitimer()を呼
び出し，UNIX側のタイマ割り込みをセットする。
タイマ割り込みの生成
UNIXのタイマ割り込み SIGALRMのシグナルによって，int timer()関数 (リスト
3.14)の呼び出しが起こる。
リスト 3.14: UNIXからのタイマ割り込み処理 ✏
void int_timer(void)
{
signal(SIGALRM,int_timer);
ctcint(’s’);
}
✒ ✑
int timer関数内では，signal関数で再度，UNIX側のシグナル・ハンドラを再設
定している。System V 系のOSでは，割り込みが発生すると該当シグナル・ハンドラ
がデフォルトに戻るので，再設定が必要である。一方，BSD系のOSではシグナル・ハ
ンドラの再設定は不要であるが，再度設定しても不都合はない。
次に，リスト3.14にあるように，ctcint()関数 (リスト 3.15)を引数’s’で呼び出す。
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リスト 3.15: CTCの割り込み生成部 ✏
int ctcint(char c)
{
static int ctcretval=-1;
switch(c)
{
case ’c’: /*interrupt check mode*/
return(ctcretval);
case ’s’: /*interrupt set*/
if(ctcretval!=-1)
fprintf(stderr,’’interrupt over run\n’’);
ctcretval=ctc_vector;
break;
case ’r’:
ctcretval=-1;
break;
}
return(ctcretval);
}
✒ ✑
ctcint()関数は，UNIX上のタイマ割り込みと Z80の割り込みとのインタフェース
になっている。UNIX上の割り込みが発生した場合，引数’s’で呼びだされる。このこ
とによって，ctcretvalに割り込みベクトル ctc vectorが設定される。
Z80 CPUエミュレータが割り込み要求を確認するときは，引数’c’で，リスト 3.3の
IntFunc()関数から呼び出される。割り込み要求を行う場合は，割り込みベクトルが
返り値に，割り込み要求を行わない場合は，-1を返す。
次に，CPUエミュレータが割り込みを認知し，割り込み処理が完了した場合は，引数
’r’で，リスト 3.3のIntFunc()関数から呼び出される。このことによって，ctcretval
に-1が設定され割り込みを要求していない状態になる。
もし，UNIX上のタイマ割り込みが発生した後に，Z80 CPUエミュレータが割り込み
を完了せずに，再度，UNIX上のタイマ割り込みが発生した場合は，if(ctcretval!=-1)
の条件に一致する。このときは，割り込みがオーバランしてしまったので，メッセー
ジを標準エラー出力に出力する。
チャネル 3の実装 (TRNジュニア互換用)
TRNジュニアにおいて，CTCのチャネル 3の使用法は，M1サイクルの数を数えて
いる。実装の実体は ctcint3()関数 (リスト 3.16)である。
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リスト 3.16: CTCのチャネル 3の実装 ✏
int ctcint3(void)
{
int retval;
if((ctc_controlword[3]&0x02)==0)
{
if(ctc_next[3]==0)
{
ctc_down_count[3]--;
switch(z80mem[getpcbak()])
{
case 0xcb:
case 0xdd:
case 0xed:
case 0xfd:
ctc_down_count[3]--;
fprintf(stderr,’’countdown=%i\n’’,ctc_down_count[3]);
}
}
}
if(ctc_down_count[3]==-2)
retval=0;
else
retval=-1;
return(retval);
}
✒ ✑
ctcint3()関数は，引数無しで，リスト 3.3の IntFunc()関数内から呼び出される。
IntFunc()関数から呼ばれるという事は，Z80 CPUが一命令実行し終えた時に呼ば
れることと同じである。そのため，M1サイクルをカウントするという事は，ctcint3()
関数が呼び出されたら，ctc down count[]を 1つ減じる実装を行う。この減じる処理
を行うときの条件は，CTCのコントロール・ワード ctc controlword[]の 2ビット
目がリセット状態でない事と，タイムコンスタント待ちで無い ctc next[]==0ことで
ある。
例外として，第 1 OPコードが 0xcb,0xdd,0xed,0xfdの時は，M1サイクルが 2回
発生するため，ダウンカウントを更にもう一度行う。getpcbak()関数は，Z80 CPUエ
ミュレータ内に存在し，エミュレートが終了した Z80のOPコードを指し示している
(エミュレートした命令を実行する前のプログラム・カウンタ (PC)の値を返す)。この
getpcbak()の返り値にあるメモリを参照することによって，カウント・ダウンを 2回
すべきか決定できる。
但し，このM1サイクルが 2回発生することのチェックに関する実装は，自己書き換
えをしているプログラムに対しては，保証の限りではない。自己書き換えをしている
プログラムとは，例えば， ✏
LD A,0CDH
FOO: LD (FOO),A
✒ ✑
という Z80のアセンブリコードのようなものをいう。この場合，LD (FOO),Aの実行を
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終了した時点で，アドレス FOOの値は，0CDHである。一方，LD (nn),Aの機械語は，
32H,n,nであるので，第 2 OPコードを持たない。しかし，getpcbak関数の返り値は，
アドレス FOOであるので，z80mem[getpcbak()]は，0CDHとなり，第 2 OPコードを
もつ関数と勘違いしてしまう。エミュレートを実行する前に，OPコードの値を保存す
る仕組みを準備しておけば，正しい実装になるが，このチャネル 3の実装が現行の x80
では使われていないため正していない。
また，ZCの値が 0の時に割り込みを発生させるのであるが，本プログラムは，-2の
時に割り込みを発生させるように実装している。この差は，M1サイクルの取得位置の
関係上，本来よりも本プログラムは 1回分ダウン・カウントが多くなってしまうこと
による。
また，実機のTRNジュニアで ✏
CTC3 EQU 13H
LD A ,01000101B
OUT (CTC3),A
LD A ,5
OUT (CTC3),A
IN A ,(CTC3)
✒ ✑
というプログラムを実行したところ，INで設定されたAレジスタの値が 5のままであっ
たので，タイムコンスタント設定直後は，ダウンカウントされないようである。その
ため，ここでもダウンカウント数が 1回多くなってしまう。
この結果などを考慮して，ctc down count[3]が-2の時に，返り値が 0になるよう
に実装している。この返り値をリスト 3.4の IntFunc()関数が利用することによって，
割り込みの認知が行われる。
3.4.2 オペレーティング・システムに依存する制限事項
今回，UNIXシステム上に実装するにあたり，次の制限がある。
スケジューリング問題
本 x80では，Z80 CTCのチャネル 1，チャネル 2は実装しなかった。主な理由とし
て，TRNジュニアにおいて，チャネル 1とチャネル 2は，シリアル通信用のクロック
を生成するために利用しており，x80はこの用途でCTCを使用することがないからで
ある。
チャネル 1とチャネル 2を実装するならば，タイマ割り込みが 3種類存在することに
なる。しかし，一般的なUNIXのタイマ割り込みのは 1種類しかなく，3種類のタイマ
を作成するには，スケジューリングを x80内部で行う必要がある。
スケジューラを実装する手間とそれによる本ソフトウェアの学習内容を考慮したと
ころ，学習可能な事項が大きく変わらないため，実装が不要であると判断した。よっ
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て，今回の研究では，チャネル 0とチャネル 3だけを実装し，チャネル 1とチャネル 2
の実装は見送ることになった。
割り込み周期に関する問題
タイマ割り込みの最小間隔について Z80 CTCのシステム・クロックは，40kHzとし
た。これは，UNIX の一般的なタイマ割り込みは，最小分解能が 10msである [32][33]
ことに起因する。
例えば，CTCのタイマ・モードでプリスケーラが16分周の場合を考える。もし，シス
テム・クロックが4MHzとすると，ダウン・カウントする周期は，16分周/4MHz = 4µsec
となる。この 4µsecの割り込み周期は，上述の最小分解能のとおり不可能であるのは
もちろんの事，256のダウンカウントを行ったとしても，1msec程度で不可能である。
これらの実現不可能な状態を避けるために，4MHzのシステムクロックの変更が必要
となる。そのため，仮想 Z80 CTCのシステム・クロックを 40kHzとした。この 40kHz
でダウン・カウントする周期を求めると，16分周/40kHz = 400µsとなる。0.4msとい
う数値は，これでも前出の 10msの制限には，ほど遠い。しかし，ダウンカウンタを
250に設定した場合は，ちょうど 10msとなる。文献 [16]では，ダウンカウンタが 250
の場合の使用例が掲載されており，この数値を拠り所として，40kHzに決定した。
タイマ割り込みの精度について 通常のUNIXシステムでは，10msの分解能を保証し
ているが，10msごとに確実に割り込みが起こることまでは保証していない。これは，
UNIXシステムのリアルタイム性に依存するが，通常のUNIXシステムではリアルタ
イム性を持たない。
リアルタイム性を追求するあまり，対応するOSが少なくなるのは，学習支援ソフト
ウェアとしては，学習の機会の減少を意味するので，リアルタイム性を犠牲にした。
つまり，本ソフトウェアでは，割り込みのプログラミングスタイルを学習してもら
うことに重点をおき，割り込み周期の精度については，追求していない。
3.5 仮想8255PPIの実装
この節では，8255の実装を述べる。この実装は，call8255()関数として行ってお
り，リスト 3.17～3.20のように実装を行っている。
以下に，CPUエミュレータから呼び出されたときの処理 (第 3.5.1節，リスト 3.17)，
キーパッドなどの仮想デバイスから値を取得する処理 (第3.5.2節 Read部，リスト3.18)，
セグメントLEDなどの仮想デバイスを呼び出す処理 (第3.5.2節Write部，リスト 3.19)，
コントロール・ワードに関する処理 (第 3.5.3節，リスト 3.20)に分けて実装を述べる。
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3.5.1 CPUエミュレータの I/O空間と8255PPIとの接続
call8255()関数は，リスト 3.17で示すように，第 1引数が’I’の入力処理か’O’の
出力処理かで動作が大きく違う。この第 1引数が’I’か’O’かの判断部分を含む部分を
本節 ( 第 3.5.1節)で述べ，case ’I’の部分を第 3.5.2節のRead部で，case ’O’の部
分を同じく第 3.5.2節のWrite部で解説を行う。
リスト 3.17: 8255のCPUとの接続部分 ✏
#define IO8255IN 0
#define IO8255OUT 1
#define IO8255A 0
#define IO8255B 1
#define IO8255C 2
#define IO8255CL 2
#define IO8255CH 3
byte call8255(char* mode,byte Portl,byte Value)
{
static int data[4]={0,0,0,0};
static int mode8255[4]={0,0,0,0};
byte retval;
switch(*mode)
{
case ’I’: /*Read部で解説*/
break;
case ’O’: /*Write部で解説*/
break;
}
segled_write(7-(data[IO8255C]&0xf0)/0x10,data[IO8255A]);
return(retval);
}
✒ ✑
8255は，I/Oポートの状態とモードの状態を保持する必要があるため，関数内に
static宣言した，data[]変数と mode8255[]変数がある。call8255()関数の第 1引
数が’I’のときは，CPUエミュレータが 8255の値を取り込む (IN命令を実行している
)ときであり，Read部の処理を行う。同様に，第 1引数が’O’のときは，CPUエミュ
レータが 8255に値を渡している (OUT命令を実行している)ときであり，Write部の処
理を行う。
8255の外部 I/O(ポートに接続されているデバイス)としては，第 2.2.4節～第 2.2.6
節で述べたとおり，LEDとセグメント LEDとキーパッドがある。
この中で，セグメント LEDの接続に関しては，第 2.2.6節の表 2.11と表 2.12に示し
たようにポートA(PA)とポートCの上位 (PC7～PC4)を使用する。この実装は，リス
ト 3.24で実装される仮想セグメントLEDの segled write()関数の引数として，ポー
トAの値 (data[IO8255A])とポートCの上位の値 (data[IO8255C]&0xf0) を利用した
値を渡すことで行っている。
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3.5.2 ポート入出力の構成
Read部 (入力部) Read部では，Portlの値によって，ポートA～ポートCの値を読
み出している。
8255PPIのシミュレータは，TRNジュニアのサブセットとして実装している。その
ため，ポートAである case 0:とポートBの case 1:は，読みだし専用となっている。
よって，内部に保持している出力データ data[]をこの関数の返り値とするだけの処理
を行っている。
ポートCにおいて，下位 4ビットは入力として，上位 4ビットは出力として利用して
いるので，返り値は，出力値の data[IO8255C]&0xf0 と下位の入力との論理和を取っ
た値がこの関数の返り値となる。このポートCを介した値のやりとりは，キーパッドの
実装を第 3.6節で説明したのち，キーパッドと 8255の接続として第 3.6.2節で述べる。
また，コントロールポートの読みだしは定義されていないので，この関数内では，な
にも処理を行わない。よって，返り値は不定である。
リスト 3.18: 8255の I/O入力時の処理 ✏
case ’I’:
switch(Portl&0x03)
{
case 0: /*Port A*/
retval=data[IO8255A];
break;
case 1: /*Port B*/
retval=data[IO8255B];
break;
case 2: /*Port C*/
if(mode8255[IO8255CL]==IO8255IN)
if(keys!=-1)
if((data[IO8255C]/0x10)==(keys/0x04))
data[IO8255C]=(data[IO8255C]&0xf0) |
((~(1<<(keys & 0x03)))&0x0f);
else
data[IO8255C]=(data[IO8255C]&0xf0) | 0x0f;
else
data[IO8255C]=(data[IO8255C]&0xf0) | 0x0f;
retval=data[IO8255C];
break;
case 3: /*Control Port*/
break;
}
break;
✒ ✑
Write部 (ポートA～C) リスト 3.19がCPUから 8255に対する出力時の動作である。
TRNジュニアにおいて，ポートAは出力で利用している。ポートAが出力のモード
の時だけ，Value の値が出力される。この data[IO8255A]は，セグメント LEDの点
灯状態の制御に使用する。
ポートBのB7には，第 3.7.1節で述べる 1つの LEDが接続されている。この 1つの
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LEDは，B7の状態が 0のときに点灯，B7の状態が 1のときに消灯となっている。実
装は，リスト 3.23の single led write()関数で点灯状態を変化させている。
ポート Cは上位と下位によって入力，出力が切替えられるので，先に下位の内容を
出力，次に上位の内容を出力している。
また，case 3:は，コントロール・ポートのアドレスに該当する。
リスト 3.19: 8255に対する出力時の実装 ✏
case ’O’:
switch(Portl&0x03)
{
case 0: /*Port A*/
if(mode8255[IO8255A]==IO8255OUT) data[IO8255A]=Value;
break;
case 1: /*Port B*/
if(mode8255[IO8255B]==IO8255OUT)
{
data[IO8255B]=Value;
if((Value&0x80)==0) single_led_write(True);
else single_led_write(False);
}
break;
case 2: /*Port C*/
if(mode8255[IO8255CL]==IO8255OUT)
data[IO8255C]=(data[IO8255C]&0xf0) |(Value&0x0f);
if(mode8255[IO8255CH]==IO8255OUT)
data[IO8255C]=(data[IO8255C]&0x0f) |(Value&0xf0);
break;
case 3: /*Control Port*/
/*Write部 (コントロールポート)で解説*/
break;
}
retval=0;
break;
✒ ✑
3.5.3 コントロール部の実装
コントロールポートのアクセスによって，8255のモードの内部状態が変化する。その
実装がリスト 3.20である。現在は，ビットモードは実装していない。また，TRNジュ
ニアで使用しないモード 1，モード 2の実装は見送った。
リスト 3.20にあるように，ポートA～Cを入力で用いるか，出力で用いるかの設定
に関しての実装を行っている。
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リスト 3.20: 8255のコントロールワードの実装 ✏
case 3: /*Control Port*/
if((Value&0x80)==0)
{
/*Bit Mode8255*/
fprintf(stderr,"Sorry.This IO8255 not implement Bit Mode.\n");
}
else
{ /*Mode8255 Select*/
if((Value&0x74)==0)
{ /*Mode8255 0*/
if((Value&0x10)==0) mode8255[IO8255A]=IO8255OUT;
else mode8255[IO8255A]=IO8255IN;
if((Value&0x08)==0) mode8255[IO8255CH]=IO8255OUT;
else mode8255[IO8255CH]=IO8255IN;
if((Value&0x02)==0) mode8255[IO8255B]=IO8255OUT;
else mode8255[IO8255B]=IO8255IN;
if((Value&0x01)==0) mode8255[IO8255CL]=IO8255OUT;
else mode8255[IO8255CL]=IO8255IN;
}
else
{
fprintf(stderr,"Sorry.This 8255 implement Mode 0 ONLY.\n");
}
}
break;
✒ ✑
3.6 仮想キーパッドの実装
3.6.1 GUIによるキーパッドに関する状態の取り込み
仮想キーパッドのGUIは，第 3.9.1節の関数を用いて生成する。キーパッドが押され
たら，リスト 3.21の keypress()関数をコールバック関数として呼び出される。
キーパッドのwidget classは，Athena Widgetの commandクラスを改編した keyin
クラスを用いている。この keyinクラスは，commandクラスの動作に下記の表 3.2と
表 3.3の拡張を施した物である。最初に，コールバック関数が呼ばれるタイミングを表
3.2に示す。
表 3.2: 実装した keyinクラスと command クラスとの違い
command クラス keyin クラス
左ボタンを押した時 何も起こらない コールバック関数が呼ばれる
左ボタンを離した時 コールバック関数が呼ばれる コールバック関数が呼ばれる
右ボタンを押した時 なにも起こらない コールバック関数が呼ばれる
また，一般にコールバック関数は，3つの引数を受け取ることができ，command クラ
スでは，コールバック関数を呼び出す時の引数として，関係する Widget と callback
を設定した時の値を渡し，もう一つの引数は NULLとしている。
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commandクラスでは，左ボタンを離したときだけ，コールバック関数が呼び出され
る。その一方で，今回製作した keyin クラスでは，コールバック関数を呼び出す原因
となった 3種類の状態を区別しなくてはならない。そのため，commandクラスで使用
されていない引数に表 3.3の拡張を施した。
表 3.3: commandクラスに対する引数の拡張
左ボタンを押した時 True へのポインタ
左ボタンを離した時 False へのポインタ
右ボタンを押した時 NULL ポインタ
この keyinクラスの Widgetを実装することにより，キーが押された時に値を有効と
し，キーが離されたら値が無効になるということが実現できる。つまり，「キーが押さ
れている間」という状態の検出が可能となる。
キーパッドの主実装部
キーパッドの主要部分は，コールバック関数のkeypress()関数 (リスト 3.21)である。
リスト 3.21: キーパッドの主実装部 ✏
void keypress(Widget w,Widgetcallback* callback,caddr_t call_data)
{
Boolean b;char c;
if(call_data==NULL){
c=*(char*)(callback->pointer);
HelpMessage(c);
}
else
{
b=*(Boolean*)call_data;
if(b==True){
c=*(char*)(callback->pointer);
if(c==’O’){
restarting(w,callback,call_data);
return;
}
if(c>=’A’) set_key(c-’A’+10);
else set_key(c-’0’);
}
else set_key(-1);
}
}
✒ ✑
keypress()関数は，コールバック関数であるため，Widgetの状態が指定の変化を
した時に，以下の 3つの引数を受け取る。
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第 1引数は，Xの Widgetの値であり，今回は使用していない。
第 2引数は，コールバック関数を設定した時の値で，本プログラムでは，押された
キーパッドの値 ( keyboard callback[]配列の 3番目で指定した値)で，"0"～"9","A"
～"O"までの値が入る。
第 3引数は，イベント (マウスの押され方)に応じて，表 3.3の値が入る。keypress()
関数は，この第 3引数の値によって，表 3.4の動作を行う。
表 3.4: keypress()関数の動作
keypress の第 3引数 HelpMessage関数 set key関数
NULLポインタ "0"～"9"，"A"～"O" を 呼び出さない
(右ボタンを押したとき) 引数として実行
NULLポインタでなく 呼び出さない "0"～"9"のときは，0～9 が
実体が True "A"～"N"のときは，10～23を
(左ボタンを押したとき) 引数として，呼び出す
NULLポインタでなく 呼び出さない -1 を引数として呼び出す
実体が False
(左ボタンを離したとき)
なお，HelpMessage()関数は，ヘルプ・メッセージを表示するための関数である。同
様に set key()関数は，第 3.6.2節で解説するリスト 3.22にある関数で，8255でポー
ト側の状態を保持する変数 (keys)に値をセットするための関数である。
3.6.2 仮想8255PPIとの接続
set key()関数の引数で指定した値は，仮想 8255PPI内で，図 3.22に示す動作を行っ
て，キーデータの値を生成している。その実装のリストは，リスト 3.22に示す。
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Boolean b;char c;
/*右ボタンが
押された？*/
call data==NULL
❊
❊
❊
❊
❊
❊
❊
✆
✆
✆
✆
✆
✆
✆
/*ヘルプメッセージの呼び出し*/
c=∗(char∗)(callback−>pointer);
HelpMessage(c);
/*call data は押されたか
離したかのフラグ*/
b=∗(Boolean∗)call data;
/*押された？*/
b==True ❊
❊
❊
❊
❊❊
✆
✆
✆
✆
✆✆
/*cに押されたキーが入っている，
cは，’0’～’9’ ’A’～’O’*/
c=∗(char∗)(callback−>pointer);
/*RESキー？*/
c==’O’ ❊❊
✆✆
/*リセットを行う*/
restarting(w,callback,
call data);
return;
c>=’A’
❊
❊
✆
✆
/*A～Nの時*/
set key(c−’A’+10);
/*0～9の時*/
set key(c−’0’);
/*離した時は，--1になる*/
set key(−1);
図 3.3: 仮想キーパッドで用いる keypress()関数のフローチャート
/*キー入力
あり？*/
keys!=−1 ❊❊
❊
❊
✆
✆
✆
✆
/*スキャンライン上の
キー？*/
(data[IO8255C]/0x10)==
(keys/0x04)
❊
❊
❊❊
✆
✆
✆✆
data[IO8255C]=
(data[IO8255C]&0xf0) |
((~(1<<(keys & 0x03)))&0x0f);
/*data[] の上位 4ビットは保存*/
/*data[] の下位は，該当の 1ビットだけ立つ*/
/*data[]の上位 4ビットは保存*/
/*data[]の下位 4ビットは 0x0f*/
data[IO8255C]=
(data[IO8255C]&0xf0) |
0x0f;
data[IO8255C]=(data[IO8255C]&0xf0) | 0x0f;
図 3.4: 仮想キーパッドの処理に関する call8255()関数のフローチャート
call8255()関数は，押下されたキーの値として，リスト 3.22の keysの値を使用し
ている。この変数 keysは，リスト 3.21内の setkey()関数の呼び出しで値が変わる。
keysは，-1,0～24の値を持ち，表 3.5のように割り当てられている。
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リスト 3.22: 仮想キーパッドと 8255PPIとの値の受け渡し ✏
static int keys=-1;
void set_key(int c)
{
keys=c;
}
byte call8255(char* mode,byte Portl,byte Value)
{
/*略 (8255の項を参照のこと)*/
switch(*mode)
{
case ’I’:
case 2: /*Port C*/
if(keys!=-1)
{
if((data[IO8255C]/0x10)==(keys/0x04))
data[IO8255C]=(data[IO8255C]&0xf0) |
((~(1<<(keys & 0x03)))&0x0f);
else
data[IO8255C]=(data[IO8255C]&0xf0) | 0x0f;
}
else
{
data[IO8255C]=(data[IO8255C]&0xf0) | 0x0f;
}
break;
}
}
✒ ✑
keysの値は，表 3.5における ()内の値で，-1は，キーが押されていない時である。
まず，case 2:で分岐した直後の if文で，キーが押されている (keys!=-1)か押され
ていない (keys==-1)かで，条件分岐を行う。
キーが押されている時は，(data[IO8255C]/0x10)==(keys/0x04)で，現在の keys
の値がスキャン・ライン上のキーであるかを判断する。実装は，表 3.5の keysの値に
対し，4で割った商と data[IO8255C]の上位 4ビットの値が等しいことを利用してい
る*2.
上記の条件が成立時は，スキャンライン上のキーが押されているということであり，
data[IO8255C]=(data[IO8255C]\&0xf0)|((~(1<<(keys \& 0x03)))\&0x0f); を実
行する。これで，data[IO8255C]に，上位 4ビットは変化無しで，下位 4ビットにだ
け ((\~(1<<(keys \& 0x03)))\&0x0f) の値*3 が入る。
一方，スキャンライン上のキーが押されていない場合と，キー自体が押されていな
い場合は単純で，data[IO8255C]=(data[IO8255C]&0xf0) | 0x0f;を実行し，ポート
*2実装上は，表 3.5の関係になるように，Widgetの配置を決めた。
*3まず keys & 0x03 でどの入力が該当するかを求める。次に，1を (keys & 0x03)回だけ，
左にビット・シフトすることによって，LSB側から (keys & 0x03)番目のビットだけが 1に
なって，その他のビットは 0になる。更に，実機のハードウェアは，キーが押下されている時
に Lレベル，キーが押下されていない時に Hレベルで，論理が逆であるのため，反転~の処理
を行い，下位 4ビットだけを&0x0fで取り出す。
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表 3.5: ポートCの接続状況
PC7～PC4(出力)
1XXX 011X 0101 0100 0011 0010 0001 0000
PC0(入力) -- -- (20) (16) (12) (8) (4) (0)
-- -- STEP REG’ C H BA PC
-- -- REG 8 4 0
PC1(入力) -- -- (21) (17) (13) (9) (5) (1)
-- -- WRT LOD D L BC SP
-- -- INC 9 5 1
PC2(入力) -- -- (22) (18) (14) (10) (6) (2)
-- -- ADRS STR E A I IX
-- -- DEC 6 2
PC3(入力) -- -- (23) (19) (15) (11) (7) (3)
-- -- SHFT RUN F B IF IY
-- -- 7 3
()内の値を 4 -- --
で割った商 5 4 3 2 1 0
下位 4ビットの全てのビットを押されていない 1(=Hレベル*4)にする。
3.7 仮想7セグメントLEDの実装
3.7.1 1つのLEDの点滅に関する実装
LEDは，Athena Widget の toggle クラスを用いた。セグメント LEDの実装を行う
に先立ち，リスト 3.23に示す，1つの LEDの実装を行った。
リスト 3.23: 1つの LEDの実装 ✏
void single_led_write(Boolean b)
{
if(b==True)XtVaSetValues(*search(segledsingle,"singleled"),
XtNstate,True,NULL);
else XtVaSetValues(*search(segledsingle,"singleled"),
XtNstate,False,NULL);
XFlush(XtDisplay(*search(segledsingle,"singleled")));
}
✒ ✑
1つの LEDの点滅は，このリスト 3.23の single led write()関数がリスト 3.19の
*4実機のハードウェアは，キーが押下されている時に Lレベル，キーが押下されていない時
にHレベルとなる負論理である。
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call8255()関数から呼び出されることによって，動作を開始する。
その動作は，single led write()関数の引数が Trueの時は，LEDが点灯状態に，
single led write()関数の引数が Falseの時は，LEDが消灯状態になる。
single led write()関数内にある search()関数は，第 3.9節で構築したGUIを作
成するプログラムの一部で，Widgetの値を取得するための関数である。その取得した
Widgetの toggleの状態を True(選択されている)か False(選択されていない)かに設
定する。
なお，XFlush()関数を実行しないと，XtNstateのリソース値の変更が画面 (Xサー
バ)に反映されないため，必ず XFlush()を実行する必要がある。
ここで，Athena Widgetは，デフォルトでは選択された (Trueの)時は黒色であるが，
赤色をリソースで割り当てることで，赤色の LED表示を実現している。
3.7.2 初期の7セグメントLEDに関する実装
7セグメント LEDはAthena Widget の toggle クラスの集合で実現されている。
1つのセグメントLEDとの実装の違いは，セグメントLEDは，ダイナミック点灯方
式で駆動されることである。そのための処理として，refresh[no]の更新を追加した。
リスト 3.24がそのプログラムである。
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リスト 3.24: 初期の 7セグメント LEDの実装 ✏
/*セグメント LEDを点灯する際に呼び出される関数*/
void segled_write(int no,unsigned char c)
{
int i;
char ck[2];
static unsigned char back[LEDS];
refresh[no]=ref_rate;current=no;
if(no<0) return;
if(back[no]==c) return;
back[no]=c;ck[0]=’a’;ck[1]=’\0’;
for(i=0;i<8;i++){
if(c%2==1)XtVaSetValues(*search(segledbody[no],ck),
XtNstate,True,NULL);
else XtVaSetValues(*search(segledbody[no],ck),
XtNstate,False,NULL);
c=c/2;
ck[0]=ck[0]+1;
}
XFlush(XtDisplay(*search(segledbody[no],"a")));
}
/*セグメント LEDを消灯すべきか判断する関数 (1命令実行毎に呼び出される)*/
void led_check(void)
{
int i;
int currentbak;
for(i=0;i<LEDS;i++)
{
if(current!=i)
{
if((--refresh[i])==0)
{
currentbak=current;
segled_write(i,0);
current=currentbak;
refresh[i]=-1;
}
}
}
}
✒ ✑
3.7.3 現行の7セグメントLEDに関する実装
x80の初期の実装では，リスト 3.24の簡易的な実装であったが，計算機の高速化に
よって，セグメント一つずつの輝度の計算まで計算しても，耐え得る動作速度が実現
可能となっている。その実装をリスト 3.25，リスト 3.26，リスト 3.27に示す。
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リスト 3.25: 現行の 7セグメント LEDの実装 (1行目～99行目) ✏
void segled_write5(int no,unsigned char c,int dinamic_drive,int check)
{
static int cycle=0,init=False,dinamic_back=False;
static int selected_line=LEDS;//架空の LED を選択
static unsigned char data_line=0;
static int refresh[LEDS][8][3];
static char seg[LEDS][8][8];
static unsigned char bright[LEDS][8];
static unsigned char old[LEDS+1];
double a;
int i,j;
//check only
if(check==True){//リフレッシュレートの再計算
{
static int inst=0;
static struct timeval old_tp;
struct timeval tp;
struct timezone tz;
long usec;
if(inst != 100000){
inst++;
}else{
//1 命令にかかる usec 時間を計算
gettimeofday(&tp,&tz);
usec=((tp.tv_sec - old_tp.tv_sec)*1000000 +(tp.tv_usec - old_tp.tv_usec))/(inst/1000);
if(usec>0 && usec < 100000 ){
fprintf(stderr,"(20ms(50Hz) のリフレッシュを確保するには%6i ステップ以下にして下さい．"
"現在 1 命令%6li[ns] で実行中) \r",ref_rate,usec);
//20ms(50Hz) で実行できる命令数を設定
ref_rate= (20000000/usec <= ref_rate) ? ref_rate : 10000000/usec ;
}
old_tp=tp;
inst=0;
}
}
{
int needDispatch;
#define CYCLES 10
if(cycle==CYCLES){
needDispatch=0;
for(i=0;i<LEDS;i++){
for(j=0;j<8;j++){
if(refresh[i][j][0]!=-1 && ( selected_line!=i || (data_line & (1<<j))==0) ){
//消灯カウンタが有効のとき && LED 点灯電圧非印加時
refresh[i][j][0]--;//消灯カウンタを 1 減少させる (点灯中)
refresh[i][j][0]-=cycle;
if((refresh[i][j][0])<0){ //リフレッシュレート時間経過後は消灯させる．
XtVaSetValues(seg_element[i][j], XtNstate,False, NULL);
needDispatch=1;
refresh[i][j][0]=-1;
}
}else{
refresh[i][j][1]++;//消灯カウンタが無効 か LED 点灯電圧印加しているとき, カウントアップ (消灯中のとき)
refresh[i][j][1]+=cycle;
}
}
}
//選択されているにもかかわらず，消灯や暗い状態で，その状態が (一定時間) 経過したとき
//点灯開始をどうするか？ ref_rate/10 で本当に良いか？
if(0 <= selected_line && selected_line <=7){
i=selected_line;
for(j=0;j<8;j++){
if(selected_line== i && bright[i][j] !=0xff && (ref_rate) < refresh[i][j][1] && dinamic_drive == True ){
sprintf(seg[i][j],"#00FF00");
bright[i][j]=0xff;refresh[i][j][0]=ref_rate*0.7;refresh[i][j][2]=-1;
old[i]=old[i]| (0x1 << j);
XtVaSetValues(seg_element[i][j],XtNstate,False,NULL);
XtVaSetValues(seg_element[i][j],XtVaTypedArg,XtNforeground,XtRString,seg[i][j],8,NULL);
XtVaSetValues(seg_element[i][j],XtNstate,True,NULL);
needDispatch=1;
}
}
}
//暫定 ON の場合は，即時 OFF にする
for(i=0;i<LEDS;i++){
for(j=0;j<8;j++){
if(refresh[i][j][2]==-1 && selected_line != i){
XtVaSetValues(seg_element[i][j], XtNstate,False, NULL);
needDispatch=1;refresh[i][j][0]=-1;refresh[i][j][2]=0;
}
}
}
cycle=0;
if(needDispatch==1){
XFlush(XtDisplay(seg_element[0][0]));XDispatch();
}
}else{
cycle++;
}
}
return;
}//check==True
✒ ✑
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リスト 3.26: 現行の 7セグメント LEDの実装 (100行目～184行目) ✏
//飛ばしていた cycle を修正計算
if(cycle>1){
int needDispatch;
needDispatch=0;
for(i=0;i<LEDS;i++){
for(j=0;j<8;j++){
if(refresh[i][j][0]!=-1 && ( selected_line!=i || (data_line & (1<<j))==0) ){ //消灯カウンタが有効のとき && LED 点灯電圧非印加時
refresh[i][j][0]--;//消灯カウンタを 1 減少させる (点灯中)
refresh[i][j][0]-=cycle;
if((refresh[i][j][0])<0){ //リフレッシュレート時間経過後は消灯させる．
XtVaSetValues(seg_element[i][j], XtNstate,False, NULL);
needDispatch=1;
refresh[i][j][0]=-1;
}
}else{
refresh[i][j][1]++;//消灯カウンタが無効 か LED 点灯電圧印加しているとき, カウントアップ (消灯中のとき)
refresh[i][j][1]+=cycle;
}
}
}
//選択されているにもかかわらず，消灯や暗い状態で，その状態が (一定時間) 経過したとき
//点灯開始をどうするか？ ref_rate/10 で本当に良いか？明日はここから
if(0 <= selected_line && selected_line <=7){
i=selected_line;
for(j=0;j<8;j++){
if(selected_line== i && bright[i][j] !=0xff && (ref_rate) < refresh[i][j][1] && dinamic_drive == True ){
sprintf(seg[i][j],"#00FF00");
bright[i][j]=0xff;
refresh[i][j][0]=ref_rate*0.7;
refresh[i][j][2]=-1;
old[i]=old[i]| (0x1 << j);
XtVaSetValues(seg_element[i][j],
XtNstate,False,NULL);
XtVaSetValues(seg_element[i][j],
XtVaTypedArg,XtNforeground,
XtRString,seg[i][j],8,
// XtNstate,True,
NULL);
//fprintf(stderr,"force set(%i,%i)\n",i,j);
XtVaSetValues(seg_element[i][j],XtNstate,True,NULL);
needDispatch=1;
}
}
}
//暫定 ON の場合は，即時 OFF にする
for(i=0;i<LEDS;i++){
for(j=0;j<8;j++){
if(refresh[i][j][2]==-1 && selected_line != i){
XtVaSetValues(seg_element[i][j], XtNstate,False, NULL);
needDispatch=1;
refresh[i][j][0]=-1;
refresh[i][j][2]=0;
}
}
}
cycle=0;
if(needDispatch==1){
XFlush(XtDisplay(seg_element[0][0]));
XDispatch();
}
}
//重複データの描画回避
if(selected_line == no && old[selected_line] == c)
return;
if(init==False){
for(i=0;i<LEDS;i++){
old[i]=0;
for(j=0;j<8;j++){
bright[i][j]=0xff;
XtVaSetValues(seg_element[i][j],
XtNstate,False,
NULL);
XtVaSetValues(seg_element[i][j],
XtVaTypedArg,XtNforeground,
XtRString,"#00FF00",8,
NULL);
}
}
init=True;
fprintf(stderr,"init done\n");
}
✒ ✑
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リスト 3.27: 現行の 7セグメント LEDの実装 (185行目～282行目) ✏
if(dinamic_drive == True){
if(dinamic_back == False){
for(i=0;i<LEDS;i++){
old[i]=0;
for(j=0;j<8;j++){
bright[i][j]=0x00;
refresh[i][j][1]=ref_rate*2;
XtVaSetValues(seg_element[i][j],XtNstate,False,NULL);
XtVaSetValues(seg_element[i][j],XtVaTypedArg,XtNforeground,XtRString,"#000000",8,NULL);
}
}
dinamic_back=True;
fprintf(stderr,"Static->Dynamic\n");
XFlush(XtDisplay(seg_element[0][0]));
}
}else{
if(dinamic_back == True){
for(i=0;i<LEDS;i++){
old[i]=0;
for(j=0;j<8;j++){
bright[i][j]=0x0;
XtVaSetValues(seg_element[i][j],XtNstate,False,NULL);
XtVaSetValues(seg_element[i][j],XtVaTypedArg,XtNforeground,XtRString,"#000000",8,NULL);
}
}
fprintf(stderr,"Dinamic->Static\n");
dinamic_back=False;
XFlush(XtDisplay(seg_element[0][0]));
}
}
if(no<0){
//輝度情報の更新のための選択線の情報を設定。8 番目の架空の LED に選択したことにする
old[selected_line]=0;
selected_line=LEDS;
data_line=c;
old[LEDS]=c;
return;
}
//選択した LED 以外の場合のエラーチェック (略)
for(i=0;i<8;i++){
if(((c & (1<<i)) !=0)){
if(selected_line==no){//同じ桁のときは，変化をチェックする。変化なしのときは，スキップ
if((c & (1<<i)) !=0){
if((old[no] & (1 << i)) !=0)
continue;
}
}
if(refresh[no][i][1]>ref_rate){
a=0.;
}else{
if((refresh[no][i][2]-refresh[no][i][0]+refresh[no][i][1])==0){
a=100.*refresh[no][i][1]/ref_rate;
}else{
a=100.*refresh[no][i][1]/(refresh[no][i][1]+refresh[no][i][2]-refresh[no][i][0]);
}
}
if(dinamic_drive==False || IsUsePWMemu==False)
a=100.;
j=(int)(a*255/100);j=(int)((log10(a==0?0.001:a*10)*33.0)/100.*255.*1.1);
j=(j<0)?0:j;j=(j>=0xff)?0xff:j;
//微調整
if(bright[no][i] - j > 0x30 || j - bright[no][i] > 0x30 ){
sprintf(seg[no][i],"#00%02X00",j);
XtVaSetValues(seg_element[no][i],XtNstate,False,NULL);
XtVaSetValues(seg_element[no][i],XtVaTypedArg,XtNforeground,XtRString,seg[no][i],8,NULL);
}
XtVaSetValues(seg_element[no][i],XtNstate,True,NULL);
if(j!=bright[no][i]){
XFlush(XtDisplay(seg_element[0][0]));bright[no][i]=j;
}
//暫定 ON の場合の処理
if(refresh[no][i][1]>ref_rate){
refresh[no][i][2]=-1;
}else{
refresh[no][i][2]=ref_rate;
}
refresh[no][i][0]=ref_rate;
refresh[no][i][1]=0;
}else{
if(dinamic_drive == False){
XtVaSetValues(seg_element[no][i],XtNstate,False,NULL);
}
}
}
old[selected_line]=0;
selected_line=no;data_line=c;
old[no]=c;
XFlush(XtDisplay(seg_element[0][0]));
XDispatch();
}
✒ ✑
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3.8 7セグメントLEDの実装に関する考察
セグメント LEDのダイナミック点灯方式は，図 3.5の図 a～図 dの様に走査しなが
らの点灯 (図 aの点灯，図 bの点灯，図 cの点灯，図 dの点灯，図 aの点灯，…，と切
替えながらの点灯) を高速に切替えながら行い，人の目には，eの様に認識させること
が可能な点灯方式である。このダイナミック方式は，スタティック点灯方式よりもハー
ドウェア回路が簡略になるためセグメント LEDを多数使用しているシステムでは，よ
く用いられる。
図 a: 下から 4桁目の LEDを選択し，1を点灯
図 b: 下から 3桁目の LEDを選択し，2を点灯
図 c: 下から 2桁目の LEDを選択し，3を点灯
図 d: 下から 1桁目を選択し，4を点灯
図 e: 人の目が認識する点灯
図 3.5: ダイナミック点灯方式の動作方法
このダイナミック点灯方式は，人間の目の特徴である残像効果に頼っているため，
DRAM(Dynamic RAM)と同様なリフレッシュに相当する繰り返しの点灯作業が必要
になる。以下では，この繰り返しの点灯作業をリフレッシュと表記する。
初期の実装 (リスト 3.24)では，セグメントLEDを次の 3つの方式でシミュレートし，
検討した。
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【方式 1】セグメント LEDが非選択時でも，過去の状態を保持。
【方式 2】セグメント LEDが非選択時は，消灯。
【方式 3】セグメントLEDが非選択時は，Z80 CPUの命令数が一定数経過後，消灯。
この 3方式の違いをテストするために，図 3.6のフローチャートに示す動作を行う
Z80のプログラムを作成し，x80で実行を行った。
A-1
n=1
n桁目のセグメント
        LEDを選択
n桁目のセグメント
   LEDを点灯させる
n=n+1
割り込みなどの
      初期設定
No 
  Oparation
START
割り込み発生時
セグメントLED表示
      サブルーチン
n>4
END
カウントアップ,
割り込み禁止
A-1
割り込み許可
END
図 3.6: セグメント LEDのちらつきが発生するプログラムのフローチャート
図3.6のフローチャートで示すように，通常時は，何も変化が起きない (NOP=No Opa-
ration)の無限ループを実行している。セグメントLEDの駆動は，割り込みが発生した
時だけ行うプログラムである。仮に割り込み周期が 100[msec]であるとすると，図 3.6
のプログラムでは，セグメント LEDのリフレッシュレートが 10Hz(=100msecの逆数)
程度となり，人の目でちらつきを感じる状態である。
この図 3.6のプログラムを用い，第 3.8.1節～第 3.8.1節に，方式 1～方式 3の動作の
結果を示す。
なお，非選択時の消灯アルゴリズムは 3方式を検討したが，点灯時のアルゴリズム
は，点灯パターンのデータがセットされた瞬間にその点灯パターンで描画を行う方式
だけを実装した。
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3.8.1 【方式1】非選択時は，過去の状態を保持
この方式の利点は，桁の切替えを行っても，以前に点灯していた桁の消灯処理を行
わないため，計算機，並びに，Xサーバの負荷が少なくて済むことが特徴である。一
方，以前に点灯していた桁が点灯を続けるため，リフレッシュを怠っていたとしても，
LEDが点灯し続ける。そのため，ダイナミック点灯方式の学習には不向きである。
図 3.6のプログラムを実行すると，図 3.5eの様に下 4桁の LEDがまんべんなく常時
点灯することはもちろんであるが，上 4桁の LEDは過去に点灯していた数値が消灯す
ること無くそのまま表示される。
3.8.2 【方式2】非選択時は，即時消灯
この方式は，【方式 1】の場合の逆の実装で，計算機，並びに，Xサーバに負荷がかか
り，リフレッシュを怠ると LEDが激しくちらついて描画される。
リスト 3.6のプログラムを動作させると，x80を実行している計算機が軽負荷の状態
の時は，一様にちらつき，うっすらと点灯 (非常に高速に点滅)する状態となり，図 3.7a
のように一様に描画しているように見える。しかし，x80を実行している計算機が高負
荷の状態の時は，図 3.7bのように，あるセグメントが，突然消えてしまうような偏っ
た点灯を行ってしまう。
その一方で，リフレッシュを行っていない上 4桁は，正しく消灯する。
図 a: 軽負荷の場合
図 b: 高負荷の場合の一例
図 3.7: 【方式 2】における実行計算機の負荷による表示の違い
3.8.3 【方式3】非選択時は，一定命令実行後消灯
【方式 3】は，【方式 1】が下位の桁が正常に描画される良い点と，【方式 2】が上位の
桁が正常に描画される良い点とを両立させることを目標とした。
【方式 1】の悪い点を改善するには，非選択時は，絶対に消灯処理を欠かさないよう
にしなければならない。一方の【方式 2】の悪い点を改善するには，画面に描画できな
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いほどの短時間の点滅は，消灯処理を省かなければならない。
そのために，消灯すべきタイミングを作成する必要があるが，その生成には，Z80
CPUの命令実行数を疑似的な時間として利用した。この疑似的な時間を基に消灯作業
を開始するような実装が，この【方式 3】であり，この方式の実装が，先に述べたリス
ト 3.24である。
ここで，疑似的な時間を用いることの妥当性であるが，以下の問題点があるため，計
算機への負荷が少なくなる，上述の疑似的な時間で十分であると判断した。
• 一般的な (非リアルタイムの)UNIXオペレーティング点システムは，短時間のタ
イマ割り込みは，安定した周期での動作が期待できない。
例えば，60Hzの消灯タイミングをタイマ割り込みで実装するならば，16[msec]毎
のタイマ割り込みが必要となる。
一方，Linux もしくは FreeBSDにおいては，タイマ割り込みの時間分解能が通
常の状態では，10[msec]となっている [32][33]。もし，このタイマを使用するなら
ば，10msの遅れ (揺らぎ)を容認しなければならない。
• Xクライアントの描画要求がXサーバで即時に，もしくは，規定時間後に実行さ
れる保証はない。
上述の疑似的な時間を用いるために，参考文献 [29]に掲載されている命令ごとのス
テート数を調査したところ，Z80 CPUのステート数は，LDIRなどのループ処理を行う
命令を除くと，4～23ステートであった。x80のシミュレーション・スピードが 2MHz
程度*5であったとすると，1命令が 2～11.5[µsec]程度で実行されていると考えられる。
この 2～11.5[µsec]の時間をもとに，60Hz(=16.7[msec])程度のリフレッシュ・レート
を確保したいとすると，実行命令数は，1449～8333命令以内でリフレッシュ作業を行
う必要があることになる。
本ソフトウェアが学習者向けのソフトウェアであるため，プログラミングを間違え
てリフレッシュ作業に滞りが発生すると確実にちらつくように，この実行命令数に関
しては，標準値を 1000命令後に消灯することとした。
この方式では，図 3.6のプログラムにおいて，次の結果が得られた。まず，割り込み
周期を 100ms(=10Hz)といったリフレッシュすべき時間より長い周期の時は，ちらつ
きが発生する描画を行った。逆に，割り込み周期が 10ms(=100Hz)といったリフレッ
シュすべき時間より短い時は，ちらつきの発生が押えられた。
3.8.4 初期のセグメントLEDに関する実装【方式1～3】のまとめ
【方式 3】のプログラムにおいて，前出の n命令後に消灯するというタイミングは，
コマンドライン上から任意の 0以上の整数をパラメータとして設定可能な実装とした。
*5初期の開発環境である Intel DX4 100MHzのおおよそのシミュレーション・スピード
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n = 0の時は，【方式 1】のような動作になる。【方式 3】は，この nをダウン・カウ
ントし，ダウン・カウントした結果が n = 0になったときに LEDの消灯処理を行う。
n = 0を設定したときは，最初にダウン・カウントを行い，n = −1になる。nの変数は，
32ビット幅であるので，約 2の 32乗の回数のループを行った後に，消灯処理が行われ
る。そのため，必要以上に長い時間点灯するため，【方式 1】のような動作に見える。
n = 1のような正の小さな整数の場合は，【方式 2】のような動作をとる。これは，数
命令実行後に消灯処理が行われるためで，【方式 2】の即時消灯とほぼ同じ動作になる。
また，n = 100～300程度の n = 1000を下回る数値に対しては，適度なちらつきを
生じながら，描画が行われる。このちらつきは，実機TRNジュニアのモニタ・プログ
ラム動作時に，ビデオ・カメラで，実機を 1/500～1/1000秒程度のシャッタースビード
で撮影した時のちらつきと視覚上は同じような描画となった。
3.8.5 現行方式のセグメントLEDに関する実装
初期方式 (第 3.7.2節，リスト 3.24)では，点灯と消灯の状態をセグメント LEDの桁
毎とに管理していた。つまり，セグメント LEDの中の 7つの棒状のセグメントと 1つ
の小数点表示との合計 8つの点灯・消灯情報を同時に管理していた。
この初期方式では，8つの点灯情報を同時に管理していたため，ダイナミック点灯の
学習が列側を切替える方法だけが学習可能であった。一方，現実のハードウェアでは，
行側を切替えながらの点灯方法も可能である。そのため，行側の切替えのでも学習可
能な実装も，可能であれば行うべきである。
この実装が必要となることが顕著に現れるのは，図 3.8のようなデッドタイム (表示
を行わない期間)の挿入方法が限定されることである。この図 3.8のように，表示する
桁を変更するときは，一旦，全ての点灯を行わない状態で切り替える必要がある。
→ →
図 3.8: ダイナミック点灯時におけるセグメント LEDのデッドタイム
まず，デットタイムを取っていないときのセグメント LEDの点灯は，不具合が発生
することについて説明する。なお，ここで述べる図 3.9と図 3.10の不具合は，x80の不
具合ではなく，現実のハードウェアで発生する不具合のことである。図 3.9に示すよう
に，初期の状態から 2桁目に列 (桁)を切替えたときに，切替えた瞬間，2桁目には，1
が表示されてしまう。もしくは，図 3.10のように，表示データを切替えた後に，桁を
切替えても同様に不適切な表示が発生し，不具合がある。
一方，デッドタイムを挿入した場合の表示は，図 3.11のように正常な表示となる。
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初期の状態 正常表示
↓
列 (桁)の切替え 不具合のある表示
↓
表示データの切替え 正常表示
図 3.9: デッドタイムを未挿入時の不具合 (桁を先に切替えたとき)
初期の状態 正常表示
↓
表示データの切替え 不具合のある表示
↓
列 (桁)の切替え 正常表示
図 3.10: デッドタイムを未挿入時の不具合 (表示データを先に切替えたとき)
初期の状態 正常表示
↓
列 (桁)を非選択にする 非選択なので点灯無し
↓
表示データを に変える 非選択なので点灯無し
↓
列 (桁)を 2桁目に切替える 正常表示
図 3.11: デッドタイムを挿入したときの表示
図 3.11の方式のデッドタイムの場合，初期方式の x80でも正常に描画することがで
きる。しかし，初期方式の場合では，図 3.12の方式では，正常に描画することができ
ない。
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初期の状態 正常表示
↓
表示データを (消灯)にする 消灯する
↓
列 (桁)を 2桁目に変える 表示が消灯なので点灯無し
↓
表示データを にする 正常表示
図 3.12: 初期方式で正常描画できないデッドタイムの挿入方法
正常に描画できない理由は，表示データを消灯にするところで問題が発生する。初期
方式の x80は，即時消灯方式 (第 3.8.2節【方式 2】)と同様の動作になる*6からである。
今回開発した現行方式では，セグメントごとに点灯・消灯を管理する方法を実装し
た。この方法は，8桁の点灯・消灯管理 (8回のチェック)から，64セグメントの点灯・
消灯管理 (64回のチェック)に処理が増加することになる。しかし，現行の計算機の速
度では，十分に処理することが可能である。
現行方式では，図 3.12の問題をクリアするとともに，リスト 3.25～リスト 3.27で示
す実装は，デューティ比 (点灯時間と消灯時間の比)を用いた点灯輝度の表現も可能と
なっている。
以上の仮想セグメント LEDの実装に関する優位点は，既存のシステムとの比較を交
えながら，第 5.3節で述べる。
3.9 GUIに関する共通プログラム
この節は，GUIの実装に関する話題について述べる。本ソフトウェアに依存する個
別の実装に関しては既に述べている。本節では，実装の全体に渡る共通部分に関して
述べる。
現在，主要なウインドウ・システムとして，UNIXオペレーティング・システムの分野
では，X Window Systemが，パーソナルコンピュータの分野では，Microsoft Windows
がある。今回の研究では，X Window Systemを使用し，ツールキットとしてフリーの
Athena Widgetセットを使用した。
*6旧実装の x80は，点灯データセット時は，即時にそのデータで描画を行う。つまり，全て
消灯する点灯パターンをセットした時点で，消灯してしまう。
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3.9.1 x80におけるGUIの実装
一般にユーザ・インタフェースをグラフィカル・ベースにすると，コードが繁雑に
なる。本 x80では，リスト 3.28～3.31の関数を作成して，この関数を利用してプログ
ラムを作成し，可読性の良いプログラムを作成する方法を取った。
以下，その利用例をメニューの部分を使用して解説する。
リスト 3.28: make widget()関数 ✏
関数：void make_widget(Widgettype* setup,Widget* mount);
Widgettype構造体：
typedef struct {
Widget widget; /*X11 の Widget */
char* myname; /*本プログラムでの識別名称*/
char* parentname; /* 親の識別名称*/
widgetclass_no widgetclass; /*Widget のタイプ*/
}Widgettype;
Widgettype setup の例：
Widgettype menu[]={
/*widget myname parentnema widgetclass */
/*file*/
{NULL ,"menu" ,"connect" ,menuButton },
{NULL ,"files" ,"menu" ,simpleMenu_pop },
{NULL ,"quit" ,"files" ,smeBSB },
/*title*/
{NULL ,"title" ,"connect" ,label },
/*button*/
{NULL ,"help" ,"connect" ,command },
{NULL ,"quit_" ,"connect" ,command },
{NULL ,NULL ,NULL ,none }
};
✒ ✑
リスト 3.28の make widget関数は，X ToolKitの Widgetを生成する関数である。第
一引数に，menu[]のような，Widgettype構造体を渡す。
make widget関数を実行することによって，構造体の第 1メンバが NULL ポインタか
ら Widgetに変更される。この Widgetを用いて，X11の処理を行うことができる。構
造体で定義している第 1，第 3メンバは，本プログラム上で使用する識別名称で，前出
の menu[]では，"files" の親が"menu"であると通知する時などで使用される。最後
の第 4メンバは，Athena ToolKit で用いられる，widgetclassを指定するためのメン
バである。
なお，menu[]の最後にある，{NULL ,NULL ,NULL ,NULL} は，終端を示すために使
用している。以下の NULLポインタの使用も同様である。
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リスト 3.29: resource set()関数 ✏
関数：void resource_set(Widgettype* setup,Widgetargs* args);
Widgetarg構造体：
typedef struct {
char* myname;
char* resource_name;
XtArgVal resource_value;
}Widgetargs;
Widgetargsを使用した例：
Widgetargs menu_args[]={
{"menu" ,XtNmenuName ,(XtArgVal)"files"},
{"run" ,XtNsensitive ,(XtArgVal)False},
{"break" ,XtNsensitive ,(XtArgVal)False},
{NULL ,NULL ,(XtArgVal)NULL}
};
✒ ✑
リスト 3.29の resource set関数は，Widgetに対するリソースを設定する関数であ
る。menu args[] のような Widgetargs構造体を渡すことによってリソースのセットが
できる。
第1メンバで，本プログラムで使用する識別名称を与え，その識別名称で，どのWidget
のリソースを変更するのかを決定する。第 2メンバで変更するリソース名を指定し，第
3メンバでリソース値を指定する。
リスト 3.30: callback set()関数 ✏
void callback_set(Widgettype* setup,Widgetcallback* callback);
typedef struct
{
char* myname;
XtCallbackProc proc;
XtPointer pointer;
Widgettype* widgets;
}
Widgetcallback;
Widgetcallback menu_callback[]={
{"quit" ,(XtCallbackProc)endprogram ,NULL,menu},
{"quit_" ,(XtCallbackProc)endprogram ,NULL,menu},
{"help" ,(XtCallbackProc)allhelp ,NULL,menu},
{NULL ,(XtCallbackProc)NULL ,NULL,menu}
};
✒ ✑
リスト 3.30関数の callback set関数は，Widgetに対するコールバックを設定する
関数である。menu callback[] のような Widgetcallback構造体を渡すことによって
リソースのセットができる。
第1メンバで，本プログラムで使用する識別名称を与え，その識別名称で，どのWidget
のコールバックを指定するのかを決定する。第 2メンバでコールバックする関数を指
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定する。第 3メンバでコールバック関数への引数を与える。第 4メンバは，本プログラ
ムを製作当初は使用していたが，現在は使用していない。
リスト 3.31: form set()関数 ✏
関数：void form_set(Widgettype* widget,Widgetform* form);
Widgetform構造体：
typedef struct {
char* myname;
char* vert;
char* horiz;
}Widgetform;
Widgetform構造体の使用例：
Widgetform menu_form[]=
{
{"menu" ,"" ,""},
{"title" ,"" ,"menu"},
{"help" ,"" ,"title"},
{"quit_" ,"" ,"help"},
{NULL ,NULL ,NULL}
};
✒ ✑
リスト 3.31の form set()関数は，Widgetの並び方を設定するための関数である。
menu form[] のような Widgetform構造体を渡すことによってWidgetの並び方を規定
できる。
第1メンバで，本プログラムで使用する識別名称を与え，その識別名称で，どのWidget
のコールバックを指定するのかを決定する。第 2メンバで上に来る Widgetを指定する。
第 3メンバで左に来る Widgetを指定する。
これらの関数を製作することによって，GUIの形を想定した値を配列の形で準備した
のちに，関数を呼び出すという簡略な手順が構成できる。また，Widgetの内容を変更
する場合でも，Widgetの特徴が分野毎に 1行に収められているので，該当する Widget
が分かれば，簡単に修正することができる。
3.10 本章のまとめ
本章では，第 2章で述べたシングルボード・コンピュータが持つ基本的なペリフェラ
ルの仮想化について述べた。これらの仮想デバイスの実現によって，以下に述べるシ
ングルボード・コンピュータで可能な学習環境を仮想シングルボード・コンピュータ
でも提供することが可能となった。
• ハンドアセンブルを行い，機械語を作成すること。
• 機械語で，具体的にコンピュータを動作させること。
• 基本的な命令を実行して，動作を確認すること。
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• I/O制御や割り込みのプログラムを実行すること。
また，これらの学習を行う上での前提である，基本的なシングルボード・コンピュー
タのオペレーションの学習も体得することができる。
しかしながら，上記の実装だけでは，アセンブラが生成したHEXファイルのロード
や，レジスタの変化の状態を簡単に知ることができない。教育上，有益と考えられる
機能は，
• HEXファイルのロード
• 実行中のレジスタ変化を観察する機能
• 多種のデバイスを実験することができる機能
がある。これらは，TRNジュニアをシミュレートする形態での実装が困難であるが，
学習環境としては有用であるため実装を行うべきである。これらの機能に関しては，拡
張機能と称し次章の第 4章で述べる。
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第 3章では，基本機能に関する実装を述べた。第 3章で述べた必要最低限の実装が
あれば，具体的なデバイスの I/O制御の学習や割り込みプログラミングに関する学習
が可能である。しかし，キーパッドから機械語で入力を行う学習形態は，ニモニック
と機械語の対応に関する学習においては有益であるが，数十行程度のプログラムを記
述して，アルゴリズムを含めた学習を行うことに関しては容易ではない。
そのため，クロス開発の手順である，ホスト・コンピュータでプログラムを記述し，
アセンブルなどを施し，ターゲット・コンピュータにダウンロードするという学習環境
を確立する必要がある。仮想シングルボード・コンピュータに実装すべき機能は，一
般的なアセンブラやCコンパイラが生成する Intel HEX形式のファイルをロードする
プログラムローダ機能である。
その他，学習用として有益な機能として，エミュレートしているCPUのレジスタを
表示する機能がある。これは，既存のエミュレータが一般的に持つ機能であり，仮想シ
ングルボード・コンピュータには当初は不要であると考えていた。しかし，対外発表
での質疑・応答で実現を求められた機能であるため，仮想シングルボード・コンピュー
タの機能として，レジスタ表示機能の実装も必須と考えを改めた。
以上の問題・要望に対し，プログラムローダ機能，レジスタ表示機能を実現するこ
とで解決した。本章では，これらのTRNジュニアと非互換の機能を拡張機能と称して
述べる。その他の拡張機能として，動作速度の改善を目指したモニタ機能や仮想デバ
イスを他者が容易に作成することを可能とする拡張バス機能を実装した。
本章では，まず第 4.1節で，拡張機能の概要について述べる。以下，第 4.2節でプロ
グラム・ローダ機能，第 4.3節でモニタ機能，第 4.4節でレジスタ表示機能，第 4.5節
で拡張バス機能を述べる。その他の機能や検討として，第 4.6節で外部の実デバイスを
制御するための機能の検討事項を述べる。
これらの機能の実現によって，クロス開発環境の実現やCPUの動作の学習が容易に
なる。このことを本章のまとめとして第 4.7節で述べる。
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4.1 拡張機能概説
本x80の拡張ハードウェア構成は，図 4.1のようになっており，詳細を本章で論じる。
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フェース
図 4.1: シミュレートする拡張ハードウェアの構成
図 4.1の破線の囲みが旧来の基本機能の部分である。
• HEXファイルローダは，第 4.2節で述べる。このローダは，学習者が開発したプ
ログラムを x80に転送するための機能である。RAMにプログラムを転送する時
は，一般に用いられているプログラムのロード機能と等価である。また，ROMに
プログラムを転送するときは，仮想のROMライタ (もしくは，ROMエミュレー
タ)の動作を提供する。
• モニタシステムは，第 4.3節で述べる。このモニタは，TRNジュニアと同等の操
作が可能な互換モニタであり，ブレーク実行やステップ実行が可能である。利用
者に対しては，TRNジュニアと同等の動作を行うが，モニタとしての内部の動作
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は，大きく異なっている。TRNジュニアのモニタは，CPUのレジスタやメモリ
をTRNジュニア上で動作するモニタ・プログラムを介して変更を行うことに対
し，x80の互換モニタはCPUのレジスタやメモリを直接変更するという ICE(In
Circuit Emulator)のような手法を取った。このように，実装方法が全く違うので
本機能は，拡張機能扱いとした。
• レジスタ表示ウィンドウは，第 4.4節で述べる。本レジスタ表示ウィンドウは，上
記モニタを発展させたもので，実行時のレジスタの観察が容易となっている。手
法としては，注目する命令の実行前・実行後についてのレジスタとメモリとスタッ
クの状態を同時に表示することによって，実行時の操作を簡略化している。その
ことによって，学習者は，レジスタの状態の観察に集中することが可能となる。
• 拡張用インタフェースと外部バスについては，拡張バスと称して，第 4.5節で述べ
る。本拡張用バスは，外部に仮想デバイスを接続する手段を提供している。8255
に接続しているような仮想セグメント LEDを複数接続し，大規模な表示システ
ムを構築する方法を学習することなどが可能になる。
これらの機能によって，第 3.10節で提示した諸問題の解決を行う。
4.2 プログラム・ローダ機能
この節では，zmacを用いたクロス開発環境を用いた場合を中心に，必要に応じて
Macro 80などの開発手法を交えて述べる。その開発手法によって得た，Intel Hexadec-
imalフォーマット・ファイルをロードするプログラム・ローダ機能について述べる。
4.2.1 クロス開発とローダ機能
クロス開発時の機械語プログラムの開発は，図 4.2の手順を行う。
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 ✏
ソースリストの作成
✒ ✑
↓ ✏
アセンブル
✒ ✑
↓ ✏
ターゲット・ハードウェアへの
プログラムの転送
✒ ✑
↓ ✏
実行とデバッグ
✒ ✑
図 4.2: クロス開発での開発手順
図 4.2は，開発環境によって細部が異なる。例えば，Macro 80であれば，アセンブ
ルの後に，リンク処理が必要である。
この節で述べるローダ機能とは，「ターゲット・ハードウェアへのプログラムの転送」
を仮想的に実現する機能である。現実のハードウェアでは，次の図 4.3に示す方法で，
ターゲット・ハードウェアに転送される。
 ✏
アセンブルした結果
✒ ✑
↓ ↓ ↓
 ✏
リストを画面に表示
もしくは，印刷する
✒ ✑
 ✏
ROMに書く
ROMエミュレータ
✒ ✑
 ✏
転送可能な
ファイルにする
✒ ✑
↓モニタから手入力 ↓ROMを差し込む ↓RS–232Cなど
 ✏
ターゲット・ハードウェア
✒ ✑
図 4.3: ターゲット・ハードウェアへの転送
図 4.3に示すように，ROMに書き込み，そのROMをターゲット・ハードウェアに
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差し込む方式と，通信によってターゲット・ハードウェアにプログラムを転送する方
式がある*1。このように，クロス開発環境の場合，ターゲットとなるハードウェアは，
何らかの方法でアセンブルした結果を受け取らなくてはならない。
今回製作した x80では，Intel Hexadecimal フォーマット形式のファイル (以下，HEX
ファイル)を受け取る，図 4.4の方法とした。
 ✏
アセンブルした結果
✒ ✑
↓ ↓
 ✏
リストを画面に表示
もしくは，印刷する
✒ ✑
 ✏
必要に応じて
HEXファイルに変換
✒ ✑
↓モニタから手入力 ↓実行時引数でHEX
ファイルを指定
 ✏
仮想シングルボード・コンピュータ x80
✒ ✑
図 4.4: x80へのプログラム転送
4.2.2 HEXファイルの形式
リスト 4.1のプログラムにアセンブルを施すと，図 4.5のHEXファイルが生成され
る。また，リスト 4.2は，リスト 4.1のリスティング・ファイルである。なお，ここで
利用したアセンブラは，zmac[34]である。
リスト 4.1: HEXファイルを生成する前のアセンブリ・プログラム ✏
ORG 0E000H
LD A,81H
END✒ ✑
*1ROMエミュレータを利用する方式は，ROMを作成する方法とターゲット・ハードウェア
に直接転送する方法の折衷タイプである。
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リスト 4.2: リスト 4.1のリスティング・ファイル ✏
Jan 30 03:16 2000 test.z Page 1
1: E000 ORG 0E000H
2: E000 3E81 LD A,81H
3: E002 END
✒ ✑
 ✏
:02E000003E815F
:0000000000
✒ ✑
図 4.5: リスト 4.1のHEXファイル
なお，アセンブラがMacro 80，リンカが Link 80の場合は，図 4.6のようになる。
 ✏
:02E000003E815F
:00000001FF✒ ✑
図 4.6: リスト 4.1をMacro 80で生成した時のHEXファイル
 ✏
:02E000003E815Fの意味
: 02 E000 00 3E 81 5F
行頭は:で 02バイトの E000からの レコード プログラム チェック
はじまる プログラム プログラム タイプ 本体 サム
がある である
✒ ✑
図 4.7: HEXファイルの意味
図 4.5や図 4.6にある文字列の意味は，図 4.7の意味を持つ [35]。
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4.2.3 ローダ機能を用いたアセンブリ言語でのクロス開発手順
ローダ機能を用いたアセンブリ言語でのクロス開発手法について述べる。この手順
は，HEXファイルを作成してから，x80に引数をつけて実行することでロードし実行
することができる。ここでは，zmacを用いた例を図 4.8に示す。
 ✏
emacsなどのエディタを用いて，アセンブリリスト (foo.z)を作成
✒ ✑
↓ ✏
zmacを用いて，foo.zから foo.hexという
HEXファイルを作成する。
✒ ✑
↓ ✏
x80上で実行を行う。
実行は，x80 foo.hexという引数の形でHEXファイルを指定する。
✒ ✑
図 4.8: x80のローダ機能を用いた開発手順
Z80バイナリのHEXファイルであれば，x80上で実行可能である。例えば，LSI–C80
やsdcc[36]などのCコンパイラで作成したHEXファイルもロードし，実行可能である。
4.2.4 ローダ機能の実装
本ローダ機能は，図 4.9の実装を行った。第 4.2.2節で説明を行ったHEXファイルの
内容に従い，仮想ROM領域，もしくは仮想RAM領域に書き込みを行う。
今回は，不安定な通信環境での使用を行わないので，チェックサムを用いてのファイ
ルの検査は実装していない。
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 ✏
HEXファイルのオープン
初期ステータスは，RECORD TOPとする
ファイルが
読める間
RECORD TOP
DATA LEN
LOAD ADD
RECORD TYPE
DATA
SUM
RECORD END
❚
❚
✔
✔
❚
❚
✔
✔
❚
❚
✔
✔












❚
❚
✔
✔
入力が":"であれば，
DATA LENに遷移
データ長を読み込み，
LOAD ADDに遷移
ロードアドレスを読み込み，
RECORD TYPEに遷移
未使用のため，読み捨てて，
DATAに遷移
上記のロードアドレスを使って，
メモリ領域にここで読みとった
データを書き込む。
データ長の数だけ読み込んだら，
SUMに遷移
未使用のため，読み捨てて，
RECORD ENDに遷移
行末にきたら，
RECORD TOPに遷移
ファイルのクローズ
各ステータスへの遷移は，正当なデータの時のみ行われ，異常データ時は，ABOAT
になるようにしている。
✒ ✑
図 4.9: ローダ機能の実装
4.3 互換モニタ機能
モニタ機能は，ロードしたプログラムを実行したり，メモリに書き込んだりする，基
本的なプログラムである。
本 x80は，TRNジュニア付属のモニタをそのままの形で実行可能であり，その形態
でも学習は可能である。しかしながら，このモニタ・プログラムは，Z80のコードその
ものであり，CPUエミュレーションを行いながら実行を行う。そのため，負荷が高く
なる問題があり，GUIの操作性 (GUIへの入力に対する応答速度)が悪くなる。
そのため，新規に別の手法を用いてモニタプログラムを構築した。
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4.3.1 TRNジュニアのモニタ機能
TRNジュニアのモニタ機能として，
• メモリの読み書き
• レジスタの読み書き
• 単純なプログラムの実行
• ステップ実行
• ブレーク・ポイントを指定した実行
がある。それぞれ，次のような入力で行う。
メモリの読み書き
アドレスの設定とメモリの読みだし 初期状態としてLEDディスプレイが，図 4.10の
状態とする。
 ✏
上位 4桁をアドレス部とする 下位 4桁をデータ部とする
✒ ✑
図 4.10: モニタの起動直後の LEDディスプレイ表示
この図 4.10の状態で，キーパッドの
SP
1 のキーを押すと，図 4.11となる。
 ✏
アドレス部は変化しない 下位 4桁が左に一つずつ移動
一番下の桁に入力したキーの値
が入る
✒ ✑
図 4.11:
SP
1 を押した時の LEDディスプレイ表示
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更に，図 4.11に対し，
BC
5 ，
I
6 ，
IF
7 ，
H
8 と押せば，図 4.12となる。
 ✏
BC
5 を押す
I
6 を押す
IF
7 を押す
H
8 を押す
✒ ✑
図 4.12:
BC
5 ，
I
6 ，
IF
7 ，
H
8 と押した時の LEDディスプレイ表示
図 4.12のように，下 4桁のデータ部は，一時的な，キー入力の受け付け値となる。
この時に， ADRS を押せば，アドレス部にデータ部の数値が格納される。その様子
を図 4.13に示す。
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 ✏
ADRS を押す
アドレス部にデータ部の値 下 4桁中，上位 2桁は，0
5678が入る 下位 2桁は，5678Hのメモリの
値が表示される
✒ ✑
図 4.13: ADRS を押した時の LEDディスプレイ表示
このように，図4.13の操作を行うと，メモリの読みだしが可能である。引続き，5679H
の値を読み出したいときは，
LOD
INC を押すとアドレス部が 1つ増え 5679に変化して，
5679Hのメモリの値を表示する (読み出す)ことができる。図 4.14にその手順を示す。
 ✏
LOD
INC を押す
アドレス部にデータ部の値 下 4桁中，上位 2桁は，5678Hの
5678が入る メモリの値。下位 2桁は，
5679Hのメモリの値を表示
✒ ✑
図 4.14:
LOD
INC を押した時の LEDディスプレイ表示
以上の操作が，アドレス部の設定方法の基本操作である。
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メモリの書き込み 前述のアドレスの設定を行い，書き込みたい値に続いて WRT を
押す。
例えば，E000Hというメモリ領域に，3Eという値を書き込むときは，図 4.15に示し
たような操作を行う。
 ✏
まずは，アドレス部が
となっているかを確認。 データ部は不定
入力したい値，
IY
3 E を押すと
となる。
上記の状態を確認して， WRT を押すと
アドレス部が次のアドレス 下 4桁中，上位 2桁は，先程入力
E001になる した 3EHという値。下位 2桁は，
E001Hのメモリの値を表示
✒ ✑
図 4.15: WRT を押した時の LEDディスプレイ表示
レジスタの読み書き
レジスタの読みだしの場合は，
REG’
REG と該当レジスタのキーを押す。すると，アド
レス表示部がレジスタ表示用に変化する。
例えば，PCレジスタの値を読み出したいときは，図 4.16の操作を行う。
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 ✏
まずは，
という，アドレス表示部がアドレスを表示している状態で
REG’
REG ，
PC
0 と押すと
アドレス部がレジスタ表示用 PCレジスタの場合は，16ビット
になり，レジスタ名–という レジスタであるので，
形式の表示を行う 下 4桁が全て意味を持つ
✒ ✑
図 4.16:
REG’
REG を押した時の LEDディスプレイ表示
逆に，レジスタ表示モードからアドレス表示モードへの遷移は，単にデータ部にア
ドレスを入力して， ADRS を押すだけである。
レジスタの書き込みは，メモリ書き込みと同様に，図 4.17の操作を行う。
 ✏
書き込みたいレジスタ名
であるかの確認をする
書き込みたい値をキー入力する
PCに 0ABCDHを書き込みたいときは，
A B C D と押し
とデータ部を ABCDに変更して，最後に WRT を押すと
書き込みが完了する。
✒ ✑
図 4.17: レジスタの書き込みの操作方法と LEDディスプレイ表示
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ステップ実行やブレーク・ポイント実行を伴わないプログラムの実行
実行番地をアドレス部に指定して， RUN を押す。E000から実行を開始する場合の
入力を図 4.18に示す。
 ✏
まずは，アドレス部が
となっているかを確認。 データ部は不定でよい
RUN を押す
モニタを離れて，ユーザプログラムの実行が
行われるので，LEDの表示は，どうなるか分からない
(LEDの表示は，ユーザのプログラムに依存する)
✒ ✑
図 4.18: プログラムの実行操作方法と LEDディスプレイ表示
ステップ実行
レジスタ PCにステップ実行を開始したいアドレスを入力し， STEP を押す。E000
からのステップ実行を行う場合は，図 4.19の手順に従って実行する。
 ✏
最初にレジスタ PCに 0E000Hを書き込む
とし， WRT を押す。(レジスタ PCの設定)次に， STEP を押し，ステップ実行を行う
例えば，E000にプログラム LD A,78がある場合は
アドレス部が次の PCの値 AFレジスタの値を表示する
を表示する。 下 2桁の Fレジスタの値は，上記の例では不明。
✒ ✑
図 4.19: ステップ実行の操作方法と LEDディスプレイ表示
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ブレーク・ポイントを指定した実行
モニタ専用の仮想のレジスタ BAにブレーク・アドレスを入れ，同じくモニタ専用の
仮想のレジスタ BCにブレークするまでのカウント数を入れて，実行する。ここで言う
モニタ用のレジスタ BA，BCは，Z80 CPUのレジスタの A, B, Cやレジスタ・ペア BC
とは別物である。E000番地から実行を行い，一回目の E008でブレークを行うときの
操作は，図 4.20の手順で行う。
 ✏
最初にモニタ用レジスタ BAに 0E008Hを書き込む
とし， WRT を押す。(モニタ専用のレジスタ BAの設定)
同様にモニタ用レジスタ BCに 1を書き込む
とし， WRT を押す。(モニタ専用のレジスタ BCの設定)
次に， E
PC
0
PC
0
PC
0 ADRS RUN を押し，0E000H番地からの実行を行う
Z80 CPUの PCレジスタが 0E008Hになった時，次の表示となる
アドレス部が次の PCの値 AFレジスタの値を表示する
を表示する。
✒ ✑
図 4.20: ブレーク実行の操作方法と LEDディスプレイ表示
4.3.2 TRNジュニアのモニタに対する互換モニタの優位点
第4.3.1節で述べた動作を行うモニタ・プログラムをx80上にネイティブコード (UNIX
上のC言語)で互換モニタとして実装した。
本 x80の互換モニタ機能は，TRNジュニア付属の基本モニタと完全互換であり，前
節 (第 4.3.1節)に示した操作方法で同様に操作を行うことができる。
この互換モニタは，x80の動作しているコンピュータのネイティブ・コードであり，
CPUエミュレーションを介さずにモニタ動作を行うので非常に高速である。また，キー
入力に対するポーリング動作を x80では行わないので，互換モニタの動作時は，負荷
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を限りなく低くすることが可能である。
また，新規にC言語で書き直しているので，TRNジュニアのモニタを使用するとい
う，配布時の著作権の問題が発生しない。
4.3.3 互換モニタ機能の実装
本モニタ機能は，Z80 CPUのエミュレーション時に，I/Oアドレス 6543Hに対して
21Hを出力するすることによって起動する。x80のブート・ストラップ・コード (起動
時の最初に実行されるプログラム)は，リスト 4.3である。
リスト 4.3: x80のエミュレータにおけるブート・ストラップ・コード ✏
.Z80 ; アセンブラは zmacを使用
ORG 0H
LD HL,0000H
LD SP,HL
IM 2
LD BC,6543H
LD A,21H
OUT (C),A
END
✒ ✑
リスト 4.3のプログラムは，0番地から配置され，Z80 CPUのエミュレーションが
コールド・スタートを行った時に実行され，図 4.21の動作が行われる。コールド・ス
タートが行われるのは，x80のオプション引数で実行開始アドレスを指定しなかったと
きの起動直後や RES が押された時である。
83
第 4章 拡張機能の実装 4.3. 互換モニタ機能
 ✏
 ✏
I/Oアドレス 6543Hに対して 21Hを出力することでモニタが起動
✒ ✑
↓ ✏
CPUエミュレータは動作を停止する
(DMA転送時のバスリクエストと同様の状態)
✒ ✑
↓ ✏
モニタが CPUのレジスタなどの書き換えを行う
(ICE(In Circuit Emulator)と同様のことを行う)
✒ ✑
↓ ✏
アドレス部に実行アドレスを設定して， RUN を押す
✒ ✑
↓ ✏
モニタは，CPUエミュレータの PCレジスタに実行アドレスを
セットして，CPUエミュレータに制御を移す
✒ ✑
↓ ✏
CPUエミュレータは，動作を再開する (モニタの動作は停止)
✒ ✑
✒ ✑
図 4.21: 互換モニタの起動から停止までのシーケンス
モニタの動作中は，Z80 CPUエミュレーションのマシン・サイクル内で実行されて
いるXのイベント処理が行われない。そのため，Xのイベント処理に関しても，モニ
タ内で実行する必要がある。
前節のTRNジュニアのモニタ動作は，大まかに，アドレス部がアドレス表示の場合
とレジスタ表示の場合によって，動作が異なる。そのため本互換モニタ内部は，アド
レス・モード (ADDRMODE)，プレ・レジスタ・モード (REGMODE IN)，レジスタ・モード
(REGMODE)，ラン・モード (RUNMODE)の 4つの状態を持つ。
この動作の遷移は，図 4.22のとおりである。
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 ✏
各種初期化。初期ステータスは，ADDRMODE
RUMMODE
になるまで
ADDRMODE
REGMODE IN
REGMODE
❈
❈
❈
❈
✄
✄
✄
✄
❆
❆❆
✁
✁✁
数値キーの入力があれば，
データ部に数値を書き込み
REG’
REG が押されたなら，
REGMODE IN に遷移。
RUN が押されたなら，
RUNMODE に遷移。
レジスタを示すキーの入力があれば，
REGMODEに遷移
該当レジスタの表示。
ADRS キーが押されたら，
ADDRMODEに遷移
CPUのレジスタを変更して，
モニタの終了処理を行う
✒ ✑
図 4.22: 互換モニタのモード遷移図
4.3.4 互換モニタにおけるLED点灯パターンの実装
モニタ時のLEDの点灯文字は，『0,1,2,3,4,5,6,7,8,9,A,B,C,D,E,F』の 16進数の
ための表示と，『H,L,P,X,Y,-,’, ,i,s』などのレジスタ表示に関わる文字である。
この LEDの点灯パターンを実現するためのデータは，リスト 4.4のとおりである。
リスト 4.4: 互換モニタにおける LED点灯のためのパターン・データ ✏
unsigned char led_pat[]={
0x5c,0x06,0x5b,0x4f,0x66,0x6d,0x7d,0x27,
0x7f,0x6f,0x77,0x7c,0x39,0x5e,0x79,0x71,
0x74,0x38,0x73,0x76,0x6e,0x40,0x20,0x00,
0x06,0x6d
};
✒ ✑
上記，リスト 4.23のパターンによって，図 4.23に示したような表示になる。
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 ✏
✒ ✑
図 4.23: 互換モニタ動作時の LED点灯パターン
この LED点灯パターンに対して，リスト 4.5の定義を行っている。
リスト 4.5: LEDの点灯パターンに関する定義 ✏
typedef enum{
LED0,LED1,LED2,LED3,LED4,LED5,LED6,LED7,
LED8,LED9,LEDA,LEDB,LEDC,LEDD,LEDE,LEDF,
LEDH,LEDL,LEDP,LEDX,LEDY,LEDMIN,LEDDASH,LEDNULL,
LEDI,LEDS
}LED_DAT;
✒ ✑
4.3.5 互換モニタのLED点灯プログラム
セグメントLEDの点灯は，x80のLED点灯ルーチンを用いて行う。そのインタフェー
スは，リスト 4.6である。
リスト 4.6: LED点灯のためのインタフェース ✏
extern void segled_write(int i,int pattern);
/*i 点灯位置の指定 (左から i番目 (i=0...7の LEDの点灯) */
/*pattern 点灯パターン */
✒ ✑
例えば，図 4.24のように HL=0123という内容を点灯させたい時は，リスト 4.4，リ
スト 4.5の定義を用いて，リスト 4.7のプログラムを実行する。
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 ✏
✒ ✑
図 4.24: 互換モニタでの LED点灯例
リスト 4.7: LED点灯例を実行するプログラム ✏
segled_write(0,led_pat[LEDH]);segled_write(1,led_pat[LEDL]);
segled_write(2,led_pat[LED]); segled_write(3,led_pat[LEDMIN]);
segled_write(4,led_pat[LED0]);segled_write(5,led_pat[LED1]);
segled_write(6,led_pat[LED2]);segled_write(7,led_pat[LED3]);
✒ ✑
なお，実際の実装は，リスト 4.9に示すマクロ定義や関数を用いて実装しており，リ
スト 4.7のような segled write()関数を直接記述する実装は行っていない。
4.3.6 メモリの読み書きとレジスタの読み書き処理
アドレス・モード時のキー入力に対する動作は，リスト 4.8の実装を行った。
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リスト 4.8: 互換モニタのアドレス・モードに関する実装 ✏
case ADDRMODE:
switch(key_data){
case KEYADRS: set_addr_by_data(); break;
case KEYRUN: mode=RUNMODE; break;
case KEYREG: if(mode==ADDRMODE){
shift_bak=False;
}else{
shift_bak=True;
}
mode=REGMODE_IN; break;
case KEYWRT: setmemory();incaddr(1); break;
case KEYINC: incaddr(1); break;
case KEYDEC: incaddr(-1); break;
case KEY0:case KEY1:case KEY2:case KEY3:
case KEY4:case KEY5:case KEY6:case KEY7:
case KEY8:case KEY9:case KEYA:case KEYB:
case KEYC:case KEYD:case KEYE:case KEYF:
set_data(key_data); break;
case KEYSTEP:/*do step*/ return True; break;
case KEYSHFT:mode=SHIFT_ADDRMODE; break;
case KEYNULL:case KEYRST: break;
✒ ✑
リスト4.8は，各キー入力に対する動作をswitch文で分岐している。KEYfooは，キー
入力に 1対 1に対応する enumによる定義 (リスト 4.5)である。
set addr by data()関数は，図 4.13の動作を行う関数であり，set data()関数は，
図 4.11の動作を行う関数である。また，incaddr()関数は，現在のアドレス部の数値
に，この関数の引数の数値を足して，新しいアドレス部の数値とする関数である。
レジスタ表示の場合は，メモリ表示のような簡単な実装という訳にはいかず，リス
ト 4.9のようなマクロを援用しつつ実装している。
リスト 4.9: レジスタ表示を実装するためのマクロ定義 ✏
#define SHOW_REGW(a,b) \
if(write_mode==False){\
set_addr_disp4(LED##a,LED##b,LEDMIN,LEDNULL);\
set_data_disp2(R->##a##b.B.h,R->##a##b.B.l);\
led_addr[5]=key;\
}else{\
R->##a##b.W=get_data4();\
show_reg((++key)%24);\
}\
break;
✒ ✑
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リスト 4.9のマクロは一見複雑であるが，使用は簡素になっている。レジスタ PCを
表示するときの例をリスト 4.10に示す。
リスト 4.10: マクロの使用例とマクロの展開 ✏
使用法は，SHOW_REGW(P,C)； と使う。
これをマクロ展開すると，
if(write_mode==False){
set_addr_disp4(LEDP,LEDC,LEDMIN,LEDNULL);
set_data_disp2(R->PC.B.h,R->PC.B.l);
led_addr[5]=key;
}else{
R->PC.W=get_data4();
show_reg((++key)%24);
}
break;
となる。
✒ ✑
set addr disp4()は，アドレス部に表示するデータを直接指定し，表示を行う関数
である。同様に set data disp2()は，データ部に表示するデータを直接指定し，表示
を行う関数である。
4.3.7 ステップ実行とブレーク・ポイントを設定した実行の処理
モニタを実装している関数 DoMonitor()には，False, Trueの 2通りの返り値があ
る。Falseは，モニタとしての実行が終了し，再度モニタ・プログラムを呼び出す必
要がないことを示している。もう一つの Trueは，モニタとしての実行が終了しておら
ず，1ステップ Z80のコードを実行したら，CPUエミュレータから再度モニタ・プロ
グラムを呼び出すことを希望している状態である。
CPUエミュレータは，この返り値に対応する実装を行っているので，ステップ実行
は，DoMonitor()関数の返り値を Trueとして終了するだけでよい。
ブレーク・ポインタを含む実行では，同様に Z80 CPU部で，モニタ専用のレジスタ
BA, BC*2を参照しながら実行を行うので，モニタ専用のレジスタ BA, BCを設定して，
返り値を Falseとして，終了するだけである。
*2TRNジュニアでは，Break Addressの意味で BAを，Break Counterの意味で BCをそれぞ
れ使用しているようである。ここでの BA, BCは，Z80 CPUのレジスタ A, B, Cとは無関係
である。
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4.4 レジスタ表示機能
本 x80のレジスタ表示機能は，図 4.25の表示を行う。
図 4.25: レジスタ表示機能の画面
この図 4.25のウィンドウを用いて，各種レジスタの状態を同時に見ることが可能で
ある。
一般的に，レジスタを表示するツールとして，デバッガ (debugger)を用いることが
多い。従来のデバッガでレジスタの内容を表示したい時は，例えば，
E000 3E 81 LD A,81H
というプログラムの場合は，1) PC=0E000H (Program Counterがアドレス 0E000Hの時)
という条件で，ブレーク・ポイントを設定し，2) プログラムを実行，3) 実行前のレジ
スタの値を表示する，4)ステップ実行を行う，5)実行後のレジスタを表示する，とい
う 5つの手順が必要となる。
これらの複雑な手順を簡素化し，学習者がレジスタの変化に集中できるような開発
を行った。
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4.4.1 本レジスタ表示機能の特徴
本レジスタ表示機能の画面を図 4.26に示す。
Stackの表示と
そのアドレス
メモリダンプ
レジスタの表示
注目している命令の
逆アセンブリ・リスト
の表示
注目している命令を
実行後のレジスタ，
メモリ，Stackの表示
注目している命令を
実行する前の
図 4.26: レジスタ表示機能の解説
図中に示すように，実行前後のレジスタ値を同時に表示するので，前述の 3) 実行前
のレジスタの値を表示する，4)ステップ実行を行う，5)実行後のレジスタを表示する，
という 3つの手順が統合されている。
本レジスタ機能を表示させるときは，ある特定のアドレス (既定値は，0C000Hから
0C7FFH)に配置している命令を実行すると，図4.26の画面を表示するようになっている。
この実装によって，ブレイク・ポイントの設定作業を実行前に行う必要がなくなり，
1) PC=0C000H(Program Counterがアドレス 0C000Hの時)という条件で，ブレーク・ポ
イントを設定し，2) プログラムを実行，という二つの作業が統合可能である。
また，上記，1)，2)の作業は，アセンブル時に決定する事柄であるので，実行時で
のブレーク・ポインタの設定などが必要無く，実行時はレジスタの変化を観察するこ
とに集中できる。
さらに，レジスタ表示だけでなく，学習上有益となる情報のスタックの値とメモリ
の値も同時に表示している。
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4.4.2 レジスタ表示機能でのステップ実行
ステップ実行を行う時は，最初に，ブレーク・ポイントにあたる部分にプログラム
を配置し，アセンブルを行う。
E000Hをブレーク・ポイントとして，LD A,81H と OUT (63H),Aを実行した時のウィ
ンドウの様子を図 4.27に示す。
 ✏
Step Trace(100 Steps)
PC:E000 F:-------- A:21 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
E010 00 00 00 00 00 00 00 00 0004 5EED
(略)
E000 3E 81 LD A,081
PC:E002 F:-------- A:81 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
E010 00 00 00 00 00 00 00 00 0004 5EED
(略)
✒ ✑
図 4.27: ブレーク直後のレジスタ表示ウィンドウ
図 4.27の状態で，Stepを押すと，図 4.28となる。
 ✏
Step Trace(100 Steps)
PC:E002 F:-------- A:81 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
(略)
E002 D3 63 OUT (063),A
PC:E004 F:-------- A:81 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
(略)
✒ ✑
図 4.28: ステップ実行後のレジスタ表示ウィンドウ
このように，非常に簡単な操作で，ステップ実行を行うことができる。
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4.5 拡張バス機能
x80に対する仮想デバイスを容易に追加するための機能を拡張バス機能と称し，こ
の節で使用法と実装形態を述べる。
4.5.1 内部バスと拡張バスとの関係
本 x80の内部に対する直接の接続は，基本機能の節で示したリスト 3.2内の以下に示
すプログラム部分 (リスト 4.11)に直接記述することである。
リスト 4.11: 内部バスのプログラム部分 ✏
switch(Portl){
case 0x60:case 0x61:case 0x62:case 0x63:
retval=call8255("I",Portl,0);
break;
case 0x10:case 0x11:case 0x12:case 0x13:
retval=callctc(\"I\",Portl,0);
break;
case 0:
retval=keys;
}
✒ ✑
このような本 x80のプログラム中に，直接に書き込むことは，最初に x80の構成を
知り，その後に開発を行う必要があり，作成者の負担となりやすい。また，本 x80と
の変数の衝突に対しても考慮しなければならない。
4.5.2 本機能とダイナミック・リンク・ライブラリ
現在のUNIXシステム上では，ダイナミック・リンク・ライブラリ (以下，DLL)と
いう仕組みが用いられている。これは，共有ライブラリという目的で使用されている。
このDLLによって，メモリ利用量の減少や実行ファイルのサイズ減少が可能である。
今回は，この主目的とは違った利用法を行う。
DLLの仕組み利用するための関数
DLLの仕組みを利用するために使用する関数は，リスト 4.12 に示すライブラリ関数
である。
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リスト 4.12: DLLの機能を使用する際に用いるライブラリ関数 ✏
void *dlopen(const char *filename, int flag)
void *dlsym(void *handle, char *symbol)
✒ ✑
この 2つの関数を使用することによって，DLLの中の関数が利用可能になる。
4.5.3 拡張バスの実装形態
x80の拡張バスの構成を図 4.29に示す。
(1)
(2)
(3)
(4)
(5)
仮想デバイス側のプログラミング
(4’)入出力動作を規定し，その結果を
x80に渡す入出力時関数
(3’)画面の初期化や仮想デバイスの
初期化を行う初期化関数
(5’)画面の消去などを行う後処理関数
ユーザが作成する関数は，初期化関数，
入出力時関数，後処理関数の３つの関数
動的リンクの手法を用いる
dlopen(filename,RTLD_LAZY)にて，
ダイナミック・リンク・ライブラリの
ファイルとして指定する
dlsym(haldler,func_name)       
関数名を使って，関数へのポインタ
(エントリー・アドレス)を取得する
上記，関数へのポインタを使って，    
初期化関数の呼び出しを行う
入出力(IN，OUT命令)が実行されたら，
外部仮想デバイスの関数を呼び出す
x80側の内部構成
仮想デバイスを切り離す際は，       
後処理関数を呼び出す
仮想デバイスのコンパイル
下記で作成したプログラムを
ライブラリとしてコンパイルした
ファイルを作成する
図 4.29: x80が備える拡張バスの構成
図 4.29の動的リンクの部分が前節のDLLの部分である。仮想デバイス側をライブラ
リとみなして，x80側から，仮想デバイスを使用する。
インタフェース関数は，x80側は，(3)～(5)であり，仮想デバイス側は，(3′)～(5′)で
あり，命名規則などは，次節の開発例で述べる。
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4.5.4 拡張バスを用いた外部仮想デバイスの開発方法
キー・チャタリングを起こす仮想デバイスを本拡張バス機能で実装することを例とし
て，開発手法について説明する。リスト 4.13が，そのプログラムの一部である。この
リスト 4.13の key data()関数をチャタリングを模した値を返す関数にすると，キー・
チャタリングを起こす仮想デバイスの完成となる。
リスト 4.13: 仮想デバイスのプログラム ✏
iolink initkey(iolink l)
{
Position x,y;
l.start_address=0x99;
l.end_address=0x99;
toplevel=l.toplevel;
keydata=False;
transient=XtVaCreatePopupShell("transient",transientShellWidgetClass,
*toplevel,NULL);
box=XtVaCreateManagedWidget("SW_BOX",boxWidgetClass,
transient,NULL);
label=XtVaCreateManagedWidget("Counter",labelWidgetClass,
box,NULL);
button=XtVaCreateManagedWidget("Button",keyinWidgetClass,
box,NULL);
XtAddCallback(button,XtNcallback,(XtCallbackProc)PushButton,NULL);
XtVaGetValues(*toplevel,XtNx,&x,XtNy,&y,NULL);
XtVaSetValues(transient,XtNx,x+250,XtNy,y+150,NULL);
XtPopup(transient,XtGrabNone);
return l;
}
iolink closekey(iolink l)
{
XtPopdown(transient); return l;
}
void callkey(iostr* io)
{
static char str[10]=" 0";
if(io->readmode==True){io->value=key_data();
}else{sprintf(str,"%i",io->value);
XtVaSetValues(label,XtNlabel,str,NULL);
XFlush(XtDisplay(*toplevel));
}
}
✒ ✑
95
第 4章 拡張機能の実装 4.5. 拡張バス機能
この拡張バス機能を使用する時のファイル名や関数名などの命名規則は，表 4.1で
ある。
表 4.1: 外部仮想デバイスの命名規則 ✏
開発コードを keyとした場合。
ソースファイル名 key.c
ヘッダファイル名 key.h
プライベートヘッダファイル名 keyP.h
ライブラリ名 key.x80 so
初期化関数 initkey()
終了時関数 closekey()
入出力関数 callkey()
✒ ✑
また，データの受渡しには，構造体を定義しており，リスト 4.14となっている。
リスト 4.14: 外部バスのデータ構造 ✏
typedef struct{
int start_address;
int end_address;
Widget* toplevel;
int err_flag;
}iolink;
typedef struct{
int readmode; /*True=readmode,False=writemode*/
int value;
int portl;
int porth;
}iostr;
✒ ✑
プログラムの最小構成は，次のとおりとなり，このことは，図 4.29の (3′)～(5′)に該
当する。
• 最初に initfoo関数が，iolink型の引数を伴って呼び出される。ここで，使用
する I/O空間を start address, end addressに書き込む。
• 次に，入出力は，callfooが，iostr型の引数を伴って呼び出されるので，それ
に対応する外部 I/Oの動作を記述する。
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• 終了時は，closefooが呼び出されるので，使用したメモリの開放などをここで
行う。
なお，ここで開発したプログラムは， ✏
% gcc foo.c -shared -Wl,-soname,foo.x80_so -o foo.x80_so
✒ ✑
とコンパイルを行うと，foo.x80 soという x80用の外部デバイスファイルを作成で
きる。
このファイルを用いた実行は，x80のオプションパラメタ*3の指定によって，実行時
にローディングされる。
4.6 外部信号出力機能の検討
仮想シングルボードコンピュータ上で，外部の実デバイスを動作させるためには，正
確な時間管理 (周期の管理)が必要となる。本節では，外部信号出力機能を作成する前
段階として，正確な時間管理を行う方法について述べる。これによって，I/O制御学習
で必要となる周期的な時間の作成実習が可能となる。x80に実装している仮想 8255PPI
の Port Bに出力があった場合，以下の値を「標準出力 (stdout)」に出力する拡張を
行った。
1. 8255PPIのPort Bの出力値
2. gettimeofday()関数で得られる時間
3. x80が使用したCPU時間
4.自発的コンテキスト・スイッチの回数
5.非自発的コンテキスト・スイッチの回数
6.上記コンテキスト・スイッチの合計値
信号出力機能として使用する値は，1.の 8255PPIの出力値と 2.の時間 (UNIX上の
ユーザプログラムで利用できる実時間に最も近い時間 [37])である。その他の値は，x80
の実行状態を監視するために出力している値 (getrusage()関数の値)である。
なお，この節での x80の実行環境は，FreeBSD4.3–BETA(CPU:Pentium II 333MHz，
RAM 256MByte)を用いている。
4.6.1 【改良1】usleep()を用いる方法
前節の 6つの状態を出力する拡張を行った x80で，リスト 4.15を実行した。リスト
4.15は，タイマ割り込みを用いて周期的にPort Bの値をカウント・アップする Z80の
*3形式は，カレントディレクトリにある場合は，-l ./foo.x80 so とする。
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プログラムである。
リスト 4.15: 周期的に 8255PPIの Port Bをカウント・アップするプログラム
(x80では 100ms毎，TRNジュニアでは 1ms毎) ✏
.Z80 ;アセンブラは，zmacを使用
CNTDWN EQU 250
CTC0 EQU 10H
PA EQU 60H
PB EQU 61H
PC EQU 62H
PCW EQU 63H
ORG 0e000H
JP START_
INT_VT EQU 0E008H
ORG 0E008H ;割り込みテーブル
DW T_INT
START_:
DI ;割り込みモード 2の設定
IM 2 ;
LD A,10000001B ;8255PPIの設定
OUT (PCW),A ;
LD HL,INT_VT
LD A,H
LD I,A
LD A,L
AND 11111000B
OUT (CTC0),A ;割り込みベクタの設定
LD A,10000111B
OUT (CTC0),A ;CTCのモード設定
LD A,CNTDWN
OUT (CTC0),A ;割り込み周期の設定
EI
LOOP:
JR LOOP ;無限ループ
T_INT: ;割り込み時の処理
DI
PUSH AF
PUSH HL
LD HL,DATA
LD A,(HL)
INC A
OUT (PB),A
LD (HL),A
POP HL
POP AF
EI
RETI
DATA: DB 0
END
✒ ✑
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「標準出力」に出力された値 (1.8255PPIの出力値 と 2.時間)をグラフ化したものが
図 4.30である。図 4.30のグラフに記述しているように，3.5秒付近などで，値のカウ
ント・アップが大幅に遅れている。
この遅れている部分を拡大し，更に 6.コンテキスト・スイッチの合計値を書き加え
たグラフが図 4.31である。2～3秒では，コンテキスト・スイッチが規則正しく起きて
いるが，3～4秒では，時間あたりのコンテキスト・スイッチの回数が減っている。
これは，x80が使用した CPU時間が多くなったために x80の実行優先度が下がり，
結果として x80へのCPUの割り当てが少なくなったと考えられる。
非リアルタイム Linux上で，リアルタイム性をできるだけ確保する方法 [38]が報告
されているが，本実装では，100[msec]ごとの周期性が確保できれば良いので，Z80の
命令を 10命令エミュレートしたら，1[µsec]だけ休止 (usleep(1))を実行する簡略な手
法を行った。
この 10命令エミュレートごとに sleepした場合の実行結果が図 4.32である。Port B
の出力値をみると，図 4.30で観測されたような，カウント・アップの大幅な遅延は無
い。また，コンテキスト・スイッチに関しても，図 4.31で観測されたようなバラツキ
が無くなった。
図 4.32は，解像度不足でカウント・アップの詳細な状態が分からないため，拡大し
た図面を図 4.33 に示す。
4.6.2 【改良2】Z80のステート数を用いる方法
授業などで I/O制御を教える場合は，割り込みなどに触れずに，リスト 4.16程度の
容易な内容から教えたいことがある。これを x80で実行すると，Port Bの値がカウン
ト・アップしていくが，図 4.34に示すようにカウント・アップの遅延が前節と同様に
存在する。
リスト 4.16: 簡単な 8255PPIのカウントアッププログラム ✏
.Z80 ;アセンブラは zmacを使用
ORG 0E000H
LD A,81H
OUT (63H),A ;8255PPIのセット
LD A,0H
LOOP:
OUT (61H),A ;T=11
INC A ;T=4
JP LOOP ;T=10
END
✒ ✑
これも，コンテキスト・スイッチの問題であると考えられる。それに対し，【改良 1】
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図 4.35: 【改良 1】を行った時の出力値
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の usleep()を用いる方法を施せは，図 4.35のように，出力値は大幅な遅延がなくな
る。しかし，図 4.34の結果も図 4.35の結果も，Z80 CPUのステート数で 25ステート
ごとにカウント・アップが行われることとの整合性が全くない。
ここでは，実時間での出力を行わずに Z80 CPUでのステート数との関係を出力する
拡張を行った。具体的には，命令をエミュレートするごとにステート数を加え，その
ステート数を参照できる機能を追加実装した。
その結果が，図 4.36である。同図に示すとおり，横軸が Z80 CPUのステート数とな
るので，実時間との関連性は失われてしまうが，どのような波形が出力されるかのシ
ミュレーションとしての利用が可能となる。実時間との関連性が無いので，当然のこ
とながらコンテキスト・スイッチとの関係は，図 4.37 のように無関係となる。
4.7 本章のまとめ
本章では，プログラム・ローダ機能，モニタ機能，レジスタ表示機能の実装につい
て論じた。これらの機能には，次の特徴がある。
プログラム・ローダ機能によって，ユーザが作成したプログラムを機械語にアセンブ
ルした結果を仮想シングルボード・コンピュータに取り込むことが可能となった。こ
のプログラム・ローダでは，ROM領域，RAM領域を問わず，ユーザが書き込むこと
ができる。そのため，ROM領域への書き込みは，いわゆるROMを焼いていることと
等価であるため，仮想的なROMライタ機能を提供することとなった。また，RAM領
域への書き込みは，ターゲットの計算機がモニタを介してプログラムを受信すること
に相当する。
モニタ機能は，キー操作や LED表示に関しては，TRNジュニアと互換のモニタを
実現した。仮想シングルボード・コンピュータ x80は，TRNジュニアのオリジナルの
モニタも実行できる。しかし，このオリジナルのモニタは，キーパッドをポーリング
し続けるプログラムであるので，CPUエミュレータが動作し続ける。一方，この章で
紹介したモニタは，Xのイベントドリブン形式で動作するため，CPU資源を無駄に消
費しない。
レジスタ表示機能は，ステップ実行やブレーク・ポイント実行を理解することが困
難な学習者においても，レジスタの変化が観察できるように工夫を施した。ある注目
する命令を実行前の状態と実行後の状態とを同時に見ることが可能である。その状態
は，レジスタ，メモリ，スタックの 3つの重要な情報を同時に表示する。
本章では，これらの機能に加え，拡張バス機能の追加と外部信号出力機能の考察を
行った。
拡張バス機能は，仮想シングルボード・コンピュータと他者の作成した仮想デバイ
スを接続する機構である。この機能によって仮想シングルボード・コンピュータの内
部構造を知ることなく仮想デバイスを追加作成することが可能である。
また，外部信号出力機能についての考察を行った。これは，経験的に usleep()を用
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いて，コンテキスト・スイッチを自発的に行えば，優先度が下がらないことに関し，定
量的に考察した。過去の実装では，7桁のLEDの点灯を順次点灯させた際に，時々，描
画がぎこちなくなるため，経験的に数命令ごとに usleep()を実行してそのちらつきを
止めていた。本研究では，10命令ごとに usleep(1)を実行したときのデータを取得し
検討を行った。その結果，実行速度が低下するが実行スピードのばらつきが押えられ
ていることを確認した。
第 3章と本章の実装によって，仮想シングルボード・コンピュータで学習を行うた
めの機能の実装が完了した。これらの実装を活用した，具体的な利用方法についてを
考えることが重要となる。
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と既存システムとの比較
本章では，第 3章で実装した基本機能ならびに第 4章で実装した拡張機能を用いて，
x80の使用法と援用例について，第 5.2節に以下の 4週間での学生実験や演習で利用す
る場合について述べる。
• 1週目 アセンブリ言語の習得
導入部分として，機械語によるプログラムの実行とレジスタについての学習
を行う。最初にシングルボード・コンピュータのオペレーションを習得し，学習
者が入力した機械語を実行する。課題は，第 4.4節レジスタ表示機能のステップ
実行機能を用いてレジスタの変化を観察する課題である。
• 2週目 セグメント LEDの点灯
アセンブラを用いたクロス開発を体得させる。そのために，第 4.2節プログラ
ム・ローダ機能を用いる。
• 3週目 多桁点灯の演習
複数桁の点灯を行うために，セグメント LEDの桁を切り替えながら点灯させ
るダイナミック点灯をこの週に習得させる。ここでは，短時間の点滅は消灯処理
を行わないという，疑似ダイナミック点灯方式を実装した第 3.7節の仮想 7セグ
メント LEDを利用する。
• 4週目 CTCを用いた割り込みプログラミング
割り込みによるプログラミングを体験する。ここでは，タイマ割り込みを用い
るため，第 3.2節で実装した割り込みサイクルと第 3.4節 Z80 CTCを活用する。
なお，第 3.2節ペリフェラル間接続機能，第 3.3節 Z80 CPU，第 3.5節 8255PPIは全
ての週で用いる。併せて，学習者とのユーザ・インタフェースを構成する第 4.3節の互
換モニタ機能とそのモニタ起動から間接的に利用する第 3.6節キーパッドと第 3.7節仮
想 7セグメント LED の機能も全ての週で用いる。
以上の学習内容に関して，第 5.1節で使用法を示し，第 5.2節で具体的な学習課題の
例示を含む援用内容について示す。更に，既存システムとの比較を第 5.3節で述べ，最
後に第 5.4節で本章のまとめを述べる。
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5.1 x80の使用法
x80の使用方法は，ktermなどの端末のコマンドライン上で， ✏
nitta@bert{100}% x80 foo1.hex foo2.hex ... foon.hex
✒ ✑
と行う。ここで，x80 は，本ソフトウェアのバイナリ，foo.hex は，Intel HEX 形式
の Z80 のバイナリである。このコマンドを入力すると，図 5.1のウィンドウが表示さ
れる。
図 5.1: x80の実行画面
この図 5.1の画面上で，シングルボード・コンピュータと同様の学習が可能である。
5.1.1 起動と起動時オプション・パラメータ
本 x80は，起動時オプションとして，次の図 5.2のオプションを揃えている。
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 ✏
nitta@bert{481}% x80 -h
Help Message
-h This Help Message
-r refresh rate (Default:1000)
-j starting address
-s break start address
-e break end address
-t enable trace mode
-l Addin I/O Unit file (foo.x80_so)
Exit 255
✒ ✑
図 5.2: x80の起動時オプション
上から順に，
• -r セグメント LEDの要リフレッシュレートの設定。この設定数だけ，Z80の命
令を実行したら，セグメント LEDが消灯する。
• -j Z80の実行開始アドレスの指定。
• -s ブレーク・ポイントの先頭アドレス。
• -e ブレーク・ポイントの最終アドレス。
• -t トレース・モードを有効にする。
• -l (foo.x80 soの形式で)外部仮想デバイスを指定する。
これらのオプションは，通常，使用する必要は無い。
5.2 授業への援用事例
本 x80は 1998年から佐賀大学理工学部電子工学科 (現：電気電子工学科)の学生実
験や演習などの授業で使用されている。本節では，学生実験で用いた実験課題を紹介
する。
5.2.1 実施概要
x80は，1998年後期の学生実験から援用した。1998年度と 1999年度の援用内容は，
次のとおりである。
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• 1998年後期電子工学実験 IV TRNジュニアと併用。4週の実験の内，第 1週と第
2週は x80の単独使用，第 3週は，x80とTRNジュニアを併用，第 4週は，TRN
ジュニアの単独使用である。
• 1999年後期 プログラム演習 レポート課題として使用。
• 1999年後期電子工学実験 IV 4週とも，すべて，x80の単独使用。
• 1999年後期プログラム演習 自習課題として利用。
各使用法に違いがあるが，x80に関わる本質的な問題ではなく，カリキュラムが変更
になったために使用法が変更された。
例えば，Z80 CPUのプログラミングについて学習を行うプログラム演習が必修から
選択になったことを受け，電子工学実験 IVの受講生の一部がアセンブリ言語を全く習
得していない状況になった。そのため，導入として 1～2週間のアセンブリ言語の学習
を費したためである。そのため，1998年後期では 3週目後半からTRNジュニアを使用
していた実験を行わなかったため，結果として x80の単独使用となった。
また，上記の必修から選択になったことで，受講する学生のアセンブリ言語に対す
る基礎知識が全く違うので，直接的な成績の比較は，不可能である。
本論文では，1999年度の学生実験についての課題について述べる。
シングルボードコンピュータに関する学生実験は，
• 1週目 アセンブリ言語の学習に対する導入
• 2週目 アセンブラの使用法とセグメント LEDの点灯
• 3週目 セグメント LEDの多桁点灯
• 4週目 CTCを用いた割り込みプログラミング
という内容をベースとして実施している。
1999年度のプログラム演習での自習課題は，この学生実験の第 1週目と同じ課題で
ある。この課題は，アセンブリ言語をほとんど使用していない，もしくは，全く使用
していない受講者に対する課題である。
5.2.2 第1週 アセンブリ言語の学習に対する導入
アセンブリ言語の学習に対する導入部分として，まず学習しなければならない事柄
の一つとしてレジスタの操作がある。
今回，レジスタの変化を観察する課題として，リスト 5.1のプログラムを用いた。
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リスト 5.1: 演習課題のプログラム ✏
.Z80 ;アセンブラは Macro80を使用
0060 PA EQU 60H
0061 PB EQU PA+1
0062 PC EQU PA+2
0063 PCW EQU PA+3
.z80
0000’ ASEG
ORG 0E000H
E000 3E 81 INIT: LD A,81H
E002 D3 63 OUT (PCW),A
E004 3E 0F LD A,0FH
E006 D3 62 OUT (PC),A
E008 3E 01 LD A,1
E00A LPO:
E00A D3 60 OUT (PA),A
E00C 07 RLCA
E00D C3 E00A JP LPO
END✒ ✑
このプログラムは，下 1桁目のセグメント LEDが図 5.3になるプログラムである。
 ✏
→ → → → → → → → → →
✒ ✑
図 5.3: リスト 5.1の実行結果
手順として，最初に x80とモニタ・プログラムの使用法に触れた。その演習プリン
トの内容を図 5.6に示す。なお，可能な限り，当時，学習者に配布したままの状態で示
しているが，図番号やリスト番号に関しては，本論文と重複しないように付け直した。
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 ✏
使い方
図 5.4: x80の実行画面
難しいことは抜きにして，X Window System a上で ✏
98tm56@ews010{101}% ~98tm56/kadai
✒ ✑
と打ってみる。図 5.4 の画面が出てくる (はずである)。でてこない時は，設定がま
ずい可能性があるので，TAに聞いて下さい。
画面の説明
x80を実行直後は，x80上に，
と並んでいる。この 8桁の数字の内，上の 4桁がアドレス部，下の 4桁がデータ部
と呼ぶ（図 5.5）。
 ✏
アドレス部 データ部
✒ ✑図 5.5: 表示部の説明
aいわゆる，UNIX上で…。これが分からなかったら，その辺の TAを捕まえて，聞い
て下さい。
✒ ✑
図 5.6: 使用方法に関する演習プリントの一部
本 x80では，UNIX上で動作するため，ログインなどの操作が必要である。このロ
グインという操作を忘れたりする学生が非常に多いので，図 5.6の脚注にあるとおり，
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TA(Teaching Assistant)の助けが必要である。図中にある，~98tm56/kadaiというの
は，x80を呼び出すスクリプトファイルで，リスト 5.2である。
リスト 5.2: x80の起動シェルスクリプト ✏
#!/bin/sh
OS=‘uname‘;OS_VER=‘uname -r‘;ARCH=‘uname -m‘;HOSTNAME=‘uname -n ‘
case ‘‘$OS’’ in
FreeBSD )
LANG=’’ja_JP.EUC’’
;;
Linux )
LANG=’’ja_JP.eucJP’’
;;
SunOS )
LANG=’’ja’’
;;
* )
echo ’hoge?’
esac
export LANG
XAPPLRESDIR=’’/home/student/se/98tm56/oneboard_keep/src/resource’’
export XAPPLRESDIR
/home/student/se/98tm56/oneboard_keep/work/SunOS-5.6-sun4u-ews010/bin/x80 \
-r 1 -s e000 -e efff
✒ ✑
このリスト 5.2のスクリプトで，ロケール設定やリソース設定などの処理を全て行
い，実行するようになっている。そのため，図 5.6で想定している設定の不備などが極
力発生しないように備えている。
また，x80の起動時オプションとして，プログラムカウンタが 0E000H-0EFFFHまで
の間は，ブレーク実行ができるようにしている。このようなオプションやスクリプト
によって，学生の操作を減らすことが可能である。
次に演習課題として，x80に対する 1バイト毎のプログラム入力を行なわせた。その
課題プリントを図 5.7～5.9に示す。1バイトずつの入力よりも，アセンブラを使用して
入力する方が効率がよい。しかし，指導者がTAしかいないときを想定し，アセンブラ
の使用法の指導が不可能*1の時を想定して，1バイトずつの入力にしている。
*1この課題は，当初，40人程度のクラスにおける自習用課題として作成した。タイプミスに
よるアセンブラのエラーによって，TAを呼び出すことが増大し収拾がつかなくなることが予
想されたため，アセンブラの使用を考えていない。
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 ✏
機械語の入力
リスト 5.1の機械語を x80に入力せよ。操作は，x80上の該当するボタンをマウス
でクリックすることによって行う。例えば， E
PC
0
PC
0
PC
0 と列記して
いる場合は，一回ずつ，該当するキーをマウスでクリックせよ。
先頭アドレスの指定
今回入力する機械語は，E000Hのアドレスから配置するので，E000Hのアドレスを
指定する必要がある。最初に，操作 1を行うとデータ部の表示が確認 1のように変
わることを確認せよ。
操作 1:先頭アドレスの入力 ✏
E
PC
0
PC
0
PC
0 を押す。
確認 1: ✏
アドレス部は不定 データ部が E000Hと
なっていることを確認
✒ ✑✒ ✑
続いて，操作 2を行い，確認 2になることを確認せよ。
操作 2:先頭アドレスの決定 ✏
ADRS を押す。
確認 2: ✏
アドレス部は E000と データ部はその時の E000H
なっていることを確認 のメモリの値であるので不定
✒ ✑✒ ✑
✒ ✑
図 5.7: x80に対する機械語の入力 (1ページ目)
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 ✏
メモリへの入力
E000 に配置する機械語，3Eを入力する場合は，操作 3 を行う。
操作 3:メモリへの機械語の入力 ✏
確認 3: ✏
入力したいアドレス データ部は不定
E000になっているか確認
✒ ✑
E000に入力する値，
IY
3 E を押す。
確認 4: ✏
入力したいアドレス データ部の下 2桁が入力する値
E000になっているか確認 3Eになっていることを確認。
データ部の上 2桁は不定。
✒ ✑
WRT を押す。
確認 5: ✏
次のアドレスである データ部は，不定
E001になっているか確認
✒ ✑✒ ✑
✒ ✑
図 5.8: x80に対する機械語の入力 (2ページ目)
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 ✏
操作 4:メモリへの機械語の入力 (残りの分の入力) ✏
以下，操作 3を参考にして，E001に D3を入力，E002に 63を入力，E003に 3E
を入力，……，E00Fに E0 までを入力せよ。
入力する機械語は，E000から順に「3E 81 D3 63 3E 0F D3 62 3E 01 D3 60
07 C3 0A E0」の E00Fまでの 16バイトである。
ヒント：操作 1～操作 2までの作業は，必要なとき (上 4桁のアドレス部が間
違っているとき)だけ，行えばよい。また，入力を間違えたときは， RES を
押し，初期状態に戻し，操作 1～操作 2から，やり直すとよい。その際，過去
に入力した値が残っているので，確認 3を行うところで，既に確認 4の状態に
なっているときは， WRT を押して，次に進めば良い。
✒ ✑✒ ✑
図 5.9: x80に対する機械語の入力 (3ページ目)
以上のようなプリントを配布してそれにしたがって，入力実行を行わせた。なお，実
行についても詳細な使用法を配布した。
この一連の操作に対する記録内容は，図 5.10に示す，穴埋め式にした。
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 ✏
操作 5:実行結果の記録 ✏
ウィンドウ内の数値の変化とデータ表示部の下一桁の変化を観察し，記録を取
れ。操作は，次のとおりとする。
1) RES で，初期状態に戻し， E
PC
0
PC
0
PC
0 ADRS RUN を行い，
図 4.27がでることを確認する。
2)下記に示す内容の記録を取る。
3) Stepキーを押す。一周期の記録を取ったならば，終了。そうでなければ，2)
～3)を繰り返す。
記録を取る部分は，下図の「★，☆，◆の部分」と「データ部の下一桁の表示
状態」である。
Step Trace(100 Steps)
PC:★★ F:-------- A:★ BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
☆☆☆☆☆☆☆☆☆☆☆☆
PC:◆◆ F:-------- A:◆ BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
例えば，「★，☆，◆の部分」については，
Step Trace(100 Steps)
PC:E000 F:-------- A:21 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
E000 3E 81 LD A,081
PC:E002 F:-------- A:81 BC:6543 DE:0000 HL:0000
E000 3E 81 D3 63 3E 0F D3 62 0000 0021 ■
E008 3E 01 D3 60 07 C3 0A E0 0002 F900
となっていれば，次ページ以降の空欄に
PC:★★ A:★ ☆☆☆☆☆☆☆☆☆☆☆☆☆ PC:◆◆ A:◆ 表示
E000 21 E000 3E 81 LD A,081 E002 81
と記録する。なお，参考に，最初の数回分の記録は，既に印字している。
✒ ✑
✒ ✑
図 5.10: 実験課題
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5.2.3 第2週 アセンブラの使用法とセグメントLEDの点灯
2週目は，アセンブラの使用法とセグメント LEDの点灯実験についてを行った。
アセンブラの利用を勉強することが主題であるので，リスト 5.3のプログラムをプリ
ントで渡した。
リスト 5.3: LED点灯実験のプログラム ✏
0060 PA EQU 60H
0061 PB EQU PA+1
0062 PC EQU PA+2
0063 PCW EQU PA+3
.z80 ; アセンブラは Macro80を使用
0000’ ASEG
ORG 0E000H
E000 3E 81 LD A,81H
E002 D3 63 OUT (PCW),A
E004 0E 01 LD C,1
E006 3E 0F LPO: LD A,0FH
E008 D3 62 OUT (PC),A
E00A 79 LD A,C
E00B D3 60 OUT (PA),A
E00D CB 01 RLC C
E00F CD E015 CALL WAIT
E012 C3 E006 JP LPO
E015 F5 WAIT: PUSH AF
E016 E5 PUSH HL
E017 21 8000 LD HL,8000H
E01A 2B WAIT1: DEC HL
E01B 7C LD A,H
E01C B5 OR L
E01D C2 E01A JP NZ,WAIT1
E020 E1 POP HL
E021 F1 POP AF
E022 C9 RET
END✒ ✑
このプログラムは，前出のリスト 5.1に対し，時間待ち用のウェイト・サブルーチン
を追加したものである。よって，実行結果は，図 5.3と同様に ✏
→ → → → → → → → → →
✒ ✑
となる。
リスト 5.3をアセンブル，x80へのロードの学習をここで行った。ここで，正常な実
行結果を得た後に，プログラムリストのレジスタ変化を学生に質問しながら，プログ
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ラムの解説を行った。
そこで，セグメント LEDが図 5.11の構造を持つことに触れ，図 5.12の点灯を実現
するためには，どのようなデータが必要かを表 5.1のような表を使って，穴埋めを行わ
せた。
a
f b
g
e c
d h
図 5.11: 7セグメント LEDの構造 (図 2.5を再掲)
図 5.12: 7セグメント LEDの点灯例
表 5.1: 数字をセグメント LEDで表示する際に用いるパターン・テーブル
表示 h g f e d c b a hgfedcba(2) = X(16)
0 0 0 1 1 1 1 1 1 00111111B = 3FH
1 0 0 0 0 0 1 1 0
2
3
...
...
...
...
...
...
...
...
...
...
9
これらのセグメント LEDに対する基礎知識を学習した後に， ✏
→ → → → → → → → → →
✒ ✑
と点灯するプログラムを作成させた。
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5.2.4 第3週 セグメントLEDの多桁点灯
セグメントLEDの多桁点灯は，図 5.13の処理を伴う，高度なプログラミングである。
 ✏
と 8桁の LEDを点灯させる場合は，
を最初に点灯させ，次に
↓
と表示する LEDを「高速に」切替えながら，
表示を行い，人の目の特性 (残像)を利用して，
と表示しているように見せる。
✒ ✑
図 5.13: セグメント LEDの多桁点灯
このような点灯を行わせる手順として，例題プログラムのリスト 5.4を与え，そのプ
ログラムを元に，図 5.13の点灯を行わせた。このリスト 5.4のプログラムは，「ゆっく
り」と， を表示する桁が変わるプログラムである。
 ✏
↓
↓
↓
✒ ✑
図 5.14: リスト 5.4の動作
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リスト 5.4: LEDの多桁点灯を行わせるプログラム例 (list1.mac) ✏
.Z80 ;アセンブラは，Macro80を用いる
ASEG
ORG 0E000H
W_VAL EQU 10000
PA EQU 60H
PB EQU PA+1
PC EQU PA+2
PCW EQU PA+3
INIT:
LD A,81H
OUT (PCW),A
LOOP0:
LD B,7
LOOP1:
LD A,80H
OUT (PC),a
LD A,7FH ;HINT
OUT (PA),a
LD A,B
SLA A
SLA A
SLA A
SLA A
OUT (PC),a
CALL WAIT
DEC B
JP P,LOOP1
JR LOOP0
MAKE_A:
NOP
RET
WAIT:
PUSH AF
PUSH HL
LD HL,W_VAL
WAIT1: DEC HL
LD A,H
OR L
JP NZ,WAIT1
POP HL
POP AF
RET
DISP_D:
DB 3FH,06H,5BH,4FH
DB 66H,6DH,7DH,27H
DB 7FH,6FH
END
✒ ✑
実験手順は，次のとおりである。
1. list1.mac(リスト 5.4)は，セグメント LEDを図 5.14のように点灯させるプログラ
ムである。list1.macを入力して動作を確認せよ。
2. list1.macの 「W_VAL EQU 10000」を「W_VAL EQU 20000」に変化させ，
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その違いを観察せよ。
3. list1.macの「W_VAL EQU 10000」の 10000を変更することによって，図 5.15
のようにみえるような値を決定せよ。 ✏
✒ ✑
図 5.15: 手順 3の結果
更に， と点灯させるプログラムも作
成せよ。(HINTの行のオペランドを変更するだけである)
4.図 5.16のように点灯させるプログラムを作成せよ。 ✏
✒ ✑
図 5.16: 手順 4の結果
その際，以下の手順を踏め。
(a) HINT の行「LD A,7FH」を「CALL MAKE_A」と書き換えよ。
(b) MAKE_A:以下にある NOPの部分のサブルーチンを作成せよ。サブルーチンの仕様
は，表 5.2とする。
表 5.2: サブルーチンの規格 ✏
・AFレジスタ以外は，非破壊とする。必要ならば，PUSH命令や POP命令を使って，
レジスタを退避せよ。
・Bレジスタの値によって，以下の表のようにAレジスタの値を変えよ。
Bレジスタの値 Aレジスタの値 Bレジスタの値 Aレジスタの値
0 3FH 1 06H
2 5BH 3 4FH
4 66H 5 6DH
6 7DH 7 27H
✒ ✑
5.2.5 第4週 Z80 CTCを用いた割り込みプログラミング
CTCを用いたタイマ割り込みプログラムのサンプルは，リスト 5.5である。
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リスト 5.5: CTCを用いた割り込みプログラム ✏
.Z80 ;Z80のコードである。アセンブラは Macro80を用いる
ASEG ;絶対アドレスで記述する
PA EQU 60H ;8255のアドレスの定義
PB EQU PA+1
PC EQU PA+2
PCW EQU PA+3
CTC0 EQU 10H ;CTCのアドレスの定義
CTC_CNT EQU 250
PRG_CNT EQU 5
ORG 0E000H ;E000Hからのプログラムである
START: DI ;割り込み禁止
IM 2 ;モード 2の割り込みを使用
LD A,10000001B
OUT (PCW),A ;8255の設定
LD A,00H
OUT (PC),A ;セグメント LEDの下一桁をつかう
OUT (PA),A ;セグメント LEDを消す。
LD HL,PRG_CNT
LD (CNT_W),HL ;プログラム上でのカウンタの設定
LD HL,V_TBL
LD A,H
LD I,A ;割り込みベクタテーブルの設定 (上位)
LD A,L
AND 11111000B
OUT (CTC0),A ;割り込みベクタテーブルの設定 (下位)
LD A,10000111B
OUT (CTC0),A ;CTCの動作設定
LD A,CTC_CNT
OUT (CTC0),A ;CTCのカウント数の設定
EI ;割り込み許可
LOOP: JR LOOP ;無限ループ
T_INT: PUSH AF ;AF退避
PUSH HL ;HL退避
LD HL,(CNT_W)
DEC HL
LD A,H
OR L
CALL Z,RENEW
LD (CNT_W),HL
POP HL ;HL復帰
POP AF ;AF復帰
EI ;割り込み許可
RETI ;戻る
RENEW: LD HL,PRG_CNT
IN A,(PA) ;現在の点灯内容を Aに入れる
XOR 80H
OUT (PA),A ;Aの内容でセグメント LEDを点灯
RET
CNT_W: ;プログラム上のカウンタのワークエリア
DW 0
ORG ($+7)/8*8
V_TBL: ;割り込みベクタテーブル
DW T_INT ;テーブルの先頭に T_INTを登録
END ;アセンブリコードの終了
✒ ✑
リスト 5.5のプログラムは，一番下位のセグメント LEDが，1秒の周期で点滅する，
図 5.17の動作となるプログラムである。
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 ✏
0.5秒後に↓
0.5秒後に↓
0.5秒後に↓
✒ ✑
図 5.17: リスト 5.5の動作
実験手順は，次のとおりとした。
1.リスト 5.5を入力して，実行せよ。
2.リスト 5.5と第 1週に行ったLEDのカウント・アップ表示を参考にして，1秒ごと
にカウント・アップするカウンタを作れ。
3. 1秒ごとにカウント・アップする 60進カウンタを作成せよ。
4. 1秒毎に再下位の LEDのドットを点滅させる機能を 4に追加せよ。
5.3 既存システムとの比較
前節の学習を行う場合，既存の学習環境では，実機のシングルボード・コンピュー
タを準備する必要があった。本 x80を用いると，コスト面での優位性があるなどのメ
リットがある。この節では，既存システムとの違いについて述べる。
5.3.1 実機との比較
実機の利点は，デバイスを駆動しているという実感を得やすいことである。実機に
よる学生実験を経験した徳山工業高等専門学校情報電子工学科 3年生の学生に対し，面
談形式によりシミュレータを用いた学習について質問を行った。その結果は，ほとん
どの学生が，実機による学習が理解しやすいだろう，という回答であった。
このように仮想的なシステムは，実感が得られにくいという問題を抱えている。そ
れでも，仮想実験室 (Virtual Laboratory)の研究が盛んな理由は，現実の実験室では実
現が容易でないことを行うためである。例えば，通学が不可能な学生に対する遠隔地教
育や数多くの値を変えての実験を素早く行うためのシミュレータを用いた実験がある。
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本 x80では前述のシミュレータを用いた実験の考え方に近く，正しい結果を得るまで
何度もプログラミングを行うという学習環境を提供することにある。このことは，現
在の高等教育機関であれば集合PC(パーソナル・コンピュータ)教室をもつため，コス
ト面での制約を受けずに一人一台の学習環境を構築可能とすることが可能である。
一方の本 x80の欠点として，既存のCAIと同様に，実デバイスを駆動するための学
習を行っているという実感が希薄となる点が指摘されている。現状では，実機と連携
しながらの学習を進めるなどの運用上の工夫を行うか，もしくは，x80の外部に現実の
スイッチや LEDを接続しての学習を行い，デバイスを駆動していることを実感させる
ことが要望されている。
5.3.2 既存CAIとの比較
既存のCAI(Computer Assisted Instruction)は，CPUの内部を分かりやすく表示す
ることが行われている。例えば，図 5.18は，文献 [6]で開発されたコースウェアのスク
リーン・ショットである。
図 5.18: アニメーションを利用した既存のCAI
図 5.18の CAIは，定まったプログラムの実行に関し，アニメーション表示を行う。
このCAIは，ユーザが記述したプログラムを実行することはできないが，内部の動作
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を非常に分かりやすく表示している。このCAIは，講義形式の授業をCAIに置き換え
る目的で作成されており，複雑な操作を行わずに済むような工夫がなされている。
一方，学習者が作成したプログラムを用いて学習を進めるCAIの一つに，VisuSim[39]
というCAIがある。このVisuSimの実行画面を図 5.19に示す。
図 5.19: 学習者が作成したプログラムを実行可能な既存のCAI
この図 5.19のVisuSimは，Webベースで学習できるように開発されており，特殊な
ソフトウェアをインストールすることなく，学習可能なように工夫されている。また，
1命令毎の実行（ステップ実行）も可能であり，参照しているメモリやレジスタの場所
が色が変わって分かるようになっている。
これらの既存CAIは，CPUをブラックボックスとせずに，内部構造をしっかりと学
習することに主眼が置かれている。しかしながら，I/Oや割り込みに関するCAIとは
なっていない。
I/O制御や割り込みに関する CAIは，近年発表されており，UVI51[40]という Intel
8051のシミュレータがある。そのスクリーン・ショットを図 5.20に示す。
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図 5.20: I/Oや割り込みを考慮した既存のCAI
図 5.20のUVI51は，MS–DOSで動作するシミュレータであるが，MS–DOS上のス
クリーン・ショットを取得する手段を著者が有していなかったため，Linux上で動作す
る dosemuを用いてスクリーン・ショットを取得し，図 5.20としている。
このUVI51は，仮想のセグメントLEDやタイマ割り込みのための仮想のタイマ・コ
ントローラを備えており，著者の狙いとする学習内容に非常に近い。しかしながら，第
3.7節で述べた，LEDの描画を行う際の実装上の工夫を行っておらず，描画に不具合を
生じている。
これらの不具合は，次節 (第 5.3.3節)の実機を模した既存シミュレータでも同様の不
具合がある。そのため，節を改めて第 5.3.4節で不具合の発生内容について，x80と比
較を行いながら述べる。
5.3.3 実機を模した既存シミュレータとの比較
第 5.3.2節では，CAIとして利用されているシミュレータについて述べた。本節では，
主としてホビー用途で用いられている既存のシミュレータについて述べる。
最初に，x80の開発のヒントとなったAltairシミュレータ [14] の実行画面を図 5.21
に示し，Altairシミュレータの最新バージョン [15]の実行画面を図 5.22に示す。
また，x80の対外発表 [18]以降に発表されたTK-80のシミュレータ [41]を図 5.23に
示す。
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図 5.21: 初期のAltairシミュレータのスクリーン・ショット
図 5.22: 現行のAltairシミュレータのスクリーン・ショット
図 5.23: TK–80シミュレータのスクリーン・ショット
これらの既存のシミュレータは，実機を模していて，入力装置であるスイッチや出力
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装置であるLEDを実装している。そのため，I/Oに関する学習が可能である。しかし，
既存のシミュレータも前節のUVI51シミュレータと同様に，シミュレートしたLEDの
描画に不具合があり，学習者に混乱を与える可能性があり，次節 (第 5.3.4節)で述べる。
5.3.4 既存システムにおける描画上の不具合と x80の優位点
仮想 LEDの描画を行う際は，仮想 LEDの点滅周期とコンピュータ・ディスプレイ
の描画可能周期との関係に注意を払う必要がある。一般に，LEDは高速に点滅可能な
デバイスであり，数 kHz～数十 kHz程度の点滅は簡単に表示することができる。一方
のコンピュータ・ディスプレイは，リフレッシュ・レート (垂直同期周波数)が速くて
も百数十Hzである。
コンピュータ・ディスプレイは，人間の目には連続的に描画しているように見える
が，実際は画面をコマという概念で離散的に表現している。離散的な信号による表現
であるため，サンプリング定理からナイキスト周波数（リフレッシュ・レートの半分の
周波数）以上は再生できない。その例を図 5.24に示す。
経過時間 希望する描画 ディスプレイ上の描画
300Hzで切替 リフレッシュ・レート 100Hz
0ms
10ms
20ms
30ms
40ms
図 5.24: リフレッシュ・レートの 1/2以上の描画更新で発生する不具合
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図 5.24は，300Hzの周期で桁を切替えながら描画するプログラムがリフレッシュ・
レート 100Hzのディスプレイでは，どのように表示されるかを示した図である。
希望する表示は，上位の桁から順に下位の桁へ桁を切替えながらの描画である。一
番上位の桁に注目すると，点滅周期が約 13.3msであり，ちらつきを感じない 50Hz程
度の点灯サイクルを十分に満たしている。そのため，適切な描画は，図 5.25のように
表示し，この画面表示で変化しないことが適当である。
図 5.25: 適切な表示
一方，コンピュータ・ディスプレイ上の描画は，図 5.24のディスプレイ上の描画で
の一番上位の桁に注目すると，点滅周期が 40msであり，50Hzを下回っている。その
ため，若干のちらつきを感じる可能性が発生する。
図 5.24では，300Hzの切替例を示した。この時の信号の周期は，75Hz(=300Hzの切
替/4つの描画状態)であり，ディスプレイで描画可能な周波数である 50Hzを越えてい
る。そのため，エリアシングを描画することになり，結果として，逆順に描画が行わ
れる。
更に信号周期が 100Hzに近付いたときは，逆からの描画で，切り替わりの周期が長
くなる。例えば，399Hzで切替た場合は，図 5.26のような 1秒ごとに切り替わる描画
がコンピュータ・ディスプレイ上で行われる。
学習者は，上位から点灯させるプログラミングを行っているつもりでも，このよう
な下位から点灯するような表示が発生してしまうと，学習者は混乱を生じてしまう。
↓ (1秒後)
↓ (1秒後)
↓ (1秒後)
↓ (1秒後)
図 5.26: 不具合のある描画
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これらの問題点を検証するために，仮想LEDを持つ各シミュレータに図 5.27の点滅
を行う動作を行わせた。図 5.27の信号は，周期が 2倍ずつ違う信号で，各信号のデュー
ティ比がどれも 50%の信号である。
A0,a,Q0
A1,b,Q1
A2,c,Q2
A3,d,3
A0A1A2A3A4A5A6
Altairシミュレータの
アドレスランプ
時間TK-80シミュレータ
TK-85(実機)
x80
TRNジュニア(実機)
のセグメントLED
a
b
c
d
e
f
g
h
Q0
Q1
Q3
Q2
GND
UVI51の
制御信号線
図 5.27: 検証用点滅パターン
図5.27の出力先として，Altairシミュレータはアドレスランプ（A0，A1，A2，…）の
点滅を利用し，観測を行った。同様に，TK–80シミュレータ，実機TK–85，本研究で実
装したx80，実機TRNジュニアは，セグメントLEDのセグメント（a，，b，c，…）の点
滅を利用した。また，UVI51シミュレータについては，制御信号線（Q0，Q1，Q2，…）
の点滅を利用した。
これらの図 5.27の信号周期を中周期を 30Hz前後に設定したときに，図 5.28のよう
に常時点滅するLEDと点滅するLEDが同時に描画できるようなシステムであれば，現
実のシステムを良く模しているシステムである。実機では，TK–85と TRNジュニア
で図 5.28の望まれる点灯が可能であることを確認した。
A0A1A2A3A4A5A6Altairシミュレータの
アドレスランプ
短周期の点滅
(常時点灯)
中周期の点滅
(かろうじて点滅が
  確認できる)
長周期の点滅
(完全に点滅)
TK-80シミュレータ
TK-85(実機)
x80
TRNジュニア(実機)
のセグメントLED
a
b
c
d
e
f
g
h
a,b,c,d,e:短周期(常時点灯)
f,g:中周期(かろうじて点滅)
h:長周期(完全に点滅)
Q0
Q1
Q3
Q2
GND
UVI51の
制御信号線
Q0:短周期(常時点灯)
Q1,Q2:中周期(かろうじて点滅)
Q3:長周期(完全に点滅)
図 5.28: 検証用点滅パターンで望まれる表示
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これらの点滅を図 5.27の信号で駆動する方法として，Altairシミュレータでは，リ
スト 5.6の 0番地から連続した NOPを実行し，3FDHで 0番地に戻るような無限ループ
のプログラムを使用した。このプログラムを実行するとアドレスが，0，1，2，…と変
化するので，A0，A1，A2の各状態が図 5.27の信号のとおりになる。
リスト 5.6: Altairシミュレータの検証プログラム ✏
;簡単なプログラムのため，アセンブラは未使用 (Intel 8080用プログラム)
0000 00 nop
0001 00 nop
(以下，3FCまで NOP)
03FD C3 0000 jmp 0000
✒ ✑
TK–80シミュレータと実機 TK–85は，リスト 5.7を実行し，最下位のセグメント
LEDが図 5.27の信号で駆動されるようにした。なお，実機の TK–80を準備すること
ができなかったため，ここではTK–80の後継機種であるTK–85を使用して確認した。
リスト 5.7: 実機TK–85とTK–80シミュレータの検証プログラム ✏
1: 0000 .Z80 ;アセンブラは，zmacを使用
2:
3: 8000 ORG 8000H
4:
5: 83FF DISP1 EQU 83FFH
6:
7: 8000 START_:
8: 8000 21FF83 LD HL,DISP1
9: 8003 3E00 LD A,0
10: 8005 LOOP:
11: 8005 77 LD (HL),A
12: 8006 3C INC A
13: 8007 CD0D80 CALL WAIT
14: 800A C30580 JP LOOP
15:
16:
17: 800D F5 WAIT: PUSH AF
18: 800E C5 PUSH BC
19: 800F D5 PUSH DE
20: 8010 E5 PUSH HL
21:
22: 8011 216400 LD HL,100 ;この値で周期を調整
23: 8014 LP1:
24: 8014 2B DEC HL
25: 8015 7C LD A,H
26: 8016 B5 OR L
27: 8017 C21480 JP NZ,LP1
28:
29: 801A E1 POP HL
30: 801B D1 POP DE
31: 801C C1 POP BC
32: 801D F1 POP AF
33: 801E C9 RET
34:
35: 801F END✒ ✑
本研究で実装した x80と実機TRNジュニアの駆動は，リスト 5.8を用いた。
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リスト 5.8: x80と実機TRNジュニアの検証プログラム ✏
1: 0000 .Z80 ;アセンブラは，zmacを使用
2:
3: 0060 PA EQU 60H
4: 0061 PB EQU 61H
5: 0062 PC EQU 62H
6: 0063 PCW EQU 63H
7:
8: 0063 PCTL EQU 63H
9:
10: E000 ORG 0E000H
11:
12: E000 START_:
13: E000 3E81 LD A,10000001B
14: E002 D363 OUT (PCTL),A
15: E004 3EFF LD A,0FFh
16: E006 D362 OUT (PC),A
17: E008 3E00 LD A,0
18: E00A D362 OUT (PC),A
19: E00C LOOP:
20: E00C D360 OUT (PA),A
21: E00E 3C INC A
22: E00F CD15E0 CALL WAIT
23: E012 C30CE0 JP LOOP
24:
25:
26: E015 F5 WAIT: PUSH AF
27: E016 C5 PUSH BC
28: E017 D5 PUSH DE
29: E018 E5 PUSH HL
30:
31: E019 216400 LD HL,100 ;この値で周期を調整
32: E01C LP1:
33: E01C 2B DEC HL
34: E01D 7C LD A,H
35: E01E B5 OR L
36: E01F C21CE0 JP NZ,LP1
37:
38: E022 E1 POP HL
39: E023 D1 POP DE
40: E024 C1 POP BC
41: E025 F1 POP AF
42: E026 C9 RET
43:
44: E027 END
✒ ✑
UVI51シミュレータは，文献 [40]で示されている IEEE_EX2.CNXのサンプル内にあ
るソースリスト IEEE_EX2.SRCの「speedfactor equ 20」を「speedfactor equ 1」
と変更して検証した。この変更により，短周期でQ0，Q1，Q2，…が切り替わり図 5.27
の信号を得る。
以上のプログラムを用いて，各システムの LEDを駆動すると，図 5.29の結果を得
た。初期のAltairシミュレータは，激しくちらつく不具合があり，第 3.8.2節で示した
実装と同様の実装を行っていると思われる。それ以外の既存シミュレータ (Altairシミュ
レータ，TK–80シミュレータ，UVI51シミュレータ)は，本節 (第 5.3.4節)の冒頭に示
したエリアシングを含む表示となっており，長周期の LED表示よりも短周期の LED
表示の方が周期が長いという不具合が観測された。
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初期のAltairシミュ
レータのアドレス
ランプ
TK-80シミュレータ
のセグメントLED
a
b
c
d
e
f
g
h
全てのセグメントが点滅
各セグメントの周期に
一貫性がない
周期が長くなったり，
短くなったりする
Q0
Q1
Q3
Q2
GND
UVI51の
制御信号線
Q0～Q3まで全て点滅
Q3よりもQ1の方が周期が
長く見える
現行のAltairシミュ
レータのアドレス
ランプ
A0A1A2A3A4A5A6
全てのLEDが点滅
点滅の際，走査線が
見える(LEDの描画で
上から下に走査する前に
点滅を繰り返している)
A0A1A2A3A4A5A6 若干の濃淡を伴って
全てのLEDが点滅
A4のLEDよりも
A5のLEDの方が
点滅周期が短い
TK-85(実機)
TRNジュニア(実機)
のセグメントLED
a
b
c
d
e
f
g
h
a,b,c,d,e:短周期(常時点灯)
f,g:中周期(かろうじて点滅
      が確認できる)
h:長周期(完全に点滅)
x80
のセグメントLED
a
b
c
d
e
f
g
h
a,b,c,d,e:短周期(常時点灯)
f,g:中周期(かろうじて点滅
     但し，点滅ムラあり)
h:長周期(完全に点滅)
図 5.29: 検証用点滅パターンでの点滅結果
一方，実機は，先に図 5.28で示した点灯を行った。それに対し，本研究で実装した
x80は，図 5.29で示すように，短周期の点灯は点灯したままの表示を行い，長周期の
点灯は，周期的な点灯を行っている。これは，実機と同じ描画である。
但し，中周期の点灯に関しては，実機と同様に点滅を行っているが，時おり輝度ムラ
が発生する。これは，ダイナミック点灯での点灯周期の目標である 10[msec]以内の再
点灯を行うか否かで，長周期と短周期に判別し，長周期の時は点灯を続け，短周期の
時は点滅を行うために生じる。この実装は，上述の 10[msec]という値を考慮して，消
灯状態になっても，約 10[msec]は消灯を行わない (点灯を続ける)という処理を行って
いる。
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例えば，100Hzのタイミングで 2桁を切替えながら点灯を行う場合は，図 5.30の様な
点灯となる。図 5.30にあるように，ある桁の点灯パターンは，点灯時間が 10[msec]，消
灯時間が 10[msec]である。このタイミングでは，50Hzの点灯周期が実現できる。ここ
で，約 10[msec]は消灯を行わないという処理を加えると，前述の点灯時間が約 20[msec]
に，消灯時間が約 0[msec]となり，図 5.30のディスプレイの描画にあるように，消灯処
理を省略することができる。
ディスプレイ
時間 点灯パターン への描画 解説
0ms
10ms 0は消灯したが，10[ms]点灯を継続
20ms 1は消灯したが，10[ms]点灯を継続
30ms
図 5.30: 100Hzのタイミングで 2桁を切替える時の x80の描画処理
一方，50Hzのタイミングで 2桁を切替えながら点灯を行う場合は，図 5.31のように，
点灯時間が 20[msec]，消灯時間が 20[msec]であり，25Hzの点灯周期となる。この点灯・
消灯タイミングに対し，前述の約 10[msec]は消灯を行わない処理を加えると，点灯時
間が約 30[msec]，消灯時間が約 10[msec]となる。
ディスプレイ
時間 点灯パターン への描画 解説
0ms
10ms
20ms 0は消灯したが，10[ms]点灯を継続
30ms 10[ms]継続したので，0を消灯
40ms 1は消灯したが，10[ms]点灯を継続
50ms 10[ms]継続したので，1を消灯
60ms
70ms
図 5.31: 50Hzのタイミングで 2桁を切替える時の x80の描画処理 (処理 1)
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この図 5.31の 50Hzのタイミングの場合の点灯・消灯パターンをディスプレイに表
現しようとすると，100Hz(=10msec)以上のリフレッシュ・レートでないと，消灯を行
わずに点灯を続けるサイクルが出てしまう。このようなサイクルの時は，セグメント
が明るく描画されてしまう。例として，図 5.32にリフレッシュ・レートが 60Hzのディ
スプレイへの描画を示す。解説のとおりに，ディスプレイへの描画処理に遅れや進み
が生じた場合は，点灯パターンが変わり，点滅すべきところで，連続点灯・連続消灯
になることがある。このような時に，輝度が大幅に変わってしまう。
ディスプレイ ディスプレイ
時間 への描画 上の描画 解説
0ms
10ms
16.7ms 同上
20ms
30ms
33.3ms 同上
40ms 描画信号が遅れた場合は
50ms 左の点灯は になる
60ms
66.7ms 同上
70ms
80ms
83.3ms 同上
90ms 描画信号が遅れた場合は
100ms 左の点灯は， になる
110ms
図 5.32: 50Hzのタイミングで 2桁を切替える時の x80の描画処理 (処理 2)
周期が中周期の場合は，これらの不具合があるが，10[msec]程度の点滅をディスプ
レイに描画する際は避けることができない。
例えば，消灯時における 10[msec]の点灯継続時間を 20[msec]に延ばすと，点灯期間
が延びるため，点灯のコマ数が増える。そのため，点灯継続時間を延ばすと，ディス
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プレイの 1コマ分の描画が変わっても，表示上の影響が少なくなる。しかし，実機で
見られる微かに点滅が確認できるような，微妙な点滅に関する描画が点灯状態の描画
になってしまい，実機の見た目から外れてしまう。
現在のところ，ダイナミック点灯のちらつきを行わないことを意識したプログラミ
ングを学習するためには，50Hz程度の描画サイクルを維持することを意識する必要が
あり，10[msec]が妥当である。また，他の既存シミュレータと違い，明らかに常時点灯
すべき LEDは点灯を行い，明らかに点滅すべき LEDは点滅を行う。
短周期の描画処理を発生させない実装によって，図 5.29に示したとおり，誤表示を
行わないことが可能となる。また，描画処理を省略することによって，低速な計算機
でも快適に使用することができる。
中周期の点滅に関しても，周期は完全に正確ではないが，短周期の点灯表示と長周
期の点滅表示の中間の周期で点滅するので，既存システムよりも混乱を生じることは
少なくなることが期待できる。
5.3.5 比較結果のまとめと今後の動向
前述の比較を学習スタイル別にまとめたものを表 5.3に示す。
表 5.3: 学習スタイル別による既存システムとの比較
既存 既存
実機 CAI SIM x80
実デバイスを駆動する学生実験 ◎ × × ×
デバイスの駆動法を学習する学生実験 ○ △ 4 △ 4,5 ○
学校での自学・自習 △ 1 ○ △ 5 ○
自宅学習 △ 2 △ 2 △ 2,5 △ 2,6
40人規模でのプログラミングの一斉演習 △ 2 ○ △ 5 ○
レジスタの変化を理解するための演習 △ 3 ◎ △ 3 ○
CPUの内部構造を理解するための演習 × ◎ × ×
既存 SIM:既存の実機を模したシミュレータ
◎：最適，○：適する，×：不適
△ 1:受講者への貸し出しなどの物品管理が必要である。
△ 2:受講者の数だけ機器を準備する必要がある。
△ 3:繁雑な操作が必要となる。
△ 4:描画上の不具合が存在する。
△ 5:初学者に対する考慮が必要となる。
△ 6:Xを使用するので，cygwin[31]のインストールが必要となる。
134
第 5章 活用事例と既存との比較 5.4. 本章のまとめ
現状においては，本研究で実装した x80は，表 5.3にまとめたとおり，幅広い場面で
活用することが可能である。特に，実シングルボート・コンピュータの実験・実習との
連係が容易である。表 5.3において，既存システムや x80では不向きだと評価した事項
があるが，これは，現時点における判断であり，今後は以下に述べる動向になると著
者は予測する。
実機を用いた学習では，低価格で持ち運びが容易な教育用コンピュータ [42]が提案
されている。この取り組みは，一人一台の学習環境を実機で行うための取り組みであ
り，持ち運びが容易になるように機器を小型化したり，低価格化に取り組んでいる。こ
れらの取り組みは，表 5.3の実機の抱えていた問題点が解決される可能性がある。
既存のCAIでは，学生実験には不向きであると評価している。本研究で主題として
いる I/O制御に関する学習とは違う分野での動向を参照すると，遠隔操作における実
験環境の提供 [43]がある。この遠隔操作における手法を考慮すると，将来は，シング
ルボード・コンピュータを遠隔操作することによる学習手法が登場すると予測する。
既存の実機を模したシミュレータでは，文献 [41]の 37ページで，LEDの表示上の問
題点である描画処理が高負荷になる問題点が提起されている。本研究では，文献 [41]
が発売される前からこの問題に取り組んでおり，文献 [18]でその成果を公表している。
本論文においては，現在の計算機の処理能力に合わせた実装も含めて，第 3.7節で実装
の詳細についてを述べ，第 5.3.3節で比較検討している。この LEDの描画に関する問
題は，本研究において技術的に解決した点であり，これらの技術による既存シミュレー
タの発展が望まれる。
最後の x80は，表 5.3で不適になっている部分が実現できていない。これらの実デ
バイスを駆動する実験への対応や CPUの内部構造を理解するための演習への対応は，
対外発表などで望まれている事項であるため，今後の研究を発展させる方向の一つで
ある。
5.4 本章のまとめ
第 3章と第 4章で実装した機能を用いての演習の実例を本章で示した。既存の実シ
ングルボード・コンピュータと同様の演習が行えることを確認したと共に，レジスタ
表示機能による操作の簡略化などが可能であった。
本章では，小人数での学生実験での実例を示したが，大人数での演習で利用するこ
とも可能である。また，仮想シングルボード・コンピュータは，学習者にとって特殊
なハードウェアを必要としないので，情報処理センターのような集合教育設備で自習
を行わせることが可能である。
更に，既存のシステムとの違いを明確にした。本 x80の仮想セグメントLEDは，ディ
スプレイの描画条件を十分に考慮したため，学習者が混乱しないような実装となってい
る。この技術的な問題を解決したため，既存システムでは実現することが容易でない，
シングルボード・コンピュータによる集合教育環境を実現することが可能となった。
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なお，本仮想シングルボード・コンピュータ x80に関しては，直接的な学習効果の
向上を言及しない。何故ならば，現状においては，仮想シングルボード・コンピュー
タをどのように利用するかという各教育者の力量に依存するためである。しかし，実
シングルボード・コンピュータと同様の学習環境を学習者に与えるという目標は達成
できたと考える。
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本論文は，コンピュータ・アーキテクチャに関する学習・実習環境において，シング
ルボード・コンピュータ等を用いた学習の必要性に着目し，仮想シングルボード・コ
ンピュータの実装に関して報告した。本研究において実装した事項ならびに提供する
学習環境を結論として以下に要約する。本研究において，実現すべき学習環境は，標
準的なカリキュラムで要求されているアセンブリ言語の学習環境である。
ノイマン型計算機の理解は，ある命令のステップ実行を行うことなどによって，ア
センブリ言語レベルの演習を通じて体験することが可能である。命令セットの理解や
アセンブリ言語の記述法に関しては，ハンドアセンブルを行うことやアセンブラを用
いて何度もプログラミングを体験することを行うことによって，実現することができ
る。x80は，学習者が記述したコードを実行する環境を提供するという面で大いにに貢
献できる。
レジスタを理解することは，ステップ実行とレジスタ表示機能によって実現するこ
とができる。これは，実機シングルボード・コンピュータと比較して，仮想シングル
ボード・コンピュータが明らかに優位な点である。本 x80では，ある注目する命令の
前後のレジスタを同時に表示することが可能である。これを実シングルボード・コン
ピュータで演習を行う場合は，繁雑な操作が必要である。
スタックに関する理解を助ける仕組みは，レジスタ表示機能と同時に提供することを
行った。これは，SP（Stack Pointer）の変化と同時に，スタックにレジスタの値が積ま
れることを観察する必要があるからである。これを実機シングルボード・コンピュータ
で学習する場合は，レジスタ表示で行う操作よりも更に複雑な操作を行う必要がある。
最後の I/Oに関する操作法や割り込みを理解することは，x80に実装されている仮
想デバイスを駆動することで可能である。I/Oに関する操作は，仮想セグメント LED
を用いることによって，I/Oに関する命令の実行結果を視覚的に確認することができ
る。割り込みに関しては，仮想化した Z80 CTCを用いることによって，タイマ割り込
みのプログラミングを体験できる。
以上の学習環境を実現するために，本研究では，仮想デバイスの実装に関する研究
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を行った。
CPUエミュレータに関しては，既存のシステムに対し，必要となる改編を行った。
更に，仮想シングルボード・コンピュータの実装において，具体的な動作を学習者に
提示する仮想デバイスの実現が最重要である。この仮想デバイスとして，セグメント
LED，24キーパッドを実装した。
仮想化の対象としたTRNジュニアは，セグメント LEDの点灯にダイナミック点灯
方式を採用している。この点灯形式は，表示上のちらつきを防止するために，50Hz以
上の周期で点滅を繰り返している。この点滅タイミングをディスプレイ上にそのまま
の周期で描画することは，不可能である。
本研究では，セグメントごとに点滅周期を管理して，短時間での点滅は常時点灯す
るように描画する「疑似ダイナミック点灯方式」を考案・開発した。この点灯方式に
よって，実機シングルボード・コンピュータ上で動作するダイナミック点灯に関する学
習プログラムをそのままの形で，仮想シングルボード・コンピュータ上でも動作させ
ることが可能となった。更に，実機シングルボード・コンピュータと違う機能として，
レジスタ表示機能を追加した。これらは，既存のアイディアや技術を組み合わせて実
装した機能であるが，対外発表などで要望の多い重要な機能である。
以上の実装を行ったことで，学習システムとして有益となる仮想シングルボード・コ
ンピュータを実現することが可能となった。本論文では，1998年度からの活用事例を
示したが，現在もなお，佐賀大学理工学部電気電子工学科では，仮想シングルボード・
コンピュータ “x80”が「1人 1台の学習環境」として有効に活用されている。本仮想シ
ングルボード・コンピュータが I/O制御の基礎学習や割り込み処理プログラミングを
学習する学習者に対しての助けとなることを更に期待する。
仮想シングルボード・コンピュータに関する技術は，標準的なカリキュラムでハード
ウェアに関する学習の要望がある限り，応用・発展が可能である。一例として挙げると，
CE2004では，I/Oに関するデータの取り扱いとして，programmed I/O，interrupt–
driven I/O，DMA の学習が挙げられている。これらに関しても，新規の仮想デバイス
を実装することで学習が可能となる。
現状では，計算機の構成や能力による仮想化の制約があるが，今後も計算機は高速
化していくことは十分に考えられる。それに伴い，本研究分野の更なる発展があると
確信している。また，技術的な革新とは別に，今後は学習方法に関しても，一般的・普
遍的な学習方法が研究・開発されると考えられる。それらのカリキュラムや学習方法
に追従した改良も重要である。
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