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1.1  Γενικά 
 
 
Σε ένα κατανεµηµένο σύστηµα επιθυµούµε οι επιµέρους ετερογενείς υπολογιστικές 
οντότητες που το συντελούν και οι οποίες συνδέονται µέσω ενός δικτύου να διαλειτουργούν 
(interoperate) ανεξάρτητα από την πλατφόρµα και την προγραµµατιστική γλώσσα στην οποία 
έχουν υλοποιηθεί και λειτουργούν (platform-neutral και language-neutral interoperation).   Το 
εµπόδιο που αντιµετωπίζουµε όταν προχωράµε σε προγραµµατιστική διασύνδεση των 
επιµέρους οντοτήτων για να πετύχουµε την ζητούµενη διαλειτουργικότητα είναι ότι κάθε 
οντότητα-σύστηµα πιθανώς χρησιµοποιεί διαφορετική πλατφόρµα ενδιάµεσου λογισµικού 
(middleware platform). Για να αντιµετωπιστεί αυτή η ετερογένεια πρέπει να συµφωνηθεί µια 
κοινή πλατφόρµα διασύνδεσης ενδιάµεσου λογισµικού πάνω από το Web. Αυτή η πλατφόρµα 
θα πρέπει να χτιστεί πάνω σε Web-related  πρότυπα όπως το HTTP και η XML. Η τεχνολογία 
των Web Services αναπτύχθηκε τα τελευταία χρόνια µε σκοπό την κάλυψη των παραπάνω 
αναγκών. Τα Web Services βασίζονται στην χρήση της XML, του SOAP, του UDDI και της 
WSDL.  
Καθώς αναπτύχθηκε η τεχνολογία των Web Services προέκυψαν, όπως ήταν 
αναµενόµενο, απειλές και επιθέσεις ασφαλείας. Οι απαιτήσεις ασφαλείας που προέκυψαν και 
η ανάγκη για αντίµετρα οδήγησαν στον ορισµό και ανάπτυξη του µοντέλου ασφαλείας των 
Web Services (Web Services security model). Οι προυπάρχουσες τεχνολογίες  ασφαλείας είτε 
δεν µπορούσαν να εφαρµοστούν στα Web Services είτε έπρεπε να προσαρµοστούν στη 
ξεχωριστή δοµή και  λειτουργία τους. Ως αποτέλεσµα γεννήθηκε η ανάγκη ανάπτυξης νέων 
προτύπων και προδιαγραφών ασφαλείας που απευθύνονται αποκλειστικά σε Web Services. 
Κύριος στόχος της Web Service security είναι η παροχή υπηρεσιών αναγνώρισης και 
αυθεντικοποίησης οµότιµης οντότητας (peer entity identification and authentication), 
ακεραιότητας δεδοµένων (data integrity),  εµπιστευτικότητας δεδοµένων (data 
confidentiality), αναγνώρισης προέλευσης δεδοµένων (data origin identification), 
αυθεντικοποίησης δεδοµένων (data authentication), µη αποποίησης (non-repudiation) και 
ελέγχου προσπέλασης (access control). Επιπλέον, έχουν αναπτυχθεί προδιαγραφές και 
µηχανισµοί που δίνουν την δυνατότητα στις διάφορες οντότητες που αλληλεπιδρούν στα 
πλαίσια ενός περιβάλλοντος  Web Service να µπορούν να γνωστοποιούν τις απαιτήσεις τους  
και τις δυνατότητές τους σε θέµατα ασφαλείας καθώς επίσης και την πολιτική ασφαλείας 
τους σε τέτοια µορφή που να γίνενται αντιληπτά από όλους τους ενδιαφερόµενους. Επίσης, 
παρέχονται οι απαραίτητοι µηχανισµοί για την εγκαθίδρυση σχέσεων εµπιστοσύνης (trust 
relationships) µεταξύ των οντοτήτων. Τέλος, µέσω της Web Service security δίνεται η 
δυνατότητα διαχείρισης και εξάπλωσης των σχέσεων εµπιστοσύνης καθώς και η δυνατότητα 
διαχείρισης των δεδοµένων και πολιτικών αυθεντικοποίησης σε ένα ετερογενές οµόσπονδο 
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περιβάλλον (heterogeneous federated web service environment). Τα κύρια δοµικά συστατικά 
της Web Service security είναι η XML Encryption, η XML Signature, η SAML, η XKMS, η 
XACML, η XrML, η WS-Policy, η WS-SecurityPolicy και η οικογένεια των WS-* 
προδιαγραφών που αποτελείται από τις προδιαγραφές WS-Trust, WS-Federation, WS-
Authorization και WS-SecureConversation. 
 
 




Η τεχνολογία των Web Services αποτελεί µία πολλά υποσχόµενη λύση στη διαχρονική 
ανάγκη για διαλειτουργικότητα µεταξύ εφαρµογών που χρησιµοποιούν διαφορετικές 
πλατφόρµες και προγραµµατιστικές γλώσσες. Τα Web Services αποτελούν το επόµενο βήµα 
στον τοµέα του distributed computing. Αρχικά, η ανάπτυξη κατανεµηµένων εφαρµογών ήταν 
προσανατολισµένη στο  TCP/IP. Αυτή η προσέγγιση απαιτούσε µεγάλο κόπο από τους 
προγραµµατιστές εφαρµογών και τα αποτελέσµατα ως προς την δηµιουργία εταιρικών 
εφαρµογών δεν ήταν τα επιδιωκόµενα. Στα πλαίσια µίας προσπάθειας να µειωθεί η δυσκολία 
ανάπτυξης τέτοιων εφαρµογών είχαµε την ανάπτυξη του Distributed Computing Environment 
(DCE) που βασιζόταν στο µοντέλο client/server. Ακολούθησε η ανάπτυξη της Common 
Object Request Broker Architecture (CORBA), ενώ την ίδια εποχή η Microsoft παρουσίαζε 
το Component Object Model (COM) και ακολούθως το Distributed COM (DCOM) που 
χρησιµοποιούσε σαν βάση του την τεχνολογία του DCE και τελικά  αναπτύχθηκε το COM+. 
Η SUN από την πλευρά της βασιζόµενη στην Java εισήγαγε την Java 2 Platform, Enterprise 
Edition (J2EE), µέσω της οποίας παρέχονται τα Enterprise Java Beans (EJBs). Παρόλα αυτά, 
η κάθε νέα τεχνολογία κατανεµηµένων εφαρµογών δεν µπορούσε να συνεργαστεί µε τις 
υπόλοιπες υπάρχουσες τεχνολογίες. Η κάθε τεχνολογία ήταν αποµονωµένη χωρίς δυνατότητα 
διαλειτουργικότητας. Εποµένως, αν δυο οντότητες ήθελαν να συνεργαστούν  θα έπρεπε να 
διαθέτουν την ίδια τεχνολογία. Τα Web services υλοποιώντας στην ουσία αρχιτεκτονικές που 
είναι προσανατολισµένες στις υπηρεσίες (Service Oriented Architectures - SOAs) δίνουν την 
δυνατότητα διαλειτουργικότητας µεταξύ ετερογενών συστηµάτων δίνοντας µε αυτό τον 
τρόπο ώθηση στις B2B (Business-to-Business) και B2C (Business-to-Client) εφαρµογές.  Τα  
κυριότερα χαρακτηριστικά των Web Services είναι τα ακόλουθα: 
 
• Η XML αποτελεί το data representation layer για όλα τα πρωτόκολλα και τεχνολογίες 
που χρησιµοποιούν τα Web Services. Η XML προσφέρει την φορητότητα και την 
επεξεργασία των δεδοµένων ανεξάρτητα του συστήµατος υλικού που χρησιµοποιεί η 
κάθε οντότητα πελάτη ή Web Service. 
• Τα Web Services χαρακτηρίζονται ως loosely coupled. Το τελευταίο σηµαίνει ότι 
οποιαδήποτε τροποποίηση στην διεπαφή του Web Service δεν επηρρεάζει την παροχή 
της υπηρεσίας προς τους πελάτες. Οι οντότητες που λειτουργούν ως πελάτες -δηλαδή 
ως χρήστες της υπηρεσίας που παρέχεται από το Web Service- δεν χρειάζεται να 
ενηµερώνονται για τις τροποποιήσεις και το κυριότερο δεν απαιτούνται αλλαγές στον 
τρόπο µε τον οποίο καλούν µία υπηρεσία. 
• Τα Web Services χαρακτηρίζονται ως αυτοπεριγραφικά (self-describing). Ο ορισµός 
του format κάθε µηνύµατος είναι εµφωλευµένος στο ίδιο το µήνυµα. Εποµένως, δεν 
απαιτείται η αποθήκευση µεταδεδοµένων ή η εργαλείων παραγωγής κώδικα. 
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• Τα Web Services είναι language-independent και interoperable. Αυτό είναι το 
µεγαλύτερο πλεονέκτηµα αυτής της τεχνολογίας καθώς η εφαρµογή πελάτη και η 
αντίστοιχη εφαρµογή εξυπηρετητή µπορούν να αλληλεπιδρούν ακόµα και αν είναι 
υλοποιηµένες σε διαφορετικά περιβάλλοντα (πλατφόρµα και προγραµµατστική 
γλώσσα). 
• Τα Web Services είναι δυναµικά. Η χρήση των UDDI και WSDL δίνει την 
δυνατότητα η δηµοσίευση και η ανακάλυψη µίας υπηρεσίας να γίνεται αυτόµατα. 
 
 




Τα Web Services όπως κάθε διαδικτυακή εφαρµογή έρχονται αντιµέτωπα µε επιθέσεις 
και απειλές ασφαλείας. Οι πιο συνηθισµένοι και σηµαντικότεροι τύποι επιθέσεων 
περιλαµβάνουν: 
 
• Μη εξουσιοδοτηµένη χρήση. Ένας µη εξουσιοδοτηµένος χρήστης χρησιµοποιεί µία 
υπηρεσία ή γίνεται αποδέκτης δεδοµένων που δεν προορίζονται για αυτόν. 
 
• Παθητική παρακολούθηση. Ο επιτιθέµενος παρακολουθεί τα δεδοµένα που 
διακινούνται µεταξύ των οντοτήτων χωρίς να τα τροποποιεί. 
 
• Ενεργός παρακολούθηση. Ο επιτιθέµενος παρακολουθεί τα δεδοµένα που 
διακινούνται µεταξύ των οντοτήτων και τα τροποποιεί. Εποµένως, υπάρχει αλλοίωση 
των µηνυµάτων που εκπέµπονται από τον αρχικό αποστολέα. 
 
• Αποποίηση. Σε αυτή την περίπτωση µία οντότητα αποποιείται της συµµετοχής της σε 
µία επικοινωνία. 
 
• Άρνηση παροχής υπηρεσίας. Ο επιτιθέµενος έχει ως στόχο την µη οµαλή λειτουργία 
της υπηρεσίας. Ο επιτιθέµενος “αναγκάζει” το σύστηµα που δέχεται την επίθεση να 
πρέπει να ολοκληρώσει  µεγάλο φόρτο εργασίας µε αποτέλεσµα την απώλεια 
µηνυµάτων, την καθυστέρηση στην εξυπηρέτηση των αιτηµάτων ή ακόµα και την 
πλήρη άρνηση εξυπηρέτησης κάποιων αιτηµάτων. 
 
• Επανεκποµπή ολόκληρων µηνυµάτων ή τµήµατος ενός µηνύµατος. Σε µία τέτοια 
επίθεση ο επιτιθέµενος παρεµβαίνει στην επικοινωνία µεταξύ δύο οντοτήτων, 
καταγράφει έγκυρα µηνύµατα που εκπέµπονται από τη µία οντότητα προς την άλλη 
και µεταγενέστερα τα αναπαράγει και τα αποστέλλει µε σκοπό να προσποιηθεί ότι 
είναι  εξουσιοδότηµένος χρήστης µίας υπηρεσίας. 
 
• Man in the middle attack. Ο επιτιθέµενος παρεµβαίνει µεταξύ δύο οντοτήτων. Ο 
επιτιθέµενος προσποιείται στον πελάτη ότι είναι ο πάροχος της υπηρεσίας, ενώ 
προσποιείται στον πραγµατικό πάροχο πως είναι ο πελάτης που καλεί την υπηρεσία. 
 
• Άλλοι τύποι επιθέσεων: principal spoofing, forged claims. 
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Από την παράθεση των πιθανών επιθέσεων που µπορεί να δεκτεί ένα Web Service γίνεται 
φανερό ότι απαιτούνται µηχανισµοί οι οποίοι να προσφέρουν τις παρακάτω υπηρεσίες 
ασφαλείας: 
 
• Yπηρεσία αναγνώρισης και αυθεντικοποίησης οµότιµης οντότητας (peer entity 
identification and authentication). Αυτή η υπηρεσία εξετάζει αν µία οντότητα που 
συµµετέχει σε µία επικοινωνία είναι όντως αυτή που ισχυρίζεται. 
 
• Υπηρεσία αυθεντικοποίησης προέλευσης δεδοµένων (data origin authentication). 
Αυτή η υπηρεσία εξετάζει αν η πηγή προέλευσης ενός µηνύµατος είναι αυτή που 
δηλώνεται µέσω του µηνύµατος. 
 
• Υπηρεσία ακεραιότητας δεδοµένων (data integrity) . Αυτή η υπηρεσία εξασφαλίζει 
ότι τα µεταδιδόµενα µηνύµατα δεν έχουν τροποποιηθεί από ενδιάµεσες µη 
εξουσιοδοτηµένες οντότητες. Αυτή η υπηρεσία µπορεί να εφαρµοστεί στο επίπεδο 
µεταφοράς (transport data integrity), δηλαδή να εφαρµοστεί στο πρωτόκολλο 
µεταφοράς πάνω από το οποίο γίνεται η αποστολή των SOAP µηνυµάτων (για 
παράδειγµα µπορεί να χρησιµοποιηθεί SSL/TLS στο επίπεδο του HTTP). 
∆ιαφορετικά η υπηρεσία εφαρµόζεται στο SOAP messaging επίπεδο (SOAP message 
integrity). Αυτό σηµαίνει ότι ο µηχανισµός ασφαλείας εφαρµόζεται αποκλειστικά 
πάνω στο SOAP µήνυµα. 
 
• Υπηρεσία  εµπιστευτικότητας δεδοµένων (data confidentiality). Αυτή η υπηρεσία 
εξασφαλίζει ότι επιλεγµένα τµήµατα ενός µηνύµατος ή ολόκληρο το µήνυµα δεν  
είναι ορατά σε µη εξουσιοδοτηµένες οντότητες. Παρόµοια µε την υπηρεσία 
ακεραιότητας δεδοµένων και αυτή η υπηρεσία µπορεί να εφαρµοστεί είτε ως transport 
data confidentiality είτε ως SOAP message confidentiality. 
 
• Υπηρεσία ελέγχου µοναδικότητας µηνύµατος (message uniqueness). Αυτή η υπηρεσία 
ελέγχει αν ένα µήνυµα που δέχεται ο παραλήπτης προέρχεται από επανεκποµπή.  
 
• Υπηρεσία ελέγχου προσπέλασης (access control). Η υπηρεσία παρέχει προστασία από 
την χρήση υπηρεσιών από µη εξουσιοδοτηµένες οντότητες. 
 
• Υπηρεσία µη αποποίησης (non-repudiation). Η υπηρεσία εγγυάται ότι µία οντότητα 
δεν µπορεί να αποποιηθεί την αποστολή ή την παραλαβή ενός µηνύµατος. 
 
Το µοντέλο ασφάλειας των Web Services έχοντας ως στόχο την παροχή των παραπάνω 
υπηρεσιών χρησιµοποιεί τις ακόλουθες τεχνολογίες ασφάλειας και προδιαγραφές ασφάλειας: 
 
• XML Encryption:  προσφέρει την υπηρεσία της εµπιστευτικότητας. 
 
• XML Signature: παρέχει υπηρεσίες ακεραιότητας δεδοµένων, µη αποποίησης (non-
repudiation) και αυθεντικοποίησης. 
 
• SAML: Η SAML είναι το XML standard που (1)ορίζει την σύνταξη των 
πιστοποιητικών που δηλώνουν την ταυτότητα µίας οντότητας, (2)ορίζει τους κανόνες 
επεξεργασίας των πιστοποιητικών και που (3)ορίζει το πρωτόκολλο ανταλλαγής 
αυτών των πιστοποιητικών. Εποµένως, η SAML εµπλέκεται στις υπηρεσίες 
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αυθεντικοποίησης και αναγνώρισης οντοτήτων και στην υπηρεσία ελέγχου 
πρόσβασης. 
 
• XACML: Η XACML παρέχει το  XML λεξιλόγιο µε το οποίο µπορεί να εκφραστεί 
µία πολιτική ελέγχου πρόσβασης. 
 
• XKMS: Η XKMS 2.0 προσπαθεί να προσαρµόσει την υποδοµή του δηµοσίου 
κλειδιού στις ανάγκες και τις ιδιαιτερότητες των Web Services. 
 
• XrML: Η XrML είναι µία XML γλώσσα µε την οποία µπορούµε να ορίσουµε 
δικαιώµατα και συνθήκες για τον έλεγχο της πρόσβασης σε ψηφιακά περιεχόµενα και 
υπηρεσίες. 
    
• WS-Security: περιγράφει τον τρόπο µε τον µπορούµε να χρησιµοποιήσουµε την XML 
Encryption και την XML Signature στα πλαίσια ενός SOAP µηνύµατος. Επιπλέον, 
περιγράφει τον τρόπο µε τον οποίο επισυνάπτουµε security tokens σε ένα SOAP 
µήνυµα και να εµφωλεύουµε επιπλέον µηχανισµούς ασφάλειας (όπως για παράδειγµα 
τα timestamps) στα SOAP µηνύµατα. 
 
• WS-Policy: Η WS-Policy παρέχει την γραµµατική µε την οποία µπορούµε να 
εκφράσουµε τις ικανότητες, τις απαιτήσεις, τις προτιµήσεις και µερικά γενικά 
χαρακτηριστικά κάποιας οντότητας που υφίσταται εντός ενός XML Web services-
based συστήµατος. 
 
• WS-SecurityPolicy: Η WS-SecurityPolicy αποτελεί µία επέκταση του WS-Policy που 
έχει ως σκοπό τον ορισµό των security assertions που µπορούν να χρησιµοποιηθούν 
σε συνδυασµό µε την WS-Security. 
 
• WS-Trust: Η WS-Trust ορίζει τον µηχανισµό µε τον οποίο πραγµατοποιούνται οι 
λειτουργίες έκδοσης πιστοποιητικών,  εκδήλωσης αιτήµατος για την έκδοση ενός 
πιστοποιητικού, ενηµέρωσης/ακύρωσης/ανταλλαγής πιστοποιητικών και ελέγχου 
εγκυρότητας πιστοποιητικών (λειτουργίες τεκµηρίωσης - validation). 
 
• WS-Privacy: Είναι το πρότυπο µε το οποίο δίνεται η δυνατότητα στις οντότητες να 
δηλώνουν τις privacy preferences τους. 
 




Ένα σηµαντικό γνώρισµα του µοντέλου ασφάλειας των Web Services είναι η αναγκαιότητα 
εφαρµογής  end-to-end ασφάλειας και όχι point-to-point ασφάλειας. Σε πολλά σενάρια 
χρήσης των Web Services είναι σύνηθες στην ανταλλαγή µηνυµάτων µεταξύ δύο οντοτήτων 
να παρεµβάλονται κάποιοι εξουσιοδοτηµένοι ενδιάµεσοι. Οι κλασσικοί µηχανισµοί 
ασφάλειας όπως το SSL/TLS παρέχουν point-to-point ασφάλεια κάτι το οποίο δεν αρκεί σε 
τέτοιες περιπτώσεις.   
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1.4 Αντικείµενο διπλωµατικής 
 
 
Η τεχνολογία των Web Services παρουσιάζει τεράστιο ενδιαφέρον καθώς όλο και 
περισσότερες επιχειρήσεις και οργανισµοί υιοθετούν την χρήση αυτής της τεχνολογίας για 
την υλοποίηση των B2B και B2C εφαρµογών τους. Το χαρακτηριστικό της 
διαλειτουργικότητας ανεξαρτήτως πλατφόρµας και προγραµµατιστικής γλώσσας  αποτελεί το 
σηµαντικό πλεονέκτηµα της τεχνολογίας των   Web Services έναντι ανταγωνιστικών και 
εναλλακτικών τεχνολογιών. Παράλληλα µε την ραγδαία εξέλιξη της συγκεκριµένης 
τεχνολογίας, πρέπει να αντιµετωπιστούν οι προκύπτουσες απειλές ασφάλειας, να βρεθούν 
τρόποι αποφυγής και αντιµετώπισης επιθέσεων ασφάλειας, να σχεδιαστούν αντίµετρα και να 
ελαχιστοποιηθούν οι αδυναµίες (vulnerabilities). 
 Στην παρούσα εργασία έγινε µία προσπάθεια να καλυφθούν σε ένα µεγάλο βαθµό τα 
θέµατα που αφορούν την ασφάλεια των Web Services. Φυσικά, ακριβώς εξαιτίας της µεγάλης 
έκτασης του θέµατος, ήταν πρακτικά αδύνατο να εµβαθύνουµε σε όλες τις υπάρχουσες 
τεχνολογίες ασφάλειας που σχετίζονται µε τα Web Services. Για αυτόν τον λόγο έγινε η 
επιλογή η εργασία να εστιάσει στις προδιαγραφές και τεχνολογίες ασφάλειας που παρέχουν 
τον κύριο µηχανισµό ασφάλειας των Web Services. Σκοπός της παρούσας εργασίας είναι η 
παρουσίαση της αρχιτεκτονικής των Web Services, των κύριων τεχνολογιών που συνθέτουν  
τα Web Services (XML, SOAP, WSDL, UDDI) και η αναλυτική παρουσίαση των 
κυριότερων τεχνολογιών ασφάλειας που έχουν σχεδιαστεί για να θωρακίσουν τα Web 
Services (XML Encryption, XML Signature, SAML, XACML, XKMS, XrML, WS-Security , 
WS-Policy, WS-SecurityPolicy, WS-Trust, WS-* προδιαγραφές). Επίσης σηµαντικός στόχος 
της εργασίας είναι να γίνει µια συγκριτική µελέτη των προσφερόµενων τεχνολογιών 
ασφάλειας στο περιβάλλον των Web Services. 
Επιπλέον, στα πλαίσια αυτής της εργασίας πέρα από την µελέτη του θεωρητικού 
υπόβαθρου κρίθηκε αναγκαίο να προχωρήσουµε στην εφαρµογή της τεχνολογιών XML 
Signature και XML Encryption σε προγραµµατιστικό περιβάλλον. Η συγκεκριµένη εφαρµογή 
περιλαµβάνει την υλοποίηση ενός web service σεναρίου µε χρήση της γλώσσας 
προγραµµατισµού JAVA. Σε αυτό το σενάριο υλοποιούµε δύο οντότητες: την οντότητα του 
πελάτη και την οντότητα του εξυπηρετητή. Η επικοινωνία µεταξύ αυτών των οντοτήτων 
πραγµατοποιείται µε ανταλλαγή SOAP µηνυµάτων.Υλοποείται το SOAP HTTP Binding έτσι 
ώστε η ανταλλαγή των SOAP µηνυµάτων να γίνεται πάνω από το HTTP. Σκοπός µας ήταν να 
δοκιµάσουµε τις δυνατότητες και επιλογές των τεχνολογιών XML Signature και XML 
Encryption. Για αυτόν τον λόγο στήθηκαν πέντε  σενάρια χρήσης αυτών των τεχνολογιών και 
πειραµατιστήκαµε µε διάφορους προσφερόµενους κρυπτογραφικούς αλγορίθµους και 
διαφορετικά µήκη κλειδιών.  
Τέλος, µε την ολοκλήρωση της παρουσίασης του θεωρητικού υπόβαθρου και την 
ολοκλήρωση της προγραµµατιστικής υλοποίησης προέκυψαν σηµαντικά συµπεράσµατα που 
αφορούν τις δυνατότητες καθώς επίσης και τα πλεονεκτήµατα και τα µειονεκτήµατα του 
παρουσιάζει το µοντέλο ασφάλειας των Web Services και οι επιµέρους τεχνολογίες 
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1.5 Συνεισφορά της ∆ιπλωµατικής 
 
 
Η συνεισφορά της διπλωµατικής συνοψίζεται ως εξής: 
 
1. Παρουσιάσαµε τα κύρια χαρακτηριστικά, την αρχιτεκτονική και τις τεχνολογίες που 
συνθέτουν την τεχνολογία των Web Services. 
 
2. Μελετήσαµε τα βασικά προβλήµατα ασφάλειας που προκύπτουν σε ένα περιβάλλον 
Web service.  
 
3. Μελετήσαµε τις κυριότερες τεχνολογίες και προδιαγραφές ασφάλειας που έχουν 
αναπτυχθεί για να προστατεύσουν τα Web Services από απειλές και επιθέσεις.  
 
4. Συζητήσαµε τον στόχο που έχει η εφαρµογή κάθε τεχνολογίας ή προδιαγραφής 
ασφάλειας και προσδιορίσαµε τις υπηρεσίες ασφάλειας που παρέχει κάθε τέτοια 
τεχνολογία ή προδιαγραφή. 
 
5. Εφαρµόσαµε τις τεχνολογίες των XML Signature και XML Encryption σε 
προγραµµατιστικό περιβάλλον έχοντας την ευκαιρία να δοκιµάσουµε τις δυνατότητες 
και τις επιλογές αυτών των τεχνολογιών σε πραγµατικές συνθήκες. 
 
 
1.6 Η δοµή της εργασίας 
 
Η εργασία αποτελείται από πέντε κεφάλαια, ένα παράρτηµα, την βιβλιογραφία και τον 
πίνακα των περιεχοµένων. Η διάρθρωση της υπόλοιπης διπλωµατικής έχει ως εξής:.  
Στο δεύτερο κεφάλαιο γίνεται παρουσίαση της τεχνολογίας των  Web Services. Πιο 
συγκεκριµένα, περιγράφεται η αρχιτεκτονική των Web Services και οι κύριες τεχνολογίες 
που χρησιµοποιούνται για την σύνθεση των Web Services δηλαδή η XML, το SOAP, το 
UDDI και η WSDL.  
Στο τρίτο κεφάλαιο αναφερόµαστε στους τύπους επιθέσεων που δέχονται τα Web 
Services, τις απειλές που αντιµετωπίζουν και προχωράµε σε µία περιγραφή και ανάλυση των 
τεχνολογιών και προδιαγραφών ασφάλειας που εφαρµόζονται στα Web Services 
περιβάλλοντα. Αρχικά, δίνεται η περιγραφή των XML Signatute και XML Encryption. Στη 
συνέχεια περιγράφουµε την SAML. Προχωρώντας µελετάµε τις προδιαγραφές WS-Policy, 
WS-SecurityPolicy, WS-Trust και WS-Security. Συνεχίζοντας αναλύουµε την προδιαγραφή 
XKMS 2.0, την XACML, την XrML και τέλος γίνεται µία συνοπτική αναφορά στις 
υπόλοιπες WS-* προδιαγραφές.  
Στο τέταρτο κεφάλαιο δίνεται  η περιγραφή της προγραµµατιστικής υλοποίησης. 
Αρχικά, περιγράφουµε το τεχνολογικό περιβάλλον της εφαρµογής. Στη συνέχεια 
περιγράφονται τα σενάρια που υλοποιήθηκαν. Συνολικά περιγράφονται πέντε σενάρια 
εφαρµογής ασφάλειας. ∆ίνεται λεπτοµερής αναφορά των κρυπτογραφικών αλγορίθµων που 
εφαρµόστηκαν, τα µήκη και οι τύποι κλειδιών που χρησιµοποιήθηκαν καθώς επίσης και ο 
τρόπος παραγωγής και ανάκτησής τους από την κάθε οντότητα. Επιπλέον, παραθέτουµε τα 
SOAP µηνύµατα που περιέχουν κρυπτογραφηµένα ή ψηφιακά υπογεγραµµένα τµήµατα και 
δίνουµε λεπτοµερή περιγραφή των σηµαντικότερων πληροφοριών που µπορεί κάποιος να 
λάβει παρατηρώντας ένα τέτοιο µήνυµα. Αναφερόµαστε στα πλεονεκτήµατα της εφαρµογής 
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των τεχνολογιών XML Signatute και XML Encryption και προβαίνουµε σε µία σύγκριση µε 
την εναλλακτική αλλά άχαρη λύση του SSL.   
Στο τελευταίο κεφάλαιο (κεφάλαιο 5) δίνεται ο επίλογος στον οποίο συνοψίζονται τα 
αποτελέσµατα της εργασίας, καταγράφονται κάποια συµπεράσµατα σε ότι αφορά το υπάρχον 
µοντέλο ασφάλειας των  Web Services και επίσης παραθέτουµε κάποιες ιδέες για µελλοντική 
επέκταση της παρούσας εργασίας.  
Τέλος στο παράρτηµα παρατίθεται ο κώδικας της εφαρµογής. 
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Η τεχνολογία των Web Services  
 
 
2.1  Ορισµός 
   
  
 Χρησιµοποιώντας τον όρο Web service αναφερόµαστε σε µία διεπαφή η οποία 
περιγράφει µία συλλογή λειτουργιών που είναι προσβάσιµες µέσω δικτύου µε ανταλλαγή 
XML µηνυµάτων. Αυτή η διεπαφή κρύβει τις λεπτοµέρειες της υλοποίησης της υπηρεσίας. 
Με αυτόν τον τρόπο δίνεται η δυνατότητα να γίνεται χρήση της υπηρεσίας ανεξάρτητα από 
την πλατφόρµα λογισµικού και υλικού πάνω στην οποία υλοποίηθηκε και λειτουργεί 
(ανεξάρτητα και της γλώσσας στην οποία γράφτηκε η υπηρεσία). Στην ουσία αυτός είναι ο 
κύριος σκοπός για τον οποίο αναπτύχθηκε η τεχνολογία των Web services.         
 
 
2.2  Η αρχιτεκτονική των Web Services. 
  
Ο σχεδιασµός της αρχιτεκτονικής των Web Services έχει βασιστεί στην ύπαρξη τριών 
οντοτήτων που αλληλεπιδρούν µεταξύ τους. Αυτές οι οντότητες είναι οι ακόλουθες:  
 
• Service provider: Εξετάζοντας την τεχνολογία των Web Services ως προς την 
επιχειρηµατική φύση τους µπορούµε να πούµε ότι ο service provider είναι συνήθως ο 
κάτοχος της υπηρεσίας. Ως προς την αρχιτεκτονική αυτός ο ρόλος αντιστοιχεί στην  
πλατφόρµα που φιλοξενεί την υπηρεσία.     
 
• Service requestor: Από την επιχειρηµατική σκοπιά της τεχνολογίας ο service requestor 
είναι µία οντότητα που απαιτεί την εκτέλεση ορισµένων λειτουργιών. Ως προς την 
αρχιτεκτονική είναι η εφαρµογή που καλεί την υπηρεσία. Αυτός ο ρόλος µπορεί να 
διαδραµατιστεί από έναν browser που χρησιµοποιείται από κάποιο άτοµο ή κάποιο 
άλλο πρόγραµµα ή ένα άλλο Web Service. 
 
• Service registry: Αυτός ο ρόλος αντιστοιχεί σε ενδιάµεσους οι οποίοι λειτουργούν ως 
κατανεµηµένοι καταλόγοι στους οποίους καταχωρούνται οι περιγραφές των 
υπηρεσιών. Οι service providers δηµοσιεύουν τις περιγραφές των υπηρεσιών τους  
στα service registries έτσι ώστε  κάποιος service requestor να µπορεί να ανακτήσει τις 
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Αυτές οι οντότητες ορίζονται µε τον ίδιο τρόπο και στην γενικότερη SOA τεχνολογία. 
Η αλληλεπίδραση µεταξύ  αυτών των οντοτήτων  περιλαµβάνει τις ακόλουθες λειτουργίες: 
 
• ∆ηµοσίευση (publish): Η δηµοσίευση της περιγραφής µιας υπηρεσίας είναι αναγκαία 
έτσι ώστε να γίνει γνωστή η υπηρεσία σε κάποιον ενδεχόµενο requestor. Η 
δηµοσίευση µπορεί να γίνει µε διάφορους τρόπους. Μία περίπτωση αποτελεί το 
λεγόµενο direct publish. Σε αυτή την περίπτωση ο service provider στέλνει απευθείας 
το service description στον service requestor κάτι το οποίο µπορεί να 
πραγµατοποιηθεί µε την αποστολή e-mail, µε FTP µεταφορά ή ακόµα και µε φυσική 
διανοµή (για παράδειγµα διανοµή CD-ROM). Αυτός ο τρόπος µπορεί να 
χαρακτηριστεί στατικός. Για έναν πιο δυναµικό τρόπο δηµοσίευσης γίνεται χρήση των 
DISCO (Discovery of Web Services) και ADS (Advertisement and Discovery of 
Services) τα οποία είναι πρωτόκολλα προτεινόµενα από την Microsoft και την IBM 
αντίστοιχα. Αυτά τα πρωτόκολλα στηρίζονται σε έναν HTTP GET µηχανισµό για την 
ανάκτηση του service description από ένα δεδοµένο URL. Σε αντίθεση µε τους δύο 
παραπάνω τρόπους δηµοσίευσης ο µηχανισµός ο οποίος έχει επικρατήσει για την 
λειτουργία της δηµοσίευσης είναι αυτός που στηρίζεται στην τυποποίηση UDDI 
(λεπτοµερής αναφορά ακολουθεί παρακάτω).       
 
• Αναζήτηση (find): Μέσω αυτής της λειτουργίας ένας service requestor ανακτεί το 
service description. Στο service description καταγράφονται όλες οι απαιτούµενες 
πληροφορίες έτσι ώστε ο requestor να µπορέσει να συνδεθεί µε τον provider και να 
χρησιµοποιήσει την υπηρεσία. Αυτή η λειτουργία µπορεί να εµφανιστεί σε δύο 
διαφορετικές φάσεις του κύκλου ζωής µιας εφαρµογής του service requestor: στην 
φάση του σχεδιασµού της εφαρµογής αλλά και στη φάση της εκτέλεσης . 
 
• Σύνδεση (bind): Ο service requestor συνδέεται µε τον service provider και καλεί το  
service σύµφωνα µε τους κανόνες που ορίζονται στο service description. 
 
 
Οι οντότητες µέσω των λειτουργιών δρουν πάνω στα λεγόµενα Web Services artifacts που 
είναι η υλοποίηση της υπηρεσίας (ένα software module) και η περιγραφή της (service 
description). Στο πιο απλό σενάριο ο service provider είναι κάτοχος ενός software module 
(µία υλοποίηση της παρεχόµενης υπηρεσίας) που είναι προσβάσιµο µέσω δικτύου. Επιπλέον, 
ορίζει µία περιγραφή της υπηρεσίας (service description) την οποία δηµοσιεύει. Ένας service 
requestor χρησιµοποιεί µία λειτουργία αναζήτησης για να ανακτήσει την περιγραφή της 
ζητούµενης υπηρεσίας και στην συνέχεια µε βάση τα όσα ορίζονται σε αυτήν επικοινωνεί  µε 
τον service provider µε σκοπό να καλέσει και να αλληλεπιδράσει µε την υπηρεσία.      
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2.3  SOAP  
 
 
 Το SOAP1 είναι ένα ελαφρύ (lightweight) πρωτόκολλο που χρησιµοποιείται για την 
ανταλλαγή δοµηµένης πληροφορίας σε ένα αποκεντροποιηµένο και κατανεµηµένο 
περιβάλλον. Ορίζει τον τρόπο µε τον οποίο XML µηνύµατα µεταφέρονται από ένα σηµείο σε 
ένα άλλο. Αυτό το επιτυγχάνει παρέχοντας ένα XML-based messaging framework που 
διαθέτει τα εξής χαρακτηριστικά: είναι επεκτάσιµο, µπορεί να χρησιµοποιηθεί πάνω από 
διάφορα πρωτόκολλα (όπως το HTTP, το SMTP, το FTP και άλλα) και επιπλέον είναι 
ανεξάρτητο από τα προγραµµατιστικά  µοντέλα. Η σύσταση SOAP  1.2 ορίζει µεταξύ άλλων: 
 
• Το format των µηνυµάτων για µονόδροµη επικοινωνία που περιγράφει τον τρόπο µε 
τον οποίο τα δεδοµένα πακετάρονται σε XML µορφή (SOAP Message Construct). 
• Απεικόνιση των SOAP µηνυµάτων σε HTTP και SMTP µηνύµατα τα οποία 
στέλνονται πάνω από το διαδίκτυο (SOAP Protocol Binding Framework). 
• Κανόνες για την επεξεργασία SOAP µηνυµάτων και µια απλή ταξινόµηση των 
οντοτήτων που µπορούν να συµµετέχουν σε αυτή (SOAP Processing Model). 
• Κανόνες µετατροπής ενός απλού RPC σε SOAP µηνύµατα και κανόνες για την 




                                                 
1 Αρχικά, η λέξη  SOAP ήταν το ακρωνύµιο για το Simple Object Access Protocol αλλά στην W3C SOAP 1.2     
σύσταση ορίζεται ότι η λέξη SOAP είναι πλέον ένα όνοµα και όχι ακρωνύµιο.  
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2.3.1 SOAP messages 
 
 
 Ένα SOAP µήνυµα ορίζεται ως ένα XML Information Set. Το στοιχείο Envelope είναι 
το εξωτερικότερο στοιχείο ενός SOAP µηνύµατος και προσδιορίζει την αρχή και το τέλος 
του. Αυτό το στοιχείο εµφωλεύει υποχρεωτικά ένα στοιχείο Body και προαιρετικά ένα 




                                               
                                                Εικόνα 2.  Η δοµή ενός SOAP µηνύµατος. 
  
 
Το Body element είναι το τµήµα του µηνύµατος που περιέχει τις πληροφορίες που πρέπει να 
σταλθούν στον ultimate receiver (περιέχει δηλαδή το message payload). Το Header element 
φιλοξενεί πληροφορίες που δεν αποτελούν application payload αλλά χαρακτηρίζονται ως 
“πληροφορίες ελέγχου” όπως είναι για παράδειγµα οι κατευθυντήριες οδηγίες για την 
επεξεργασία ενός µηνύµατος. Μέσα από το περιεχόµενο του Header δίνεται η δυνατότητα 
ένα SOAP µήνυµα να δοµείται µε application-specific τρόπο. Κάθε header block µπορεί να 
περιλαµβάνει προαιρετικά οποιοδήποτε από τα παρακάτω attribute information items καθένα 
από τα οποία παρέχει συγκεκριµένες οδηγίες για την επεξεργασία του µηνύµατος: 
 
• SOAP role attribute: καθορίζει τον ρόλο στον οποίο πρέπει να ενεργεί ο κόµβος 
για να επεξεργαστεί το συγκεκριµένο header block του µηνύµατος. 
• SOAP mustUnderstand attribute: προσδιορίζει αν το header block πρέπει 
υποχρεωτικά να επεξεργαστεί επιτυχώς ή αν µπορεί να παραληφθεί (Η επιτυχής 
επεξεργασία ενός header block σηµαίνει ότι ο κόµβος που επεξεργάζεται το 
µήνυµα έχει την δυνατότητα να το επεξεργαστεί περαιτέρω σύµφωνα µε τα όσα 
περιγράφονται στο specification του συγκεκροµένου block.). 
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• SOAP relay attribute: καθορίζει αν το συγκεκριµένο header block πρέπει να 
προωθηθεί στην περίπτωση που δεν έχει επεξεργαστεί. 
 
 
2.3.2 SOAP Processing Model 
 
 
 Στο κατανεµηµένο µοντέλο επεξεργασίας που προβλέπεται από το SOAP τα SOAP 
µηνύµατα µεταφέρονται µεταξύ SOAP κόµβων. Ο δηµιουργός και αρχικός αποστολέας ενός 
µηνύµατος καλείται SOAP sender. Ο τελικός παραλήπτης του µηνύµατος καλείται ultimate 
SOAP receiver ενώ οι ενδεχόµενοι ενδιάµεσοι µεταξύ αρχικού αποστολέα και τελικού 
παραλήπτη καλούνται SOAP intermediaries. ∆ιακρίνονται δύο τύποι intermediaries: οι 
forwarding και οι active intermediaries. Οι active intermediaries µπορούν να τροποποιούν το 
περιεχόµενο ενός µηνύµατος ενώ οι forwarding intermediaries  απλώς πρέπει να προωθούν το 
µήνυµα στον επόµενο κόµβο στο SOAP message path (ως message path αναφέρεται το 
σύνολο των κόµβων από τα οποία διέρχεται ένα SOAP µήνυµα, δηλαδή ο SOAP sender, οι 
πιθανοί SOAP intermediaries και ο SOAP ultimate SOAP receiver). Η τροποποίηση µπορεί 
να είναι η αποµάκρυνση κάποιου header block ή η προσθήκη κάποιου header block στο 
Header του µηνύµατος. Αντίθετα, δεν µπορεί κάποιος intermediary να επεξεργαστεί το Body 
(δηλαδή να ενεργήσει ως ultimate receiver). Αυτή είναι µια ανεπιθύµητη κατάσταση και για 
αυτό τον λόγο είναι αναγκαία −όπως θα δούµε σε επόµενο κεφάλαιο− η εφαρµογή 
κρυπτογράφησης.   Κάθε κόµβος για κάθε µήνυµα ενεργεί σε ένα συγκεκριµένο ρόλο (SOAP 
role). Ο ρόλος στον οποίο ενεργεί καθορίζει τον τρόπο µε τον οποίο επεξεργάζεται το 
µήνυµα.    
 
 
2.3.3 SOAP binding 
 
 
 Το SOAP υποστηρίζει δύο διαφορετικά µοντέλα επικοινωνίας. Από την µια πλευρά 
είναι το λεγόµενο Document/literal style και από την άλλη το RPC/encoded style. Στο 
Document/literal µοντέλο επικοινωνίας ένα XML αρχείο στέλνεται ως το payload ενός SOAP 
µηνύµατος. Σε αυτό το στυλ επικοινωνίας ο service requestor δεν γνωρίζει τίποτα σχετικά µε 
την υλοποίηση της υπηρεσίας και τον τρόπο µε τον οποίο ο service provider  επεξεργάζεται 
την αίτηση (το XML document). Αυτό το µοντέλο ταιριάζει σε περιπτώσεις που απαιτείται 
ασύγχρονη επικοινωνία κάτι που είναι συχνό στην επικοινωνία µεταξύ loosely coupled 
υπηρεσιών. Στο RPC/encoded style η επικοινωνία  µοντελοποιείται ως RPCs. Εποµένως, 
αυτό που γίνεται είναι η αναπαράσταση µίας RPC σε XML. Τα RPC invocations και 
responses µεταφέρονται µέσα στο SOAP body. Αυτό το µοντέλο χρησιµοποιείται όταν είναι 
αναγκαία σύγχρονη επικοινωνία.  
   Όπως προαναφέρθηκε η µεταφορά των SOAP µηνυµάτων γίνεται πάνω από διάφορα 
πρωτόκολλα συµπεριλαµβανόµενων και διάφορων πρωτοκόλλων επιπέδου εφαρµογής. Ο 
προσδιορισµός του τρόπου µε τον οποίο γίνεται η ανταλλαγή µηνυµάτων µεταξύ SOAP 
κόµβων πάνω από κάποιο πρωτόκολλο καλείται SOAP binding. Το SOAP binding που έχει 
επικρατήσει είναι το HTTP binding. Επιπλέον, υπάρχει προτυποποίηση για binding µε χρήση 
email (SOAP over email: SOAP µηνύµατα µέσα σε SMTP µηνύµατα). Η ανταλλαγή SOAP 
µηνυµάτων µέσω HTTP µπορεί να γίνει µε δύο τρόπους. Μία περίπτωση είναι η  χρήση της 
HTTP POST µεθόδου (να σηµειωθεί ότι αυτός ο τύπος binding χρησιµοποιείται για την 
µεταφορά RPCs). Σε αυτήν την περίπτωση τα SOAP µηνύµατα µεταφέρονται µέσα στο 
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τµήµα body των HTTP requests και  HTTP  responses µηνυµάτων. Ο δεύτερος τρόπος είναι η 
χρήση της HTTP GET µεθόδου. Σε αυτήν την περίπτωση η απάντηση σε ένα αίτηµα που 
εκφράζεται µέσω ενός HTTP request είναι ένα SOAP µήνυµα µέσα στο body ενός HTTP 
response µηνύµατος. Στις ακόλουθες εικόνες παραθέτω παραδείγµατα αντίστοιχα για την 
κάθε περίπτωση. 
  
POST /reservations HTTP/1.1 
Host: inf.uth.gr 
Content-Type: application/soap+xml; charset=”utf-8” 
Content-Length:nnnn 
 









Εικόνα 6. Ένα HTTP response µήνυµα που περιέχει στο body του ένα SOAP µήνυµα. 
 
 
HTTP / 1.1 200 OK  
Content-Type: application/soap+xml; charset=“utf-8” 
Content-Length: nnnn 
 












    HTTP body 
           ↓ 
SOAP message 
   HTTP  response 
          µήνυµα 
GET /inf.uth.gr/~iovelits/booking?code=GT47HJG HTTP/1.1 
Host: inf.uth.gr 
Accept: text/html ; q=0.5, application/soap+xml 




            … 
 SOAP  </env:Header> 
  µήνυµα 
 <env:Body> 
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2.4 WSDL(Web Services Description Language) 
 
 
 Η  WSDL παρέχει το µοντέλο και το XML format για την περιγραφή των Web services. 
Μέσα από ένα WSDL document ο service provider προσπαθεί να δώσει πληροφορίες 
σχετικές µε την υπηρεσία που παρέχει. Αυτές οι πληροφορίες δίνουν απαντήσεις σε 
ερωτήσεις όπως τι είδους λειτουργίες προσφέρει το συγκεκριµένο service, ποιο είναι το input 
και ποιο το output της υπηρεσίας, τι αναµένεται ως payload σε µηνύµατα που εµπλέκονται µε 
την υπηρεσία (προς και από τον service provider), που “φιλοξενείται” η υπηρεσία, πως πρέπει 
να γίνει κλήση της υπηρεσίας και άλλα.  
 Η WSDL ορίζει µια XML γραµµατική µε την οποία µπορούµε να περιγράψουµε ένα 
Web service ως µία συλλογή από communication endpoints που έχουν την δυνατότητα να 
ανταλλάσουν µηνύµατα. Η περιγραφή ενός Web service χωρίζεται σε δύο τµήµατα: την 
περιγραφή της διεπαφής της υπηρεσίας (service interface definition) και την περιγραφή της 
υλοποίησης της υπηρεσίας (service implementation definition). Έτσι, διακρίνουµε την 
περιγραφή της abstract λειτουργικότητας που παρέχει ένα service από την περιγραφή που 
δίνει απαντήσεις σε ερωτήσεις του τύπου “που” και “πως” παρέχεται αυτή η 
λειτουργικότητα. Με αυτόν τον διαχωρισµό µας δίνεται η δυνατότητα να ορίζουµε 
ανεξάρτητα το κάθε τµήµα και ως αποτέλεσµα να είναι δυνατή η επαναχρησιµοποίηση µίας 
περιγραφής διεπαφής. Η περιγραφή ενός Web service καταγράφεται σε ένα WSDL document 
το οποίο στην ουσία είναι ένα σύνολο από ορισµούς. Ένα WSDL document έχει την 
ακόλουθη µορφή (µε τα σύµβολα <“*”, “+”,  “?”> δηλώνεται η πληθυκότητα των στοιχείων 
και πιο συγκεκριµένα µε το “*” δηλώνεται ότι ένα στοιχείο µπορεί να εµφανιστεί µηδέν ή 
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08/12/2017 2<wsdl:definitions name="nmtoken"? targetNamespace="uri"?> 
 
<import namespace="uri" location="uri"/>* 
 <wsdl:documentation .... /> ? 
 
     <wsdl:types> ? 
          <wsdl:documentation .... />? 
          <xsd:schema .... />* 
          <-- extensibility element --> * 
     </wsdl:types> 
 
     <wsdl:message name="nmtoken"> * 
          <wsdl:documentation .... />? 
          <part name="nmtoken" element="qname"? type="qname"?/> * 
     </wsdl:message> 
 
     <wsdl:portType name="nmtoken">* 
          <wsdl:documentation .... />? 
          <wsdl:operation name="nmtoken">* 
             <wsdl:documentation .... /> ? 
             <wsdl:input name="nmtoken"? message="qname">? 
                  <wsdl:documentation .... /> ? 
             </wsdl:input> 
             <wsdl:output name="nmtoken"? message="qname">? 
                  <wsdl:documentation .... /> ? 
             </wsdl:output> 
             <wsdl:fault name="nmtoken" message="qname"> * 
                  <wsdl:documentation .... /> ? 
             </wsdl:fault> 
          </wsdl:operation> 
     </wsdl:portType> 
 
<wsdl:binding name="nmtoken" type="qname">* 
        <wsdl:documentation .... />? 
          <-- extensibility element --> * 
          <wsdl:operation name="nmtoken">* 
             <wsdl:documentation .... /> ? 
             <-- extensibility element --> * 
             <wsdl:input> ? 
                 <wsdl:documentation .... /> ? 
                  <-- extensibility element --> 
             </wsdl:input> 
             <wsdl:output> ? 
                  <wsdl:documentation .... /> ? 
                 <-- extensibility element --> * 
             </wsdl:output> 
             <wsdl:fault name="nmtoken"> * 
                  <wsdl:documentation .... /> ? 
                  <-- extensibility element --> * 
             </wsdl:fault> 
          </wsdl:operation> 
     </wsdl:binding> 
 
<wsdl:service name="nmtoken"> * 
          <wsdl:documentation .... />? 
          <wsdl:port name="nmtoken" binding="qname"> * 
             <wsdl:documentation .... /> ? 
             <-- extensibility element --> 
          </wsdl:port> 
          <-- extensibility element --> 
     </wsdl:service> 
 
<-- extensibility element --> * 
 
</wsdl:definitions> - 16 -
epository - Library & Information Centre - University of Thessaly
3:37:01 EET - 137.108.70.7
          Κεφάλαιο 2. Η τεχνολογία των Web Services 
 
Βλέπουµε ότι ένα WSDL document χρησιµοποιεί τα στοιχεία Types, Message, PortType, 
Binding, Port και Service. Πρέπει να τονιστεί ότι τα στοιχεία Service και Port ανήκουν στην 
περιγραφή της υλοποίησης της υπηρεσίας ενώ τα υπόλοιπα στοιχεία στην περιγραφή της 
διεπαφής. Ένα WSDL document περιγράφει ένα Web service ξεκινώντας από τα µηνύµατα 
που ανταλλάσονται µεταξύ ενός service provider και ενός service requestor. Η περιγραφή 
ενός µηνύµατος δίνεται από ένα στοιχείο Message. Ένα µήνυµα αποτελείται από µία συλλογή 
από δεδοµένα και επιπλέον είναι δοµηµένο σε ένα ή περισσότερα λογικά τµήµατα. Κάθε 
λογικό τµήµα συσχετίζεται µε έναν τύπο δεδοµένων. Οι ορισµοί των τύπων δεδοµένων 
τοποθετούνται σε ένα στοιχείο Types. Με στόχο την διαλειτουργικότητα και την 
ουδετερότητα ως προς τις πλατφόρµες η WSDL κάνει  χρήση του XSD ως το canonical type 
system. Μία ανταλλαγή µηνυµάτων µεταξύ ενός requestor και ενός provider περιγράφεται ως 
µία λειτουργία (operation). Με άλλα λόγια µία operation είναι η αφαιρετική περιγραφή µιας 
ενέργειας (action) που υποστηρίζεται από το service. Μια συλλογή από operations καλείται 
interface (portType).  Ένα interface σχετίζεται µε ένα πρωτόκολλο και µε ένα message format 
µέσω ενός ή περισσότερων bindings. Ένα binding και εποµένως ένα interface είναι 
προσβάσιµο δια µέσου ενός ή περισσότερων endpoints που το καθένα έχει το δικό του URI. 
Ένα service είναι ένα σύνολο από endpoints τα οποία σχετίζονται µε ίδιο interface. 
Επιπροσθέτως, µε την χρήση της  WSDL µπορούµε να θεωρούµε ότι ένα interface 
απεικονίζει την συµπεριφορά ενός resource στο Web. Με αυτήν την θεώρηση συνεπώς 
µπορούµε να πούµε ότι ένα service είναι µία συλλογή από endpoints που σχετίζονται µε το 
ίδιο resource. Τα όσα προαναφέρθηκαν απεικονίζονται στο ακόλουθο σχήµα όπου ένα 
service προσφέρει ένα µοναδικό interface σε ένα resource που είναι προσβάσιµο δια µέσου 
πολλών διαφορετικών διευθύνσεων (endpoints). 
 
                            Εικόνα 7. Ένα resource που προσφέρει ένα Web Service. 
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 Οι operations που προβλέπονται από την WSDL και οι οποίες µπορούν να 
υποστηριχτούν από ένα endpoint είναι οι εξής: 
 
• One-way: Το endpoint λαµβάνει ένα µήνυµα. 
• Request-response: Το endpoint λαµβάνει ένα µήνυµα και στη συνέχεια στέλνει ένα 
συσχετιζόµενο µήνυµα. 
• Solicit-response: Το endpoint στέλνει ένα µήνυµα και στη συνέχεια λαµβάνει ένα 
συσχετιζόµενο µήνυµα. 
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2.5 UDDI (Universal Description, Discovery and 
Integration) 
 
Όπως είδαµε, το WSDL δίνει τον απαραίτητο µηχανισµό σε έναν provider για να 
περιγράψει ένα Web service που έχει υλοποιήσει. Από εκεί και πέρα το επόµενο βήµα για 
έναν service provider είναι να γνωστοποιήσει αυτήν την περιγραφή σε κάποιον πιθανό 
ενδιαφερόµενο service requestor. Σε αυτό το σηµείο εισέρχεται στο περιβάλλον των Web 
services το UDDI  το οποίο παρέχει ένα σύνολο από υπηρεσίες που υποστηρίζουν τις 
λειτουργίες της δηµοσίευσης και της αναζήτησης: (1) επιχειρήσεων και οργανισµών που είναι 
πάροχοι Web υπηρεσιών, (2) των διαθέσιµων Web services και (3) των διεπαφών που 
µπορούν να χρησιµοποιηθούν για την πρόσβαση στις διαθέσιµες υπηρεσίες. Η πληροφορία 
που παρέχεται µέσω µιας καταχώρησης χωρίζεται σε τρία τµήµατα: τις λευκές σελίδες, τις 
κίτρινες σελίδες και τις πράσινες σελίδες. Οι λευκές σελίδες περιλαµβάνουν πληροφορίες 
προσδιορισµού µιας επιχείρησης (όπως διεύθυνση, στοιχεία επικοινωνίας). Οι κίτρινες 
σελίδες περιέχουν πληροφορίες κατηγοριοποίησης µιας επιχείρησης µε βάση τυποποιηµένες 
κατηγοριοποιήσεις. Οι πράσινες σελίδες περιέχουν τις τεχνικές λεπτοµέρειες.   
Το  UDDI λειτουργώντας ουσιαστικά ως µία κατανεµηµένη αποθήκη πληροφοριών 
ορίζει ένα µοντέλο πληροφοριών που απαρτίζεται από στιγµιότυπα δοµών δεδοµένων που 
αποκαλούνται οντότητες (entities). Οι οντότητες εκφράζονται σε XML και καταχωρούνται σε 
UDDI κόµβους. Υποστηρίζονται οι παρακάτω τύποι οντοτήτων:  
 
• businessEntity: Μία τέτοια οντότητα περιγράφει µία επιχείρηση ή έναν οργανισµό 
που είναι πάροχοι ενός Web service. Περιέχει πληροφορίες όπως το όνοµα της 
επιχείρησης, πληροφορίες για την επικοινωνία µε την επιχείρηση και στοιχεία 
κατηγοριοποίησης (classification). 
• businessService: Περιγράφει µία συλλογή από συγγενικά Web services που 
παρέχονται από µία επιχείρηση. 
• bindingTemplate: Παρέχει εκείνες τις πληροφορίες που χρειάζεται κάποιος να 
γνωρίζει για να µπορέσει να χρησιµοποιήσει ένα Web service (για παράδειγµα 
περιέχει το URI που αποτελεί την διεύθυνση του Web service). 
• tModel: Περιγράφει γνωρίσµατα και µεταδεδοµένα που αφορούν τις υπηρεσίες όπως 
για παράδειγµα τον τύπο της υπηρεσίας (taxonomy), πρωτόκολλα που 
χρησιµοποιούνται, πληροφορίες για ψηφιακές υπογραφές και άλλες παρόµοιες 
πληροφορίες. 
• publisherAssertion: Περιγράφει την σχέση που συνδέει µία businessEntity µε µια 
άλλη. 
• subscription: Περιγράφει ένα µόνιµο αίτηµα για παρακολούθηση των αλλαγών που 
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 Οντότητες τύπου businessEntity 
 περιέχουν οντότητες businessService 
businessEntity 
businessService 
 Οντότητες  businessService 
 περιέχουν οντότητες 
 bindingTemplate 
 bindingTemplate 
Οντότητες τύπου bindingTemplate περιέχουν 
αναφορές προς οντότητες tModel. 
Αυτές οι αναφορές προσδιορίζουν τα τεχνικά  
χαρακτηριστικά των interfaces της υπηρεσίας.
       tModel 
Ένα σύνολο Web services που υποστηρίζουν ένα τουλάχιστον Node API set (ένα 
ελάχιστο σύνολο λειτουργιών στο οποίο θα γίνει αναφορά παρακάτω) αναφέρεται ως UDDI 
κόµβος (UDDI node). Μερικοί UDDI κόµβοι συνδυζόµενοι συνθέτουν ένα UDDI registry. Οι 
κόµβοι ενός registry διαχειρίζονται συνεταιριστικά ένα συγκεκριµένο σύνολο UDDI 
δεδοµένων-καταχωρήσεων. Κάθε καταχώρηση έχει ένα µοναδικό αναγνωριστικό το οποίο 
αναφέρεται ως κλειδί. Για να αποφεύγεται το key collision µεταξύ καταχωρήσεων σε 
διαφορετικά registries καθορίζεται ότι ένα από τα registries παίζει τον ρόλο του κεντρικού 
registry (root registry) που είναι η εξουσιοδοτηµένη αρχή για την διαχείριση των key spaces. 
Όλα τα υπόλοιπα registries που αλληλεπιδρούν µε το κεντρικό registry λέγονται θυγατρικά 
(affiliate). Η πιο γνωστή υλοποίηση κεντρικού registry είναι το UDDI Business Registry 
(UBR). Ένα UDDI registry επιτρέπει δύο τύπους πρόσβασης στα δεδοµένα των κόµβων του. 
Η µία µορφή πρόσβασης είναι read-only δηλαδή µπορεί να γίνει µόνο αναζήτηση 
πληροφοριών και καµία εισαγωγή νέας πληροφορίας ή ανανέωση ήδη υπάρχουσας. Αυτή η 
µορφή πρόσβασης  επιτρέπεται στους λεγόµενους Inquirers ρόλος που προσδιορίζεται από το 
UDDI registry. Εξουσιοδοτηµένοι για την εισαγωγή νέων καταχωρήσεων και την ανανέωση 
καταχωρήσεων που τους ανήκουν είναι οι UDDI Publishers. Επίσης, ορίζεται και ένας τρίτος 
ρόλος που καλείται Subscriber και είναι µικρή τροποποίηση του Inquiry. Ένας Subscriber 
έχει δηλώσει κάποιες προτιµήσεις µε βάση τις οποίες ενηµερώνεται (δέχεται notifications) για 
τροποποιήσεις στην κατάσταση του registry (εισαγωγές νέων καταχωρήσεων ή ανανεώσεις). 
 Το UDDI specification ορίζει ένα σύνολο APIs µε σκοπό την τυποποίηση της 
συµπεριφοράς και της επικοινωνίας µε αλλά και µεταξύ οντοτήτων που υλοποιούν το UDDI. 
∆ιακρίνουµε δύο κατηγορίες API sets: τα node API sets που είναι τα UDDI Inquiry, UDDI 
Publication, UDDI Security,  UDDI Custody Transfer, UDDI Subscription, UDDI Replication 
και τα client API sets που είναι τα UDDI Subscription Listener και UDDI Value Set. 
Συνεχίζοντας θα δοθεί µία σύντοµη αναφορά της λειτουργικότητας που προβλέπουν τα API 
sets του UDDI. Το Inquiry API set παρέχει τον  µηχανισµό για τον εντοπισµό και την 
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ανάκτηση δεδοµένων από τις εγγραφές ενός UDDI registry. Το Publication API set µας 
εφοδιάζει µε τον µηχανισµό της δηµοσίευσης και της ανανέωσης πληροφοριών σε ένα 
registry. Το Security policy ορίζει δύο API calls: το discard_authToken και το 
get_authToken. Το discard_authToken χρησιµοποιείται όταν ενηµερώνουµε έναν κόµβο ότι 
ένα συγκεκριµένο authentication token είναι πλέον άκυρο ενώ το get_authToken 
χρησιµοποιείται για να ζητηθεί η αποστολή ενός authentication token µαζί µε ένα αίτηµα.για 
κάποια λειτουργία που απαιτεί αυθεντικοποίηση στην πλευρά του server. Το UDDI Custody 
Transfer δίνει την δυνατότητα µεταφοράς µιας businessEntity ή tModel δοµής από έναν 
κόµβο ενός registry σε κάποιον άλλο κόµβο του ίδιου registry και επιπλέον δίνει το δικαίωµα 
σε έναν εκδότη να µεταβιβάζει την ιδιοκτησία µίας τέτοιας δοµής σε κάποιον άλλο εκδότη. 
Με το Subscription API set ένας συνδροµητής µπορεί να εκδηλώσει το αίτηµά του να 
λαµβάνει ενηµερώσεις σχετικά µε αλλαγές σε καταχωρήσεις του ενδιαφέροντός του. Το 
UDDI replication όπως φανερώνει και η ονοµασία του παρέχει τις απαιτούµενες λειτουργίες 
για την πραγµατοποίηση της διαδικασίας του replication (επεξήγηση του replication 
ακολουθεί παρακάτω). Τέλος όσον αφορά τα API sets το Value API set δίνει τη δυνατότητα 
σε τρίτους να καταχωρούν τιµές σε οντότητες και µετέπειτα να ελέγχουν την διαδικασία του 
validation (ορίζεται πολιτική µε βάση την οποία γίνεται έλεγχος της εγκυρότητας των 
αναφορών προς εξωτερικές τιµές). Ένα UDDI registry πρέπει (MUST) να περιλαµβάνει 
τουλάχιστον έναν κόµβο ο οποίος να προσφέρει τις λειτουργίες του Inquiry API set και 
επιπροσθέτως είναι επιθυµητό (SHOULD) να υπάρχουν κόµβοι που προσφέρουν την 
λειτουργίες των  Publication, Security και Custody API sets. Ακόµα είναι επιθυµητό όλοι οι 
κόµβοι ενός registry να υλοποιούν το Replication API set ενώ τα Subscription και Value Set 
API sets είναι προαιρετικά. 
 
 
 2.6 XML(eXtensible Markup Language) 
 
 
 Όπως έχουµε επισηµάνει από την αρχή της παρούσας εργασίας ο κύριος στόχος της 
τεχνολογίας των Web Services είναι η επίτευξη διαλειτουργικότητας. Αυτό σηµαίνει ότι οι 
υπολογιστικές οντότητες και τα διάφορα συστήµατα µπορούν να επικοινωνούν και να 
συνεργάζονται ανεξάρτητα της πλατφόρµας στην οποία “τρέχουν”. Για την αντιµετώπιση 
αυτής της ανάγκης η XML (eXtensible Markup Language), αποτελεί µια βασική τεχνολογία, 
ως µια γλώσσα σήµανσης ικανή να καθιστά τα δεδοµένα φορητά. Οι επιχειρήσεις έχουν 
ανακαλύψει τα οφέλη της XML για την ολοκλήρωση των δεδοµένων τους, τόσο εσωτερικά 
για τον διαµερισµό των κοινών δεδοµένων µεταξύ των τµηµάτων τους, όσο και εξωτερικά για 
τη διανοµή των δεδοµένων τους σε άλλες επιχειρήσεις. Κατά συνέπεια, η XML 
χρησιµοποιείται όλο και περισσότερο για τις εφαρµογές επιχειρηµατικής ολοκλήρωσης. 
Λόγω αυτής της δυνατότητας ολοκλήρωσης δεδοµένων, η XML χρησιµοποιείται ως το 
βασικότερο συστατικό της τεχνολογίας των Web Services.      
 Η XML είναι ένα βιοµηχανικό πρότυπο, ένας τρόπος αναπαράστασης δεδοµένων 
ανεξάρτητος από συγκεκριµένα συστήµατα. Όπως η HTML, η XML εσωκλείει τα δεδοµένα 
σε ετικέτες, αλλά υπάρχουν σηµαντικές διαφορές µεταξύ των δύο γλωσσών σήµανσης. 
Πρώτη διαφορά είναι ότι οι ετικέτες XML αφορούν την έννοια του εσωκλειόµενου κειµένου, 
ενώ οι ετικέτες HTML προσδιορίζουν τον τρόπο µε τον οποίο παρουσιάζεται το 
εσωκλειόµενο κείµενο. Μια δεύτερη σηµαντική διαφορά µεταξύ XML και HTML είναι ότι η 
XML δέχεται επεκτάσεις. Με την χρήση της XML, µπορούµε να γράψουµε τις ετικέτες µας 
για να περιγράψουµε το περιεχόµενο σε έναν ιδιαίτερο τύπο εγγράφου. Με την HTML, 
είµαστε περιορισµένοι στη χρησιµοποίηση µόνο εκείνων των ετικετών που έχουν 
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προκαθοριστεί στην προδιαγραφή HTML. Μια άλλη πτυχή της επεκτασιµότητας της XML 
είναι ότι µπορούµε να δηµιουργήσουµε ένα αρχείο, αποκαλούµενο σχήµα (schema), για να 
περιγράψουµε τη δοµή ενός ιδιαίτερου τύπου εγγράφου XML. Η γλώσσα DTD (Document 
Type Definition – Ορισµός Τύπου Εγγράφου) είναι µία γλώσσα ορισµού σχηµάτων. Μια 
άλλη δηµοφιλής γλώσσα σχηµάτων είναι το XML σχήµα, το οποίο αναπτύσσεται από την 
παγκόσµια κοινοπραξία Ιστού (W3C). Το XML σχήµα είναι µια σηµαντικά ισχυρότερη 
γλώσσα από την DTD, και µετά το Μάιο του 2001, η χρήση και οι εφαρµογές της έχουν 
αυξηθεί. Στην τεχνολογία των Web Services χρησιµοποιείται κατά κύτριο λόγο το XML 
σχήµα. Ένα σχήµα δίνει στα δεδοµένα XML το προνόµιο της φορητότητά τους. Εάν σε µια 
εφαρµογή στείλουµε ένα έγγραφο σε µορφή XML και η εφαρµογή έχει στη διάθεσή της το 
DTD που αντιστοιχεί σε αυτό το XML έγγραφο , τότε η εφαρµογή  µπορεί να επεξεργαστεί 
το έγγραφο σύµφωνα µε τους κανόνες που προσδιορίζονται στο DTD. 
Υπάρχουν και άλλα χαρακτηριστικά γνωρίσµατα της XML που επίσης συµβάλλουν στη 
δηµοτικότητά της ως µέθοδο για την ανταλλαγή δεδοµένων. Κατ’ αρχάς, γράφεται σε µορφή 
κειµένου: έτσι, είναι αναγνώσιµη και από τους ανθρώπους αλλά φυσικά και από λογισµικό 
επιµέλειας κειµένου.. Ένα άλλο χαρακτηριστικό γνώρισµα είναι ότι επειδή ένα έγγραφο 
XML δεν περιλαµβάνει τις οδηγίες µορφοποίησης, µπορεί να παρουσιαστεί µε διάφορους 
τρόπους. Η διατήρηση των δεδοµένων χωριστά από τις οδηγίες µορφοποίησης, σηµαίνει ότι 
τα ίδια δεδοµένα µπορούν να δηµοσιευθούν σε διαφορετικά µέσα.  
Υπάρχουν διάφοροι λόγοι για την τεράστια αποδοχή της XML. Μερικά από τα 
κυριότερα χαρακτηριστικά της XML που την καθιστούν ευρέως χρησιµοποιούµενη είναι τα 
ακόλουθα: 
• η XML είναι σκέτο κείµενο (plain text): ∆εδοµένου ότι η XML δεν χρησιµοποιεί 
δυαδική µορφή (binary format), µπορούµε να δηµιουργήσουµε και να επιµεληθούµε 
τα αρχεία XML µε οποιοδήποτε πρόγραµµα: από έναν πρότυπο-λιτό συντάκτη 
κειµένων (text editor) µέχρι και µε ένα οπτικό περιβάλλον ανάπτυξης.  
• η XML παρέχει κλιµάκωση (scalability) για οποιοδήποτε µέγεθος από µικρά αρχεία 
διαµόρφωσης έως µία επιχειρησιακή αποθήκη δεδοµένων (data repository). 
•  η XML προσδιορίζει τα δεδοµένα (data identification): Η XML προσδιορίζει τον 
τύπο των δεδοµένων.  
• η XML παρέχει την δυνατότητα υποστήριξης Στυλ - Ύφους (stylability): Όταν η 
παρουσίαση είναι σηµαντική, το πρότυπο stylesheet XSL, µας αφήνει να 
υπαγορεύσουµε πώς να απεικονίσουµε τα δεδοµένα. 
• η XML επιτρέπει την επαναχρησιµοποίηση κώδικα στο ίδιο έγγραφο (inline 
reusability): Ένα από τα σηµαντικότερα γνωρίσµατα των εγγράφων XML είναι ότι 
µπορούν να συντεθούν από χωριστές οντότητες. Μπορούµε αυτό να το κάνουµε µε 
την HTML, αλλά µόνο µε σύνδεση µε άλλα έγγραφα. Αντίθετα µε την HTML, οι 
οντότητες XML µπορούν να περιληφθούν in line σε ένα έγγραφο. Τα 
συµπεριλαµβανόµενα τµήµατα µοιάζουν όπως ένα κανονικό µέρος του εγγράφου. 
Αυτό µας αφήνει να τµηµατοποιήσουµε (modularize) τα έγγραφά µας χωρίς 
προσφυγή σε συνδέσεις. (links). Μπορούµε να διατηρούµε ένα τµήµα σε ένα 
µοναδικό σηµείο (single-source), έτσι ώστε µια διόρθωση σε αυτό να απεικονίζεται 
παντού όπου το τµήµα χρησιµοποιείται, και παρ’ όλα αυτά ένα έγγραφο που 
συντίθεται από τέτοια κοµµάτια να µοιάζει σαν ένα αδιαίρετο έγγραφο. 
• η XML παρέχει συνδεσιµότητα (linkability): Μπορούµε να καθορίσουµε διπλής 
κατεύθυνσης συνδέσεις, πολλαπλών στόχων συνδέσεις, “αναπτυσσόµενες” συνδέσεις  
και συνδέσεις µεταξύ δύο υπαρχόντων εγγράφων που καθορίζονται σε ένα τρίτο 
έγγραφο. 
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• η XML παρουσιάζει ευκολία επεξεργασίας: Η κανονική και συνεπής σηµειογραφία 
(notation) της XML, καθιστά ευκολότερη τη δηµιουργία ενός προγράµµατος 
επεξεργασίας των δεδοµένων XML.  
• η XML παρουσιάζει ιεραρχική δοµή: Τα έγγραφα XML ωφελούνται από την 
ιεραρχική δοµή τους. Οι ιεραρχικές δοµές εγγράφων προσπελάσονται γενικά 
γρηγορότερα επειδή µπορούµε να οδηγηθούµε κατευθείαν στο µέρος που 
χρειαζόµαστε, όπως µέσω ενός πίνακα περιεχοµένων. Είναι επίσης ευκολότερο να 
τακτοποιηθούν εκ νέου επειδή κάθε κοµµάτι οριοθετείται. 
 
Αυτά τα χαρακτηριστικά σε συνδυασµό µε το γεγονός ότι ολοένα και περισσότερες 
επιχειρήσεις και οργανισµοί υιοθετούν την χρήση της XML ώθησαν την κοινότητα 
ανάπτυξης των προτύπων και των προδιαγραφών των Web Services να θέσουν στην βάση 
των Web Services την XML. Η XML αποτελεί τον θεµέλιο λίθο της τεχνολογίας των Web 
Services.    
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Τεχνολογίες ασφάλειας των Web Services  
 
 
3.1 Γενικά  
 
Κύριος στόχος της Web Service security είναι η παροχή υπηρεσιών αναγνώρισης και 
αυθεντικοποίησης οµότιµης οντότητας (peer entity identification and authentication), 
ακεραιότητας δεδοµένων (data integrity),  εµπιστευτικότητας δεδοµένων (data 
confidentiality), αναγνώρισης προέλευσης δεδοµένων (data origin identification), 
αυθεντικοποίησης δεδοµένων (data authentication), µη αποποίησης (non-repudiation) και 
ελέγχου προσπέλασης (access control). Επιπλέον, έχουν αναπτυχθεί προδιαγραφές και 
µηχανισµοί που δίνουν την δυνατότητα στις διάφορες οντότητες που αλληλεπιδρούν στα 
πλαίσια ενός περιβάλλοντος  Web Service να µπορούν να γνωστοποιούν τις απαιτήσεις τους  
και τις δυνατότητές τους σε θέµατα ασφαλείας καθώς επίσης και την πολιτική ασφαλείας 
τους σε τέτοια µορφή που να γίνενται αντιληπτά από όλους τους ενδιαφερόµενους. Επίσης, 
παρέχονται οι απαραίτητοι µηχανισµοί για την εγκαθίδρυση σχέσεων εµπιστοσύνης (trust 
relationships) µεταξύ των οντοτήτων. Τέλος, µέσω της Web Service security δίνεται η 
δυνατότητα διαχείρισης και εξάπλωσης των σχέσεων εµπιστοσύνης καθώς και η δυνατότητα 
διαχείρισης των δεδοµένων και πολιτικών αυθεντικοποίησης σε ένα ετερογενές οµόσπονδο 
περιβάλλον (heterogeneous federated web service environment). Τα κύρια δοµικά συστατικά 
της Web Service security είναι η XML Encryption, η XML Signature, η SAML, η XKMS, η 
XACML, η XrML, η WS-Security, η WS-Policy, η WS-SecurityPolicy και η οικογένεια των 
WS-* προδιαγραφών που αποτελείται από τις προδιαγραφές WS-Trust, WS-Federation, WS-
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3.2 XML Signatures 
 
 Μία XML υπογραφή είναι η έκφραση µίας ψηφιακής υπογραφής σε XML. Με χρήση 
των XML υπογραφών έχουµε την δυνατότητα να υπογράψουµε ψηφιακά οποιοδήποτε τύπο 
δεδοµένων. Η τεχνολογία των XML υπογραφών (XML signatures) σχεδιάστηκε µε στόχο την 
παροχή υπηρεσιών ακεραιότητας δεδοµένων, µη αποποίησης (non-repudiation) και 
αυθεντικοποίησης. Η ακεραιότητα δεδοµένων µπορεί να εξασφαλιστεί µε ανεξάρτητη 
εφαρµογή της XML υπογραφής ενώ για να πετύχουµε µη αποποίηση ή αυθεντικοποίηση 
απαιτείται ο συνδυασµός µε άλλες XML security και Web services security τεχνολογίες. Σε 
αυτήν την ενότητα θα παρουσιαστούν τα κύρια δοµικά συστατικά και τα βασικά 
χαρακτηριστικά των XML υπογραφών. 
 Προτού γίνει εκτενής περιγραφή της δοµής και του επιτρεπτού περιεχοµένου των XML 
υπογραφών παρατίθεται η σύνταξη του Signature στοιχείου που αποτελεί την αναπαράσταση 





  <CanonicalizationMethod/> 
  <SignatureMethod/> 
(<Reference URI? > 
   (<Transforms>)? 
   <DigestMethod> 
   <DigestValue> 







 (Object ID? >)* 
   
</Signature>   
 
Αρχικά να αναφερθεί ότι διακρίνονται τρείς διαφορετικοί τύποι XML υπογραφών: οι 
Enveloping, Enveloped και Detached XML signatures. Στην περίπτωση των Enveloped και 
Enveloping XML υπογραφών κύριο χαρακτηριστικό αποτελεί το γεγονός ότι το αντικείµενο 
που υπογράφεται ψηφιακά περιλαµβάνεται στο ίδιο XML document µε την αντίστοιχη 
υπογραφή ως child element ή ως parent element του στοιχείου Signature. Αντίθετα, σε µια 
Detached υπογραφή το αντικείµενο αυτό βρίσκεται είτε εκτός του XML document που 
περιέχει την υπογραφή είτε στο ίδιο document αλλά εκτός της XML ιεραρχίας του Signature. 
Πιο συγκεκριµένα µία Enveloping υπογραφή εµπεριέχει το αντικείµενο το οποίο υπογράφεται 
ψηφιακά. Σε αυτή την περίπτωση το αντικείµενο που υπογράφεται είναι περιεχόµενο ενός 
Object στοιχείου εντός του στοιχείου Signature. Στην περίπτωση µιας Enveloped υπογραφής 
το αντικείµενο που υπογράφεται είναι parent XML element του Signature. Καθένας από 
αυτούς τους τρείς τύπους δίνει έναν διαφορετικό µηχανισµό ψηφιακής υπογραφής που 
εφαρµόζεται και αξιοποιείται σε ανόµοιες περιπτώσεις όπως θα γίνει αντιληπτό σε επόµενες 
παραγράφους (απλά σε αυτό το σηµείο να σηµειωθεί ως παράδειγµα ότι το µοντέλο των 
Detached XML signatures είναι ο µόνος από τους τρεις τύπους που µπορεί να εφαρµοστεί ως 
ψηφιακή υπογραφή για τα SOAP µηνύµατα λόγω της µεταβλητότητας των τελευταίων). 
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Επίσης, είναι αξιοσηµείωτη η ιδιότητα που έχει µία ψηφιακή υπογραφή να µπορεί να είναι 
ταυτόχρονα Detached, Enveloping και Enveloped. Σε αυτό το σηµείο θα περιγραφούν οι 
διαδικασίες της παραγωγής και της επιβεβαίωσης των XML υπογραφών (generation και 
validation αντίστοιχα). Η διαδικασία XML signature generation χωρίζεται σε δύο επιµέρους 
διαδικασίες. Προηγείται η διαδικασία reference generation και στη συνέχεια έχουµε την 
διαδικασία signature generation. Κατά την διαδικασία reference generation δηµιουργούνται 
όλα τα Reference objects. Με λίγα λόγια αυτό που γίνεται είναι ο υπολογισµός µίας σύνοψης 
για κάθε σύνολο δεδοµένων που θέλουµε να υπογράψουµε ψηφιακά και εµφωλεύουµε αυτήν 
µαζί µε σχετιζόµενες πληροφορίες στο αντίστοιχο για αυτό το σύνολο δεδοµένων Reference 
object.  Τα βήµατα που ακολουθούνται σειριακά κατά την reference generation είναι τα εξής 
και εφαρµόζονται µεµονωµένα για κάθε ξεχωριστό σύνολο δεδοµένων που πρόκειται να 
υπογραφεί: 
 
• Γίνεται ανάκτηση του συνόλου δεδοµένων που πρόκειται να υπογραφεί και το οποίο 
προσδιορίζεται από ένα Reference URI ή καθορίζεται άµεσα από την εφαρµογή. 
• Εφαρµόζονται οι µετασχηµατισµοί που προσδιορίζονται στο στοιχείο Transforms. 
Ένας επιτρεπόµενος µετασχηµατισµός είναι ένα XPath αίτηµα. Αυτό το βήµα είναι 
προαιρετικό και πραγµατοποιείται µόνο στην περίπτωση που κάτι τέτοιο αναφέρεται 
ρητά στο Transforms. 
• Εισάγεται το σύνολο δεδοµένων στον αλγόριθµο σύνοψης που προσδιορίζεται από το 
DigestMethod. Η σύνοψη που προκύπτει αποτελεί περιεχόµενο του DigestValue.   
• Γίνεται σύνθεση του Reference από τα επιµέρους στοιχεία. 
 
Τα βήµατα της διαδικασίας signature generation είναι: 
 
• Περιλαµβάνοντας όλα τα Reference objects που δηµιουργήθηκαν στην reference 
generation καθώς επίσης τις πληροφορίες σχετικά µε τον αλγόριθµο υπογραφής  και 
τον αλγόριθµο κανονικοποίησης  γίνεται η σύνθεση του στοιχείου SignedInfo. Το 
SignedInfo είναι αυτό που στην πραγµατικότητα υπογράφεται ψηφιακά. 
• Κανονικοποιείται το SignedInfo µε βάση τον αλγόριθµο που προσδιορίζει το στοιχείο 
CanonicalizationMethod. 
• Υπολογίζεται η σύνοψη του SignedInfo. 
• Εφαρµόζοντας τον αλγόριθµο που καθορίζει το SignatureMethod στο 
κανονικοποιηµένο και hashed SignedInfo προκύπτει η ζητούµενη υπογραφή που 
τοποθετείται ως περιεχόµενο του SignatureValue. 
• “Πακετάρουµε” τα SignedInfo, SignatureValue, KeyInfo και Object στο στοιχείο 
Signature. 
 
Η διαδικασία XML signature validation χωρίζεται και αυτή σε δύο επιµέρους τµήµατα: τη 
διαδικασία reference validation και τη διαδικασία signature validation. Σκοπός της reference 
validation είναι να διαπιστωθεί αν έχει τροποποιηθεί το σύνολο των δεδοµένων που 
προσδιορίζεται από το κάθε Reference object. Αντίστοιχα, µε την signature validation 
ελέγχεται η ακεραιότητα του SignedInfo στοιχείου. Αρχικά, λαµβάνει χώρα η reference 
validation και στη συνέχεια αν και µόνο αν αυτή είναι επιτυχής διεξάγεται και η signature 
validation. Κατά την reference validation τα βήµατα που ακολουθούνται είναι τα ίδια µε αυτά  
της reference generation. Μετά την δηµιουργία της σύνοψης γίνεται σύγκριση µε το 
περιεχόµενο του DigestValue.Αν υπάρχει κάποια διαφορά τότε το validation αποτυγχάνει. Η 
διαδικασία signature validation έχει ως εξής: 
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• Αρχικά, πρέπει να γίνει ανάκτηση του κλειδιού που προσδιορίζεται από το KeyInfo 
στοιχείο (µπορεί να παρέχεται άµεσα µέσα στο KeyInfo ή να παρέχονται οι 
κατάλληλες πληροφορίες για την ανάκτησή του). Το πιο σηµαντικό σηµείο σε αυτή τη 
διαδικασία αποτελεί η εµπιστοσύνη προς το κλειδί. ∆ηλαδή πρέπει να είµαστε 
σίγουροι ότι το παρεχόµενο κλειδί αντιστοιχεί στην αναµενόµενη οντότητα. Αυτό το 
ζήτηµα θα µας απασχολήσει σε επόµενα κεφάλαια. 
• Αφότου εφαρµοστεί διαδικασία κανονικοποίησης στο SignedInfo, παράγεται η 
σύνοψη αυτού. 
• Χρησιµοποιώντας το κλειδί αποκρυπτογραφούµε το περιεχόµενο του SignatureValue 
για να λάβουµε την σύνοψη του SignedInfo. Τη σύνοψη που λαµβάνουµε από αυτό το 
βήµα τη συγκρίνουµε µε τη σύνοψη που δηµιουργήθηκε στο ακριβώς προηγούµενο 
βήµα. Αν υπάρχει κάποια διαφορά το validation αποτυγχάνει.   
 
Σηµαντικό ρόλο στις XML υπογραφές παίζει η διαδικασία της κανονικοποίησης 
(canonicalization). Έστω ότι υπογράφουµε ψηφιακά µε τον ίδιο τρόπο (µε τον ίδιο 
αλγόριθµο, παραµέτρους και κλειδιά) ένα αρχείο δύο φορές αλλά µεταξύ αυτών των δύο 
εφαρµογών αν και τα δεδοµένα είναι τα ίδια σε λογικό επίπεδο υπάρχει µια ελάχιστη διαφορά 
σε φυσικό επίπεδο. ∆ηλαδή υπάρχει κάποια διαφορά σε επίπεδο bits η οποία όµως δεν 
αλλάζει την λογική των δεδοµένων (για παράδειγµα έστω ότι υφίσταται διαφορετική 
αναπαράσταση του end of line στην µεταχείριση του ίδιου αρχείου σε αυτές τις δύο 
περιπτώσεις). Σε αυτή την περίπτωση όπως είναι λογικό οι ψηφιακές υπογραφές που 
προκύπτουν είναι διαφορετικές. Σε αυτό το πρόβληµα έρχεται να δώσει λύση η διαδικασία 
της κανονικοποίησης. Η κανονικοποίηση επεξεργάζεται ένα XML αρχείο µε τέτοιο τρόπο 
ώστε να αποµακρύνει µη χρήσιµα στοιχεία από αυτό (για παράδειγµα τα κενά διαστήµατα 
µεταξύ των XML elements). Αυτό γίνεται  µε σκοπό όλα τα αρχεία να ακολουθούν ακριβώς 
το ίδιο XML format. Η έξοδος από την κανονικοποίηση διοχετεύεται απευθείας στον 
αλγόριθµο σύνοψης χωρίς καµία ενδιάµεση αποθήκευση. Χαρακτηριστικοί κανόνες 
επεξεργασίας αποτελούν η κωδικοποίηση του αρχείου σε UTF-8, η µεταβολή των carriage 
returns/linefeeds σε single carriage returns, η µετατροπή των κενών XML στοιχείων σε 
ζευγάρια start-end tags και η αποµάκρυνση των whitespaces (tabs ή spaces) που εµφανίζονται 
έξω από tags. Φυσικά αυτοί οι κανόνες  αποτελούν ένα µόνο τµήµα του συνόλου των 
κανόνων που εφαρµόζονται. Όλο το σύνολο των κανόνων είναι διαθέσιµο στο [Exclusive 
XML Canonicalization version 1.0 W3C Recommendation 18 July 2002].  Στο στοιχείο 
CanonicalizationMethod δηλώνεται ο αλγόριθµος κανονικοποίησης που εφαρµόζεται στο 






Ο πρώτος αλγόριθµος παραβλέπει τα σχόλια εποµένως δεν συµπεριλαµβάνονται στην 
διαδικασία της υπογραφής. Αν επιθυµούµε να περιλαµβάνονται και τα σχόλια στην ψηφιακή 
υπογραφή τότε πρέπει να χρησιµοποιείται ο δεύτερος αλγόριθµος. Οι δύο προαναφερθέντες 
αλγόριθµοι εφαρµόζονται σε ολόκληρο το XML αρχείο. Ο τρίτος αλγόριθµος αφορά την 
κανονικοποίηση αποσπάσµατος XML αρχείων. 
 Το στοιχείο SignatureMethod προσδιορίζει τον αλγόριθµο που χρησιµοποιείται στην 
παραγωγή και στην επιβεβαίωση της XML υπογραφής. Οι αλγόριθµοι που µπορούν να 
χρησιµοποιηθούν είναι ο DSAwithSHA1 (“http://www.w3.org/2000/09/xmldsig#dsa-sha1”), 
ο HMAC-SHA1 (“http://www.w3.org/2000/09/xmldsig#hmac-sha1”) αλλά αυτός που 
χρησιµοποιείται εκτεταµένα είναι ο RSAwithSHA1 (“http://www.w3.org/2000/09/xmldsig 
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#rsa-sha1”).  Συνεχίζοντας θα γίνει αναφορά στο στοιχείο Transforms που προσδιορίζει τον 
µετασχηµατισµό που θα εφαρµοστεί στα προς υπογραφή δεδοµένα. Οι δυνατοί 
µετασχηµατισµοί είναι οι παρακάτω: 
 
• Κανονικοποίηση (βλέπε παραπάνω). 
• Base64 κωδικοποίηση: αυτός ο τύπος µετασχηµατισµού χρησιµοποιείται για την 
µετατροπή δυαδικών δεδοµένων σε µορφή κειµένου. Ένα τέτοιος µετασχηµατισµός 
θα µπορούσε να χρησιµοποιηθεί αν τα δεδοµένα που υπογράφονται ψηφιακά ήταν για 
παράδειγµα µία εικόνα µορφοποιηµένη ως GIF. 
•  XPath Filtering: Αυτός ο µετασχηµατισµός χρησιµοποιείται στην περίπτωση που 
υπογράφεται ψηφιακά ένα απόσπασµα ενός XML document. Με µία Xpath έκφραση 
υπάρχει η δυνατότητα να αποµονώνουµε κατά απαίτηση τµήµατα από XML 
documents. 
• Enveloped Signature Transform: Αυτός ο µετασχηµατισµός χρησιµεύει στην 
περίπτωση που τα δεδοµένα που υπογράφονται βρίσκονται σε parent element του 
στοιχείου Signature. Πιο συγκεκριµένα όταν θελήσουµε να προχωρήσουµε σε 
signature validation πρέπει να αφαιρεθεί αρχικά το στοιχείο Signature από την XML 
ιεραρχία. Αυτό το πετυχαίνουµε µε εφαρµογή του εν λόγω µετασχηµατισµού. Βέβαια 
το ίδιο αποτέλεσµα µπορούµε να πάρουµε  µε την εφαρµογή µιας XPath έκφρασης 
της µορφής: 
 
<XPath xmlns:dsig=“&dsig;”>  
 count(ancestor-or-self::dsig:Signature | 
         here( )/ancestor::dsig:Signature[1] > 
count(ancestor-or-self::dsig:Signature) 
</XPath> 
            Το µειονέκτηµα που έχει σε αυτήν την περίπτωση η εφαρµογή του XPath     
            µετασχηµατισµού είναι η πολυπλοκότητα. Αντίθετα, η λύση του Enveloped Signature  
  Transform προσφέρει ευκολία στη χρήση καθώς το µόνο που πρέπει να γίνει είναι να    





<Reference URI=“ ”> 
<Transforms> 
  <Transform 







• XSLT Transform: Αν γίνεται χρήση ενός XML Stylesheet (XSL) και πρέπει να 
υπογραφεί ψηφιακά έχουµε δύο δυνατούς τρόπους να το κάνουµε. Η µία επιλογή είναι 
να δηµιουργήσουµε δύο στοιχεία Reference που το ένα θα αναφέρεται στο XML 
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document και το άλλο στο XSL. Η εναλλακτική επιλογή είναι η χρήση του XSLT 
Transform. 
 
Αυτό που πρέπει να προσεχτεί είναι το γεγονός ότι οι αλγόριθµοι σύνοψης απαιτούν ως 
είσοδο octets. Η κανονικοποίηση, η Base64 κωδικοποίηση και ο XSLT Transform δίνουν ως 
έξοδο octets. Οι άλλοι δύο µετασχηµατισµοί παράγουν ως έξοδο ένα XML nodeset και 
εποµένως για να καλύπτεται η απαίτηση των αλγορίθµων σύνοψης για είσοδο σε µορφή 
octets πρέπει επιπλέον  να εφαρµοστεί  η διαδικασία της κανονικοποίησης. Το σηµαντικότερο 
στοιχείο του Reference είναι το DigestValue το οποίο περιέχει κωδικοποιηµένη κατά Base64 
την σύνοψη του συνόλου δεδοµένων. Ο αλγόριθµος που χρησιµοποιείται για τον υπολογισµό 
της σύνοψης είναι ο SHA1 (“http://www.w3.org/2000/09/xmldsig#sha1”). Αυτή  η 
πληροφορία δηλώνεται στο στοιχείο DigestMethod. Μέχρι αυτό το σηµείο καλύφθηκε 
ολότελα το στοιχείο SignedInfo. Το στοιχείο SignatureValue περιέχει κωδικοποιηµένο κατά  
Base64 το αποτέλεσµα της κρυπτογράφησης της σύνοψης του SignedInfo. Στην ουσία αυτό 
το στοιχείο αποτελεί την ψηφιακά υπογραφή· όλα τα υπόλοιπα στοιχεία δίνουν πληροφορίες 
γύρω από αυτή. Το στοιχείο KeyInfo (που είναι προαιρετικό) είτε παρέχει άµεσα το κλειδί 
που είναι απαραίτητο στην διαδικασία signature validation είτε δίνει εκείνες τις πληροφορίες 
που χρειάζονται για την ανάκτησή του. Το schema του KeyInfo είναι το ακόλουθο: 
 
 
<element name="KeyInfo" type="ds:KeyInfoType"/>  
<complexType name="KeyInfoType" mixed="true"> 
       <choice maxOccurs="unbounded">      
          <element ref="ds:KeyName"/>  
         <element ref="ds:KeyValue"/>  
          <element ref="ds:RetrievalMethod"/>  
          <element ref="ds:X509Data"/>  
          <element ref="ds:PGPData"/>  
          <element ref="ds:SPKIData"/> 
          <element ref="ds:MgmtData"/> 
          <any processContents="lax" namespace="##other"/> 
          <!-- (1,1) elements from (0,unbounded) namespaces --> 
       </choice> 
       <attribute name="Id" type="ID" use="optional"/> 
    </complexType> 
Όπως αναφέρθηκε πιο πριν, υπάρχουν δύο εκδοχές. Στη µια εκδοχή το ζητούµενο κλειδί 
βρίσκεται εντός του KeyInfo ενώ στην άλλη µέσω του  KeyInfo λαµβάνουµε πληροφορίες 
που µας κατευθύνουν στην τοποθεσία που φιλοξενεί το κλειδί. Στο KeyValue το δηµόσιο 
κλειδί παρέχεται άµεσα. Το RetrievalMethod µέσω ενός URI µας κατευθύνει στην τοποθεσία 
που βρίσκεται το κλειδί. Βέβαια αυτό το URI  µπορεί να “δείχνει” προς ένα X509Data ή ένα 
PGPData ή ένα SPKIData στοιχείο. Μέσω του X509Data παρέχεται ένα X.509 certificate ή 
ένα identifier για να γίνει αναζήτηση ενός X.509 certificate. Οµοίως, σε ένα  PGPData 
στοιχείο περιλαµβάνεται ένα δηµόσιο PGP κλειδί ή ένας δείκτης σε ένα τέτοιο. Σε ένα 
SPKIData περιλαµβάνεται ένα SPKI δηµόσιο κλειδί. Κλείνοντας την περιγραφή των 
στοιχείων που συνθέτουν µια XML υπογραφή, το στοιχείο Object µπορεί τυπικά να περιέχει 
ο,τιδήποτε. Ουσιαστικά όµως σε αυτό το στοιχείο συναντάµε τρία πράγµατα: 
 
• Τα δεδοµένα που επιθυµούµε να υπογραφούν (αυτό γίνεται στην περίπτωση των 
Enveloping signatures). 
• Ένα στοιχείο Manifest. Το στοιχείο αυτό περιέχει  µία λίστα από στοιχεία Reference.  
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• Ένα στοιχείο SignatureProperties.  Αυτό το στοιχείο µπορεί να περιλαµβάνει διάφορες 
πληροφορίες σχετικά µε την ψηφιακή υπογραφή όπως για παράδειγµα ένα date/time 
stamp, τον σειριακό αριθµό του cryptographic hardware που χρησιµοποιείται για την 
διαδικασία signature generation και άλλα. 
 
Σε αυτήν την ενότητα παρουσιάστηκε η δοµή και τα χαρακτηριστικά της XML Signature 
τεχνολογίας. Στην συνέχεια της εργασίας θα συναντήσουµε τους τρόπους µε τους οποίους 
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3.3 XML Encryption 
 
 Η τεχνολογία XML Encryption συνδυάζοντας τεχνικές κρυπτογράφησης δηµοσίου και 
ιδιωτικού κλειδιού προσφέρει την υπηρεσία της εµπιστευτικότητας. Η προστασία που 
παρέχει είναι “end to end” και όχι “point to point” (που µπορεί να µας προσφέρει για 
παράδειγµα το SSL). Παρουσιάζοντας µε λίγα λόγια την XML Encryption, ο αποστολέας 
χρησιµοποιώντας ένα ιδιωτικό κλειδί (έστω K), το οποίο πολλές φορές αναφέρεται ως κλειδί 
συνόδου (session key) ή shared key, κρυπτογραφεί τα δεδοµένα που µπορεί να είναι 
οποιοδήποτε τύπου, τα τοποθετεί εντός ενός XML στοιχείου και στη συνέχεια κρυπτογραφεί 
το κλειδί συνόδου µε το δηµόσιο κλειδί  του παραλήπτη (έστω PK). Με αυτόν τον τρόπο ο 
µόνος που µπορεί να αναγνώσει τα δεδοµένα είναι ο εξουσιοδοτηµένος παραλήπτης που είναι 
κάτοχος του ιδιωτικού κλειδιού που αντιστοιχεί στο PK. Μια εναλλακτική λύση θα ήταν να 
κρυπτογραφούνται τα δεδοµένα µε το δηµόσιο κλειδί του παραλήπτη. Και µε αυτόν τον 
τρόπο επιτυγχάνεται η πρόληψη από µη εξουσιοδοτηµένη ανάγνωση των δεδοµένων. Όµως, 
το πρόβληµα µε αυτήν τη προσέγγιση είναι ότι δεν είναι εφικτή η κρυπτογράφηση µεγάλου 
όγκου δεδοµένων. Από την άλλη πλευρά, µε τους αλγορίθµους ιδιωτικού κλειδιού η 
διαδικασία της κρυπτογράφησης/αποκρυπτογράφησης είναι ταχύτερη και υπάρχει η 
δυνατότητα κρυπτογράφησης δεδοµένων οποιοδήποτε µεγέθους. Αξίζει να σηµειωθεί ότι 
υπάρχει και η περίπτωση ο εξουσιοδοτηµένος παραλήπτης να έχει γνώση του κλειδιού 
συνόδου οπότε να µην χρειάζεται ο αποστολέας να προβεί στην κρυπτογράφηση του κλειδιού 
συνόδου και την µετέπειτα αποστολή του. Ένα σηµαντικό χαρακτηριστικό της XML 
Encryption είναι ότι δίνει την δυνατότητα να κρυπτογραφούνται µε διαφορετικά κλειδιά 
συνόδου διαφορετικά τµήµατα ενός XML document και εποµένως να είναι αναγνώσιµα από 
διαφορετικούς παραλήπτες το καθένα. Σε αυτήν την ενότητα θα παρουσιαστεί η δοµή του 
EncryptedData XML στοιχείου που είναι αυτό που περικλείει τα κρυπτογραφηµένα δεδοµένα 
και τις σχετικές µε την διαδικασία της κρυπτογράφησης πληροφορίες (κλειδιά, αλγόριθµοι 
και άλλα). Επιπλέον, θα περιγραφεί η διαδικασία της XML κρυπτογράφησης και 
αποκρυπτογράφησης όπως και ο τρόπος µε τον οποίο συνδυάζονται οι τεχνολογίες XML 
Encryption και XML Signature.   
 Αρχικά, παρουσιάζεται το schema του EncryptedData και στη συνέχεια θα γίνει 




<EncryptedData Id? Type? MimeType? Encoding?> 
 <EncryptionMethod/>? 
     <ds:KeyInfo> 
        <EncryptedKey>? 
        <AgreementMethod>? 
        <ds:KeyName>? 
        <ds:RetrievalMethod>? 
      <ds:*>? 
   </ds:KeyInfo>? 
     <CipherData> 
        <CipherValue>? 
        <CipherReference URI?>? 
     </CipherData> 
     <EncryptionProperties>? 
</EncryptedData> 
 - 31 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7
                                                                Κεφάλαιο 3. Τεχνολογίες ασφάλειας των Web Services 
Μια απλή σηµείωση που πρέπει να γίνει είναι ότι τα στοιχεία EncryptedData και 
EncryptedKey έχουν ως abstract τύπο από τον οποίο προκύπτουν το EncryptedType. Το 
EncryptedType ορίζει µία δοµή την οποία ακολουθούν και τα δύο στοιχεία. Το στοιχείο 
EncryptedData έχει τέσσερα προαιρετικά γνωρίσµατα. Το Id αποτελεί ένα αναγνωριστικό του 
στοιχείου. Τα υπόλοιπα γνωρίσµατα προσφέρουν πληροφορίες σχετικά µε τα 
κρυπτογραφηµένα δεδοµένα. Το γνώρισµα Type προσδιορίζει αν κρυπτογραφήθηκε ένα 
XML στοιχείο ολόκληρο (δηλαδή τα tags και το περιεχόµενο) ή µόνο το περιεχόµενο ενός 
XML στοιχείου. Η τιµή του γνωρίσµατος που αντιστοιχεί στην πρώτη περίπτωση είναι 
“http://www.w3.org/2001/04/xmlenc#Element” ενώ στη δεύτερη   “http://www.w3.org/2001/ 
04/xmlenc#Content”. Αυτή η πληροφορία είναι απαραίτητη στην οντότητα που 
αποκρυπτογραφεί για να έχει την δυνατότητα να επαναφέρει αυτόµατα το XML document 










Σκοπός µε την χρήση κρυπτογράφησης είναι να προστατευτούν τα ευαίσθητα δεδοµένα. Στην 
συγκεκριµένη περίπτωση ως ευαίσθητο δεδοµένο θεωρούµε µόνο τον αριθµό της κάρτας του 
τραπεζικού πελάτη δηλαδή το στοιχείο <CreditCard_Number>. ∆ιακρίνουµε δύο 






 <Customer_Name>Velitsikakis Ioannis</Customer _Name> 
<EncryptedData id=“encrypted_data”       
      Type=“http://www.w3.org/2001/04/xmlenc#Element”> 





Με αυτόν τον τρόπο δεν φανερώνεται σε κανένα σηµείο ότι το συγκεκριµένο µήνυµα 
µεταφέρει πληροφορίες της κάρτας του πελάτη.Στην άλλη περίπτωση κρυπτογραφείται µόνο 
το περιεχόµενο του στοιχείου <CreditCard_Number > (µε φυσικό επακόλουθο το γεγονός ότι 
ο οποιοσδήποτε τρίτος γνωρίζει ότι µέσα σε αυτό το µήνυµα βρίσκεται κρυπτογραφηµένος ο 
αριθµός της κάρτας του συγκεκριµένου πελάτη): 
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 < Customer_Name >Velitsikakis Ioannis</ Customer_Name > 
< CreditCard_Number > 
<EncryptedData id=“encrypted_ data”   
  Type=“http://www.w3.org/2001/04/xmlenc#Content”> 





Το γνώρισµα MimeType προσδιορίζει τον τύπο των δεδοµένων που κρυπτογραφούνται  και 
οι επιτρεπτές τιµές ορίζονται από το [RFC 2045: Multipurpose Internet Mail Extensions Part 
1 – Format of Internet Message Bodies]. Το γνώρισµα Encoding προσδιορίζει σε τι µορφή 
είναι κωδικοποιηµένα τα δεδοµένα που κρυπτογραφούνται. Για παράδειγµα, για µία Base64 
κωδικοποιηµένη εικόνα µορφοποιηµένη κατά GIF τα δύο αυτά γνωρίσµατα θα έχουν τις 
τιµές “image/gif” και “http://www.w3.org/2000/09/xmldsig#base64” αντίστοιχα.  
Στη συνέχεια εξετάζονται λεπτοµερώς τα στοιχεία που συνθέτουν ένα EncryptedData. 
Το στοιχείο EncryptionMethod κατονοµάζει τον αλγόριθµο που χρησιµοποείται για την 
κρυπτογράφηση των δεδοµένων. Τα δεδοµένα κρυπτογραφούνται µε την χρήση του κλειδιού 
συνόδου και την εφαρµογή συµβατικών αλγορίθµων κρυπτογραφίας. Οι αλγόριθµοι που 
χρησιµοποιούνται είναι οι Triple-DES (“http://www.w3.org/2001/04/xmlenc#tripledes-cbc”) 
και ο AES (Advanced Encryption Standard) µε διάφορα µήκη κλειδιών. Πιο συγκεκριµένα, ο 
AES 128-bit key (“http://www.w3.org/2001/04/xmlenc#aes128-cbc”),ο AES 192-bit key 
(“http://www.w3.org/2001/04/xmlenc#aes192-cbc”) και ο AES 256-bit key 
(“http://www.w3.org/2001/04/xmlenc#aes256-cbc”). Το στοιχείο που σχετίζεται άµεσα µε τα 
κρυπτογραφηµένα δεδοµένα είναι το CipherData. Αυτό το στοιχείο είτε περιβάλλει τα 
κρυπτογραφηµένα δεδοµένα σε Base64 µορφή εντός του child element CipherValue είτε 
προσδιορίζει µέσω ενός URI την τοποθεσία στην οποία φιλοξενούνται τα κρυπτογραφηµένα 
δεδοµένα. Στη δεύτερη περίπτωση, το URI  δίνεται µέσω του child element CipherReference 
που επιπλέον καθορίζει το σύνολο των µετασχηµατισµών που πρέπει να δεχτεί το 
κρυπτογράφηµα προτού εισαχθεί στον αλγόριθµο αποκρυπτογράφησης. Το στοιχείο 
EncryptionProperties παρέχει επιπρόσθετες πληροφορίες σχετικά µε την δηµιουργία του 
στοιχείου EncryptedData όπως κάποιο date/time stamp ή ο σειριακός αριθµός από το 
cryptographic hardware που χρησιµοποιείται κατά την κρυπτογράφηση.  Το στοιχείο KeyInfo 
µας παρέχει άµεσα ή έµµεσα το κρυπτογραφηµένο κλειδί συνόδου. Στην πρώτη περίπτωση, 
το κλειδί συνόδου που έχει κρυπτογραφηθεί µε το δηµόσιο κλειδί του τελικού παραλήπτη 
τοποθετείται στο EncryptedKey που είναι child element του KeyInfo. Αυτή η διαδικασία 
αναφέρεται ως digital enveloping ή key transport strategy. Βέβαια υπάρχει και η δυνατότητα 
το κλειδί να παρέχεται έµµεσα. Αυτό γίνεται µέσω του στοιχείου KeyName που είναι child 
element του KeyInfo. Το KeyName προσδιορίζει ένα µοναδικό όνοµα για το κλειδί. Με αυτό 
αναγνωρίζεται από τον εξουσιοδοτηµένο παραλήπτη ο οποίος έχει τη δυνατότητα να το 
αναζητήσει και να το ανακτήσει από ένα δεδοµένο directory. Για την κρυπτογράφηση του 
κλειδιού συνόδου απαιτείται η εφαρµογή ενός αλγορίθµου δηµοσίου κλειδιού. Οι επιλογές 
είναι δύο: o RSA v1.5 (“http://www.w3.org/2001/04/xmlenc#rsa-1_5”) και ο RSA v2 
(“http://www.w3.org/2001/04/xmlenc#rsa-oaep-mgf1p”).  Ο  RSA v1.5 χρησιµοποιείται όταν 
τα δεδοµένα κρυπτογραφούνται µε τον αλγόριθµο Triple-DES ενώ ο RSA v2  συνδυάζεται 
αντίστοιχα µε τον AES.  
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Είναι πολύ σύνηθες διάφορα τµήµατα ενός XML document να κρυπτογραφούνται µε το 
ίδιο κλειδί. Σε µία τέτοια περίπτωση για κάθε κρυπτογράφηµα θα έπρεπε να υφίσταται µέσα 
στο XML document το αντίστοιχο KeyInfo στοιχείο. Στην ουσία θα είχαµε µία απλή 
επανάληψη ενός µπλοκ που ήδη θα υπήρχε µια φορά στο document. Η XML Encryption µας 
δίνει τη δυνατότητα να το αποφύγουµε αυτό µε την βοήθεια του στοιχείου ReferenceList. 
Αυτό το στοιχείο τοποθετείται εντός του EncryptedKey που αντιστοιχεί στο κλειδί µε το 
οποίο κρυπτογραφούνται τα διάφορα τµήµατα του XML document. Το ReferenceList έχει τα 
child elements DataReference και KeyReference τα οποία προσδιορίζουν µε ένα URI εκείνα 
τα στοιχεία του XML document που κρυπτογραφούνται από το συγκεκριµένο κλειδί. Το 
DataReference αφορά την περίπτωση που κρυπτογραφούνται δεδοµένα εποµένως το URI 
προσδιορίζει ένα EncryptedData στοιχείο, ενώ το KeyReference χρησιµοποιείται στην 
περίπτωση που κρυπτογραφούνται κλειδιά και το URI αποτελεί δείκτη σε ένα EncryptedKey. 








































       <CreditCard_Number> 
           <EncryptedData Id=“creditCard_num”  Type=“http://www.w3.org/ 
2001/04/xmlenc#Content”> 
    <EncryptionMethod Algorithm=“http://www.w3.org/2001/04/ 
xmlenc#aes128-cbc” /> 
    <ds:KeyInfo xmlns:ds=“http://www.w3.org/2000/09/xmldsig#”/>
      <EncryptedKey> 
      <EncryptionMethod Algorithm=(“http://www.w3.org/ 
2001/04/xmlenc#rsa-1_5” /> 
      <ds:KeyInfo xmlns:ds=“http://www.w3.org/2000/09/ 
xmldsig#” />  
       <ds:X509Data> 
        <ds:X509SubjectName> 
         … 
        </ds:X509SubjectName> 
       </ds:X509Data> 
      </ds:KeyInfo> 
      <CipherData> 
<CipherValue> 
(περιέχεται κρυπτογραφηµένο το κλειδί συνόδου µε το οποίο 
 κρυπτογραφήθηκε το περιεχόµενο του CreditCard_Number)   
</CipherValue> 
      </CipherData> 
     <EncryptedKey> 
    <ds:KeyInfo> 
    <CipherData> 
     <CipherValue> 
(περιέχεται  κρυπτογραφηµένο το περιεχόµενο του στοιχείου 
CreditCard_Number) 
</CipherValue> 
    <CipherData> 
   </EncryptedData>     
 </CreditCard_Number>   
 <Contact_Number>2310345289</Contact_Number> 
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    <ds:KeyInfo xmlns:ds=“http://www.w3.org/2000/09/xmldsig#”/>
      <EncryptedKey> 
      <EncryptionMethod Algorithm=(“http://www.w3.org/ 
2001/04/xmlenc#rsa-1_5” /> 
      <ds:KeyInfo xmlns:ds=“http://www.w3.org/2000/09/ 
xmldsig#” />  
       <ds:X509Data> 
        <ds:X509SubjectName> 
         … 
        </ds:X509SubjectName> 
       </ds:X509Data> 
      </ds:KeyInfo> 
     <CipherData> 
<CipherValue> (περιέχεται κρυπτογραφηµένο το
 κλειδί συνόδου µε το οποίο κρυπτογραφήθηκε το 
περιεχόµενο του PaymentInfo)   
</CipherValue> 
      </CipherData> 
     <EncryptedKey> 
    <ds:KeyInfo> 
    <CipherData> 
     <CipherValue> 
                            (περιέχεται κρυπτογραφηµένο το περιεχόµενο του στοιχείου 
      PaymentInfo) 
</CipherValue> 
    <CipherData> 
   </EncryptedData>   
</PaymentInfo> 
</Customer>   
Σε αυτό το απόσπασµα ενός XML document έχουµε τα στοιχεία CreditCard_Number και 
PaymentInfo των οποίων το περιεχόµενο έχει κρυπτογραφηθεί µε το ίδιο κλειδί συνόδου και 
µε την εφαρµογή του ίδιου αλγορίθµου (AES µε µήκος κλειδιού 128 bits). Το κλειδί συνόδου 
παρέχεται κρυπτογραφηµένο και για τα δύο κρυπτογραφήµατα µέσω ενός KeyInfo στοιχείου. 
Όπως µπορούµε να παρατηρήσουµε έχουµε επανάληψη του ίδιου µπλοκ KeyInfo (µε το µπλε 
φόντο). Αυτήν την επανάληψη µπορούµε να την εξαλοίψουµε µε την χρήση του στοιχείου 
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       <CreditCard_Number> 
           <EncryptedData Id=“creditCard_num”  Type=“http://www.w3.org/ 
2001/04/xmlenc#Content”> 
    <EncryptionMethod Algorithm=“http://www.w3.org/2001/04/ 
xmlenc#aes128-cbc” /> 
    <CipherData> 
     <CipherValue> 
(περιέχεται  κρυπτογραφηµένο το περιεχόµενο του στοιχείου 
CreditCard_Number) 
</CipherValue> 
    <CipherData> 
   </EncryptedData>     
 </CreditCard_Number>   
 <Contact_Number>2310345289</Contact_Number> 
 <PaymentInfo> 
           <EncryptedData Id=“paymentInfo”  Type=“http://www.w3.org/ 
2001/04/xmlenc#Content”> 
    <EncryptionMethod Algorithm=“http://www.w3.org/2001/04/ 
xmlenc#aes128-cbc” /> 
    <CipherData> 
     <CipherValue> 
(περιέχεται  κρυπτογραφηµένο το περιεχόµενο του στοιχείου 
PaymentInfo) 
</CipherValue> 
    <CipherData> 
   </EncryptedData>     
</PaymentInfo> 
<EncryptedKey> 
  <EncryptionMethod Algorithm=(“http://www.w3.org/2001/04/xmlenc#rsa-
1_5”/> 
  <ds:KeyInfo xmlns:ds=“http://www.w3.org/2000/09/xmldsig#” />  
   <ds:X509Data> 
    <ds:X509SubjectName> 
     … 
    </ds:X509SubjectName> 
   </ds:X509Data> 
  </ds:KeyInfo> 
  <CipherData> 
<CipherValue> (περιέχεται κρυπτογραφηµένο το κλειδί συνόδου µε το  
οποίο κρυπτογραφήθηκε το περιεχόµενο του CreditCard_Number και του
PaymentInfo )   
</CipherValue> 
  </CipherData> 
  <ReferenceList> 
   <DataReference URI=“# creditCard_num” /> 
   <DataReference URI=“# paymentInfo” /> 
</ReferenceList> 
 <EncryptedKey> 
<Customer> - 36 -
epository - Library & Information Centre - University of Thessaly
3:37:01 EET - 137.108.70.7
                                                                Κεφάλαιο 3. Τεχνολογίες ασφάλειας των Web Services 
 
 
Βλέπουµε ότι πλέον οι πληροφορίες που σχετίζονται µε το κλειδί συνόδου και το ίδιο το 
κλειδί (κρυπτογραφηµένο βέβαια) εµφανίζονται µία και µόνο φορά στο XML document ενώ 
έχει προστεθεί ένα στοιχείο ReferenceList µε δύο αναφορές URI που φανερώνουν ότι τα 
στοιχεία µε Id  “creditCard_num” και  “paymentInfo” έχουν κάνει χρήση του εν λόγω 
κλειδιού. 
 Σε αυτό το σηµείο ολοκληρώθηκε η αναφορά στα σηµαντικότερα στοιχεία που δοµούν   
την XML Encryption. Η διαδικασία της κρυπτογράφησης αποτελείται από τα ακόλουθα 
βήµατα που εκτελούνται σειριακά: 
 
• Επιλογή του αλγορίθµου ιδιωτικού κλειδιού που θα εφαρµοστεί στα δεδοµένα. Στην 
ουσία επιλογή µεταξύ των 3DES και AES. 
• Απόκτηση του κλειδιού συνόδου µε το οποίο θα γίνει η κρυπτογράφηση των 
δεδοµένων και αναπαράσταση αυτού. Η απόκτηση µπορεί να προέλθει µε δύο 
διαφορετικούς τρόπους. Είτε να υπάρξει η παραγωγή του κλειδιού είτε το κλειδί να 
έχει παραχθεί προγενέστερα και απλά να γίνεται αναζήτηση σε ένα registry ή σε ένα 
αρχείο. 
• Γίνεται serialization των δεδοµένων που πρόκειται να κρυπτογραφηθούν. Αυτό 
γίνεται διότι οι αλγόριθµοι κρυπτογράφησης απαιτούν ως είσοδο octets (δηλαδή ένα 
stream από bytes). Για να γίνει κάτι τέτοιο εφαρµόζονται αλγόριθµοι 
κανονικοποίησης. 
• Κρυπτογράφηση των δεδοµένων. 
• Καθορισµός της τιµής του EncyptedData Type. 
• Ολοκληρωµένο κτίσιµο της δοµής του EncryptedData. Όλα τα στοιχεία που 
απαιτούνται για την κατασκευή του  EncryptedData έχουν παραχθεί και 
προσδιοριστεί εποµένως µπορούµε να τα συνθέσουµε για να δηµιουργήσουµε το 
EncryptedData. 
 
Η διαδικασία της αποκρυπτογράφησης που λαµβάνει χώρα στην πλευρά του 
εξουσιοδοτηµένου παραλήπτη έχει ως εξής: 
 
• Αρχικά ο παραλήπτης πρέπει να µάθει τον αλγόριθµο µε τον οποίο 
κρυπτογραφήθηκαν τα δεδοµένα, τις παραµέτρους και πληροφορίες σχετικά µε το 
κλειδί. 
• Απόκτηση του κλειδιού συνόδου. Αυτό επιβάλλει την αποκρυπτογράφηση του 
περιεχοµένου του αντίστοιχου KeyInfo/CipherData/CipherValue. Βέβαια δεν 
αποκλείεται το ενδεχόµενο ο παραλήπτης να είναι εκ των προτέρων γνώστης του 
κλειδιού οπότε το συγκεκριµένο βήµα παραλείπεται. 
• Αποκρυπτογράφηση των δεδοµένων. Η µία περίπτωση είναι να γίνει 
αποκρυπτογράφηση του δεδοµένου του στοιχείου EncryptedData/CipherData/ 
• CipherValue. Στην άλλη περίπτωση προσδιορίζεται µέσω του 
EncryptedData/CipherData/CipherReference η τοποθεσία στην οποία “στεγάζεται” το 
κρυπτογράφηµα. Οπότε γίνεται πρώτα η ανάκτηση του κρυπτογραφήµατος από αυτήν 
την τοποθεσία και στη συνέχεια ακολουθεί η αποκρυπτογράφηση. 
• Σε αυτό το σηµείο είναι διαθέσιµα πλέον τα δεδοµένα σε UTF-8 κωδικοποίηση και ο 
παραλήπτης πρέπει να ανασχηµατίσει το XML document στην επιθυµητή µορφή 
αντικαθιστώντας το EncryptedData στοιχείο µε τα αποκρυπτογραφηµένα δεδοµένα.  
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3.4 SAML (Security Assertion Markup 
Language) 
 
 Προτού ξεκινήσει η αναφορά στην SAML πρέπει να προηγηθεί  η παρουσίαση κάποιων 
όρων που εµπλέκονται άµεσα σε αυτή την ενότητα. Χρησιµοποιούµε τον όρο subject 
(υποκείµενο) για να αναφερθούµε στην οντότητα που δηλώνει (assert) την ταυτότητά 
(identity) της. Η ταυτότητα κάποιου υποκειµένου εκδίδεται και αποδεικνύεται από µία αρχή 
στα πλαίσια ενός trust domain (ορίου εµπιστοσύνης). Αυτό έχει ως αποτέλεσµα την 
δηµιουργία πιστοποιητικών (credential). Όταν ένα υπείµενο θέλει να αποδείξει την ταυτότητά 
του πρέπει να παρουσιάσει τα κατάλληλα πιστοποιητικά. Τα πιστοποιητικά παρέχονται µέσω 
των λεγόµενων assertions. Στα πλαίσια ενός trust domain, η απόδειξη της ταυτότητας ενός 
υποκειµένου σε ένα άλλο υποκείµενο (όπου και τα δύο υποκείµενα ανήκουν στο ίδιο trust 
domain) εµπλέκει την αρχή που εκδίδει και πιστοποιεί τις ταυτότητες και τα αντίστοιχα 
πιστοποιητικά. Σε αυτήν την περίπτωση ο αποδέκτης των assertions εµπιστεύεται την 
εκδότρια αρχή καθώς ανήκουν στο ίδιο trust domain. Όµως, υπάρχει και η περίπτωση στην 
οποία ένα υποκείµενο θέλει να ισχυριστεί την ταυτότητά του σε κάποιον που ανήκει σε 
κάποιο διαφορετικό trust domain και από την άλλη πλευρά ένας οργανισµός  πρέπει να 
αποδεκτεί ταυτότητες που έχουν δηµιουργηθεί σε έναν άλλο οργανισµό. Σε αυτήν την 
περίπτωση κάνουµε λόγο για portable identity. Η portable identity είναι ένα στοιχείο 
απαραίτητο στα Web services όπου εγκαθιδρύονται συνεργασίες µεταξύ εταιρειών και 
οργανισµών που η κάθε πλευρά έχει το δικό της policy και trust domain. Εποµένως, είναι 
αναπόφευκτη η απαίτηση για portable trust µεταξύ διαφορετικών trust domains. Η SAML 
είναι το XML standard που παρέχει τους απαραίτητους µηχανισµούς για να είναι εφικτή η 
χρήση της portable identity και των assertions που προκύπτουν από αυτή.        
 Η SAML ορίζει µεταξύ άλλων: 
 
• την σύνταξη και την δοµή των assertions (SAML assertions), 
• τους κανόνες που πρέπει να ακολουθούνται για την επεξεργασία των assertions, 
• ένα σύνολο request-response πρωτοκόλλων για την ανταλλαγή των assertions. 
 
Ένα assertion είναι ένα σύνολο δηλώσεων (statements) που αφορούν ένα συγκεκριµένο 
υποκείµενο και εκδίδονται από µία SAML αρχή (SAML authority). Πιο συγκεκριµένα 
υπάρχουν οι authentication authorities, οι attribute authorities και τα policy decision points. 
Πολλές φορές αυτές οι αρχές καλούνται και asserting parties. Οι οντότητες που κάνουν 
χρήση των SAML assertions καλούνται relying parties. Συνήθως, ως relying parties ενεργούν 
οι πάροχοι υπηρεσιών που ζητούν και χρησιµοποιούν τα assertions για να ασκήσουν έλεγχο 
πρόσβασης στις υπηρεσίες που προσφέρουν. Η SAML διακρίνει τρεις τύπους assertions: 
 
• authentication assertion: δηλώνει ότι ένα συγκεκριµένο υποκείµενο έχει 
αυθεντικοποιηθεί µε έναν καθορισµένο  τρόπο σε κάποια δεδοµένη χρονική στιγµή. 
• attribute assertion: δηλώνει ότι ένα συγκεκριµένο υποκείµενο σχετίζεται µε το 
παρεχόµενο σύνολο γνωρισµάτων. 
• authorization decision: δηλώνει αν ένα συγκεκριµένο υποκείµενο είναι 
εξουσιοδοτηµένο να προσπελάσει έναν συγκεκριµένο πόρο (για παράδειγµα αν ένας 
συγκεκριµένος χρήστης είναι εξουσιοδοτηµένος να προβεί σε ενός συγκεκριµένου 
τύπου συναλλαγή). 
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Σε αυτό το σηµείο θα δοθεί η αρχιτεκτονική (το SAML Domain Model όπως αναφέρεται) 
που εισάγει η SAML. Σε αυτήν την αρχιτεκτονική ορίζονται οι εξής οντότητες: 
 
• Policy Decision Points (PDPs): Είναι οι οντότητες που λαµβάνουν τις αποφάσεις που 
έχουν να κάνουν µε τον έλεγχο πρόσβασης. Οι αποφάσεις αυτές λαµβάνονται µε βάση 
κάποια συγκεκριµένη πολιτική ασφαλείας.  
• Policy Retrieval Point (PRP): Στην περίπτωση που ένα PDP δεν ανήκει στο σύστηµα 
για το οποίο λαµβάνει αποφάσεις πρέπει µε κάποιον τρόπο να ανακτήσει την πολιτική 
ασφαλείας για το συγκεκριµένο σύστηµα. Μία πολιτική ασφαλείας είναι διαθέσιµη σε 
ένα PRP. 
• Policy Enforcement Point (PEP): Αυτή είναι η οντότητα που δέχεται τα αιτήµατα για 
ανάκτηση κάποιου assertion. Το PEP επικοινωνεί µε το κατάλληλο PDP για την λήψη 
της απόφασης. 
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Η SAML ορίζει το XML Schema που αναπαριστά
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παρατίθεται το XML σχήµα του συγκεκριµένου στοιχείου και στην συνέχεια αναλύονται τα 
































08/12/2017 23:3<element name=“Assertion” type=“saml:AssertionType”/> 
<complexType name=“AssertionType”> 
 <sequence> 
  <element ref=“saml:Issuer”/> 
  <element ref=“ds:Signature” minOccurs=“0”/> 
  <element ref=“saml:Subject” minOccurs=“0”/> 
  <element ref=“saml:Conditions” minOccurs=“0”/> 
  <element ref=“saml:Advice” minOccurs=“0”/> 
  <choice minOccurs=“0” maxOccurs=“unbounded”> 
   <element ref=“saml:Statement”/> 
   <element ref=“saml:AuthnStatement”/> 
   <element ref=“saml:AuthzDesicionStatement”/> 
   <element ref=“saml:AttributeStatement”/> 
  </choice> 
 </sequence> 
 <attribute name=“Version” type=“string” use=“required”/> 
 <attribute name=“ID” type=“ID” use=“required”/> 
 <attribute name=“IssueInstant” type=“dateTime” use=“required”/>
</complexType>  στοιχείο <Assertion> είναι τύπου AssertionType. Αυτός ο τύπος ορίζει το σύνολο των 
ηροφοριών που είναι κοινό σε όλους τους τύπους των assertions. Αυτό το στοιχείο περιέχει 
 εξής επιµέρους στοιχεία και γνωρίσµατα: 
• ID: Αποτελεί το αναγνωριστικό του assertion. 
• IssueInstant: Προσδιορίζει το χρονικό σηµείο, εκφρασµένο σε UTC, κατά το οποίο 
εκδόθηκε το assertion. 
• Issuer: ∆ίνει πληροφορίες για την SAML αρχή που δηµοσιεύει τους ισχυρισµούς 
(claims) µέσω του assertion. 
• ds:Signature: Μία XML ψηφιακή υπογραφή που προστατεύει την ακεραιότητα του 
assertion και επιπλέον αυθεντικοποιεί τον εκδότη (issuer) του assertion στην πλευρά 
του relying party. 
• Subject: Αυτό το στοιχείο προσδιορίζει το υποκείµενο στο οποίο αναφέρονται οι 
ισχυρισµοί (statements) που υπάρχουν στο assertion. Παρέχει τις απαραίτητες 
πληροφορίες (κατά κύριο λόγο µέσω του στοιχείου SubjectConfirmation) έτσι ώστε η 
οντότητα που βρίσκεται στον ρόλο του relying party να µπορεί να επιβεβαιώσει την 
αντιστοιχία µεταξύ του υποκειµένου µε το οποίο σχετίζεται το assertion και της 
οντότητας µε την οποία το relying party επικοινωνεί.  
• Conditions: Καθορίζει κάποιες συνθήκες που πρέπει να απιτιµηθούν προτού γίνει 
χρήση του assertion. 
• Advice: Περιλαµβάνει επιπλέον πληροφορίες σχετικές µε το assertion που βοηθούν 
στην επεξεργασία του.    
• Ένα σύνολο από στοιχεία τύπου Statement (που µπορεί να είναι authentication 
statements, authorization statements και attribute statements). 
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 Σκοπός των assertions είναι να µεταφέρουν τις δηλώσεις που αφορούν ένα 
συγκεκριµένο υποκείµενο. Αυτές οι δηλώσεις τοποθετούνται µέσα σε στοιχεία τύπου 
Assertion/AuthnStatement, Assertion/AuthzDecisionStatement και Assertion/ 
AttributeStatement.    
 
Authentication Statements και Authentication context.  
 
 Ένα στοιχείο <AuthnStatement> δηλώνει ότι µία συγκεκριµένη SAML αρχή (SAML 
authority) αυθεντικοποίησε το εν λόγω υποκείµενο µε έναν καθορισµένο τρόπο σε µία 
δεδοµένη στιγµή. Ένα AuthnStatement στοιχείο περιέχει τα παρακάτω επιµέρους XML 
elements και attributes: 
 
• AuthnInstant: προσδιορίζει τη χρονική στιγµή κατά την οποία πραγµατοποιήθηκε η 
αυθεντικοποίηση. 
• SessionIndex: προσδιορίζει µία συγκεκριµένη σύνοδο (session) που εγκαθιδρύθηκε 
µεταξύ του υποκειµένου που αυθεντικοποιήθηκε και της αρχής που πραγµατοποίησε 
την αυθεντικοποίηση. Στα πλαίσια αυτής της συνόδου ολοκληρώθηκε η διαδικασία 
της αυθεντικοποίησης. 
• SessionNotOnOrAfter: προσδιορίζει τη χρονική στιγµή από την οποία πρέπει να 
θεωρείται πως έχει λήξει η σύνοδος που αναφέρεται στο SessionIndex. 
• SubjectLocality: προσδιορίζει το DNS domain και την IP διεύθυνση της οντότητας 
που πραγµατοποίησε την αυθεντικοποίηση. 
• AuthnContext: είναι το στοιχείο που δίνει όλες τις πληροφορίες που αφορούν τον 
τρόπο µε τον οποίο η αρχή αυθεντικοποίησης πραγµατοποίησε την διαδικασία 
αυθεντικοίησης του υποκειµένου.  
 
Όταν ένα relying party λαµβάνει ένα assertion που δηλώνει ότι µία συγκεκριµένη  
οντότητα έχει αυθεντικοποιηθεί από µια αρχή, είναι λογικό το relying party να επιθυµεί να 
λάβει και επιµέρους πληροφορίες µε στόχο να εκτιµήσει το επίπεδο εµπιστοσύνης που µπορεί 
να επιδείξει προς το συγκεκριµένο assertion. Το σύνολο αυτών των πληροφοριών που µπορεί 
να ζητά ένα relying party αναφέρεται ως authentication context. Ένα authentication context 
πληροφορεί το relying party για: 
 
• τους µηχανισµούς αναγνώρισης (identification mechanisms). Για παράδειγµα αν 
µιλάµε για face-to-face διαδικασία αναγνώρισης ή την αναγνώριση µέσω ενός 
µυστικού κλειδιού. 
• τους µηχανισµούς µε τους οποίους αποθηκεύονται και προστατεύονται τα credentials. 
Για παράδειγµα η συχνότητα ανανέωσης των πιστοποιητικών, η χρήση συνθηµατικών 
ή η χρήση smartcards και άλλες παρόµοιες τεχνικές. 
• τις µεθόδους αυθεντικοποίησης (χρήση συνθηµατικών,  certificate-based SSL και 
άλλα). 
 
Μία SAML αρχή αυθεντικοποίησης παραχωρεί αυτές τις πληροφορίες σε ένα relying party 
στην µορφή ενός authentication context ορισµού που είναι ένα XML document. Αυτό το 
XML document µπορεί είτε να δοθεί απευθείας µέσω του assertion είτε έµµεσα µέσω µιας 
αναφοράς στο assertion. Αυτό που πρέπει να τονιστεί είναι ότι ένα relying party έχει την 
δυνατότητα να ζητήσει, µέσω ενός authentication request, το assertion που θα δοθεί ως 
response να πληρεί τις προϋποθέσεις που θέτει  ένα authentication context (για παράδειγµα το 
relying party µπορεί να θέσει ως συνθήκη για να  κάνει δεκτό ένα assertion, η 
αυθεντικοποίηση του σχετιζόµενου υποκειµένου να έχει γίνει µε χρήση password). Ο 
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authentication context ορισµός, όπως ήδη έχει αναφερθεί, αποτυπώνει όλα εκείνα τα 
χαρακτηριστικά που σχετίζονται µε τις διαδικασίες που ακολουθούνται ώστε η αρχή 
αυθεντικοποίησης να επαληθεύσει µία ταυτότητα και στην συνέχεια να αυθεντικοποιήσει το 
υποκείµενο που χρησιµοποιεί την συγκεκριµένη ταυτότητα. Αυτά τα χαρακτηριστικά στο 
Authentication Context schema κατηγοριοποιούνται σε:  
 
• Identification: χαρακτηριστικά που περιγράφουν τις διαδικασίες και τους 
µηχανισµούς που χρησιµοποιεί η αρχή αυθεντικοποίσης για να δηµιουργήσει αρχικά 
µια σχέση µεταξύ του υποκειµένου που αυθεντικοποιείται και της ταυτότητας µε την 
οποία αυτό θα αναγνωρίζεται µετέπειτα. 
• Operational protection: χαρακτηριστικά που περιγράφουν τους µηχανισµούς µε τους 
οποίους η αρχή αυθεντικοποίησης προστατεύει και ελέγχει τις εµπλεκόµενες 
διαδικασίες (security audits, records archival). 
• Technical protection: χαρακτηριστικά που περιγράφουν τον τρόπο µε τον οποίο η 
αρχή αυθεντικοποίησης διατηρεί ασφαλές το “µυστικό” το οποίο παραθέτει σε αυτήν 
το υποκείµενο για να αυθεντικοποιηθεί. 
• Authentication method: χαρακτηριστικά που ορίζουν τις µεθόδους που χρησιµοποιεί η 
αρχή αυθεντικοποίησης για να αυθεντικοποιήσει το υποκείµενο για το οποίο 
εκδίδονται τα assertions. 
• Governing agreements: χαρακτηριστικά που περιγράφουν το νοµικό πλαίσιο 
(παραδείγµατος χάριν υποχρεώσεις που προκύπτουν από εταιρικές συµβάσεις) που 
καλύπτει την διαδικασία της αυθεντικοποίησης και την υποδοµή που χρησιµοποιείται 
σε αυτήν. 
 
Όπως είναι εύκολα αντιληπτό, οι συνδυασµοί που µπορούν να προκύψουν από αυτά τα 
χαρακτηριστικά είναι πάρα πολλοί και αντίστοιχα πολλά είναι και τα authentication contexts 
που προκύπτουν. Για αυτόν τον λόγο ορίζεται ένα σύνολο κλάσεων στο οποίο η κάθε κλάση 
περιλαµβάνει ένα υποσύνολο από το πλήρες σύνολο όλων των υπαρχόντων authentication 
contexts. Στη συνέχεια παραθέτω τις authentication context classes: 
 
• Internet Protocol: αυτή η κλάση εφαρµόζεται όταν το υποκείµενο αυθεντικοποιείται 
µε τον έλεγχο της IP διεύθυνσής του. 
• Internet Protocol Password: όταν εφαρµόζεται αυτή η κλάση το υποκείµενο 
αυθεντικοποιείται µέσω της IP διεύθυνσής του και επιπροσθέτως την παράθεση ενός 
username/password. 
• Kerberos: το υποκείµενο αυθεντικοποιείται µέσω ενός password µε σκοπό να 
αποκτήσει ένα Kerberos ticket. Αυτό το ticket χρησιµοποιείται για την µετέπειτα 
αυθεντικοποίηση του συγκεκριµένου υποκειµένου. 
• Password: αυτή η κλάση αντιστοιχεί στην περίπτωση που το υποκείµενο 
αυθεντικοποιείται µε την παράθεση ενός password που µεταφέρεται πάνω από µία µη 
ασφαλή HTTP σύνοδο. 
• Password Protected Transport: αυτή η κλάση εφαρµόζεται στην περίπτωση που η 
αυθεντικοποίηση γίνεται µε την υποβολή ενός password που µεταφέρεται πάνω από 
µία προστατευόµενη σύνοδο. 
• Previous Session: αυτή η περίπτωση συναντάται όταν η αυθεντικοποίηση στηρίζεται 
στο γεγονός ότι το υποκείµενο σε κάποια χρονική στιγµή στο παρελθόν είχε 
αυθεντικοποιηθεί και πάλι µε βάση κάποιο υποστηριζόµενο authentication context 
από την συγκεκριµένη αρχή.  
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• Public Key – X.509: σε αυτή την περίπτωση η αυθεντικοποίηση γίνεται µε χρήση 
ψηφιακής υπογραφής και το κλειδί προέρχεται από µία X.509 public key υποδοµή. 
• Public Key – PGP: σε αυτή την περίπτωση η αυθεντικοποίηση γίνεται µε χρήση 
ψηφιακής υπογραφής και το κλειδί προέρχεται από µία PGP public key υποδοµή. 
• Public Key – SPKI: σε αυτή την περίπτωση η αυθεντικοποίηση γίνεται µε χρήση 
ψηφιακής υπογραφής και το κλειδί προέρχεται από µία SPKI υποδοµή. 
• Public Key – XML Digital Signature: αυτή η κλάση καθορίζει τον τρόπο µε τον οποίο 
η αυθεντικοποίηση γίνεται µε χρήση των ψηφιακών υπογραφών σύµφωνα µε τους 
κανόνες επεξεργασίας που καθορίζονται από το XML Digital Signature specification. 
• Smartcard: αυτή η κλάση προσδιορίζει την αυθεντικοποίηση µε χρήση smartcard. 
• Smartcard PKI: προσδιορίζεται ότι η αυθεντικοποίηση πραγµατοποιείται µε έναν 
µηχανισµό που στηρίζεται σε δύο συνιστώσες. Την χρήση µίας smartcard µε ιδιωτικό 
κλειδί και ενός PIN. 
• Software PKI: αυτή η κλάση εφαρµόζεται όταν το υποκείµενο για να 
αυθεντικοποιηθεί χρησιµοποιεί ένα X.509 certificate το οποίο διαθέτει αποθηκευµένο 
σε µορφή λογισµικού. 
• Secure Remote Password: σε αυτήν την περίπτωση η αυθεντικοποίηση 
πραγµατοποιείται µε την χρήση του πρωτοκόλλου αυθεντικοποίησης Secure Remote 
Password (SRP). 
• SSL/TLS Certificate-Based Client Authntication: αυτή η κλάση καθορίζει ότι το 
υποκείµενο αυθεντικοποιείται παραθέτοντας ένα client certificate το οποίο 
µεταφέρεται πάνω από ένα SSL/TLS προστατευόµενο κανάλι. 
• TimeSyncToken: Η αυθεντικοποίηση πραγµατοποιείται µέσω ενός time 
synchronization token. 
• Unspecified: Αυτή η κλάση δηλώνει ότι τα µέσα που χρησιµοποιήθηκαν για να 
επιτευχθεί η αυθεντικοποίηση είναι άγνωστα. 
 
 
Επιπλέον, ορίζεται και ένα σύνολο κλάσεων που απευθύνονται στην περίπτωση κινητών 
ντοτήτων. Αυτές οι κλάσεις είναι οι εξής: MobileOneFactorUnregistered, 
MobileTwoFactorUnregistered, MobileOneFactorContract και MobileTwoFactorContract. 
Παροµοίως ορίζεται και ένα σύνολο κλάσεων που καθορίζει τρόπους µε τους οποίους η 
διαδικασία αυθεντικοποίησης ενός υποκειµένου χρησιµοποιεί χαρακτηριστικά της 
τηλεφωνικής γραµµής που χρησιµοποιεί το συγκεκριµένο υποκείµενο (για παράδειγµα ένα 
επίθεµα του χρήστη σε συνδυασµό µε ένα password που µεταφέρεται πάνω από ένα 
πρωτόκολλο όπως το ADSL). Αυτές οι κλάσεις είναι: Telephony, Telephony (“Nomadic”), 
Telephony (Personalized) και Telephony (Authenticated).   
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 <ds:Signature>  
  … 
<!-- ψηφιακή υπογραφή που εφαρµόστηκε από τον issuer σε όλο το assertion --> 
… 
  </ds:Signature>  
 <saml:Subject> 
  <saml:NameID format=“urn:oasis:names:tc:SAML:2.0:nameid-
format:persistent”> 
   jygH5F901 
  </saml:NameID> 
 </saml:Subject> 
 <saml:AuthnStatement 
  AuthnInstant=“2005-04-01T16:57:30.000Z” 
  SessionIndex=“6345789”> 
  <saml:AuthnContext> 
   <saml:AuthnContextClassRef> 
   urn:oasis:names:tc:SAML:2.0:ac:classes:PasswordProtectedTransport 
   </saml:AuthnContextClassRef> 




Στο στοιχείο AuthnStatement του παραδείγµατος διακρίνουµε την ηµεροµηνία και την ώρα 
που πραγµατοποιήθηκε η αυθεντικοποίηση (ηµεροµηνία 2005-04-01 και ώρα 16:57:30), έναν 
δείκτη αναφοράς προς την σύνοδο κατά την οποία ολοκληρώθηκε η αυθεντικοποίηση 
(6345789) και επίσης προσδιορίζεται ο τρόπος µε τον οποίο έγινε η διαδικασία (µε εφαρµογή 
της κλάσης PasswordProtectedTransport). Πέραν του στοιχείου AuthnStatement αξίζει να 
δοθεί σηµασία στα στοιχεία Issuer και Subject. Το στοιχείο Issuer δηλώνει ποιος είναι ο 
εκδότης του συγκεκριµένου assertion. Σε αυτήν την περίπτωση είναι η οντότητα 
“http://authority.example.com”. Το στοιχείο Subject µας ενηµερώνει ποιο είναι το υποκείµενο 
για το οποίο παρέχεται από τον εκδότη αυτό το assertion. Στην περίπτωση αυτού του 
παραδείγµατος το εν λόγω υποκείµενο είναι αυτό που έχει ως αναγνωριστικό το NameID 
“jygH5F901”.      
 
Authorization Decision Statements 
 
 Όταν µία authorization authority λαµβάνει ένα αίτηµα από κάποιο υποκείµενο για 
πρόσβαση σε έναν πόρο τότε αυτή η αρχή λαµβάνει µια απόφαση την οποία εκφάζει µέσω 
ενός assertion και ειδικότερα µέσω του στοιχείου AuthzDecisionStatement. Αυτό το στοιχείο 
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δηλώνει ότι το συγκεκριµένο υποκείµενο είναι εξουσιοδοτηµένο να προσπελάσει τον 
συγκεκριµένο πόρο µε έναν δεδοµένο και προσδιοριζόµενο τρόπο που ορίζεται µέσα σε αυτό 
αυτό το στοιχείο (ενδεχοµένως µπορεί να απαγορεύεται η πρόσβαση στο συγκεκριµένο 
υποκείµενο). Ένα στοιχείο AuthzDecisionStatement περιέχει τα ακόλουθα elements και 
attributes: 
• Resource: αυτό το attribute προσδιορίζει µέσω ενός URI τον πόρο για τον οποίο 
παραχωρείται (ή απαγορεύεται) το δικαίωµα πρόσβασης. 
• Decision: αυτό το attribute απεικονίζει την απόφαση της authorization authority. Οι 
πιθανές τιµές αυτού του attribute είναι Permit (η ζητούµενη ενέργεια επιτρέπεται), 
Deny (η ζητούµενη ενέργεια απαγορεύεται να εκτελεστεί από το συγκεκριµένο 
υποκείµενο) και Indeterminate (η συγκεκριµένη αρχή δεν µπορεί να αποφανθεί αν η 
ενέργεια είναι επιτρεπτή ή όχι). 
• Action: Αυτό το element καθορίζει το σύνολο των ενεργειών για τις οποίες έχει δοθεί 
εξουσιοδότηση να εκτελούνται επί ενός συγκεκριµένου πόρου. 
• Evidence: Αυτό το element περικλείει ένα σύνολο από assertions στα οποία 
στηρίχτηκε η authorization authority για να λάβει την απόφασή της. 
 
Πρέπει να τονιστεί ιδιαιτέρως ότι η SAML δεν προβλέπει και δεν αναφέρει τίποτα σχετικά µε 
την διαδικασία λήψης αποφάσεων. Στο παρακάτω παράδειγµα παραθέτω ένα assertion που 
περιέχει ένα AuthzDecisionStatement. 
 
 
























  <saml:NameID>Joe Bob </saml:NameID> 
 </saml:Subject> 
 <saml:AuthzDecisionStatement 
  Resource=“http://www.abc.com/secret.html” 
  Decision=“Permit”> 
  <saml:Action 
   Namespace=“urn:oasis:names:tc:SAML:1.0:action:ghpp”> 
    GET 




Είναι ξεκάθαρο ότι ο πόρος για τον οποίο εκχωρείται το δικαίωµα πρόσβασης είναι το 
“http://www.abc.com/secret.html”. Η απόφαση είναι να επιτραπεί (Decision=“Permit”) η 
ενέργεια GET από το υποκείµενο που προσδιορίζεται από το NameID “Joe Bob”. Εκδότης 




 Ένα στοιχείο AttributeStatement δηλώνει ότι ένα δεδοµένο υποκείµενο σχετίζεται µε 
ένα σύνολο συγκεκριµένων γνωρισµάτων (attributes). Αυτά τα γνωρίσµατα µπορεί να είναι 
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οτιδήποτε µπορεί να χαρακτηρίσει το υποκείµενο όπως για παράδειγµα η τρέχουσα 
κατάσταση του τραπεζικού λογαριασµού του υποκειµένου. Ένα στοιχείο AttributeStatement 
περιλαµβάνει ένα ή περισσότερα στοιχεία Attribute ή EncryptedAttribute. Αυτά τα επιµέρους 
στοιχεία περιέχουν µε την σειρά τους τα ακόλουθα elements και attributes: 
 
• Name: το όνοµα του γνωρίσµατος. 
• FriendlyName: ένα όνοµα του γνωρίσµατος πιο προσιτό και ευανάγνωστο για τον 
άνθρωπο. 
• AttributeValue: περιέχει την τιµή του γνωρίσµατος. 
 
Στο παρακάτω παράδειγµα παρατηρούµε ότι µέσω του assertion η SAML αρχή δηλώνει ότι 
το υποκείµενο που προσδιορίζεται από την διεύθυνση ηλεκτρονικού ταχυδροµείου 
“joeuser@smithco.com” έχει για τα γνωρίσµατα “PaidStatus” και “CreditLimit” τις τιµές 












































 <saml:Issuer>… </saml:Issuer> 
 <saml:Subject> 
  <saml:NameID 
     Format=“urn:oasis:names:tc:SAML:1.0:assertion#emailAddress”>
   joeuser@smithco.com 
  </saml:NameID> 
 </saml:Subject> 
 <saml:AttributeStatement> 
  <saml:Attribute Name=“PaidStatus”> 
   <saml:AttributeValue>Paid Up</saml:AttributeValue> 
  </saml:Atribute> 
  <saml:Attribute Name=“CreditLimit”> 
   <saml:AttributeValue xsi:type=“my:type”> 
 <my:amount currency=“USD”> 
  500.00 
 </my:amount> 
 </saml:AttributeValue> 
  </saml:Atribute> 
 </saml:AttributeStatement> 
</saml:Assertion> 
 α πρωτόκολλα της SAML.  
Η SAML ορίζει ένα σύνολο πρωτοκόλλων όπου το καθένα εξυπηρετεί διαφορετικούς 
κοπούς. Όλα αυτά τα πρωτόκολλα είναι τύπου request-response. Στη συνέχεια θα γίνει 
αρουσίαση αυτών των πρωτοκόλλων αλλά προς το παρόν θα γίνει αναφορά στα µηνύµατα 
ου ορίζει η SAML. Η SAML ορίζει δύο διαφορετικούς τύπους µηνυµάτων. Από τη µία 
λευρά τα µηνύµατα τα οποία χρησιµοποιούνται στις αιτήσεις και από την άλλη µηνύµατα 
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για την διαδικασία των αποκρίσεων. Για όλα τα πρωτόκολλα της SAML τα µηνύµατα 
αιτήσεων προκύπτουν από τον τύπο RequestAbstractType και τα µηνύµατα αποκρίσεων 
αντίστοιχα προκύπτουν από τον τύπο StatusResponseType. Ο RequestAbstractType µεταξύ 
άλλων περιέχει τα εξής elements και attributes: 
 
• IssueInstant [υποχρεωτικό attribute]:  προσδιορίζει τη χρονική στιγµή κατά την οποία 
εκδόθηκε το αίτηµα. 
• Destination [προαιρετικό attribute]: αποτελεί ένα URI που προσδιορίζει την 
διεύθυνση της οντότητας στην οποία στάλθηκε το αίτηµα. Αυτό το attribute δίνει έναν 
µηχανισµό προστασίας από κακόβουλη επαναπροώθηση κάποιου αιτήµατος σε 
ακούσιους παραλήπτες. 
• Issuer [προαιρετικό element]: φανερώνει την οντότητα που δηµιούργησε και έθεσε το 
αίτηµα. 
• ds:Signature [προαιρετικό element]: είναι µία ψηφιακή υπογραφή που δίνει την 
δυνατότητα στον Issuer (σε αυτόν που υποβάλλει την αίτηση µε άλλα λόγια) να 
αυθεντικοποιείται και παράλληλα να παρέχει ακεραιότητα στο µήνυµα-αίτηση. 
• Extensions [προαιρετικό element]: παρέχει κάποια επιπλεόν στοιχεία στο µήνυµα τα 
οποία ορίζονται από κάποια συµφωνία µεταξύ των δύο πλευρών που επικοινωνούν. 
 
Εποµένως, αυτά είναι τα βασικά και κοινά συστατικά των µηνυµάτων-αιτήσεων. Αντίστοιχα, 
ο StatusResponseType καθορίζει ότι ένα µήνυµα-απόκριση µπορεί να περιλαµβάνει µεταξύ 
άλλων τα παρακάτω elements και attributes: 
 
• ID [υποχρεωτικό attribute]: αποτελεί το αναγνωριστικό της απόκρισης. 
• InResponseTo [προαιρετικό attribute]: προσδιορίζει το µήνυµα-αίτηση για το οποίο 
αποτελεί  απόκριση αυτό το µήνυµα. 
• IssueInstant [υποχρεωτικό attribute]: προσδιορίζει τη χρονική στιγµή κατά την οποία 
εκδόθηκε η απόκριση. 
• Destination [προαιρετικό attribute]: είναι ένα URI που προσδιορίζει την διεύθυνση 
της οντότητας στην οποία στάλθηκε η απόκριση. 
• Issuer [προαιρετικό element]: προσδιορίζει την οντότητα που είναι δηµιουργός και 
αποστολέας της απόκρισης. 
• ds:Signature [προαιρετικό element]: είναι µία ψηφιακή υπογραφή που δίνει την 
δυνατότητα στον εκδότη της απόκρισης να αυθεντικοποιείται και παράλληλα να 
παρέχει ακεραιότητα στην απόκριση. 
• Extensions [προαιρετικό element]: παρέχει κάποια επιπλεόν στοιχεία στο µήνυµα τα 
οποία ορίζονται από κάποια συµφωνία µεταξύ των δύο πλευρών που επικοινωνούν. 
• Status [υποχρεωτικό element]: περιέχει έναν κωδικό που αναπαριστά το status του 
µηνύµατος-απόκριση. Αυτό που δηλώνεται είναι αν το αίτηµα ικανοποίηθηκε 
διαφορετικά που οφείλεται η αποτυχία. 
 
Στη συνέχεια παρουσιάζονται τα πρωτόκολλα που ορίζει η SAML. 
 
Assertion Query και Request Protocol 
 
 Αυτό το πρωτόκολλο ορίζει τα ακόλουθα request messages: 
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• AssertionIDRequest: όταν ο αιτών γνωρίζει το ID του assertion που επιθυµεί να 
λάβει τότε το αίτηµά του εκφράζεται µέσα από ένα µήνυµα αυτού του τύπου. Μέσω 
του στοιχείου AssertionIDRef  προσδιορίζεται το ζητούµενο assertion. 
• AuthnQuery: Με αυτού του τύπου την αίτηση εκδηλώνεται το αίτηµα: “Ποια είναι 
τα διαθέσιµα assertions που περιέχουν authentication statements για το 
συγκεκριµένο υποκείµενο;”. Αυτό το µήνυµα περιέχει προαιρετικά ένα στοιχείο 
RequestedAuthnContext. Μέσω αυτού του στοιχείου ο αιτών ζητάει τουλάχιστον 
ένα από τα <AuthnStatement> στοιχεία που θα ανήκουν στην απόκριση να πληρεί 
τις προϋποθέσεις που θέτει το RequestedAuthnContext. 
• AttributeQuery: Με ένα τέτοιο µήνυµα εκφράζεται το αίτηµα: “Επέστρεψε τις τιµές 
για τα ζητούµενα attributes για το συγκεκριµένο υποκείµενο”. 
• AuthzDecisionQuery: Με αυτό το µήνυµα εκφράζεται το query: “Το συγκεκριµένο 
υποκείµενο είναι εξουσιοδοτηµένο να προχωρήσει σε αυτές τις ενέργειες (έχει το 
δικαίωµα για πρόσβαση αυτής της µορφής) επί αυτού του πόρου;”. 
 
Ως απόκριση σε ένα αίτηµα που εκφράζεται µε ένα µήνυµα τύπου AssertionIDRequest, 
AuthnQuery, AttributeQuery ή AuthzDecisionQuery επιστρέφεται ένα µήνυµα τύπου 
Response το οποίο “κουβαλάει” ένα ή περισσότερα assertions. 
 
Authentication Request Protocol  
 
 Αυτό το πρωτόκολλο ορίζει τον τρόπο µε τον οποίο ένα relying party ζητάει από µία 
SAML αρχή αυθεντικοποίησης assertions τα οποία δηλώνουν ότι ένα συγκεκριµένο 
υποκείµενο έχει αυθεντικοποιηθεί από αυτή. Ο αιτών στέλνει µηνύµατα τύπου AuthnRequest 
και λαµβάνει µηνύµατα τύπου Response. Τα µηνύµατα-αιτήσεις περιλαµβάνουν τα εξής 
elements και attributes: 
 
• Subject [προαιρετικό element]: προσδιορίζει το υποκείµενο το οποίο πρέπει να 
αφορούν οι δηλώσεις στα assertions που θα δοθούν ως απάντηση στο συγκεκριµένο 
αίτηµα. 
• Scoping [προαιρετικό element]: προσδιορίζει ένα σύνολο από identity providers που 
εµπιστεύεται ο αιτών για την πραγµατοποίηση της αυθεντικοποίησης του presenter. 
• AssertionConsumerServiceIndex [προαιρετικό attribute]: καθορίζει έµµεσα την 
τοποθεσία στην οποία πρέπει να σταλεί η απόκριση προς τον requester.  
• NameIDPolicy [προαιρετικό element]: περιγράφει περιορισµούς ως προς το όνοµα-
αναγνωριστικό του υποκειµένου το οποίο αφορά το αίτηµα. 
• Conditions [προαιρετικό element]: µέσω αυτού του στοιχείου ο αιτών θέτει κάποιους 
περιορισµούς που σχετίζονται µε την εγκυρότητα του assertion. 
• ForceAuthn [προαιρετικό attribute]: προσδιορίζει αν ο identity provider πρέπει να 
αυθεντικοποιήσει απευθείας τον presenter και να µην στηριχτεί σε παλαιότερη 
διαδικασία αυθεντικοποίησης.  
• AssertionConsumerServiceURL [προαιρετικό attribute]: καθορίζει που πρέπει να 
σταλεί το response. Η SAML αρχή που λαµβάνει και απαντάει στο αίτηµα πρέπει να 
εξασφαλίσει ότι όντως υπάρχει αντιστοιχία µεταξύ της τοποθεσίας που 
προσδιορίζεται από αυτό το στοιχείο και του πραγµατικού requester. 
• ProtocolBinding [προαιρετικό attribute]: καθορίζει το SAML protocol binding που 
πρέπει να χρησιµοποιήσει η SAML αρχή για να στείλει την απόκριση.  
• ProviderName [προαιρετικό attribute]: είναι ένα human-readable όνοµα του requester. 
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Το ακόλουθο παράδειγµα1 δίνει ένα αίτηµα τύπου AuthnRequest το οποίο µεταφέρεται πάνω 



















































08/12/2017 2HTTP 200 
Content-Type:  application/vnd.paos+xml 
Content-Length: 2222 









       <paos:Request xmlns:paos=“urn:liberty:paos:2003-08” 
             responseConsumerURL=“http://xdsreg.example.com/acs-url” 
    messageID=“6c3a4f8b9c2d” 
    SOAP-ENV:actor=“http://schemas.xmlsoap.org/soap/actor/next” 
    SOAP-ENV:mustUnderstand=“1” 
    service=“urn:ihe:iti:xua:demo-2006”> 




       <samlp:AuthnRequest Version=“2.0” ID=“uxGgLI4cGb” 
             IssueInstant=“2002-06-19T17:00:37.795Z” 
             AssertionConsumerServiceIndex=“http://xdsreg.example.com/acs-url”> 
             <Issuer> 
                   https://xdsreg.example.com/ 
             </Issuer> 
             <RequestAuthContext Comparison=“exact”> 
                   <AuthnContextClassRef> 
                 urn:oasis:names:tc:SAML:2.0:ac:classes:Password     
   </AuthnContextClassRef> 
 </RequestAuthContext> 
       </samlp:AuthnRequest> 
  
 </SOAP-ENV:Body> 
</SOAP-ENV:Envelope> ς απόκριση στο παραπάνω αίτηµα δίνεται το παρακάτω µήνυµα: 
                                                
   Το παράδειγµα είναι από το “http://www.ihe.net/Presentations/upload/2005-IHE-Webinar-XUA-
oehrke_20050831.ppt”.   
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POST /acs-url HTTP/1.1 
Host: xdsreg.example.com 
Accept: text/html; application/vnd.paos+xml 
PAOS: ver=“urn:liberty:paos:2003-08”; “urn:ihe:iti:xua:demo-2006” 
Content-Type: application/vnd.paos+xml 
Content-Length: 2222 









       <paos:Response refToMessageID=“6c3a4f8b9c2d” (α) 
       <SOAP-ENV:actor=“http://schemas.xmlsoap.org/soap/actor/next” 




      <samlp:Response Version=“2.0” ID=“abI4gxLGuc” 
            IssueInstant=“2002-06-19T17:10:30.706Z” 
            InResponseTo=“uxGgLI4cGb” 
            <Status> 
                  <StatusCode Value=“urn:oasis:names:tc:SAML:2.0:status:Success”> (β) 
            </Status> 
                     <saml:Assertion Version=”2.0” ID=”buGxcG4gIL”  
                           IssueInstant=”2002-06-19T17:05:37.795Z”> 
                           <saml:Issuer> 
                                 EHR.example.com/identitysvc 
                           </saml:Issuer> 
                          <saml:Conditions NotBefore=”2002-06-19T17:00:37.795Z”  
                                NotOnOrAfter=”2002-06-19T17:10:37.795Z”> 
                                <AudienceRestriction> 
                                      <Audience> 
                                            http://xdsreg.example.com/acs-url/ 
                                      </Audience> 
                                </AudienceRestriction> 
                         </saml:Conditions> 
                         <saml:Subject> 
                               <saml:NameID 
                                     Format=”urn:oasis:names:tc:SAML:1.1:nameid-
format:emailAddress”> 
                                          john.moehrke@acompany.com 
                              </saml:NameID> 
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08/12/2017 2                              <SubjectConfirmation 
                                    Method=”urn:oasis:names:tc:SAML:2.0:cm:bearer”> 
                                   <SubjectConfirmationData NotOnOrAfter=”2002-06-19T17:10:37.795Z” 
                                   InResponseTo=”uxGgLI4cGb” 
                                   Recipient=”http://xdsreg.example.com/asc-url/”> 
                             </SubjectConfirmation> 
                       </saml:Subject> 
                       <saml:AuthnStatement AuthnInstant=”2002-06-19T17:05:17.706Z”> 
                             <AuthnContext> 
                                   <AuthenContextClassRef> 
                                          urn:oasis:names:tc:SAML:2.0:ac:classes:Password 
                                   </AuthnContextClassRef> 
                            </AuthnContext> 
                      </saml:AuthStatement> 
                </saml:Assertion> 
        </samlp:Response> 
 




ο SOAP-ENV:Envelope/Header/refToMessageID  προσδιορίζει ότι το µήνυµα είναι 
πόκριση στο µήνυµα-αίτηση µε ID τιµή “6c3a4f8b9c2d” (βλέπε σηµείο (α)). Αυτό µπορεί 
α ελεγχθεί αν παρατηρήσουµε στην αίτηση το SOAP-ENV:Envelope/Header/messageID=“6 
3a4f8b9c2d”. Αξίζει να παρατηρήσουµε ότι το Status της απόκρισης προσδιορίζεται ως 
πιτυχής (βλέπε σηµείο (β) ).  Στο σηµείο (γ) σηµειώνεται το statement που δίνεται ως 
πάντηση στο αίτηµα και το οποίο αφορά το υποκείµενο που προσδιορίζεται από την 
ιεύθυνση ηλεκτονικού ταχυδροµείου “john.moehrke@acompany.com”. 
rtifact Resolution Protocol 
Το artifact resolution protocol παρέχει έναν µηχανισµό µε τον οποίο τα SAML 
ηνύµατα µπορούν να µεταφέρονται κατά αναφορά (by reference) παρά κατά αξία (by value). 
υτό σηµαίνει ότι τα µηνύµατα που ανταλλάσονται µεταξύ της οντότηντας που κάνει µία 
ίτηση και της οντότητας που στέλνει την αντίστοιχη απόκριση δεν είναι “χτισµένα” µε τον 
υνήθη τρόπο (δεν περιέχουν ολοκληρωµένο το αναµενόµενο σύνολο δεδοµένων) αλλά 
εριέχουν ένα µικρό τµήµα δεδοµένων που ονοµάζεται artifact. Ένα artifact δίνει στον 
αραλήπτη τα στοιχεία του αποστολέα και πληροφορίες σχετικά µε την διαδικασία  που 
ρέπει να ακολουθήσει αν επιθυµεί να ανακτήσει το µήνυµα στην κανονική του µορφή. Αυτό 
ο πρωτόκολλο συνηθίζεται να χρησιµοποιείται µε bindings που παρουσιάζουν περιορισµούς 
ς προς το µέγεθος των µηνυµάτων. 
ame Identifier Management Protocol και Name Identifier Mapping Protocol 
Το Name Identifier Management Protocol χρησιµοποιείται όταν ένας identity provider 
έλει να αλλάξει την τιµή ή και το format του αναγνωριστικού µε το οποίο προσδιορίζεται 
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µία οντότητα ή να ενηµερώσει ότι πλέον αυτό το αναγνωριστικό δεν χρησιµοποιείται. Η 
ενηµέρωση γίνεται µε την αποστολή ενός µηνύµατος τύπου ManageNameIDRequest ενώ η 
απόκριση είναι ένα µήνυµα τύπου ManageNameIDResponse. 
 Το Name Identifier Mapping Protocol δίνει την δυνατότητα σε µία οντότητα να ζητήσει 
ένα εναλλακτικό αναγνωριστικό µε αποστολή ενός µηνύµατος τύπου 




SAML protocol bindings 
 
 Ως SAML protocol binding καλούµε την απεικόνιση της ανταλλαγής SAML 
µηνυµάτων αιτήσεων και µηνυµάτων αποκρίσεων σε standard messaging ή communication 
πρωτόκολλα. ∆ηλαδή ένα binding ορίζει πως τα SAML µηνύµατα χρησιµοποιούν κάποια 
πρωτόκολλα για να πραγµατοποιηθεί η αποστολή τους και η επικοινωνία µεταξύ των 
εµπλεκόµενων οντοτήτων (του εκάστοτε requester και responder). Οι κανόνες που 
ακολουθούνται για να ενσωµατωθούν τα SAML assertions στα µηνύµατα του πρωτοκόλλου 
που ορίζει ένα binding αλλά και να γίνει η εξαγωγή τους από αυτά καθορίζονται από ένα 
SAML profile.  Ο πιο σηµαντικός τύπος binding για την SAML είναι το SAML SOAP 
binding. Αυτό το binding ορίζει τον τρόπο χρήσης του SOAP για την αποστολή και την 
παραλαβή SAML µηνυµάτων αιτήσεων και αποκρίσεων. Ένα SAML request element 
περικλείεται µέσα στο σώµα ενός SOAP µηνύµατος. Πρέπει να σηµειωθεί πως ο αιτών δεν 
πρέπει να εισάγει περισσότερα του ενός αιτήµατα σε ένα SOAP µήνυµα. Με παρόµοιο τρόπο 
ένα και µόνο SAML µήνυµα απόκρισης τοποθετείται στο σώµα ενός SOAP µηνύµατος. Αν 
για οποιονδήποτε λόγο η SAML αρχή που λειτουργεί ως SAML responder δεν µπορεί να 
επεξεργαστεί ένα SAML request τότε πρέπει να παράγει και να αποστείλει ένα SOAP fault. 
Το binding δεν καθορίζει την προσθήκη SOAP headers σε ένα SOAP µήνυµα αλλά δίνει το 
δικαίωµα σε κάποιον requester να εισάγει τέτοια headers και σε έναν responder να ζητά την 
ύπαρξη κάποιων καθορισµένων επιπρόσθετων headers. Η πιο συνηθισµένη περίπτωση όπου η 
SAML χρησιµοποιεί το SOAP είναι αυτή του SOAP πάνω από το HTTP. Το binding για 
αυτήν την περίπτωση δεν ορίζει την προσθήκη νέων HTTP headers. Στο SAML SOAP 
binding over HTTP είναι εφικτή και συνήθως εφαρµόζεται η χρήση του SSL πρωτοκόλλου 
µε σκοπό την endpoint-to-endpoint αυθεντικοποίηση αλλά και διασφάλιση της ακεραιότητας 
και της εµπιστευτικότητας των δεδοµένων. Πέραν του SAML SOAP binding ορίζονται και 
άλλοι τύποι binding. Πιο συγκεκριµένα ορίζονται τα Reverse SOAP (PAOS) binding, HTTP 
Redirect binding, HTTP POST binding, HTTP artifact binding και SAML URI binding. Το 
Reverse SOAP binding ορίζει έναν µηχανισµό µε τον οποίο ένας HTTP κόµβος δηµοσιεύει 
την ικανότητά του να δρα ως SOAP responder ή SOAP intermediary σε ένα SAML request. 
Το HTTP Redirect binding καθορίζει πως SAML µηνύµατα στέλνονται ως URL παράµετροι. 
Το HTTP POST binding χρησιµοποιείται όταν οι SAML requester και responder 
επικοινωνούν µέσω ενός HTTP user agent σε ρόλο ενδιάµεσου. Το HTTP artifact binding 
ορίζει τον τρόπο µε τον οποίο η εποικοινωνία (αίτηση - απόκριση) µεταξύ των οντοτήτων 
γίνεται µε χρήση artifacts (βλέπε την υποενότητα Artifact Resolution Protocol παραπάνω). 
Στη συνέχεια ακολουθεί ένα παράδειγµα ανταλλαγής SAML µηνυµάτων µε χρήση του 
SAML SOAP binding over HTTP. Πρώτα δίνεται το SAML request το οποίο είναι ένα 
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        xmlns:SOAP-ENV=“http://schemas.xmlsoap.org/soap/envelope/”> 
        <SOAP-ENV:Body> 
              <samlp:AttributeQuery xmlns:samlp=“…” xmlns:ds=“…” 
                         ID=“_6c3a4f8b9c2d” 
                         Version=“2.0” 
                         IssueInstant=“2004-03-27T08:41:00Z” 
                         <ds:Signature>…</ds:Signature> 
                         <saml:Subject>…</saml:Subject> 




Αυτό που πρέπει να προσεχτεί είναι το γεγονός ότι το SAML request βρίσκεται εντός του 






































  <samlp:Response xmlns:samlp=“…” xmlns:ds=“…” 
                    ID=“_6c3a4f8b9c2d” 
                       Version=“2.0” 
                       IssueInstant=“2004-03-27T08:42:00Z”> 
                       <saml:Issuer> 
        https://www.example.com/SAML 
      </saml:Issuer> 
                       <ds:Signature>…</ds:Signature> 
                       <Status> 
        <StatusCode Value=“…”/> 
      </Status> 
                       <saml:Assertion> 
       <saml:Subject>…</saml:Subject> 
    <saml:AttributeStatement>…</saml:AttributeStatement> 
      </saml:Assertion> 
  <samlp:Response> 
   </SOAP-ENV:Body> 
</SOAP-ENV> 
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 Ένα SAML profile ορίζει τον τρόπο µε τον οποίο τα SAML assertios εισάγονται στα 
µηνύµατα ενός πρωτοκόλλου που καθορίζει ένα SAML binding και αντίστοιχα πως 
εξάγονται από αυτά. Για παράδειγµα ένα τέτοιο profile περιγράφει πως SAML assertions 
εισάγονται σε SOAP µηνύµατα, µε ποιον τρόπο επηρεάζονται τα SOAP headers από την 
ύπαρξη των assertions στο ίδιο µήνυµα και πως καταστάσεις σφάλµατος που σχετίζονται µε 
το SAML αντικατοπτρίζονται σε ένα SOAP µήνυµα. Τα SAML profiles είναι τα ακόλουθα: 
 
• Assertion Query/Request Profile 
• Name Identifier Mapping Profile 
• SAML Attribute Profiles 
• Web Browser SSO Profile 
• Enhanced Client or Proxy (ECP) Profile 
• Identity Provider Discovery Profile 
• Single Logout Profile 
• Name Identifier Management Profile 
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3.5 WS-Policy Framework και WS-
SecurityPolicy 
 
Υπάρχουν κάποια ερωτήµατα τα οποία παραµένουν αναπάντητα µέχρι αυτό το σηµείο 
της εργασίας. Πιο συγκεκριµένα δεν έχουµε αναφέρει µε ποιον τρόπο γνωστοποιούνται στον 
εκάστοτε Web service requestor οι απαιτήσεις ασφαλείας που θέτει ένας service provider και 
οι οποίες αφορούν την µεταξύ τους επικοινωνία. Επιπροσθέτως, δεν έχουµε εξηγήσει πως 
γνωρίζει αντίστοιχα ένας service provider τις ανάλογες απαιτήσεις που προβάλλει ένας 
service requestor. Τις απαντήσεις σε αυτά τα καίρια ζητήµατα παρέχει το WS-Policy 
Framework. Το WS-Policy Framework αποτελείται από ένα σύνολο προδιαγραφών: WS-
Policy, WS-PolicyAttachment και WS-PolicyAssertions. Βασιζόµενη στο WS-Policy 
Framework ορίζεται η προδιαγραφή WS-SecurityPolicy. Η WS-SecurityPolicy αποτελεί 
επέκταση του WS-Policy Framework. Ιδιαίτερο χαρακτηριστικό των WS-Policy Framework 
και  WS-SecurityPolicy αποτελεί η δυνατότητα των πελατών να εκφράζουν τις απαιτήσεις 
τους. Αυτό είναι κάτι εντελώς διαφορετικό σε σύγκριση µε τα όσα είδαµε ότι ισχύουν στην 






Η WS-Policy παρέχει την γραµµατική µε την οποία µπορούµε να εκφράσουµε τις 
ικανότητες, τις απαιτήσεις, τις προτιµήσεις και µερικά γενικά χαρακτηριστικά κάποιας 
οντότητας που υφίσταται εντός ενός XML Web services-based συστήµατος. Οι απαιτήσεις, οι 
ικανότητες, οι προτιµήσεις και τα υπόλοιπα χαρακτηριστικά εκφράζονται µέσω των policies 
(πολιτικές). Μία πολιτική µπορεί να αφορά οτιδήποτε αλλά κυρίως επικεντρώνεται σε 
ζητήµατα ασφάλειας, σε θέµατα που έχουν να κάνουν µε την ποιότητα της παρεχόµενης 
υπηρεσίας (χαρακτηριστικά QoS) και το traffic control. Στην WS-Policy ορίζεται ότι µια 
policy είναι µία συλλογή από policy alternatives όπου κάθε policy alternative είναι µε την 
σειρά της µία συλλογή από policy assertions. Στην ουσία ένα policy assertion είναι αυτό που 
δηλώνει την συµπεριφορά που είναι απαίτηση ή ικανότητα µιας οντότητας (η οντότητα στην 
οποία αναφέρεται το assertion καλείται policy subject). Η WS-Policy δεν ορίζει τον τρόπο µε 
τον οποίο ο ενδιαφερόµενος µπορεί να ανακαλύψει µία policy ούτε πως επισυνάπτεται σε ένα 
Web service. Αυτά προδιαγράφονται στην WS-PolicyAttachment. 
Ένα policy expression είναι η XML αναπαράσταση µίας Web Service Policy. Ορίζονται 
δύο µορφές µε τις οποίες µπορεί να δοµηθεί µία policy expression. Η compact form και η  














08/12/2017 2<wsp:Policy (Name=“xs:anyURI”)?  (wsu:Id=“xs:ID”)? …> 
      <wsp:ExactlyOne> 
            ( <wsp:All> 
                  ( <Assertion …> 
                     … 
                    </Assertion> )* 
              </wsp:All> )* 
      <wsp:ExactlyOne> 
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Το στοιχείο Policy αναπαριστά µία policy expression. Το προαιρετικό attribute Name 
προσδιορίζει ένα URI µε το οποίο µπορούµε να αναφερόµαστε στην συγκεκριµένη policy 
expression. Το προαιρετικό attribute Id παρέχει ένα αναγνωριστικό για την policy expression. 
Αυτά τα attributes πρέπει να χρησιµοποιούνται για να είναι δυνατή η αναφορά σε ένα policy 
expression από κάποιο άλλο. Το στοιχείο ExactlyOne περιέχει µία συλλογή policy 
alternatives. Ένα στοιχείο All αναπαριστά µία policy alternative που είναι µία συλλογή policy 
assertions. Ένα στοιχείο Assertion δηλώνει µία απαίτηση (προτίµηση ή ικανότητα του 
assertion subject). Ένα policy assertion µπορεί να περιέχει µία εµφωλευµένη policy 
expression. Το All και το ExactlyOne αποτελούν τελεστές που ορίζει η WS-Policy στους 
οποίους θα αναφερθούµε αργότερα. Όπως παρατηρούµε στην normal form η δοµή µίας 
πολιτικής εµφωλεύεται αναγκαστικά σε ένα µπλόκ ExactlyOne.  Σε αντίθεση µε την normal 
form αυτό δεν συµβαίνει απαραίτητα στην compact form όπου υπάρχει περισσότερη 
ελευθερία ως προς τον τρόπο που δοµείται µία πολιτική. Μία πολιτική που εκφράζεται σε 
compact form µπορεί να µετατραπεί σε normal form. Η WS-Policy ορίζει τους παρακάτω 
τελεστές: 
 
• All: Με αυτόν τον τελεστή καθορίζεται ότι πρέπει να ικανοποιούνται όλα τα 
assertions που προσδιορίζονται από ένα policy expression. 
• ExactlyOne: Καθορίζει ότι πρέπει να επιλεχθεί ένα µοναδικό assertion που θα 
ικανοποιείται. 
• OneOrMore: Καθορίζεται ότι τουλάχιστον ένα από τα παρεχόµενα assertions πρέπει 
να ικανοποιείται. 
 
Στην περίπτωση που δεν εµφανίζεται κανένας από αυτούς τους τελεστές ως child element 
στην ιεραρχία του στοιχείου που περίεχει τα assertions θα πρέπει να ικανοποιούνται όλα τα 
assertions που αποτελούν child elements αυτού του στοιχείου. Φυσικά είναι δυνατόν να 
συνδυάσουµε και τους τελεστές µεταξύ τους (µπορούµε δηλαδή να εµφωλεύσουµε  ένα είδος 



















1. <wsp:Policy xmlns:wsp=“…” xmlns:wsse=“…”>     
2.       <wsp:ExactlyOne> 
3.             <wsp:All wsp:Preference=“100”/> 
4.                   <wsse:SecurityToken TokenType=“wsse:Kerberosv5TGT”/>                  
5.                   <wsse:Algorithm Type=“wsse:AlgSignature”                             
6.                              URI=“http://www.w3.org/2000/09/xmlenc#aes”/> 
7.             </wsp:All> 
8.             <wsp:All wsp:Preference=“1”/> 
9.                   <wsse:SecurityToken TokenType=“wsse:X509v3”/> 
10.                 <wsse:Algorithm Type=“wsse:AlgEncryption” 
11.                            URI=“http://www.w3.org/2001/04/xmlenc#3des-cbc”/> 
12.           </wsp:All> 
13.     </wsp:ExactlyOne> 
14. </wsp:Policy> 
Σε αυτό το παράδειγµα οι γραµµές 3-7 και 8-12 συνθέτουν δύο διαφορετικά policy 
alternatives. Στις γραµµές 4, 5-6, 9 και 10-11 ορίζονται τέσσερα διαφορετικά policy 
assertions ενώ το σύνολο αποτελεί ένα policy expression. 
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Για να γίνει αναφορά σε κάποια policy expression γίνεται χρήση του στοιχείου 
PolicyReference. Ένα τέτοιο στοιχείο µπορεί να εισαχθεί σε οποιοδήποτε σηµείο ενός 
στοιχείου Policy που επιτρέπεται η ύπαρξη ενός policy assertion. Μία policy expression 
µπορεί να προσδιοριστεί είτε µέσω του attribute Id είτε µέσω του attribute Name. Αρχικά, 
δίνεται ένα παράδειγµα που παρουσιάζει την περίπτωση µε το Id. Έστω η policy expression η 




































08/12/2017 2<wsp:Policy wsu:Id=“policy_1” …>
      … 
</wsp:Policy>   ια να γίνει αναφορά σε αυτή τη policy expression από κάποια άλλη policy expression (έστω 
policy_2”) που βρίσκεται στο ίδιο XML document θα πρέπει να εισάγουµε στη policy_2 την 
κφραση <PolicyReference URI=“#policy_1”/>. Αν η αναφορά γίνεται από κάποια policy 
xpression που ανήκει σε άλλο XML document τότε πρέπει να εισάγουµε στο policy 
ssertion policy_2 την έκφραση <PolicyReference URI=“http://real.contoso.com/policy.xml# 
olicy_1”/>. Στην περίπτωση που γίνεται χρήση του attribute Name έχουµε αντίστοιχα στο 
αράδειγµά µας: 
 <wsp:Policy Name=“http://real.contoso.com/policy/policy_1” …>
      … 
</wsp:Policy>   ια να γίνει αναφορά στη policy_1 από τη policy_2 (ανεξάρτητα από το αν η δεύτερη ανήκει 
το ίδιο ή σε διαφορετικό XML document µε τη policy_1) πρέπει να εισάγουµε στη policy_2 
ην έκφραση <PolicyReference URI=“http://real.contoso.com/policy/policy_1”/>. 
Η WS-Policy δεν ορίζει τύπους assertions αλλά ορίζει το συντακτικό που 
ρησιµοποιείται για τον ορισµό των assertions. Μερικοί τύποι assertions ορίζονται στην WS-
olicyAssertions και στην WS-SecurityPolicy. Ένα στοιχείο Assertion διαθέτει τα 
ροαιρετικά attributes Usage και Preference. Το Usage δηλώνει τον τρόπο µε τον οποίο 
ρέπει να χρησιµοποιείται ένα assertion. Οι επιτρεπτές τιµές είναι: 
• wsp:Required: Τα όσα δηλώνονται στο assertion πρέπει να πληρούνται. Αν κάτι 
τέτοιο δεν ισχύει τότε πρέπει να προκύπτει ένα σφάλµα. 
• wsp:Rejected: Τα όσα δηλώνονται στο assertion δεν υποστηρίζονται από τον 
εκδότη αυτού του assertion και αν σε κάποιο εισερχόµενο µήνυµα κάποιο από αυτά 
είναι παρόν τότε προκαλείται αποτυχία.  
• wsp:Optional: Τα όσα δηλώνει ένα assertion δεν είναι υποχρεωτικό να πληρούνται 
πάντα. 
• wsp:Observed: Τα όσα δηλώνονται στο assertion πρέπει να πληρούνται και 
επιπλέον οι service requestors ενηµερώνονται ότι η πολιτική εφαρµόζεται.  
• wsp:Ignored: Το assertion επεξεργάζεται αλλά αγνοείται. Το assertion subject και o 
service requestor ενηµερώνονται ότι η πολιτική αγνοείται. 
ο attribute Preference προσδιορίζει την ιεραρχία (ως προς τον βαθµό προτίµησης) των 
olicy alternatives. Η τιµή αυτού του attribute είναι ένας ακέραιος. Όσο µεγαλύτερη είναι η 
ιµή αυτού του attribute τόσο µεγαλύτερη είναι και η προτίµηση που δείχνει η οντότητα που 
κφράζει την πολιτική προς αυτήν την policy alternative. Στη συνέχεια θα γίνει αναφορά στα 
ιάφορα assertions που ορίζει η WS-PolicyAssertions. 
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WS-PolicyAssertions      
 
 Η προδιαγραφή WS-PolicyAssertions ορίζει τα assertions TextEncoding, Language, 




 Είναι πολύ πιθανό ένα Web service να υποστηρίζει περισσότερα του ενός character 
sets για την κωδικοποίηση των δεδοµένων µορφής κειµένου (συµπεριλαµβανόµενης και της 
XML 1.0). Για παράδειγµα, µπορεί ένα service να υποστηρίζει τόσο το ISO-8859-1, το ISO-
8859-5 και το UTF-8. Με ένα TextEncoding assertion ο service provider γνωστοποιεί τα 
characters sets που υποστηρίζει. Το στοιχείο TextEncoding είναι αυτό που παρέχει αυτήν την 






<wsp:TextEncoding Encoding=“…” wsp:Usage=“…” wsp:Preference=“…”> 
  … 
</wsp:TextEncoding> 
Το attribute Encoding προσδιορίζει το character set και οι τιµές που λαµβάνει ορίζονται στην 





 Ένα Web service µπορεί να επιτρέπει την χρήση πολλών γλωσσών στο περιεχόµενο 
ενός µηνύµατος. Το ποιες γλώσσες υποστηρίζονται και πιθανώς ποια είναι εκείνη που 
προτιµάει ο provider γνωστοποιείται από το Language assertion. Το στοιχείο Language 






<wsp:Language wsp:Usage=“…” wsp:Preference=“…” Language=“…”> 
  … 
</wsp:Language> 





 Η υλοποίηση και η λειτουργία ενός Web service στηρίζεται σε ένα σύνολο τεχνικών 
προδιαγραφών. Σε µερικές περιπτώσεις αυτές οι προδιαγραφές τροποποιούνται και µάλιστα 
υπάρχει περίπτωση οι νέες εκδόσεις να µην είναι συµβατές µε τις παλαιότερες. Για αυτόν τον 
λόγο οι service providers πρέπει µε κάποιον τρόπο να ενηµερώνουν τους ενδιαφερόµενους 
ποιες προδιαγραφές και ποιες εκδόσεις αυτών χρησιµοποιούν και υποστηρίζουν µε στόχο την 
συµβατότητα. Αυτές τις πληροφορίες τις παρέχει ένα SpecVersion assertion. Ένα τέτοιο 




<wsp:SpecVersion wsp:Usage=“…” wsp:Preference=“…” URI=“…”/> 
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Το attribute URI προσδιορίζει την προδιαγραφή. Το URI είναι αυτό που καθορίζει ο εκδότης 
οργανισµός για την συγκεκριµένη προδιαγραφή. Για παράδειγµα, η προδιαγραφή του SOAP 
1.1 προσδιορίζεται από το URI  "http://www.w3.org/TR/2000/NOTE-SOAP-20000508/" σε 
αντίθεση µε την προδιαγραφή του SOAP 1.2 που προσδιορίζεται από το URI "http://www. 




 Με αυτό το assertion αυτός που ορίζει και εκδίδει τη συγκεκριµένη πολιτική 
ενηµερώνει ότι τα µηνύµατα που δέχεται πρέπει να πληρούν κάποιες προϋποθέσεις. Για 
παράδειγµα µπορεί µε βάση µία προδιαγραφή κάποια τµήµατα ενός µηνύµατος να 
θεωρούνται προαιρετικά αλλά ο εκδότης αυτού του assertion να απαιτεί την ύπαρξη και 
αυτών των τµηµάτων στο µήνυµα. Τέτοιου είδους απαιτήσεις εκφράζονται µέσα από ένα 






<wsp:MessagePredicate wsp:Usage=“…” Dialect=“…”> 
  … 
</wsp:MessagePredicate> 
 








      count(wsp:GetHeader(.)/wsse:Security)=1 
</wsp:MessagePredicate> 
Αυτό το assertion δηλώνει ότι τα µηνύµατα στα οποία απευθύνεται πρέπει αναγκαστικά να 




 Η WS-PolicyAttachment ορίζει δύο µηχανισµούς µε τους οποίους µπορούµε να 
συσχετίσουµε τις οριζόµενες πολιτικές µε τα υποκείµενα στα οποία εφαρµόζονται. Πιο 
συγκεκριµένα, ορίζει τον τρόπο µε τον οποίο: 
 
• γίνεται αναφορά µίας πολιτικής µέσα σε ένα WSDL αρχείο ή γενικά µέσα σε 
οποιοδήποτε XML αρχείο, 
• µπορούµε να συσχετίσουµε µία πολιτική µε ένα Web service endpoint, 
• µπορούµε να συσχετίσουµε µία πολιτική µε µία UDDI οντότητα. 
 
Πολλές φορές είναι επιθυµητό η πολιτική που σχετίζεται µε ένα  policy subject να 
επισυνάπτεται στο XML document που ορίζει αυτό το subject. ∆ηλαδή η πολιτική που 
εφαρµόζεται στο εν λόγω subject να αποτελεί τµήµα του ορισµού του. Αυτός ο µηχανισµός 
αναφέρεται ως XML element attachment. Στην XML element attachment χρησιµοποιείται ένα 
καθολικό attribute που καλείται PolicyURIs µε το οποίο παρέχεται η δυνατότητα τα policy 
expressions να επισυνάπτονται σε ένα οποιοδήποτε XML document. Εναλλακτικά, για να 
επιτύχουµε το ίδιο αποτέλεσµα µπορούµε να χρησιµοποιήσουµε το στοιχείο PolicyReference. 
Χαρακτηριστικό παράδειγµα εφαρµογής αυτού του µηχανισµού είναι η ενσωµάτωση του 
ορισµού της πολιτικής στο WSDL document του policy subject. Από την άλλη πλευρά 
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υπάρχει και ο µηχανισµός external policy attachment. Με την χρήση  αυτού του µηχανισµού 
δίνεται η δυνατότητα ο ορισµός της πολιτικής να αποτελεί ένα αυτόνοµο XML document που 
βρίσκεται ανεξάρτητα από τον αρχείο/ορισµό του policy subject. Σε αυτήν την περίπτωση 
γίνεται χρήση του στοιχείου  PolicyAttachment.  
 Η παρουσία του ορισµού µίας πολιτικής µέσα σε ένα WSDL document είναι ένα 
συχνό φαινόµενο. Ένα σηµαντικό στοιχείο που πρέπει να προσεχτεί είναι το πεδίο εφαρµογής 
µίας πολιτικής. Μία πολιτική µπορεί να εφαρµοστεί σε διάφορα τµήµατα της ιεραρχίας ενός 
WSDL document ορίζοντας µε αυτόν τον τρόπο διάφορα policy subjects. Πιο συγκεκριµένα, 
σε ένα WSDL document διακρίνουµε τα παρακάτω πιθανά policy subjects: 
 
• service policy subject: η πολιτική εφαρµόζεται σε ένα wsdl:service, 
• endpoint policy subject: η πολιτική εφαρµόζεται σε ένα wsdl:port ή/και σε ένα 
wsdl:binding ή/και σε ένα wsdl:portType, 
• operation policy subject: η πολιτική εφαρµόζεται σε ένα wsdl:operation, 
• message policy subject: η πολιτική εφαρµόζεται σε ένα wsdl:input ή/και σε ένα 
wsdl:message ή/και σε ένα wsdl:output. 
       
Σε αυτό το σηµείο παρατίθεται ένα παράδειγµα ενός WSDL document στο οποίο 


































08/12/2017 2<wsdl:definitions name="StockQuote" 
     targetNamespace="http://www.fabrikam123.com/stock/binding" 
     xmlns:tns="http://www.fabrikam123.com/stock/binding" 
...> 
 
   <wsp:Policy wsu:Id="RmPolicy" > 
 ... 
   </wsp:Policy> 
 
   <wsp:Policy wsu:Id="X509EndpointPolicy" > 
 ... 
   <wsp:Policy> 
 
   <wsp:Policy wsu:Id="SecureMessagePolicy" > 
 ... 
   </wsp:Policy> 
 
   <wsdl:import namespace="http://www.fabrikam123.com/stock" 
location="http://www.fabrikam123.com/stock/stock.wsdl" /> 
   <wsdl:binding name="StockQuoteSoapBinding" type="fab:Quote" > 
<wsoap12:binding style="document" 
    transport="http://schemas.xmlsoap.org/soap/http" /> 
 
<wsp:PolicyReference URI="#RmPolicy" wsdl:required="true" /> 
<wsp:PolicyReference URI="#X509EndpointPolicy" wsdl:required="true"/> 
 
<wsdl:operation name="GetLastTradePrice" > 
      <wsoap12:operation soapAction="http://www.fabrikam123.com/ 
stock/Quote/GetLastTradePriceRequest" /> 
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      <wsdl:input> 
<wsoap12:body use="literal" /> 
<wsp:PolicyReference URI="#SecureMessagePolicy" 
wsdl:required="true" /> 
      </wsdl:input> 
 
      <wsdl:output> 
<wsoap12:body use="literal" /> 
<wsp:PolicyReference URI="#SecureMessagePolicy" 
     wsdl:required="true" /> 
      </wsdl:output> 
</wsdl:operation> 
 




Παρατηρούµε ότι στο wsdl:binding “StockQuoteSoapBinding” εφαρµόζονται ταυτόχρονα 
δύο διαφορετικές πολιτικές: η  “RmPolicy” και η “X509EndpointPolicy”. Εποµένως, το 
“StockQuoteSoapBinding” αποτελεί ένα endpoint policy subject. Επιπλέον, το wsdl:input  και 
το wsdl:output σχετίζονται  µε την πολιτική “SecureMessagePolicy” αποτελώντας το καθένα 





Η WS-SecurityPolicy αποτελεί µία επέκταση του WS-Policy που έχει ως σκοπό τον 
ορισµό των security assertions που µπορούν να χρησιµοποιηθούν σε συνδυασµό µε την WS-
Security. Μέσα από αυτά τα assertions δίνεται η δυνατότητα σε µία οντότητα (είτε service 
provider είτε service requestor) να γνωστοποιήσει  απαιτήσεις ασφαλείας σε επίπεδο SOAP 
µηνυµάτων. Η WS-SecurityPolicy ορίζει τα ακόλουθα security assertions:  
 
• SecurityToken assertion 
• Integrity assertion 
• Confidentiality assertion 
• Visibility assertion 
• Security header assertion 




 Τα SecurityToken assertions προσδιορίζουν τα security assertions τα οποία απαιτούνται 
και γίνονται αποδεκτά από έναν Web service provider ή έναν Web service client. 
∆ηλαδή,µέσω ενός SecurityToken assertion ένας service provider ενηµερώνει τους clients 
ποια είναι τα security assertions που πρέπει να περιλαµβάνουν στα αιτήµατά τους έτσι ώστε 
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αυτά να γίνονται αποδεκτά και να επεξεργάζονται. Αντίστοιχα, ένας Web service 
client/requestor ενηµερώνει έναν provider ότι στα µηνύµατα/αποκρίσεις πρέπει να 
περιέχονται συγκεκριµένα security assertions. Στη συνέχεια θα γίνει αναφορά στο στοιχείο 
<wsse:SecurityToken> µέσω του οποίου αναπαριστάται µία τέτοια απαίτηση και το οποίο 








<SecurityToken wsp:Preference=“…” wsp:Usage=“…” > 
      <TokenType>…</TokenType> 
      <TokenIssuer>…</TokenIssuer>  
      <Claims>…</Claims> 
</SecurityToken> 
 
Το attribute Preference είναι προαιρετικό και ορίζεται όπως στο WS-Policy. Το attribute 
Usage είναι υποχρεωτικό και ορίζεται ακριβώς όπως στο WS-Policy. Το στοιχείο TokenType 
είναι υποχρεωτικό και προσδιορίζει τον τύπο του security token που απαιτείται. Οι επιτρεπτοί 
τύποι είναι οι εξής:  
 
• X.509 version 3 certificate 
• Kerberos version 5 ticket granting ticket 
• Kerberos version 5 service ticket 
• WS-Security username token 
• SAML Assertion 
• XrML Licence 
 
Το προαιρετικό στοιχείο TokenIssuer προσδιορίζει τους εκδότες των security tokens τους 
οποίους εµπιστεύεται αυτός που ορίζει την πολιτική. Το προαιρετικό στοιχείο Claims παρέχει 
κάποιες επεκτάσεις που εξαρτώνται από τον τύπο του security token. Πιο συγκεκριµένα για 









      <SubjectName MatchType=“…”>…</SubjectName> 
      <X509Extension OID=“…” Critical=“…” MatchType=“…”> 
         … 
      </X509Extension> 
</Claims> 
Το προαιρετικό στοιχείο SubjectName προσδιορίζει τις απαιτήσεις που αφορούν το subject 
name του X.509 certificate. Το προαιρετικό attribute MatchType καθορίζει κατά πόσο θα 
πρέπει να ταιριάζει το subject name του certificate µε την τιµή που προσδιορίζεται από το 
στοιχείο SubjectName. Το MatchType παίρνει είτε την τιµή wsse:Exact ή την τιµή 
wsse:Prefix. Στην πρώτη περίπτωση καθορίζεται ότι πρέπει να υπάρχει ακριβές ταίριασµα, 
ενώ η δεύτερη περίπτωση καθορίζει ότι η τιµή που προσδιορίζεται από το SubjectName 
πρέπει να είναι το πρόθεµα του subject name του certificate. Το στοιχείο X509Extension 
προσδιορίζει τις απαιτήσεις που σχετίζονται µε τις επεκτάσεις ενός X.509 certificate. Το 
υποχρεωτικό attribute OID δίνει το Object Identifier του extension. Το προαιρετικό attribute 
Critical προσδιορίζει αν το συγκεκριµένο extension για το certificate χαρακτηρίζεται 
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      <SubjectName MatchType=“…”>…</SubjectName> 
      <ServiceName>…</ServiceName> 
</Claims> ο στοιχείο SubjectName ορίζεται όπως παραπάνω. Το υποχρεωτικό στοιχείο ServiceName 
ροσδιορίζει το PrincipalName του service (δηλαδή την τιµή του πεδίου sname του Kerberos 
icket όπως καθορίζεται στο RFC-1510). Επιπλέον, να σηµειωθεί ότι στην περίπτωση του 
erberos token αν το προαιρετικό στοιχείο TokenIssuer του SecurityToken υπάρχει τότε αυτό 
ρέπει να προσδιορίζει το Kerberos realm.  





      <SubjectName MatchType=“…”>…</SubjectName> 
      <UsePassword wsp:Usage=“…” Type=“…”/> 
</Claims> ο στοιχείο SubjectName ορίζεται όπως παραπάνω. Το προαιρετικό στοιχείο UsePassword 
αθορίζει τις απαιτήσεις που σχετίζονται µε το στοιχείο Password του UsernameToken. Το 
ποχρεωτικό attribute Usage προσδιορίζει τον τρόπο χρήσης του Password. ∆ηλαδή αν είναι 
equired, optional, observed ή ignored. Το προαιρετικό attribute Type προσδιορίζει τη µορφή 
ου password. Αν είναι δηλαδή σε µορφή plain text ή αν χρησιµοποιείται η σύνοψη του 
assword. Επίσης, να αναφερθεί ότι στην περίπτωση του username token στο στοιχείο 
ecurityToken δεν εµφανίζεται το στοιχείο TokenIssuer. 
ntegrity assertion 
Μέσω ενός integrity assertion δίνεται η δυνατότητα να δηλωθεί η απαίτηση σχετικά µε 
ο ποια τµήµατα ενός SOAP µηνύµατος αναµένεται να έχουν υπογραφεί ψηφιακά και µε 
οιον αλγόριθµο. Για παράδειγµα, ένας service provider µπορεί να απαιτεί να υπογράφεται 
ηφιακά µόνο το body των SOAP µηνυµάτων και µάλιστα µε αποδοχή µόνο των αλγορίθµων 
HA1 και RSA. Με χρήση των τελεστών που ορίζονται στην WS-Policy (όπως για 
αράδειγµα ο τελεστής wsp:OneOrMore) µπορεί να οριστεί ένας οποιοσδήποτε συνδυασµός 
πό encryption και integrity assertions και επιπροσθέτως να υπάρχει και η δυνατότητα 
ποδοχής διάφορων αλγορίθµων. Το στοιχείο Integrity αναπαριστά αυτές τις απαιτήσεις. Το 
chema αυτού του στοιχείου είναι το εξής: 
<Integrity wsp:Preference=“…” wsp:Usage=“…” > 
      <Algorithm Type=“…” URI=“…”  wsp:Preference=“…” /> 
      <TokenInfo> 
            <SecurityToken>…</SecurityToken> 
      </TokenInfo> 
      <Claims>…</Claims> 
      <MessageParts Dialect=“…” Signer=“…”> 
        … 
      </MessageParts> 
</Integrity> 
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Τα attributes Integrity/Preference και Integrity/Usage χρησιµοποιούνται µε τον τρόπο που 
ορίζεται στη WS-Policy (βλέπε παραπάνω). Το προαιρετικό attribute 
Integrity/Algorithm/Type προσδιορίζει τον τύπο του αλγορίθµου που απαιτείται να 
εφαρµοστεί κατά τη διαδικασία της υπογραφής. Οι τιµές που µπορεί να έχει το συγκεκριµένο 
attribute είναι: 
 
• wsse:AlgCanonicalization : ∆ηλώνει ότι απαιτείται η εφαρµογή του αλγόριθµου 
κανονικοποίησης που καθορίζεται από το attribute Integrity/Algorithm/URI. 
• wsse:AlgSignature : ∆ηλώνει την απαίτηση για εφαρµογή του αλγορίθµου µε τον 
οποίο θα υπογράφονται τµήµατα ενός SOAP µηνύµατος και ο οποίος καθορίζεται από 
το attribute Integrity/Algorithm/URI. 
• wsse:AlgTransform : ∆ηλώνει ότι υπάρχει η απαίτηση να εφαρµόζεται ο αλγόριθµος 
µετασχηµατισµού που καθορίζεται από το attribute Integrity/Algorithm/URI. 
• wsse:AlgDigest : ∆ηλώνει ότι πρέπει να εφαρµόζεται ο αλγόριθµος σύνοψης που 
προσδιορίζεται από το attribute Integrity/Algorithm/URI. 
 
Όπως έγινε αντιληπτό από τα προαναφερθέντα, το προαιρετικό attribute Integrity/Algorithm 
/URI προσδιορίζει µέσω ενός URI τον αλγόριθµο που ζητείται να εφαρµοστεί. Μέσω του 
στοιχείου Algorithm µπορεί να δοθεί η δυνατότητα επιλογής µεταξύ πολλών διαφορετικών 
αλγορίθµων που αντιστοιχούν στο ίδιο Integrity/Algorithm/Type. Επίσης, µπορούν να δοθούν 
πληροφορίες σχετικές µε τον κάθε αλγόριθµο. Για παράδειγµα, για έναν αλγόριθµο σύνοψης 
HMAC είναι δυνατή η προσθήκη στο στοιχείο Algorithm ενός στοιχείου 
HMACOutputLength. Στην περίπτωση που δεν προσδιορίζεται ρητά κάποιος αλγόριθµος 
τότε είναι καθορισµένο ότι οι αλγόριθµοι που µπορούν να εφαρµοστούν είναι µόνο αυτοί που 
αναφέρονται και υποστηρίζονται από την XML Signature. Συνεχίζοντας, µε το προαιρετικό 
στοιχείο TokenInfo γίνονται γνωστές οι απαιτήσεις για τα security token formats. Με χρήση 
του τελεστή OneOrMore µπορούν να οριστούν επιλογές από κλειδιά που εµπλέκονται στη 
διαδικασία της ψηφιακής υπογραφής. Το προαιρετικό στοιχείο 
Integrity/TokenInfo/SecurityToken προσδιορίζει τον τύπο του security token που είναι 
αποδεκτός σύµφωνα µε την συγκεκριµένη πολιτική. Το προαιρετικό στοιχείο Claims 
περιγράφει κάποια claims που πρέπει να παρέχονται µέσω του security token. Το 
υποχρεωτικό στοιχείο MessageParts δηλώνει ποια είναι τα τµήµατα ενός SOAP µηνύµατος 
(που στέλνεται προς την οντότητα που ορίζει την συγκεκριµένη πολιτική) που πρέπει να 
υπογράφονται ψηφιακά µε βάση τα όσα προδιαγράφονται σε αυτό το assertion. Πιο 
συγκεκριµένα ο προσδιορισµός των τµηµάτων γίνεται από µία έκφραση που αποτελεί 
περιεχόµενο του MessageParts και η οποία έχει  σύνταξη που ορίζεται στο attribute 
Integrity/MessageParts/Dialect. Οι πιθανές τιµές που µπορεί να πάρει αυτό το attribute είναι: 
 
• “http://www.w3.org/TR/1999/REC-xpath-19991116”: αυτή η τιµή είναι η 
προεπιλεγµένη. ∆ηλώνει ότι χρησιµοποιείται µία XPath 1.0 location path έκφραση για 
να προσδιοριστεί το τµήµα που πρέπει να προστατευτεί µε ψηφιακή υπογραφή. Μία 
τέτοια έκφραση µπορεί να χρησιµοποιήσει τις συναρτήσεις που ορίζονται στο [WS-
PolicyAssertions/version 1/Appendix 1].   
• “http://schemas.xmlsoap.org/2002/12/wsse#part”: αυτή η τιµή δηλώνει ότι τα τµήµατα 
του SOAP προσδιορίζονται µε την χρήση ενός συνόλου συναρτήσεων που ορίζονται 
στο [WS-PolicyAssertions/version 1/Appendix 2] και που αναφέρονται ως “message 
part selection functions”. Αυτές είναι οι wsp:Body( ) και wsp:Header( ). Με την 
πρώτη συνάρτηση “επιλέγεται” το σώµα του µηνύµατος ενώ µε την δεύτερη 
προσδιορίζεται µέσω ενός QName ένα header.   
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Μπορεί να υπάρχουν περισσότερα του ενός στοιχεία MessageParts. Σε αυτήν την περίπτωση 
πρέπει να υπογραφούν ψηφιακά όλα τα προσδιοριζόµενα τµήµατα εκτός αν υφίσταται κάποιο 
στοιχείο επιλογής (από αυτά που ορίζονται στη WS-Policy και έχουν αναφερθεί στην 
αντίστοιχη υποενότητα). Τέλος, το προαιρετικό στοιχείο /Integrity/MessageParts/Signer 
αποτελεί URI που προσδιορίζει ποιοι κόµβοι κατά µήκος του SOAP message path πρέπει να 
υπογράψουν ψηφιακά το µήνυµα. Η προκαθορισµένη τιµή του attribute είναι η 
“http://schemas.xmlsoap.org/2002/12/secext/originalSender” που δηλώνει ότι ο κόµβος που 
επιβάλλεται τουλάχιστον να υπογράψει το µήνυµα είναι ο δηµιουργός και αρχικός 
αποστολέας του. Αυτή είναι και η µόνη τιµή που υποστηρίζεται αυτή τη στιγµή από το 
specification της WS-SecurityPolicy []. Σε αυτό το σηµείο παραθέτω ένα παράδειγµα ενός 
















Σε αυτό το παράδειγµα παρατηρούµε ότι ζητείται µέσω του Integrity assertion: 
 
<wsse:Integrity wsp:Usage=“wsp:Required”> 
      <wsse:Algorithm Type=“wsse:AlgCanonicalization” 
        URI=“http://www.w3.org/Signature/Drafts/xml-enc-c14n”/> 
      <wsse:Algorithm Type=“wsse:AlgSignature” 
        URI=“http://www.w3.org/2000/09/xmldsig#rsa-sha1”/> 
      <wsse:TokenInfo> 
            <wsse:SecurityToken> 
                  <wsse:TokenType>wsse:X509v3</wsse:TokenType> 
            </wsse:SecurityToken> 
      </wsse:TokenInfo> 
      <wsse:MessageParts 
            Dialect=“http://schemas.xmlsoap.org/2002/12/wsse#soap”> 
                  S:Body some-URI:HeaderBlockElementName 






• να υπογράφεται ψηφιακά µε την εφαρµογή του αλγόριθµου RSAwithSHA1 (αυτό 
δηλώνει το (β) ) το SOAP body των µηνυµάτων και το header “some-
URI:HeaderBlockElementName” (κάτι το οποίο προσδιορίζεται από το (δ) ), 
• να εφαρµόζεται exclusive κανονικοποίηση (δηλώνεται από το (α) ),  
• να περιλαµβάνεται στο µήνυµα που υπογράφεται ένα X.509 BinarySecurityToken 




Με ένα Confidentiality assertion η οντότητα που ορίζει την συγκεκριµένη πολιτική 
απαιτεί από τον παραλήπτη του XML document (που περιέχει το assertion) να κρυπτογραφεί 
ορισµένα τµήµατα των µηνυµάτων που στέλνονται προς αυτήν µε έναν συγκεκριµένο 
αλγόριθµο. Αυτή η απαίτηση εκφράζεται µέσα από ένα στοιχείο Confidentiality. Αυτό το 











08/12/2017 2<Confidentiality wsp:Preference=“…” wsp:Usage=“…”> 
      <Algorithm Type=“…” URI=“…” wsp:Preference=“…”/> 
      <KeyInfo> 
            <SecurityToken …/> 
            <SecurityTokenReference …/> 
            … 
      </KeyInfo> 
      <MessageParts Dialect=“…”>…</MessageParts> 
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Το προαιρετικό στοιχείο Confidentiality/Algorithm µέσω του attribute URI προσδιορίζει τον 
αλγόριθµο που πρέπει να εφαρµόζεται για την κρυπτογράφηση των µηνυµάτων. Στην 
περίπτωση που δεν προσδιορίζεται ρητά κάποιος αλγόριθµος κρυπτογράφησης τότε είναι 
προκαθορισµένο ότι γίνονται αποδεκτοί µόνο οι αλγόριθµοι που αναφέρονται και 
υποστηρίζονται από την XML-Encryption. Με χρήση των τελεστών που ορίζονται στην WS-
Policy µπορούν να οριστούν διάφοροι συνδυασµοί απαιτούµενων αλγορίθµων. Το 
Confidentiality/KeyInfo παρέχει πληροφορίες σχετικά µε τα κλειδιά που απαιτούνται για την 
διαδικασία της κρυπτογράφησης. Πιο συγκεκριµένα µέσω του προαιρετικού στοιχείου  
Confidentiality/KeyInfo/SecurityToken προσδιορίζεται το απαιτούµενο κλειδί. Το στοιχείο  
Confidentiality/MessageParts ορίζεται και παρέχει την ίδια λειτουργικότητα όπως στο 
Integrity assertion. Στο επόµενο παράδειγµα (το οποίο προέρχεται από το [το WS-











      <wsse:Algorithm Type=“wsse:AlgEncryption” 
         URI=“http://www.w3.org/2001/04/xmlenc#3des-cbc”/> 
      <MessageParts> 
            wsp:GetInfosetForNode (wsp:GetBody(.))  
      </MessageParts> 
</wsse:Confidentiality> 
Αυτό το assertion µας πληροφορεί ότι το body των SOAP µηνυµάτων πρέπει να 
κρυπτογραφείται µε εφαρµογή του κρυπτογραφικού αλγορίθµου 3DES. Θα πρέπει να 
τονιστεί ότι επιτρέπεται η ύπαρξη Integrity και Confidentiality assertions στο ίδιο στοιχείο 
Policy. Μάλιστα η σειρά µε την οποία εµφανίζονται µέσα στο στοιχείο Policy ορίζει και την 
σειρά µε την οποία ορίζονται οι αλγόριθµοι κρυπτογραφίας και ψηφιακής υπογραφής. 
∆ηλαδή, αν τοποθετείται πρώτα ένα Integrity στοιχείο και στη συνέχεια ένα Confidentiality 
στοιχείο τότε ορίζεται ότι πρέπει πρώτα να εφαρµόζονται οι αλγόριθµοι που προσδιορίζονται 
από το Integrity και ακριβώς µετά οι αντίστοιχοι από το Confidentiality. Το ανάλογο 





 Συχνά είναι αναγκαίο ορισµένοι SOAP intermediaries να έχουν πάντα πρόσβαση σε 
κάποια τµήµατα των SOAP µηνυµάτων (µια τέτοια περίπτωση είναι αυτή ενός firewall). Οι 
ενδιαφερόµενοι ενδιάµεσοι γνωστοποιούν αυτήν την ανάγκη µέσα από ένα Visibility 
assertion. Το στοιχείο Visibility έχει το εξής σχήµα: 








      <MessageParts Dialect=“…”> 
      … 
      </MessageParts> 
</Visibility> 
Το περιεχόµενο του στοιχείου MessageParts καθορίζει τα τµήµατα των SOAP µηνυµάτων  
που πρέπει να είναι προσβάσιµα από τον συγκεκριµένο ενδιάµεσο. Λέγοντας προσβάσιµα 
εννοούµε ότι είτε θα είναι ακρυπτογράφητα είτε θα είναι κρυπτογραφηµένα µε έναν τρόπο 
ώστε να είναι δυνατή η αποκρυπτογράφησή τους από τον ενδιάµεσο. Στο στοιχείο Visibility 
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µπορούν να εισαχθούν διάφορα επιπλέον στοιχεία και attributes που θα δίνουν περισσότερες 
πληροφορίες σχετικά µε το πως ορίζεται η προσβασιµότητα από την πλευρά του ενδιάµεσου. 
 
Security Header assertion 
 
 Με ένα assertion αυτού του τύπου δηλώνονται οι απαιτούµενοι περιορισµοί που 
σχετίζονται µε ένα WS-Security header. Αυτοί οι περιορισµοί δηλώνονται µέσα από ένα 







                            MustManifestEncryption=“…” 
                            wsp:Usage=“…”/>  
Το προαιρετικό attribute MustPrepend προσδιορίζει αν τα περιεχόµενα ενός Security header 
πρέπει να είναι prepended ή όχι. Με το προαιρετικό attribute MustManifestEncryption 
ορίζεται ότι σε ένα εισερχόµενο SOAP µήνυµα θα γίνεται επεξεργασία µόνο εκείνων των 
κρυπτογραφηµένων τµηµάτων για τα οποία υπάρχει ρητή δήλωση περί κρυπτογράφησης 
εντός του Security. 
 
 
MessageAge assertion   
 
 Με ένα MessageAge assertion γνωστοποιούνται κάποιοι χρονικοί περιορισµοί 
σχετιζόµενοι µε τα εισερχόµενα µηνύµατα. ∆ηλαδή καθορίζεται το µέγιστο χρονικό διάστηµα 
από τη στιγµή που δηµιουργείται το µήνυµα κατά το οποίο ο τελικός παραλήπτης το 
αποδέχεται. Αν παρέλθει αυτό το χρονικό διάστηµα τότε ο παραλήπτης δεν επεξεργάζεται το 
µήνυµα (στην ουσία το απορρίπτει). Με άλλα λόγια µπορούµε να πούµε ότι ορίζεται ένα 
timeout για τα εισερχόµενα µηνύµατα από την πλευρά του παραλήπτη. Αυτός ο περιορισµός 





<wsse:MessageAge wsp:Usage=“…” wsp:Preference=“…” Age=“…”/> 
Σε αυτό το στοιχείο το απαιτούµενο attribute MessageAge καθορίζει το timeout παραλαβής 
του µηνύµατος εκφρασµένο σε δευτερόλεπτα. Μία σηµαντική παρατήρηση είναι ότι αυτό το 
assertion εκδηλώνει εµµέσως την απαίτηση ο αποστολέας ενός µηνύµατος να περιλαµβάνει 
σε αυτό το αντίστοιχο header wsu:Timestamp (που ορίζεται στο [WS-Security spec1.0]). Σε 
περίπτωση που το ζητούµενο wsu:Timestamp δεν περιέχεται στο εισερχόµενο µήνυµα ο 
παραλήπτης (που ακολουθεί την συγκεκριµένη πολιτική που εκφράζει το MessageAge  
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3.6 WS-Trust 
 
 Για να εξασφαλίσουµε την ασφάλεια σε επίπεδο µηνύµατος στα πλαίσια ανταλλαγής 
µηνυµάτων SOAP µεταξύ δύο οντοτήτων είδαµε ότι χρησιµοποιούµε την WS-Security µε την 
εφαρµογή των διάφορων τεχνολογιών που υποστηρίζονται µέσω αυτής. Αυτό προϋποθέτει 
ότι οι οντότητες που επικοινωνούν ανταλλάσουν άµεσα ή έµµεσα κάποια πιστοποιητικά 
(security credentials) µε σκοπό να εγκαθιδρύσουν ανάµεσά τους µία σχέση εµπιστοσύνης 
(trust relationship). Μία οντότητα µπορεί να εκφράσει τις απαιτήσεις και τις προτιµήσεις της 
για το τον τύπο των πιστοποιητικών που δέχεται µέσω της πολιτικής της, όπως περιγράφεται 
µε την βοήθεια της WS-Policy και της WS-SecurityPolicy. Μερικά θέµατα που προκύπτουν 
σχετίζονται µε τον καθορισµό του τρόπου µε τον οποίο: 
 
• εκδίδονται τα πιστοποιητικά 
• εκδηλώνεται ένα αίτηµα για απόκτηση ενός πιστοποιητικού 
•  ενηµερώνονται, ακυρώνονται και ανταλλάσονται τα πιστοποιητικά 
•  ελέγχεται η εγκυρότητά τους (λειτουργίες τεκµηρίωσης - validation). 
 
Η WS-Trust ορίζει τον µηχανισµό µε τον οποίο εκδηλώνονται οι παραπάνω λειτουργίες. 
Σκοπός της WS-Trust είναι να δώσει στις οντότητες ενός Web service περιβάλλοντος την 
δυνατότητα να πραγµατοποιούν έµπιστες SOAP message δοσοληψίες. Αυτή η WS-* 
προδιαγραφή ορίζει ένα σύνολο επεκτάσεων βασισµένο στην WS-Security µέσω του οποίου 
παρέχει τον µηχανισµό για την έκδοση και την διάδοση των πιστοποιητικών. Καθορίζεται ένα 
µοντέλο ασφαλείας στο οποίο µία οντότητα απαιτεί σε κάθε εισερχόµενο µήνυµα να 
παρατίθονται security claims. Τα µηνύµατα που δεν παρέχουν τα απαραίτητα claims 
απορρίπτονται. Στην περίπτωση που ένας service requestor δεν διαθέτει τα αναγκαία  tokens 
έτσι ώστε να είναι σε θέση να αποδείξει τα αντίστοιχα claims πρέπει να επικοινωνήσει µε τις 
κατάλληλες αρχές (οι οποίες αναφέρονται ως security token services)  στέλνοντας ένα αίτηµα 
για να τα αποκτήσει. Φυσικά, ένα security token service µπορεί να ζητήσει και αυτό ένα 
σύνολο claims για να αυθεντικοποιήσει τον requestor. Στην ουσία τα security token services 
είναι αυτά που αποτελούν την βάση για την δηµιουργία σχέσεων εµπιστοσύνης µεταξύ 
διαφορετικών trust domains. Το µοντέλο που καθορίζεται από την WS-Trust µπορεί να 
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Αυτό το µοντέλο υποστηρίζει τις υπάρχουσες τεχνολογίες (όπως τα X.509 public key 
certificates, τα XML tokens, τα Kerberos shared και secret κλειδιά, συνόψεις συνθηµατικών) 
και µοντέλα (όπως την αυθεντικοποίηση που βασίζεται στην ταυτότητα του χρήστη –identity 
based authentication-, τις λίστες ελέγχου προσπέλασης και την αυθεντικοποίηση που 
βασίζεται σε χαρακτηριστικά του χρήστη).  Σε αυτό το µοντέλο ο requestor µπορεί να είναι 
ένα Web service και επιπλέον το security token service είναι ένα Web service. Στο παραπάνω 
σχήµα, οι συνδέσεις µεταξύ των οντοτήτων  Web service, requestor και security token service 
δηλώνουν τις πιθανά µονοπάτια επικοινωνίας. Ο requestor µπορεί να αποκτήσει ένα token 
από το security token service και να το επιδείξει σε ένα Web service ώστε να αποκτήσει 
εξουσιοδοτηµένη πρόσβαση σε αυτό. To Web service είτε εµπιστεύεται το συγκεκριµένο 
token και το δέχεται άµεσα είτε αιτεί τον έλεγχο της εγκυρότητάς του από ένα service token 
service.   
 Η WS-Trust ορίζει µερικές µεθόδους που µπορούν να χρησιµοποιηθούν για την έκδοση 
και την διάδοση των tokens (µία διαδικασία που αναφέρεται ως brokering trust)  µέσω των 
οποίων µπορεί να εγκαθιδρυθεί εµπιστοσύνη µεταξύ οντοτήτων. Η δυνατότητα έκδοσης ενός 
token που προκύπτει από κάποιο ρητό αίτηµα (token acquisition) ή  έκδοσης ενός token που 
δηµοσιεύεται ανεξάρτητα από ένα message flow (out of band acquisition) θέτει ως ανάγκη 
την διαφοροποίηση αυτών των µεθόδων.  Στην µέθοδο που αναφέρεται ως token acquisition 
µία οντότητα στέλνει (ως µέρος ενός message flow) ένα αίτηµα προς ένα security token 
service παρέχοντας ένα  security token και ζητώντας την ανταλλαγή του µε ένα security token 
άλλου τύπου. Αυτό το αίτηµα µπορεί να τεθεί είτε άµεσα από τον πραγµατικό requestor είτε 
από µία άλλη οντότητα που ενεργεί εκ µέρους του. Στην περίπτωση που το security token 
service εµπιστεύεται το παρεχόµενο token (για παράδειγµα επειδή εµπιστεύεται την εκδότρια 
αρχή του συγκεκριµένου token) και µπορεί να υπάρξει proof of possession για αυτό τότε το 
security token service προβαίνει στην πραγµατοποίηση της ανταλλαγής. Μία άλλη µέθοδος 
είναι η αναφερόµενη ως out of band token acquisition. Με αυτήν την µέθοδο ένα token 
στέλνεται από ένα security token service προς µία οντότητα χωρίς αυτή να έχει ζητήσει το 
token ρητά µέσω ενός request. Μία επιπλέον µέθοδος είναι η trust bootstrap. Με αυτήν την 
µέθοδο οι οντότητες µπορούν να εγκαθιδρύσουν και να επεκτείνουν σχέσεις εµπιστοσύνης 
χρησιµοποιώντας ένα από τους ακόλουθους µηχανισµούς: 
 
• fixed trust roots: η κάθε οντότητα διατηρεί ένα σταθερό σύνολο σχέσεων 
εµπιστοσύνης. Όταν λαµβάνει ένα security token εξετάζει αν αυτό ανήκει σε κάποιο 
trusted root. 
• trust hierarchies: η κάθε οντότητα µπορεί να διατηρεί µία ιεραρχία από trust roots 
δηµιουργώντας µε αυτόν τον τρόπο µία αλυσίδα εµπιστοσύνης. 
• authentication service: η κάθε οντότητα εµπιστεύεται αποκλειστικά και µόνο κάποιο 
authentication service. Έτσι, όταν µία οντότητα λαµβάνει ένα security token το 
προωθεί  στο authentication service µε το οποίο συνεργάζεται. Αυτό αφότου 
επεξεργαστεί  το token στέλνει ως απόκριση ένα αξιόπιστο statement (που µπορεί να 
είναι ένα token ή ένα ψηφιακά υπογεγραµµένο αρχείο) που πιστοποιεί την 
αυθεντικοποίηση του token. 
 
Security token service framework      
 
 Η WS-Trust ορίζει ένα γενικό πλαίσιο το οποίο χρησιµοποιείται για την διαδικασία της 
έκδοσης των security tokens. Πιο συγκεκριµένα,ορίζονται τα στοιχεία που µεταφέρουν τα 
αιτήµατα για security tokens και τα αντίστοιχα στοιχεία που περιέχουν τα responses σε τέτοια 
αιτήµατα. Αυτό το πλαίσιο δεν ορίζει ενέργειες που µπορούν να εκτελούνται για την έκδοση 
και ανάκτηση των tokens. Κάτι τέτοιο ορίζεται από τα επιµέρους bindings στα οποία θα γίνει 
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αναφορά στη συνέχεια. Το στοιχείο µέσω του οποίου εκδηλώνεται ένα αίτηµα για την 
απόκτηση ενός security token  είναι το wst:RequestSecurityToken (RST). Το XML schema 


















































08/12/2017 2<wst:RequestSecurityToken Context="...">  
      <wst:TokenType>...</wst:TokenType>  
      <wst:RequestType>...</wst:RequestType> 
       ...  
</wst:RequestSecurityToken>   αιτών πρέπει να προσδιορίζει τον τύπο του token που ζητάει. Αυτό γίνεται µέσω του 
τοιχείου TokenType. Το στοιχείο RequestType προσδιορίζει την κλάση της ενέργειας που 
ητείται να πραγµατοποιηθεί. Η ενέργεια µπορεί να είναι έκδοση, ανανέωση, ακύρωση ή 
λεγχος εγκυρότητας ενός security token και η τιµή του URI που προσδιορίζει την ενέργεια 
αι αποτελεί περιεχόµενο του στοιχείου RequestType καθορίζεται από το αντίστοιχο binding. 
να RST στοιχείο θα είναι καλό να υπογράφεται ψηφιακά από τον requestor. 
Το στοιχείο που εµφωλεύει ένα security token ως απάντηση στο αντίστοιχο αίτηµα 
ίναι το wst:RequestSecurityTokenResponse (RSTR). Το XML schema του στοιχείου είναι το 
ξής: 
 <wst:RequestSecurityTokenResponse Context="...">  
      <wst:TokenType>...</wst:TokenType>  
      <wst:RequestedSecurityToken>...</wst:RequestedSecurityToken> 
      ...  
</wst:RequestSecurityTokenResponse>  ο στοιχείο TokenType προσδιορίζει τον τύπο του token που επιστρέφεται. Το στοιχείο 
equestedSecurityToken περιέχει το token που επιστρέφεται ως απάντηση ή περίεχει µία 
ναφορά προς ένα security token. Γενικά ένα security token πρέπει να θεωρείται “διαφανές” 
ρος τον requestor µε την έννοια ότι δεν είναι αναγκαίο ο requestor να εκτελέσει την 
ιαδικασία του parsing για το token εποµένως οι οποιεσδήποτε επιµέρους πληροφορίες (όπως 
ια παράδειγµα ο χρόνος ζωής του token)  που σχετίζονται µε το token πρέπει να 
εριλαµβάνονται στην απάντηση. Στην WS-Trust προδιαγράφεται η µεταφορά ενός RSTR 
τοιχείου εντός του body ενός SOAP µηνύµaτος. Εν τούτοις, ένα RSTR στοιχείο µπορεί να 
εριέχεται σε ένα header block ενός SOAP µηνύµατος. 
Στη συνέχεια θα παρουσιαστούν τα διάφορα bindings που ορίζονται από την WS-Trust. 
ssuance binding   
Το issuance binding  επεκτείνει το security token service framework και ορίζει τα 
τοιχεία που απεικονίζουν µία αίτηση για έκδοση ενός token και τα στοιχεία που αποτελούν 
ην απόκριση σε ένα τέτοιο αίτηµα περιέχοντας τα κατάλληλα tokens.  
να request έχει την παρακάτω µορφή:  
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      <wst:TokenType>...</wst:TokenType>  
      <wst:RequestType>     
             http://schemas.xmlsoap.org/ws/2005/02/trust/Issue 
      </wst:RequestType>  
          ...  
      <wsp:AppliesTo>...</wsp:AppliesTo>   
      <wst:Claims Dialect="...">...</wst:Claims>  
      <wst:Entropy>  
            <wst:BinarySecret>...</wst:BinarySecret>  
      </wst:Entropy>  
      <wst:Lifetime>  
                <wsu:Created>...</wsu:Created>  
                <wsu:Expires>...</wsu:Expires>  
      </wst:Lifetime>  
</wst:RequestSecurityToken> 
Σε αυτό το binding το στοιχείο wst:RequestType έχει ως περιεχόµενο το URI 
“http://schemas.xmlsoap.org/ws/2005/02/trust/Issue”. Με το στοιχείο 
 wst:RequestSecurityToken/wsp:AppliesTo προσδιορίζεται που πρόκειται να χρησιµοποιηθεί 
το security token. Το στοιχείο wst:RequestSecurityToken/wst:Claims περιλαµβάνει ένα 
σύνολο από claims που παραθέτει ο αιτών στην απαίτηση του security token service που 
εκφράζεται µέσω της πολιτικής της αρχής. Μέσω του στοιχείου wst:RequestSecurityToken/ 
wst:Entropy/wst:BinarySecret ο αιτών εφοδιάζει το security token service µε ένα µυστικό που 
είναι µία δυαδική ακολουθία κωδικοποιηµένη κατά Base-64 και το οποίο θα χρησιµοποιηθεί 
κατά την δηµιουργία του κλειδιού. Με αυτόν τον τρόπο καθορίζεται η εντροπία κατά την 
δηµιουργία του κλειδιού. Το στοιχείο wst:RequestSecurityToken/wst:Lifetime απεικονίζει τις 
απαιτήσεις του requestor σε ότι αφορά την περίοδο κατά την οποία το ζητούµενο security 
token θα πρέπει να θεωρείται έγκυρο. Αυτές οι απαιτήσεις προσδιορίζουν την περίοδο κατά 
την οποία ζητείται το token να έχει εκδοθεί και επίσης το µέγιστο χρονικό όριο εγκυρότητας 
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      <wst:TokenType>...</wst:TokenType>  
      <wst:RequestedSecurityToken>...</wst:RequestedSecurityToken>  
       ...  
      <wsp:AppliesTo>...</wsp:AppliesTo>  
      <wst:RequestedAttachedReference>  
             ...  
      </wst:RequestedAttachedReference>  
      <wst:RequestedUnattachedReference>  
            ...  
      </wst:RequestedUnattachedReference>  
      <wst:RequestedProofToken>...</wst:RequestedProofToken>  
      <wst:Entropy>  
            <wst:BinarySecret>...</wst:BinarySecret>  
    </wst:Entropy>  
    <wst:Lifetime>...</wst:Lifetime>  
</wst:RequestSecurityTokenResponse>  
Το στοιχείο wst:RequestSecurityTokenResponse/RequestedSecurityToken περιέχει το 
ζητούµενο security token.Το στοιχείο wst:RequestSecurityTokenResponse/ 
RequestedAttachedReference προσδιορίζει τον τρόπο µε τον οποίο µπορεί να γίνεται µία 
αναφορά στο security token το οποίο περιλαµβάνεται εντός του µηνύµατος της απάντησης 
όταν αυτό το token δεν υποστηρίζει τον µηχανισµό των XML ID αναφορών. Αντίστοιχα, το 
στοιχείο wst:RequestSecurityTokenResponse/RequestedUnattachedReference καθορίζει  τον 
τρόπο µε τον  οποίο προσδιορίζεται το security token όταν αυτό δεν περιλαµβάνεται στο 
µήνυµα της απάντησης. Αυτό το στοιχείο περιέχει ένα wsse:SecurityTokenReference. Μέσω  
του στοιχείου wst:RequestSecurityTokenResponse/RequestedProofToken το security token 
service επιστρέφει το proof-of-possesion token που σχετίζεται µε το ζητούµενο security 
token. 
 Σε πολλές περιπτώσεις το security token service αποκρίνεται  σε ένα αίτηµα για έκδοση 
ενός security token µε αποστολή περισσότερων του ενός security tokens. Σε αυτήν την 
περίπτωση είναι δυνατό όλα τα security tokens να έχουν το ίδιο proof-of-possession token ή 
να έχουν διαφορετικά ίδιο proof-of-possession tokens ή να µην επιστρέφεται καθόλου ένα 
τέτοιο token. Όταν ένα response περιλαµβάνει πολλά security tokens µπορεί να 
χρησιµοποιηθεί το στοιχείο wst:RequestSecurityTokenResponseCollection που θα περιέχει 
όλα τα tokens µε τα αντίστοιχα RequestSecurityTokenResponse στοιχεία. Την απάντηση σε 
ένα αίτηµα για έκδοση ενός token ένα SOAP µήνυµα την εµφωλεύει σε ένα 
wst:IssuedTokens header. Εποµένως, αυτό το header µεταφέρει ένα ή περισσότερα 




 Αυτό το binding ορίζει την µορφή του στοιχείου µέσω του οποίου εκφράζεται το 
αίτηµα για την ανανέωση ενός token. Να αναφερθεί ότι ως απόκριση σε ένα τέτοιο αίτηµα 
στην περίπτωση που αυτό µπορεί να ικανοποιηθεί ο requestor λαµβάνει το token µε τις νέες 
πληροφορίες που αφορούν την περίοδο εγκυρότητάς του µετά την ανανέωση. Η µορφή µίας 
αίτησης για ανανέωση της εγκυρότητας ενός token έχει ως εξής: 
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      <wst:TokenType>...</wst:TokenType>  
      <wst:RequestType> 
             http://schemas.xmlsoap.org/ws/2005/02/trust/Renew  
      </wst:RequestType>  
      ...  
      <wst:RenewTarget>...</wst:RenewTarget>  
      <wst:AllowPostdating/>  
      <wst:Renewing Allow=... OK=.../>  
</wst:RequestSecurityToken>  
Για αυτό το binding το στοιχείο RequestType έχει ως περιεχόµενό του το URI 
“http://schemas.xmlsoap.org/ws/2005/02/trust/Renew”. Το στοιχείο wst:RequestSecurity 
Token/RenewTarget προσδιορίζει το token για το οποίο ζητείται να ανανεωθεί η περίοδος 
εγκυρότητάς του. Το εν λόγω token µπορεί να περιέχεται αυτούσιο εντός του στοιχείου 
RenewTarget ή να γίνεται αναφορά σε αυτό µέσω ενός SecurityTokenReference. Το 
προαιρετικό στοιχείο wst:RequestSecurityToken/AllowPostdating εκδηλώνει την απαίτηση 
το token που επιστρέφεται ως απόκριση στο αίτηµα για ανανέωση να αρχίζει να θεωρείται 
έγκυρο από ένα προσδιοριζόµενο χρονικό σηµείο και µεταγενέστερα. ∆ηλαδή να µην µπορεί 
να χρησιµοποιηθεί άµεσα ως έγκυρο από την στιγµή έκδοσης και λήψης του αλλά σε 
µεταγενέστερη φάση (για παράδειγµα την επόµενη µέρα της έκδοσής του). Το attribute 
wst:RequestSecurityToken/wst:Renewing/Allow (του οποίου η τιµή είναι τύπου Boolean) 
φανερώνει την απαίτηση για την επιστροφή ενός token που δύναται να ανανεωθεί εκ νέου 
στο µέλλον. Το attribute wst:RequestSecurityToken/wst:Renewing/OK δηλώνει ότι γίνεται 
αποδεκτό από τον requestor ένα token για το οποίο ζητήθηκε ένα συγκεκριµένο χρονικό 
διάστηµα κατά το οποίο θα θεωρείται έγκυρο ενώ αυτό έχει µικρότερη ορισµένη περίοδο 
εγκυρότητας. Τέλος σε ότι αφορά το renewal binding πρέπει να τονιστεί επισηµανθεί ότι ο 
requestor πρέπει να αποδεικνύει ότι είναι εξουσιοδοτηµένος να χρησιµοποιεί το token για το 
οποίο αιτείται να ανανεωθεί. Σε κάθε περίπτωση ο requestor πρέπει να αποδεικνύει την 
ταυτότητά του στο security token service έτσι ώστε να αυθεντικοποιείται. 
 
Cancel binding        
 
 Αυτό το binding ορίζει την µορφή του στοιχείου που εκδηλώνει το αίτηµα ενός 
requestor για την ακύρωση ενός token. Από την στιγµή που ένα τέτοιο αίτηµα ικανοποιείται 
το εµπλεκόµενο token αχρηστεύται (δεν µπορεί να ξαναχρησιµοποιηθεί). Η µορφή του 
αιτήµατος για ακύρωση ενός token έχει ως εξής: 
 








   
<wst:RequestSecurityToken>  
      <wst:RequestType>  
          http://schemas.xmlsoap.org/ws/2005/02/trust/Cancel  
      </wst:RequestType>  
      <wst:CancelTarget>  
           ...  
      </wst:CancelTarget>  
</wst:RequestSecurityToken>  
Για αυτό το binding το στοιχείο RequestType έχει ως περιεχόµενό του το URI 
“http://schemas.xmlsoap.org/ws/2005/02/trust/Cancel”. Το στοιχείο wst:CancelTarget 
 - 73 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7
                                                                Κεφάλαιο 3. Τεχνολογίες ασφάλειας των Web Services 
προσδιορίζει το token το οποίο πρέπει να ακυρωθεί. Μπορεί είτε να παρατίθεται αυτούσιο το 
token είτε να γίνεται αναφορά πρoς αυτό. Όταν ένας requestor αιτεί για την ακύρωση ενός 
token θα πρέπει να αποδεικνύει ότι είναι εξουσιοδοτηµένος να χρησιµοποιεί το εν λόγω   




 Αυτό το binding ορίζει το στοιχείο το οποίο χρησιµοποιείται για να εκφραστεί ένα 
αίτηµα για τον έλεγχο της εγκυρότητας ενός token και αντίστοιχα το στοιχείο που 
χρησιµοποείται για να δοθεί η απόκριση στο αίτηµα. Όταν ολοκληρωθεί η κατά απαίτηση 
διαδικασία ελέγχου της εγκυρότητας του token που προσδιορίζεται από το αίτηµα η 
απάντηση που επιστρέφεται στον requestor από το security token service µπορεί να είναι ένα 
νέο token ή µία έκφραση που θα δηλώνει το αποτέλεσµα της διαδικασίας ή και τα δύο.  Τόσο 
στο RST όσο και στο RSTR το στοιχείο TokenType έχει ως περιεχόµενό του το URI     
“http://schemas.xmlsoap.org/ws/2005/02/trust/Validate”. Ένα αίτηµα ακολουθεί την σύνταξη 
του RST που καθορίζεται στο security token service framework ενώ το RSTR για το 
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<wst:RequestSecurityTokenResponse>  
      <wst:TokenType>...</wst:TokenType>  
      <wst:RequestedSecurityToken>...</wst:RequestedSecurityToken> 
      ...  
      <wst:Status>  
            <wst:Code>...</wst:Code>  
            <wst:Reason>...</wst:Reason>  
      </wst:Status>  
<wst:RequestSecurityTokenResponse>  
υτή η πληροφορία δίνεται µέσα από το στοιχείο wst:RequestSecurityTokenResponse 
Status/Code που παρέχει ένα machine readable status code και από το 
st:RequestSecurityTokenResponse/Status/Reason που παραθέτει ένα human readable 
είµενο που επεξηγεί αυτό που δηλώνει το σχετικό status code. 
πεκτάσεις του security token service framework 
Το security token service framework, όπως είδαµε παραπάνω, παρέχει τον µηχανισµό 
ια την αποστολή αιτηµάτων έκδοσης, ανανέωσης,ακύρωσης ή ελέγχου της εγκυρότητας ενός 
ecurity token και την αποστολή αποκρίσεων στα αντίστοιχα αιτήµατα. Αυτό είναι ένα 
ενάριο το οποίο απλά περιλαµβάνει το αίτηµα από τον requestor  και την απόκριση από την 
λευρά του security token service και µάλιστα  αυτή η επικοινωνία τις περισσότερες φορές 
ίναι ασύγχρονη. Βεβαίως υπάρχουν και περιπτώσεις στις οποίες απαιτείται ανταλλαγή µίας 
ειράς µηνυµάτων προτού δοθεί η απάντηση σε ένα αίτηµα. Για αυτόν τον λόγο ορίζονται 
άποιες επεκτάσεις επί του βασικού µηχανισµού που ορίζει η WS-Trust οι οποίες δίνουν την 
υνατότητα να πραγµατοποιούνται διαπραγµατεύσεις µεταξύ των εµπλεκόµενων οντοτήτων 
αι επίσης να είναι εφικτή µία διαδικασία πρόκλησης/απόκρισης (challenge/response). Η 
ιαδικασία της πρόκλησης/απόκρισης δίνει άλλον ένα µηχανισµό αυθεντικοποίησης πέρα από  
υτούς που καθορίζονται από την WS-Security. Η διαδικασία αυτή όπως προσδιορίζεται για 
ρήση στα πλαίσια των Web services µε χρήση της WS-Trust έχει ως εξής: 
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        έκδοση token   
security token   
       service 
    1. Αποστολή αιτήµατος για 
    2. Αποστολή πρόκλησης  
    3. Αποστολή απόκρισης (response) 
    4. Απάντηση στο αίτηµα του  
        requestor  
    οντότητα   





















1. Ο requestor στέλνει ένα αίτηµα για έκδοση, ανανέωση, ακύρωση ή έλεγχο 
εγκυρότητας ενός security token. Για παράδειγµα, ένα τέτοιο µήνυµα µπορεί να 
περιλαµβάνει ένα στοιχείο wst:RequestSecurityToken σε συνδυασµό µε ένα 
χρονόσηµο (timestamp). 
2. Ο παραλήπτης (που είναι ένα security token service) επιστρέφει ένα µήνυµα που 
περιλαµβάνει ένα στοιχείο wst:RequestSecurityTokenResponse το οποίο περιέχει µία 
πρόκληση. 
3. Ο requestor αφότου λάβει και επεξεργαστεί την πρόκληση απαντάει µε την 
κατάλληλη απόκριση που περιέχεται εντός ενός στοιχείου 
wst:RequestSecurityTokenResponse. 
4. Τελικά, το security token service αφότου αποδεχτεί την απόκριση και 
αυθεντικοποιήσει τον requestor εκδίδει την απάντηση στο αρχικό αίτηµα του 
requestor (το οποίο εκφράστηκε µέσω του µηνύµατος στο βήµα 1).       
 
Αξίζει να σηµειωθεί ότι στην παραπάνω ανταλλαγή µηνυµάτων παρουσιάζεται η περίπτωση 
που ο παραλήπτης της πρόκλησης είναι ο αιτών. Φυσικά, είναι δυνατή και η περίπτωση που ο 
αιτών είναι αυτός που αρχικοποιεί µία διαδικασία πρόκλησης/απόκρισης µε αποδέκτη τo 
security token service. Σε αυτή την περίπτωση η πρόκληση πρέπει να συµπεριλαµβάνεται στο 
µήνυµα του πρώτου ή του τρίτου βήµατος και αντίστοιχα η απόκριση επιστρέφεται µέσω του 
µηνύµατος του δεύτερου ή του τέταρτου βήµατος. Επιπλέον, προβλέπεται και η περίπτωση 
όπου η διαδικασία της πρόκλησης/απόκρισης εκτελείται για έναν αριθµό επαναλήψεων και 
στη συνέχεια ολοκληρώνεται η επικοινωνία των δύο πλευρών µε την αποστολή της 
απάντησης στο αρχικό αίτηµα. Για να εκφραστούν οι απαιτήσεις και οι προτιµήσεις που 
έχουν να κάνουν µε τις παραµέτρους της διαδικασίας πρόκληση/απόκριση  µπορεί να 
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Προκλήσεις ψηφιακής υπογραφής (signature challenges)   
 
 Μεταξύ των επεκτάσεων που ορίζονται στην WS-Trust για την υποστήριξη µίας 
διαδικασίας πρόκλησης/απόκρισης είναι και η διαδικασία της πρόκλησης ψηφιακής 
υπογραφής. Σε αυτήν την διαδικασία η µία πλευρά (αυτή που θέτει την πρόκληση) ζητάει από 
την απέναντι πλευρά να υπογράψει ψηφιακά ένα συγκεκριµένο σύνολο δεδοµένων. Το 
στοιχείο που εκφράζει την πρόκληση είναι το SignChallenge που έχει την ακόλουθη µορφή: 
 






      <wst:Challenge ...>...</wst:Challenge>  
</wst:SignChallenge> 
Το στοιχείο SignChallenge/Challenge περιέχει το σύνολο των δεδοµένων που πρέπει να 
υπογραφούν ψηφιακά από τον αποδέκτη της πρόκλησης. Όταν ο αποδέκτης της πρόκλησης 
λάβει, επεξεργαστεί την πρόκληση και υπογράψει ψηφιακά τα δεδοµένα στέλνει µία 
απόκριση που περιλαµβάνει ένα στοιχείο wst:SignChallengeResponse και τα υπογεγραµµένα 
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      <wst:Challenge ...>...</wst:Challenge> 
</wst:SignChallengeResponse>  ο στοιχείο wst:SignChallengeResponse περιέχει µέσα στο στοιχείο wst:Challenge την 
ρόκληση όπως λήφθηκε. Η υπογραφή των δεδοµένων περιέχεται σε ένα security header 
lock εντός του SOAP µηνύµατος που µεταφέρει την απόκριση. Να αναφερθεί ότι τόσο τα 
τοιχεία τύπου wst:SignChallenge όσο και τα αντίστοιχα wst:SignChallengeResponse 
µφωλεύονται σε στοιχεία wst:RequestSecurityTokenResponse.  
Σε αυτό το σηµείο θα δοθεί ένα παράδειγµα που παρουσιάζει το σύνολο των 
ηνυµάτων που συνθέτουν ένα ολοκληρωµένο σενάριο ανταλλαγής µηνυµάτων µεταξύ µίας 
ντότητας που αιτεί την έκδοση ενός security token και του security token service. Αυτή η 
νταλλαγή περιλαµβάνει µία πρόκλησης ψηφιακής υπογραφής. Την ανταλλαγή συνθέτουν 
έσσερα µηνύµατα που φαίνονται παρακάτω: 
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<S11:Envelope xmlns:S11="..." xmlns:wsse="..." xmlns:wsu="..." xmlns:wst="...">  
      <S11:Header>  
            ...  
            <wsse:Security>  
                  <wsse:BinarySecurityToken wsu:Id="reqToken" ValueType="...X509v3">  
                         MIIEZzCCA9CgAwIBAgIQEmtJZc0...  
                  </wsse:BinarySecurityToken>  
                  <ds:Signature xmlns:ds="...">  
                         ...  
                        <ds:KeyInfo>           
                              <wsse:SecurityTokenReference>  
                                    <wsse:Reference URI="#reqToken"/>  
                              </wsse:SecurityTokenReference>  
                        </ds:KeyInfo>  
                  </ds:Signature>  
            </wsse:Security>  
            ...  
      </S11:Header>  
      <S11:Body>  
            <wst:RequestSecurityToken>  
                  <wst:TokenType>  
                        http://example.org/mySpecialToken  
                  </wst:TokenType>  
                  <wst:RequestType>  
                        http://schemas.xmlsoap.org/ws/2005/02/trust/Issue  
                  </wst:RequestType>  
            </wst:RequestSecurityToken>  





   
(α)
Σε αυτό το µήνυµα περιέχεται ένα αίτηµα για έκδοση ενός custom token (το αίτηµα 
εκφράζεται µέσω του στοιχείου RequestSecurityToken που βρίσκεται εντός του Body του 
SOAP µηνύµατος κάτι το οποίο φαίνεται στο (γ)). Επιπλέον, το αίτηµα είναι ψηφιακά 
υπογεγραµµένο και η ψηφιακή υπογραφή περιέχεται σε ένα security header block όπως 
επιβάλλει η WS-Security (κάτι που φαίνεται στο (β)) µε το X.509 certificate του requestor 
(που φαίνεται στο (α)).   
 Στη συνέχεια το security token service αντί να εκδόσει το ζητούµενο token αρχίζει µία 













 - 77 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7






















































08/12/2017 2 <S11:Envelope xmlns:S11="..." xmlns:wsse="..." xmlns:wsu="..." xmlns:wst="..."> 
      <S11:Header>  
             ...  
            <wsse:Security>  
                  <wsse:BinarySecurityToken wsu:Id="issuerToken" 
ValueType="...X509v3">  
                        DFJHuedsujfnrnv45JZc0...  
                  </wsse:BinarySecurityToken>  
                  <ds:Signature xmlns:ds="...">  
                         ...  
                  </ds:Signature>  
            </wsse:Security>  
            ...  
      </S11:Header>  
      <S11:Body>  
            <wst:RequestSecurityTokenResponse>  
                  <wst:SignChallenge>  
                        <wst:Challenge>Huehf...</wst:Challenge>  
                  </wst:SignChallenge>  
            </wst:RequestSecurityTokenResponse>  





(α) υτό το µήνυµα περιλαµβάνει την πρόκληση (βλέπε το (γ)) που εκδίδει το security token 
ervice και µάλιστα αυτή έχει υπογραφεί ψηφιακά (η υπογραφή φαίνεται στο (β)) µε το 
.509 certificate της αρχής (που φαίνεται στο (α)). Το στοιχείο Challenge περιέχει τα 
εδοµένα που ζητείται να υπογραφούν από τον αποδέκτη της πρόκλησης.  
Στο επόµενο βήµα ο requestor υπογράφει κατά απαίτηση τα δεδοµένα που 
ροσδιορίζονται στην πρόκληση και στέλνει την απόκριση που φαίνεται στο ακόλουθο 
ήνυµα:  
<S11:Envelope xmlns:S11="..." xmlns:wsse="..." xmlns:wsu="..." 
xmlns:wst="...">  
      <S11:Header>  
           ...  
           <wsse:Security>  
                 <wsse:BinarySecurityToken wsu:Id="reqToken"             
                   ValueType="...X509v3">  
                       MIIEZzCCA9CgAwIBAgIQEmtJZc0...  
                 </wsse:BinarySecurityToken>  
                 <ds:Signature xmlns:ds="...">  
                       ...  
                 </ds:Signature>  
           </wsse:Security>  
           ...  
      </S11:Header>  
      <S11:Body>  
           <wst:RequestSecurityTokenResponse>  
                 <wst:SignChallengeResponse>  
                       <wst:Challenge>Huehf...</wst:Challenge>  - 78 -
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                 </wst:SignChallengeResponse>  
           </wst:RequestSecurityTokenResponse>  
      </S11:Body>  
</S11:Envelope>  
Τέλος, το security token service λαµβάνοντας την απόκριση προχωράει στον έλεγχο της 
εγκυρότητάς της και αφού την αποδεχτεί εκδίδει το ζητούµενο token και επιπροσθέτως το 
αντίστοιχο proof-of-possession token. Αυτό το µήνυµα που ολοκληρώνει αυτό το σενάριο 

































<S11:Envelope xmlns:S11="..." xmlns:wsse="..." xmlns:wsu="..." xmlns:wst="..." 
xmlns:xenc="...">  
      <S11:Header>  
            ...  
            <wsse:Security>  
                  <wsse:BinarySecurityToken wsu:Id="issuerToken" 
ValueType="...X509v3">  
                        DFJHuedsujfnrnv45JZc0...  
                  </wsse:BinarySecurityToken>  
                  <ds:Signature xmlns:ds="...">  
                        ...  
                  </ds:Signature>  
            </wsse:Security>  
            ...  
      </S11:Header>  
      <S11:Body>  
            <wst:RequestSecurityTokenResponse>  
                  <wst:RequestedSecurityToken>  
                        <xyz:CustomToken xmlns:xyz="...">  
                               ...  
                        </xyz:CustomToken>  
                  </wst:RequestedSecurityToken>  
                  <wst:RequestedProofToken>  
                        <xenc:EncryptedKey Id="newProof">  
                              ...  
                        </xenc:EncryptedKey>  
                  </wst:RequestedProofToken>  
            </wst:RequestSecurityTokenResponse>  










Το ζητούµενο token που εκδίδεται κατά απαίτηση από το security token service εµφωλεύεται 
στο στοιχείο RequestedSecurityTokenResponse/RequstedSecurityToken όπως φαίνεται στο 
(β1). Επίσης, στο RequestedSecurityTokenResponse παρατίθεται κρυπτογραφηµένο µε το 
δηµόσιο κλειδί του requestor το proof-of-possession token. Αυτό φαίνεται στο (β2). 
Επιπλέον, αξίζει να παρατηρηθεί ότι µε χρήση του  X.509 certificate του security token 
service έχει υπογραφεί ψηφιακά το εκδοθέν token (βλέπε (α)). 
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Μερικές ακόµα επεκτάσεις 
 
 Πέρα από τον ορισµό της διαδικασίας της πρόκλησης/απόκρισης που εφαρµόζεται 
µέσω της WS-Trust σε ένα web service περιβάλλον προδιαγράφονται και κάποιες επιπλέον 
επεκτάσεις στo βασικό security token service framework. Έτσι, σε µερικές περιπτώσεις 
θεωρείται απαραίτητο να παρέχεται ένα key exchange token (KET) το οποίο µπορεί να 
προσφέρει την εντροπία ή το υλικό που µπορεί να χρησιµοποιηθεί για την παραγωγή ενός 
κλειδιού. Τα στοιχεία που ορίζονται από την WS-Trust για να εκφράσουν την επιθυµία για 
την αποστολή ενός KET και για να εφοδιάσουν µε ένα KET είναι το wst:RequestKET και το 
wst:KeyExchangeToken αντίστοιχα. Αυτά τα στοιχεία µπορούµε να τα συναντήσουµε εντός 
ενός RST ή ενός RSTR. Στην περίπτωση παρουσίας ενός εκ των δύο στοιχείων εντός ενός 
RST ή ενός RSTR το στοιχείο RequestType περιέχει το URI “http://schemas.xmlsoap.org/ws/ 
2005/02/trust/KET”.  
 Μερικές φορές το αίτηµα για έκδοση ενός security token το εκφράζει µία τρίτη 
οντότητα εκ µέρους του πραγµατικού requestor. Σε αυτήν την περίπτωση γίνεται χρήση 
κάποιων παραµέτρων (που αναφέρονται ως on-behalf-of parameters) µε τις οποίες 
προδιορίζεται ο πραγµατικός (ή καλύτερα ο αρχικός) requestor. Πιο συγκεκριµένα, µέσα σε 
ένα στοιχείο RequestSecurityToken µπορούν να προστεθούν τα στοιχεία wst:OnBehalfOf και  
wst:Issuer. Το στοιχείο wst:OnBehalfOf  δηλώνει ότι το αίτηµα γίνεται εκ µέρους της 
οντότητας που προσδιορίζεται από το token που βρίσκεται εντός του στοιχείου 
wst:OnBehalfOf/ SecurityTokenReference ή εναλλακτικά εντός του στοιχείου 
wst:OnBehalfOf/EndpointReference. Το στοιχείο wst:Issuer προσδιορίζει τον εκδότη του 
token που προαναφέρθηκε.   
 Επιπροσθέτως, ορίζονται επεκτάσεις για το στοιχείο wst:RequestSecurityToken έτσι 
ώστε να µπορεί η ενδιαφερόµενη οντότητα να ζητάει συγκεκριµένους τύπους κλειδιών και 
αλγορίθµων  και να προσδιορίζει παραµέτρους που σχετίζονται µε αυτά. Εποµένως, έχουµε 



























08/12/2017 2<wst:RequestSecurityToken>  
      <wst:TokenType>...</wst:TokenType>  
      <wst:RequestType>...</wst:RequestType>  
      ...  
      <wst:AuthenticationType>...</wst:AuthenticationType>  
      <wst:KeyType>...</wst:KeyType>  
      <wst:KeySize>...</wst:KeySize>  
      <wst:SignatureAlgorithm>...</wst:SignatureAlgorithm>  
      <wst:EncryptionAlgorithm>...</wst:EncryptionAlgorithm>  
      <wst:CanonicalizationAlgorithm>...</wst:CanonicalizationAlgorithm> 
      <wst:ComputedKeyAlgorithm>...</wst:ComputedKeyAlgorithm>  
      <wst:Encryption>...</wst:Encryption>  
      <wst:ProofEncryption>...</wst:ProofEncryption>  
      <wst:UseKey Sig=...>...</wst:UseKey>  
      <wst:SignWith>...</wst:SignWith>  
      <wst:EncryptWith>...</wst:EncryptWith>  
</wst:RequestSecurityToken>  - 80 -
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Σενάριο χρήσης WS-Trust 
  
Ολοκληρώνοντας την αναφορά στην WS-Trust δίνεται ένα σενάριο στο οποίο γίνεται 
φανερή η ανάγκη για χρήση αυτής τηςWS-* προδιαγραφής. Στο παρακάτω σχήµα φαίνονται 
οι εµπλεκόµενες οντότητες για το σενάριο: 
 
   
 
    
     Service 
WS-Sec 
SOAP 
    
       STS 
    Client/ 
  Requestor 
WS-Sec 
SOAP  
    










  WS-Trust 
    request 
 













Σε αυτό το σενάριο έχουν γίνει οι ακόλουθες παραδοχές: 
 
• Ο αιτών/πελάτης “καταλαβαίνει” µόνο τα X.509 certificates. Χρησιµοποιεί XML 
Signature για να προστατέψει την ακεραιότητα των εξερχόµενων SOAP µηνυµάτων. 
• Το Web service “καταλαβαίνει” και αποδέχεται µόνο SAML assertions. ∆ηλαδή κάνει 
δεκτά µόνο SAML authentication assertions µέσω των εισερχόµενων SOAP 
µηνυµάτων. 
• ∆εν υπάρχει κάποια µορφή direct trust µεταξύ του service και του πελάτη. 
• Ο πελάτης δεν είναι υποχρεωµένος να είναι συµβατός µε την προτίµηση/απαίτηση του 
service για αποστολή SAML assertions. 
 
Σε αυτήν την περίπτωση, µε δεδοµένη την τελευταία υπόθεση, πρέπει µε κάποιον τρόπο να 
γίνει αντιστοίχηση µεταξύ του παρεχόµενου από τον πελάτη X.509 certificate και ενός 
SAML assertion (έχουµε δηλαδή µία περίπτωση token acquisition). Αυτή η αντιστοίχηση 
µπορεί να γίνει µόνο µέσω ενός STS. Ένα θέµα που προκύπτει είναι ποιος θα κάνει το αίτηµα 
για ανταλλαγή του X.509 certificate µε ένα SAML assertion προς το STS. Μία περίπτωση θα 
ήταν να εκδηλώνεται  το αίτηµα από το service µόλις λάµβανε το εισερχόµενο SOAP  
µήνυµα. Εναλλακτικά, υπάρχει η δυνατότητα το αίτηµα να εκδηλώνεται από το gateway και 
στο service να προωθείται το κάθε SOAP µήνυµα στην αναµενόµενη µορφή (δηλαδή µε ένα 
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SAML assertion). Αυτήν την περίπτωση επιλέγουµε σε αυτό το σενάριο. Στην ουσία η 
εργασία που εκτελεί το gateway συνοψίζεται στα παρακάτω βήµατα: 
 
• όταν λαµβάνει το SOAP µήνυµα που έχει ως αποστολέα έναν πελάτη εντοπίζει σε 
αυτό το X.509 certificate και αναγνωρίζει ότι πρέπει να το αντιστοιχήσει σε ένα 
SAML assertion, 
• στέλνει το απαραίτητο αίτηµα προς το STS µε το οποίο συνεργάζεται το service, 
• όταν λαµβάνει την ζητούµενη απόκριση από το STS αντικαθιστά το X.509 certificate 
στο αρχικό SOAP µήνυµα µε το ληφθέν SAML assertion, 
• προωθεί το τροποποιηµένο SOAP µήνυµα στο service.    
 
Στη συνέχεια θα παραθέσω τα µηνύµατα που αποτελούν την ροή µηνυµάτων του σεναρίου. 
Αρχικά, ο πελάτης στέλνει προς το service ένα request. Σε αυτό το µήνυµα µπορούµε να 






























 <ws:BinarySecurityToken id="X509token" ValueType="X.509">  
  sdfOIDFKLSoidefsdflk …  
 </ws:BinarySecurityToken>  
 <ds:Signature>  
  <ds:Reference> 
   <ds:Ref URI="#PO"/> 
  </ds:Reference>  
  <ds:SignatureValue> 
   akjsdflaksf 
  </ds:SignatureValue>  
  <ds:KeyInfo>  
   <ws:BinarySecurityTokenReference URI="#X509token"/>  











Ακολούθως, το gateway λαµβάνει το request του πελάτη και στέλνει προς το STS ένα WS-
Trust Token Exchange Request. Σε αυτό το σηµείο πρέπει να σηµειωθεί ότι θεωρούµε ότι το 
gateway έχει επαληθεύσει την εγκυρότητα της ψηφιακής υπογραφής προτού έρθει σε 
επικοινωνία µε το STS. Επίσης, το gateway πρέπει να αποδείξει την ταυτότητά του στο STS 
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  <wst:TokenType>SAML</TokenType> 
  <wst:RequestType>ReqExchange</RequestType>
  <wst:OnBehalfOf> 
   <ws:BinarySecurityToken id="originaltoken" 
    ValueType="X.509> 
   sdfOIDFKLSoidefsdflk … 
   </ws:BinarySecurityToken>  
  </wst:OnBehalfOf> 
 </wst:RequestSecurityToken> 
</soap:Body> 
</soap:Envelope> ο στοιχείο wst:OnBehalfOf  δηλώνει ότι το αίτηµα γίνεται εκ µέρους µίας τρίτης οντότητας. 
πίσης, το στοιχείο TokenType προσδιορίζει ότι ζητείται ως response ένα SAML assertion. 
τη συνέχεια, το STS αφότου επεξεργαστεί το αίτηµα και επαληθεύσει την ταυτότητα του 




  <wst:TokenType>SAML</TokenType> 
   <wst:RequestedSecurityToken> 
    <saml:Assertion AssertionID="2se8e/vaskfsdif=" 
     Issuer="www.sts.com" 
     IssueInstant="2002-06-19T16:58:33.173Z"> 
     <saml:Conditions NotBefore="2002-06-19T16:53:33.173Z" 
      NotOnOrAfter="2002-06-19T17:08:33.173Z"/> 
     <saml:AuthenticationStatement AuthenticationMethod=  
     "urn:oasis:names:tc:SAML:1.0:am:X.509" 
      AuthenticationInstant="2002-06-19T16:57:30.000Z">
      <saml:Subject> 
       ...converted client identifier... 
      </saml:Subject> 
    </saml:AuthenticationStatement> 
    <ds:Signature><-- calculated by STS --></ds:Signature> 
   </saml:Assertion> 
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Το gateway λαµβάνει την απόκριση και αντικαθιστά στο αρχικό request του πελάτη το 
security header block που περιλάµβανε το X.509 certificate µε ένα security header block που 





































   <ws:Security> 
 <saml:Assertion 
  AssertionID="2se8e/vaskfsdif=“ Issuer="www.sts.com" 
  IssueInstant="2002-06-19T16:58:33.173Z"> 
  <saml:Conditions 
   NotBefore="2002-06-19T16:53:33.173Z" 
   NotOnOrAfter="2002-06-19T17:08:33.173Z"/> 
   <saml:AuthenticationStatement AuthenticationMethod=    
  "urn:oasis:names:tc:SAML:1.0:am:X.509" 
    AuthenticationInstant="2002-06-19T16:57:30.000Z"> 
    <saml:Subject> 
     <saml:NameIdentifier>Client</saml:NameIdentifier> 
     <saml:SubjectConfirmation> 
      <saml:ConfirmationMethod> 
          urn:oasis:names:tc:SAML:1.0:cm:sender-vouches 
      </saml:ConfirmationMethod> 
     </saml:SubjectConfirmation> 
    </saml:Subject> 
   </saml:AuthenticationStatement> 
   <ds:Signature><-- calculated by STS --></ds:Signature> 
 </saml:Assertion> 
   </ws:Security> 
</soap:Header> 
<soap:Body> 





Αξίζει να σηµειωθεί ότι σε αυτό το µήνυµα το στοιχείο ConfirmationMethod προσδιορίζει ότι 
χρησιµοποιείται η µέθοδος sender-vouches το οποίο σηµαίνει ότι ο τελικός αποστολέας του 
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3.7 XML Key Management Specification 2.0 
(XKMS 2.0) & Public Key Infrastructure(PKI) 
 
Σύµφωνα µε τα όσα έχουµε µελετήσει µέχρι αυτό το σηµείο, έχουµε διαπιστώσει την 
σπουδαιότητα της εφαρµογής των XML Signatures και της XML Encryption που παρέχει τις 
υπηρεσίες της ακεραιότητας και της εµπιστευτικότητας των δεδοµένων. Βασική προϋπόθεση 
για την εφαρµογή αυτών των τεχνολογιών ασφαλείας αποτελεί η γνώση στην πλευρά του 
αποστολέα του δηµοσίου κλειδιού του παραλήπτη. Σε ένα κλειστό περιβάλλον στο οποίο 
έχουµε επικοινωνία µεταξύ λίγων οντοτήτων η ανάκτηση και η διαχείριση των δηµοσίων 
κλειδιών είναι ένα απλό ζήτηµα. Όµως, όταν µας ενδιαφέρουν µεγάλα και ανοιχτά 
περιβάλλοντα προκύπτει η ανάγκη για ύπαρξη µίας υποδοµής που θα υποστηρίζει λειτουργίες 
που σχετίζονται µε την τεχνολογία του δηµόσιου κλειδιού. Αν και η PKI (Υποδοµή ∆ηµοσίου 
Κλειδιού) προτείνει ένα αποτελεσµατικό µοντέλο που δίνει τις προϋποθέσεις ασφαλούς 
ανταλλαγής και διαχείρισης κλειδιών, παρουσιάζει επίσης το µειονέκτηµα  να κρίνεται πολύ 
απαιτητική από τεχνικής πλευράς για ευρεία εξάπλωση και χρήση. Η XKMS 2.0 προσπαθεί 
να κάνει ευκολότερη την εφαρµογή της υποδοµή του δηµοσίου κλειδιού στον Παγκόσµιο 
Ιστό και στις υπηρεσίες του.  
Παραδοσιακά, οι κοινές λειτουργίες της PKI (διαχείριση πιστοποιητικών δηµοσίου 
κλειδιού, προσαρµογή σε τοπικά δεδοµένα, προσπέλαση και λειτουργίες τεκµηρίωσης - 
validation) είναι δύσκολο να ενσωµατωθούν σε ήδη υπάρχουσες εφαρµογές επειδή 
προσθέτουν επιπλέον προσπάθεια και θα πρέπει να κωδικοποιηθούν για δεδοµένη υποδοµή 
PKI. Η XKMS 2.0 βελτιώνει την εφαρµογή της υποδοµής PKI αναθέτοντας αυτές τις 
λειτουργίες σε ένα εξυπηρετητή µε πρωτόκολλα χαµηλού overhead. Ταυτόχρονα, είναι 
αρκετά ανοιχτή για να χρησιµοποιηθεί µε οποιαδήποτε µορφή δηµόσιου πιστοποιητικού. 
Στην ουσία µπορούµε να πούµε ότι η XKMS λειτουργεί ως ένα Web service που προσφέρει 
µία διεπαφή προς µία PKI όπως φαίνεται στο παρακάτω σχήµα. 
 
   
 XKMS Web  
     service 
     PKI Εφαρµογή   
   πελάτη  
 
Με αυτόν τον τρόπο η πολυπλοκότητα της διαχείρισης µέσω PKI µετατοπίζεται από την 
εφαρµογή κάποιου πελάτη στο XKMS service. 
 Το XKMS πρωτόκολλο ορίζει έναν µηχανισµό request/response και αποτελείται από 
δύο επιµέρους πρωτόκολλα: το XML Key Information Service Specification (X-KISS) και το 
XML Key Registration Service Specification (X-KRSS). Προτού γίνει η παρουσίαση των X-
KISS και X-KRSS πρέπει να προηγηθεί µία σύντοµη αναφορά στα µηνύµατα που ορίζει η 
XKMS. Όλα τα XKMS µηνύµατα ακολουθούν το schema του abstract τύπου 
MessageAbstractType ο οποίος περιέχει τα ακόλουθα elements και attributes: ds:Signature, 
MessageExtension, OpaqueClientData, Id, Service, Nonce. Από εκεί και πέρα όλοι οι 
επιµέρους τύποι XKMS µηνυµάτων που ορίζονται κληρονοµούν τα χαρακτηριστικά αυτού 
του τύπου. Στο ακόλουθο σχήµα καταγράφονται όλοι οι τύποι µηνυµάτων που ορίζονται στην 
XKMS. Με τα βέλη προσδιορίζεται η ιεραρχία.. Για παράδειγµα, ο τύπος StatusResultType 
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                                RequestAbstractType              ResultType 
 
 
StatusRequestType                        StatusResultType 
                            CompoundRequestType                CompoundResultType 
                            
    LocateRequestType         LocateResultType 
ValidateRequestType         ValidateResultType 
 
RegisterRequestType         RegisterResultType 
ReissueRequestType         ReissueResultType 
RevokeRequestType         RevokeResultType 
RecoverRequestType          RecoverResultType 
X-KRSS 
X-KISS 
 Το XKMS πρωτόκολλο ορίζει τρεις τύπους αιτήσεων:  
 
• X-KISS request: µπορεί να είναι είτε locate request είτε validate request όπως αυτά 
ορίζονται στην XML Key Information Service Specification, 
• X-KRSS request: µπορεί να είναι register, revoke ή recover request όπως αυτά 
ορίζονται στην  XML Key Registration Service Specification, 
• Compound request: ένα τέτοιο request αποτελείται από ένα σύνολο X-KISS και X-
KRSS requests. 
 
Τα request µηνύµατα ακολουθούν το schema που ορίζει ο abstract τύπος 
RequestAbstractType. Ο RequestAbstractType κληρονοµεί όλα τα elements και attributes του 
MessageAbstractType και επιπροσθέτως περιέχει τα ακόλουθα elements και attributes: 
 
• ResponseMechanism: είναι προαιρετικό στοιχείο µε το οποίο ο αιτών προσδιορίζει 
τους µηχανισµούς σε επίπεδο πρωτοκόλλου που υποστηρίζει. Πιο συγκεκριµένα, µε 
το “http://www.w3.org/2002/03/xkms#Pending” δηλώνεται ότι ο αιτών έχει τη 
δυνατότητα να δεχτεί την απόκριση στο αίτηµά του µέσω µίας ασύγχρονης 
επεξεργασίας2 (asynchronous processing). Με το “http://www.w3.org/2002/03/xkms# 
Represent” ο αιτών δηλώνει ότι µπορεί να δεχτεί την απόκριση µε χρήση ενός 
πρωτοκόλλου δύο φάσεων3. Με το “http://www.w3.org/2002/03/xkms# 
                                                 
2 Όταν εφαρµόζεται η ασύγχρονη επεξεργασία το service έχει τη δυνατότητα να µην ικανοποιήσει το 
αίτηµα µε την αποστολή ενός και µόνο µηνύµατος απόκρισης αλλά στέλνοντας το πρώτο µήνυµα 
απόκρισης ενηµερώνει παράλληλα τον πελάτη ότι θα επακολουθήσουν και άλλα response µηνύµατα. 
Σε αντίθεση µε αυτό του είδος επεξεργασίας, η XKMS ορίζει και την σύγχρονη επεξεργασία κατά την 
οποία το service είναι υποχρεωµένο να ικανοποιήσει το αίτηµα του πελάτη µε την αποστολή ενός 
ακριβώς µηνύµατος απόκρισης. 
 
3 Στο two-phase request protocol το service έχει το δικαίωµα να αποκριθεί στο αρχικό αίτηµα µε ένα 
µήνυµα που περιέχει ένα nonce. Στο επόµενο βήµα ο αιτών πρέπει να στείλει ξανά το αρχικό αίτηµα 
περιλαµβάνοντας το nonce στο request µήνυµα. Αυτή η διαδικασία ακολουθείται έτσι ώστε να 
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RequestSignatureValue” ο αιτών γνωστοποιεί στο service ότι µπορεί να δεχτεί µία 
απόκριση που περιέχει κάποιο στοιχείο <RequestSignatureValue>. 
• RespondWith: είναι προαιρετικό στοιχείο µε το οποίο ο αιτών δηλώνει τον τύπο των 
δεδοµένων που αναµένει να λάβει µέσω της απόκρισης. Οι πιθανές τιµές του 
στοιχείου RespondWith (οι οποίες είναι τύπου anyURI) είναι οι ακόλουθες: 
 
9 KeyName: ο αιτών αναµένει να περιλαµβάνεται στην απόκριση ένα KeyInfo/ 
KeyName στοιχείο το οποίο προσδιορίζει το αναγνωριστικό του κλειδιού για 
το οποίο ενδιαφέρεται ο αιτών. 
9 KeyValue: ο αιτών αναµένει να περιλαµβάνεται στην απόκριση ένα KeyInfo/ 
KeyValue στοιχείο το οποίο περιέχει ένα κλειδί. 
9 X509Cert: ο αιτών αναµένει να περιλαµβάνεται στην απόκριση ένα KeyInfo/ 
X509Data στοιχείο το οποίο περιέχει ή προσδιορίζει το X.509 certificate µε το 
οποίο αυθεντικοποιείται το κλειδί για το οποίο ενδιαφέρεται ο αιτών. 
9 X509Chain: ο αιτών αναµένει να περιλαµβάνεται στην απόκριση ένα KeyInfo/ 
X509Data στοιχείο το οποίο προσδιορίζει ένα σύνολο X.509 certificates που 
χρησιµοποιείται για να αυθεντικοποιηθεί το κλειδί για το οποίο ενδιαφέρεται ο 
αιτών. 
9 X509CRL: ο αιτών αναµένει να περιλαµβάνεται στην απόκριση ένα KeyInfo/ 
X509Data στοιχείο το οποίο προσδιορίζει µία X.509 certificate revocation list 
v2 (Λίστα Ανάκλησης Πιστοποιητικού). 
9 RetrievalMethod: ο αιτών αναµένει να περιλαµβάνεται στην απόκριση ένα 
στοιχείο KeyInfo/RetrievalMethod µε το οποίο προσδιορίζεται από που µπορεί 
να ανακτηθεί το κλειδί για το οποίο ενδιαφέρεται ο αιτών. 
9 PGP: ο αιτών αναµένει να περιλαµβάνεται στην απόκριση ένα στοιχείο 
KeyInfo/PGPData που περιέχει ή προσδιορίζει ένα PGP κλειδί. 
9 PGPWeb: ο αιτών αναµένει να περιλαµβάνεται στην απόκριση ένα στοιχείο 
KeyInfo/PGPData που περιέχει ή προσδιορίζει ένα σύνολο PGP κλειδιών. 
9 SPKI: ο αιτών αναµένει να περιλαµβάνεται στην απόκριση ένα στοιχείο 
KeyInfo/SPKIData που περιέχει ή προσδιορίζει το δηµόσιο κλειδί. 
 
• PendingNotification: µε αυτό το προαιρετικό στοιχείο ο αιτών προσδιορίζει τον 
µηχανισµό που πρέπει να χρησιµοποιήσει το service για να τον ειδοποιήσει ότι 
ολοκληρώθηκε ασύγχρονα ένα αίτηµα που εκκρεµούσε. Μία τέτοια ειδοποίηση 
µπορεί να πραγµατοποιηθεί είτε µέσω SMTP είτε µέσω HTTP.  
• OriginalRequestId: αυτό το προαιρετικό στοιχείο προσδιορίζει το Id του αρχικού 
request στα πλαίσια ενός πρωτοκόλλου που περιλαµβάνει περισσότερα του ενός 
βηµάτα (όπως είναι για παράδειγµα ο µηχανισµός της ασύγχρονης επεξεργασίας ή το 
πρωτοκόλλο δύο φάσεων).  
• ResponseLimit: προσδιορίζει το µέγιστο αριθµό στοιχείων που µπορεί να δεχτεί ο 
αιτών στην αναµενόµενη απόκριση. 
 
Τα µηνύµατα απόκρισης ακολουθούν το σχήµα που ορίζεται από τον abstract τύπο 
ResultType ο οποίος κληρονοµεί τα elements και attributes του MessageAbstractType και 
ορίζει το στοιχείο Result που περιέχει τα στοιχεία RequestSignatureValue, ResultMajor, 
ResultMinor και RequestId. Το ResultMajor  είναι υποχρεωτικό ενώ το ResultMinor είναι 
προαιρετικό. Το προαιρετικό στοιχείο RequestSignatureValue περιέχει την base64 
                                                                                                                                                        
παρέχεται µία µορφή lightweight αυθεντικοποίησης µε σκοπό την προστασία από επιθέσεις τύπου 
denial of service.    
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κωδικοποιηµένη τιµή του περιεχοµένου του στοιχείου ds:Signature/SignatureValue που 
βρίσκεται στο request µήνυµα. Ένα service µπορεί να περιλάβει αυτό το στοιχείο στο 
response µήνυµα στην περίπτωση που οι παρακάτω συνθήκες είναι αληθείς: 
• Το request µήνυµα περιέχει το στοιχείο ds:Signature. 
• Το service έλεγξε µε επιτυχία την εγκυρότητα της ψηφιακής υπογραφής. 
• Το στοιχείο ResponseMechanism στο request µήνυµα περιέχει την τιµή  
“http://www.w3.org/2002/03/xkms# RequestSignatureValue”. 
 
Αν οι παραπάνω συνθήκες δεν είναι όλες αληθείς τότε το service δεν έχει το δικαίωµα να 
περιλάβει το RequestSignatureValue στο response µήνυµα. Τα στοιχεία ResultMajor και  
ResultMinor περιέχουν τους λεγόµενους result codes οι οποίοι είναι τύπου XML anyURI. 
Αυτοί οι κωδικοί δίνουν πληροφορίες σχετικά µε  την κατάσταση της διαδικασίας απόκρισης. 
Για παράδειγµα, ο κωδικός Success δηλώνει ότι η διαδικασία απόκρισης ολοκληρώθηκε 
επιτυχώς από την πλευρά του service ενώ ο κωδικός Pending δηλώνει ότι το request 
επεξεργάστηκε,έγινε αποδεκτό και το service θα αποκριθεί σε αυτό ασύγχρονα.  Το στοιχείο 
RequestId είναι προαιρετικό και προσδιορίζει το Id που  συνδέεται µε το request. Αυτό το 
στοιχείο χρησιµοποιείται από το service για να δηλώσει σε ποιο request αντιστοιχεί το 
response µήνυµα. Ένα µήνυµα απόκρισης περιέχει ένα στοιχείο Result µόνο όταν το service 
δεν µπορεί να απαντήσει µε ένα πιο εξειδικευµένο response µήνυµα.     
Πριν αναφερθούµε στα X-KISS και X-KRSS πρέπει επίσης να παρουσιαστεί η έννοια 
“key binding” που ορίζεται στην XKMS. Ένα key binding αναπαριστά έναν ισχυρισµό 
σύµφωνα µε τον οποίο δηλώνεται η σχέση που υφίσταται µεταξύ ενός ζεύγους  
δηµοσίου/ιδιωτικού κλειδιού και κάποιων δεδοµένων. Μεταξύ αυτών των δεδοµένων είναι  
τα στοιχεία <ds:KeyName>, <ds:KeyValue> και <ds:X509Data> που περιέχει ένα 
<ds:KeyInfo> στοιχείο. Η XKMS ορίζει τέσσερα στοιχεία µε τα οποία είτε µπορούµε να 
προσδιορίσουµε ένα στιγµιότυπο key binding είτε να δηλώσουµε το αίτηµά µας για την 
εύρεση ή έκδοση/δηµιουργία ενός key binding. Αυτά τα στοιχεία είναι τα ακόλουθα: 
 
• UnverifiedKeyBinding: προσδιορίζει τις παραµέτρους ενός συγκεκριµένου 
στιγµιοτύπου key binding χωρίς να προσδιορίζει την ακριβή κατάστασή του 
δηλαδή αν το key binding έχει τεκµηριωθεί ως έγκυρο, µη έγκυρο ή  είναι 
απροσδιόριστη η κατάσταση). Σε αυτην την περίπτωση απαιτείται να εκετελεστεί 
µία διαδικασία τεκµηρίωσης (validation) του key binding. 
• KeyBinding: προσδιορίζει τις παραµέτρους ενός συγκεκριµένου στιγµιοτύπου key 
binding. Η διαφορά µε το UnverifiedKeyBinding είναι ότι το KeyBinding 
αναφέρεται σε ένα key binding το οποίο είναι validated από  µία έµπιστη οντότητα 
µε βάση µία συγκεκριµένη πολιτική ασφαλείας. 
• QueryKeyBinding: µε ένα τέτοιο στοιχείο καθορίζεται το πρότυπο (template) που 
πρέπει να χρησιµοποιηθεί για να εκφραστεί το αίτηµα για ανάκτηση ενός key 
binding που πληρεί κάποια κριτήρια.   
• PrototypeKeyBinding: καθορίζει το πρότυπο που πρέπει να χρησιµοποιηθεί για να 
εκφραστούν οι απαιτήσεις που αφορούν τις παραµέτρους ενός key binding. Οι 
παράµετροι ενός key binding πρέπει να είναι σύµφωνες µε τις προσδιοριζόµενες  
απαιτήσεις έτσι ώστε να είναι δυνατή η καταχώρηση αυτού του key binding. 
 
Τα προαναφερθέντα στοιχεία προκύπτουν από τον abstract type KeyBindingAbstractType ο 
οποίος περιέχει προαιρετικά ένα attribute Id, ένα στοιχείο ds:KeyInfo, από µηδέν ως και τρία 
στοιχεία KeyUsage και ένα στοιχείο UseKeyWith. Το attribute Id προσδιορίζει το 
αναγνωριστικό του key binding. Το στοιχείο ds:KeyInfo περιέχει τις πληροφορίες οι οποίες 
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σχετίζονται µε το key binding. Το στοιχείο KeyUsage προσδιορίζει τον σκοπό για τον οποίο 
µπορεί να χρησιµοποιηθεί το κλειδί (encryption, signature, exchange).  
 
 
XML Key Information Service Specification(X-KISS) 
 
 Το X-KISS πρωτόκολλο ορίζει και υποστηρίζει τα services locate και validate. Και τα 
δύο services παρέχουν τον µηχανισµό µε τον οποίο πραγµατοποιείται η διανοµή των 
κλειδιών. Με χρήση του X-KISS ο πελάτης αιτεί για ένα key binding και το XKMS service 
αποκρίνεται κατάλληλα.  ∆ηλαδή ο πελάτης µπορεί να ζητήσει είτε ένα δηµόσιο κλειδί είτε 
πληροφορίες που σχετίζονται µε ένα δηµόσιο κλειδί. Το X-KISS δίνει την δυνατότητα στον 
πελάτη να εξουσιοδοτήσει ένα XKMS service να εκτελέσει όλες τις ενέργειες που 
απαιτούνται για την επεξεργασία των στοιχείων ds:KeyInfo που περιέχονται σε XML 
ψηφιακές υπογραφές. Τα services locate και validate προσφέρουν την ίδια λειτουργία µε τη 
µόνη διαφορά ότι το locate service µπορεί να αποκριθεί µε πληροφορίες των οποίων η 
εγκυρότητα δεν έχει επιβεβαιωθεί σε αντίθεση µε το validate service το οποίο πάντα 
επιστρέφει πληροφορίες των οποίων το επίπεδο εµπιστοσύνης έχει ελεγχθεί µε βάση µία trust 
policy. Στο ακόλουθο σχήµα βλέπουµε την αλληλεπίδραση µεταξύ ενός πελάτη, ενός XKMS 
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       PKI       
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Το locate service λειτουργεί ως µία υπηρεσία καταλόγου. Ο αιτών ζητάει από το locate 
service πληροφορίες που συνδεόνται µε ένα συγκεκριµένο δηµόσιο κλειδί. Πιο 
συγκεκριµένα, ο αιτών στέλνει ένα locate request µέσα από το οποίο εκφράζει το αίτηµά του. 
Ένα τέτοιο µήνυµα αποτελείται από ένα στοιχείο LocateRequest το οποίο είναι τύπου 
LocateRequestType. Το LocateRequestType κληρονοµεί όλα τα elements και attributes του    
RequestAbstractType. Κάθε στοιχείο LocateRequest περιέχει οπωσδήποτε ένα στοιχείο 
QueryKeyBinding. Από την άλλη πλευρά, το locate service επεξεργάζεται το αίτηµα και 
αποκρίνεται µε ένα locate response µήνυµα. Ένα τέτοιο µήνυµα αποτελείται από ένα στοιχείο 
LocateResult το οποίο είναι τύπου LocateResultType. Το LocateResultType κληρονοµεί τα 
elements και attributes του ResultType. Το στοιχείο LocateResult περιέχει έναν οποιοδήποτε 
αριθµό στοιχείων UnverifiedKeyBinding. Στην περίπτωση που το αίτηµα δεν µπορεί να 
ικανοποιηθεί διότι το locate service δεν µπορεί να βρει κάποιο key binding µε τα 
απαιτούµενα κριτήρια τότε δεν περιλαµβάνεται στο µήνυµα κάποιο στοιχείο KeyBinding και 
επιπλέον το result code παίρνει την τιµή “NoMatch”. Σε αυτό το σηµείο παραθέτω ένα 
παράδειγµα χρήσης του X-KISS πρωτοκόλλου. Έστω ότι ένα Web service λαµβάνει ένα 
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ψηφιακά υπογεγραµµένο αρχείο στο οποίο προσδιορίζεται ένα X.509 v3 certificate. Έστω ότι 
ο παραλήπτης (το Web service δηλαδή) δεν έχει τη δυνατότητα να επεξεργαστεί ένα τέτοιο 
πιστοποιητικό και εποµένως δεν µπορεί να επεξεργαστεί και τα υπογεγραµµένα δεδοµένα. Σε 
αυτή την περίπτωση θα κάνει χρήση του locate service της XKMS για να ανακτήσει τις 
παραµέτρους του κλειδιού που σχετίζεται µε το συγκεκριµένο X.509 v3 certificate. 
Λαµβάνοντας την απόκριση στο αίτηµα που θέτει, το Web service θα έχει πλέον την 
δυνατότητα να αποκρυπτογραφήσει την ψηφιακή υπογραφή. Παρακάτω φαίνεται το request 
µήνυµα του πελάτη: 
 

















<?xml version=“1.0” encoding=“utf-8”?> 
<LocateRequest xmlns:ds=“…” 
                           Id=“I4593b8d4b6bd9ae7262560b5de1016bc” 
                           Service=“http://test.xmltrustcenter.org/XKMS” 
                           xmlns=“http://www.w3.org/2002/03/xkms#”> 
      <RespondWith>KeyValue</RespondWith>  
      <QueryKeyBinding> 
            <ds:KeyInfo> 
                  <ds:X509Data> 
                        <ds:X509Certificate>MIICAjCCAW…ChzjaFAE</ds:X509Certificate> 
                  </ds:X509Data> 
            </ds:KeyInfo> 
            <KeyUsage>Signature</KeyUsage> 
       </QueryKeyBinding> 
</LocateRequest> 
Το στοιχείο RespondWith περιέχει την τιµή “KeyValue” προσδιορίζοντας ότι ο αιτών 
επιθυµεί να λάβει το δηµόσιο κλειδί που σχετίζεται µε το X.509 certificate που παραθέτει 
µέσω του στοιχείου QueryKeyBinding/KeyInfo/X509Data/X509Certificate. Σε αυτό το 
µήνυµα αξίζει επίσης να παρατηρήσουµε το attribute Id που είναι το αναγνωριστικό του 
µηνύµατος και το οποίο το XKMS service θα χρησιµοποιήσει για να συνδέσει την απόκριση 
µε το συγκεκριµένο αίτηµα. Ακόµα, το attribute Service δηλώνει το Web service port στο 
οποίο απευθύνεται το request. Το στοιχείο KeyUsage µε την τιµή “Signature” προσδιορίζει 
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08/12/2017 2        <?xml version=“1.0” encoding=“utf-8”?> 
<LocateResult xmlns:ds=“…” 
                        xmlns:xenc=“…” 
                        Id=“I46ee58f131435361d1e51545de10a9aa” 
                        Service=“http://test.xmltrustcenter.org/XKMS”  
                        ResultMajor=“Success” 
                        RequestId=“I4593b8d4b6bd9ae7262560b5de1016bc” 
                        xmlns=“…”> 
 
      <UnverifiedKeyBinding Id=“I36b45b969a9020dbe1da2cb793016117”> 
            <ds:KeyInfo> 
                  <ds:KeyValue> 
                        <ds:RSAKeyValue> 
                              <ds:Modulus>zvbTdKsTprGhakjhf2adsvi4uw7eh/gvy5g2vsc2gusc…
                                         c7qbjNhw8 
                              </ds:Modulus> 
                              <ds:Exponent>AQAB</ds:Exponent>  
                        </ds:RSAKeyValue> 
                  </ds:KeyValue> 
            <ds:KeyInfo> 
            <KeyUsage>Signature</KeyUsage> 
            <KeyUsage>Encryption</KeyUsage> 
            <KeyUsage>Exchange</KeyUsage> 
      </UnverifiedKeyBinding> 
</LocateResult> υτό το µήνυµα αποτελεί την απόκριση του XKMS locate service στο request µήνυµα  που 
ίδαµε παραπάνω. Το attribute ResultMajor έχει την τιµή “Success” η οποία υποδηλώνει ότι 
ο αίτηµα επεξεργάστηκε και ικανοποιήθηκε επιτυχώς από την πλευρά του locate service. 
αρατηρούµε ότι τo attribute RequestId έχει την ίδια τιµή µε το attribute Id του request 
ηνύµατος. Με αυτόν τον τρόπο δηλώνεται πως το συγκεκριµένο µήνυµα LocateResult  
ποτελεί απόκριση στο µήνυµα LocateRequest που παρουσιάστηκε παραπάνω. Το στοιχείο 
nverifiedKeyBinding µεταφέρει το σηµαντικότερο και ουσιαστικότερο τµήµα της  
πάντησης. Το στοιχείο UnverifiedKeyBinding/KeyInfo/KeyValue/RSAKeyValue       
εριέχει το δηµόσιο κλειδί τύπου RSA. Τα στοιχεία KeyUsage πληροφορούν τον πελάτη 
οιες µπορεί να είναι οι χρήσεις του συγκεκριµένου κλειδιού.  
Το X-KISS validate service παρέχει ότι και το locate service και επιπλέον µπορεί να 
κδόσει ένα assertion το οποίο δηλώνει το status του key binding για ένα συγκεκριµένο 
ηµόσιο κλειδί. Οποιαδήποτε απάντηση δίνεται από ένα validate service περιέχει δεδοµένα τα 
ποία είναι έγκυρα και εποµένως ο αιτών δεν χρειάζεται να προχωρήσει σε περαιτέρω 
λεγχο. Ένα αίτηµα προς ένα validate service εκφράζεται µέσα από ένα µήνυµα που περιέχει 
να στοιχείο ValidateRequest. Το στοιχείο ValidateRequest περιέχει απαραιτήτως ένα 
τοιχείο QueryKeyBinding. Η απάντηση σε ένα τέτοιο request δίνεται µε ένα µήνυµα που 
εριέχει ένα ή περισσότερα στοιχεία KeyBinding. Στην περίπτωση που το αίτηµα δεν µπορεί 
α ικανοποιηθεί διότι το service δεν µπορεί να βρει κάποιο key binding µε τα απαιτούµενα 
ριτήρια τότε δεν περιλαµβάνεται στο µήνυµα κάποιο στοιχείο KeyBinding και επιπλέον το 
esult code παίρνει την τιµή “NoMatch”.  
- 91 -
epository - Library & Information Centre - University of Thessaly
3:37:01 EET - 137.108.70.7
                                                                Κεφάλαιο 3. Τεχνολογίες ασφάλειας των Web Services 
 Όπως προαναφέρθηκε, ένα XKMS validate service θεωρείται αξιόπιστο (trusted 
service) και κατά συνέπεια οι πληροφορίες που παρέχει κατά απαίτηση θεωρούνται και αυτές 
αξιόπιστες. Το ερώτηµα που εύλογα προκύπτει είναι µε ποιον τρόπο αυθεντικοποιούνται προς 
τον κάθε πελάτη/αιτούµενο οι πληροφορίες που προέρχονται από ένα XKMS service. Επί του 
παρόντος, αυτό πραγµατοποιείται µε χρήση X.509 certificates παρόλο που αυτή δεν 
χαρακτηρίζεται ως η βέλτιστη λύση.     
 
XML Key Registration Service Specification (X-KRSS) 
 
 Όπως είδαµε το X-KISS πρωτόκολλο ορίζει τον τρόπο µε τον οποίο µία οντότητα 
µπορεί να ανακτήσει ένα δηµόσιο κλειδί ή πληροφορίες που σχετίζονται µε αυτό. Όµως, ένα 
δηµόσιο κλειδί και το αντίστοιχο key binding πρέπει µε κάποιο τρόπο αρχικά να 
καταχωρηθούν σε µία PKI οντότητα και στη συνέχεια να είναι διαχειρίσιµα. Αυτές τις 
λειτουργίες  (καταχώρηση και διαχείριση) υποστηρίζει το X-KRSS πρωτόκολλο. Το X-KRSS 
πρωτόκολλο ορίζει τις υπηρεσίες register, reissue, revoke και recover. Με χρήση αυτών των 
υπηρεσιών µία εξουσιοδοτηµένη οντότητα µπορεί να καταχωρήσει ένα key binding σε µία 
PKI οντότητα, µπορεί να εισάγει σε µία καταχώρηση πληροφορίες που συνδέονται µε το 
αντίστοιχο key binding, µπορεί να ζητήσει την επανέκδοση (ανανέωση) ενός key binding, 
µπορεί να ζητήσει την ανάκληση ενός key binding και επίσης µπορεί να ζητήσει την 
ανάκαµψη ενός key binding. Σε όλες τις περιπτώσεις το XKMS service αυθεντικοποιεί την 
οντότητα που θέτει το αίτηµα και επιπλεόν στην περίπτωση που το ζευγάρι 
δηµοσίου/ιδιωτικού κλειδιού έχει δηµιουργηθεί από τον αιτούµενο και όχι από το service 
πρέπει ο αιτούµενος να παραθέσει το proof of possession (POP) του ιδιωτικού κλειδιού. 
Πρέπει δηλαδή να αποδείξει ότι είναι ο κάτοχος του ιδιωτικού κλειδιού που αντιστοιχεί στο 




Το πρώτο βήµα στον κύκλο ζωής (life cycle) ενός key binding αποτελεί η δηµιουργία 
του. Μπορούµε να διακρίνουµε δύο περιπτώσεις: την client key generation και την service 
key generation. Στην πρώτη περίπτωση θα πρέπει η οντότητα η οποία δηµιούργησε το 
ζευγάρι δηµοσίου/ιδιωτικού κλειδιού να χρησιµοποιήσει το register service του X-KRSS 
πρωτοκόλλου για να ζητήσει την καταχώρηση του νέου key binding σε έναν PKI provider. 
Επιπλέον, η ίδια οντότητα µε χρήση αυτού του service έχει τη δυνατότητα κατά την διάρκεια 
του κύκλου ζωής του key binding να καταχωρεί νέες πληροφορίες που σχετίζονται µε αυτό. 
Στην περίπτωση του service key generation, το service που δηµιούργησε το ζεύγος κλειδιών 
πρέπει αρχικά να διαθέσει το ζεύγος στον πελάτη και φυσικά να καταχωρήσει το key binding 
σε µία PKI. Από εκεί και πέρα η οντότητα που έχει πλέον στην κατοχή της το ιδιωτικό κλειδί 
του ζεύγους ιδιωτικού/δηµόσιου κλειδιού µπορεί να ζητά την καταχώρηση πληροφοριών που 
σχετίζονται µε το αντίστοιχο key binding µέσω του register service. Ένα αίτηµα για 
καταχώρηση ενός νέου key binding (του νέου δηµοσίου κλειδιού ουσιαστικά) ή ένα αίτηµα 
για καταχώρηση νέων πληροφοριών που αφορούν ένα ήδη καταχωρηµένο key binding 
εκφράζεται µέσω ενός µηνύµατος που περιέχει ένα στοιχείο RegisterRequest. Το στοιχείο 
RegisterRequest περιέχει υποχρεωτικά ένα στοιχείο PrototypeKeyBinding, επίσης 
υποχρεωτικά ένα στοιχείο Authentication και προαιρετικά ένα στοιχείο ProofOfPossession. 
Το στοιχείο PrototypeKeyBinding περιέχει τα στοιχεία που ο αιτών επιθυµεί να 
καταχωρηθούν στο key binding. Ένα σηµαντικό στοιχείο που περιέχει το 
PrototypeKeyBinding είναι το RevocationCodeIdentifier. Αυτό το στοιχείο περιέχει µία MAC 
τιµή που προκύπτει από την εφαρµογή ενός MAC αλγορίθµου (HMAC-SHA1) σε ένα pass 
phrase. Η ύπαρξη αυτού του στοιχείου είναι αναγκαία στην περίπτωση που ο κάτοχος του 
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ιδιωτικού κλειδιού χάσει το ιδιωτικό κλειδί. Σε αυτήν την περίπτωση δεν είναι δυνατή η 
χρήση του ProofOfPossession όµως µε την παράθεση αυτού του  στοιχείου µπορεί να 
αυθεντικοποιηθεί η οντότητα που έχασε το ιδιωτικό κλειδί. Το στοιχείο Authentication 
περιέχει ένα στοιχείο KeyBindingAuthentication το οποίο περιέχει την ψηφιακή υπογραφή 
του PrototypeKeyBinding που προκύπτει µε χρήση ενός  κλειδιού που απέκτησε ο αιτών σε 
προηγούµενη επικοινωνία µε το register service. Το στοιχείο ProofOfPossession περιέχει την 
ψηφιακή υπογραφή του PrototypeKeyBinding που προκύπτει µε χρήση του ιδιωτικού 
κλειδιού που αντιστοιχεί στο δηµόσιο κλειδί στο οποίο αναφέρεται το register request. Με 
λίγα λόγια, ο αιτών υπογράφει ένα τµήµα του µηνύµατος (το PrototypeKeyBinding) µε το 
ιδιωτικό κλειδί για να αποδείξει ότι είναι ο κάτοχος του ζευγαριού δηµοσίου/ιδιωτικού 
κλειδιού που αντιστοιχεί στο key binding µε το οποίο σχετίζεται το αίτηµα. Η απόκριση σε 
ένα αίτηµα τύπου RegisterRequest είναι ένα µήνυµα που περιέχει ένα στοιχείο 
RegisterResult. Το στοιχείο RegisterResult περιέχει ένα σύνολο στοιχείων KeyBinding και 
ένα στοιχείο PrivateKey. Κάθε στοιχείο KeyBinding προσδιορίζει το key binding που 
καταχωρήθηκε επιτυχώς από το service. Το στοιχείο PrivateKey περιέχει κρυπτογραφηµένες 
τις παραµέτρους του ιδιωτικού κλειδιού. Ένα τέτοιο στοιχείο περιλαµβάνεται στην απόκριση 
µόνο στην περίπτωση ενός server generated ζεύγος δηµόσιου/ιδιωτικού κλειδιού.  
Έχοντας παρουσιάσει τα σηµαντικότερα τµήµατα που συνθέτουν τα request και 
response µηνύµατα του XKMS register service µπορούµε να εξετάσουµε ένα παράδειγµα 
όπου µία οντότητα χρησιµοποιεί ένα register service για να καταχωρήσει σε µία PKI ένα 
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<?xml version="1.0" encoding="utf-8"?> 
<RegisterRequest xmlns:ds="http://www.w3.org/2000/09/xmldsig#" 
        xmlns:xenc="http://www.w3.org/2001/04/xmlenc#" 
        Id="I1494ac4351b7de5c174d455b7000e18f" 
        Service="http://www.example.org/XKMS" 
        xmlns="http://www.w3.org/2002/03/xkms#"> 
        <RespondWith>http://www.w3.org/2002/03/xkms#X509Cert</RespondWith> 
        <RespondWith>http://www.w3.org/2002/03/xkms#X509Chain</RespondWith> 
        <PrototypeKeyBinding Id="I269e655567dbae568591c0a06957529e"> 
              <ds:KeyInfo> 
                    <ds:KeyValue> 
                          <ds:RSAKeyValue> 
                                <ds:Modulus>0nIsmR+ ... 20RMvok=</ds:Modulus> 
                                <ds:Exponent>AQAB</ds:Exponent> 
                          </ds:RSAKeyValue> 
                    </ds:KeyValue> 
              </ds:KeyInfo> 
              <KeyUsage>http://www.w3.org/2002/03/xkms#Signature</KeyUsage> 
              <KeyUsage>http://www.w3.org/2002/03/xkms#Encryption</KeyUsage> 
              <KeyUsage>http://www.w3.org/2002/03/xkms#Exchange</KeyUsage> 
              <UseKeyWith Application="urn:ietf:rfc:2459" 
                                      Identifier='C="US" O="Alice Corp" CN="Alice Aardvark"' /> 
              <UseKeyWith Application="urn:ietf:rfc:2633" 
                                      Identifier="alice@example.com" /> 
              <UseKeyWith Application="http://ca.example.com/cps/20030401/class3" 
                                      Identifier="alice@example.com" /> 
              <RevocationCodeIdentifier> 
5AEAai06hFJEkuqyDyqNh8k/u3M= 
              </RevocationCodeIdentifier> 
        </PrototypeKeyBinding> 
        <Authentication> 
              <KeyBindingAuthentication> 
                    <Signature xmlns="http://www.w3.org/2000/09/xmldsig#"> 
                          <SignedInfo> 
                                <CanonicalizationMethod  
                                       Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#" /> 
                                <SignatureMethod  
                                       Algorithm="http://www.w3.org/2000/09/xmldsig#hmac-sha1" /> 
                                <Reference URI="#I269e655567dbae568591c0a06957529e"> 
                                      <Transforms> 
                                          <Transform Algorithm="http://www.w3.org/2001/10/xml-exc-
c14n#" /> 
                                      </Transforms> 
                                      <DigestMethod Algorithm="http://www.w3.org/ 
2000/09/xmldsig#sha1" /> 
                                      <DigestValue>WCbpkifxJ1zIJ+V6/knZgxRhR34= 
                                      </DigestValue> 
                                </Reference> 
                          </SignedInfo> 
                         <SignatureValue>iJSKM+98hj5ae+btC2WjwBYP+/k=</SignatureValue>
                    </Signature> 
              </KeyBindingAuthentication> 
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        <ProofOfPossession> 
              <Signature xmlns="http://www.w3.org/2000/09/xmldsig#"> 
                    <SignedInfo> 
                          <CanonicalizationMethod  
                                Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#" /> 
                          <SignatureMethod Algorithm="http://www.w3.org/2000/09/xmldsig#rsa-
sha1" /> 
                          <Reference URI="#I269e655567dbae568591c0a06957529e"> 
                                <Transforms> 
                                      <Transform Algorithm="http://www.w3.org/2001/10/xml-exc-
c14n#" /> 
                                </Transforms> 
                                <DigestMethod Algorithm="http://www.w3.org/2000/09/ 
xmldsig#sha1" /> 
                                <DigestValue>WCbpkifxJ1zIJ+V6/knZgxRhR34=</DigestValue> 
                          </Reference> 
                    </SignedInfo> 
                    <SignatureValue>DcPw742vN120QNrCjCKw ... </SignatureValue> 
              </Signature> 
        </ProofOfPossession> 
</RegisterRequest>  
 
Μπορούµε να παρατηρήσουµε ότι το µήνυµα περιέχει ένα δηµόσιο κλειδί (περιέχεται στο 
στοιχείο RegisterRequest/PrototypeKeyBinding/KeyInfo/KeyValue/RSAKeyValue). Ο αιτών 
ζητάει αυτό το δηµόσιο κλειδί να καταχωρηθεί σε µία PKI. Επίσης, παρέχει και κάποιες 
επιπλέον πληροφορίες που αφορούν το συγκεκριµένο κλειδί και οι οποίες επίσης θα πρέπει 
να καταχωρηθούν µαζί µε το δηµόσιο κλειδί. Όπως για παράδειγµα, η πληροφορία ότι το 
συγκεκριµένο κλειδί πρέπει να χρησιµοποιείται µε τις εφαρµογές που καθορίζονται από τα 
RFCs 2459 και 2633. Ο αιτών ζητάει το service να  αποκριθεί συµπεριλαµβάνοντας στην 
απάντησή του ένα X.509 certificate ή µία αλυσίδα X.509 certificates (αυτό δηλώνεται µέσω 
του στοιχείου RegisterRequest/RespondWith). Με το στοιχείο Authentication 
αυθεντικοποιείται το αίτηµα και επιπροσθέτως ο αιτών µε το στοιχείο ProofOfPossession 
παραθέτει POP για το ιδιωτικό κλειδί υπογράφοντας ψηφιακά το στοιχείο 
PrototypeKeyBinding του µηνύµατος. 
 Στη συνέχεια παρατίθεται το µήνυµα που αποτελεί την απόκριση του register service 
στο request που µόλις περιέγραψα. Σε αυτό το µήνυµα περιέχονται δύο X.509 certificates τα 
οποία σχετίζονται µε το δηµόσιο κλειδί που καταχωρήθηκε επιτυχώς (αυτό φανερώνεται από 
την τιµή του στοιχείου RegisterResult/ResultMajor η οποία είναι “Success”). Επίσης, το 
στοιχείο RegisterResult/KeyBinding περιέχει τις πληροφορίες KeyUsage και UseKeyWith 
που περιελάµβανε και το request µήνυµα. Σηµαντική αξία έχει το στοιχείο Status το οποίο 
πληροφορεί τον πελάτη για την κατάσταση του key binding και ότι στην συγκεκριµένη 
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<?xml version="1.0" encoding="utf-8"?> 
<RegisterResult xmlns:ds="http://www.w3.org/2000/09/xmldsig#" 
      xmlns:xenc="http://www.w3.org/2001/04/xmlenc#" 
      Id="I92ed24772e43843b3d23020ad9ec9754" 
      Service="http://www.example.org/XKMS" 
      ResultMajor="http://www.w3.org/2002/03/xkms#Success" 
      RequestId="I1494ac4351b7de5c174d455b7000e18f" 
      xmlns="http://www.w3.org/2002/03/xkms#"> 
     <KeyBinding Id="Ia26450ebe93f62b3b3ab137fc6a61c36"> 
           <ds:KeyInfo> 
                 <ds:X509Data> 
                       <ds:X509Certificate>MIICEDCCAX2gAwI...</ds:X509Certificate> 
                       <ds:X509Certificate>MIIB9zCCAWSgAwI...</ds:X509Certificate> 
                 </ds:X509Data> 
           </ds:KeyInfo> 
           <KeyUsage>http://www.w3.org/2002/03/xkms#Signature</KeyUsage> 
           <KeyUsage>http://www.w3.org/2002/03/xkms#Encryption</KeyUsage> 
           <KeyUsage>http://www.w3.org/2002/03/xkms#Exchange</KeyUsage> 
           <UseKeyWith Application="urn:ietf:rfc:2459" Identifier='C="US" 
                                    O="Alice Corp" CN="Alice Aardvark"' /> 
           <UseKeyWith Application="urn:ietf:rfc:2633" 
                                    Identifier="alice@example.com" /> 
           <UseKeyWith Application="http://ca.example.com/cps/20030401/class3" 
                                    Identifier="alice@example.com" /> 
           <Status StatusValue="http://www.w3.org/2002/03/xkms#Valid"> 
                 <ValidReason>http://www.w3.org/2002/03/xkms#Signature</ValidReason> 
                 <ValidReason>http://www.w3.org/2002/03/xkms#IssuerTrust 
</ValidReason> 
                 <ValidReason>http://www.w3.org/2002/03/xkms#RevocationStatus 
</ValidReason> 
                 <ValidReason>http://www.w3.org/2002/03/xkms#ValidityInterval 
</ValidReason> 
           </Status> 





 Χρησιµοποιώντας το reissue service η αιτούσα οντότητα ζητάει την 
ενηµέρωση/ανανέωση ενός key binding. Πρέπει να επισηµανθεί πως η αιτούσα οντότητα 
πρέπει να είναι είτε ο ιδιοκτήτης του κλειδιού είτε µία εξουσιοδοτηµένη οντότητα. Η αιτία 
εφαρµογής περιοδικής ενηµέρωσης ενός key binding σχετίζεται µε το γεγονός ότι όσο 
µεγαλύτερη είναι η διάρκεια ζωής ενός κλειδιού4 τόσο µεγαλύτερη είναι και η πιθανότητα 
                                                 
4 Στην πραγµατικότητα ένα κλειδί δεν έχει αυτό καθαυτό κάποια προκαθορισµένη διάρκεια ζωής αλλά 
τα πιστοποιητικά που σχετίζονται µε αυτό έχουν καθορισµένο χρόνο ζωής (περίοδος εγκυρότητας) και 
εµµέσως καθορίζουν και την διάρκεια ζωής του κλειδιού. Για παράδειγµα, όλα τα X.509 certificates 
διαθέτουν τα πεδία notBefore και notAfter που καθορίζουν το χρονικό διάστηµα µέσα στο οποίο το 
certificate θεωρείται έγκυρο (αυτό είναι το λεγόµενο validity interval). 
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αυτό να διακυβευτεί. Το service αφότου επεξεργαστεί το αίτηµα αποκρίνεται είτε µε 
απόρριψη του αιτήµατος είτε µε ένα µήνυµα που περιλαµβάνει τις πληροφορίες του 
ανανεωµένου key binding. Ένα αίτηµα για  ενηµέρωση/ανανέωση ενός key binding 
εκφράζεται µέσω ενός µηνύµατος που περιέχει ένα στοιχείο ReissueRequest. Αυτό το 
στοιχείο περιέχει υποχρεωτικά ένα στοιχείο ReissueKeyBinding το οποίο προσδιορίζει το key 
binding που πρέπει να ανανεωθεί. Επίσης, υποχρεωτικά στο ReissueRequest περιέχεται ένα 
στοιχείο Authentication (το οποίο ορίζεται όπως στο RegisterRequest). Προαιρετικά 
περιέχεται ένα στοιχείο ProofOfPossession. Η απόκριση σε ένα τέτοιο αίτηµα δίνεται µε ένα 
µήνυµα που περιέχει ένα στοιχείο ReissueResult. Αυτό το στοιχείο περιέχει ένα σύνολο 
στοιχείων KeyBinding στην περίπτωση που το αίτηµα έγινε δεκτό και η ανανέωση 
πραγµατοποιήθηκε. Σε διαφορετική περίπτωση, δηλαδή όταν το αίτηµα απορρίπτεται δεν 
περιέχει κανένα KeyBinding και επιπλέον το attribute ResultMinor στο ReissueResult έχει 
την τιµή “Refused”. Παρακάτω δίδεται ένα παράδειγµα ενός αιτήµατος για 





































<?xml version="1.0" encoding="utf-8"?> 
<ReissueRequest xmlns:ds="http://www.w3.org/2000/09/xmldsig#" 
      xmlns:xenc="http://www.w3.org/2001/04/xmlenc#" 
      Id="I3a682dfb94cc8e9b3b648026783a8094" 
      Service="http://www.example.org/XKMS" 
      xmlns="http://www.w3.org/2002/03/xkms#"> 
      <RespondWith>http://www.w3.org/2002/03/xkms#X509Cert</RespondWith> 
      <RespondWith>http://www.w3.org/2002/03/xkms#X509Chain</RespondWith> 
       
      <ReissueKeyBinding Id="I518fc89b03369bccec3d1ee9d985c436"> 
            <ds:KeyInfo> 
                  <ds:X509Data> 
                        <ds:X509Certificate>MIICEDCCA... </ds:X509Certificate> 
                  </ds:X509Data> 
            </ds:KeyInfo> 
            <Status StatusValue="http://www.w3.org/2002/03/xkms#Valid" /> 
      </ReissueKeyBinding> 
       
      <Authentication> 
            <KeyBindingAuthentication> 
                  <Signature xmlns="http://www.w3.org/2000/09/xmldsig#"> 
                        <SignedInfo> 
                              <CanonicalizationMethod 
                                    Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#" /> 
                              <SignatureMethod 
                                    Algorithm="http://www.w3.org/2000/09/xmldsig#hmac-sha1" /> 
                              <Reference URI="#I518fc89b03369bccec3d1ee9d985c436"> 
                                    <Transforms> 
                                          <Transform Algorithm="http://www.w3.org/2001/10/ 
xml-exc-c14n#"> 
                                                <ec:InclusiveNamespaces PrefixList="ds xenc #default" 
                                                xmlns:ec="http://www.w3.org/2001/10/xml-exc-c14n#" /> 
                                          </Transform> 
                                    </Transforms> 
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08/12/2017 2                                    <DigestMethod  Algorithm="http://www.w3.org/2000/09/ 
xmldsig#sha1" /> 
                                    <DigestValue>...</DigestValue> 
                              </Reference> 
                        </SignedInfo> 
                        <SignatureValue>+gKw3b0qi9BaIqmN1gIyvj1UxRs=</SignatureValue>
                  </Signature> 
            </KeyBindingAuthentication> 
      </Authentication> 
   
      <ProofOfPossession> 
            <Signature xmlns="http://www.w3.org/2000/09/xmldsig#"> 
                  <SignedInfo> 
                        <CanonicalizationMethod  Algorithm="http://www.w3.org/2001/10 
/xml-exc-c14n#" /> 
                        <SignatureMethod  Algorithm="http://www.w3.org/2000/09/ 
xmldsig#rsa-sha1" /> 
                        <Reference URI="#I518fc89b03369bccec3d1ee9d985c436"> 
                              <Transforms> 
                                    <Transform Algorithm="http://www.w3.org/2001/10/xml-exc-
c14n#"> 
                                          <ec:InclusiveNamespaces PrefixList="ds xenc #default" 
                                            xmlns:ec="http://www.w3.org/2001/10/xml-exc-c14n#" /> 
                                    </Transform> 
                              </Transforms> 
                              <DigestMethod Algorithm="http://www.w3.org/2000/09/ 
xmldsig#sha1"/> 
                              <DigestValue>qnhsUF9RMxxGydG/5KdJjWhtBFE=</DigestValue> 
                        </Reference> 
                  </SignedInfo> 
                  <SignatureValue>...</SignatureValue> 
            </Signature> 
      </ProofOfPossession> 
</ReissueRequest> ε αυτό το reissue request µήνυµα αξίζει να δώσουµε ιδιαίτερη προσοχή στο στοιχείο 
eissueRequest/ReissueKeyBinding/KeyInfo/X509Data/X509Certificate µε το οποίο 
ροσδιορίζεται ποιο είναι το key binding που η αιτούσα οντότητα ζητάει να ενηµερωθεί. Το 
τοιχείο Authentication/KeyBindingAuthentication περιέχει την XML signature µε την οποία 
υθεντικοποιείται το request. Το στοιχείο ProofOfPossession ProofOfPossession περιέχει την  
ML signature µε την οποία η αιτούσα οντότητα αποδεικνύει ότι είναι  κάτοχος του ζεύγους 
διωτικού/δηµόσιου κλειδιού που αντιστοιχεί στο key binding στο οποίο αναφέρεται το 
equest. Στο µήνυµα απόκρισης που παρατίθεται ακολούθως το service δηλώνει ότι το αίτηµα 
πεξεργάστηκε, έγινε δεκτό και µάλιστα η ζητούµενη ενέργεια πραγµατοποιήθηκε επιτυχώς. 
ια αυτό άλλωστε το attribute ReissueResult/ResultMajor έχει την τιµή “Success” και 
εριέχεται στο µήνυµα ένα στοιχείο KeyBinding. Το τελευταίο περιέχει τα certificates που 
ναφέρονται στο key binding που ανανεώθηκε και τις πληροφορίες που το αφορούν 
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(KeyUsage, UseKeyWith, Status). Το στοιχείο Status βεβαιώνει ότι όλες οι πληροφορίες είναι 



































<?xml version="1.0" encoding="utf-8"?> 
<ReissueResult xmlns:ds="http://www.w3.org/2000/09/xmldsig#" 
      xmlns:xenc="http://www.w3.org/2001/04/xmlenc#" 
      Id="I4f0f13b32e4f43f0c1b390b5186fa997" 
      Service="http://www.example.org/XKMS" 
      ResultMajor="http://www.w3.org/2002/03/xkms#Success" 
      RequestId="I3a682dfb94cc8e9b3b648026783a8094" 
      xmlns="http://www.w3.org/2002/03/xkms#"> 
   
     <KeyBinding Id="I9a894fff4149d2351c24241886e3900e"> 
           <ds:KeyInfo> 
                 <ds:X509Data> 
                       <ds:X509Certificate>MIICEDCCAX2…</ds:X509Certificate> 
                       <ds:X509Certificate>MIIB9zCCAWS... </ds:X509Certificate> 
                 </ds:X509Data> 
           </ds:KeyInfo> 
           <KeyUsage>http://www.w3.org/2002/03/xkms#Signature</KeyUsage> 
           <KeyUsage>http://www.w3.org/2002/03/xkms#Encryption</KeyUsage> 
           <KeyUsage>http://www.w3.org/2002/03/xkms#Exchange</KeyUsage> 
           <UseKeyWith Application="urn:ietf:rfc:2633" 
                                    Identifier="alice@example.com" /> 
           <Status StatusValue="http://www.w3.org/2002/03/xkms#Valid"> 
                 <ValidReason>http://www.w3.org/2002/03/xkms#Signature</ValidReason> 
                 <ValidReason>http://www.w3.org/2002/03/xkms#IssuerTrust</ValidReason>
                 <ValidReason>http://www.w3.org/2002/03/xkms# 
RevocationStatus</ValidReason> 
                 <ValidReason>http://www.w3.org/2002/03/xkms# 
ValidityInterval</ValidReason> 
           </Status> 






 Με χρήση της υπηρεσίας revoke µία εξουσιοδοτηµένη οντότητα µπορεί να ζητήσει την 
ανάκληση  ενός  key binding. Η ανάκληση ενός key binding έχει ως αποτέλεσµα το ζεύγος 
ιδιωτικού/δηµόσιου κλειδιών καθώς και όλα τα στοιχεία που συνδέονται µε αυτό 
(πιστοποιητικά και άλλες πληροφορίες) να θεωρούνται πλέον άκυρα. Ένα key binding µπορεί 
να ακυρωθεί κατά απαίτηση για διάφορους λόγους: τερµατίζεται η περίοδος εγκυρότητας και 
δεν υπάρχει η επιθυµία για ανανέωση ή έχει διακυβευτεί η ασφάλειά του ή έχει χαθεί το 
ιδιωτικό κλειδί ή απλά δεν χρησιµοποιείται πλέον και δεν υφίσταται λόγος να υπάρχει. 
Κρίσιµο στοιχείο αποτελεί η αυθεντικοποίηση της οντότητας που αιτεί την ανάκληση και ο 
έλεγχος αν είναι εξουσιοδοτηµένη να θέτει ένα τέτοιο αίτηµα. Ένα αίτηµα ανάκλησης 
εκφράζεται µε ένα µήνυµα που περιέχει ένα στοιχείο RevokeRequest. Το RevokeRequest 
αποτελείται από τα στοιχεία RevokeKeyBinding (υποχρεωτικό), Authentication 
 - 99 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7
                                                                Κεφάλαιο 3. Τεχνολογίες ασφάλειας των Web Services 
(προαιρετικό) και RevocationCode (προαιρετικό). Με το στοιχείο RevokeKeyBinding 
προσδιορίζεται το key binding που ζητείται να ανακληθεί. Η απόκριση σε ένα τέτοιο αίτηµα 
δίνεται µέσα από ένα στοιχείο RevokeResult. Το στοιχείο RevokeResult περιέχει ένα στοιχείο 
KeyBinding που προσιορίζει το key binding που ανακλήθηκε. Ένα παράδειγµα αιτήµατος για 
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<RevokeRequest xmlns:ds="http://www.w3.org/2000/09/xmldsig#" 
      xmlns:xenc="http://www.w3.org/2001/04/xmlenc#" 
      Id="I2aa2c2f37195c9c4364c55f15df68091" 
      Service="http://www.example.org/XKMS" 
      xmlns="http://www.w3.org/2002/03/xkms#"> 
      <RevokeKeyBinding Id="Ie91dfbf1c948d5cf142099676968caf1"> 
            <ds:KeyInfo> 
                  <ds:X509Data> 
                        <ds:X509Certificate>MIICEDCCAX...</ds:X509Certificate> 
                  </ds:X509Data> 
            </ds:KeyInfo> 
            <Status StatusValue="http://www.w3.org/2002/03/xkms#Indeterminate" />
      </RevokeKeyBinding> 
      <RevocationCode>PHx8li2SUhrJv2e1DyeWbGbD6rs=</RevocationCode> 
</RevokeRequest> <?xml version="1.0" encoding="utf-8"?> 
<RevokeResult xmlns:ds="http://www.w3.org/2000/09/xmldsig#" 
      xmlns:xenc="http://www.w3.org/2001/04/xmlenc#" 
      Id="I252433a097631dca9a2775493f39c7d7" 
      Service="http://www.example.org/XKMS" 
      ResultMajor="http://www.w3.org/2002/03/xkms#Success" 
      RequestId="I2aa2c2f37195c9c4364c55f15df68091" 
      xmlns="http://www.w3.org/2002/03/xkms#" /> 
 
ey Recovery service 
Η διαδικασία ανάκαµψης κλειδιού είναι απαραίτητη όταν µία οντότητα έχει χάσει το 
διωτικό κλειδί ή για κάποιο λόγο δεν έχει πλέον πρόσβαση στο ιδιωτικό κλειδί (για 
αράδειγµα το ιδιωτικό κλειδί ήταν αποθηκευµένο σε µία smartcard η οποία αντιµετωπίζει 
άποιο λειτουργικό πρόβληµα ή η οντότητα διατηρούσε το ιδιωτικό κλειδί κρυπτογραφηµένο 
ε χρήση κάποιου pass phrase και το pass phrase έχει ξεχαστεί). Σε αυτή την περίπτωση το 
λειδί µπορεί να ανακτηθεί από τα αντίγραφα ασφαλείας σε περίπτωση που αυτά είναι 
ιαθέσιµα. Σε περίπτωση που το αντίγραφο ασφαλείας δεν είναι διαθέσιµο τότε η ανάκτηση 
αραµένει εφικτή αν χρησιµοποιηθούν κατάλληλοι αλγόριθµοι, όπως ο αλγόριθµος 
νάκτησης Royal Holloway. Το αίτηµα για ανάκαµψη ενός συγκεκριµένου ιδιωτικού 
λειδιού  εκφράζεται µέσω ενός µηνύµατος που περιέχει ένα στοιχείο RecoverRequest το 
ποίο αποτελείται από τα υποχρεωτικά στοιχεία RecoverKeyBinding και Authentication. Το 
ecoverKeyBinding προσδιορίζει το key binding που αντιστοιχεί στο ιδιωτικό κλειδί που 
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ζητείται να επανακτηθεί. Η απόκριση, στην περίπτωση που η διαδικασία ανάκαµψης 
ολοκληρωθεί επιτυχώς, αποτελείται από ένα ή περισσότερα στοιχεία KeyBinding που 
περιέχουν  τα key bindings των οποίων το status τροποποιήθηκε λόγω της διαδικασίας 
ανάκαµψης και επίσης από ένα στοιχείο PrivateKey που περιέχει σε κρυπτογραφηµένη 
µορφή το επανακτόµενο ιδιωτικό κλειδί. Αν η διαδικασία ανάκαµψης δεν ολοκληρωθεί 
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<?xml version="1.0" encoding="utf-8"?> 
<RecoverRequest xmlns:ds="http://www.w3.org/2000/09/xmldsig#"  
      xmlns:xenc="http://www.w3.org/2001/04/xmlenc#"  
      Id="I66f40510c322d281602ce76b9eb04d7d"  
      Service="http://www.example.org/XKMS"  
      xmlns="http://www.w3.org/2002/03/xkms#"> 
     <RespondWith>http://www.w3.org/2002/03/xkms#PrivateKey</RespondWith> 
     <RecoverKeyBinding Id="I29cb8ac8a2ad878f7be44edfe53ea77a"> 
           <ds:KeyInfo> 
                 <ds:KeyValue> 
                       <ds:RSAKeyValue> 
                             <ds:Modulus>3FFtWUsvEajQt2SeSF+RvAxWdP…</ds:Modulus> 
                             <ds:Exponent>AQAB</ds:Exponent> 
                       </ds:RSAKeyValue> 
                 </ds:KeyValue> 
           </ds:KeyInfo> 
           <Status StatusValue="http://www.w3.org/2002/03/xkms#Indeterminate" /> 
     </RecoverKeyBinding> 
   
     <Authentication> 
           <KeyBindingAuthentication> 
                 <Signature xmlns="http://www.w3.org/2000/09/xmldsig#"> 
                       <SignedInfo> 
                             <CanonicalizationMethod  Algorithm="http://www.w3.org/2001/10/ 
xml-exc-c14n#" /> 
                             <SignatureMethod  Algorithm="http://www.w3.org/2000/09/ 
xmldsig#hmac-sha1" /> 
                             <Reference URI="#I29cb8ac8a2ad878f7be44edfe53ea77a"> 
                                   <Transforms> 
                                         <Transform  
                                                Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#"> 
                                         <ec:InclusiveNamespaces PrefixList="ds xenc #default"  
                                                xmlns:ec="http://www.w3.org/2001/10/xml-exc-c14n#" /> 
                                        </Transform> 
                                  </Transforms> 
                                  <DigestMethod Algorithm="http://www.w3.org/2000/09/ 
xmldsig#sha1" /> 
                                 <DigestValue>GfV3xa/OL6EQAoo5sFL/nHQJCeo=</DigestValue>
                           </Reference> 
                     </SignedInfo> 
                     <SignatureValue>TtHM/i5L6ynzQHh2Xym8wnbjQ+w=</SignatureValue> 
               </Signature> 
         </KeyBindingAuthentication> 
   </Authentication> 
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Tο XML document που παρουσιάζεται παραπάνω εκφράζει ένα αίτηµα ανάκαµψης του 
ιδιωτικού κλειδιού που προσδιορίζεται από το στοιχείο RecoverRequest/RecoverKeyBinding/ 
KeyInfo. Παρατηρούµε ότι η αιτούσα οντότητα ζητάει η απόκριση να περιέχει ένα ιδιωτικό 
κλειδί (αυτό δηλώνεται από την τιµή “PrivateKey” του attribute 
RecoverRequest/RespondWith). Επίσης, αξίζει να σηµειωθεί η τιµή του 
RecoverRequest/RecoverKeyBinding/Status που προσδιορίζει την κατάσταση του key 











































<?xml version="1.0" encoding="utf-8"?> 
<RecoverResult xmlns:ds="http://www.w3.org/2000/09/xmldsig#"  
      xmlns:xenc="http://www.w3.org/2001/04/xmlenc#"  
      Id="Iacd24dbd4b3c79660f4d26aca7aaaea2"  
      Service="http://www.example.org/XKMS" 
      ResultMajor="http://www.w3.org/2002/03/xkms#Success" 
      RequestId="I66f40510c322d281602ce76b9eb04d7d"  
      xmlns="http://www.w3.org/2002/03/xkms#"> 
   
      <KeyBinding Id="I29cb8ac8a2ad878f7be44edfe53ea77a"> 
            <ds:KeyInfo> 
                  <ds:KeyValue> 
                        <ds:RSAKeyValue> 
                              <ds:Modulus>3FFtWUsvEajQt…</ds:Modulus> 
                              <ds:Exponent>AQAB</ds:Exponent> 
                        </ds:RSAKeyValue> 
                  </ds:KeyValue> 
            </ds:KeyInfo> 
            <Status StatusValue="http://www.w3.org/2002/03/xkms#Invalid"> 
              <InvalidReason>http://www.w3.org/2002/03/xkms#Signature</InvalidReason> 
              <InvalidReason>http://www.w3.org/2002/03/xkms#IssuerTrust</InvalidReason>
              <InvalidReason>http://www.w3.org/2002/03/xkms# 
RevocationStatus</InvalidReason> 
              <InvalidReason>http://www.w3.org/2002/03/xkms# 
ValidityInterval</InvalidReason> 
            </Status> 
      </KeyBinding> 
       
      <PrivateKey> 
            <xenc:EncryptedData Type="http://www.w3.org/2001/04/xmlenc#Content" 
                   MimeType="text/xml"> 
                  <xenc:EncryptionMethod  
                          Algorithm="http://www.w3.org/2001/04/xmlenc#tripledes-cbc" /> 
                  <xenc:CipherData> 
                        <xenc:CipherValue>DDSIEvW/tshnuCwCC+jX6y...</xenc:CipherValue> 
                  </xenc:CipherData> 
            </xenc:EncryptedData> 
      </PrivateKey> 
</RecoverResult> 
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Η απόκριση περιλαµβάνει κρυπτογραφηµένο το ιδιωτικό κλειδί που είναι το αποτέλεσµα της 
διαδικασίας ανάκαµψης. Το κλειδί βρίσκεται σε κρυπτογραφηµένη µορφή στο στοιχείο 
RecoverResult/PrivateKey/EncryptedData/CipherData. Όταν αποκρυπτογραφηθεί αυτό το 





































<?xml version="1.0" encoding="utf-8"?> 
<RSAKeyPair xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
      xmlns:xsd="http://www.w3.org/2001/XMLSchema" 
      xmlns="http://www.w3.org/2002/03/xkms#"> 
      <Modulus>3FFtWUsvEajQt2SeSF…</Modulus> 
      <Exponent>AQAB</Exponent> 
      <P>    
8dnXAObQvcKL0Rr/A+5Ufp1yJgLpH+uohFcJV2kUDCzv5VWKcN+LTq2mciKlnFbA
QXKa5dNPOx4qi3An/4NSMQ== 
      </P> 




      </Q> 
      <DP> 
LVEcMFcPlf72I+BjGGF4A6GM2gKBnDGUCfglD/Pohb+F0/sLTcsVV1DCd3B2h6zZq
WnIDHhjyDgG0MnbNM1ugQ== 
      </DP> 
      <DQ> 
0DWm7PMtaQl1X3P8G2Gmgvjdlfj7qfAtWtBZ/ufG8oplyyab4oOD6FwSwlm82dV8iol9
fy2XaHjZDir6L/Ae4Q== 
      </DQ> 
      <InverseQ> 
sD2Vl/CCVTDbhhLwdfc4IQDBOh8xpBUV7PPM5LFGjiLetlfwaYi7Bp2ol8WF1MX88i
CV2E3xOPCNfbMhvEB5dA== 
      </InverseQ> 




      </D> 
</RSAKeyPair> 
 
Κλείνοντας την αναφορά µας στην XKMS να σηµειωθεί ότι σηµαντικό ζήτηµα αποτελεί ο 
τρόπος µε τον οποίο ανακαλύπτεται από έναν ενδιαφερόµενο ένα XKMS service ή ισοδύναµα 
ο τρόπος µε τον οποίο γνωστοποιεί την ύπαρξή του ένα XKMS service. Μία λύση θα 
µπορούσε να είναι η χρήση του UDDI και η καταχώρηση των XKMS services σε UDDI 
καταλόγους. Ωστόσω, η λύση που έχει καθιερωθεί χρησιµοποιεί το DNS (Domain Name 
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3.8 XACML(eXtensible Access Control Markup 
Language) 
 
 Σε ένα περιβάλλον όπως αυτό των Web services προκύπτει η ανάγκη εφαρµογής 
ελέγχου προσπέλασης µε βάση κάποια καθορισµένη πολιτική ασφαλείας που ακολουθεί ο 
οργανισµός. Μερικά ερωτήµατα που πρέπει κάθε στιγµή να έχουν απάντηση είναι τα 
ακόλουθα:  
 
• Ποια οντότητα έχει δικαίωµα πρόσβασης σε ένα συγκεκριµένο αντικείµενο; 
• Τι ενέργεια µπορεί να εκτελέσει επί  ενός συγκεκριµένου αντικειµένου µία 
συγκεκριµένη οντότητα; 
• Επιτρέπεται την συγκεκριµένη χρονική περίοδο να εκτελεστεί η συγκεκριµένη 
ενέργεια από αυτόν τον χρήστη;  
 
Αυτά και άλλα πολλά και παρόµοια ερωτήµατα προκύπτουν κάθε στιγµή σε ένα περιβάλλον 
Web service. Σε αυτά τα ερωτήµατα η απάντηση δίνεται από την πολιτική ελέγχου 
προσπέλασης. Με άλλα λόγια, η πολιτική ελέγχου προσπέλασης καθορίζει ποια οντότητα 
είναι εξουσιοδοτηµένη να πραγµατοποιήσει µία ενέργεια επί κάποιου προστατευόµενου 
αντικειµένου. Παράλληλα, προκύπτει η ανάγκη µία τέτοια πολιτική να εκφράζεται σε ένα 
κοινά αντιληπτό format έτσι ώστε να είναι εφικτό η πολιτική αυτή να µοιράζεται µεταξύ 
συνεργαζόµενων οργανισµών. Αυτή την ανάγκη καλύπτει η XACML. Η XACML παρέχει το  
XML λεξιλόγιο µε το οποίο µπορεί να εκφραστεί µία πολιτική ελέγχου πρόσβασης. 
Πριν προχωρήσω στην περιγραφή της XACML θεωρώ χρήσιµο να παρουσιάσω κάποια 
βασικά στοιχεία που αφορούν την έννοια του ελέγχου προσπέλασης. ∆ιακρίνουµε δύο 
µοντέλα ελέγχου προσπέλασης που εφαρµόζονται σε διαδικτυακά περιβάλλοντα: τον έλεγχο 
προσπέλασης µε λίστες ελέγχου προσπέλασης (access control lists - ACLs) και τον έλεγχο 
προσπέλασης βασισµένο σε ρόλους (role-based access control - RBAC). Στο µοντέλο ACL τα 
δικαιώµατα προσπέλασης διατηρούνται ως προς τα αντικείµενα και αυτό γίνεται µε χρήση 
µίας δοµής δεδοµένων που καλείται λίστες ελέγχου προσπέλασης από όπου προκύπτει και το 
όνοµα του µοντέλου. Σε µία ACL αναφέρονται όλα τα προστατευόµενα αντικείµενα/πόροι 
του οργανισµού και για κάθε αντικείµενο καταγράφονται τα υποκείµενα που έχουν δικαίωµα 
προσπέλασης σε αυτό και µάλιστα ποιο δικαίωµα είναι αυτό (τι ενέργεια δηλαδή 
επιτρέπεται). Στο µοντέλο RBAC ο τρόπος προσπέλασης των αντικειµένων καθορίζεται µε 
βάση τις καθορισµένες εργασίες και αρµοδιότητες των χρηστών στα πλαίσια του οργανισµού. 
Οι εργασίες και οι αρµοδιότητες οµαδοποιούνται και στη συνέχεια εκχωρούνται σε ρόλους 
χρηστών. Έτσι σε κάθε χρήστη αντιστοιχεί κάποιος ρόλος µε βάση τον οποίο καθορίζονται 
και τα δικαιώµατα προσπέλασης των αντικειµένων. Οι ρόλοι που ορίζονται µπορεί να 
απεικονίζουν την ιεραρχία µέσα στον οργανισµό. Για παράδειγµα, ένας χρήστης στον οποίο 
έχει εκχωρηθεί ο ρόλος “γιατρός” έχει το δικαίωµα πρόσβασης σε περισσότερα ιατρικά 
αρχεία σε σύγκριση µε έναν χρήστη που έχει τον ρόλο “νοσοκόµα”. Πολλές φορές ένας 
χρήστης/οντότητα µπορεί να ενεργοποιεί περισσότερους του ενός διαφορετικούς ρόλους. 
 Αρχικά, δίνεται το µοντέλο ροής δεδοµένων της XACML στο οποίο µπορούµε να 
διακρίνουµε τις οντότητες που αλληλεπιδρούν στα πλαίσια της XACML. Στο ακόλουθο 
διάγραµµα τα βέλη είναι κατευθυνόµενα φανερώνοντας την φορά της ροής των δεδοµένων.  
Επιπλέον, οι ετικέτες στα βέλη φανερώνουν την ενέργεια που εκτελείται και την σειρά µε την 
οποία γίνεται αυτό. 
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Η ροή πληροφοριών ακολουθεί τα παρακάτω βήµατα: 
 
1. Τα Policy Administration Points (PAPs) ορίζουν τις πολιτικές (policies και policy 
sets) και τις διαθέτουν στα Policy Decision Points (PDPs). Το σύνολο αυτών των 
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πολιτικών εκφράζουν την συνολική πολιτική που πρέπει να εφαρµόζεται για ένα 
καθορισµένο target.   
2. Μία οντότητα (access requester)  ζητά πρόσβαση σε ένα συγκεκριµένο αντικείµενο. 
Το αίτηµα τίθεται στο Policy Enforcement Point (PEP). 
3. Το PEP προωθεί το αίτηµα στον context handler. Προαιρετικά, µπορεί να προωθήσει 
µαζί µε το αίτηµα και τα attributes του υποκειµένου (subject) που θέτει το αίτηµα, τα 
attributes του αντικειµένου (resource) το οποίο αφορά το αίτηµα, τα attributes της 
ενέργειας (action) που ζητείται να επιτραπεί και τα attributes του περιβάλλοντος 
(environment). Να σηµειωθεί ότι το PEP προωθεί το αίτηµα στη µορφή που το έλαβε 
χωρίς να το τροποποιεί. Για παράδειγµα, αν το PEP έλαβε ένα SAML 
AuthzDecisionQuery αυτό αµετάβλητο προωθείται στον context handler. 
4. Ο context handler µετατρέπει το αίτηµα που έλαβε σε ένα ισοδύναµο XACML request 
context και το στέλνει στο PDP. 
5. Το PDP ζητάει από τον context handler κάποια επιπρόσθετα subject, resource, action 
και environment attributes. 
6. Ο context handler ζητάει τα επιπρόσθετα attributes από το Policy Information Point 
(PIP). 
7. Το PIP συλλέγει τα ζητούµενα attributes. 
8. Το PIP επιστρέφει στον context handler τα attributes. 
9. Προαιρετικά, ο context handler ενσωµατώνει στο context και το resource. 
10. Ο context handler επιστρέφει τα attributes και προαιρετικά το resource στο PDP. Το 
PDP λαµβάνοντας αυτά τα δεδοµένα προχωράει σε αποτίµηση της πολιτικής. 
11. Το  PDP επιστρέφει το response context (συµπεριλαµβάνοντας το authorization 
decision) στον context handler. 
12. Ο context handler µετετρέπει το response context στην µορφή που ήταν εκφρασµένο  
το αρχικό αίτηµα (το αίτηµα που έλαβε ο context handler στο βήµα 3). Ακολούθως το 
response στέλνεται στο PEP. ∆ηλαδή αν το request στο βήµα 3 ήταν ένα SAML 
request τότε και το response πρέπει να είναι εκφρασµένο σε SAML. Αν για 
παράδειγµα το αρχικό αίτηµα ήταν εκφρασµένο µέσω ενός SAML 
AuthzDecisionQuery τότε το response προς το PEP πρέπει να δοθεί µέσω ενός 
στοιχείου samlp:Response. 
13. Το PEP εκπληρώνει τις υποχρεώσεις (obligations). 
14. Αν η ενέργεια (πρόσβαση) έχει επιτραπεί τότε το PEP εξουσιοδοτεί την αιτούσα 
οντότητα (access requester) να προσπελάσει το resource. Σε διαφορετική περίπτωση η 
το PEP απαγορεύει την προσπέλαση του resource. 
 
Σε αυτό το σηµείο πρέπει να επεξηγηθούν κάποιες έννοιες που προαναφέρθηκαν. Ένα PIP 
είναι µία οντότητα που έχει ως αποκλειστική αρµοδιότητα/εργασία την συλλογή και την 
διάθεση όλων των attribute values. Το PAP είναι η οντότητα που έχει ως αποκλειστική 
ευθύνη τον ορισµό των policies. Ο context handler είναι η οντότητα που έχει ως κύριο ρόλο 
την µετατροπή των µηνυµάτων από την µορφή µε την οποία εισέρχονται προς το XACML 
domain σε XACML µορφή και το αντίστροφο. ∆ηλαδή όλα τα µηνύµατα που εξέρχονται από 
το XACML domain µετατρέπονται από την XACML µορφή στην µορφή που επιβάλλει το 
περιβάλλον εφαρµογής. Η XACML έχει σχεδιαστεί µε σκοπό να µπορεί να χρησιµοποιηθεί 
ανεξάρτητα από το περιβάλλον εφαρµογής. Εποµένως, επιβάλλεται ένα είδος ανεξαρτησίας 
µεταξύ της XACML και του περιβάλλοντος εφαρµογής µέσα στο οποίο γίνεται χρήση της 
XACML. Αυτό επιτυγχάνεται µε το λεγόµενο XACML context. Ένα PDP πρέπει να λαµβάνει 
όλα τα µηνύµατα εκφρασµένα σε XACML. Και αντίστοιχα, τα µηνύµατα που εξέρχονται 
προς το περιβάλλον εφαρµογής πρέπει να είναι εκφρασµένα στην µορφή που προβλέπει αυτό. 
Ο τρόπος µε τον οποίο υλοποιείται αυτή η απαίτηση είναι πέρα από τα όσα ορίζει η 
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προδιαγραφή της XACML. Στο παρακάτω σχήµα αποτυπώνεται η έννοια του XACML 
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Η XACML ορίζει το λεγόµενο “policy language model”. Αυτό το µοντέλο ορίζει τα 
XML elements µε τα οποία µπορούµε να συνθέσουµε µία πολιτική ελέγχου πρόσβασης 
εκφρασµένη σε XACML. Τα κύρια στοιχεία αυτού του µοντέλου είναι τα policy, policy set 
και rule. Ένας κανόνας (rule) είναι η πιο στοιχειώδης µονάδα µίας πολιτικής. Μία πολιτική 
αποτελείται από ένα σύνολο κανόνων. Ένας κανόνας αποτελείται από έναν στόχο (target), 
ένα επακόλουθο (effect) και µία συνθήκη (condition). Ο στόχος ενός κανόνα προσδιορίζει τα 
resources (τα αντικείµενα που προστατεύονται από την πολιτική ασφαλείας), τα subjects (οι 
οντότητες που ενεργούν επί των resources), τις actions (ενέργειες) και το environment 
(περιβάλλον) στο οποίο εφαρµόζεται ο κανόνας. Το στοιχείο effect προσδιορίζει τις 
συνέπειες που έχει η αποτίµηση του κανόνα. Οι δυνατές τιµές ενός στοιχείου effect είναι 
“Permit” και “Deny”.  Μία συνθήκη (condition) αναπαριστά µία Boolean έκφραση που 
αποτιµάται σε “True”, “False” ή “Indeterminate” µε βάση την τιµή των attributes των subject, 
resource, action και environment. Αυτή η έκφραση αποτελείται από ένα σύνολο δηλώσεων 
(statements) που αφορούν τα attributes. Αυτά τα statements αναφέρονται ως κατηγόρηµατα 
(predicates) του κανόνα. Ορίζοντας συνθήκες δίνουµε την δυνατότητα οι κανόνες να γίνονται 
δυναµικοί. Ένας κανόνας αποτιµάται σε “True”, “False”, “NotApplicable” ή “Indeterminate”.  
Μία πολιτική αποτελείται από έναν στόχο (policy target), έναν αλγόριθµο συνδυασµού 
κανόνων (rule-combining algorithm) , ένα σύνολο κανόνων (rules) και ένα σύνολο 
υποχρεώσεων (obligations). Μία πολιτική ορίζεται µε σκοπό να προστατέψει ένα σύνολο 
πόρων από µη εξουσιοδοτηµένη και κακόβουλη χρήση. Το σύνολο των προστατευόµενων 
πόρων προσδιορίζεται από το policy target. Μία πολιτική πρέπει να αποτιµηθεί για να ληφθεί 
µία απόφαση εξουσιοδότησης (authorization decision). Το αποτέλεσµα της αποτίµησης µίας 
πολιτικής προκύπτει από τον συνδυασµό των αποτελεσµάτων της διαδικασίας αποτίµησης 
των κανόνων που συνθέτουν αυτήν την πολιτική. Αυτή η διαδικασία ορίζεται από έναν 
αλγόριθµο συνδυασµού κανόνων.  Στα πλαίσια της XACML ορίζονται οι αλγόριθµοι 
συνδυασµού κανόνων  “Deny-overrides” και  “Ordered-deny-overrides”. Μία υποχρέωση 
είναι η ενέργεια που πρέπει να εκτελέσει το PEP σε συνδυασµό µε την εφαρµογή της 
απόφαση εξουσιοδότησης. 
Ένα policy set αποτελείται από έναν στόχο (target), έναν αλγόριθµο συνδυασµού 
πολιτικών (policy-combining algorithm), ένα σύνολο πολιτικών και ένα σύνολο 
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υποχρεώσεων (obligations). Επίσης, ένα policy set µπορεί να εµφωλεύει ένα ή περισσότερα 
policy sets. Ο αλγόριθµος συνδυασµού πολιτικών καθορίζει την διαδικασία που πρέπει να 
ακολουθηθεί ώστε να συνδυαστούν οι αποτιµήσεις των πολιτικών που συνθέτουν το policy 
set έτσι ώστε να γίνει η αποτίµηση του policy set. Αυτός που ορίζει το policy set µπορεί να 
προσθέσει επιπλέον υποχρεώσεις που πρέπει να εκπληρώσει το PEP εκτός από τις 
υποχρεώσεις που καθορίζονται σε κάθε πολιτική που συµπεριλαµβάνεται στο policy set. 
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Στην  συνέχεια θα παραθέσουµε τα κυριότερα elements του XACML policy schema. Αρχικά 








































08/12/2017 2<xs:element name="PolicySet" type="xacml:PolicySetType"/> 
<xs:complexType name="PolicySetType"> 
 <xs:sequence> 
  <xs:element ref="xacml:Description" minOccurs="0"/> 
  <xs:element ref="xacml:PolicySetDefaults" minOccurs="0"/> 
  <xs:element ref="xacml:Target"/> 
  <xs:choice minOccurs="0" maxOccurs="unbounded"> 
   <xs:element ref="xacml:PolicySet"/> 
<xs:element ref="xacml:Policy"/> 
   <xs:element ref="xacml:PolicySetIdReference"/> 
   <xs:element ref="xacml:PolicyIdReference"/> 
   <xs:element ref="xacml:CombinerParameters"/> 
   <xs:element ref="xacml:PolicyCombinerParameters"/> 
   <xs:element ref="xacml:PolicySetCombinerParameters"/> 
  </xs:choice> 
  <xs:element ref="xacml:Obligations" minOccurs="0"/> 
 </xs:sequence> 
 <xs:attribute name="PolicySetId" type="xs:anyURI" use="required"/> 
 <xs:attribute name="Version" type="xacml:VersionType" default="1.0"/> 
 <xs:attribute name="PolicyCombiningAlgId" type="xs:anyURI" use="required"/>
</xs:complexType> 
 
να <PolicySet> element είναι τύπου PolicySetType. Τα σηµαντικότερα  attributes και 
lements ενός <PolicySet> element είναι τα ακόλουθα: 
• PolicyCombiningAlgId [Required attribute]: Αυτό το attribute δηλώνει το 
αναγνωριστικό του αλγόριθµου που πρέπει να χρησιµοποιηθεί έτσι ώστε να 
συνδυαστούν τα  PolicySet>, <CombinerParameters>, <PolicyCombinerParameters> 
και <PolicySetCombinerParameters> components. 
• Target [Required element]: ∆ηλώνει  το σύνολο των decision requests στα οποία 
µπορεί να εφαρµοστεί η πολιτική ελέγχου πρόσβασης. 
• PolicySet [element]: Ένα στοιχείο PolicySet µπορεί να περιέχει κανένα, ένα ή 
περισσότερα στοιχεία PolicySet. 
• Obligations [Optional element]: µε ένα τέτοιο στοιχείο δηλώνονται οι υποχρεώσεις 
του PEP. 
• Policy [element]: Ένα στοιχείο PolicySet µπορεί να περιέχει κανένα, ένα ή 
περισσότερα στοιχεία Policy. 
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Στη συνέχεια παραθέτουµε το schema του στοιχείου Target. 
 
<xs:element name="Target" type="xacml:TargetType"/> 
<xs:complexType name="TargetType"> 
 <xs:sequence> 
  <xs:element ref="xacml:Subjects" minOccurs="0"/> 
  <xs:element ref="xacml:Resources" minOccurs="0"/> 
  <xs:element ref="xacml:Actions" minOccurs="0"/> 
















Ένα στοιχείο Subjects περιέχει ένα σύνολο στοιχείων Subject. Ένα στοιχείο Subject περιέχει 
µε τη σειρά του ένα σύνολο στοιχείων SubjectMatch. Το schema του στοιχείου SubjectMatch 
είναι το ακόλουθο: 
 
<xs:element name="SubjectMatch" type="xacml:SubjectMatchType"/> 
<xs:complexType name="SubjectMatchType"> 
 <xs:sequence> 
  <xs:element ref="xacml:AttributeValue"/> 
  <xs:choice> 
   <xs:element ref="xacml:SubjectAttributeDesignator"/> 
   <xs:element ref="xacml:AttributeSelector"/> 
  </xs:choice> 
 </xs:sequence> 
















Με τη χρήση ενός στοιχείου SubjectMatch µπορούµε να προσδιορίσουµε τις οντότητες στις 
οποίες αναφέρεται µία πολιτική ελέγχου πρόσβασης. Ο προσδιορισµός γίνεται µε την 
βοήθεια του στοιχείου AttributeValue. 
 
Ένα στοιχείο Resources περιέχει ένα σύνολο στοιχείων Resource. Ένα στοιχείο Resource 
περιέχει µε τη σειρά του ένα σύνολο στοιχείων ResourceMatch. Το schema του στοιχείου 













<xs:element name="ResourceMatch" type="xacml:ResourceMatchType"/> 
<xs:complexType name="ResourceMatchType"> 
 <xs:sequence> 
  <xs:element ref="xacml:AttributeValue"/> 
  <xs:choice> 
   <xs:element ref="xacml:ResourceAttributeDesignator"/> 
   <xs:element ref="xacml:AttributeSelector"/> 
  </xs:choice> 
 </xs:sequence> 
 <xs:attribute name="MatchId" type="xs:anyURI" use="required"/> 
</xs:complexType> 
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Με τη χρήση ενός στοιχείου SubjectMatch µπορούµε να προσδιορίσουµε τις οντότητες στις 
οποίες αναφέρεται µία πολιτική ελέγχου πρόσβασης. Ο προσδιορισµός γίνεται µε την 
βοήθεια του στοιχείου AttributeValue. 
 
Ένα στοιχείο Actions περιέχει ένα σύνολο στοιχείων Action. Ένα στοιχείο Action περιέχει µε 
τη σειρά του ένα σύνολο στοιχείων ActionMatch. Το schema του στοιχείου ActionMatch 















































08/12/2017 2<xs:element name="ActionMatch" type="xacml:ActionMatchType"/> 
<xs:complexType name="ActionMatchType"> 
 <xs:sequence> 
  <xs:element ref="xacml:AttributeValue"/> 
  <xs:choice> 
   <xs:element ref="xacml:ActionAttributeDesignator"/> 
   <xs:element ref="xacml:AttributeSelector"/> 
  </xs:choice> 
 </xs:sequence> 
 <xs:attribute name="MatchId" type="xs:anyURI" use="required"/>
</xs:complexType> 
 
ε τη χρήση ενός στοιχείου ActionMatch µπορούµε να προσδιορίσουµε τις ενέργειες στις 
ποίες αναφέρεται µία πολιτική ελέγχου πρόσβασης. Ο προσδιορισµός γίνεται µε την 
οήθεια του στοιχείου AttributeValue. 
ντίστοιχα, ένα στοιχείο Environments περιέχει ένα σύνολο στοιχείων Environment. Ένα 
τοιχείο Environment περιέχει µε τη σειρά του ένα σύνολο στοιχείων EnvironmentMatch. Το 
chema του στοιχείου EnvironmentMatch είναι το ακόλουθο: 
 <xs:element name="EnvironmentMatch" type="xacml:EnvironmentMatchType"/>
<xs:complexType name="EnvironmentMatchType"> 
 <xs:sequence> 
  <xs:element ref="xacml:AttributeValue"/> 
  <xs:choice> 
   <xs:element ref="xacml:EnvironmentAttributeDesignator"/> 
   <xs:element ref="xacml:AttributeSelector"/> 
  </xs:choice> 
 </xs:sequence> 
 <xs:attribute name="MatchId" type="xs:anyURI" use="required"/> 
</xs:complexType> 
 
ε τη χρήση ενός στοιχείου EnvironmentMatch µπορούµε να προσδιορίσουµε το περιβάλλον 
έσα στο οποίο εφαρµόζεται η πολιτική ελέγχου πρόσβασης. Ο προσδιορισµός γίνεται µε την 
οήθεια του στοιχείου AttributeValue. 
υνεχίζοντας την παρουσίαση των schemas κυριότερων στοιχείων του XACML policy 
chema δίνεται schema του Policy element. 
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<xs:element name="Policy" type="xacml:PolicyType"/> 
<xs:complexType name="PolicyType"> 
 <xs:sequence> 
  <xs:element ref="xacml:Description" minOccurs="0"/> 
  <xs:element ref="xacml:PolicyDefaults" minOccurs="0"/> 
  <xs:element ref="xacml:CombinerParameters" minOccurs="0"/> 
  <xs:element ref="xacml:Target"/> 
  <xs:choice maxOccurs="unbounded"> 
   <xs:element ref="xacml:CombinerParameters" minOccurs="0"/> 
   <xs:element ref="xacml:RuleCombinerParameters" minOccurs="0"/> 
   <xs:element ref="xacml:VariableDefinition"/> 
   <xs:element ref="xacml:Rule"/> 
  </xs:choice> 
  <xs:element ref="xacml:Obligations" minOccurs="0"/> 
 </xs:sequence> 
 <xs:attribute name="PolicyId" type="xs:anyURI" use="required"/> 
 <xs:attribute name="Version" type="xacml:VersionType" default="1.0"/> 
 <xs:attribute name="RuleCombiningAlgId" type="xs:anyURI" use="required"/> 
</xs:complexType> 
 
Ένα <Policy> element είναι τύπου  PolicyType. Τα σηµαντικότερα  attributes και elements 
ενός <Policy> element είναι τα ακόλουθα: 
 
• RuleCombiningAlgId [Required attribute]: προσδιορίζει τον αλγόριθµο συνδυασµού 
κανόνων που πρέπει να χρησιµοποιηθεί κατά την αποτίµηση της πολιτικής. 
• CombinerParameters και RuleCombinerParameters [Optional elements]: παρέχουν 
έναν σύνολο παραµέτρων που πρέπει να χρησιµοποιηθούν από τον αλγόριθµο 
συνδυασµού κανόνων. 
• Target [Required element]: ∆ηλώνει  το σύνολο των decision requests στα οποία 
µπορεί να εφαρµοστεί η πολιτική ελέγχου πρόσβασης 
• Rule: ένα Policy element µπορεί να περιέχει κανένα, ένα ή περισσότερα στοιχεία rule. 
Αυτά τα στοιχεία είναι οι κανόνες που πρέπει να συνδυαστούν από τον αλγόριθµο 
συνδυασµού κανόνων για να αποτιµηθεί η πολιτική και να ληφθεί µία απόφαση 
εξουσιοδότησης. 
• Obligations [Optional element]: δηλώνει τις υποχρεώσεις που πρέπει να ολοκληρώσει 
το PEP σε συνδυασµό µε την εφαρµογή της απόφαση εξουσιοδότησης. 
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<xs:element name="Rule" type="xacml:RuleType"/> 
<xs:complexType name="RuleType"> 
 <xs:sequence> 
  <xs:element ref="xacml:Description" minOccurs="0"/> 
  <xs:element ref="xacml:Target" minOccurs="0"/> 
  <xs:element ref="xacml:Condition" minOccurs="0"/> 
 </xs:sequence> 
 <xs:attribute name="RuleId" type="xs:string" use="required"/> 
 <xs:attribute name="Effect" type="xacml:EffectType" use="required"/> 
</xs:complexType> 
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Ένα <Rule> element είναι τύπου  RuleType. Τα σηµαντικότερα  attributes και elements ενός 
<Rule> element είναι τα ακόλουθα: 
 
• Effect [Required attribute]: οι επιτρεπτές τιµές αυτού του attribute είναι “Permit” και 
“Deny”. 
• Target [Optional element]: προσδιορίζει το σύνολο των decision requests για τα οποία 
έχει δηµιουργηθεί ο κανόνας. Για αυτά τα decision requests πρέπει να γίνεται 
αποτίµηση του κανόνα. 
• Condition [Optional element]: Προσδιορίζει την συνθήκη που πρέπει να ικανοποιείται 
έτσι ώστε να αποτιµάται η τιµή του Effect. 
 
Όπως ήδη έχει αναφερθεί η  XACML ορίζει το XACML context. Μέσω αυτού του context 
εκφράζονται αιτήµατα για την πρόσβαση στους προστατευόµενους πόρους του συστήµατος . 
Τέτοια αιτήµατα εκφράζονται µε την χρήση των <xacml-context:Request> elements. 
Αντίστοιχα, οι αποκρίσεις  οι οποίες εµφωλεύουν τις authorization decisions εκφράζονται 
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<xs:complexType name="RequestType"> 
 <xs:sequence> 
  <xs:element ref="xacml-context:Subject" maxOccurs="unbounded"/> 
  <xs:element ref="xacml-context:Resource" maxOccurs="unbounded"/> 
  <xs:element ref="xacml-context:Action"/> 
  <xs:element ref="xacml-context:Environment"/> 
 </xs:sequence> 
</xs:complexType> ε ένα Request element µία οντότητα ζητάει να της παραχωρηθεί εξουσιοδότηση έτσι ώστε 
α εκτελέσει την ενέργεια που προσδιορίζεται στο element Action. Η ενέργεια αυτή θα 
φαρµοστεί -αν δοθεί η εξουσιοδότηση στην οντότητα που προσδιορίζεται στο element 
ubject- στον πόρο του συστήµατος που προσδιορίζει το element Resource. Παρόµοια, το 
chema του Response element είναι το εξής: 
 <xs:element name="Response" type="xacml-context:ResponseType"/> 
<xs:complexType name="ResponseType"> 
 <xs:sequence> 
  <xs:element ref="xacml-context:Result" maxOccurs="unbounded"/>
 </xs:sequence> 
</xs:complexType> να Response element περιέχει την authorization decision. Το Response element περιέχει ένα 
lement Result το οποίο µε τη σειρά του περιέχει ένα στοιχείο Decision. Το στοιχείο Decision 
ροσδιορίζει το αποτέλεσµα της αποτίµησης της πολιτικής ελέγχου πρόσβασης. Οι 
πιτρεπτές τιµές που µπορεί να µεταφέρει το Decision είναι “Permit”, “Deny”, 
Indeterminate” και  “NotApplicable”. Η τιµή “Permit” δηλώνει ότι η ζητούµενη πρόσβαση 
πιτρέπεται. Αντίστοιχα, η τιµή  “Deny” δηλώνει ότι η ζητούµενη πρόσβαση απαγορεύεται. 
 τιµή “Indeterminate” δηλώνει ότι το PDP δεν κατάφερε να αποτιµήσει την πολιτική και 
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καµία απόφαση δεν λήφθηκε. Η τιµή “NotApplicable” δηλώνει ότι το PDP δεν µπόρεσε να 
ανακτήσει κάποια πολιτική που να µπορεί να σχετίζεται µε το αντίστοιχο αίτηµα. 
 
Σε αυτό το σηµείο έχοντας µελετήσει τα κυριότερα elements και attributes του XACML 
policy schema και τα elements Request και Response του XACML context µπορούµε να 

























































            "urn:oasis:names:tc:xacml:1.0:rule-combining-algorithm:deny-overrides"> 
    
   <PolicyDefaults> 
      <XPathVersion>http://www.w3.org/TR/1999/Rec-xpath-9991116</XPathVersion> 
   </PolicyDefaults> 
    
   <Target/> 
    
   <VariableDefinition VariableId="17590034"> 
      <Apply FunctionId="urn:oasis:names:tc:xacml:1.0:function:string-equal"> 
         <Apply FunctionId="urn:oasis:names:tc:xacml:1.0:function:string-one-and-only"> 
            <SubjectAttributeDesignator    
            AttributeId="urn:oasis:names:tc:xacml:2.0:example:attribute:patient-number" 
            DataType="http://www.w3.org/2001/XMLSchema#string"/> 
         </Apply> 
         <Apply 
         FunctionId="urn:oasis:names:tc:xacml:1.0:function:string-one-and-only"> 
            <AttributeSelector 
                  RequestContextPath="//xacml-context:Resource/xacml-     
               context:ResourceContent/md:record/md:patient/md:patient-number/text()"
                  DataType="http://www.w3.org/2001/XMLSchema#string"/> 
         </Apply> 
      </Apply> 
   </VariableDefinition> 
   
   <Rule RuleId="urn:oasis:names:tc:xacml:2.0:example:ruleid:1" Effect="Permit"> 
      <Description> A person may read any medical record in the                     
                              http://www.med.example.com/schemas/record.xsd  
                              namespace for which he or she is the designated patient 
      </Description> 
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      <Target> 
         <Resources> 
            <Resource> 
               <ResourceMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:string-
equal"> 
                  <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">
                        urn:example:med:schemas:record 
                  </AttributeValue> 
                  <ResourceAttributeDesignator AttributeId= 
                   "urn:oasis:names:tc:xacml:2.0:resource:target-namespace" 
                   DataType="http://www.w3.org/2001/XMLSchema#string"/> 
               </ResourceMatch> 
               <ResourceMatch MatchId="urn:oasis:names:tc:xacml:1.0:function:xpath-node-
match"> 
                  <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">
                       /md:record 
                  </AttributeValue>  
                  <ResourceAttributeDesignator               
                    AttributeId="urn:oasis:names:tc:xacml:1.0:resource:xpath" 
                    DataType="http://www.w3.org/2001/XMLSchema#string"/> 
               </ResourceMatch> 
            </Resource> 
         </Resources> 
       
         <Actions> 
            <Action> 
               <ActionMatch 
                  MatchId="urn:oasis:names:tc:xacml:1.0:function:string-equal"> 
                    <AttributeValue DataType="http://www.w3.org/2001/XMLSchema#string">
                         read 
                    </AttributeValue> 
                    <ActionAttributeDesignator 
                       AttributeId="urn:oasis:names:tc:xacml:1.0:action:action-id" 
                       DataType="http://www.w3.org/2001/XMLSchema#string"/> 
               </ActionMatch> 
            </Action> 
         </Actions> 
      </Target> 
    
      <Condition> 
          <VariableReference VariableId="17590034"/> 
      </Condition> 
 
   </Rule> 
 
</Policy> 
Αυτή η πολιτική ορίζει ότι οποιοσδήποτε ασθενής µπορεί να εκτελεί την ενέργεια “read” στα 
αρχεία τα οποία περιλαµβάνουν τον αριθµό του (patient-number). Επεκτείνοντας το 
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παράδειγµα υποθέτουµε ότι ένας γιατρός θέλει να λάβει εξουσιοδότηση για πρόσβαση σε ένα 
συγκεκριµένο element του αρχείου ενός ασθενούς. Το αίτηµα αυτό εκφράζεται από το 
















































<?xml version="1.0" encoding="UTF-8"?> 
<Request 
 xmlns="urn:oasis:names:tc:xacml:2.0:context:schema:os"    
 xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
 xsi:schemaLocation=" urn:oasis:names:tc:xacml:2.0:context:schema:os http://docs.oasis-
open.org/xacml/access_control-xacml-2.0-context-schema-os.xsd"> 
 
    <Subject> 
       <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:subject-category"               
          DataType="http://www.w3.org/2001/XMLSchema#anyURI"> 
             <AttributeValue>urn:oasis:names:tc:xacml:1.0:subject-category:access-subject   
             </AttributeValue> 
       </Attribute> 
       <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:subject:subject-id"           
          DataType="http://www.w3.org/2001/XMLSchema#string"   
          Issuer="med.example.com"> 
          <AttributeValue>CN=Julius Hibbert</AttributeValue> 
       </Attribute> 
       <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:subject:name-format"           
          DataType="http://www.w3.org/2001/XMLSchema#anyURI"   
          Issuer="med.example.com"> 
          <AttributeValue> 
              urn:oasis:names:tc:xacml:1.0:datatype:x500name 
          </AttributeValue> 
       </Attribute> 
       <Attribute AttributeId="urn:oasis:names:tc:xacml:2.0:example:attribute:role"             
          DataType="http://www.w3.org/2001/XMLSchema#string"  
          Issuer="med.example.com"> 
          <AttributeValue>physician</AttributeValue> 
       </Attribute> 
       <Attribute AttributeId="urn:oasis:names:tc:xacml:2.0:example:attribute:physician-
id"     
         DataType="http://www.w3.org/2001/XMLSchema#string"        
         Issuer="med.example.com"> 
          <AttributeValue>jh1234</AttributeValue> 
       </Attribute> 
    </Subject> 
     
    <Resource> 
        <ResourceContent> 
            <md:record xmlns:md="urn:example:med:schemas:record"                 
              xsi:schemaLocation="urn:example:med:schemas:record    
             http:www.med.example.com/schemas/record.xsd"> 
                <md:patient> 
                     <md:patientDoB>1992-03-21</md:patientDoB> 
                     <md:patient-number>555555</md:patient-number> 
                </md:patient> 
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            </md:record> 
         </ResourceContent> 
         <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:resource:resource-id"     
           DataType="http://www.w3.org/2001/XMLSchema#string"> 
              <AttributeValue> 
                 //med.example.com/records/bart-simpson.xml# 
                 xmlns(md=:Resource/ResourceContent/xpointer 
                 (/md:record/md:patient/md:patientDoB) 
              </AttributeValue> 
         </Attribute> 
    </Resource> 
    
    <Action> 
        <Attribute AttributeId="urn:oasis:names:tc:xacml:1.0:action:action-id"             
          DataType="http://www.w3.org/2001/XMLSchema#string"> 
            <AttributeValue>read</AttributeValue> 
        </Attribute> 
    </Action> 
    <Environment/> 
</Request> 
Στο παραπάνω request context η οντότητα µε subject-id “Julius Hibbert”, role “physician” και  
physician-id “jh1234” ζητάει να αναγνώσει  την τιµή του πεδίου  ηµεροµηνίας γέννησης 
(md:patientDoB) στο αρχείο (md:record) του ασθενούς (md:patient) Bartholomew Simpson 
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3.9 SOAP Message Security (WS-Security) 
 
 Η WS-Security περιγράφει τον τρόπο µε τον οποίο εφαρµόζουµε διάφορες τεχνολογίες 
ασφάλειας (όπως για παράδειγµα η XML Encryption, η XML Signature, τα X.509 
πιστοποιητικά και τα SAML assertions) στα SOAP µηνύµατα. Πιο συγκεκριµένα, ορίζει τον 
τρόπο µε τον οποίο παρέχονται η υπηρεσία της ακεραιότητας και η υπηρεσία της 
εµπιστευτικότητας στα SOAP µηνύµατα µέσω της XML Signature και της XML Encryption  
αντίστοιχα. Επιπλέον, περιγράφει τον µηχανισµό µε τον οποίο µπορούµε να συνάπτουµε 
διάφορα security tokens σε ένα SOAP µήνυµα. Πρέπει να σηµειωθεί ότι η WS-Security δεν 
ορίζει µία νέα τεχνολογία ασφαλείας αλλά απλώς καθορίζει τις προσθήκες σε ένα SOAP 
µήνυµα ώστε να προσδίδεται σε αυτό ασφάλεια. 
 Η WS-Security ορίζει το Security header block το οποίο περικλείει τις πληροφορίες  
που σχετίζονται µε την ασφάλεια ενός SOAP µηνύµατος. Ένα τέτοιο header παρέχει αυτές τις 
πληροφορίες σε έναν συγκεκριµένο παραλήπτη. Αυτός µπορεί να είναι είτε ο τελικός 
παραλήπτης του µηνύµατος είτε ένας ενδιάµεσος κάτι το οποίο καθορίζεται από το attribute 
role του Security header. Ένα SOAP µήνυµα µπορεί να περιέχει περισσότερα του ενός 
Security header blocks στην περίπτωση που το κάθε ένα από αυτά στοχεύει σε έναν 
διαφορετικό παραλήπτη. Εποµένως, δύο Security headers µέσα στο ίδιο SOAP µήνυµα δεν 
µπορούν να έχουν την ίδια τιµή στο attribute role ή στο attribute actor. Ένα Security header 
στο οποίο δεν προσδιορίζεται το attribute role ή το attribute actor µπορεί να επεξεργαστεί από 
οποιονδήποτε κόµβο στο SOAP message path αλλά δεν επιτρέπεται να διαγραφεί από το 
µήνυµα από κάποιον ενδιάµεσο κόµβο. Ένας active ενδιάµεσος στο SOAP message path έχει 
το δικαίωµα να προσθέσει επιµέρους στοιχεία σε ένα Security header block στην περίπτωση 
που αυτό το header block στοχεύει σε αυτόν ενώ µπορεί να προσθέσει στο µήνυµα και νέα 
Security header blocks τα οποία θα απευθύνονται σε άλλους κόµβους. Η γενική µορφή ενός 
Security header block είναι ως εξής: 
 
 











      <S12:Header> 
            … 
            <wsse:Security S11:actor=“…” S11:mustUnderstand=“…”> 
              … 
            </wsse:Security> 
            … 
      <S12:Header> 
      … 
<S11:Envelope> 
Security header   
         block 
Όπου σε όλη τη παρούσα ενότητα µε το S11 αναπαριστάται το “http://schemas.xmlsoap.org/ 
soap/envelope/” και µε S12 το “http://www.w3.org/2003/05/soap -envelope”. Το attribute 
mustUnderstand προσδιορίζει αν ο παραλήπτης του µηνύµατος είναι υποχρεωµένος να 
επεξεργαστεί και να καταννοήσει το συγκεκριµένο header ενώ όπως έχει προαναφερθεί το 
attribute actor καθορίζει ποιος είναι ο κόµβος στον οποίο απευθύνεται το header. 
 
Χρήση των security tokens στην WS-Security  
 
 Η WS-Security υποστηρίζει ένα σύνολο security tokens. Για αυτόν τον λόγο καθορίζει 
τον τρόπο µε τον οποίο αυτά τα tokens συνάπτονται στα SOAP µηνύµατα. Επίσης, καθορίζει 
τον τρόπο µε τον οποίο µπορεί να γίνει αναφορά σε ένα τέτοιο token το οποίο µπορεί να 
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βρίσκεται είτε τοπικά στο ίδιο SOAP µήνυµα από το οποίο προέρχεται η αναφορά είτε σε µία 
άλλη τοποθεσία που προσδιορίζεται µέσω ενός URI. Από την άλλη πλευρά, η WS-Security 
προδιαγραφή δεν υπαγορεύει την διαδικασία ελέγχου και επιβεβαίωσης των claims (δεν 
ορίζει δηλαδή την διαδικασία του claim confirmation) που εµπεριέχονται  στα security tokens 
παρά µόνο καθορίζει τον τρόπο µε τον οποίο µπορεί να συσχετιστεί µία ψηφιακή υπογραφή 
µε ένα τέτοιο token ως µία µορφή αυτής της διαδικασίας. Οι τύποι των security tokens που 
υποστηρίζει η WS-Security είναι οι παρακάτω: 
 
• User name token. 
 






X.509 Certificate token 
• XML tokens:  
 
 
Βέβαια, ένα Security header block µπορεί να φιλοξενήσει και οποιονδήποτε άλλο τύπο 
security token (όπως για παράδειγµα τα XrML tokens ή τα XCBF tokens) αφού η WS-
Security προβλέπει την επέκταση του µε κάποιο wrapper element που θα περικλείει τον 
αντίστοιχο τύπο security token. Στην συνέχεια γίνεται παρουσίαση όλων των τύπων security 
tokens που υποστηρίζει η WS-Security. 
SAML token 
 
Rights Expression Language Token 
 
User name tokens 
 
 Μέσω ενός user name token µπορούµε να παραθέσουµε ένα username. Το element που 


























08/12/2017 2<wsse:UsernameToken wsu:Id=“…”> 
      <wsse:Username>…</Username> 
      <wsse:Password Type=“…”>…</wsse:Password> 
      <wsse:Nonce EncodingType= “…”>…</wsse:Nonce> 
      <wsu:Created>…</wsu:Created> 
</wsse:UsernameToken>  ε ένα UsernameToken element συναντάµε ένα στοιχείο Username και προαιρετικά ένα 
τοιχείο Password. Ένα password µπορεί να είναι τύπου PasswordText ή PasswordDigest. 
υτό καθορίζεται µέσω του attribute Password/Type. Στην περίπτωση του PasswordText το 
υνθηµατικό είναι ακρυπτογράφητο (“in the clear”)  σε αντίθεση µε την περίπτωση του 
asswordDigest όπου στο token εµπεριέχεται µία σύνοψη του συνθηµατικού. Πιο 
υγκεκριµένα, η σύνοψη προκύπτει από την εφαρµογή του αλγόριθµου SHA-1 στο UTF-8 
ωδικοποιηµένο συνθηµατικό. Η σύνοψη  είναι κωδικοποιηµένη σε µορφή Base-64. 
πορούµε να επιλέξουµε την PasswordDigest αναπαράσταση ενός συνθηµατικού µόνο στην 
ερίπτωση που το συνθηµατικό είναι γνωστό και στις δύο οντότητες που επικοινωνούν. Όταν 
το token εµφωλεύεται ένα συνθηµατικό σε PasswordText µορφή, για να εξασφαλιστεί η 
µπιστευτικότητα του συνθηµατικού θα πρέπει είτε το token να είναι κρυπτογραφηµένο είτε 
 µεταφορά του µηνύµατος να γίνεται πάνω από ένα ασφαλές κανάλι (για παράδειγµα να 
ίνει χρήση του SSL). Στο  UsernameToken µπορούν να προστεθούν δύο προαιρετικά 
τοιχεία τα οποία προσφέρουν  έναν µηχανισµό ασφάλειας εναντίον των replay attacks. 
ρόκειται για τα elements wsse:Nonce και wsu:Created. Το στοιχείο Nonce περιέχει µία 
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τυχαία ακολουθία από bytes. Για να είναι εφικτή η χρήση αυτής της µεθόδου για την 
καταπολέµηση των replay attacks πρέπει ο παραλήπτης του UsernameToken που περιέχει το 
nonce να διατηρεί µία cache µε στιγµιότυπα από τα nonces. Φυσικά κάτι τέτοιο κοστίζει σε 
πόρους του συστήµατος. Για να περιορίσουµε τις ανάγκες του caching των nonces πρέπει να 
διατηρούνται µόνο τα πιο πρόσφατα nonces. Για να επιτευχθεί αυτό πρέπει να είναι γνωστή η 
στιγµή δηµιουργίας της σύνοψης του συνθηµατικού. Αυτή την πληροφορία παρέχει το 
στοιχείο Created. Όταν χρησιµοποιούνται τα στοιχεία Nonce και/ή Created αυτά πρέπει να 
συµπεριλαµβάνονται στην διαδικασία της σύνοψης µαζί µε το συνθηµατικό. Σε αυτή την 





password digest = Base-64( SHA-1( Nonce + Created + Password ) ) 
∆ηλαδή γίνεται συνένωση (συµβολίζεται µε “+” στην παραπάνω έκφραση) των στοιχείων 
Nonce, Created και του συνθηµατικού και στη συνέχεια στο αποτέλεσµα της συνένωσης 
εφαρµόζεται ο SHA-1. Στη συνέχεια παρατίθεται ένα παράδειγµα χρήσης του 





















<S11:Envelope xmlns:S11="..." xmlns:wsse="..." xmlns:wsu= "..."> 
      <S11:Header> 
         ... 
            <wsse:Security> 
                  <wsse:UsernameToken> 
                        <wsse:Username>NNK</wsse:Username> 
                        <wsse:Password Type="...#PasswordDigest"> 
                                   weYI3nXd8LjMNVksCKFV8t3rgHh3Rw== 
                        </wsse:Password> 
                        <wsse:Nonce>WScqanjCEAC4mQoBE07sAQ==</wsse:Nonce> 
                        <wsu:Created>2003-07-16T01:24:32Z</wsu:Created> 
                  </wsse:UsernameToken> 
            </wsse:Security> 
         ... 
      </S11:Header> 
 ... 
</S11:Envelope> 
Πολλές φορές ένα συνθηµατικό το οποίο συσχετίζεται µε ένα όνοµα χρήστη 
χρησιµοποιείται για την εξαγωγή ενός µυστικού κλειδιού. Για να πραγµατοποιηθεί αυτό 
απαιτείται η εισαγωγή  δύο επιπλέον στοιχείων στο UsernameToken. Πρόκειται για τα 
στοιχεία wsse:Salt και wsse:Iteration. Όταν ακολουθείται η διαδικασία της εξαγωγής ενός 
κλειδιού µε χρήση του ζευγαριού username/password το εµπλεκόµενο password δεν πρέπει 
να τοποθετείται εντός του UsernameToken. Ο παραλήπτης του SOAP µηνύµατος που 
περιέχει το εν λόγω security token πρέπει να είναι γνώστης του συνθηµατικού εκ των 







      <wsse:Username>…</wsse:Username> 
      <wsse11:Salt>…</wsse11:Salt> 
      <wsse11:Iteration>…<wsse11:Iteration> 
</wsse:UsernameToken> 
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(Να σηµειωθεί ότι το wsse11 αποτελεί πρόθεµα που χρησιµοποιείται ως αναφορά για το 
namespace “http://docs.oasis-open.org/wss/oasis-wsswssecurity-secext-1.1.xsd”.) 
 
Το στοιχείο wsse11:Salt έχει ως περιεχόµενο µία ακολουθία από 128 bits τα οποία έχουν 
υποστεί την διαδικασία του serialization µε βάση το xs:base64Binary. Τα 8 πρώτα high order 
bits συνθέτουν την τιµή 1 στην περίπτωση που το κλειδί χρησιµοποιείται στην εφαρµογή της 
τεχνικής αυθεντικοποίησης MAC, ενώ συνθέτουν  την τιµή 2 στην περίπτωση  που το κλειδί 
χρησιµοποιείται σε µια διαδικασία κρυπτογράφησης. Τα υπόλοιπα 120 bits παίρνουν τυχαία 
την τιµή τους. Το στοιχείο wsse11:Iteration προσδιορίζει πόσες φορές πρέπει να εφαρµοστεί 
η διαδικασία του hashing κατά την εξαγωγή του κλειδιού. Η τιµή που αποτελεί περιεχόµενο 
του στοιχείου είναι τύπου xs:unsignedInteger. Σε περίπτωση που δεν καθορίζεται ρητά µία 
τιµή ως περιεχόµενο του στοιχείου θεωρούµε την τιµή 1000. Η διαδικασία εξαγωγής του 
κλειδιού έχει ως εξής: το συνθηµατικό και το περιεχόµενο του στοιχείου wsse11:Salt 
συνενώνονται και στο αποτέλεσµα της συνένωσης εφαρµόζεται ο αλγόριθµος SHA-1. Το 
αποτέλεσµα της σύνοψης εισάγεται επαναληπτικά ως είσοδος στον αλγόριθµο SHA-1 όσες 
φορές επιβάλλει η τιµή που προσδιορίζει το περιεχόµενο του wsse11:Iteration. Τελικά 
προκύπτει µία 160-bits τιµή που αποτελεί το ζητούµενο κλειδί. 
 
Binary security tokens   
 
 Ένα binary security token τοποθετείται εντός ενός στοιχείου wsse:BinarySecurityToken 
που περιέχεται σε ένα Security header block. Αυτό το στοιχείο διαθέτει δύο attributes: το 
ValueType που προσδιορίζει τον τύπο του binary security token που περιέχεται στο στοιχείο 
(αν είναι δηλαδή Kerberos token ή αν είναι X.509 certificate token) και το EncodingType που 
προσδιορίζει την µορφή στην οποία είναι κωδικοποιηµένο το token (για παράδειγµα αν είναι 




















08/12/2017 2<wsse:BinarySecurityToken wsu:Id=“...” 
      EncodingType=“…” 
      ValueType=“…”> 
      … binary data … 
</wsse:BinarySecurityToken> erberos tokens 
 Ένα είδος binary security token που υποστηρίζεται από την WS-Security είναι τα 
erberos tokens. Το attribute ValueType του στοιχείου wsse:BinarySecurityToken στην 
ερίπτωση ενός Kerberos token µπορεί να έχει µία από τις ακόλουθες τιµές: 
• “http://docs.oasis-open.org/wss/oasiswss-kerberos-token-profile1.1#Kerberosv5_AP_ 
REQ”: προσδιορίζει ότι ο τύπος του token είναι Kerberos v5 AP-REQ όπως αυτός 
ορίζεται στο Kerberos specification. 
• “http://docs.oasis-open.org/wss/oasiswss-kerberos-token-profile1.1#GSS_Kerberosv5 
           _AP_REQ”: προσδιορίζει ότι ο τύπος του token είναι GSS-API Kerberos V5     
           mechanism token όπως αυτός ορίζεται στο RFC 1964 και στο RFC 4121. 
• “http://docs.oasis-open.org/wss/oasiswss-kerberos-token-profile-1.1#Kerberosv5_ 
AP_ REQ1510”: προσδιορίζει ότι ο τύπος του token είναι Kerberos v5 AP-REQ όπως 
αυτός ορίζεται στο RFC 1510. 
• “http://docs.oasis-open.org/wss/oasiswss-kerberos-token-profile-1.1#GSS_Kerberos 
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            v5_AP_REQ1510”: προσδιορίζει ότι ο τύπος του token είναι GSS-API Kerberos V5       
            mechanism token που περιέχει ένα KRB_AP_REQ µήνυµα όπως ορίζεται στο RFC     
            1964 και στο RFC 4121. 
• “http://docs.oasis-open.org/wss/oasiswss-kerberos-token-profile-1.1#Kerberosv5_AP 
_REQ4120”: προσδιορίζει ότι ο τύπος του token είναι Kerberos v5 AP-REQ όπως 
ορίζεται στο RFC 4120. 
• “http://docs.oasis-open.org/wss/oasiswss-kerberos-token-profile-1.1#GSS_Kerberos 
v5_AP_REQ4120”: προσδιορίζει ότι ο τύπος του token είναι GSS-API Kerberos V5 
mechanism token που περιέχει ένα an KRB_AP_REQ µήνυµα όπως ορίζεται στο RFC 
1964 και στο RFC 4121. 
 
Ένα Kerberos token µπορεί να χρησιµοποιηθεί σε µία διαδικασία αυθεντικοποίησης αλλά 
επίσης και σε µια διαδικασία κρυπτογράφησης. Ένα Kerberos token µπορεί να αναφέρεται 
µέσα από ένα wsse:SecurityTokenReference element. Αυτό µπορεί να γίνει είτε µέσω µιας 
άµεσης αναφοράς µε χρήση της τιµής του attribute wsu:Id του wsse:BinarySecurityToken 
είτε µε χρήση του element wsse:KeyIdentifier. (Οι τρόποι µε τους οποίους µπορεί να γίνει 
αναφορά σε ένα security token µέσα σε ένα SOAP µήνυµα όπως καθορίζεται από την WS-
Security περιγράφονται παρακάτω.) Ένα παράδειγµα ενός Kerberos token που φιλοξενείται 

























                              ValueType=" http://docs.oasisopen.org/wss/oasis-wss-kerberos-token-
profile-1.1#Kerberosv5_AP_REQ"          
                              wsu:Id="MyToken"> 











X.509 certificate tokens  
 
 Ένα X.509 certificate token συσχετίζει ένα δηµόσιο κλειδί µε ένα σύνολο γνωρισµάτων 
που περιλαµβάνει τουλάχιστον το όνοµα του υποκειµένου, το όνοµα του εκδότη, την περίοδο 
κατά την οποία το πιστοποιητικό θεωρείται έγκυρο και έναν σειριακό αριθµό. Τα X.509 
certificate tokens χρησιµοποιούνται ώστε να προσδιορίζουν ένα δηµόσιο κλειδί. Εποµένως, 
αυτά τα tokens χρησιµοποιούνται για να υποστηρίξουν τον µηχανισµό των ψηφιακών 
υπογραφών και την κρυπτογράφηση κλειδιών συνόδου. Η WS-Security υποστηρίζει τους 
ακόλουθους τύπους X.509 certificate tokens (εποµένως αυτές είναι και οι δυνατές τιµές που 
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µπορεί να έχει το attribute ValueType του BinarySecurityToken): #X509v3, #X509v1, 
#X509PKIPathv1 και  #PKCS7. 
 Όπως έχει ήδη αναφερθεί τα X509 certificate tokens µπορούν να χρησιµοποιηθούν για 
να υποστηρίξουν τον µηχανισµό της ψηφιακής υπογραφής. Εποµένως, πρέπει µε κάποιον 
τρόπο να έχουµε την δυνατότητα να αναφερόµαστε σε ένα τέτοιο token. Ένας τρόπος είναι η 
αναφορά µέσω ενός subject key identifier. Σε αυτή την περίπτωση το στοιχείο 
wsse:SecurityTokenReference περιέχει ένα στοιχείο wsse:KeyIdentifier που προσδιορίζει το 
token µέσω µιας αναφοράς #X509SubjectKeyIdentifier. Αυτή η περίπτωση µπορεί να 
εφαρµοστεί µόνο για την αναφορά σε X509 v3 certificates. Μία άλλη επιλογή που έχουµε 
είναι η χρήση του στοιχείου wsse:Reference εντός του στοιχείου 
wsse:SecurityTokenReference. To  wsse:Reference αναφέρεται σε ένα X.509 security token 
µέσω ενός URI που µπορεί να προσδιορίζει ένα στοιχείο wsse:BinarySecurityToken που 
βρίσκεται εντός του SOAP µηνύµατος ή προσδιορίζει µία τοποθεσία που φιλοξενεί τα 
δεδοµένα του X.509 security token. Μία τρίτη επιλογή που έχουµε είναι η αναφορά σε ένα 
X509 certificate token µέσω του issuer serial number και του issuer name. Σε αυτή την 
περίπτωση το στοιχείο  wsse:SecurityTokenReference περιέχει ένα στοιχείο ds:X509Data το 
οποίο µε τη σειρά του περικλείει ένα στοιχείο ds:X509IssuerSerial που προσδιορίζει ένα 
X509 certificate token µέσω του certificate issuer name και του serial number. Σε αυτό το 
σηµείο παρατίθεται ένα παράδειγµα που παρουσιάζει την χρήση ενός X509 certificate token 
































      <S11:Header> 
            <wsse:Security xmlns:wsse:=“…” xmlns:wsu= “…”> 
                  <ds:Signature xmlns:ds=“…”> 
                        <ds:SignedInfo> 
                              <ds:Reference URI=“#body”/> 
                              <ds:Reference URI=“keyinfo”/> 
                        </SignedInfo> 
                        <ds:SignatureValue>…</ds:SignatureValue> 
                        <ds:KeyInfo Id=“keyinfo”> 
                              <wsse:SecurityTokenReference> 
                                    <ds:X509Data> 
                                          <ds:X509IssuerSerial> 
                                                <ds:X509IssuerName> 
                                                      DC=ACMECorp, DC=com 
                                                </ds:X509IssuerName> 
      <ds:X509SerialNumber>12345678</ds: X509SerialNumber>
                                          </ds:X509IssuerSerial> 
                                    </ds:X509Data>       
                              </wsse:SecurityTokenReference> 
                        </ds:KeyInfo> 
                  </ds:Signature> 
            </wsse:Security> 
      </S11:Header> 
      <S11:Body wsu:Id=“body” xmlns:wsu=“…”> 
        …       
      </S11:Body> 
</S11:Envelope> 
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Ένα X.509 certificate token χρησιµοποιείται επίσης µε σκοπό τον προσδιορισµό ενός 
δηµόσιου κλειδιού που χρησιµοποιείται στην διαδικασία αποκρυπτογράφησης ενός 
κρυπτογραφήµατος. Αυτή η περίπτωση φαίνεται στο παρακάτω παράδειγµα (το οποίο  



















































<S11:Envelope xmlns:S11="..." xmlns:ds="..." xmlns:wsse="..." xmlns:xenc="...">
      <S11:Header> 
            <wsse:Security> 
                  <xenc:EncryptedKey> 
                        <xenc:EncryptionMethod Algorithm="…"/> 
                         <ds:KeyInfo> 
                               <wsse:SecurityTokenReference> 
                                     <ds:X509Data> 
                                           <ds:X509IssuerSerial> 
                                                 <ds:X509IssuerName> 
                                                       DC=ACMECorp, DC=com 
                                                 </ds:X509IssuerName> 
                                                 <ds:X509SerialNumber> 
                                                       12345678  
                                                 </ds:X509SerialNumber> 
                                           </ds:X509IssuerSerial> 
                                     </ds:X509Data> 
                               </wsse:SecurityTokenReference> 
                         </ds:KeyInfo> 
                         <xenc:CipherData> 
                               <xenc:CipherValue>…</xenc:CipherValue> 
                         </xenc:CipherData> 
                         <xenc:ReferenceList> 
                               <xenc:DataReference URI="#encrypted"/> 
                         </xenc:ReferenceList> 
                   </xenc:EncryptedKey> 
            </wsse:Security> 
      </S11:Header> 
      <S11:Body> 
            <xenc:EncryptedData Id="encrypted" Type="…"> 
                  <xenc:CipherData> 
                         <xenc:CipherValue>…</xenc:CipherValue> 
                   </xenc:CipherData> 
            </xenc:EncryptedData> 
      </S11:Body> 
</S11:Envelope> - 124 -
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 Ένα SAML token µπορεί να τοποθετηθεί σε ένα SOAP µήνυµα περιλαµβάνοντας τα 
SAML assertions ή τις αναφορές προς κάποια SΑΜL assertions µέσα σε ένα wsse:Security 
header. Για να γίνει αναφορά σε ένα SAML token µπορούν να χρησιµοποιηθούν οι 
ακόλουθες τρεις διαφορετικοί τρόποι token referencers: 
 
• key identifier reference (element wsse:KeyIdentifier) 
• direct reference (element wsse:Reference) 
• embedded reference (element wsse:Embedded) 
 
Όταν χρησιµοποιούµε το στοιχείο wsse:KeyIdentifier για να αναφερθούµε σε ένα SAML 
token πρέπει αυτό το στοιχείο να περιλαµβάνει ως περιεχόµενό του το αναγνωριστικό του 
token και επιπλέον πρέπει να διαθέτει ένα attribute ValueType το οποίο λαµβάνει ως τιµή την 
έκδοση του αναφερόµενου assertion που µπορεί να είναι είτε η “ http:// docs.oasis-
open.org/wss/oasis-wss-saml-token-profile-1.0#SAMLAssertionID” είτε η “http://docs.oasis-
open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLID”.  Αυτός ο τρόπος δεν πρέπει να 
χρησιµοποιείται για την αναφορά σε ένα SAML v2 assertion αν αυτό δεν βρίσκεται στο ίδιο 
SOAP µήνυµα µε το στοιχείο KeyIdentifier. Αντίθετα, όταν γίνεται αναφορά σε SAML v1.1 
assertions πρέπει υποχρεωτικά να χρησιµοποιείται αυτός ο τρόπος. Στο ακόλουθο παράδειγµα 
















xmlns:wsse="..." xmlns:wsu="..." xmlns:wsse11="..." 
         wsu:Id=“STR1” 
         wsse11:TokenType=“http://docs.oasis-open.org/wss/oasis-wss-saml-tokenprofile- 
1.1#SAMLV2.0”> 
<wsse:KeyIdentifier wsu:Id=”…” 





Παρατηρούµε ότι το στοιχείο KeyIdentifier βρίσκεται εντός ενός στοιχείου 
SecurityTokenReference και η αναφορά γίνεται προς ένα SAML token τύπου SAML v2 
assertion που έχει ως αναγνωριστικό το  “_a75adf55-01d7-40cc-929f-dbd8372ebdfc” και το 
οποίο βρίσκεται στο ίδιο SOAP µήνυµα µε το στοιχείο SecurityTokenReference. 
Με το στοιχείο direct reference (element wsse:Reference) αναφερόµαστε σε ένα SAML 
token µέσω ενός URI. Αυτός ο τρόπος πρέπει να χρησιµοποιείται πάντα για την αναφορά σε 
ένα SAML v2 assertion όταν αυτό βρίσκεται εκτός του µηνύµατος από το οποίο προέρχεται η 
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      xmlns:wsse="..." xmlns:wsu="..." xmlns:wsse11="..." 
      wsu:Id=”…” 
      wsse11:TokenType=“http://docs.oasis-open.org/wss/oasis-wss-saml-tokenprofile- 
1.1#SAMLV2.0”> 
      <wsse:Reference 
            wsu:Id=”…” 
  URI= “https://saml.example.edu/assertion-authority?ID=abcde”> 
      </wsse:Reference> 
</wsse:SecurityTokenReference> ε αυτό το παράδειγµα παρατηρούµε ότι χρησιµοποιούµε το στοιχείο Reference για να 
ναφερθούµε σε ένα SAML token v2 το οποίο βρίσκεται στην τοποθεσία που προσδιορίζεται 
πό το URI “https://saml.example.edu/assertion-authority?ID=abcde”. 
Όταν χρησιµοποιούµε το στοιχείο Embedded για την αναφορά σε ένα SAML assertion 
ότε ένα wsse:SecurityTokenReference στοιχείο περιέχει ένα στοιχείο wsse:Embedded το 





      <wsse:Embedded wsu:Id=“…”> 
            <saml:Assertion xmlns:saml=“…”>
               … 
            </saml:Assertion> 
      </wsse:Embedded> 
</wsse:SecurityTokenReference>  
 
α σηµειωθεί ότι για κάθε τύπου αναφορά (key identifier reference ή direct uri reference ή 
mbedded reference) είναι σηµαντικό να υπάρχει ένα attribute TokenType που προσδιορίζει 
ον τύπο και την έκδοση του security token και που µπορεί να έχει είτε την τιµή 
http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV1.1” είτε την τιµή 
http://docs.oasis-open.org/wss/oasis-wss-saml-token-profile-1.1#SAMLV2.0”. 
Μία αναφορά σε ένα SAML token µπορεί να γίνει από συγκεκριµένα σηµεία ενός 
ecurity header block. ∆ιακρίνουµε τις ακόλουθες περιπτώσεις:  
• Mία απευθείας αναφορά σε ένα SAML assertion µπορεί να εµφανίζεται άµεσα µέσα 
σε ένα Envelope/Header/Security block ενός SOAP µηνύµατος. 
• Μία αναφορά σε ένα SAML assertion µπορεί να βρίσκεται σε ένα στοιχείο 
Envelope/Header/Security/Signature/KeyInfo/SecurityTokenReference ενός SOAP 
µηνύµατος. 
• Ένα στοιχείο  Envelope/Header/Security/Signature/SignedInfo/Reference ενός SOAP 
µηνύµατος µπορεί να προσδιορίζει ένα στοιχείο SecurityTokenReference στο οποίο 
γίνεται αναφορά προς ένα SAML assertion. 
• Μία αναφορά προς ένα SAML assertion µπορεί να αποτελεί κρυπτογράφηµα εντός 
ενός στοιχείου EncryptedData. Σε αυτή τη περίπτωση έχουµε µία αναφορά προς το 
κρυπτογράφηµα µέσα από ένα στοιχείο ReferenceList/DataReference που είτε 
βρίσκεται ως άµεσο child element ενός στοιχείου Envelope/Header/Security είτε είναι 
εµφωλευµένο σε ένα στοιχείο EncryptedKey. 
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Η WS-Security ορίζει τον STR Dereference transform ο οποίος πρέπει να χρησιµοποιείται 
όταν ένα στοιχείο  Envelope/Header/Security/Signature/SignedInfo/Reference ενός SOAP 
µηνύµατος προσδιορίζει ένα στοιχείο SecurityTokenReference στο οποίο γίνεται αναφορά 
προς ένα SAML assertion. Σε αυτή την περίπτωση η εφαρµογή αυτού του µετασχηµατισµού 
έχει ως αποτέλεσµα τα δεδοµένα τα οποία υπογράφονται ψηφιακά να µην είναι το ίδιο το  
SecurityTokenReference στοιχείο και τα περιεχόµενά του αλλά το SAML token στο οποίο 
αναφέρεται το SecurityTokenReference. Μέσω του παρακάτω παραδείγµατος επεξηγείται η 








































      xmlns:wsse="..." xmlns:wsu="..." xmlns:wsse11="..." wsu:Id="STR1" 
      wsse11:TokenType=”http://docs.oasis-open.org/wss/oasis-wss-saml-tokenprofile- 
1.1#SAMLV1.1”> 
      <saml:AuthorityBinding xmlns:saml="..." 
            Binding=”urn:oasis:names:tc:SAML:1.0:bindings:SOAP-binding” 
            Location=”http://www.opensaml.org/SAML-Authority” 
            AuthorityKind= “samlp:AssertionIdReference”/> 
      <wsse:KeyIdentifier wsu:Id=”…” ValueType=”http://docs.oasis-open.org/ 
wss/oasis-2004XX-wss-saml-tokenprofile-1.0#SAMLAssertionID”> 
                  _a75adf55-01d7-40cc-929f-dbd8372ebdfc 
      </wsse:KeyIdentifier> 
</wsse:SecurityTokenReference 
 
<ds:SignedInfo xmlns:ds="..." xmlns:wsse="..."> 
      <ds:CanonicalizationMethod 
  Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#"/> 
      <ds:SignatureMethod 
  Algorithm="http://www.w3.org/2000/09/xmldsig#rsa-sha1"/> 
      <ds:Reference URI="#STR1"> 
            <Transforms> 
                  <ds:Transform 
                        Algorithm="http://docs.oasis-open.org/wss/2004/01/oasis-200401- 
wsssoap-message-security-1.0#STR-Transform”> 
                        <wsse:TransformationParameters> 
                              <ds:CanonicalizationMethod 
  Algorithm="http://www.w3.org/2001/10/xml-exc-c14n#"/> 
                        </wsse:TransformationParameters> 
                  </ds:Transform> 
            </Transforms> 
            <ds:DigestMethod 
  Algorithm= "http://www.w3.org/2000/09/xmldsig#sha1"/> 
            <ds:DigestValue>...</ds:DigestValue> 
      </ds:Reference> 
</ds:SignedInfo> 
Παρατηρούµε ότι το στοιχείο SignedInfo/Reference προσδιορίζει µέσω του attribute URI ότι 
το στοιχείο στο οποίο πρέπει να εφαρµοστεί ο αλγόριθµος σύνοψης SHA-1 είναι αυτό µε 
αναγνωριστικό το “STR1”. Το attribute SignedInfo/Reference/Transforms/Tranform/ 
Algorithm καθορίζει ότι πρέπει να εφαρµοστεί ο µετασχηµατισµός SRT προτού εφαρµοστεί ο 
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αλγόριθµος σύνοψης. ∆ηλαδή στην διαδικασία σύνοψης θα δοθεί ως είσοδος το SAML 
assertion που προσδιορίζεται από το ID  “_a75adf55-01d7-40cc-929f-dbd8372ebdfc”. 
 Στο [Web Services Security: SAML Token Profile 1.1] ορίζονται δύο µέθοδοι οι οποίες 
χρησιµοποιούνται µε σκοπό την στοιχειοθέτηση της αντιστοιχίας µεταξύ των SAML 
assertions που παρέχονται µέσω ενός SOAP µηνύµατος και του υποκειµένου αυτών (δηλαδή 
της οντότητας στην οποία απευθύνονται τα assertions). Η διαδικασία αυτή αναφέρεται ως 
subject confirmation method και οι δύο µέθοδοι µέσω των οποίων µπορεί να εκτελεστεί είναι 
η holder-of-key και η sender-vouches. Στην holder-of-key subject confirmation method η 
λεγόµενη attesting entity αποδεικνύει ότι είναι εξουσιοδοτηµένη να ενεργεί ως το υποκείµενο 
ενός  “holder-of-key confirmed” SAML statement. Για να ισχυριστεί κάτι τέτοιο η attesting 
entity αποδεικνύει ότι έχει τη γνώση ενός confirmation key. Αυτό γίνεται µέσω ενός 
στοιχείου SubjectConfirmation το οποίο σχετίζεται µε το assertion που περιέχει το εν λόγω 
statement. Ένα στοιχείο SubjectConfirmation περιέχει ένα στοιχείο KeyInfo που προσδιορίζει 
ένα δηµόσιο ή ιδιωτικό κλειδί το οποίο χρησιµοποιείται για την διαδικασία επιβεβαίωσης της 
ταυτότητας του υποκειµένου του assertion. Πιο συγκεκριµένα, η attesting entity χρησιµοποιεί 
το confirmation key για να υπογράψει ψηφιακά µέρος των δεδοµένων του SOAP µηνύµατος 
και το στοιχείο Signature που προκύπτει το τοποθετεί σε ένα Security header του µηνύµατος. 
Επίσης, προτείνεται να προστατεύεται η ακεραιότητα του στοιχείου  KeyInfo που περιέχεται 
στο SubjectConfirmation µε την χρήση ψηφιακής υπογραφής. Το παρακάτω παράδειγµα 































<?xml version=“1.0” encoding=“UTF-8”?> 
<S12:Envelope xmlns:S12=“…” xmlns:wsu=“…”> 
      <S12:Header> 
            <wsse:Security xmlns:wsse=“…” xmlns:wsse11=“…” xmlns:ds=“…”> 
                  <saml12:Assertion xmlns:saml12=“…” xmlns:xsi=“…” 
                        ID=“_a75adf55-01d7-40cc-929f-dbd8372ebdfc”> 
                        <saml12:Subject> 
                              <saml12:NameID>…</saml12:NameID> 
                              <saml12:SubjectConfirmation 
                                    Method=“urn:oasis:names:tc:SAML:2.0:cm:holder-of-key”> 
                                    <saml12:SubjectConfirmationData 
                                          xsi:type=“saml12:KeyInfoConfirmationDatatype”> 
                                          <ds:KeyInfo> 
                                                <ds:KeyValue>…</ds:KeyValue> 
                                          </ds:KeyInfo> 
                                    </saml12:SubjectConfirmationData> 
                              <saml12:SubjectConfirmation> 
                        </saml12:Subject> 
                        <saml12:Statement>…</saml12:Statement> 
                        <ds:Signature>…</ds:Signature> 
                  </saml12:Assertion> 
                  <ds:Signature> 
                        <ds:SignedInfo> 
                              <ds:CanonicalizationMethod 
                                    Algorithm=“http://www.w3.org/2001/10/xml-enc-c14n#”/> 
                               <ds:SignatureMethod 
                                          Algorithm=“http://www.w3.org/2000/09/xmldsig#rsa-sha1”/> 
                                          <ds:Reference 
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                                                URI=“#MsgBody”> 
                                                      <ds:DigestMethod 
                                                            Algorithm=“http://www.w3.org/2000/09/xmldsig# 
sha1”/> 
                                                      <ds:DigestValue>…</ds:DigestValue> 
                                          </ds:Reference> 
                                    </ds:SignedInfo> 
                                    <ds:Signaturevalue>...</ds:SignatureValue> 
                                    <ds:KeyInfo> 
                                          <wsse:SecurityTokenReference wsu:Id=“STR1” 
                                                 wsse11:TokenType=“http://docs.oasis-open.org/wss/oasis 
-wss-saml-token-profile-1.1#SAMLV2.0”> 
                                                  <wsse:KeyIdentifier wsu:Id=“...” 
                                                         ValueType=“http://docs.oasis-open.org/wss/oasis-wss 
-saml-token-profile-1.1#SAMLID”> 
                                                          _a75adf55-01d7-40cc-929f-dbd8372ebdfc   
                                                  </wsse:KeyIdentifier> 
                                          </wsse:SecurityTokenReference> 
                                  </ds:KeyInfo> 
                        </ds:Signature>  
                </wsse:Security> 
        </S12:Header> 
        <S12:Body wsu:Id=“MsgBody”> 
               <ReportRequest> 
                     <TicketSymbol>SUNW</TicketSymbol> 
               </ReportRequest> 
        </S12:Body> 
</S12:Envelope>               
 
Σε αυτό το παράδειγµα παρατηρούµε ότι έχει υπογραφεί ψηφιακά το body του µηνύµατος και 
η ψηφιακή υπογραφή αναπαριστάται από το στοιχείο Envelope/Header/Security/ Signature. Η 
ψηφιακή υπογραφή σχετίζεται µε το SAML assertion που βρίσκεται στο SOAP µήνυµα και 
αναπαριστάται από το στοιχείο Envelope/Header/Security/Assertion. Αυτό το assertion έχει 
ως αναγνωριστικό το “_a75adf55-01d7-40cc-929f-dbd8372ebdfc”. Η attesting entity (ο 
αποστολέας του µηνύµατος στην συγκεκριµένη περίπτωση) για να ισχυριστεί την αντιστοιχία 
µεταξύ του assertion και του υποκειµένου του χρησιµοποιεί την µέθοδο holder-of-key. Αυτό 
γίνεται φανερό µε την προσθήκη του στοιχείου SubjectConfirmation στο 
Envelope/Header/Security/Assertion/Subject. Στο SubjectConfirmation µέσω του attribute 
Method προσδιορίζεται η χρήση της holder-of-key. Το απαραίτητο στοιχείο KeyInfo στο 
στοιχείο SubjectConfirmation παρέχει το confirmation key. Επιπλέον, βλέπουµε ότι η 
attesting entity έχει περιλάβει στο Assertion και µία ψηφιακή υπογραφή που προσφέρει την 
υπηρεσία της ακεραιότητας για το confirmation key. 
Η µέθοδος sender-vouches είναι διαφορετική ως προς το τι επιδιώκει να αποδείξει η 
attesting entity. Όταν χρησιµοποιείται η µέθοδος sender-vouches η attesting entity ισχυρίζεται 
ότι ενεργεί εκ µέρους του υποκειµένου των SAML statements. Αυτό γίνεται συσχετίζοντας τα 
assertions µε ένα στοιχείο SubjectConfirmation όπως και στην µέθοδο holder-of-key. 
Ακολούθως παρατίθεται ένα παράδειγµα που δείχνει την χρήση της sender-vouches subject 
confirmation method: 
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      xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" 
      xmlns:xsd="http://www.w3.org/2001/XMLSchema"> 
      <S:Header> 
            <wsse:Security> 
                  <saml:Assertion 
                        xmlns:saml="urn:oasis:names:tc:SAML:1.0:assertion" 
                        MajorVersion="1" MinorVersion="0" 
                        AssertionID="2sxJu9g/vvLG9sAN9bKp/8q0NKU=" 
                        Issuer="www.example.com" 
                        IssueInstant="2002-06-19T16:58:33.173Z"> 
                        <saml:Conditions 
                              NotBefore="2002-06-19T16:53:33.173Z" 
                              NotOnOrAfter="2002-06-19T17:08:33.173Z"/> 
                              <saml:AuthenticationStatement 
                                   AuthenticationMethod="urn:oasis:names: tc:SAML:1.0:am:password" 
                                   AuthenticationInstant="2002-06-19T16:57:30.000Z"> 
                                         <saml:Subject> 
                                             <saml:NameIdentifier 
                                                 NameQualifier="www.example.com" 
                                                 Format=""> 
                                                       uid=joe,ou=people,ou=saml-demo,o=example.com 
                                             </saml:NameIdentifier> 
                                             <saml:SubjectConfirmation> 
                                                  <saml:ConfirmationMethod> 
                                                         urn:oasis:names:tc:SAML:1.0:cm:sender-vouches 
                                                  </saml:ConfirmationMethod> 
                                             </saml:SubjectConfirmation> 
                                         </saml:Subject> 
                              </saml:AuthenticationStatement> 
                             <saml:AttributeStatement> 
                                  <saml:Subject> 
                                      <saml:NameIdentifier 
                                             NameQualifier="www.example.com" 
                                             Format=""> 
                                                    uid=joe,ou=people,ou=saml-demo,o=baltimore.com 
                                      </saml:NameIdentifier> 
                                      <saml:SubjectConfirmation> 
                                            <saml:ConfirmationMethod> 
                                                   urn:oasis:names:tc:SAML:1.0:cm:sender-vouches 
                                            </saml:ConfirmationMethod> 
                                      </saml:SubjectConfirmation> 
                                 </saml:Subject> 
                                 <saml:Attribute 
                                      AttributeName="MemberLevel" 
                                      AttributeNamespace="http://www.oasis554 
open.org/Catalyst2002/attributes"> 
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    <saml:Attribute 
         AttributeName="E-mail" 
         AttributeNamespace="http://www.oasis560 
002/attributes"> 
         <saml:AttributeValue>joe@yahoo.com</saml:AttributeValue> 





   <ds:CanonicalizationMethod Algorithm= 
        "http://www.w3.org/2001/569 10/xml-exc-c14n#"/> 
    <ds:SignatureMethod Algorithm= 
        "http://www.w3.org/2000/09/xmldsig#hmac-sha1"/> 
    <ds:Reference URI= “#2sxJu9g/vvLG9sAN9bKp/8q0NKU=” 
         Type= “saml:IDReferenceType”> 
         <ds:DigestMethod Algorithm= 
               "http://www.w3.org/2000/09/xmldsig#sha1"/> 
         <ds:DigestValue>GyGsF0Pi4xPU...</ds:DigestValue> 
    </ds:Reference> 
    <ds:Reference URI="#MsgBody"> 
         <ds:DigestMethod Algorithm= 
              "http://www.w3.org/2000/09/xmldsig#sha1"/> 
         <ds:DigestValue>GyGsF0Pi4xPU...</ds:DigestValue> 




  <X509Data>                          
        <X509SubjectName>portal@yahoo.com</X509SubjectName> 
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Rights Expression Language (REL) tokens 
 
 Τέλος, σε ότι αφορά τα XML tokens που µπορούµε να επισυνάψουµε σε ένα SOAP 
µήνυµα η WS-Security υποστηρίζει και τις ISO/IEC 21000-5 Rights Expressions. ∆ιάφορα 















      <S:Header> 
            <wsse:Security xmlns:wsse=“…”> 
                  <r:license xmlns:r=“…”> 
  … 
</r:license> 
                  … 
            </wsse:Security>  
      </S:Header> 
      <S:Body>…</S:Body> 
</S:Envelope>  
 
Χρήση της XML Signature στην WS-Security  
 
 Η τεχνολογία της XML Signature χρησιµοποιείται στην WS-Security κατά κύριο λόγο 
για την εξασφάλιση της ακεραιότητας τµηµάτων ενός SOAP µηνύµατος και επιπροσθέτως 
χρησιµοποιείται κατά την διαδικασία του verification (επαλήθευσης) ενός security token 
credential (πιστοποιητικού ασφαλείας).   
Κατά την διαδικασία της ψηφιακής υπογραφής τµήµατος ενός SOAP µηνύµατος 
χρησιµοποιείται αποκλειστικά η Detached Signature και κανένας από τους άλλους δύο 
τύπους της XML Signature. Ο λόγος ο οποίος µας αποτρέπει να χρησιµοποιούµε την 
Enveloping και την Enveloped Signature είναι η πιθανή µεταβλητότητα που παρατηρείται σε 
ένα SOAP µήνυµα καθώς αυτό προσπελάσει το SOAP message path. Μία ψηφιακή 
υπογραφή τοποθετείται εντός ενός Security header block. Ένα Security header block µπορεί 
να φιλοξενεί περισσότερες της µίας ψηφιακές υπογραφές.     
Όπως προαναφέρθηκε η XML Signature χρησιµεύει στην διαδικασία του ελέγχου της 
εγκυρότητας ενός security token. Για παράδειγµα, ένα SOAP µήνυµα µπορεί να αναφέρεται 
σε ένα X.509 certificate token το οποίο µεταξύ άλλων περικλείει ένα δηµόσιο κλειδί ή 
τουλάχιστον αναφέρεται σε ένα δηµόσιο κλειδί. Το πιο σηµαντικό σηµείο στη χρήση ενός 
τέτοιου token είναι ότι αυτή στηρίζεται στη σχέση µεταξύ ενός δηµόσιου και ενός ιδιωτικού 
κλειδιού.Η οντότητα που χρησιµοποιεί το δηµόσιο κλειδί πρέπει να αποδείξει ότι είναι 
κάτοχος του ιδιωτικού κλειδιού που αντιστοιχεί στο συγκεκριµένο δηµόσιο κλειδί. Ο µόνος 
τρόπος για να  το πετύχει αυτό είναι να υπογράψει ψηφιακά κάποια δεδοµένα µε χρήση του 
ιδιωτικού κλειδιού. Εποµένως, η χρήση της XML Signature σε συνδυασµό µε το SOAP 
messaging είναι αναπόφευκτη. 
Μία σηµαντική χρήση της XML Signature είναι όταν υπογράφεται ψηφιακά ένα 
security token το οποίο είτε περιλαµβάνεται στο ίδιο SOAP µήνυµα µε την ψηφιακή 
υπογραφή είτε είναι ένα εξωτερικό token. Πολλές φορές σε µία τέτοια περίπτωση είναι 
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Χρήση της XML Encryption στην WS-Security 
 
 Με την χρήση της XML Encryption στην WS-Security παρέχεται η υπηρεσία της 
εµπιστευτικότητας τµηµάτων ενός SOAP µηνύµατος. Τα κρυπτογραφηµένα τµήµατα ενός 
SOAP µηνύµατος αντικαθίστανται από τα αντίστοιχα στοιχεία EncryptedData σύµφωνα µε 
την προδιαγραφή της XML Encryption. Όλα τα EncryptedData στοιχεία που έχουν 
δηµιουργηθεί κατά την διαδικασία της κρυπτογράφησης πρέπει να καταγράφονται σε 
στοιχεία DataReference που περιέχονται σε ένα ή περισσότερα ReferenceList στοιχεία. Αυτό 























<S11:Envelope xmlns:S11="..." xmlns:wsse="..." xmlns:wsu="..." 
xmlns:ds="..." xmlns:xenc="..."> 
      <S11:Header> 
            <wsse:Security> 
                  <xenc:ReferenceList> 
                        <xenc:DataReference URI="#bodyID"/> 
                  </xenc:ReferenceList> 
            </wsse:Security> 
      </S11:Header> 
      <S11:Body> 
            <xenc:EncryptedData Id="bodyID"> 
                  <ds:KeyInfo> 
                        <ds:KeyName>CN=Hiroshi Maruyama, C=JP</ds:KeyName> 
                  </ds:KeyInfo> 
                  <xenc:CipherData> 
                        <xenc:CipherValue>...</xenc:CipherValue> 
                  </xenc:CipherData> 
            </xenc:EncryptedData> 
      </S11:Body> 
</S11:Envelope> 
 
Στο παραπάνω παράδειγµα οι οντότητες που επικοινωνούν κάνου χρήση κρυπτογραφίας 
µυστικού κλειδιού. Πρέπει να τονιστεί ότι παρόλο που στην XML Encryption το στοιχείο 
ReferenceList ορίζεται να χρησιµοποιείται εντός ενός στοιχείου EncryptedKey µε σκοπό να 
υποδηλώνει ότι όσα στοιχεία EncryptedData αναφέρονται από αυτό έχουν κρυπτογραφηθεί 
από το ίδιο κλειδί (δηλαδή από το κλειδί που προσδιορίζεται από το στοιχείο EncryptedKey) 
αντίθετα αυτή η προδιαγραφή επιτρέπει στοιχεία EncryptedData που αναφέρονται  µέσα από 
το ίδιο ReferenceList να έχουν κρυπτογραφηθεί µε χρήση διαφορετικών κλειδιών.  
 Σε πολλές περιπτώσεις χρησιµοποιείται ένα κλειδί συνόδου για την κρυπτογράφηση 
τµήµατος ενός SOAP µηνύµατος και αυτό το κλειδί πρέπει να συµπεριληφθεί στο ίδιο 
µήνυµα. Για να γίνει κάτι τέτοιο πρέπει το κλειδί συνόδου να κρυπτογραφηθεί µε το δηµόσιο 
κλειδί του παραλήπτη του µηνύµατος. Το κρυπτογραφηµένο κλειδί συνόδου τοποθετείται 
εντός ενός στοιχείου EncryptedKey. Σε αυτό το στοιχείο µπορεί να προστεθεί ένα στοιχείο 
ReferenceList που προσδιορίζει τα στοιχεία που θα πρέπει να αποκρυπτογραφηθούν µε 
χρήση του κλειδιού συνόδου. Το στοιχείο ReferenceList µπορεί να βρίσκεται και εκτός του 
EncryptedKey µε την προϋπόθεση ότι τα εµπλεκόµενα EncryptedData στοιχεία περιέχουν τα 
απαραίτητα στοιχεία KeyInfo που αναφέρουν το EncryptedKey. Αυτή η περίπτωση 
παρουσιάζεται στο ακόλουθο παράδειγµα: 
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<S11:Envelope xmlns:S11="..." xmlns:wsse="..." xmlns:wsu="..." 
xmlns:ds="..." xmlns:xenc="..."> 
      <S11:Header> 
            <wsse:Security> 
                  <xenc:EncryptedKey> 
                         ... 
                        <ds:KeyInfo> 
                              <wsse:SecurityTokenReference> 
                                    <ds:X509IssuerSerial> 
                                          <ds:X509IssuerName> 
                                                DC=ACMECorp, DC=com 
                                          </ds:X509IssuerName> 
                                          <ds:X509SerialNumber>12345678</ds:X509SerialNumber> 
                                    </ds:X509IssuerSerial> 
                              </wsse:SecurityTokenReference> 
                        </ds:KeyInfo> 
                        ... 
                  </xenc:EncryptedKey> 
                  ... 
            </wsse:Security> 
      </S11:Header> 
      <S11:Body> 
            <xenc:EncryptedData Id="bodyID"> 
                  <xenc:CipherData> 
                        <xenc:CipherValue>...</xenc:CipherValue> 
                  </xenc:CipherData> 
            </xenc:EncryptedData> 
      </S11:Body> 
</S11:Envelope> 
Πολλές φορές είναι επιθυµητό να κρυπτογραφείται ένα SOAP header  block ολόκληρο 
συµπεριλαµβανοµένου και του top level στοιχείου και των attributes του. Σε αυτήν την 
περίπτωση το κρυπτογραφηµένο header αντικαθίσταται από ένα στοιχείο  Για αυτόν τον 
σκοπό ορίζεται ένα νέο header: το wsse11:EncryptedHeader. Όταν το header που 
κρυπτογραφείται περιέχει attributes τύπου  mustUnderstand, role, actor ή relay αυτά πρέπει 
να συµπεριλαµβάνονται “in the clear” στο Encrypted header ως δικά του attributes. 
 Στην WS-Security ορίζονται τα security timestamps (χρονόσηµα ασφαλείας) τα οποία 
παρέχουν την πληροφορίες της χρονικής στιγµής κατά την οποία δηµιουργήθηκε το σύνολο 
των δεδοµένων ασφαλείας (security semantics) ενός SOAP µηνύµατος καθώς επίσης και της 
χρονικής στιγµής κατά την οποία εκπνέει ο χρόνος ζωής αυτών των δεδοµένων (µετά από 
αυτή τη χρονική στιγµή δεν θεωρούνται έγκυρα). Η χρήση αυτού του στοιχείου δίνει την 
δυνατότητα στον παραλήπτη ενός  SOAP µηνύµατος να ελέγχει το πόσο πρόσφατα είναι τα 
δεδοµένα ασφαλείας και να αποφασίζει µε βάση την πολιτική του αν θα τα εµπιστευτεί ή όχι. 
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      <wsu:Expires ValueType="...">...</wsu:Expires> 
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Το στοιχείο Created φανερώνει την χρονική στιγµή δηµιουργίας των δεδοµένων ασφαλείας 
ενώ το στοιχείο Expires δηλώνει την χρονική στιγµή που παύουν να ισχύουν αυτά τα 
δεδοµένα. Το περιεχόµενο αυτών των δύο στοιχείων είναι τύπου xsd:dateTime. Ένα στοιχείο 
Timestamp πρέπει να τοποθετείται εντός του security header στα δεδοµένα του οποίου 
αναφέρεται το χρονόσηµο. 
 Ολοκληρώνοντας την αναφορά στην  WS-Security δίνεται ένα εκτενές παράδειγµα στο 
οποίο φαίνεται η χρήση της XML Signature, της XML Encryption και των security tokens 











































(001)  <?xml version="1.0" encoding="utf-8"?> 
(002)        <S11:Envelope xmlns:S11="..." xmlns:wsse="..." xmlns:wsu="..." 
(003)                       xmlns:xenc="..." xmlns:ds="..."> 
(004)              <S11:Header> 
(005)                    <wsse:Security> 
(006)                          <wsu:Timestamp wsu:Id="T0"> 
(007)                                <wsu:Created> 
(008)                                      2001-09-13T08:42:00Z 
(009)                                </wsu:Created> 
(010)                          </wsu:Timestamp> 
(011)                          <wsse:BinarySecurityToken ValueType="...#X509v3"       
(012)                          wsu:Id="X509Token" EncodingType="...#Base64Binary">    
(013)                        MIIEZzCCA9CgAwIBAgIQEmtJZc0rqrKh5i... 
(014)                    </wsse:BinarySecurityToken> 
(015)                     <xenc:EncryptedKey>  
(016)                       <xenc:EncryptionMethod Algorithm= "http://www.w3.org  
(017) /2001/04/xmlenc#rsa-1_5"/> 
(018)                                      <ds:KeyInfo> 
(019)                                            <wsse:SecurityTokenReference>       
(020)                                                  <wsse:KeyIdentifier 
(021)                                                    EncodingType="...#Base64Binary" 
(022)                                                    ValueType="...#X509v3"> 
(023)                                                            MIGfMa0GCSq... 
(024)                                                  </wsse:KeyIdentifier> 
(025)                                            </wsse:SecurityTokenReference> 
(026)                                      </ds:KeyInfo> 
(027)                                      <xenc:CipherData> 
(028)                                            <xenc:CipherValue>  
(029)                                                  d2FpbmdvbGRfE0lm4byV0... 
(030)                                            </xenc:CipherValue>  
(031)                                      </xenc:CipherData>  
(032)                                      <xenc:ReferenceList> 
(033)                                            <xenc:DataReference URI="#enc1"/>   
(034)                              </xenc:ReferenceList> 
(035)                          </xenc:EncryptedKey> 
(036)                          <ds:Signature>   
(037)                                <ds:SignedInfo> 
(038)                                      <ds:CanonicalizationMethod Algorithm=       
(039)                                                 "http://www.w3.org/ 2001/10/xml-exc-c14n#"/> 
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(040)                                      <ds:SignatureMethod  Algorithm= 
(041)                                             "http://www.w3.org/2000/09/xmldsig#rsa-sha1"/> 
(042)                                      <ds:Reference URI="#T0">                                        
(043)                                            <ds:Transforms>           
(044)                                                  <ds:Transform Algorithm= 
(045)                                                         "http://www.w3.org/2001/10/xml-exc-c14n#"/>  
(046)                                            </ds:Transforms>              
(047)                                            <ds:DigestMethod  Algorithm= 
(048)                                                   "http://www.w3.org/2000/09/xmldsig#sha1"/> 
(049)                                            <ds:DigestValue> 
(050)                                          LyLsF094hPi4wPU... 
(051)                                   </ds:DigestValue> 
(052)                             </ds:Reference> 
(053)                     <ds:Reference URI="#body"> 
(054)                                   <ds:Transforms> 
(055)                                         <ds:Transform Algorithm= 
(056)                                                "http://www.w3.org/2001/10/xml-exc-c14n#"/> 
(057)                                   </ds:Transforms> 
(058)                                   <ds:DigestMethod Algorithm= 
(059)                                         "http://www.w3.org/2000/09/xmldsig#sha1"/> 
(060)                                   <ds:DigestValue> 
(061)                                         LyLsF094hPi4wPU... 
(062)                           </ds:DigestValue> 
(063)                               </ds:Reference> 
(064)                                <ds:SignedInfo> 
(065)                                <ds:SignatureValue>    
(066)                              Hp1ZkmFZ/2kQLXDJbchm5gK... 
(067)                        </ds:SignatureValue>  
(068)       <ds:KeyInfo> 
(069)                              <wsse:SecurityTokenReference> 
(070)                                    <wsse:Reference URI="#X509Token"/> 
(071)                                       </wsse:SecurityTokenReference>  
(072)                                 </ds:KeyInfo> 
(073)                    </ds:Signature> 
(074)             </wsse:Security> 
(075)       </S11:Header> 
(076)       <S11:Body wsu:Id="body"> 
(077)             <xenc:EncryptedData Type="http://www.w3.org/2001/04/xmlenc#Element"
(078)                      wsu:Id="enc1"> 
(079)          <xenc:EncryptionMethod 
(080)          Algorithm="http://www.w3.org/2001/04/xmlenc#tripledes1983cbc"/> 
(081)                   <xenc:CipherData>  
(082)                         <xenc:CipherValue> 
(083)               d2FpbmdvbGRfE0lm4byV0... 
(084)        </xenc:CipherValue> 
(085)           </xenc:CipherData> 
(086)             </xenc:EncryptedData> 
(087)       </S11:Body> 
(088)  </S11:Envelope> 
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Σε αυτό το σηµείο θα δοθεί µία επεξήγηση των σηµαντικότερων σηµείων αυτού του 
SOAP µηνύµατος. Το τµήµα του µηνύµατος που αντιστοιχεί στις γραµµές (004) ως (075) 
περιέχει τα header blocks. Πιο συγκεκριµένα στις γραµµές (006) ως (010) έχουµε ένα 
χρονόσηµο το οποίο προσδιορίζει µόνο την χρονική στιγµή δηµιουργίας των δεδοµένων 
ασφαλείας του µηνύµατος. Αυτή η χρονική στιγµή είναι εκφρασµένη σε UTC format και 
είναι η   “2001-09-13T08:42:00Z”. Στις γραµµές (011)-(014) παρατίθεται ένα X.509 
certificate το οποίο χρησιµοποιείται στην διαδικασία ψηφιακής υπογραφής τµήµατων του 
µηνύµατος. Πιο συγκεκριµένα υπογράφονται το χρονόσηµο (κάτι το οποίο προσδιορίζεται 
στην γραµµή (042)) και το Body του µηνύµατος (κάτι το οποίο προσδιορίζεται στην γραµµή 
(053)). Η χρήση του συγκεκριµένου X.509 certificate στην διαδικασία υπογραφής αυτών των 
τµηµάτων υποδηλώνεται στη γραµµή (070).  
Σε ότι αφορά το σύνολο των πληροφοριών που σχετίζονται µε την ψηφιακή υπογραφή 
αυτές δίνονται µέσω του στοιχείου Signature στις γραµµές (036) ως (073). Στις γραµµές 
(038) και (039) προσδιορίζεται ο αλγόριθµος κανονικοποίησης που πρέπει να εφαρµοστεί 
στα δεδοµένα όπως καθορίζει η XML Signature. Οι γραµµές (040) και (041) προσδιορίζουν 
τον αλγόριθµο που εφαρµόζεται κατά την υπογραφή των δεδοµένων. Ο αλγόριθµος που 
χρησιµοποιείται είναι ο RSA-SHA1. Οι γραµµές (042) ως (052) παρέχουν πληροφορίες 
σχετικά µε την ψηφιακή υπογραφή του timestamp του µηνύµατος. Σε αυτό το τµήµα του 
µηνύµατος προσδιορίζεται ότι χρησιµοποιείται ως αλγόριθµος σύνοψης ο SHA1 (γραµµές 
(047) και (048)) και δίνεται το αποτέλεσµα της σύνοψης (γραµµές (049), (050), (051)). 
Παρόµοια στις γραµµές (053) ως (063) δίνονται οι πληροφορίες που αφορούν την ψηφιακή 
υπογραφή του Body του SOAP µηνύµατος. Στην γραµµή (066) δίνεται η τιµής της ψηφιακής 
υπογραφής.  
Στις γραµµές (015) ως (035) δίνονται οι πληροφορίες που αφορούν το κλειδί συνόδου 
που χρησιµοποιείται για την κρυπτογράφηση και επιπλέον παρέχεται κρυπτογραφηµένο το 
κλειδί συνόδου. Στις γραµµές (016) και (017) προσδιορίζεται ο αλγόριθµος µε τον οποίο έχει 
κρυπτογραφηθεί το κλειδί συνόδου (δηλαδή το µυστικό κλειδί) και αυτός είναι ο RSA 1.5. 
Στις γραµµές (027) ως (031) δίνεται το κρυπτογράφηµα του κλειδιού. Στις γραµµές (032) ως 
(034) µέσω ενός DataReference στοιχείου προσδιορίζεται ποια είναι τα δεδοµένα που θα 
πρέπει να αποκρυπτογραφηθούν µε χρήση αυτού του κλειδιού συνόδου.  
Εντός του Body του SOAP µηνύµατος και πιο συγκεκριµένα στις γραµµές (077) ως 
(086) δίνονται τα κρυπτογραφηµένα δεδοµένα και παρατίθονται επιπλέον πληροφορίες σε ότι 
αφορά την διαδικασία κρυπτογράφησης. Ο αλγόριθµος κρυπτογράφησης είναι ο Triple DES 
όπως καθορίζεται στις γραµµές (079) και (080). Στις γραµµές (081) ως (084) δίνεται το 
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 H XrML είναι µία γλώσσα µε την οποία µπορούµε να ορίσουµε ψηφιακά δικαιώµατα. 
Η XrML παρέχει την XML-based γραµµατική µε την οποία µπορούµε να συντάξουµε σε 
XML τον ορισµό ψηφιακών δικαιωµάτων και των συνθηκών µε τις οποίες ελέγχουµε την 
πρόσβαση και την χρήση ψηφιακού περιεχοµένου και ηλεκτρονικών υπηρεσιών. Με την 
χρήση της XrML ο κάτοχος ή ο διανοµέας οποιουδήποτε τύπου digital resource (ψηφιακό 
περιεχόµενο, υπηρεσίες, εφαρµογές λογισµικού) µπορεί να αναγνωρίσει  τις οντότητες που 
έχουν δικαίωµα να εκτελέσουν µία ενέργεια που σχετίζεται µε αυτά τα resources και επιπλέον 
µπορεί να πληροφορηθεί κάτω από ποιες συνθήκες µία οντότητα έχει ένα τέτοιο δικαίωµα και 
ποιο δικαίωµα είναι αυτό.  
 Η  XrML ορίζει ένα data model το οποίο συντίθεται από τέσσερις οντότητες και τις 
σχέσεις µεταξύ αυτών των οντοτήτων. Η βασική σχέση που ορίζεται στην XrML είναι το 
XrML assertion “grant”. Ένα XrML assertion “grant” δοµείται από τα ακόλουθα: 
 
• Principal: είναι η οντότητα για την οποία εκδίδεται το “grant” 
• Right: το δικαίωµα το οποίο προσδιορίζεται από το “grant” 
• Resource: το αντικείµενο στο οποίο αναφέρεται το “grant” 
• Condition: η συνθήκη που πρέπει να πληρείται για να µπορεί να εξασκηθεί το 
δικαίωµα 
 


























        Principal 
 
        Resource 
 
           Right 
 
        Condition 
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Ως Principal µπορούµε να θεωρήσουµε οποιαδήποτε µεµονωµένη οντότητα η οποία πρέπει 
να παρουσιάσει κάποια πιστοποιητικά της ταυτότητάς της όπως ένα X.509 certificate ή µία 
ψηφιακή υπογραφή έτσι ώστε αν η διαδικασία της αυθεντικοποίησης αυτής της οντότητας 
ολοκληρωθεί επιτυχώς να παραχωρηθούν κάποια Rights για κάποιο ορισµένο digital 
resource. Το Right είναι η ενέργεια που επιτρέπεται να εκτελέσει ένα  Principal. Για 
παράδειγµα ένα Right µπορεί να είναι η ανάγνωση, η εκτύπωση, η προώθηση ή ακόµα και η 
παραχώρηση δικαιωµάτων σε άλλες οντότητες. Ένα resource είναι το αντικείµενο για το 
οποίο παραχωρούνται τα Rights στα Principles. Για παράδειγµα ένα Resource  µπορεί να 
είναι ένα e-book, ένα κοµµάτι µουσικής σε mp3 µορφή ή ακόµα και ένα Web Service. Ένα 
Condition ορίζει τους όρους, τις συνθήκες και τις υποχρεώσεις κάτω από τις οποίες µπορεί να 
εφαρµοστεί ένα δικαίωµα. 
 Αν και ως  κύριο δοµικό στοιχείο της XrML θεωρείται το “grant” (η παραχώρηση 
δικαιώµατος δηλαδή), ως το κεντρικό στοιχείο της XrML θεωρείται το “licence” (η άδεια). 





  Principal     Resource 
      Right    Condition 
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Εποµένως, ένα licence µας δίνει τις εξής πληροφορίες:  
 
• ποια οντότητα/αρχή έχει εκχωρήσει τα  δικαιώµατα 
• ποια δικαιώµατα,  
• σε ποια οντότητα  
• ποιες ενέργειες επιτρέπονται 
• σε ποιο αντικείµενο µπορούν να εφαρµοστούν 
• κάτω από ποιες συνθήκες και όρους 




3.11 WS-* Specifications 
 
 
 Μέχρι αυτό το σηµείο του κεφαλαίου µελετήσαµε τις κυριότερες τεχνολογίες και 
προδιαγραφές που συνθέτουν το µοντέλο ασφάλειας των Web Services. Σε αυτή την 
υποενότητα θα αναφέρουµε συνοπτικά στις υπόλοιπες WS-* προδιαγραφές οι  οποίες είναι οι 
WS-Privacy, WS-SecureConversation, WS-Federation και WS-Authorization. Η  WS-Privacy 
προσδιορίζει τον τρόπο µε τον οποίο οι χρήστες των Web Services θα έχουν την δυνατότητα 
να εκφράζουν τις προτιµήσεις τους ως προς την ιδιωτικότητα. Η WS-SecureConversation 
αποτελεί επέκταση της WS-Security και περιγράφει τον τρόπο µε τον οποίο µπορεί να 
πραγµατοποιηθεί διαχείριση και αυθεντικοποίηση της ανταλλαγής µηνυµάτων µεταξύ των 
οντοτήτων, συµπεριλαµβάνοντας και την ανταλλαγή security contexts και κλειδιών συνόδων. 
Η  WS-Federation περιγράφει τον τρόπο µε τον οποίο πρέπει να γίνεται η διαχείριση και η 
διάδοση των σχέσεων εµπιστοσύνης (trust relationships) µέσα σε ένα ετερογενές οµόσπονδο 
περιβάλλον. Η  WS-Federation ορίζει επίσης τον τρόπο µε τον οποίο χρησιµοποιούνται οι 
λεγόµενες federated identities. Τέλος, η  WS-Authorization ορίζει τον τρόπο µε τον οποίο 
πρέπει τα Web Services να διαχειρίζονται τα δεδοµένα αυθεντικοποίησης και τις πολιτικές 
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4.1  Γενικά 
 
 
 Στα πλαίσια αυτής της εργασίας θεωρήσαµε σκόπιµο να υλοποιήσουµε µία εφαρµογή 
των τεχνολογιών XML Encryption και XML Signature. Σχεδιάσαµε και υλοποιήσαµε 
σενάρια χρήσης των XML Encryption και XML Signature µε στόχο να δοκιµάσουµε τις 
δυνατότητες αυτών των δύο βασικών τεχνολογιών του µοντέλου ασφάλειας των Web 
Services και να αποτιµήσουµε την προσφορά τους στην ασφάλεια ενός περιβάλλοντος Web 
Service. Η υλοποίηση πραγµατοποιήθηκε µε χρήση της προγραµµατιστικής γλώσσας JAVA. 
Σε αυτό το κεφάλαιο δίνεται µια λεπτοµερής περιγραφή της εφαρµογής. Αρχικά, 
περιγράφουµε την πλατφόρµα και τα προγραµµατιστικά εργαλεία τα οποία 
χρησιµοποιήθηκαν και στη συνέχεια αναλύουµε το κάθε σενάριο ξεχωριστά.  
 
 
4.2 Πλατφόρµα και προγραµµατιστικά εργαλεία 
 
 
Για την ανάπτυξη της εφαρµογής χρησιµοποιήθηκαν: 
 
• H 3.50.013 Lite Edition του JCreator integrated development environment (IDE) της 
Xinox Software.  
 
• Το Java 2 Platform Standard Edition Development Kit (JDK). 
 
• Το IAIK XML Security Toolkit (XSECT) 1.11 το οποίο παρέχει το implementation 
των  XML Digital Signature  και XML Encryption APIs. Η χρήση του συγκεκριµένου 
toolkit είναι απαραίτητη διότι µέχρι αυτή τη χρονική στιγµή το Java XML Digital 
Encryption API Specification JSR 106 βρίσκεται σε κατάσταση Proposed Public 
Review Draft και εποµένως δεν είναι διαθέσιµες οι αντίστοιχες βιβλιοθήκες (.jar 
files). Για να λειτουργήσει το  XSECT απαιτεί να έχουµε ήδη εγκατεστηµένο το  
IAIK-JCE Toolkit. 
 
• Το IAIK-JCE Toolkit 3.142 το οποίο παρέχει µία υλοποίηση του Java Cryptography 
Extension (JCE) της SUN.  
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• Οι βιβλιοθήκες (.jar files) που παρέχει το Java Web Services Developer's Pack v2.0 
(JWSDP v2.0). 
 
• Τα Unlimited Strength Java Cryptography Extension (JCE) Policy Files. 
 
Πρέπει να αναφέρουµε ότι για την χρήση των IAIK XML Security Toolkit και IAIK-JCE 
Toolkit λάβαµε Educational/Research Licence από το Stiftung Secure Information and 
Communication Technologies το οποίο ανήκει στο Institute for Applied Information 
Processing and Communication (IAIK) του Graz University of Technology. 
 
 
4.3 Περιγραφή σεναρίων 
 
Σε αυτή την παράγραφο θα περιγράψουµε αναλυτικά την αρχιτεκτονική και την 
υλοποίηση του κάθε σεναρίου. Υλοποιήθηκαν συνολικά πέντε σενάρια και µέσα από το 
καθένα προσπαθήσαµε να εφαρµόσουµε κάθε φορά µία διαφορετική δυνατότητα που 
παρέχουν οι τεχνολογίες XML Encryption και XML Signature. Σε όλα τα σενάρια υπάρχει 
επικοινωνία µεταξύ δύο οντοτήτων. Θεωρούµε ότι η µία οντότητα παίζει τον ρόλο του server 
side ενώ η δεύτερη οντότητα παίζει τον ρόλο του client side. Η επικοινωνία µεταξύ των δύο 
πλευρών πραγµατοποιείται µε SOAP messaging δηλαδή ανταλλαγή SOAP µηνυµάτων. 
Όχηµα για τα  SOAP µηνύµατα αποτελεί το πρωτόκολλο HTTP. Έχουµε υλοποιήσει δηλαδή 
την περίπτωση του SOAP HTTP Binding.  
Η δοµή του κώδικα για όλα τα σενάρια είναι η ίδια. Την δοµή του κώδικα συνθέτουν τα 
αρχεία Client.java, Server.java, SOAPListenerImpl.java, SOAPListener.java και 
SOAPCallback.java. Στο αρχείο SOAPCallback.java ορίζεται η διεπαφή SOAPCallback και 
παρόµοια στο αρχείο  SOAPListener.java ορίζεται η διεπαφή SOAPListener. Στο αρχείο 
SOAPListenerImpl.java ορίζεται η κλάση SOAPListenerImpl που υλοποιεί την διεπαφή 
SOAPListener. Η κλάση SOAPListenerImpl υλοποιεί όλες τις απαραίτητες µεθόδους που 
είναι απαραίτητες έτσι ώστε οι οντότητες να µην ασχολούνται µε την διαχείριση των 
καναλιών επικοινωνίας (λειτουργίες εγκαθίδρυσης επικοινωνίας µε sockets, διαχείριση των 
sockets, ανάγνωση από sockets, αποκωδικοποίηση ροής δεδοµένων, επεξεργασία HTTP 
µηνυµάτων). Με αυτόν τον τρόπο οι οντότητες που επικοινωνούν πρέπει µόνο να έχουν την 
δυνατότητα να επεξεργάζονται SOAP µηνύµατα και XML documents. Στο αρχείο Server.java 
ορίζεται η κλάση Server που υλοποιεί την διεπαφή  SOAPCallback και στην ουσία υλοποιεί 
τις ενέργειες που εκτελεί η οντότητα στο server side σύµφωνα µε το αντίστοιχο σενάριο. 
Αντίστοιχα, στο αρχείο Client.java ορίζεται η κλάση Client που επίσης υλοποιεί την διεπαφή  
SOAPCallback και ουσιαστικά υλοποιεί τις ενέργειες που εκτελεί η οντότητα στο client side 
σύµφωνα µε το αντίστοιχο σενάριο.  
Σε όλα τα σενάρια χρησιµοποιούµε το XML document που είναι αποθηκευµένο στο 
αρχείο plaintext.xml. Το XML αρχείο είναι το ακόλουθο: 
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Στην συνέχεια παραθέτουµε αναλυτική περιγραφή κάθε σεναρίου της εφαρµογής ξεχωριστά. 
 
4.3.1 Σενάριο 1 
 
 
 Σε αυτό το σενάριο εφαρµόζουµε την τεχνολογία XML Signature. Με αυτόν τον τρόπο 
παρέχεται η υπηρεσία της ακεραιότητας των δεδοµένων καθώς επίσης και η υπηρεσία της 
αυθεντικοποίησης. Ο παραλήπτης ολοκληρώνοντας την διαδικασία του validation της 
ψηφιακής υπογραφής γνωρίζει αν τα δεδοµένα που έχει λάβει έχουν δεκτεί τροποποίηση από 
κάποια ενδιάµεση µη εξουσιοδοτηµένη οντότητα ή αν είναι ακριβώς αυτά που έστειλε ο 
πελέτης. Επιπλέον, ο παραλήπτης επιβεβαιώνει ότι όντως το µήνυµα ανήκει στον πραγµατικό 
αποστολέα. Αυτό το σενάριο αποτελείται από τα ακόλουθα βήµατα: 
 
1. Ο client ανακτεί το αρχείο plaintext.xml. 
 
2. Ο client κατασκευάζει ένα SOAP µήνυµα. Το Body αυτού του SOAP µηνύµατος 
περιέχει ως child element το XML document MedicalRecord που έχει ανακτηθεί από 
το αρχείο plaintext.xml.  
 
3. Ο client υπογράφει ψηφιακά το Body element του SOAP µηνύµατος και γίνονται οι 
κατάλληλες ενηµερώσεις/προσθήκες στο Header του SOAP µηνύµατος. Έχουµε 
δηλαδή την προσθήκη ενός signature security header. 
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4. Ο client προχωράει στην αποστολή του SOAP µηνύµατος στον server. 
 
5. Ο server παραλαµβάνει το SOAP µήνυµα, ανιχνεύει και ανακτά το Signature element. 
 
6. Ο server αρχίζει την διαδικασία του signature validation.  
 
7. Ο server στέλνει ένα reply SOAP µήνυµα στον client. 
 
Ο αλγόριθµος που χρησιµοποιείται για την παραγωγή της ψηφιακής υπογραφής είναι ο 
DSAwithSHA1 και  γίνεται χρήση ενός DSA keypair µε µήκος κλειδιών 1024 bits. Η 
παραγωγή του DSA keypair γίνεται τοπικά στην πλευρά του πελάτη. Εναλλακτικά θα 
µπορούσαµε να έχουµε ακολουθήσει µία διαφορετική προσέγγιση στην οποία ο πελάτης θα 
έπρεπε να ανακτά τα κλειδιά από ένα keystore.  Στην παραγωγή των κλειδιών συµµετέχει και 
ο αλγόριθµος SHA1PRNG(Random Number Generation Algorithm).  
 






>java Client [plaintext.xml] 
 
Πρέπει να σηµειώσουµε ότι πρέπει πάντα να αρχίζει να τρέχει πρώτη η διεργασία του server. 
Σε περίπτωση που αρχίσει να τρέχει πρώτη η διεργασία του πελάτη, ο πελάτης προλαβαίνει 
και στέλνει ένα µήνυµα στην πλευρά του server αλλά ο server δεν “ακούει” ακόµα στο 
κανάλι επικονωνίας. 
 
Το HTTP µήνυµα που στέλνει ο client και αντίστοιχα λαµβάνει ο server έχει τα ακόλουθα 
headers: 
    
 










POST /index.html HTTP/1.1 
Accept: text/xml, text/html, image/gif, image/jpeg, *; q=.2, */*; q=.2 
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Σε αυτό το SOAP µήνυµα αξίζει να δώσουµε ιδιαίτερη προσοχή στο security element 
Signature εντός του header του µηνύµατος. Μέσα από αυτό το element παρέχονται όλες οι 
απαραίτητες  πληροφορίες που χρειαζόµαστε για να προχωρήσουµε στο validation της 
υπογραφής. Το στοιχείο DigestMethod προσδιορίζει τον αλγόριθµο που εφαρµόσαµε για να 
παράγουµε την σύνοψη (<ds:DigestMethod Algorithm="http://www.w3.org/2000/09/xmldsig 
#sha1"/>). Το στοιχείο SignatureMethod προσδιορίζει τον αλγόριθµο που χρησιµοποιήσαµε 
για την κατασκευή της υπογραφής (<ds:SignatureMethodAlgorithm="http://www.w3.org/ 
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4.3.2 Σενάριο 2 
 
Σε αυτό το σενάριο εφαρµόζουµε συµµετρική κρυπτογραφία. Χρησιµοποιούµε µυστικά 
κλειδιά που είναι γνωστά και στις δύο πλευρές πριν αρχίσει η επικοινωνία για την αποστολή 
του κρυπτογραφηµένου µηνύµατος από τον client στον server. Χρησιµοποιούµε  κλειδιά 
µήκους 192 bits και εφαρµόζουµε δύο διαφορετικούς αλγόριθµους για να υπογράψουµε δύο 
διαφορετικά  elements του  XML document MedicalRecord. Εφαρµόζουµε τον 
κρυπτογραφικό αλγόριθµο AES για να κρυπτογραφήσουµε το στοιχείο PaymentInfo ενώ 
εφαρµόζουµε τον κρυπτογραφικό αλγόριθµο 3DES για να κρυπτογραφήσουµε το στοιχείο 
Medication. Το σενάριο αποτελείται από τα ακόλουθα βήµατα: 
 
1. Ο client ανακτεί το αρχείο plaintext.xml. 
 
2. Ο client ανακτεί τα session keys. 
 
3. Ο client κατασκευάζει ένα SOAP µήνυµα. Το Body αυτού του SOAP µηνύµατος 
περιέχει ως child element το XML document MedicalRecord που έχει ανακτηθεί από 
το αρχείο plaintext.xml.  
 
4. Ο client κρυπτογραφεί το στοιχείο PaymentInfo του document MedicalRecord µε την 
εφαρµογή  του AES. Γίνεται η προσθήκη του κατάλληλου DataReference element στο 
Security element του header.   
 
5. Ο client κρυπτογραφεί το στοιχείο Medication του document MedicalRecord µε 
χρήση του 3DES. Γίνεται η προσθήκη του κατάλληλου DataReference element στο 
Security element του header.   
 
6. Γίνεται αποστολή του  SOAP µηνύµατος από τον client στον server. 
 
7. Ο server λαµβάνει το µήνυµα και ανακτεί τα κρυπτογραφηµένα τµήµατά του. 
 
8.  Ο server ανακτεί τα κατάλληλα session keys τα οποία διαθέτει τοπικά. 
 
9. Ο server αποκρυπτογραφεί τα κρυπτογραφηµένα τµήµατα του SOAP µηνύµατος και 
µε αυτόν τον τρόπο έχει στα χέρια του το αρχικό MedicalRecord. 
 
10. Ο server στέλνει ένα reply SOAP µήνυµα στον client. 
 
 
Για να “τρέξουµε” την εφαρµογή πρέπει να δώσουµε στην γραµµή εντολών: 
 
>java Server [SoapReceived.xml] [Decrypted.xml] 
και 
 
>java Client [plaintext.xml] [ClientOutput.xml] 
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Το SoapReceived.xml είναι το όνοµα του αρχείου το οποίο κατασκευάζει ο server και στο 
οποίο αποθηκεύει το SOAP µήνυµα που λαµβάνει από τον client. Το  Decrypted.xml είναι το 
όνοµα του αρχείου το οποίο κατασκευάζει ο server και στο οποίο αποθηκεύει το XML 
document που προκύπτει µετά την διαδικασία της αποκρυπτογράφησης. Το plaintext.xml 
είναι το όνοµα του αρχείου το οποίο περιέχει το  XML document MedicalRecord. Το 
ClientOutput.xml είναι το όνοµα του αρχείου που κατασκευάζει ο client και στο οποίο 
αποθηκεύει το SOAP µήνυµα που στέλνει στον server. 















POST /index.html HTTP/1.1 
Accept: text/xml, text/html, image/gif, image/jpeg, *; q=.2, */*; q=.2 
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Στο παραπάνω SOAP µήνυµα αξίζει να παρατηρήσουµε προσεχτικά κάποια στοιχεία. Το 
στοιχείο ReferenceList περιέχει δύο στοιχεία DataReference τα οποία µέσω των attributes 
URI προσδιορίζουν τα δεδοµένα που έχουν κρυπτογραφηθεί. Στο Body του µηνύµατος 
υπάρχουν δύο EncryptedData στοιχεία. Το πρώτο EncryptedData αντιστοιχεί στο 
κρυπτογραφηµένο στοιχείο  Medication ενώ το δεύτερο αντιστοιχεί στο κρυπτογραφηµένο 
στοιχείο  PaymentInfo. Το στοιχείο EncryptionMethod προσδιορίζει τον αλγόριθµο που 
εφαρµόσαµε για να κρυπτογραφήσουµε το κάθε στοιχείο. Το KeyInfo προσδιορίζει το 
µυστικό κλειδί που χρησιµοποιήθηκε κατά την κρυπτογράφηση. Ο παραλήπτης βλέποντας το 
όνοµα του κλειδιού (για παράδειγµα “MedKey”) µπορεί να καταλάβει ποιο κλειδί πρέπει να 
ανακτήσει από τα κλειδιά που ήδη διαθέτει για να προχωρήσει στην διαδικασία της 
αποκρυπτογράφησης. Ο παραλήπτης µε το µυστικό κλειδί που διαθέτει αποκρυπτογραφεί το 
κρυπτογράφηµα που είναι διαθέσιµο εντός του στοιχείου CipherValua. Αυτό έχει ως 
αποτέλεσµα στην περίπτωση του στοιχείου  EncryptedData µε Id “MedInfo” να λάβει το 
XML element  Medication του αρχικού XML document MedicalRecord και στην περίπτωση 
του  στοιχείου  EncryptedData µε Id “PaymentInfo” να λάβει το XML element PaymentInfo 
του αρχικού XML document MedicalRecord. 
 
4.3.3 Σενάριο 3 
 
 
 Σε αυτό το σενάριο ο client κρυπτογραφεί το element Medication του XML 
document MedicalRecord µε την εφαρµογή του AES και session key µήκους 128 bits. Το 
session key παράγεται στην πλευρά του client και δεν είναι γνωστό στην πλευρά του 
παραλήπτη. Εποµένως, πρέπει µε κάποιον τρόπο ο παραλήπτης να γίνει αποδέκτης του 
session key. Για αυτόν τον λόγο το κλειδί συνόδου κρυπτογραφείται από τον client µε τη 
χρήση του δηµόσιου κλειδιού του παραλήπτη και εφαρµογή του κρυπτογραφικού αλγόριθµου 
RSA. Ο server έχει προγενέστερα δηµοσιεύσει το δηµόσιό του κλειδί αποθηκεύοντάς το σε 
ένα δηµόσια προσβάσιµο αρχείο. Εναλλακτικά, θα µπορούσαµε να έχουµε χρησιµοποιήσει 
την υποδοµή δηµοσίου κλειδιού ή ένα keystore. Κρυπτογραφώντας το κλειδί συνόδου µε το 
δηµόσιο κλειδί του παραλήπτη και περνώντας στην πλευρά του παραλήπτη µαζί µε το SOAP 
µήνυµα είµαστε βέβαιοι ότι ο µόνος που µπορεί να έχει εξουσιοδοτηµένη πρόσβαση στο 
session key είναι ο server και ότι µόνο αυτός µπορεί να αποκρυπτογραφήσει το 
κρυπτογραφηµένο στοιχείο  Medication. Το σενάριο αποτελείται από τα ακόλουθα βήµατα: 
 
1. Ο server κατασκευάζει το δηµόσιο κλειδί του και το αποθηκεύει σε δηµόσια 
προσβάσιµο αρχείο. 
 
2. Ο client ανακτεί το session key. 
 
3. Ο client κατασκευάζει ένα SOAP µήνυµα. Το Body αυτού του SOAP µηνύµατος 
περιέχει ως child element το XML document MedicalRecord που έχει ανακτηθεί από 
το αρχείο plaintext.xml.  
 
4. Ο client κρυπτογραφεί το στοιχείο Medication του document MedicalRecord που 
βρίσκεται στο SOAP Body µε την εφαρµογή  του AES και τη χρήση του session key. 
 
5. Ο client κρυπτογραφεί το session key εφαρµόζοντας τον αλγόριθµο RSA και 
χρησιµοποιώντας το δηµόσιο κλειδί του server. 
 
6. Γίνεται αποστολή του  SOAP µηνύµατος από τον client στον server. 
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7. Ο server λαµβάνει το µήνυµα και ανακτεί το στοιχείο EncryptedKey. Με την χρήση 
του ιδιωτικού του κλειδιού ο server αποκρυπτογραφεί το κρυπτογράφηµα που 
βρίσκεται εντός του στοιχείου EncryptedKey/CipherData/CipherValue και έτσι 
γίνεται αποδέκτης του session key. 
 
8. Ο server γνωρίζοντας πλεόν το κλειδί συνόδου µπορεί να αποκρυπτογραφήσει το 
κρυπτογράφηµα που βρίσκεται εντός του στοιχείου 
Body/MedicalRecord/EncryptedData/CipherData/CipherValue. Με την ολοκλήρωση 
της διαδικασίας αποκρυπτογράφησης ο server θα έχει στα χέρια του το αρχικό 
MedicalRecord. 
 
9. Ο server στέλνει ένα reply SOAP µήνυµα στον client. 
 
 
Για να “τρέξουµε” την εφαρµογή πρέπει να δώσουµε στην γραµµή εντολών: 
 




>java Client [plaintext.xml] [publicKey.txt] 
 
 

















POST /index.html HTTP/1.1 
Accept: text/xml, text/html, image/gif, image/jpeg, *; q=.2, */*; q=.2 
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Σε αυτό το σηµείο θα επεξηγήσουµε µερικά σηµαντικά σηµεία του παραπάνω SOAP 
µηνύµατος. Στο στοιχείο EncryptedKey πρέπει να παρατηρήσουµε ότι υπάρχει το attribute 
Recipient. Αυτό το attribute δηλώνει ποιος είναι ο παραλήπτης που πρέπει και µπορεί να 
ανακτήσει και να αποκρυπτογραφήσει το κρυπτογραφηµένο κλειδί που παρέχεται µέσα στο 
στοιχείο CipherData/CipherValue του EncryptedKey. Το στοιχείο EncryptionMethod 
προσδιορίζει τον κρυπτογραφικό αλγόριθµο που εφαρµόστηκε για την κρυπτογράφηση του 
κλειδιού. Στην συγκεκριµένη περίπτωση χρησιµοποιήθηκε ο RSA. Το στοιχείο Referencelist 
µέσω του στοιχείου DataReference και την τιµή του URI προσδιορίζει τα δεδοµένα που 
κρυπτογραφήθηκαν µε το κρυπτογραφηµένο κλειδί που κουβαλάει το EncryptedKey. Η τιµή 
του URI  είναι “#MedInfo”. Αυτό σηµαίνει ότι πρέπει να γίνει αναζήτηση εντός του 
µηνύµατος για ένα στοιχείο που έχει Id τιµή ίση µε “MedInfo”. Αυτό το στοιχείο είναι το 
EncryptedData στο Body του µηνύµατος. Το στοιχείο EncryptionMethod προσδιορίζει τον 
αλγόριθµο που χρησιµοποιήθηκε για να κρυπτογραφηθούν τα δεδοµένα. Στην συγκεκριµένη 
περίπτωση είναι ο αλγόριθµος  AES και το στοιχείο KeySize δηλώνει το µήκος του κλειδιού. 
Το στοιχείο KeyInfo δίνει πληροφορίες σχετικά µε το κλειδί που πρέπει να χρησιµοποιηθεί 
για να αποκρτπτογραφηθεί το περιεχόµενο του CipherValue.  
 
4.3.4 Σενάριο 4 
 
 
 Αυτό το σενάριο αποτελεί µία µικρή παραλλαγή του προηγούµενου σεναρίου. Απλώς 
αντί να κρυπτογραφούµε µόνο ένα συγκεκριµένο στοιχείο του αρχικού XML document 
MedicalRecord επιλέγουµε να κρυπτογραφήσουµε ολόκληρο το XML document. 
Εξασφαλίζουµε µε αυτόν τον τρόπο την εµπιστευτικότητα για το σύνολο των δεδοµένων. Η 
κρυπτογράφηση γίνεται µε την εφαρµογή του αλγόριθµου AES χρησιµοποιώντας κλειδί 
συνόδου µήκους 128 bits που αρχικά είναι γνωστό µόνο στην πλευρά του αποστολέα. Το 
κλειδί συνόδου κρυπτογραφείται µε το δηµόσιο κλειδί του server και µε εφαρµογή του 
αλγόριθµου RSA. Το σενάριο αποτελείται από τα ακόλουθα βήµατα: 
 
1. Ο server κατασκευάζει το δηµόσιο κλειδί του και το αποθηκεύει σε δηµόσια 
προσβάσιµο αρχείο. 
 
2. Ο client ανακτεί το session key. 
 
3. Ο client κατασκευάζει ένα SOAP µήνυµα. Το Body αυτού του SOAP µηνύµατος 
περιέχει ως child element το XML document MedicalRecord που έχει ανακτηθεί από 
το αρχείο plaintext.xml.  
 
4. Ο client κρυπτογραφεί το περιεχόµενο του Body του SOAP µηνύµατος δηλαδή 
ολόκληρο το MedicalRecord. 
 
5. Ο client κρυπτογραφεί το session key εφαρµόζοντας τον αλγόριθµο RSA και 
χρησιµοποιώντας το δηµόσιο κλειδί του server. 
 
6. Γίνεται αποστολή του  SOAP µηνύµατος από τον client στον server. 
 
7. Ο server λαµβάνει το µήνυµα και ανακτεί το στοιχείο EncryptedKey. Με την χρήση 
του ιδιωτικού του κλειδιού ο server αποκρυπτογραφεί το κρυπτογράφηµα που 
βρίσκεται εντός του στοιχείου EncryptedKey/CipherData/CipherValue και έτσι 
γίνεται αποδέκτης του session key. 
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8. Ο server γνωρίζοντας πλεόν το κλειδί συνόδου µπορεί να αποκρυπτογραφήσει το 
κρυπτογράφηµα που βρίσκεται εντός του στοιχείου 
Body//EncryptedData/CipherData/CipherValue. Με την ολοκλήρωση της διαδικασίας 
αποκρυπτογράφησης ο server θα έχει στα χέρια του το αρχικό MedicalRecord. 
 
9. Ο server στέλνει ένα reply SOAP µήνυµα στον client. 
 
 
Για να “τρέξουµε” την εφαρµογή πρέπει να δώσουµε στην γραµµή εντολών: 
 




>java Client [plaintext.xml] [publicKey.txt] 
 















POST /index.html HTTP/1.1 
Accept: text/xml, text/html, image/gif, image/jpeg, *; q=.2, */*; q=.2 
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Τα στοιχεία που πρέπει να προσέξουµε σε αυτό το µήνυµα είναι τα ίδια µε ότι υποδείχτηκε 
στο προηγούµενο σενάριο. Απλώς, σε αυτό το σενάριο αρκεί να παρατηρήσουµε ότι το 
EncryptedData αποτελεί το µοναδικό περιεχόµενο του Body του µηνύµατος. 
 Έχοντας υλοποιήσει τα σενάρια 3 και 4 µπορούµε να πούµε ότι λόγω του 
επεξεργαστικού φόρτου που προκαλεί η διαδικασία της κρυπτογράφησης πρέπει να 
αποφεύγουµε την ανούσια κρυπτογράφηση δεδοµένων για τα οποία δεν απαιτείται παροχή 
υπηρεσιών εµπιστευτικότητας. Με άλλα λόγια, πρέπει να γίνεται προσεχτική ανάλυση 
απαιτήσεων ασφάλειας και η κρυπτογράφηση να εφαρµόζεται στο κατώτερο επίπεδο που 
επιτρέπουν οι ανάγκες της εφαρµογής. Με αυτόν τον τρόπο γλιτώνουµε χρόνο και 
επεξεργαστική ισχύ τόσο στην πλευρά του αποστολέα όσο και στην πλευρά του  παραλήπτη.   
   
 
 
4.3.5 Σενάριο 5 
 
  
 Σε αυτό το σενάριο ο client κρυπτογραφεί δύο διαφορετικά elements του XML 
document MedicalRecord µε τέτοιο τρόπο ώστε το κάθε ένα από αυτά τα δύο elements που 
θα βρίσκονται στο ίδιο  και µοναδικό SOAP µήνυµα να είναι ορατά από διαφορετικούς 
παραλήπτες. Για αυτό τον λόγο ο client κατασκευάζει δύο διαφορετικά κλειδιά συνόδου 
(έστω sessionKey_1 και sessionKey_2). Ο client χρησιµοποιώντας τον αλγόριθµο AES και το 
sessionKey_1 κρυπτογραφεί το στοιχείο Medication. Παρόµοια, µε τον αλγόριθµο AES και 
το sessionKey_2 κρυπτογραφεί το στοιχείο PaymentInfo.Το sessionKey_1 κρυπτογραφείται 
µε το δηµόσιο κλειδί του παραλήπτη Π1 και εφαρµογή του αλγόριθµου RSA, ενώ το 
sessionKey_2 κρυπτογραφείται µε το δηµόσιο κλειδί του παραλήπτη Π2 και εφαρµογή του 
αλγόριθµου RSA. Με αυτόν τον τρόπο έχουµε εισάγει σε ένα SOAP µήνυµα δύο διαφορετικά 
κρυπτογραφηµένα στοιχεία τα οποία µπορούν να γίνουν ορατά µόνο σε έναν παραλήπτη το 
καθένα. Το σενάριο αποτελείται από τα ακόλουθα βήµατα: 
 
1. Ο server1 κατασκευάζει το δηµόσιο κλειδί του και το αποθηκεύει σε δηµόσια 
προσβάσιµο αρχείο. 
 
2. Ο server2 κατασκευάζει το δηµόσιο κλειδί του και το αποθηκεύει σε δηµόσια 
προσβάσιµο αρχείο. 
 
3. Ο client ανακτεί το sessionKey_1 και το sessionKey_2 
 
4. Ο client κατασκευάζει ένα SOAP µήνυµα. Το Body αυτού του SOAP µηνύµατος 
περιέχει ως child element το XML document MedicalRecord που έχει ανακτηθεί από 
το αρχείο plaintext.xml.  
 
5. Ο client κρυπτογραφεί το στοιχείο PaymentInfo του document MedicalRecord που 
βρίσκεται στο SOAP Body µε την εφαρµογή  του AES και τη χρήση του 
sessionKey_2. 
 
6. Ο client κρυπτογραφεί το στοιχείο Medication του document MedicalRecord που 
βρίσκεται στο SOAP Body µε την εφαρµογή  του AES και τη χρήση του 
sessionKey_1. 
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7. Ο client κρυπτογραφεί το sessionKey_1 εφαρµόζοντας τον αλγόριθµο RSA και 
χρησιµοποιώντας το δηµόσιο κλειδί του server1. 
 
8. Ο client κρυπτογραφεί το sessionKey_2 εφαρµόζοντας τον αλγόριθµο RSA και 
χρησιµοποιώντας το δηµόσιο κλειδί του server2 
 
9. Γίνεται αποστολή του  SOAP µηνύµατος από τον client στον server1 και στον server2. 
 
10. Ο server1 λαµβάνει το µήνυµα και ανακτεί εκείνο το στοιχείο EncryptedKey στο 
οποίο η τιµή του attribute Recipient είναι η “Recipient_1”. Με την χρήση του 
ιδιωτικού του κλειδιού ο server1 αποκρυπτογραφεί το κρυπτογράφηµα που βρίσκεται 
εντός του στοιχείου EncryptedKey/CipherData/CipherValue και έτσι γίνεται 
αποδέκτης του sessionKey_1. Αντίστοιχα, ο server2 λαµβάνει και αυτός το µήνυµα 
και ανακτεί εκείνο το στοιχείο EncryptedKey στο οποίο η τιµή του attribute Recipient 
είναι η “Recipient_2”. Με την χρήση του ιδιωτικού του κλειδιού ο server2 
αποκρυπτογραφεί το κρυπτογράφηµα που βρίσκεται εντός αυτού του στοιχείου 
EncryptedKey/CipherData/CipherValue και έτσι γίνεται αποδέκτης του sessionKey_2. 
 
11. Ο server1  επεξεργάζεται το στοιχείο EncryptedKey στο οποίο η τιµή του attribute 
Recipient είναι η “Recipient_1” και λαµβάνει πληροφορίες από αυτό σχετικά µε το 
κρυπτογραφηµένο στοιχείο που τον αφορά. Το attribute URI του element 
ReferenceList/DataReference σε αυτό το EncryptedKey έχει τιµή "#MedInfo". Αυτό 
σηµαίνει ότι ο server1 θα πρέπει να επεξεργαστεί το EncryptedData το οποίο έχει Id 
µε τιµή "MedInfo". 
 
12. Ο server2  επεξεργάζεται το στοιχείο EncryptedKey στο οποίο η τιµή του attribute 
Recipient είναι η “Recipient_2” και λαµβάνει πληροφορίες από αυτό σχετικά µε το 
κρυπτογραφηµένο στοιχείο που τον αφορά. Το attribute URI του element 
ReferenceList/DataReference σε αυτό το EncryptedKey έχει τιµή "#PayInfo". Αυτό 
σηµαίνει ότι ο server1 θα πρέπει να επεξεργαστεί το EncryptedData το οποίο έχει Id 
µε τιµή "PayInfo". 
 
13. Ο server1 γνωρίζοντας πλεόν το κλειδί συνόδου sessionKey_1 µπορεί να 
αποκρυπτογραφήσει το κρυπτογράφηµα που βρίσκεται εντός του στοιχείου 
CipherValue του EncryptedData το οποίο έχει Id µε τιµή "MedInfo". Με την 
ολοκλήρωση της διαδικασίας αποκρυπτογράφησης ο server1 θα έχει στα χέρια του το 
αρχικό MedicalRecord χωρίς όµως να είναι ορατό το αρχικό στοιχείο PaymentInfo. 
 
14. Ο server2 γνωρίζοντας πλεόν το κλειδί συνόδου sessionKey_2 µπορεί να 
αποκρυπτογραφήσει το κρυπτογράφηµα που βρίσκεται εντός του στοιχείου 
CipherValue του EncryptedData το οποίο έχει Id µε τιµή "PayInfo". Με την 
ολοκλήρωση της διαδικασίας αποκρυπτογράφησης ο server2 θα έχει στα χέρια του το 
αρχικό MedicalRecord χωρίς όµως να είναι ορατό το αρχικό στοιχείο Medication. 
 
15. Ο server1 στέλνει ένα reply SOAP µήνυµα στον client. 
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Για να “τρέξουµε” την εφαρµογή πρέπει να δώσουµε στην γραµµή εντολών: 
 
>java Server [recipient1] [pk_1.txt] [SOAPReceived_1.xml] [Decrypted_1.xml] 
 
> java Server [recipient2] [pk_2.txt] [SOAPReceived_2.xml] [Decrypted_2.xml] 
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 Αυτή η εφαρµογή είχε ως κύριο στόχο να διερευνήσουµε και να δοκιµάσουµε σε ένα 
πειραµατικό περιβάλλον τις δυνατότητες και την δύναµη των τεχνολογιών XML Encryption 
και XML Signature. Είδαµε µε ποιον τρόπο µπορούµε να προσφέρουµε τις υπηρεσίες της 
ακεραιότητας δεδοµένων, της εµπιστευτικότητας των δεδοµένων και της αυθεντικοποίησης. 
Είχαµε την ευκαιρία να χρησιµοποιήσουµε διαφορετικά κλειδιά, διαφορετικούς αλγορίθµους  
και διαφορετικά σχήµατα κρυπτογράφησης (συµµετρική και ασύµµετρη κρυπτογραφία). 
 Αν θα θέλαµε να αξιολογήσουµε την χρήση των τεχνολογιών XML Encryption και 
XML Signature στα πλαίσια αυτής της εφαρµογής θα µπορούσαµε να ισχυριστούµε ότι οι 
συγκεκριµένες τεχνολογίες αποτελούν την ιδανική λύση για αυτά και άλλα παρόµοια σενάρια 
χρήσης. Σε αυτόν τον ισχυρισµό καταλήγουµε µετά από µία σύγκριση αυτής της προσέγγισης 
(τεχνολογίες XML Encryption και XML Signature) µε την εναλλακτική λύση της εφαρµογής 
του SSL µεταξύ των δύο οντοτήτων που ανταλλάσουν µηνύµατα. Η λύση του SSL 
παρουσιάζει κάποια σηµαντικά µειονεκτήµατα. Αρχικά, πρέπει κάθε φορά να γίνεται 
κρυπτογράφηση ολόκληρου του όγκου δεδοµένων που αποστέλλονται από την µία πλευρά 
στην άλλη. Αυτή η διαδικασία φορτώνει το κάθε άκρο µε επιπλεόν χαµένο επεξεργαστικό 
χρόνο και σε γενικές γραµµές η επικοινωνία γίνεται πιο αργή σε επίπεδο εφαρµογής. 
Επιπλέον, στην περίπτωση που θέλουµε να στείλουµε το ίδιο µήνυµα σε περισσότερους από 
έναν παραλήπτες πρέπει να “ανοίξουµε” νέα ασφαλή κανάλια (κανάλια που προστατεύονται 
από το SSL). Επίσης, σηµαντική χρονική καθυστέρηση προκύπτει από την διαδικασία 
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Σε αυτό το σηµείο έχοντας ολοκληρώσει την εργασία και έχοντας µελετήσει τις 
βασικότερες  πτυχές του µοντέλου ασφάλειας των  Web Services µπορούµε να συνοψίσουµε 
τα αποτελέσµατα της εργασίας και  να παραθέσουµε τα σηµαντικότερα συµπεράσµατα που 
προέκυψαν από αυτήν. 
 
5.1 Σύνοψη και συµπεράσµατα 
 
Στόχος της εργασίας ήταν η µελέτη των κυριότερων προτύπων, προδιαγραφών και 
τεχνολογιών ασφάλειας που χρησιµοποιούνται στο µοντέλο ασφάλειας των Web Services και 
η δοκιµή των τεχνολογιών XML Encryption και XML Signature στα πλαίσια 
προγραµµατιστικής υλοποίησης.  
 Οι απαιτήσεις ασφάλειας σε ένα Web Service περιβάλλον περιλαµβάνουν την   παροχή 
υπηρεσιών αναγνώρισης και αυθεντικοποίησης οµότιµης οντότητας (peer entity identification 
and authentication), ακεραιότητας δεδοµένων (data integrity),  εµπιστευτικότητας δεδοµένων 
(data confidentiality), αναγνώρισης προέλευσης δεδοµένων (data origin identification), 
αυθεντικοποίησης δεδοµένων (data authentication), µη αποποίησης (non-repudiation) και 
ελέγχου προσπέλασης (access control). Σε µεγάλο βαθµό οι προδιαγραφές του Web Services 
Security µοντέλου παρέχουν τις ζητούµενες υπηρεσίες ασφάλειας. Κάθε ξεχωριστή 
προδιαγραφή προσπαθεί να δώσει λύση σε ένα συγκεκριµένο πρόβληµα εποµένως για να 
“χτίσουµε” µία ολοκληρωµένη λύση ασφάλειας θα πρέπει να συνδυαστούν µε κατάλληλο 
τρόπο οι υπάρχουσες προδιαγραφές. Σε κάθε περίπτωση θα πρέπει να γίνεται ανάλυση των 
απαιτήσεων της εφαρµογής που µας ενδιαφέρει. Για παράδειγµα, η εφαρµογή της XML 
Signature σε ένα συγκεκριµένο τµήµα ενός SOAP µηνύµατος πρέπει να γίνει βάσει της 
συµφωνίας µεταξύ πελάτη και παρόχου της  υπηρεσίας. Επιπλεόν, πρέπει να γίνεται 
αξιολόγηση των εναλλακτικών επιλογών.  
Ένα σηµαντικό χαρακτηριστικό του Web Services Security είναι η εφαρµογή τεχνικών 
ασφάλειας στο επίπεδο των SOAP µηνυµάτων ενώ είναι διαθέσιµη και η κλασσική λύση της 
εφαρµογής ασφάλειας στο επίπεδο µεταφοράς (SSL/TLS). Η εφαρµογή τεχνικών ασφάλειας 
στο επίπεδο του SOAP messaging παρέχει την δυνατότητα end-to-end ασφάλειας σε αντίθεση 
µε την point-to-point ασφάλεια που παρέχει η εφαρµογή τεχνικών στο επίπεδο µεταφοράς. 
Στη βάση του µοντέλου ασφάλειας των Web Services βρίσκεται η τεχνολογία των XML 
Encryption και XML Signature. Πάνω σε αυτές τις δύο τεχνολογίες αναπτύσσεται κάθε 
προσπάθεια παροχής υπηρεσιών ασφάλειας σε ένα Web Service περιβάλλον. Βέβαια 
υπάρχουν και άλλες απαιτήσεις όπως  ο ορισµός πολιτικών ασφάλειας σε µία κοινά αποδεκτή 
µορφή, η δυνατότητα δηµοσίευσης αυτών των πολιτικών ασφάλειας, η δυνατότητα χρήσης 
της υποδοµής δηµόσιου κλειδιού, η δυνατότητα ορισµού των δικαιωµάτων και των 
υποχρεώσεων των οντοτήτων, η διαχείριση των πιστοποιητικών και η δυνατότητα χρήσης της 
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λεγόµενης portable identity. Αυτές τις απαιτήσεις προσπαθούν να ικανοποιήσουν οι 
προδιαγραφές, πρότυπα και τεχνολογίες ασφάλειας που παρέχονται στα πλαίσια του Web 
Services Security. Η SAML, η XKMS, η XACML, η XrML, η WS-Policy, η WS-
SecurityPolicy και η οικογένεια των WS-* προδιαγραφών που αποτελείται από τις 
προδιαγραφές WS-Trust, WS-Federation, WS-Authorization και WS-SecureConversation 
συνεισφέρουν στην παροχή των ζητούµενων υπηρεσιών ασφάλειας. 
Στην παρούσα φάση έχει αρχίσει να συντελείται σηµαντική πρόοδος στην έρευνα και 
την προτυποποίηση νέων τεχνικών ασφάλειας που θωρακίζουν τα Web Services. Κύρια 
παράµετρος σε κάθε τέτοια προσπάθεια αποτελεί η ανάγκη για διαλειτουργικότητα. 
Αξιοσηµείωτη είναι η πρόκληση της εγκαθίδρυσης των semantics που αφορούν το Web 
Services Security µε τέτοιο τρόπο ώστε πρώτον να αναπτυχθεί ακόµα περισσότερο η 
διαλειτουργικότητα των Web Services που υλοποιούνται µεµονωµένα και δεύτερον να 
επιτρέπεται η διαχείριση των τεχνολογιών και των πολιτικών ασφάλειας  από µη 
εξειδικευµένο προσωπικό.        
Μέσω της προγραµµατιστικής υπολοίησης και εφαρµογής των τεχνολογιών των XML 
Encryption και XML Signature δόθηκε η ευκαιρία να δοκιµάσουµε τις δυνατότητες αυτών 
των δύο τεχνολογιών. Είδαµε ότι η XML Encryption  δίνει την δυνατότητα κρυπτογράφησης 
µέχρι το κατώτατο επίπεδο ενός XML document. ∆εν είµαστε αναγκασµένοι να 
κρυπτογραφούµε το σύνολο των µηνυµάτων δηµιουργώντας επεξεργαστικό φόρτο τόσο στην 
πλευρά του αποστολέα όσο και του παραλήπτη. Επιπλεόν, η XML Encryption  δίνει την 
δυνατότητα µέσα στο ίδιο SOAP µήνυµα διαφορετικά τµήµατα να κρυπτογραφούνται µε 
διαφορετικά κλειδιά ή/και αλγόριθµους. Αυτό έχει τεράστια σηµασία καθώς µε αυτόν τον 
τρόπο διαφορετικοί παραλήπτες έχουν εξουσιοδοτηµένη πρόσβαση σε διαφορετικά 
δεδοµένα. Στην εφαρµογή είχαµε την ευκαιρία µε την χρήση της XML Signature να 
παρέχουµε τις υπηρεσίες ακεραιότητας δεδοµένων και αυθεντικοποίησης.  
 
 
5.2 Μελλοντικές επεκτάσεις 
 
 
Σε αυτή την παράγραφο καταγράφονται κάποιες σκέψεις σε ότι αφορά πιθανή 
µελλοντική επέκταση της παρούσας εργασίας. Επιπλέον εργασία µπορεί να γίνει τόσο στο 
θεωρητικό κοµµάτι της εργασίας αλλά πολύ περισσότερο στο πρακτικό µέρος της εργασίας 
όπου πολλές πτυχές της ασφάλειας των Web Services µπορούν να εφαρµοστούν. Είναι πολύ 
σηµαντικό το γεγονός ότι στην παρούσα φάση πολλά νέα πρότυπα και νέες προδιαγραφές 
που αφορούν αποκλειστικά την ασφάλεια της  τεχνολογίας των Web Services βρίσκονται 
στην φάση του σχεδιασµού. Εποµένως, µία επέκταση της εργασίας µπορεί να είναι η 
καταγραφή των νέων προδιαγραφών και προτύπων που θα προκύψουν στο προσεχές 
διάστηµα. Επίσης, αξίζει να σηµειωθεί ότι πραγµατοποιούνται τροποποιήσεις ακόµα και στην 
ίδια την τεχνολογία των Web Services. Σχεδιάζονται επιπρόσθετα πρότυπα, προδιαγραφές 
και µηχανισµοί. Κάθετι νέο θα γεννήσει νέες απαιτήσεις ως προς την ασφάλεια. Σαν 
αποτέλεσµα θα πρέπει να παραµένουµε ενήµεροι σχετικά µε τις όποιες αλλαγές (προσθήκες, 
καταργήσεις) και θα ήταν χρήσιµο να γίνει µία καταγραφή των τροποποιήσεων.  
Πολύ περισσότερη δουλειά µπορεί να γίνει στον τµήµα της υλοποίησης/εφαρµογής. 
Αρχικά, πιστεύω ότι θα ήταν ενδιαφέρον να στηθεί ένα Web Service σενάριο πάνω σε µία 
πλατφόρµα Web Service ενός vendor. ∆ηλαδή να χρησιµοποιηθεί ένας application server 
όπως ο Java System Application Server της SUN ή ο Apache Tomcat και να 
χρησιµοποιηθούν οι προσφερόµενες τεχνολογίες όπως το Java Web Services Developer Pack 
(Java WSDP). Μία νέα πλατφόρµα που αποτελεί την νέα προσπάθεια της SUN και έχει ως 
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           Κεφάλαιο 5. Επίλογος 
στόχο να αντικαταστήσει το JWSDP είναι το GlassFish. Ένα ολοκληρωµένο σενάριο θα 
πρέπει να περιέχει την δηµοσίευση και δυναµική αναζήτηση των υπηρεσιών µέσω  UDDI 
registries και την χρήση της WSDL. Σε ότι αφορά την ασφάλεια του Web Service που θα 
στηθεί θα ήταν χρήσιµο να χρησιµοποιηθούν και οι υπόλοιπες τεχνολογίες εκτός των XML 
Signature και  XML Encryption. Θα είχε ενδιαφέρον να χρησιµοποιηθεί η υποδοµή δηµοσίου 
κλειδιού µε την χρήση της προδιαγραφής XKMS. Επιπροσθέτως, θα ήταν χρήσιµο να 
οριστούν πολιτικές ασφάλειας τόσο από την πλευρά του πελάτη όσο και από την πλευρά του 
παροχέα της υπηρεσίας µε χρήση των προδιαγραφών WS-Policy και WS-SecurityPolicy. 
Μπορεί επίσης να χρησιµοποιηθεί η SAML για να µπορέσει να εφαρµοστεί ένα σενάριο µε 
portable identity ενώ µπορεί να γίνει και  διαχείριση δικαιωµάτων των οντοτήτων µε χρήση 
των προδιαγραφών  XACML και XrML.  
Εν κατακλείδι, µπορούµε να πούµε ότι ο τοµέας της ασφάλειας της τεχνολογίας των 
Web Services είναι ένας ανοιχτός τοµέας που δίνει την ευκαιρία για συνεχή µελέτη. 
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Παράρτηµα 
 
Στο παράρτηµα δίνεται ο κώδικας της προγραµµατιστικής εφαρµογής. Αρχικά δίνονται τα 
αρχεία SOAPListener.java, SOAPCallback.java και SOAPListenerImpl.java τα οποία είναι 








public interface SOAPListener { 
  
 public void initMsgLoop(int port, SOAPCallback callback) throws 
IOException; 
  
 public void startMsgLoop() throws IOException,  
           ClosedChannelException, 
                                InterruptedException; 
   
 public void startMsgLoopInThread(); 









public interface SOAPCallback { 




















public class SOAPListenerImpl implements SOAPListener { 
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 private Selector selector; 
 private SOAPCallback callback; 
 private ServerSocketChannel serverChannel; 
 private Thread startThread; 
 
 private static final String HTTP_OK =  
  "HTTP/1.1 200 OK\r\n"+ 
  "Content-Length: 0\r\n"+ 
  "Content-Type: text/xml\r\n"+ 
  "\r\n"; 
 
 public void initMsgLoop(int port, SOAPCallback callback) 
  throws IOException { 
 
  this.callback = callback; 
  selector = SelectorProvider.provider().openSelector(); 
  serverChannel = ServerSocketChannel.open(); 
  serverChannel.configureBlocking(false); 
  InetAddress lh = InetAddress.getLocalHost(); 
  InetSocketAddress isa = new InetSocketAddress(lh, port ); 
  serverChannel.socket().bind(isa); 
  serverChannel.register(selector, SelectionKey.OP_ACCEPT); 
 } 
 
 public void startMsgLoop() throws IOException, ClosedChannelException, 
  InterruptedException { 
    
  while(selector.select() > 0) { 
   Set keys = selector.selectedKeys(); 
   Iterator i = keys.iterator(); 
   while(i.hasNext()) { 
    SelectionKey key = (SelectionKey)i.next(); 
    if (key.isAcceptable()) { 
     SocketChannel channel = serverChannel.accept(); 
     channel.configureBlocking(false); 
     SelectionKey newKey = channel.register(selector, 
      SelectionKey.OP_READ|SelectionKey.OP_WRITE); 
     newKey.attach(new ChannelClosure(channel)); 
    } else if (key.isReadable()) { 
     boolean close = 
readMessage((ChannelClosure)key.attachment()); 
     if (close) { 
      key.channel().close(); 
      key.cancel(); 
     } 
    } 
   } 
   keys.clear(); 
  } 
 } 
 
 public void startMsgLoopInThread() { 
  startThread = new Thread(new Runnable() { 
   public void run() { 
    try { 
     startMsgLoop(); 
    } catch(IOException ie) { 
     ie.printStackTrace(); 
    } catch(InterruptedException ine) { 
     ine.printStackTrace(); 
    } 
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   } 
  }); 
  startThread.start(); 
 } 
 
 public void stopMsgLoopInThread() { 
  startThread.interrupt(); 
 } 
 
 private boolean readMessage(ChannelClosure closure) 
  throws IOException, InterruptedException { 
   
  boolean close = false; 
  ByteBuffer byteBuffer = ByteBuffer.allocate(4500); 
  int nbytes = closure.getChannel().read(byteBuffer); 
  byteBuffer.flip(); 
  String result = this.decode(byteBuffer); 
   
  closure.append(result); 
  if (closure.gotFullRequest()) { 
   writeMessage(closure.getChannel(), HTTP_OK); 
   callback.onMessage(closure.getMessage()); 
   close = true; 
  } 
  return close; 
 } 
  
 private String decode(ByteBuffer byteBuffer) 
  throws CharacterCodingException { 
    
  Charset charset = Charset.forName("UTF-8"); 
  CharsetDecoder decoder = charset.newDecoder(); 
  CharBuffer charBuffer = decoder.decode( byteBuffer ); 
  String result = charBuffer.toString(); 
  return result; 
 } 
  
 private void writeMessage(SocketChannel channel, String message) 
  throws IOException { 
    
  ByteBuffer buf = ByteBuffer.wrap(message.getBytes()); 
  int nbytes = channel.write( buf ); 
 } 
 
 public class ChannelClosure { 
  private SocketChannel channel; 
  private StringBuffer buffer; 
  private SimpleHTTP http; 
 
  public ChannelClosure( SocketChannel channel ) { 
   this.channel = channel; 
   this.buffer = new StringBuffer(); 
   this.http = new SimpleHTTP(buffer); 
  } 
 
  public void inputOver() throws IOException { 
    
   writeMessage( this.channel, this.buffer.toString() ); 
   buffer = new StringBuffer(); 
  } 
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  public SocketChannel getChannel() { 
   return this.channel; 
  } 
 
  public void append(String part) { 
   buffer.append(part); 
  } 
   
  public boolean gotFullRequest() { 
   http.updateRequest(); 
   return http.gotFullRequest(); 
  } 
   
  public SOAPMessage getMessage() { 
   return http.getContent(); 
  } 
 } 
  
 public class SimpleHTTP { 
  private StringBuffer requestStr; 
  private boolean gotFull; 
  private int curIndex; 
  private int lineBegIndex; 
  private int lineEndIndex; 
  private boolean gotHeaders; 
  private MimeHeaders headers; 
  private int contentLength = -1; 
  private String xmlData; 
  private String lastHdrAttr; 
  private String lastHdrValue; 
  private SOAPMessage msg; 
 
  public SimpleHTTP(StringBuffer requestStr) { 
   this.requestStr = requestStr; 
   headers = new MimeHeaders(); 
   this.curIndex = 0; 
  } 
   
  public void updateRequest() { 
   while(!gotHeaders && curIndex < requestStr.length()) { 
    char ch = requestStr.charAt(curIndex); 
    if (ch == '\n' && curIndex > 0 && 
     requestStr.charAt(curIndex-1) == '\r') { 
       
     String hdr = requestStr.substring(lineBegIndex, 
curIndex-1); 
      
     addHeaders(hdr); 
     if (lineBegIndex+1 == curIndex) { 
      gotHeaders = true; 
     } 
     lineBegIndex = curIndex+1; 
    } 
    curIndex++; 
   } 
   if (gotHeaders && requestStr.length() >= 
curIndex+contentLength) { 
    this.gotFull = true; 
    xmlData = requestStr.substring(curIndex, 
requestStr.length()); 
   } 
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  } 
   
  public boolean gotFullRequest() { 
   return gotFull; 
  } 
   
  public SOAPMessage getContent() { 
   if (msg == null) { 
    try { 
     MessageFactory msgFactory = 
MessageFactory.newInstance(); 
     msg = msgFactory.createMessage(headers, 
      new ByteArrayInputStream(xmlData.getBytes()));
     
      
    } catch (Exception ex) { 
     ex.printStackTrace(); 
    } 
   } 
   return msg; 
  } 
   
  private void addHeaders(String hdr) { 
    
    
   int colonIndex = hdr.indexOf(':'); 
    
   if (colonIndex == -1) { 
    if (lastHdrAttr == null) { 
     return; 
    } 
    lastHdrValue += hdr; 
 
    headers.setHeader(lastHdrAttr, lastHdrValue); 
   }  
   else { 
    lastHdrAttr = hdr.substring(0, colonIndex); 
 
    headers.addHeader(lastHdrAttr, lastHdrValue); 
   } 
   if (lastHdrAttr.equalsIgnoreCase("Content-Length")) { 
    lastHdrValue = hdr.substring(colonIndex+2); 
     
    contentLength = new Integer(lastHdrValue).intValue( ); 
   } 
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/*  The Server implements the server side. The Server receives a SOAP  
 *  message including a Signature element. The MessageProcessor writes  
 *  the received message to an XML file called Signed.xml. The 
MessageProcessor 
 *  retrieves all the essential information for validating the signature,  
 *  validates the signature and sends a reply SOAP message to the client 
side.    
 * 
 */ 
public class Server implements SOAPCallback { 
 
 public static final int PORT = 12321; 
 private SOAPListener httpServer; 
   
 public static void main(String[] args) { 
  Server server = new Server(); 
 } 
   
 public Server() { 
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoop(); 
  } catch (Exception e) { 
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   e.printStackTrace(); 
  } 
 } 
  
 public void onMessage(SOAPMessage msg) { 
   
  MessageProcessor proc = new MessageProcessor(msg); 
  new Thread(proc, "Message Processor").start(); 
 } 
  
 public class MessageProcessor implements Runnable { 
 
  private SOAPMessage msg; 
 
  public MessageProcessor(SOAPMessage msg) { 
   this.msg = msg; 
  } 
 
  public void run() { 
   try { 
     
   /* Signature Validation Procedure */  
   FileOutputStream fileout = new 
FileOutputStream("Signed.xml"); 
     msg.writeTo(fileout); 
     
   Document signDoc = DOMUtils.parse( new BufferedInputStream( 
                                      new 
FileInputStream("Signed.xml")));      
   
   String providerName = System.getProperty("jsr105Provider", 
"org.jcp.xml.dsig.internal.dom.XMLDSigRI"); 
 




   SOAPPart soapPart = msg.getSOAPPart(); 
 
   Source source = soapPart.getContent(); 
 
   org.w3c.dom.Node root = null; 
 
   DOMResult temp = new DOMResult(); 
   
   if (source instanceof DOMSource) { 
    System.out.println("source instanceof DOMSource"); 
    root = ((DOMSource)source).getNode(); 
   } 
  
   else if (source instanceof SAXSource) { 
    
    InputSource inSource = 
((SAXSource)source).getInputSource(); 
       DocumentBuilderFactory dbf = 
DocumentBuilderFactory.newInstance(); 
       dbf.setNamespaceAware(true); 
       DocumentBuilder db = null; 
       synchronized (dbf) { 
     db = dbf.newDocumentBuilder(); 
       } 
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       Document doc = db.parse(inSource); 
       root = (org.w3c.dom.Node) doc.getDocumentElement(); 
   }  
  
   else if (source instanceof  StreamSource) { 
   
    Transformer transformer = 
TransformerFactory.newInstance().newTransformer(); 
    transformer.setOutputProperty(OutputKeys.INDENT, "yes"); 
    transformer.transform(source, temp); 
   } 
 
   else { 
    System.err.println("error: cannot convert SOAP message 
(" + source.getClass().getName() + ") into a W3C DOM tree"); 
       System.exit(-1); 
   } 
  
   root = temp.getNode(); 
 
      org.w3c.dom.Node envelope = getFirstChildElement(root); 
 
   org.w3c.dom.Node header = getFirstChildElement(envelope);  
  
   KeySelector keySel = new KeyValueKeySelector(); 
  
   NodeList nl = 
signDoc.getElementsByTagNameNS(XMLSignature.XMLNS, "Signature"); 
       
      if (nl.getLength() == 0) { 
         throw new Exception("Cannot find Signature element"); 
      } 
    
   DOMValidateContext valContext = new 
DOMValidateContext(keySel, nl.item(0)); 
    
   XMLSignature signature =null; 
  
   try{ 
    signature = fac.unmarshalXMLSignature(valContext); 
   }  
   catch(NullPointerException exc){ 
    System.out.println("NullPointerException"); 
    System.exit(-1); 
   } 
    
   try{ 
    boolean coreValidity = signature.validate(valContext);  
   }catch(Exception exc){} 
 
        
   System.out.println("\n\nSignature passed core 
validation\n\n"); 
    
   /* Sent reply SOAP messageto client*/ 
     
   String clientAddr = "http://" + 
InetAddress.getLocalHost().getHostAddress()+":" 
            
+Client.PORT+"/index.html"; 
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   SOAPConnectionFactory scf = 
SOAPConnectionFactory.newInstance(); 
   SOAPConnection con = scf.createConnection(); 
   SOAPMessage msg = createMessage(); 
   SOAPMessage reply = con.call(msg, clientAddr);   
   con.close(); 
     
   } 
   catch(Exception exc){System.out.println("FATAL 
ERROR..");exc.printStackTrace();System.exit(-1);} 
  } 
   
   public void dumpDOMDocument(org.w3c.dom.Node root) 
     throws TransformerException, 
TransformerConfigurationException { 
 
   Transformer transformer = 
TransformerFactory.newInstance().newTransformer(); 
      transformer.setOutputProperty(OutputKeys.INDENT, "yes"); 
   transformer.transform(new DOMSource(root), new 
StreamResult(System.out)); 
     } 
      
  public SOAPMessage createMessage() throws SOAPException { 
   MessageFactory mf = MessageFactory.newInstance(); 
   SOAPMessage msg = mf.createMessage(); 
   SOAPPart sp = msg.getSOAPPart(); 
   SOAPEnvelope envelope = sp.getEnvelope(); 
   SOAPBody body = envelope.getBody(); 
   SOAPBodyElement gltp = body.addBodyElement( 
    envelope.createName("GetTime", "time", 
     "http://wombat.time.com")); 
   gltp.addTextNode(new Date().toString()); 
   return msg; 
  } 
   
  public org.w3c.dom.Node getFirstChildElement(org.w3c.dom.Node 
node) { 
   org.w3c.dom.Node child = node.getFirstChild(); 
   while (child != null && child.getNodeType() != 
org.w3c.dom.Node.ELEMENT_NODE) { 
             child = child.getNextSibling(); 
   } 
      return child; 
     } 
      
     public org.w3c.dom.Node getNextSiblingElement(org.w3c.dom.Node node) { 
   org.w3c.dom.Node sibling = node.getNextSibling(); 
   while (sibling != null && sibling.getNodeType() != 
org.w3c.dom.Node.ELEMENT_NODE) { 
             sibling = sibling.getNextSibling(); 
   } 
            return sibling; 
        } 
         
      
 } 
  
 private static class KeyValueKeySelector extends KeySelector { 
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  public KeySelectorResult select(KeyInfo keyInfo, 
KeySelector.Purpose purpose, 
                                        AlgorithmMethod 
method,XMLCryptoContext context)throws KeySelectorException { 
          
         if (keyInfo == null) { 
    throw new KeySelectorException("Null KeyInfo object!"); 
            } 
            SignatureMethod sm = (SignatureMethod) method; 
            List list = keyInfo.getContent(); 
 
            for (int i = 0; i < list.size(); i++) { 
    XMLStructure xmlStructure = (XMLStructure) list.get(i); 
             if (xmlStructure instanceof KeyValue) { 
                    PublicKey pk = null; 
                    try { 
                        pk = ((KeyValue)xmlStructure).getPublicKey(); 
                    }  
                    catch (KeyException ke) { 
                        throw new KeySelectorException(ke); 
                    } 
                    if (algEquals(sm.getAlgorithm(), pk.getAlgorithm())) { 
                        return new SimpleKeySelectorResult(pk); 
                    } 
    } 
            } 
            throw new KeySelectorException("No KeyValue element found!"); 
  } 
 
         
  static boolean algEquals(String algURI, String algName) { 
    
            if (algName.equalsIgnoreCase("DSA") && 
algURI.equalsIgnoreCase(SignatureMethod.DSA_SHA1)) { 
    return true; 
            }  
            else if (algName.equalsIgnoreCase("RSA") && 
algURI.equalsIgnoreCase(SignatureMethod.RSA_SHA1)) { 
    return true; 
            } 
             else { 
    return false; 
            } 
  } 
    } 
 
    private static class SimpleKeySelectorResult implements 
KeySelectorResult { 
  private PublicKey pk; 
  SimpleKeySelectorResult(PublicKey pk) { 
      this.pk = pk; 
  } 
 
  public Key getKey() { return pk; } 
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/* The Client retrieves a XML document. The Client builds a SOAP message. 
 * The Body element of the SOAP message contains the XML document. The 
Client 
 * signs the whole SOAP Body and the Signature element is placed in a 
Signature 
 * security header in the SOAPHeader. This SOAP message is sent to the 
server 
 * side. 
 */ 
public class Client implements SOAPCallback { 
  
 public static void main(String[] args) throws Exception{ 
  Client client = new Client(args[0]); 
  client.sendMessage(); 
 } 
 
 public static final int PORT = 12322; 
 private SOAPListener httpServer; 
 private String XMLinput; 
  
 public Client(String XMLinput) { 
  this.XMLinput = XMLinput; 
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoopInThread(); 
  }  
  catch (Exception exc) { 
   exc.printStackTrace(); 
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  } 
 } 
  
 public void onMessage(SOAPMessage msg) { 
  try { 
   httpServer.stopMsgLoopInThread(); 
  } 
  catch (Exception exc) { 
   exc.printStackTrace(); 
  }  
 } 
  
 public SOAPMessage createSOAPMessage() throws Exception{ 
  
     //Build a SOAP message 
  Document plainDoc = DOMUtils.parse(new BufferedInputStream( new 
FileInputStream(XMLinput)));  
  MessageFactory mf = MessageFactory.newInstance( ); 
  SOAPMessage soapMessage = mf.createMessage(); 
  SOAPPart soapPart = soapMessage.getSOAPPart(); 
  SOAPEnvelope soapEnvelope = soapPart.getEnvelope(); 
  SOAPHeader soapHeader = soapEnvelope.getHeader(); 
  SOAPHeaderElement headerElement = soapHeader.addHeaderElement( 
                                    
soapEnvelope.createName("Signature",  
                                                               "SOAP-
SEC", 
                                                                  
"http://schemas.xmlsoap.org/soap/security/2000-12")); 
  SOAPBody soapBody = soapEnvelope.getBody(); 
  soapBody.addAttribute(soapEnvelope.createName("id", "SOAP-SEC", 
                                               
"http://schemas.xmlsoap.org/soap/security/2000-12"), 
                                               "Body"); 
     soapBody.addDocument(plainDoc); 
  Source source = soapPart.getContent(); 
     org.w3c.dom.Node root = null; 
   
      if (source instanceof DOMSource) { 
   root = ((DOMSource)source).getNode(); 
  }  
  
  else if (source instanceof SAXSource) { 
    
      InputSource inSource = ((SAXSource)source).getInputSource(); 
      DocumentBuilderFactory dbf = DocumentBuilderFactory.newInstance(); 
         dbf.setNamespaceAware(true); 
         DocumentBuilder db = null; 
         synchronized (dbf) { 
    db = dbf.newDocumentBuilder(); 
      } 
         Document doc = db.parse(inSource); 
         root = (org.w3c.dom.Node) doc.getDocumentElement(); 
  } 
  else { 
      System.err.println("error: cannot convert SOAP message (" +
 source.getClass().getName() + ") into a W3C DOM tree"); 
      System.exit(-1); 
  } 
   
  //Generating the DSA keypair 
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  KeyPairGenerator kpg = KeyPairGenerator.getInstance("DSA"); 
  SecureRandom random = SecureRandom.getInstance("SHA1PRNG", "SUN"); 
  String userSeed = "not so random"; 
     random.setSeed(userSeed.getBytes());  
  kpg.initialize(1024,random); 
  KeyPair keypair = kpg.generateKeyPair(); 
  PublicKey publicKey = keypair.getPublic(); 
  PrivateKey privateKey = keypair.getPrivate(); 
   
     String providerName = System.getProperty("jsr105Provider", 
"org.jcp.xml.dsig.internal.dom.XMLDSigRI"); 
  XMLSignatureFactory sigFactory = 
XMLSignatureFactory.getInstance("DOM",(Provider) 
Class.forName(providerName).newInstance()); 
   
  //The <referenceURI> shows the element that will be signed  
  String referenceURI = "#Body"; 
   
  DigestMethod digestMethod = 
sigFactory.newDigestMethod(DigestMethod.SHA1, null); 
     Reference ref = sigFactory.newReference(referenceURI , digestMethod); 
        CanonicalizationMethod canonicalizationMethod = 
sigFactory.newCanonicalizationMethod(CanonicalizationMethod.INCLUSIVE_WITH_
COMMENTS, 
                                                                                        
(C14NMethodParameterSpec) null); 
        SignatureMethod signatureMethod = 
sigFactory.newSignatureMethod(SignatureMethod.DSA_SHA1, null); 
        SignedInfo signedInfo = sigFactory.newSignedInfo( 
canonicalizationMethod,signatureMethod, Collections.singletonList(ref)); 
     
  KeyInfoFactory kif = sigFactory.getKeyInfoFactory(); 
  KeyValue kv = kif.newKeyValue(publicKey); 
  KeyInfo keyInfo = kif.newKeyInfo(Collections.singletonList(kv)); 
     XMLSignature sig = sigFactory.newXMLSignature(signedInfo, 
keyInfo); 
     
        
  Element envelope = getFirstChildElement(root); 
  Element header = getFirstChildElement(envelope); 
   
  DOMSignContext sigContext = new DOMSignContext(privateKey, 
header); 
  sigContext.putNamespacePrefix(XMLSignature.XMLNS, "ds"); 




   
  //Signing the Body of the SOAP message 
  sig.sign(sigContext); 
   
  //At this point we process the SOAP message in a W3C DOM tree form 
  //but we need the message to be in a SOAPMessage form. Here is the  
  //construction of the SOAPMessage form from the DOM tree.    
  MessageFactory  messageFactory = MessageFactory.newInstance( ); 
  SOAPMessage msg = messageFactory.createMessage(); 
  SOAPPart sp = msg.getSOAPPart(); 
  DOMSource dms = new DOMSource(root); 
  sp.setContent(dms); 
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  //Output the SOAP message to a file called SignedMessage.xml 
  FileOutputStream fileout = new 
FileOutputStream("SignedMessage.xml"); 
    msg.writeTo(fileout); 
    
  return msg; 
 } 
  
 private static void dumpDOMDocument(org.w3c.dom.Node root) 
     throws TransformerException, 
TransformerConfigurationException { 
 
  Transformer transformer = 
TransformerFactory.newInstance().newTransformer(); 
     transformer.setOutputProperty(OutputKeys.INDENT, "yes"); 
  transformer.transform(new DOMSource(root), new 
StreamResult(System.out)); 
    } 
   
 private static Element getFirstChildElement(org.w3c.dom.Node node) { 
  
  org.w3c.dom.Node child = node.getFirstChild(); 
  while (child != null && child.getNodeType() != 
org.w3c.dom.Node.ELEMENT_NODE) { 
         child = child.getNextSibling(); 
  } 
  return (Element) child; 
    } 
  
 public static Element getNextSiblingElement(org.w3c.dom.Node node) { 
  
  org.w3c.dom.Node sibling = node.getNextSibling(); 
  while (sibling != null && sibling.getNodeType() != 
org.w3c.dom.Node.ELEMENT_NODE) { 
         sibling = sibling.getNextSibling(); 
  } 
        return (Element) sibling; 
    } 
  
  
 public void sendMessage() throws Exception { 
  SOAPConnectionFactory scf = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con = scf.createConnection(); 
  SOAPMessage msg = createSOAPMessage(); 
  String url = 
"http://"+InetAddress.getLocalHost().getHostAddress()+":" 
   +Server.PORT+"/index.html"; 
  SOAPMessage reply = con.call(msg, url);  










 - 176 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7









































/* The Server implements the server side. It receives the SOAP message 
which     
 * contains two encrypted elements and decrypts them. The Server writes the      
 * plaintext XML document to a local file.                                       
 */ 
public class Server implements SOAPCallback { 
  
 public static void main(String[] args) throws Exception{ 
  if (args.length != 2) { 
      throw new IllegalArgumentException("\n\nsynopsis: java TimeServer 
ReceivedSOAPMessageFileName[mandatory] XMLFilename[mandatory]\n"); 
     } 
     Security.addProvider(new IAIK()); 
        Security.addProvider(new XSecProvider()); 
     XSecProvider.addAsProvider(false); 
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 private String SOAPMessageFilename; 
 private String XMLFilename; 
 private int PORT = 12320; 
 private int RecipientPORT=12322; 
 private SOAPListener httpServer; 
  
  
 public Server(String SOAPMessageFilename,String XMLFilename) { 
  
  this.SOAPMessageFilename= SOAPMessageFilename ; 
  this.XMLFilename = XMLFilename; 
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoop(); 
  } catch (Exception e) { 
   e.printStackTrace(); 
  } 
 } 
  
 public void onMessage(SOAPMessage msg) { 
 try{ 
   
  FileOutputStream fileout = new 
FileOutputStream(SOAPMessageFilename); 
    msg.writeTo(fileout); 
    Document decDoc = DOMUtils.parse( new BufferedInputStream( 
                                       new 
FileInputStream(SOAPMessageFilename) 
                                     ));      
     
  XMLEncryptionFactory xfac = 
XMLEncryptionFactory.getInstance("DOM"); 
 
     DOMDecryptContext ctxt; 
     EncryptedData ed; 
 
  //The following part of the code locates the encrypted elements 
and      
  //decrypts them. The decrypted data replace the encrypted data 
inside    
  //the XML document.                                                      
        Element encElement = (Element) 
decDoc.getElementsByTagName("EncryptedData").item(0); 
   
        while (encElement != null) { 
        ctxt = new DOMDecryptContext(new MedInfoKeySelector(), 
encElement); 
      ed = (EncryptedData) xfac.unmarshalEncryptedType(ctxt); 
   ed.decryptAndReplace(ctxt); 
   encElement = (Element) 
decDoc.getElementsByTagName("EncryptedData").item(0); 
     } 
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     Node xmlRoot = decDoc.getElementsByTagName("MedicalRecord").item(0); 
     OutputStream os = new FileOutputStream(XMLFilename); 
        dumpDOMDocument(xmlRoot,os); 
      
     SOAPMessage reply = createMessage(); 
     String localhost = "127.0.0.1"; 
     String clientAddr = "http://"+localhost+":" 
                             +RecipientPORT+"/index.html"; 
     SOAPConnectionFactory scf = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con = scf.createConnection(); 
  con.call(reply, clientAddr);   
  con.close(); 
      
     }catch(Exception exc){exc.printStackTrace();} 
    
 } 
  
 public SOAPMessage createMessage() throws SOAPException { 
   MessageFactory mf = MessageFactory.newInstance(); 
   SOAPMessage msg = mf.createMessage(); 
   SOAPPart sp = msg.getSOAPPart(); 
   SOAPEnvelope envelope = sp.getEnvelope(); 
   SOAPBody body = envelope.getBody(); 
   SOAPBodyElement gltp = body.addBodyElement( 
    envelope.createName("GetTime", "time", 
     "http://wombat.time.com")); 
   gltp.addTextNode("XML file encrypted at "+new 
Date().toString()); 
   return msg; 
 } 
  
  private static void dumpDOMDocument(org.w3c.dom.Node root, 
OutputStream outputStream) 
     throws TransformerException, 
TransformerConfigurationException { 
 
  Transformer transformer = 
TransformerFactory.newInstance().newTransformer(); 
     transformer.setOutputProperty(OutputKeys.INDENT, "yes"); 
     StreamResult strRes = new StreamResult(); 
     strRes.setOutputStream(outputStream);  
  transformer.transform(new DOMSource(root), strRes); 
    } 
     
    private static class MedInfoKeySelector extends KeySelector { 
    public KeySelectorResult select(KeyInfo keyInfo, 
        KeySelector.Purpose purpose, 
        AlgorithmMethod method, 
        XMLCryptoContext context) throws KeySelectorException { 
 
      if (keyInfo == null) { 
        throw new KeySelectorException("Null KeyInfo object!"); 
      } 
 
      EncryptionMethod em = (EncryptionMethod) method; 
      List list = keyInfo.getContent(); 
 
      for (int i = 0; i < list.size(); i++) { 
        XMLStructure xmlStructure = (XMLStructure) list.get(i); 
        if (xmlStructure instanceof KeyName) { 
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         try{ 
          
 
          KeyName keyName = (KeyName) xmlStructure; 
          byte[] keyBytes = "abcdefghijklmnopqrstuvwx".getBytes(); 
 
          if (keyName.getName().equals("MedKey")) { 
            return new SimpleKeySelectorResult(new SecretKeySpec(keyBytes, 
"DESEDE")); 
          } else if (keyName.getName().equals("PayKey")) { 
            return new SimpleKeySelectorResult(new SecretKeySpec(keyBytes, 
"AES")); 
          } 
          }catch(Exception exc){System.exit(-1);} 
        } 
      } 
      throw new KeySelectorException("No KeyName element found!"); 
    } 
  } 
 
  /** 
   * An implementation of the KeySelectorResult returned by the 
KeySelector. 
   */ 
  private static class SimpleKeySelectorResult implements KeySelectorResult 
{ 
    private Key key; 
 
    SimpleKeySelectorResult(Key key) { 
      this.key = key; 
    } 
 
    public Key getKey() { 
      return key; 
    } 
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/* The Client retrieves a plaintext xml file as input. The Client encrypts 
two   
 * different elements of the input xml document using Shared Key 
Encryption.     
 * The Client uses AES192_CBC for the one element and TRIPLEDES_CBC for the      
 * other element. The Client builds a SOAP message. The Body of this 
message     
 * contains the xml document where the two elements are replaced by the          
 * ciphertexts and the Header of the SOAP message contains a security 
header     
 * with the essential ReferenceList. The ReferenceList states the encrupted      
 * elements. The Client sends the SOAP message to the Server. Moreover, the      
 * Client outputs this message to a local xml file.                              
 */ 
public class Client implements SOAPCallback { 
  
 private static String wsse = "http://docs.oasis-
open.org/wssw/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd"; 
 private static String xenc = "http://www.w3.org/2001/04/xmlenc#"; 
   private static String wsu = "http://docs.oasis-
open.org/wssw/2004/01/oasis-200401-wss-wssecurity-utility-1.0.xsd"; 
   private static String ds = "http://www.w3.org/2000/09/xmldsig#"; 
    
 private int PORT = 12322; 
 private int recPORT = 12320; 
 private String SOAPMessageFile; 
 private String XMLinput; 
 private SOAPListener httpServer; 
  
   
 public static void main(String[] args) throws Exception { 
  if (args.length != 2) { 
   throw new IllegalArgumentException("\n\nsynopsis: java Client 
XMLinput[mandatory] SOAPMessage[mandatory] \n"); 
     } 




 public Client(String XMLinput,String SOAPMessageFile) {  
     this.SOAPMessageFile = SOAPMessageFile; 
     this.XMLinput = XMLinput;  
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
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   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoopInThread(); 
   SOAPMessage msg = createEncryptedSOAPMessage(); 
   sendMessage(msg); 
  } catch (Exception e) {e.printStackTrace();} 
 } 
  
 public void onMessage(SOAPMessage msg) {} 
  
 public void sendMessage(SOAPMessage msg) throws Exception { 
  String localhost = 
"http://"+InetAddress.getLocalHost().getHostAddress(); 
   
  String url =localhost+":"+recPORT+"/index.html"; 
  SOAPConnectionFactory scf = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con = scf.createConnection(); 
  con.call(msg, url);   
  con.close(); 
 } 
  
 public SOAPMessage createEncryptedSOAPMessage( ) throws Exception{ 
   
  Security.addProvider(new IAIK()); 
     Security.addProvider(new XSecProvider()); 
     XSecProvider.addAsProvider(false); 
   
  SOAPMessage soapMessage = 
MessageFactory.newInstance().createMessage(); 
  SOAPPart soapPart = soapMessage.getSOAPPart(); 
  
  SOAPEnvelope soapEnvelope = soapPart.getEnvelope(); 
  soapEnvelope.setPrefix("S11"); 
  soapEnvelope.removeNamespaceDeclaration("SOAP-ENV"); 
  soapEnvelope.addNamespaceDeclaration("wsse",wsse); 
  soapEnvelope.addNamespaceDeclaration("xenc",xenc); 
  soapEnvelope.addNamespaceDeclaration("ds",ds); 
  soapEnvelope.addNamespaceDeclaration("wsu",wsu); 
  
  SOAPHeader soapHeader = soapEnvelope.getHeader(); 
  soapHeader.setPrefix("S11"); 
  
  
  Name sec_header = soapEnvelope.createName("Security","wsse",wsse 
); 
  SOAPHeaderElement headerElement = 
soapHeader.addHeaderElement(sec_header); 
  SOAPElement referenceList = 
headerElement.addChildElement("ReferenceList","xenc"); 
  SOAPElement dataReference1 = 
referenceList.addChildElement("DataReference","xenc"); 
  dataReference1.setAttribute("URI","#Medication"); 
  SOAPElement dataReference2 = 
referenceList.addChildElement("DataReference","xenc"); 
  dataReference2.setAttribute("URI","#PaymentInfo"); 
  
  SOAPBody soapBody =  soapEnvelope.getBody(); 
  soapBody.setPrefix("S11"); 
     
  XMLEncryptionFactory xfac = 
XMLEncryptionFactory.getInstance("DOM"); 
  KeyInfoFactory kif = KeyInfoFactory.getInstance("DOM"); 
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    Document plainDoc = DOMUtils.parse( 
        new BufferedInputStream( 
          new FileInputStream(XMLinput) 
       ));  
     
        //retrieve the Element <Medication> which is going to be encrypted       
     Element medication = (Element) 
plainDoc.getElementsByTagName("Medication").item(0); 
 
     CanonicalizationMethod canM = xfac.newCanonicalizationMethod( 
         CanonicalizationMethod.EXCLUSIVE_WITH_COMMENTS, null); 
 
     DOMToBeEncryptedXML tbe1 = new DOMToBeEncryptedXML(medication, canM); 
  KeyName medKeyName = kif.newKeyName("MedKey"); 
  KeyInfo ki1 = kif.newKeyInfo(Collections.nCopies(1, medKeyName)); 
       
     EncryptionMethod em1 = 
xfac.newEncryptionMethod(EncryptionMethod.TRIPLEDES_CBC, null, null); 
  EncryptedData ed1 = xfac.newEncryptedData(tbe1, em1, ki1, null, 
"MedInfo"); 
     DOMEncryptContext ctxt1 = new DOMEncryptContext(new 
MedInfoKeySelector()); 
  //encrypt  Element <Medication>                                          
     ed1.encrypt(ctxt1); 
 
  //retrieve the Element <PaymentInfo> which is going to be 
encrypted       
     Element paymentInfo = (Element) 
plainDoc.getElementsByTagName("PaymentInfo").item(0); 
     DOMToBeEncryptedXML tbe2 = new DOMToBeEncryptedXML(paymentInfo, 
canM); 
  KeyName payKeyName = kif.newKeyName("PayKey"); 
     KeyInfo ki2 = kif.newKeyInfo(Collections.nCopies(1, payKeyName)); 
     EncryptionMethod em2 = 
xfac.newEncryptionMethod(EncryptionMethod.AES192_CBC, null, null); 
  EncryptedData ed2 = xfac.newEncryptedData(tbe2, em2, ki2, null, 
"PaymentInfo"); 
  DOMEncryptContext ctxt2 = new DOMEncryptContext(new 
MedInfoKeySelector()); 
  //encrypt  Element <PaymentInfo>                                          
     ed2.encrypt(ctxt2); 
 
 
    soapBody.addDocument(plainDoc); 
    FileOutputStream fileout = new FileOutputStream(SOAPMessageFile); 
    soapMessage.writeTo(fileout); 
    return soapMessage; 




   
 private static class MedInfoKeySelector extends KeySelector { 
  //This class selects the appropriate shared key for the encryption       
  // procedure                                                             
     public KeySelectorResult select(KeyInfo keyInfo, 
        KeySelector.Purpose purpose, 
        AlgorithmMethod method, 
        XMLCryptoContext context) throws KeySelectorException { 
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      if (keyInfo == null) { 
        throw new KeySelectorException("Null KeyInfo object!"); 
      } 
 
      EncryptionMethod em = (EncryptionMethod) method; 
      List list = keyInfo.getContent(); 
 
      for (int i = 0; i < list.size(); i++) { 
        XMLStructure xmlStructure = (XMLStructure) list.get(i); 
        if (xmlStructure instanceof KeyName) { 
         try{ 
          
 
          KeyName keyName = (KeyName) xmlStructure; 
           
          byte[] keyBytes = "abcdefghijklmnopqrstuvwx".getBytes(); 
          if (keyName.getName().equals("MedKey")) { 
               return new SimpleKeySelectorResult(new 
SecretKeySpec(keyBytes, "DESEDE")); 
          } else if (keyName.getName().equals("PayKey")) { 
            return new SimpleKeySelectorResult(new SecretKeySpec(keyBytes, 
"AES")); 
          } 
          }catch(Exception exc){System.exit(-1);} 
        } 
      } 
      throw new KeySelectorException("No KeyName element found!"); 
    } 
  } 
 
  // An implementation of the KeySelectorResult returned by the 
KeySelector.     
   
  private static class SimpleKeySelectorResult implements KeySelectorResult 
{ 
    private Key key; 
 
    SimpleKeySelectorResult(Key key) { 
      this.key = key; 
    } 
 
    public Key getKey() { 
      return key; 
    } 
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/* First of all, the Server generates his public/private keypair. The 
Server writes 
 * his public key in a local file in order to be accessible from the client 
side 
 * (it publishes his public key).In the following, it receives a SOAP 
message from 
 * the client side. It retrieves the EncryptedKey element which is located 
in the 
 * security header of the SOAP message. By using the public key the Server 
decrypts 
 * the EncryptedKey element in order to get the session key. By using the 
session 
 * key the Server decrypts the encrypted <Medication> element.    
 */ 
public class Server implements SOAPCallback { 
  
 public static void main(String[] args) throws Exception{ 
  if (args.length != 3) { 
      throw new IllegalArgumentException("\n\nsynopsis: java TimeServer 
publicKeyfilename[mandatory] SOAPMessageFilename[mandatory] 
XMLFilename[mandatory]\n"); 
     } 
     Security.addProvider(new IAIK()); 
        Security.addProvider(new XSecProvider()); 
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     XSecProvider.addAsProvider(false); 
      




 private String publicKeyfilename; 
 private String SOAPMessageFilename; 
 private String XMLFilename; 
 private int PORT = 12320; 
 private int RecipientPORT=12322; 
 private Key privateKey; 
 private SOAPListener httpServer; 
  
  
 public Server(String publicKeyfilename, String SOAPMessageFilename, 
String XMLFilename) { 
  
  this.publicKeyfilename = publicKeyfilename;  
  this.SOAPMessageFilename= SOAPMessageFilename ; 
  this.XMLFilename = XMLFilename; 
  createKeyPair( ); 
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoop(); 
  } catch (Exception e) { 
   e.printStackTrace(); 
  } 
 } 
  
 private void createKeyPair( ) { 
  try{ 
   KeyPairGenerator kpg = KeyPairGenerator.getInstance("RSA"); 
      KeyPair keypair = kpg.generateKeyPair(); 
      privateKey = keypair.getPrivate(); 
      byte publicKeyBytes[ ] = keypair.getPublic().getEncoded(); 
      FileOutputStream writeKey = new 
FileOutputStream(publicKeyfilename); 
      writeKey.write(publicKeyBytes); 
       } 
       catch(Exception exc){ 
      exc.printStackTrace(); 
       } 
 }   
  
    public void onMessage(SOAPMessage msg) { 
 try{ 
   
  FileOutputStream fileout = new 
FileOutputStream(SOAPMessageFilename); 
    msg.writeTo(fileout); 
     
  XMLEncryptionFactory fact = 
XMLEncryptionFactory.getInstance("DOM"); 
     Document decDoc = DOMUtils.parse( new BufferedInputStream( 
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                                       new 
FileInputStream(SOAPMessageFilename) 
                                     ));       
     
    Element decrElement = (Element) 
decDoc.getElementsByTagName("EncryptedKey").item(0); 
        
        DOMDecryptContext ctxt = new DOMDecryptContext(privateKey, 
decrElement); 
   
  EncryptedKey encKey = (EncryptedKey) 
fact.unmarshalEncryptedType(ctxt); 
   
  EncryptionMethod em = 
fact.newEncryptionMethod(EncryptionMethod.AES128_CBC, new Integer(128), 
null); 
  
  Key sessionKey = encKey.decryptKey(ctxt, em); 
  
  XMLEncryptionFactory xfac = 
XMLEncryptionFactory.getInstance("DOM"); 
   
     Element encElement = (Element) 
decDoc.getElementsByTagName("EncryptedData").item(0); 
    
     DOMDecryptContext Enccontext = new DOMDecryptContext(sessionKey, 
encElement); 
    
     EncryptedData encr_d = (EncryptedData) 
xfac.unmarshalEncryptedType(Enccontext); 
 
     encr_d.decryptAndReplace(Enccontext); 
       
     org.w3c.dom.Node MedicalRecord = 
decDoc.getElementsByTagName("MedicalRecord").item(0); 
      
     OutputStream os = new FileOutputStream(XMLFilename); 
     
     dumpDOMDocument(MedicalRecord,os); 
      
     SOAPMessage reply = createMessage(); 
     String localhost = "127.0.0.1"; 
     String clientAddr = "http://"+localhost+":" 
                             +RecipientPORT+"/index.html"; 
     SOAPConnectionFactory scf = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con = scf.createConnection(); 
  con.call(reply, clientAddr);   
  con.close(); 
      
     }catch(Exception exc){exc.printStackTrace();} 
    
 } 
  
 public SOAPMessage createMessage() throws SOAPException { 
   MessageFactory mf = MessageFactory.newInstance(); 
   SOAPMessage msg = mf.createMessage(); 
   SOAPPart sp = msg.getSOAPPart(); 
   SOAPEnvelope envelope = sp.getEnvelope(); 
   SOAPBody body = envelope.getBody(); 
   SOAPBodyElement gltp = body.addBodyElement( 
    envelope.createName("GetTime", "time", 
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     "http://wombat.time.com")); 
   gltp.addTextNode("XML file encrypted at "+new 
Date().toString()); 
   return msg; 
 } 
  
  private static void dumpDOMDocument(org.w3c.dom.Node root, 
OutputStream outputStream) 
     throws TransformerException, 
TransformerConfigurationException { 
 
  Transformer transformer = 
TransformerFactory.newInstance().newTransformer(); 
     transformer.setOutputProperty(OutputKeys.INDENT, "yes"); 
     StreamResult strRes = new StreamResult(); 
     strRes.setOutputStream(outputStream);  
  transformer.transform(new DOMSource(root), strRes); 








































/* The Client retrieves a XML document from an input file and encrypts the  
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 * element <Medication> with a session key(AES,128 bits). The session key 
is then 
 * encrypted using the public key of the server side and this step uses 
RSA_1_5 
 * encryption algorithm. The public key is retrieved from a local file. A 
SOAP  
 * message containing the encrypted data is constructed. The encrypted 
element  
 * is part of the SOAP Body while the encrypted session key is located at 
the 
 * security header. The Client sends this SOAP message to the server side. 
 */ 
public class Client implements SOAPCallback { 
  
  
 private static String wsse = "http://docs.oasis-
open.org/wssw/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd"; 
 private static String xenc = "http://www.w3.org/2001/04/xmlenc#"; 
   private static String wsu = "http://docs.oasis-
open.org/wssw/2004/01/oasis-200401-wss-wssecurity-utility-1.0.xsd"; 
   private static String ds = "http://www.w3.org/2000/09/xmldsig#"; 
    
 private int PORT = 12322; 
 private int recPORT = 12320; 
  
 private String XMLinput; 
 private SOAPListener httpServer; 
 private String public_Key; 
  
   
 public static void main(String[] args) throws Exception { 
  if (args.length != 2) { 
   throw new IllegalArgumentException("\n\nsynopsis: java Client 
XMLinput[mandatory] publicKey[mandatory] \n"); 
     } 




 public Client(String XMLinput,String public_Key) {  
     this.public_Key = public_Key; 
     this.XMLinput = XMLinput;  
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoopInThread(); 
   SOAPMessage msg = createEncryptedSOAPMessage(); 
   sendMessage(msg); 
  } catch (Exception e) {e.printStackTrace();} 
 } 
  
 public void onMessage(SOAPMessage msg) {} 
  
 public void sendMessage(SOAPMessage msg) throws Exception { 
  String localhost = 
"http://"+InetAddress.getLocalHost().getHostAddress(); 
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  String url =localhost+":"+recPORT+"/index.html"; 
  SOAPConnectionFactory scf = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con = scf.createConnection(); 
  con.call(msg, url);   
  con.close(); 
 } 
  
 public SOAPMessage createEncryptedSOAPMessage( ) throws Exception{ 
   
     Security.addProvider(new IAIK()); 
        Security.addProvider(new XSecProvider()); 
     XSecProvider.addAsProvider(false); 
  
  SOAPMessage soapMessage = 
MessageFactory.newInstance().createMessage(); 
  SOAPPart soapPart = soapMessage.getSOAPPart(); 
  
  SOAPEnvelope soapEnvelope = soapPart.getEnvelope(); 
  soapEnvelope.setPrefix("S11"); 
  soapEnvelope.removeNamespaceDeclaration("SOAP-ENV"); 
  
  soapEnvelope.addNamespaceDeclaration("wsse",wsse); 
  soapEnvelope.addNamespaceDeclaration("xenc",xenc); 
  soapEnvelope.addNamespaceDeclaration("ds",ds); 
  soapEnvelope.addNamespaceDeclaration("wsu",wsu); 
  
  SOAPHeader soapHeader = soapEnvelope.getHeader(); 
  soapHeader.setPrefix("S11"); 
  Name sec_header = soapEnvelope.createName("Security","wsse",wsse 
); 
  SOAPHeaderElement headerElement = 
soapHeader.addHeaderElement(sec_header); 
  
  XMLEncryptionFactory fac = XMLEncryptionFactory.getInstance(); 
  EncryptionMethod em = 
fac.newEncryptionMethod(EncryptionMethod.AES128_CBC, new Integer(128), 
null); 
 
     // Create the session key-->an AES Key 
      KeyGenerator kg = KeyGenerator.getInstance("AES"); 
  kg.init(128); 
     SecretKey key = kg.generateKey(); 
 
  // Create KeyInfo with RetrievalMethod and KeyName 
  KeyInfoFactory kfac = KeyInfoFactory.getInstance(); 
  
  RetrievalMethod rm = kfac.newRetrievalMethod("#Alice", 
EncryptedKey.TYPE, null); 
  //RetrievalMethod is used to indicate the location(of type 
EncryptedKey) of a key . 
  //The key is located at an element with Id value "Alice". 
  
  KeyName kn = kfac.newKeyName("Alice"); 
  ArrayList kiTypes = new ArrayList(); 
  kiTypes.add(rm); 
  kiTypes.add(kn); 
  KeyInfo ki = kfac.newKeyInfo(kiTypes); 
 
  // Create EncryptedKey 
  EncryptionMethod ekem = 
fac.newEncryptionMethod(EncryptionMethod.RSA_1_5, null, null); 
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  KeyName ekn = kfac.newKeyName("Bob"); 
  KeyInfo eki = kfac.newKeyInfo(Collections.singletonList(ekn)); 
  DataReference dr = fac.newDataReference("#MedInfo", null); 
 
     ToBeEncryptedKey tbeKey = new ToBeEncryptedKey(key); 
 
  EncryptedKey ek = fac.newEncryptedKey(tbeKey, ekem, eki, null, 
Collections.singletonList(dr), "Alice", "Bob", "Person_X"); 
      
     FileInputStream readKey = new FileInputStream(public_Key); 
     byte KeyBytes[ ] = new byte[readKey.available()]; 
     readKey.read(KeyBytes); 
     
     X509EncodedKeySpec spec = new X509EncodedKeySpec(KeyBytes); 
      KeyFactory kfact = KeyFactory.getInstance("RSA"); 
      PublicKey pk = kfact.generatePublic(spec); 
     
     // Create key encryption context 
  Element parent = headerElement;  
  XMLEncryptContext ekxec = new DOMEncryptContext(pk, parent); 
     
     // Encrypt the session key using the server's public key  
  ek.encrypt(ekxec); 
 
  Document plainDoc = DOMUtils.parse( 
        new BufferedInputStream( new FileInputStream(XMLinput))); 
        
       Element medication = (Element) 
plainDoc.getElementsByTagName("Medication").item(0); 
     
  CanonicalizationMethod canM = fac.newCanonicalizationMethod( 
            CanonicalizationMethod.EXCLUSIVE_WITH_COMMENTS, 
null); 
     
     XMLEncryptContext xec = new DOMEncryptContext(key); 
     ToBeEncrypted tbeElement = new DOMToBeEncryptedXML(medication, 
canM); 
        EncryptedData ed = fac.newEncryptedData(tbeElement, em, ki, null, 
"MedInfo"); 
  
  //encrypt element <Medication> using session key 
     ed.encrypt(xec); 
          
  SOAPBody soapBody =  soapEnvelope.getBody(); 
  soapBody.setPrefix("S11"); 
  soapBody.addDocument(plainDoc); 
  
  FileOutputStream fileout = new 
FileOutputStream("ClientMessage.xml"); 
    soapMessage.writeTo(fileout); 
    return soapMessage; 
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/* First of all, the Server generates his public/private keypair. The 
Server writes 
 * his public key in a local file in order to be accessible from the client 
side 
 * (it publishes his public key).In the following, it receives a SOAP 
message from 
 * the client side. It retrieves the EncryptedKey element which is located 
in the 
 * security header of the SOAP message. By using the public key the Server 
decrypts 
 * the EncryptedKey element in order to get the session key. By using the 
session 
 * key the Server decrypts the encrypted XML document.    
 */ 
 
public class Server implements SOAPCallback { 
  
 public static void main(String[] args) throws Exception{ 
  if (args.length != 3) { 
      throw new IllegalArgumentException("\n\nsynopsis: java Server 
publicKeyfilename[mandatory] SOAPMessageFilename[mandatory] 
XMLFilename[mandatory]\n"); 
     } 
     Security.addProvider(new IAIK()); 
        Security.addProvider(new XSecProvider()); 
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     XSecProvider.addAsProvider(false); 
      




 private String publicKeyfilename; 
 private String SOAPMessageFilename; 
 private String XMLFilename; 
 private int PORT = 12320; 
 private int RecipientPORT=12322; 
 private Key privateKey; 
 private SOAPListener httpServer; 
  
  
 public Server(String publicKeyfilename, String SOAPMessageFilename, 
String XMLFilename) { 
  
  this.publicKeyfilename = publicKeyfilename;  
  this.SOAPMessageFilename= SOAPMessageFilename ; 
  this.XMLFilename = XMLFilename; 
  createKeyPair( ); 
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoop(); 
  } catch (Exception e) { 
   e.printStackTrace(); 
  } 
 } 
  
 private void createKeyPair( ) { 
  try{ 
   KeyPairGenerator kpg = KeyPairGenerator.getInstance("RSA"); 
      KeyPair keypair = kpg.generateKeyPair(); 
      privateKey = keypair.getPrivate(); 
      byte publicKeyBytes[ ] = keypair.getPublic().getEncoded(); 
      FileOutputStream writeKey = new 
FileOutputStream(publicKeyfilename); 
      writeKey.write(publicKeyBytes); 
       } 
       catch(Exception exc){ 
      exc.printStackTrace(); 
       } 
 }   
  
    public void onMessage(SOAPMessage msg) { 
 try{ 
   
  FileOutputStream fileout = new 
FileOutputStream(SOAPMessageFilename); 
    msg.writeTo(fileout); 
     
  XMLEncryptionFactory fact = 
XMLEncryptionFactory.getInstance("DOM"); 
     Document decDoc = DOMUtils.parse( new BufferedInputStream( 
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                                       new 
FileInputStream(SOAPMessageFilename) 
                                     ));       
     
    Element decrElement = (Element) 
decDoc.getElementsByTagName("EncryptedKey").item(0); 
        
        DOMDecryptContext ctxt = new DOMDecryptContext(privateKey, 
decrElement); 
   
  EncryptedKey encKey = (EncryptedKey) 
fact.unmarshalEncryptedType(ctxt); 
   
  EncryptionMethod em = 
fact.newEncryptionMethod(EncryptionMethod.AES128_CBC, new Integer(128), 
null); 
  
  Key sessionKey = encKey.decryptKey(ctxt, em); 
  
  XMLEncryptionFactory xfac = 
XMLEncryptionFactory.getInstance("DOM"); 
   
     Element encElement = (Element) 
decDoc.getElementsByTagName("EncryptedData").item(0); 
    
     DOMDecryptContext Enccontext = new DOMDecryptContext(sessionKey, 
encElement); 
    
     EncryptedData encr_d = (EncryptedData) 
xfac.unmarshalEncryptedType(Enccontext); 
 
     encr_d.decryptAndReplace(Enccontext); 
       
     org.w3c.dom.Node MedicalRecord = 
decDoc.getElementsByTagName("MedicalRecord").item(0); 
      
     OutputStream os = new FileOutputStream(XMLFilename); 
     
     dumpDOMDocument(MedicalRecord,os); 
      
     SOAPMessage reply = createMessage(); 
     String localhost = "127.0.0.1"; 
     String clientAddr = "http://"+localhost+":" 
                             +RecipientPORT+"/index.html"; 
     SOAPConnectionFactory scf = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con = scf.createConnection(); 
  con.call(reply, clientAddr);   
  con.close(); 
      
     }catch(Exception exc){exc.printStackTrace();} 
    
 } 
  
 public SOAPMessage createMessage() throws SOAPException { 
   MessageFactory mf = MessageFactory.newInstance(); 
   SOAPMessage msg = mf.createMessage(); 
   SOAPPart sp = msg.getSOAPPart(); 
   SOAPEnvelope envelope = sp.getEnvelope(); 
   SOAPBody body = envelope.getBody(); 
   SOAPBodyElement gltp = body.addBodyElement( 
    envelope.createName("GetTime", "time", 
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     "http://wombat.time.com")); 
   gltp.addTextNode("XML file encrypted at "+new 
Date().toString()); 
   return msg; 
 } 
  
  private static void dumpDOMDocument(org.w3c.dom.Node root, 
OutputStream outputStream) 
     throws TransformerException, 
TransformerConfigurationException { 
 
  Transformer transformer = 
TransformerFactory.newInstance().newTransformer(); 
     transformer.setOutputProperty(OutputKeys.INDENT, "yes"); 
     StreamResult strRes = new StreamResult(); 
     strRes.setOutputStream(outputStream);  
  transformer.transform(new DOMSource(root), strRes); 







































/* The Client retrieves a XML document from an input file and encrypts the  
 * whole XML document(The root node of the document is the element 
<MedicalRecord>) 
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 * with a session key(AES,128 bits). The session key is then encrypted 
using the 
 * public key of the server side and this step uses RSA_1_5 encryption 
algorithm. 
 * The public key is retrieved from a local file. A SOAP message containing 
the 
 * encrypted data is constructed. The encrypted element is part of the SOAP 
Body 
 * while the encrypted session key is located at the security header. The 
Client 
 * sends this SOAP message to the server side. 
 */ 
 
public class Client implements SOAPCallback { 
  
  
 private static String wsse = "http://docs.oasis-
open.org/wssw/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd"; 
 private static String xenc = "http://www.w3.org/2001/04/xmlenc#"; 
   private static String wsu = "http://docs.oasis-
open.org/wssw/2004/01/oasis-200401-wss-wssecurity-utility-1.0.xsd"; 
   private static String ds = "http://www.w3.org/2000/09/xmldsig#"; 
    
 private int PORT = 12322; 
 private int recPORT = 12320; 
  
 private String XMLinput; 
 private SOAPListener httpServer; 
 private String public_Key; 
  
   
 public static void main(String[] args) throws Exception { 
  if (args.length != 2) { 
   throw new IllegalArgumentException("\n\nsynopsis: java Client 
XMLinput[mandatory] public_Key_1[mandatory] \n"); 
     } 




 public Client(String XMLinput,String public_Key) {  
     this.public_Key = public_Key; 
     this.XMLinput = XMLinput;  
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoopInThread(); 
   SOAPMessage msg = createEncryptedSOAPMessage(); 
   sendMessage(msg); 
  } catch (Exception e) {e.printStackTrace();} 
 } 
  
 public void onMessage(SOAPMessage msg) {} 
  
 public void sendMessage(SOAPMessage msg) throws Exception { 
  String localhost = 
"http://"+InetAddress.getLocalHost().getHostAddress(); 
 - 196 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7
                                                                                       Παράρτηµα 
   
  String url =localhost+":"+recPORT+"/index.html"; 
  SOAPConnectionFactory scf = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con = scf.createConnection(); 
  con.call(msg, url);   
  con.close(); 
 } 
  
 public SOAPMessage createEncryptedSOAPMessage( ) throws Exception{ 
   
     Security.addProvider(new IAIK()); 
        Security.addProvider(new XSecProvider()); 
     XSecProvider.addAsProvider(false); 
  
  SOAPMessage soapMessage = 
MessageFactory.newInstance().createMessage(); 
  SOAPPart soapPart = soapMessage.getSOAPPart(); 
  
  SOAPEnvelope soapEnvelope = soapPart.getEnvelope(); 
  soapEnvelope.setPrefix("S11"); 
  soapEnvelope.removeNamespaceDeclaration("SOAP-ENV"); 
  
  soapEnvelope.addNamespaceDeclaration("wsse",wsse); 
  soapEnvelope.addNamespaceDeclaration("xenc",xenc); 
  soapEnvelope.addNamespaceDeclaration("ds",ds); 
  soapEnvelope.addNamespaceDeclaration("wsu",wsu); 
  
  SOAPHeader soapHeader = soapEnvelope.getHeader(); 
  soapHeader.setPrefix("S11"); 
  Name sec_header = soapEnvelope.createName("Security","wsse",wsse 
); 
  SOAPHeaderElement headerElement = 
soapHeader.addHeaderElement(sec_header); 
  
  XMLEncryptionFactory fac = XMLEncryptionFactory.getInstance(); 
  EncryptionMethod em = 
fac.newEncryptionMethod(EncryptionMethod.AES128_CBC, new Integer(128), 
null); 
 
    // Create the session key-->an AES Key                                   
      KeyGenerator kg = KeyGenerator.getInstance("AES"); 
  kg.init(128); 
     SecretKey key = kg.generateKey(); 
 
  // Create KeyInfo with RetrievalMethod and KeyName                       
  KeyInfoFactory kfac = KeyInfoFactory.getInstance(); 
  
  RetrievalMethod rm = kfac.newRetrievalMethod("#Alice", 
EncryptedKey.TYPE, null); 
  //RetrievalMethod is used to indicate the location(of type 
EncryptedKey) 
  //of a key . The key is located at an element with Id value 
"Alice". 
  
  KeyName kn = kfac.newKeyName("Alice"); 
  ArrayList kiTypes = new ArrayList(); 
  kiTypes.add(rm); 
  kiTypes.add(kn); 
  KeyInfo ki = kfac.newKeyInfo(kiTypes); 
 
  // Create EncryptedKey                                                   
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  EncryptionMethod ekem = 
fac.newEncryptionMethod(EncryptionMethod.RSA_1_5, null, null); 
      
  KeyName ekn = kfac.newKeyName("Bob"); 
  KeyInfo eki = kfac.newKeyInfo(Collections.singletonList(ekn)); 
  DataReference dr = fac.newDataReference("#MedicalRecord", null); 
 
     ToBeEncryptedKey tbeKey = new ToBeEncryptedKey(key); 
 
  EncryptedKey ek = fac.newEncryptedKey(tbeKey, ekem, eki, null, 
Collections.singletonList(dr), "Alice", "Bob", "Person_X"); 
      
     FileInputStream readKey = new FileInputStream(public_Key); 
     byte KeyBytes[ ] = new byte[readKey.available()]; 
    readKey.read(KeyBytes); 
     
     X509EncodedKeySpec spec = new X509EncodedKeySpec(KeyBytes); 
     KeyFactory kfact = KeyFactory.getInstance("RSA"); 
     PublicKey pk = kfact.generatePublic(spec); 
     
     // Create key encryption context                                         
  Element parent = headerElement;  
  XMLEncryptContext ekxec = new DOMEncryptContext(pk, parent); 
     
     
  // Encrypting session key using server's public key                      
  ek.encrypt(ekxec); 
  Document plainDoc = DOMUtils.parse( 
        new BufferedInputStream( new FileInputStream(XMLinput)));  
  
     Element medicalRecord  = (Element) 
plainDoc.getElementsByTagName("MedicalRecord").item(0);  
     
     CanonicalizationMethod canM = fac.newCanonicalizationMethod( 
         CanonicalizationMethod.EXCLUSIVE_WITH_COMMENTS, null); 
     
     SOAPBody soapBody =  soapEnvelope.getBody(); 
  soapBody.setPrefix("S11"); 
     XMLEncryptContext xec = new DOMEncryptContext(key,soapBody); 
    
 
     ToBeEncrypted tbeElement = new DOMToBeEncryptedXML(medicalRecord, 
canM); 
         
 
  EncryptedData ed = fac.newEncryptedData(tbeElement, em, ki, null, 
"MedicalRecord"); 
  
  //Encrypt the whole XML document with root node <MedicalRecord>          
     ed.encrypt(xec); 
         
  FileOutputStream fileout = new 
FileOutputStream("ClientMessage.xml"); 
    soapMessage.writeTo(fileout); 
    return soapMessage; 
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public class Server implements SOAPCallback { 
  
 public static void main(String[] args) throws Exception{ 
  if (args.length != 4) { 
      throw new IllegalArgumentException("\n\nsynopsis: java Server 
type[mandatory]publicKeyfilename[mandatory] SOAPMessageFilename[mandatory] 
XMLFilename[mandatory]\n"); 
     } 
     Security.addProvider(new IAIK()); 
        Security.addProvider(new XSecProvider()); 
     XSecProvider.addAsProvider(false); 
      




 private String publicKeyfilename; 
 private String SOAPMessageFilename; 
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 private String XMLFilename; 
 private int PORT; 
 private int RecipientPORT=12322; 
 private Key privateKey; 
 private SOAPListener httpServer; 
 private int ID; 
  
 public Server(String type, String publicKeyfilename, String 
SOAPMessageFilename, String XMLFilename) { 
  if(type.equalsIgnoreCase("recipient1")){ 
   PORT = 12320; 
   ID = 1; 
  } 
  else{ 
   PORT = 12321; 
   ID = 2; 
  } 
  this.publicKeyfilename = publicKeyfilename;  
  this.SOAPMessageFilename= SOAPMessageFilename ; 
  this.XMLFilename = XMLFilename; 
  createKeyPair( ); 
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoop(); 
  } catch (Exception e) { 
   e.printStackTrace(); 
  } 
 } 
  
 private void createKeyPair( ) { 
  try{ 
   KeyPairGenerator kpg = KeyPairGenerator.getInstance("RSA"); 
      KeyPair keypair = kpg.generateKeyPair(); 
      privateKey = keypair.getPrivate(); 
      byte publicKeyBytes[ ] = keypair.getPublic().getEncoded(); 
      FileOutputStream writeKey = new 
FileOutputStream(publicKeyfilename); 
      writeKey.write(publicKeyBytes); 
       } 
       catch(Exception exc){ 
      exc.printStackTrace(); 
       } 
 }   
  
    public void onMessage(SOAPMessage msg) { 
 try{ 
   
  FileOutputStream fileout = new 
FileOutputStream(SOAPMessageFilename); 
    msg.writeTo(fileout); 
     
  XMLEncryptionFactory fact = 
XMLEncryptionFactory.getInstance("DOM"); 
     Document decDoc = DOMUtils.parse( new BufferedInputStream( 
                                       new 
FileInputStream(SOAPMessageFilename) 
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                                     ));       
     
    int ind = 0; 
    Element decrElement = (Element) 
decDoc.getElementsByTagName("EncryptedKey").item(ind); 
     
    if(ID==1){ 
       while(decrElement != null){      
     
 if(decrElement.getAttribute("Id").equalsIgnoreCase("Alice_1")){ 
       break; 
      } 
      ind++; 
      decrElement = (Element) 
decDoc.getElementsByTagName("EncryptedKey").item(ind); 
     } 
    } 
    else{ 
     while(decrElement != null){      
     
 if(decrElement.getAttribute("Id").equalsIgnoreCase("Alice_2")){ 
       break; 
      } 
      ind++; 
      decrElement = (Element) 
decDoc.getElementsByTagName("EncryptedKey").item(ind); 
     }     
    } 
     
     DOMDecryptContext ctxt = new DOMDecryptContext(privateKey, 
decrElement); 
  
      
     EncryptedKey encKey = (EncryptedKey) 
fact.unmarshalEncryptedType(ctxt); 
    
   
  XMLEncryptionFactory fac = XMLEncryptionFactory.getInstance(); 
  EncryptionMethod em = 
fac.newEncryptionMethod(EncryptionMethod.AES128_CBC, new Integer(128), 
null); 
  Key sessionKey = encKey.decryptKey(ctxt, em); 
   
  XMLEncryptionFactory xfac = 
XMLEncryptionFactory.getInstance("DOM"); 
  
     ind = 0; 
     Element encElement = (Element) 
decDoc.getElementsByTagName("EncryptedData").item(ind); 
      
     if(ID==1){ 
      while(encElement != null){ 
     
 if(encElement.getAttribute("Id").equalsIgnoreCase("MedInfo")){ 
       break; 
      } 
      ind++; 
      encElement = (Element) 
decDoc.getElementsByTagName("EncryptedData").item(ind); 
       } 
    } 
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    else{ 
     while(encElement != null){ 
     
 if(encElement.getAttribute("Id").equalsIgnoreCase("PayInfo")){ 
       break; 
      } 
      ind++; 
      encElement = (Element) 
decDoc.getElementsByTagName("EncryptedData").item(ind); 
       }      
    } 
  
      
     DOMDecryptContext Enccontext = new DOMDecryptContext(sessionKey, 
encElement); 
  
     
     EncryptedData encr_d = (EncryptedData) 
xfac.unmarshalEncryptedType(Enccontext); 
  
     encr_d.decryptAndReplace(Enccontext); 
        
     org.w3c.dom.Node MedicalRecord = 
decDoc.getElementsByTagName("MedicalRecord").item(0); 
     OutputStream os = new FileOutputStream(XMLFilename); 
     dumpDOMDocument(MedicalRecord,os); 
      
     SOAPMessage reply = createMessage(); 
     String localhost = "127.0.0.1"; 
     String clientAddr = "http://"+localhost+":" 
                             +RecipientPORT+"/index.html"; 
     SOAPConnectionFactory scf = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con = scf.createConnection(); 
  con.call(reply, clientAddr);   
  con.close(); 
      
     }catch(Exception exc){exc.printStackTrace();} 
    
 } 
  
 public SOAPMessage createMessage() throws SOAPException { 
   MessageFactory mf = MessageFactory.newInstance(); 
   SOAPMessage msg = mf.createMessage(); 
   SOAPPart sp = msg.getSOAPPart(); 
   SOAPEnvelope envelope = sp.getEnvelope(); 
   SOAPBody body = envelope.getBody(); 
   SOAPBodyElement gltp = body.addBodyElement( 
    envelope.createName("GetTime", "time", 
     "http://wombat.time.com")); 
   gltp.addTextNode("XML file encrypted at "+new 
Date().toString()); 
   return msg; 
 } 
  
  private static void dumpDOMDocument(org.w3c.dom.Node root, 
OutputStream outputStream) 
     throws TransformerException, 
TransformerConfigurationException { 
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  Transformer transformer = 
TransformerFactory.newInstance().newTransformer(); 
     transformer.setOutputProperty(OutputKeys.INDENT, "yes"); 
     StreamResult strRes = new StreamResult(); 
     strRes.setOutputStream(outputStream);  
  transformer.transform(new DOMSource(root), strRes); 
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public class Client implements SOAPCallback { 
  
  
 private static String wsse = "http://docs.oasis-
open.org/wssw/2004/01/oasis-200401-wss-wssecurity-secext-1.0.xsd"; 
 private static String xenc = "http://www.w3.org/2001/04/xmlenc#"; 
   private static String wsu = "http://docs.oasis-
open.org/wssw/2004/01/oasis-200401-wss-wssecurity-utility-1.0.xsd"; 
   private static String ds = "http://www.w3.org/2000/09/xmldsig#"; 
    
 private int PORT = 12322; 
 private int rec_1_PORT = 12320; 
 private int rec_2_PORT = 12321; 
 private String XMLinput; 
 private SOAPListener httpServer; 
 private String public_Key_1; 
 private String public_Key_2; 
   
 public static void main(String[] args) throws Exception { 
  if (args.length != 3) { 
      throw new IllegalArgumentException("\n\nsynopsis: java Client 
XMLinput[mandatory] public_Key_1[mandatory] public_Key_2[mandatory] \n"); 
     } 




 public Client(String XMLinput,String public_Key_1,String public_Key_2 
) {  
     this.public_Key_1 = public_Key_1; 
     this.public_Key_2 = public_Key_2; 
  this.XMLinput = XMLinput;  
  httpServer = new SOAPListenerImpl(); 
  start(); 
 } 
  
 public void start() { 
  try { 
   httpServer.initMsgLoop(PORT, this); 
   httpServer.startMsgLoopInThread(); 
   SOAPMessage msg = createEncryptedSOAPMessage(); 
   sendMessage(msg); 
  } catch (Exception e) {e.printStackTrace();} 
 } 
  
 public void onMessage(SOAPMessage msg) {} 
  
 public void sendMessage(SOAPMessage msg) throws Exception { 
  String localhost = 
"http://"+InetAddress.getLocalHost().getHostAddress(); 
   
  String url1 =localhost+":"+rec_1_PORT+"/index.html"; 
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  SOAPConnectionFactory scf = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con1 = scf.createConnection(); 
  con1.call(msg, url1);   
  con1.close(); 
  String url2 =localhost+":"+rec_2_PORT+"/index.html"; 
  SOAPConnectionFactory scf_ = SOAPConnectionFactory.newInstance(); 
  SOAPConnection con2 = scf_.createConnection(); 
  con2.call(msg, url2);   
  con2.close(); 
   
   
 } 
  
 public SOAPMessage createEncryptedSOAPMessage( ) throws Exception{ 
  // Register IAIK JCE Provider 
     Security.addProvider(new IAIK()); 
        // Register IAIK XML Security Provider 
     Security.addProvider(new XSecProvider()); 
     //does all provider registering for you 
     XSecProvider.addAsProvider(false); 
  
  SOAPMessage soapMessage = 
MessageFactory.newInstance().createMessage(); 
  SOAPPart soapPart = soapMessage.getSOAPPart(); 
  
  SOAPEnvelope soapEnvelope = soapPart.getEnvelope(); 
  soapEnvelope.setPrefix("S11"); 
  soapEnvelope.removeNamespaceDeclaration("SOAP-ENV"); 
  
  soapEnvelope.addNamespaceDeclaration("wsse",wsse); 
  soapEnvelope.addNamespaceDeclaration("xenc",xenc); 
  soapEnvelope.addNamespaceDeclaration("ds",ds); 
  soapEnvelope.addNamespaceDeclaration("wsu",wsu); 
  
  SOAPHeader soapHeader = soapEnvelope.getHeader(); 
  soapHeader.setPrefix("S11"); 
  Name sec_header = soapEnvelope.createName("Security","wsse",wsse 
); 
  SOAPHeaderElement headerElement = 
soapHeader.addHeaderElement(sec_header); 
   
  XMLEncryptionFactory fac_1 = XMLEncryptionFactory.getInstance(); 
  XMLEncryptionFactory fac_2 = XMLEncryptionFactory.getInstance(); 
   
  EncryptionMethod em_1 = 
fac_1.newEncryptionMethod(EncryptionMethod.AES128_CBC, new Integer(128), 
null); 
  EncryptionMethod em_2 = 
fac_1.newEncryptionMethod(EncryptionMethod.AES128_CBC, new Integer(128), 
null); 
 
      // Create the session keys  --> AES Keys 
     KeyGenerator kg = KeyGenerator.getInstance("AES"); 
  kg.init(128); 
  SecretKey key = kg.generateKey(); 
     SecretKey key_1 = kg.generateKey(); 
     SecretKey key_2 = kg.generateKey(); 
     
  // Create KeyInfo with RetrievalMethod and KeyName 
  KeyInfoFactory kfac_1 = KeyInfoFactory.getInstance(); 
  KeyInfoFactory kfac_2 = KeyInfoFactory.getInstance(); 
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  RetrievalMethod rm_1 = kfac_1.newRetrievalMethod("#Alice_1", 
EncryptedKey.TYPE, null); 
  RetrievalMethod rm_2 = kfac_2.newRetrievalMethod("#Alice_2", 
EncryptedKey.TYPE, null); 
  //RetrievalMethod is used to indicate the location(of type 
EncryptedKey) of a key . 
  //The key_1 is located at an element with Id value "Alice_1" while 
  //key_2 is located at an element with Id value "Alice_2". 
  
  KeyName kn_1 = kfac_1.newKeyName("Alice_1"); 
  KeyName kn_2 = kfac_2.newKeyName("Alice_2");  
  
  ArrayList kiTypes_1 = new ArrayList(); 
  kiTypes_1.add(rm_1); 
  kiTypes_1.add(kn_1); 
  KeyInfo ki_1 = kfac_1.newKeyInfo(kiTypes_1); 
  
  ArrayList kiTypes_2 = new ArrayList(); 
  kiTypes_2.add(rm_2); 
  kiTypes_2.add(kn_2); 
  KeyInfo ki_2 = kfac_2.newKeyInfo(kiTypes_2); 
 
  // Create EncryptedKey element  
  EncryptionMethod ekem_1 = 
fac_1.newEncryptionMethod(EncryptionMethod.RSA_1_5, null, null); 
  EncryptionMethod ekem_2 = 
fac_2.newEncryptionMethod(EncryptionMethod.RSA_1_5, null, null); 
      
  KeyName ekn_1 = kfac_1.newKeyName("Bob_1"); 
  KeyName ekn_2 = kfac_2.newKeyName("Bob_2"); 
  
  KeyInfo eki_1 = 
kfac_1.newKeyInfo(Collections.singletonList(ekn_1)); 
  KeyInfo eki_2 = 
kfac_2.newKeyInfo(Collections.singletonList(ekn_2)); 
  
  DataReference dr_1 = fac_1.newDataReference("#MedInfo", null); 
  DataReference dr_2 = fac_2.newDataReference("#PayInfo", null); 
  
     ToBeEncryptedKey tbeKey_1 = new ToBeEncryptedKey(key_1); 
     ToBeEncryptedKey tbeKey_2 = new ToBeEncryptedKey(key_2); 
     
  EncryptedKey ek_1 = fac_1.newEncryptedKey(tbeKey_1, ekem_1, eki_1, 
null, Collections.singletonList(dr_1), "Alice_1", "Bob_1", "Recipient_1"); 
  EncryptedKey ek_2 = fac_2.newEncryptedKey(tbeKey_2, ekem_2, eki_2, 
null, Collections.singletonList(dr_2), "Alice_2", "Bob_2", "Recipient_2"); 
  
  FileInputStream readKey_1 = new FileInputStream(public_Key_1); 
  FileInputStream readKey_2 = new FileInputStream(public_Key_2); 
  
     byte KeyBytes_1[ ] = new byte[readKey_1.available()]; 
  byte KeyBytes_2[ ] = new byte[readKey_2.available()]; 
 
     readKey_1.read(KeyBytes_1); 
     readKey_2.read(KeyBytes_2); 
     
     X509EncodedKeySpec spec_1 = new X509EncodedKeySpec(KeyBytes_1); 
     X509EncodedKeySpec spec_2 = new X509EncodedKeySpec(KeyBytes_2); 
     
     KeyFactory kfact = KeyFactory.getInstance("RSA"); 
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     Element parent = headerElement;  
         
     PublicKey pk_1 = kfact.generatePublic(spec_1); 
     PublicKey pk_2 = kfact.generatePublic(spec_2); 
     
     XMLEncryptContext ekxec_1 = new DOMEncryptContext(pk_1, parent); 
     XMLEncryptContext ekxec_2 = new DOMEncryptContext(pk_2, parent); 
     
     ek_1.encrypt(ekxec_1); 
  
  ek_2.encrypt(ekxec_2); 
  
 
  Document plainDoc = DOMUtils.parse( 
        new BufferedInputStream( new FileInputStream(XMLinput)));  
    
     Element medication = (Element) 
plainDoc.getElementsByTagName("Medication").item(0); 
     Element payment = (Element) 
plainDoc.getElementsByTagName("PaymentInfo").item(0); 
     
     CanonicalizationMethod canM_1 = fac_1.newCanonicalizationMethod( 
         CanonicalizationMethod.EXCLUSIVE_WITH_COMMENTS, null); 
         
     CanonicalizationMethod canM_2 = fac_2.newCanonicalizationMethod( 
         CanonicalizationMethod.EXCLUSIVE_WITH_COMMENTS, null); 
         
     XMLEncryptContext xec_1 = new DOMEncryptContext(key_1); 
     XMLEncryptContext xec_2 = new DOMEncryptContext(key_2); 
 
     ToBeEncrypted tbeElement_1 = new DOMToBeEncryptedXML(medication, 
canM_1); 
     ToBeEncrypted tbeElement_2 = new DOMToBeEncryptedXML(payment, canM_2); 
         
  EncryptedData ed_1 = fac_1.newEncryptedData(tbeElement_1, em_1, 
ki_1, null, "MedInfo"); 
  EncryptedData ed_2 = fac_2.newEncryptedData(tbeElement_2, em_2, 
ki_2, null, "PayInfo"); 
  
  ed_1.encrypt(xec_1); 
     ed_2.encrypt(xec_2); 
         
  SOAPBody soapBody =  soapEnvelope.getBody(); 
  soapBody.setPrefix("S11"); 
  soapBody.addDocument(plainDoc); 
  
  FileOutputStream fileout = new 
FileOutputStream("ClientMessage.xml"); 
    soapMessage.writeTo(fileout); 
    return soapMessage; 
   





 - 207 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7




[1] Mark Turner, David Budgen, Pearl Brereton (2003). Turning Software into a Service. IEEE 
Computer Society 
 
[2] Heather Kreger (2001). Web Services Conceptual Architecture (WSCA 1.0). IBM Software 
Group 
 
[3] W3C Working Group (2004). Web Services Architecture (W3C Working Group Note). 
      http://www.w3.org/TR/2004/NOTE-ws-arch-20040211/ 
 
[4] W3C Working Group (2004). Web Services Architecture Usage Scenarios (W3C Working 
Group Note). http://www.w3.org/TR/2004/NOTE-ws-arch-scenarios-20040211/ 
 
[5] W3C Working Group (2005). Web Services Addressing 1.0 (W3C Candidate 
Recommendation). http://www.w3.org/TR/2005/CR-ws-addr-core-20050817 
 
[6] W3C Working Group (2004). Web Services Glossary (W3C Working Group Note). 
      http://www.w3.org/TR/2004/NOTE-ws-gloss-20040211/  
 
[7] W3C Working Group (2003). SOAP Version 1.2 Part 0: Primer (W3C Recommendation).      
      http://www.w3.org/TR/2003/REC-soap12-part0-20030624/ 
 
[8] W3C Working Group (2003). SOAP Version 1.2 Part 2: Adjuncts (W3C Recommendation).     
      http://www.w3.org/TR/2003/REC-soap12-part2-20030624/ 
 
[9] W3C Working Group (2003). SOAP Version 1.2 Part 1: Messaging Framework (W3C 
Recommendation). http://www.w3.org/TR/2003/REC-soap12-part1-20030624/ 
 
[10] UDDI Spec Technical Committee (2004). UDDI Version 3.0.2 (UDDI Spec Technical 
Committee Draft). 
 
[11] Using WSDL in a UDDI Registry, Version 2.0.2 (Technical Note). 
 http://www.oasis-open.org/committees/uddi-spec/doc/tn/uddi-spec-tc-tn-wsdl-v202-20040631.htm 
 
[12] W3C Working Group (2006). Web Services Description Language (WSDL) Version 2.0 Part 
0: Primer (W3C Candidate Recommendation). http://www.w3.org/TR/2006/CR-wsdl20-primer-
20060106 
 
[13] W3C Working Group (2006). Web Services Description Language (WSDL) Version 2.0 Part 
1: Core Language (W3C Candidate Recommendation). http://www.w3.org/TR/2006/CR-wsdl20-
20060106 
 
[14] W3C Working Group (2006). Web Services Description Language (WSDL) Version 2.0 Part 
2: Adjuncts (W3C Candidate Recommendation). http://www.w3.org/TR/2006/CR-wsdl20-adjuncts-
20060106 
 
[15] W3C Working Group (2004). XML Schema Part 0: Primer (Second Edition). 
 - 208 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7
     Βιβλιογραφία 
        http://www.w3.org/TR/2004/REC-xmlschema-0-20041028/  
 
[16] W3C Working Group (2004). XML Schema Part 1: Structures (Second Edition).  
        http://www.w3.org/TR/2004/REC-xmlschema-1-20041028/  
 
[17] W3C Working Group (2004). XML Schema Part 2: Datatypes (W3C Recommendation, 
Second Edition). http://www.w3.org/TR/2004/REC-xmlschema-2-20041028/  
 
[18] The Web Services-Interoperability Organization (WS-I) (2005). Security Challenges, Threats 
and Countermeasures Version 1.0 (Final Material). 
        http://www.ws-i.org/Profiles/BasicSecurity/SecurityChallenges-1.0-20050507.doc 
 
[19] IBM/Microsoft (2002). Security in a Web Services World: A Proposed Architecture and 
Roadmap (A joint whitepaper from IBM Corporation and Microsoft Corporation) 
 
[20] Sun.com (2003). Securing Web Services: Concepts, Standards, and Requirements (White 
Paper) 
 
[21] W3C Working Group. XML Encryption Requirements. 
        http://www.w3.org/TR/xml-encryption-req 
 
[22] W3C Working Group. XML Encryption Syntax and Processing.     
        http://www.w3.org/TR/xmlenc-core/ 
 
[23] W3C Working Group. Decryption Transform for XML Signature. 
        http://www.w3.org/TR/xmlenc-decrypt 
 
[24] W3C Working Group.Additional XML Security URIs (Informational). 
        http://www.ietf.org/internet-drafts/draft-eastlake-xmldsig-uri-04.txt 
  
[25] W3C Working Group (2002). Exclusive XML CanonicalizationVersion 1.0. 
        http://www.w3.org/TR/2002/REC-xml-exc-c14n-20020718/ 
 
[26] W3C Working Group (2002). XML-Signature Syntax and Processing. 
        http://www.w3.org/TR/2002/REC-xmldsig-core-20020212/  
 
[27] OASIS (2005). Security Assertion Markup Language(SAML) V2.0(OASIS Standard). 
 
[28] W3C Working Group (2005). XML Key Management Specification (XKMS 2.0) Bindings 
        http://www.w3.org/TR/2005/REC-xkms2-bindings-20050628/ 
 
[29] W3C Working Group (2005). XML Key Management Specification (XKMS 2.0) (W3C 
Recommendation). http://www.w3.org/TR/2005/REC-xkms2-20050628/ 
 
[30] OASIS (2005). eXtensible Access Control Markup Language (XACML) (OASIS Standard) 
 
[31] XrML 2.0 Technical Overview (Version 1.0). (2002) 
 
[32] ContentGuard Holdings, IncThe. Need for a Rights Language (Technical White Paper) 
 
 - 209 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7
     Βιβλιογραφία 
[33] Web Services Trust Language (WS-Trust) (initial public draft) (2005) 
 
[34] Web Services Security Policy Language (WS-SecurityPolicy) (public consultation draft 
release) (2005)  
 
[35] IBM (2002). Specification: Web Services Security Policy (WSSecurityPolicy) (Draft) 
       http://www.ibm.com/developerworks/library/ws-secpol/index.html 
 
[36] Web Services Policy Framework (WSPolicy) (public draft release). (2006) 
 
[37] OASIS (2006). Web Services Security: SOAP Message Security 1.1 (OASIS Standard 
Specification). 
 
[38] Shirley Kawamoto, Bret Hartman, Donald J. Flinn, Konstantin Beznosov.Mastering Web 
Services Security. Wiley Publishing (2003). 
 
[39] Paul Kearney (2005). Message level security for web services. Information Security Technical 
Report.  
 
[40] Mark Curphey (2005). Web services: Developers dream or hackers heaven?. Information 
Security Technical Report.  
 
[41] Christian Geuer-Pollmann, Joris Claessens (2005). Web services and web service security 
standards. Information Security Technical Report.  
 
[42] Konstantin Beznosov, Donald J. Flinn, Shirley Kawamoto, Bret Hartman (2005). Introduction 
to Web services and their security. Information Security Technical Report. 
 
[43] Java XML Digital Signature API Specification (JSR 105). 
 
[44] Java XML Digital Encryption API Specification (JSR 106). 
 
[45] Java Cryptography Architecture API Specification & Reference (2004). 
 
[46] Java Web Services Developer Pack (Version 2.0) Combined API Specification. 
 
[47] Java 2 Platform Standard Edition 5.0 API Specification. 
 
[48] J.Rosenberg, D.Remy (2004). Securing Web Services with Ws-Security. SAMS Publishing. 
 
[49] Mark O’Neill et al. (2003). Web Services Security. McGraw-Hill/Osborne. 
 - 210 -
Institutional Repository - Library & Information Centre - University of Thessaly
08/12/2017 23:37:01 EET - 137.108.70.7
