nents, i.e. components allowing or relying on users to provide the code to perform certain functions which are logically part of that component.
Component level type checking
If special programming language constructs are introduced to handle components or if a programming environment allows a building-block approach to combining components, it would be desirable to have semantic checks on the sanity of "expressions" involving components, i.e. checks that components are combined in ways which makes sense. A simple IDL may not be sufficient to capture all possible interactions of a component with its environment.
Inadequacy of "black-box" approach
One component frequently cannot operate independently from others, e.g. because of performance constraints [4] . An example of this is that a layer in a protocol stack cannot ignore all details of how lower layers on which it depends are implemented. Performance can be dramatically improved by propagating details about route selection, header sizes, and maximum transfer unit (MTU) of the underlying network upwards so that fragmentation and extraneous copying of data between layers can be avoided.
This means that, although appealing because of its simplicity, an approach where a configurable message handling network element is defined (graphically) by presence and interconnections of protocol layers (see Figure 1 ) may be complicated by such considerations -the "glue" must be more complex than simple exchange of messages.
Atomicity
Consider the case where components are combined in a pipelined fashion to perform actions on messages. Independence of components may imply that the actions of a components should be executed atomically, i.e. as a single logically action, so that components don't interfere. However, it may be desirable or necessary to execute some 
Technical obstacles

Parameterization
For a standard component to be useful to different users means that it must be possible to parameterize it. Ideally, all policy decisions which users are likely to disagree on, should be left open to customers to change or parameterize.
Exactly which aspects of a system needs to be parameterizable is not easy to determine up front unless all applications which will use the component are identified and designed together with it. Of course this is generally not the case.
Inconsistent object models
Component interoperability may be complicated by inconsistencies in underlying object models. For example, a persistent store and an operating system may have different notions of what constitutes an object. If interoperability between independently developed components is to be achieved, a mapping function needs to be performed somewhere.
Functional decomposition versus global properties
The idea of composing applications from coarse-grained functional building blocks implicitly assumes that applications can simply be the sum of a number of components/ functionalities. This view ignores the fact that some aspects of an application requires a global system view. This goes for example for fault tolerance and performance considerations:
Fault-tolerance may constrain the application, and thus contained components, to be deterministic or at least to inform the communication substrate of all non-deterministic choices so that it can be ensured that an active replica will make the same choices.
Performance, as convincingly argued in [4] , shows through the interface of a component though not explicitly expressed as part of it. Since applications differ in usage patterns it is likely that what works for one client doesn't work for another.
These are aspects of an application which cannot easily be retrofitted as add-on's.
Many other properties of applications that are of interest requires a global view. This is the case for example when components share a number of limited resources. An example of this is a threaded system with a bounded number of threads available -one component shouldn't acquire all threads. Another important global issue is (formal) verification of an application, say showing liveness, absence of deadlock, etc.
Genericity versus usefulness.
There is a risk that components becomes overly generic. It shouldn't take more effort to understand and express instantiation of a component than it would to do a custom version from scratch. This is perhaps especially an issue with programmable compo-
Introduction
The software industry has so far been unable to deliver on the promise of high-quality, low-cost, highly complex software. It is a fact that as software projects grow more complex and employs more people, the higher is the likelihood that they will fail, and even if they eventually succeeds the chances that costs and deadlines have been violated are higher [1, 3] .
It would be nice if we could bring down the complexity of such systems by reusing chunks of design and/or code.
It was commonly thought that object-orientation would provide the flexibility and the framework that would enable extensive reuse through features such as inheritance and encapsulation, but it hasn't happened. In a recent study it was concluded that, contrary to common belief, the choice of programming language has no provable effect on the level of code reuse that can be attained [2] . Reuse works well in some areas, such as graphics and collection classes, but need not be realised in an object-oriented language even if object-oriented metaphors are used.
Object-oriented programming languages provides some very useful structuring facilities but at the relatively fine-grained level of language objects. The hope is that the concept of software components will enable a much more comprehensive level of reuse. In the mind of the author, components are distinguished from objects by 1. Granularity. Components are larger-than-object elements specific to some domain. They may consist of a number of inter-related objects and may themselves be represented as objects at some level of description .
2. Method of combination. Associated with a set of components, whether for design or development, will usually be a framework which provides a method of combining components. As an example, a framework may give components a graphical representation, and the method of combination may be connecting boxes with lines.
This note describes some obstacles that must be addressed before a design and programming methodology based on components will be successful. Hopefully, in the process of listing problems the concept of components will become better understood.
