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Abstract
CAIDEN is a mobile robotic platform that can be equipped with a number of various 
sensors for specified use. A communication system was developed to convey commands 
and data to the robot. XBees were used to obtain wireless communication between 
the user and the robot. The communication system consisted of both intra- and inter- 
robotic communication. Within the robot, there are a variety of sensors and two 
micro-controllers that need to work together to make the robot function appropriately. 
Outside of the robot, there is a GUI that the operator uses to monitor and control 
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1 Introduction
Robotics has been around for a few decades, but is still a relatively new field. Robots are 
being implemented in industry, in the military, in hospitals, and many other places and are 
being developed and used to replace humans in jobs th a t could be potentially harmful. The 
CAIDEN (Communicating Autonomous Identifying Device with Environmental Navigator) 
robot is designed to be a robotic platform that can take on many uses; the use that is the 
main focus for this project is the CAIDEN platform.
In industry, robots can perform repetitive acts at a rate faster than people could ever dream 
of doing. In the military, robots have been used to tote heavy loads that were previously the 
burden of the troops and can be sent into dangerous war zones without risking a person’s 
life. In hospitals, robots can make incisions that are smaller and less invasive than a surgeon 
could make. This is just a few examples of what robotics is capable of doing. Through 
continuous research, robotics is improving and expanding.
1.1 The C A ID E N  Platform
Building a robotic platform has an advantage in that it can be purposed for multiple uses. 
Robotic platforms are a good way for beginners to build and learn about robots. However, 
many of the platforms available on the market are small and made from plastic. This can 
sometimes offer limitations to the capabilities of the robot. For example, there is only so 
much surface space on the platform and more may be required depending on the purpose of 
the robot.
CAIDEN, seen in Figure 1, is supposed to be a larger platform made sturdier than the 
other platforms with greater endurance and capabilities, which is necessary for robust use.
Figure 1: Generic CAIDEN Platform
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1.1.1 Gas Detection CAIDEN
Gas Detection CAIDEN is designed to be sent into situations where there may be a gas 
leak that could be potentially harmful to humans. Usually in this situation, people are sent 
in wearing hazmat suits. However, hazmat suits can only hold so much air and may be 
susceptible to punctures and leaks. Therefore, it is proposed to send a robot in rather than 
potentially endangering a human.
The CAIDEN platform was initially designed for gas detection, seen in Figure 2, but was 
found to be easily implemented for other uses. This CAIDEN would utilize gas sensors.
Figure 2: Gas Detection CAIDEN
1.1.2 Surveillance CAIDEN
Surveillance CAIDEN, seen in Figure 3, is designed to monitor higher security areas with 
a camera. This could be anything from monitoring hallways in a building to monitoring a 
factory floor. Rather than having people monitoring a building, a number of CAIDENs can 
be sent to monitor the designated area while people can monitor all the CAIDENs from a 
remote location.
Figure 3: Surveillance CAIDEN
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These are just two potential concepts for the CAIDEN platform. There are many more pos­
sibilities that can be implemented. It has the potential to attach a small robotic manipulator 
to the top to give it the ability to grab objects. It has the potential for following a given 
person around by adding other sensors. Really, the possibilities are endless.
1.2 Platform  Concept
Clearly, there is the potential for a number of uses for CAIDEN, but why is a robot like 
CAIDEN more useful than any other platform on the market? The idea for CAIDEN is 
to be a robot that already has a number of components already integrated into the robot. 
There are places for the sensors to go built into the robot which is a great advantage; on 
the other hand, this also means that they cannot easily be moved. For the uses CAIDEN 
was designed for, this should not be an issue. This platform has also been designed with a 
built-in communication system that can be readily set up with a computer.
The purpose of CAIDEN is to go to given locations and get there without running into 
any obstacles while maintaining durability and battery life.
1.1.3 More CAIDENs
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2 Hardware Setup and U ses
As a robot, CAIDEN has many components. The creation of the robot was split into four 
sections: Motors and Chassis, Obstacle Avoidance, Communications, and Specialized Sensors 
for each of the individual platforms.
2.1 M otors and Chassis
Figure 1 shows the basic layout for the robot. The treads were placed in a manner so that 
the tank can climb over lower lying objects in either a forward or backward direction. The 
only component that should have to be changed when switching from the various platforms 
is the lid of the octagon. The octagon allows for sensors to be placed around the robot on 
all sides.
2.2 O bstacle Avoidance
The ultrasonic sensors are placed in such a manner tha t they will allow the robot to avoid 
obstacles in front of its path. There are also infra-red sensors that will allow the robot to 
know if it is able to climb over an object or if it should move around the object. A compass 
and a GPS are used to give the robot a current location and a direction to head in with 
respect to its goal location.
2.3 Com m unications
The communication system utilizes XBees, which are simple radio frequency (RF) transceivers 
The specific XBees used are XBee Pros with a U.FL connection. The XBee Pros have a range 
up to a mile outside. The U.FL connection allows the transceiver to be hooked up to an 
antenna, which allows the actual XBee to be in a closed environment. One of the XBees will 
be on the robot while the other will be interfacing with a computer. The XBees use serial 
communication which can be interfaced with both the micro-controller and the computer 
relatively easily.
This paper will go into greater detail about how the communication system works and 
how it was made.
2.4 Specialized Sensors
Each CAIDEN will have certain sensors that 
number of the platforms. These sensors can 
detection. There are a number of sensors out 
to enable CAIDEN to do a number of jobs.
may be unique to it or may be utilized in a 
range from gas sensors to cameras to metal 
there tha t can be integrated into the system
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3 X B ee Configuration
Using the XBees, which will be explained later on, is relatively simple compared to config­
uring them.
To configure the XBees, the program X-CTU was downloaded from the manufacturer’s 
website. After connecting the XBee to the computer through an appropriate shield and 
micro-controller, this program could tell the user the address of the given XBee. Since 
XBees need to talk to each other, it was found that given either XBee the addresses of the 
other XBee could allow for proper communication. The XBees also need to be communicat­
ing on the same channel. Figure 4 shows how the XBees should be configured using data 
from the other.
Figure 4: Graphical Representation for Configuring XBees
This is a broad overview of one method that can be used to configure the XBees; there are 
other methods that can be used. A tutorial that was written on how to do this has been 
included in the First Appendix.
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To communicate between two Arduinos, serial communication is being used over I2G com­
munication due to the fact that other components use the I2C ports. Serial communication 
is done by sending one byte at a time through the serial channel to the receiving end. These 
bytes can queue up to a certain point while the receiver reads it one byte at a time.
Figure 5 shows how the wires are connected between the two micro-controllers. It is im­
portant to note, that the transmitting end of one Arduino is connected to the receiving end 
of the other Arduino and vice versa. The two micro-controllers should also have a common 
ground to give them both the same reference when data is being transferred.
M ade P  Fritiing.org
Figure 5: Schematic for Arduino-Arduino Serial Communication
Sending data with multiple characters is somewhat problematic between Arduinos, but is 
possible. This can be fixed by using a 3-byte protocol, which means the first byte refers to a 
specific part of the system while the other two bytes tell what to do with that specific part.
However, since the only communication running between the two Arduinos is limited to
4 M icro-controller Com m unication
The Arduino is a relatively new micro-controller board. Its small size makes it easy to use in 
a number of applications. It also is open-source which means that finding information about 
it and how to use it is very simple. Because of all of the support available for this board, it 
made it ideal to use for this project.
On the robot, there are two Arduino micro-controllers being used: an Arduino Mega, which 
serves as the brain, and an Arduino Uno, which serves as the muscle. The Mega communi­
cates with all the sensors and the Uno communicates with the motors. CAIDEN has three 
types of communication: Arduino-Arduino, Arduino-XBee, and Arduino-GPS.
4.1 Arduino-Arduino Com m unication
To communicate between two Arduinos, serial communication is being used over I2C com­
munication due to the fact that other components use the I2C ports. Serial communication 
is done by sending one byte at a time through the serial channel to the receiving end. These 
bytes can queue up to a certain point while the receiver reads it one byte at a time.
Figure 5 shows how the wires are connected between the two micro-controllers. It is im­
portant to note, that the transmitting end of one Arduino is connected to the receiving end 
of the other Arduino and vice versa. The two micro-controllers should also have a common 
ground to give them both the same reference when data is being transferred.
M ade w t *  £¡1  FrifceiM$.ar£
Figure 5: Schematic for Arduino-Arduino Serial Communication
Sending data with multiple characters is somewhat problematic between Arduinos, but is 
possible. This can be fixed by using a 3-byte protocol, which means the first byte refers to a 
specific part of the system while the other two bytes tell what to do with that specific part.
However, since the only communication running between the two Arduinos is limited to
motor directions and motor faults, using one letter for each is sufficient. To move forward, 
“F” is sent; to move left, “L”; to move right, “R”; to move backward, “B”; to stop, “S” . 
Similarly, motor faults can be sent as “1” or “2” to indicate which motor has faulted.
To send data from one Arduino to the other, the following code is used:
1 S er i a l . p r i n t ( ’F ’ ) ; / / s e n d  F t h r ough  s e r i a l  to o t h e r  Ardu i no
On the receiving end, the code becomes more complex, especially when speed commands 
are added. The code must be read in and then interpreted so that the Arduino understands 
what the other controller was trying to communicate to it.
Below is the code used by the Uno on the robot to receive and translate the direction 




































v o i d  s e r i a l E v e n t  () {
w h i l e  ( S e r i a l  . a v a i l a b l e  () ) { 
c h a r  d i r e c t  =  S e r i a l . r e a d ( ) ;  
c h a r  s p d A r r a y  [4] =  { 0 , 0 , 0 , 0 } ;  
i n t  i =  1;
/ / m o v e  d i r e c t i o n  a c c o r d i n g  to command s e n t  in 
sendCmd( d i r e c t ) ;
/ / d e t e r m i n e  i f  s p e e d  was s e n t  in 
i f  ( d i r e c t  > =  ’0 ’ && d i r e c t  < =  ’9 ’ ) { 
s p d A r r a y  [0] =  d i r e c t  ;
/ / w a i t  a whi l e  , t h e n  read the  r e s t  o f  t he  s peed  
d e l a y  (20) ;
w h i l e ( S e r i a l  . a v a i l a b l e  () && i <  3) { 
s p d A r r a y  [ i ] =  S e r i a l  . r e a d  () ; 
i + + ;
}
sp d A r r a y  [ i ] =  ’ \ 0  ’ ;
/ / g e t  speed  
spd =  a t o i  ( s p d A r r a y ) ; 
i =  1;
sendCmd ( l a s t C m d ) ;
}
e l s e  {




v o i d  sendCmd ( c h a r  d i r e c t )  {
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35 i f  ( d i r e c t  =  ’F ’ ) {F orw ard  () ; }
36 e l s e i f ( d i r e c t  = ’B ’ ) {Backward ()
37 e l s e i f ( d i r e c t  = ’L ’ ) { L e f t  ( ) ; }
38 e l s e i f ( d i r e c t  = ’R ’ ) ( R i g h t ( )  ;}
39 e l s e i f ( d i r e c t  = ’S ’ ) { S t o p ( )  ;}
40 }
This uses the serialEvent function which occurs after the loop function when serial is avail­
able. It reads in the available serial to a character and then uses tha t character to move the 
robot in the given direction. Note that a function figures out which command is sent in if a 
speed command is not sent. The actual code to control the motors are in the functions that 
are called from the different characters.
4.2 A rduino-X Bee Com m unication
The basics of reading data off of the XBee from the Arduino is similar to the Arduino to 
Arduino communication since the XBee also uses serial, as seen in Figure 6. Data is sent 
and read in a similar manner. The difference is that the data passing through the XBee is 
much longer than the data being sent between the Arduinos.
Made with O  Fritzmg.org
Figure 6: Schematic for Arduino-XBee Serial Communication
For example, to give the robot a location to go to, a simple one byte command cannot be 
sent unless all locations are pre-programmed into the micro-controller, which isn’t likely. 
Therefore, a more elegant method for communication had to be designed.
As stated previously, one form of communication is this 3-byte protocol, where three bytes 
are sent in with the first byte indicating what the reference is for and the following bytes 
give the actual command. Although, this was also not the form used for the Arduino-XBee 
communication, the method that was used was derived from this 3-byte protocol idea.
There are three types of commands that are sent through the XBees: location, motor, 
and compass. Highlighted here are the location commands as they are more complex in the
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Arduino code. The other two are addressed later on.
To send a location command to the Arduino, which means that this is the spot that the robot 
should move towards, a string arrives at the XBee’s serial port as “L, 1234.5678,2345.6789”. 
What this actually translates to is three individual components: the identifier, the first co­
ordinate, and the second coordinate. The identifier, in this case “L” , tells the Arduino that 
a location is being sent in, which means the following data will be treated accordingly. The 
first coordinate is for a latitude and the second coordinate is for a longitude. The origi­
nal treatment for coordinates will be explained here, but has since been revamped to use a 
library, but the upgrade still uses the same basic concepts.
4.2.1 Splitting Strings
For the above examples, commands have to be split into two or three parts in order to pro­
cess them properly. This requires that the given line be split at the commas to get at the 
individual parts.
Unfortunately, C /C + +  does not have a nice way to handle strings. This meant that a 
way to split the strings manually had to be devised. A function was made to do this. The 
function given below outlines the basic way that this is accomplished. The exact manner 
will change based on what command is sent in. This is the example for splitting a location 


























v o i d  s p l i t S t r i n g L  ( c h a r *  c h a r s )  { / / u s e d  f o r  p a r s i n g  s t r i n g s  s e n t  in  
c h a r  v a i l  [15] =  { } ; 
c h a r  v a l2  [15] =  { }; 
c h a r  id [2] =  { } ;
i n t  i = 0 ;
i n t  c n t - i d  , c n t _ v a l l  , c n t _ v a l 2 ;
/ / g e t  i d e n t i f i e r
w h i l e  ( c h a r s  [ i ] != && i <25) {
i++;
i f  ( c h a r s [ i ]  =  | |  c h a r s  [ i ] = =  ’ \ 0  ’ ) {
f o r  ( i n t  j =0 ;  j < i  ; j + + )  { 
id [ j ] =  c h a r s  [ j ] ; 
c n t _ i d = j  ;
}
id [ c n t _ i d + l ]  =  ’ \ 0  ’ ;
}
}
i + + ;  / / s k i p s  t he  comma
/ / g e t  f i r s t  f l o a t  






























i f  ( c h a r s [ i ]  =  | |  c h a r s  [ i ] = =  ’ \0  ’ ) {
f o r ( i n t  j = c n t _ i d  + 2 ; j < i  ; j + + )  { 
v a i l  [ j —( c n t  _id +2) ] =  c h a r s  [ j ] ;  
c n t  _val  l = j  —2;
}
vail  [ cnt_va 11+ 1] = ’ \0  ’ ; 
targetLat  = Coordinate ( v a i l ) ;
}
}
i + + ;  / / s k i p s  t he  comma
/ / g e t  s e c o n d  f l o a t  
w h i l e  ( c h a r s  [ i ] ! =  ’ \ 0 ’ && i <25) {
i + + ;
i f  ( c h a r s [ i ]  =  | |  c h a r s  [ i ] = =  ’ \ 0  ’ ) {
f o r ( i n t  j = c n t _ i d + c n t _ v a l l + 4 ; j  < i 5 j ++)  { 
v a l2  [ j —( c n t - i d + c n t . v a l l +4) ] =  c h a r s  [ j ] ;  
c n t _ v a l 2 = j  ;
}
v a l2  [ c n t _ v a l 2 - f  1] =  ’ \ 0  ’ ; 
t a r g e t L o n  =  C o o r d i n a t e  ( va l2  ) ; 
g o a l R e a c h e d  =  0; 




Notice the various commands that are done at the end. There are several booleans that 
lets CAIDEN know how he should be reacting. If it receives a new location, CAIDEN 
automatically knows that it has yet to reach the new destination. It also lets CAIDEN know 
that the heading direction that he is currently at is incorrect.
4.2.2 Turning Character Array into Floats
The string splitting function puts all the sections into character arrays, but in the case of the 
location, there are two floats embedded in the original string. These floats are then stored 
into character arrays, but a conversion must still be made to get the float out.
The good news is that there is a function that can do this; the bad news is that the Arduino 
is only capable of remembering seven digits of a float. This is not accurate enough for the 
purposes of this robot. Therefore, a way had to be devised to store these values while main­
taining the accuracy. This was done by storing the value as both a long and a float. The 
long refers to the integer number while the float is the decimal part that remains. Below is 
the function that was created for this purpose.
1 v o i d  C h a r T o F l o a t  ( c h a r *  c h a r s ,  d o u b l e *  v a l u e ,  i n t  c o u n t )  {
2 i n t  i = 0 ,  1=0;


















































f l o a t  f r o n t  = 0 . 0 ,  b e h i n d  = 0 . 0 ;  
v a l u e  =  0 .0 ;
/ / b e f o r e  de mi c a l  p o i n t  
w h i l e  ( c h a r s  [ i ] ! = ’ . ’ &&; i C c o u n t )  { 
i++;
i f  ( c h a r s  [ i ] = =  ’ . ’ ) { 
i n t  q=i  ;
f o r  ( i n t  j —i ; j >0 ;  j — ) { 
m u l t i p l i e r  =1;
f o r  ( i n t  k=q;  k >  1; k — ) { 
m u l t i p l i e r  *= 10;
}







i n t  n=i  ;
/ / a f t e r  d e mi c a l  p o i n t  
w h i l e  ( c h a r s  [n] ! = ’ \ 0  ’ && i C c o u n t )  { 
nH—b;
i f  ( c h a r s  [n]== ’ \ 0  ’ ) { 
i n t  q=n , 1 =n — 1;
f o r  ( i n t  j = n —1; j > i  ; j — ) { 
m u l t i p l i e r  =1;
f o r  ( i n t  k=q—( i + 2 ) ;  k > = 0 ;  k — ) { 
m u l t i p l i e r  =  0.1 * m u l t i p l i e r  ;
}
b e h i n d + = ( c h a r s  [1]—’0 ’ ) * m u l t i p l i e r ;  





v a l u e  [0] =  f r o n t  ; 
v a l u e  [l] =  b e h in d  ;
}
This function has been consolidated into a library to handle the locations.
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M ade with P  F rit2ing.org
Figure 7: Schematic for Arduino-GPS Serial Communication
The issues with floats occurs again here. Fortunately, code existed with a library to read 
data off of the GPS. A lot of that can be adapted; however, floats are used to get the latitude 
and longitude off of the device. This brings back the issues of the accuracy of the floats. Due 
to the uncertainty of the Arduino, this was changed to send a character array by inserting 
the following code into the existing library.
/ /  p a r s e  out  l a t i t u d e
p =  s t r c h r  (p , ’ , ’ ) +1;
f o r ( i n t  i =0;  i <  9; i H—h) {
l a t  i t  [ i ] =  p [ i ] ;
} *
l a t  i t  [9] =  ’ \ 0  ’ ;
l a t i t u d e  =  a t o f ( p ) ;
To ensure that this issue did indeed exist with the GPS as well, a test was done where both 
the original float value and the newer character array value was printed to the serial monitor. 
An example of this can be seen in Figure 8.
This shows the difference between the float estimate versus the true string value. Look­
ing near the bottom of the reading, it can be seen that the difference gets as large as 0.0005, 
which may not seem like much, but this translates to a difference of 0.926 meters, which is 
quite a difference.
In order to compact the storage of the GPS locations while removing a lot of the code 
from the actual Arduino IDE, a library was created. This library takes care of converting 
the latitudes and longitudes for the user. This cleans up the Arduino IDE quite a bit which 
makes it more readable for the user. The strings sent from both the GPS unit and the GUI 
can take advantage of this library.
4.3 A rduino-G PS C om m unication
The GPS also communicates over serial. Figure 7 shows the connections for the GPS to the 
Arduino.
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Figure 8: Example of GPS reading as float and string
This library can be seen in the Second Appendix. The code for the Arduino Mega can be 
seen in the Third Appendix.
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5 Com puter Com m unication
The other side of the communication is the computer side. Since the robot takes some 
commands from a user, it is necessary to have a manner in place to “talk” to the user. This 
is accomplished through a GUI that will interpret the robot’s speech for the user and the 
communication through the XBee.
5.1 GUI
The GUI was put together user Python Tkinter. This means that everything seen in the 
GUI has a few lines of code corresponding to it as the entire GUI is made through code.
The GUI starts off asking the user what COM port is being used, since it is unreasonable to 
assume that all ports would be the same. Figure 9 shows this window.
W hat is the serial port number?
Okay |
Figure 9: Gas Detection CAIDEN GUI 
The GUI, as seen in Figure 10, is comprised of three columns.
Figure 10: Platform CAIDEN GUI
,_
X: oooooooooo Y: oooooooooo 
Target Location:
X: oooooooooo Y: oooooooooo 
New Location:
X [  Y: '&¡
I ¡ Manual Control: o n / o f f
16
The first column gives the location readouts from CAIDEN and tells the user the destination 
that CAIDEN is heading to. There is also an area for the user to enter a new set location for 
the robot. Below this location information, is the manual control for CAIDEN. It may be 
necessary at some point in time for the user to take control of the robot and has been included 
as a precaution, although this feature is not foreseen as being necessary to the function of 
the robot. The user may then choose to either push these buttons to move CAIDEN around 
or use the keys “WASD” to move CAIDEN forward, left, backward, and right respectively. 
The space bar serves as a stop key. The speed can be set by scrolling to the desired value 
and hitting the set button. All the features of the manual control do not actually function 
unless it has been turned on using the appropriate on/off button. The instructions, seen in 
Figure 11 for using the GUI can be shown in another window by hitting the “Instructions” 
button.
I n s t r u c t i o n s  [  q  G s3 S3 . . . j
The Current Location shows the GPS coordinate, in minutes, w here 
CAIDEN is currently located, The Target Location shows the G PS 
coordinate, in minutes, w here CAIDEN is heading to. A n ew  target 
location can be entered in the New Location area by typing the values 
in minutes and hitting the corresponding Set button. The manual control 
for CAIDEN has to be turned on using the appropriate button. If the 
corresponding LED icon is red, manual control is off; green means 
manual control is on. If it on, then the buttons below can be used to 
move CAIDEN around. At anytime, a new  speed can be given to 
CAIDEN by sliding the bar to the desired speed and hitting the 
appropriate Set button. In the map, CAIDEN's home location, w here  it 
started at, is displayed as a bigblackdot. The dots following the initial 
home one will correspond to CAIDEN's current and previous 
locations. On the map, a location can be selected and that will s e ta  
new  target location for CAIDEN. Each square on the grid corresponds 
to 10m by 10m area. The area on the map can be moved by hitting any 
of the arrow keys. Below the map is the serial readout from CAIDEN. 
This data is interpreted for the user. The calculations for the total 
distance travelled and the instantaneous and average speed are located 
on the left. The GUI also displays LEDs showing if a motor faults, or 
stops working. If the corresponding LED icon is green, the motor is 
fine; otherwise, it is red.
Figure 11: Instructions for Platform CAIDEN GUI
The second column displays a generalization of the output from the robot. There is a map 
that shows where CAIDEN has been with his initial starting point as a big black circle. The 
following locations are smaller and green. The map is bigger than  what is shown and can be 
scrolled either using the scroll bars or the arrow keys. A new target location for CAIDEN 
can be set by clicking on a location on the map. This is convenient because the GUI takes 
care of all the calculations for the user. Each grid mark on the map corresponds to 10m 
so that it is easy for the user to read. Below the map is the readout from CAIDEN unfiltered.
The third column shows various statistical data for CAIDEN, such as the total distance 
travelled, the instantaneous speed, and the average speed. The motor faults have also been 




The distance is calculated using the following
(1)
where d is the total distance travelled, A x  is the change in the x-axis from the last reading to 
the current reading, and A y  is the change in the y-axis from the last reading to the current 
reading.
The instantaneous speed is calculated using the following
where sj is the instantaneous speed and A t  is the change in time from the current location 
to the last location.
The average speed is calculated using the following
where sa is the average speed and í íoío¿ is the total time that has passed.
5.1.2 Calculating Heading
The GUI also calculates the compass heading that lets CAIDEN know in which direction to 
go. To do this, it involved translating the data from the map into data that the compass 
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Figure 12: Map view to determine heading
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This shows East at 0°, North at 90°, West at 180°, and South at 270°. The compass, however, 
sees North at 0°, East at 90°, South at 180°, and West at 270°. Therefore, there needs to 
be some manipulation of the axes. The axes are rotated by —90° and then the former x-axis 
with East and West is inverted, as seen in Figure 13.
E
- - A jc
■ N
I w xy
Figure 13: Distorted view to determine heading 
The heading is then found using the following equation,
9 =  atan2(—A x, Ay) (4)
where atan2 is a function that takes into account the positive and negative sign from both 
inputs to determine the actual value of 9, Arc is the change in the x-axis from the last reading 
to the target location, and A y  is the change in the y-axis from the last reading to the target 
location.
Python can handle strings in a tidier fashion that C /C + + , so splitting and reading from the 
robot is much easier. The specifics can be seen in the actual code which can be found in the 
Fourth Appendix.
5.2 C om puter-X B ee Com m unication
The communication through the computer is relatively simple. In Python, the line of com­
munication has to be opened using the following.
1 from s e r i a l  i m p o r t  *
2 se r  =  S e r  i a l  ( ’’COM3” ,9600 , t i m e o u t  =0 ,  w r i t e T i m e o u t  =0)
3 t im e  . s l e e p  (1)
To send from the computer, code similar to the following is used.
1 s e r  . w r i t e  ( b y t e s  ( ”M,F” , ’ u t f —8 ’ ) )
For the computer to receive lines from the robot, the following is used.
1 s =  s e r  . r e a d l i n e  ()
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6 Testing
Once code is completed, it is necessary to test it and ensure that it works properly Therefore, 
two main tests are necessary to test the communication abilities of CAIDEN. Obviously, 
these are not the only tests th a t are done on the communication system, but they are the 
important ones.
6.1 M anual Control
The manual control was tested with an alternative chassis and was found to be effective. For 
quick manuevering, it was found that the keyboard commands could be used with greater 
ease than using the buttons. Figure 14 shows the set up that was tested with the alternative 
chassis.
Figure 14: Robot setup for manual control
This setup was done to mimic the setup that will be on the actual robot. There is one 
Arduino with an XBee connected to the computer. Two additional Arduinos were placed 
on the robot. The Mega serves as the brain while the Uno serves as the muscle. The brain 
is equipped with the other XBee and receives all the information from the computer. This 
Arduino then decides how to handle the incoming information.
For the manual control testing, the code for the brain was relatively simple with the string 
splitting function. All that had to be done was split a string like “M,F” for the “F” and 
then relay that to the muscle Arduino.
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The muscle Arduino would then read in the character sent from the brain and send the 
appropriate commands to the motors.
This testing proved that manual control was possible and also showed the effectiveness of 
the string splitting function.
6.2 G PS Testing
Once all the code for the GPS was altered to function with the program, testing could be 
done on it. This involved taking the GPS to a location where it could receive a signal, 
outside of a building, and walking around to make sure the GPS and the GUI were working 
together. Several minor problems arose during this testing.
The first problem was that if the user walked East, the map on the GUI plotted West. 
This was due to the fact that the values for the x-axis increased when moved to the right, 
which is how most graphs are plotted. However, the longitude increases when moving West, 
which is to the left. Therefore, some alterations in the mathematics fixed that problem.
Another issue was that the sun made it difficult to see the small dots on the screen. Ideally, 
the user will be in some sort of shaded vehicle when controlling CAIDEN, but this brought 
forth another idea. Since the GPS is only accurate to within a certain range, the size of the 
dots could be increased to better reflect that inaccuracy and, thus, also make it easier to see 
said dots.
Once this was all sorted out, a test was done to see the accuracy of the GPS. A line 10m 
long was walked and correctly corresponded with the grid marks on the GUI. This is what 
was expected since the GPS should not require any calibration; it just requires waiting until 
the GPS gets a ‘fix’ which means that it obtains a reading from the satellites.
The last issue that was experienced was the communication between the GPS and the GUI. 
There are occasions when not all the data is sent from the GPS. The GUI would read this in 
anyway and try to parse it into values. If the location is not complete, the GUI would crash 
and no longer function until it was restarted. Obviously, this is an undesirable problem. 
CAIDEN cannot be moving around while the GUI is not functional. A number of issues 
would arise from this. Code was added to the GUI to only parse the incoming data if it was 
a certain length long and would thereby remove the bad data that was causing the program 
to crash.
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Figure 15: Map from GUI overlaid on Google map
Figure 15 shows the trial that was run after the bug was fixed in the mapping code. It should 
be noted that the actual map was on a white background that can be seen in the GUI in 
Figure 10. This overlay was created to show the accuracy of the GPS since the test was 
done around a known geometry. The GPS works fairly well, there is still some inaccuracy, 
but that is to be expected with a commercially available GPS.
6.3 Location Control
After all the code was written for CAIDEN, testing with him could be done. Various locations 
would be relayed to CAIDEN from the GUI and it was observed how it reacted to get the 
location. CAIDEN reacted very well, but it was determined that he was really only as 
accurate as the GPS. The robot behaved well according to the readings coming into the 
GUI, which correspond to the readings that the robot sees. Sometimes this would translate 
well to the real world; other times it would not. This is due to a cheap GPS antenna that 
was used for locations. So while, everything functions properly, CAIDEN’s accuracy could 
be improved by getting a better GPS antenna. These results are outstanding considering 
the cost of the antenna. It was also determined that the first few locations the GPS receives 
are generally inaccurate, so it would be best to wait ten minutes or so after a fix is obtained 
before opening the GUI.
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7 Conclusion
A communication system has been established to work with the mobile robot, CAIDEN. The 
system works both inside of CAIDEN, with the Arduinos, and outside of CAIDEN with the 
laptop GUI. This communication system used a variety of components, such as the XBees, 
the GPS, the two Arduinos, and the Python GUI. Various libraries were edited or created 
to make this communication system work. These libraries worked with the GPS unit and 
the XBees to get truer latitude and longitude locations for CAIDEN. The communication 
system allowed wireless communication between CAIDEN and the operator.
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A First A ppendix
Figure 16 shows what a typical XBee looks like.
Figure 16: XBee with PCB Antenna
Before getting XBees to communicate with each other, it may be necessary to configure. 
This tells the XBees which channel they will send or receive data from and which XBee they 
are communicating with. Configuring can be done easily with the use of a software called 
X-CTU. The X-CTU program can be found under Diagnostics, Utilities and MIBs.
There are two different boards that can be used for configuration. The XBee Explorer 
USB board is available through Sparkfun. The SainSmart XBee Shield module, as seen in 
Figure 17, can also be used to configure XBees with the use of an Arduino.
Figure 17: Sainsmart XBee Shield
Note: If the XBee Shield module is being used, put your Arduino in reset, which means run
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a wire from reset to ground as seen in Figure 18, and make sure the jumpers on the shield 
are set to USB. Put the shield on the Arduino.
Figure 18: Arduino in reset
Plug either the Arduino and shield or the Explorer board into the computer and then start 
the X-CTU program. The program should be able to open up and display a screen similar 
to the one in Figure 19.
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Figure 19: Main Screen of XCTU
Notice how it recognized the product being used. It should be noted that this is the PC 
Settings tab. In this tab, there should be a Test/Query button on the right. An example of 
the screen print out can be seen in Figure 20.
From this screen, the Serial Number High (SH) and Serial Number Low (SL) can be found 
for the Arduino. This can be done by breaking apart the Serial Number. Each SH and SL
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Com test /  Query Modem
Communication with modem..OK 
Modem type = XB24 
Modem firmware version = 10ED
Serial Number = 13A200404AC735
Figure 20: Test/Query Screen of XCTU
can be eight hexadecimal digits long; however, the SL will be eight long and the SH can be 
shorter. For example, the above figure shows a SH of 13A200 and a SL of 404AC735.
Go to the Modem Configuration tab and select the Download new versions button. Wait for 
the download to finish and then select the Read button. This will read some of the data in 
the XBee, as seen below. If the XBee has not been configured before, it will not read the SH 
or SL from it, so that information must be obtained from the Test/Query screen. Repeat 
these steps with the other XBee and make sure to know which SL and SH belong to each 
XBee.
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Figure 21: Modem Configuration Screen of XCTU
Now configuration can begin:
1. Select one of the XBees, which will now be referred to as XBee 17 and plug it back into 
the board; the other XBee will now be referred to as XBee 2.
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2. Read XBee 1 to make sure it has the expected SL and SH values. This should also set
the Modem to the Modem of the XBee.
3. Change the Destination Address High (DH) of XBee 1 to the SH of XBee 2.
4. Change the Destination Address Low (DL) of XBee 1 to the SL of XBee 2.
5. This is not necessary to change, but in order to avoid interference with other XBees,
it would be prudent to change the Pan ID (ID) of the XBee as well to a number below 
FFFF, such as 2222.
6. Select Write after all the changes have been made.
7. Unplug XBee 1 and plug in XBee 2.
8. Read XBee 2 to make sure it has the expected SL and SH values. This should also set
the Modem to the Modem of the XBee.
9. Change the DH of XBee 2 to the SH of XBee 1.
10. Change the DL of XBee 2 to the SL of XBee 1.
11. If you changed the ID of the XBee 1, make sure you change the ID of XBee 2 to the 
same value.
12. Select Write after all the changes have been made.
Figure 4 gives a graphical representation of this.
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B Second A ppendix






































# i f n d e f  COORDINATE_H 
# d e f i n e  COORDINATED
# i n c l u d e  ” A rd u in o  . h ”
c l a s s  C o o r d i n a t e  { 
p r i v a t e  :
p u b l i c  :
lo n g  f o r e  ; 
f l o a t  a f t  ;
C o o r d i n a t e  ( l o n g  , f l o a t ) ;
C o o r d i n a t e  ( c h a r  * , i n t ) ;
C o o r d i n a t e  ( c h a r  *) ;
C o o r d i n a t e  () ;
v o i d  s u b t r  a c t  ( C o o r d i n a t e  , C o o r d i n a t e ) ;  
v o i d  p r i n t ( ) ;
# e n d i f
The following is the C + +  file of the Coordinate library.
# i n c l u d e  ” C o o r d i n a t e  . h ”
# i n c l u d e  ” A r d u i n o .  h ”
C o o r d i n a t e  :: C o o r d i n a t e  ( l o n g  newFore  , f l o a t  newAft )  { 
f o r e  =  newFore ; 
a f t  =  n e w A f t ;
}
C o o r d i n a t e  :: C o o r d i n a t e  ( c h a r *  g p s S t r i n g  , i n t  d e g r e e L e n )  { 
i n t  i = 0 ;  
c h a r  d e g r e e [4] 
c h a r  m i n u t e [3] 
c h a r  m i n f l t  [ 7]
i n t  j ;
f o r  ( j =0;  j < d e g r e e L e n  ; j + + )  { 
d e g r e e  [ j ] =  g p s S t r i n g  [ i ];
• + + ;
}
d e g r e e  [ j ] =  ’ \ 0 ’ ;
f o r  ( j =0 ; j  < 2 ; j + + )  {








































m i n f l t  [0] =  ’0 ’ ; 
f o r  ( j  =1;  j <6;  j + + )  {
m i n f l t  [ j ] =  g p s S t r i n g  [ i ]; 
i++;
}
m i n f l t  [ j ] =  ’ \ 0  ’ ;
f o r e  =  6 0 * a t o l ( d e g r e e ) +  a t o l ( m i n u t e )  ; 
a f t  =  a t o f  ( m i n f l t ) ;
}
C o o r d i n a t e  :: C o o r d i n a t e ( c h a r *  c o o r S t r i n g )  { 
i n t  i = 0 ;  
c h a r  m i n u t e [9 ] ; 
c h a r  m i n f l t  [7] ;
w h i l e  ( c o o r S t r i n g  [ i ] != && i <  9) {
m i n u t e [ i ] =  c o o r S t r i n g [ i ]; 
i + + ;
}
m i n u t e [ i ] =  ’ \ 0 ’ ; 
i n t  j ;
m i n f l t  [0]= ’O ’ ; 
f o r  ( j = 1 ; j < 6 ; j + + )  {
m i n f l t [ j ]  =  c o o r S t r i n g  [ i ] ; 
i + + ;
}
m i n f l t  [ j ]  =  ’ \ 0  ’ ;
f o r e  =  a t o l  ( m i n u t e ) ; 
a f t  =  a t  o f  ( m i n f l t ) ;
}
C o o r d i n a t e  :: C o o r d i n a t e  () { 
f o r e  =  0000;  
a f t  =  0 . 0 0 0 0 ;
}
v o i d  C o o r d i n a t e  :: p r i n t  () {
c h a r  s t r F o r e [ 1 0 ] ,  s t r A f t [ 7 ] ,  t e m p A f t [ 6 ] ;
d t o s t r f ( a f t  , 7 ,4 , s t  r A f t ) ;
i n t  i =  0;
f o r  ( i =0;  i <6;  i+ + )  {
t em pA f t  [ i ] =  s t r A f t [ i + 2 ] ;






















te m p A f t  [ i ] =  ’ \ 0  ’ ;
s p r i n t  f ( s t r F o r e  , ” %02d” , f o r e ) ;
S e r i a l 3  . p r i n t (  s t r F o r e )  ;
S e r i a l 3  . p r i n t  ( t e m p A f t )  ;
}
v o i d  C o o r d i n a t e  :: s u b t r a c t  ( C o o r d i n a t e  F i r s t P o s  , C o o r d i n a t e  S econ dP os)  { 
l o n g  F i r s t F o r e  =  F i r s t P o s  . f o r e  ; 
f l o a t  F i r s t A f t  =  F i r s t P o s  . a f t  ;
i f  ( Se cond Pos  . a f t  > F i r s t P o s  . a f t ) {
F i r s t F o r e  — ;




f o r e  =  F i r s t F o r e  — SecondPos  . f o r e  ; 
















































C Third A ppendix
This is the snippets of the Arduino Mega code that corresponds to the communication 
portion.
# i n c l u d e  <Modif ied_GPS . h>
# i n c l u d e  < C o o r d i n a t e  . h>
M od if ie d . G P S  G PS (& Se r i a l  1 ) ;
C o o r d i n a t e  c u r r e n t L a t  =  C o o r d i n a t e  () ;
C o o r d i n a t e  c u r r e n t L o n  =  C o o r d i n a t e  () ;
C o o r d i n a t e  t a r g e t L a t  =  C o o r d i n a t e  () ;
C o o r d i n a t e  t a r g e t L o n  =  C o o r d i n a t e  () ;
C o o r d i n a t e  d i f f L a t  =  C o o r d i n a t e  () ;
C o o r d i n a t e  d i f f L o n  =  C o o r d i n a t e  () ;
C o o r d i n a t e  homeLat  — C o o r d i n a t e  () ;
C o o r d i n a t e  homeLon =  C o o r d i n a t e  () ;
/ / M a n u a l  c o n t r o l  
b o o l e a n  m a n u a l C t r l  =  0;
/ /  d e c l a r a t i o n  
b o o l e a n  g o a lR e a c h e d  =  1; 
b o o l e a n  Home =  0; 
b o o l e a n  hea d in g F o u n d  =  0;
# d e f i n e  GPSECHO t r u e
b o o l e a n  u s i n g l n t e r r u p t  =  f a l s e  ; 
v o i d  u s e l n t e r r u p t  ( b o o l e a n  ) ;
v o i d  s e t u p  ()
{
S e r i a l . b eg i n  ( 3 8 4 0 0 ) ;
/ /  S t a r t  c o mmu n i c a t i o n  wi t h  mo t or  Ar du i no  
S e r i a l 2  . b e g i n ( 9 6 0 0 )  ;
/ /  S t a r t  c o mmu n i c a t i o n  wi t h  XBee  
S e r i a l 3 . b e g i n ( 3 8 4 0 0 ) ;
/ /  9600 NMEA is t he  d e f a u l t  baud r a t e  f o r  A d a f r u i t  MTK G P S ’s— some use 1^800 
G P S . b e g i n  ( 9 6 0 0 ) ;
/ /  t u r n  on RMC (recommended minimum)  and GGA ( f i x  d a t a )  i n c l u d i n g  a l t i t u d e  
G PS. sendCommand (PMTK^ETJ>MEA_OUTPUT_FÜVICGGA) ;
/ /  S e t  the  upda t e  r a t e
GPS.sendCommand(PMTK_SETJNHV1EA_UPDATE_1HZ) ; / /  1 Hz u p d a t e  r a t e
G PS. sendCommand (PGCMDJWIENNA) ; 
u s e l n t e r r u p t ( t r u e ) ;














































/ /  Ask  f o r  f i r m w a r e  v e r s i o n  
S e r i a l l  . p r i n t l n  (PMTK-QJRELEASE) ;
SIGNAL (TIMERO.COMPA-vect) { 
c h a r  c =  GPS. r e a d  () ;
}
v o i d  u s e l n t e r r u p t  ( b o o l e a n  v)  { 
i f  (v )  {
OCROA =  OxAF;
TIMSK0 |=  J3V (OCIEOA) ; 
u s i n g l n t e r r u p t  =  t r u e ;
}
e l s e  {
TIMSK0 fc= ~_BV(OCIEOA) ; 
u s i n g l n t e r r u p t  =  f a l s e ;
}
}
u i n t 3 2 _ t  t i m e r  =  m i l l i s  () ;
v o i d  loop () {
i f  (! u s i n g l n t e r r u p t )  { 
c h a r  c =  GPS. r e a d  () ;
}
i f  (GPS. newNMEAreceived () ) {
i f  ( ! GPS. p a r s e  (GPS. l a s t N M E A Q ) )  
r e t u r n ;
}
i f  (¡Home && GPS. f i x )  {
homeLat  =  C o o r d i n a t e  (GPS. l a t i t  , 2 ) ;  
homeLon =  C o o r d i n a t e  (G PS. l o n g i t  , 3 ) ;
G P S p r in t  (homeLat , homeLon) ;
Home — 1;
}
/ /  i f  m i l l i s  ()  or t i m e r  wraps  a r o u n d ,  w e ’ l l  j u s t  r e s e t  i t  
i f  ( t i m e r  >  m i l l i s Q )  t i m e r  =  m i l l i s ( ) ;
c u r r e n t L a t  =  C o o r d i n a t e  (GPS. l a t  i t  , 2 ) ;  
c u r r e n t L o n  =  C o o r d i n a t e  (G PS. l o n g i t  , 3 ) ;
d i f f L a t  . s u b t r a c t  ( c u r r e n t L a t  , t a r g e t L a t )  ; 
d i f f L o n  . s u b t r a c t  ( c u r r e n t L o n  , t a r g e t L o n )  ;
f l o a t  c h e c k L a t A f t  =  d i f f L a t  . a f t  ; 





































i f  (! g o a l R e a c h e d  &&; d i f f L a t  . f o r e  =  0 && d i f f L o n  . f o r e  =  0 && a b s (  
c h e c k L a t A f t )  < =  0 .0026  && abs  ( c h e c k L o n A f t ) < =  0 . 0 0 2 6 )  { 
g o a lR e a c h e d  =  1; 
f u l l S t o p  () ;
S e r i a l  . p r i n t l n ( ” Goal Reached ! ” ) ;
}
/ /  do o b s t a c l e  a v o i d a n c e
se r2 R e a d  () ; 
se r3 R e a d  () ;
/ /  a p p r o x i m a t e l y  e v e r y  10 s e c onds  or s o ,  p r i n t  out  t he  c u r r e n t  s t a t s  
i f  ( m i l l i s  () — t i m e r  >  20000)  {
t i m e r  =  m i l l i s  () ; / /  r e s e t  t he  t i m e r  
i f  (GPS. f i x )  {
/ / g a s  s e n s o r s  
/ / G a s . S e n s o r s  ( )  ;




v o i d  G P S p r in t  ( C o o r d i n a t e  l a t i t u d e ,  C o o r d i n a t e  l o n g i t u d e )  {
S e r i a l 3  . p r i n t  ( ” L, ” ) ; 
l a t i t u d e  . p r i n t  () ;
S e r i a l 3  . p r i n t ( ” , ” ) ;  
l o n g i t u d e  . p r i n t  () ;
S e r i a l 3  . p r i n t  In () ;
}
v o i d  s e r 3 R e a d ( )  {
/ /  S e r i a l . p r i n t  In ( ” Read f r o m X B e e ”) ;  
i f  ( S e r i a l 3  . a v a i l a b l e  ( ) )  { 
d e l a y ( 1 0 0 ) ;
/ / S e r i a l . p r i n t l n  ( ”XBee had m e s s a g e ”) ;
c h a r  s t r  [2 5 ] ;  
i n t  i =  0;
w h i l e  ( S e r i a l 3  . a v a i l a b l e  () ) { 
s t r  [ i H—1-] =  S e r i a l 3  . r e a d  () ;
}
s t r  [ i + + ] = ’\ 0  ’ ;
/ / S e r i a l . p r i n t l n  ( s t r )  ;
i f  ( s t r  [0] =  ’L ’ ) { 
s p l i t S t r i n g L  ( s t r  ) ;
}





















































i f  ( s t r  [0] =  ’C ’ ) { 




v o i d  s e r 2 R e a d ( )  {
i f  ( S e r i a l 2  . a v a i l a b l e  ( ) )  {
c h a r  i nc om ing  =  S e r i a l 2  . r e a d  () ;
/ / s e n d  mot or  f a u l t s  
i f  ( i n c o m i n g  =  ’1 ’ ) {
S e r i a l 3  . p r i n t l n ( ”M, 1 ” ) ;
}
i f  ( i n c o m i n g  =  ’2 ’ ) {
S e r i a l 3  . p r i n 1 1 n ( ”M,2 ” ) ;
}
}
s p l i t S t r i n g M  ( s t r )  ;
}
v o i d  s p l i t S t r i n g L  ( c h a r *  c h a r s )  { / / u s e d  f o r  p a r s i n g  s t r i n g s  s e n t  in 
c h a r  v a i l  [15] =  {
};
c h a r  va l2  [15] =  {
};
c h a r  id [2] =  {
};
i n t  i = 0 ;
i n t  c n t - i d  , c n t _ v a l l  , c n t _ v a l 2  ;
/ / g e t  i d e n t i f i e r
w h i l e  ( c h a r s  [ i ] != k h  i <25)  { 
i++;
i f  ( c h a r s [ i ]  =  | |  c h a r s  [ i ] = =  ’\ 0  ’ ) {
f o r  ( i n t  j = 0 ; j < i  ; j + + )  { 
id [ j ] =  c h a r s  [ j ] ; 
c n t _ i d = j  ;
}
id [ c n t _ i d + l ]  =  ’ \ 0  ’ ;
}
i + + ;  / / s k i p s  t he  comma
f i r s t  f l o a t  
w h i l e  ( c h a r s  [ i ] != && i <25)  {
i++;














































f o r ( i n t  j = c n t _ i d + 2 ; j < i  ; j + + )  { 
v a i l  [ j - ( c n t _ i d - h 2 )  ] =  c h a r s  [ j ] ;  
c n t - v a l l = j  —2;
}
v a i l  [ c n t . v a l  1 - f l ]= ’ \ 0  ’ ; 
t a r g e t L a t  =  C o o r d i n a t e  ( v a i l ) ;
}
i H— h ;  / / s k i p s  t he  comma
/ / g e t  s e c o n d  f l o a t  
w h i l e  ( c h a r s  [ i ] != ’ \ 0 ’ && i <25) { 
i++;
i f  ( c h a r s [ i ]  =  | |  c h a r s  [ i ] = =  ’ \ 0  ’ ) {
f o r ( i n t  j = c n t _ i d + c n t _ v a l l + 4 ; j < i  ; j + + )  { 
v a l 2  [ j — ( c n t _ i d - f c n t _ v a l l +4) ] =  c h a r s  [ j ] ;  
c n t _ v a l 2 = j  ;
}
v a l2  [ c n t _ v a l 2 + l ] =  ’ \ 0  ’ ; 
t a r g e t L o n  =  C o o r d i n a t e  ( v a l2  ) ; 
g o a l R e a c h e d  =  0; 




v o i d  s p l i t S t r i n g M  ( c h a r *  c h a r s )  { 
c h a r  id [2] =  {
};
c h a r  d i r e c t  [4] =  {
};
i n t  i = 0 ;
i n t  c n t . i d  , c n t _ v a l  1 ;
/ /  g e t  i d e n t i f i e r
w h i l e  ( c h a r s  [ i ] != && i <25) {
i + + ;
i f  ( c h a r s [ i ]  =  | |  c h a r s  [ i ] = =  ’ \ 0  ’ ) {
f o r  ( i n t  j =0 ;  j < i  ; j ++)  { 
id [ j ] =  c h a r s  [ j ]; 
c n t _ i d = j  ;
}
id [ c n t _ i d + l ] =  ’ \ 0  ’ ;
/ / S e r i a l ,  p r i n t  In ( i d  )  ;
}
}




















































w h i l e  ( c h a r s  [ i ] != ’ \ 0 ’ &&; i <25) { 
i++;
i f  ( c h a r s [ i ]  =  | |  c h a r s  [ i ] = =  ’ \0  ’ ) {
f o r  ( i n t  j = c n t _ i d  + 2 ; j < i  ; j + + )  {
d i r e c t  [j —( c n t . i d +2) ] =  c h a r s  [ j ] ; .  
c n t _ v a l l = j  —2;
}
d i r e c t  [ c n t _ v a l  1 +1]=  ’ \0  ’ ;
i f  ( d i r e c t  [0] =  ’N ’ ) { / / m a n u a l  c o n t r o l  is o f f  
m a n u a l C t r l  =  0;
}
e l s e  {
S e r i a l 2  . p r i n t ( d i r e c t )  ; 
m a n u a l C t r l  =  1;
/ / i f  ( d i r e c t  [0] == ’F  ’ | |  d i r e c t  [0] == ’B  ’ | |  
d i r e c t  [0] == ’R ’ | |  d i r e c t  [0] == ’S ’)  { 






v o i d  s p l i t S t r i n g C  ( c h a r *  c h a r s )  { 
c h a r  id [2] =  {
};
c h a r  g o a l H e a d i n g  [4] =  {
};
i n t  i = 0 ;
i n t  c n t . i d  , c n t . v a l l  ;
/ / g e t  i d e n t i f i e r
w h i l e  ( c h a r s  [ i ] != && i <25) {
i++;
i f  ( c h a r s [ i ]  =  | |  c h a r s  [ i ] = =  ’ \0  ’ ) {
f o r  ( i n t  j = 0 ; j < i ; j + + )  { 
id [ j ] =  c h a r s [ j ]; 
c n t _ i d = j  ;
}
id [ c n t _ i d + l ] =  ’ \ 0  ’ ;
/ / S e r i a l ,  p r i n t l n  ( i d  ) ;
}
i+-f ;  / / s k i p s  t he  comma
w h i l e  ( c h a r s  [ i ] != ’ \ 0 ’ && i <25) { 
i++;
i f  ( c h a r s [ i ]  =  | |  c h a r s  [ i ]= =  ’ \ 0  ’ ) {














f o r ( i n t  j = c n t  _ i d + 2 ; j  < i  ; j-f-f) {
g o a l H e a d i n g  [ j - ( c n t . i d + 2 )  ] =  c h a r s  [ j ] ;  
c n t _ v a l l = j  —2;
}
goal  H e a d i n g  [ c n t  _v a l l  +1]=  ’ \ 0  ’ ; 
h e a d i n g . g o a l  =  a t o i  ( g o a l H e a d i n g ) ; 
h e a d i n g F o u n d  =  1;





















































D Fourth A ppendix
# !  / u s r / b i n / p y t h o n
f rom  s e r i a l  i m p o r t  * 
f rom  t k i n t e r  i m p o r t  * 
i m p o r t  t i m e  
i m p o r t  math
s e r i a l P r o m p t  =  T k ( )
s e r i a l P o r t  =  ” 1” 
f ra m ebg  =  ”#D2E9E9”
s e r i a l P r o m p t  . w m . t i t l e  ( ’’W hat is t h e  s e r i a l  p o r t ? ” ) 
s e r i a l P r o m p t  . c o n f i g  (bg = f ram ebg)
L abe l  ( s e r i a l P r o m p t  , t e x t = ” W hat is t h e  s e r i a l  p o r t  nu mb er? ” , t a k e f o c u s  = 0 , f o n t = ( ” 
MS S e r i f ” , 12) ,anchor=^V, j u s t  i fy^LEFT, b g = f r a m e b g ) . g r i d  ( ro w = 0,  co lumn^O,  
padx  =  10, p a d y = 2 )
COMframe =  F r a m e ( s e r i a l P r o m p t  , w i d t h  =  200, h e i g h t = 6 0 0 ,  b a c k g r o u n d = f r a m e b g ) 
COMframe. g r i d  ( row =  l , c o l u m n = 0 , p a d x  =  10 ,p ady=2 )
COMquery =  T e x t  (COMframe, w i d t h = 5 ,  h e i g h t  =  l ,  t a k e f o c u s = 0 )
COMquery . g r i d  ( r o w = 0,  c o lu m n= 0,  padx =  10, pady  =  10) 
d e f  g e t p o r t () :
g l o b a l  s e r i a l P o r t
s e r i a l P o r t  =  COMquery. g e t ( ’ 0 .0  ’ ,END) 
s e r i a l P r o m p t  . d e s t r o y  ()
b u t t o n = B u t t o n  (COMframe, t e x t = ” Okay” , command =  g e t p o r t )  
b u t t o n  . g r i d  ( r o w = 0 ,c o l u m n  =  l ,  padx =  10, pa d y =2 )
s e r i a l P r o m p t  . m a i n  loop ()
#Mai n window
r o o t  =  Tk()  # T k  i s  a f u n c t i o n  t h a t  makes  a c l a s s  
r o o t  . w m _ t i t l e  ( ’’CAIDEN C o n t r o l  and C o m m u n i c a t i o n ” ) 
r o o t  . c o n f i g  ( b a c k g ro u n d = ”#8D8A8A” , bd= ” 0 ” )
# d e c l a r a t i o n s  
myfont  =  (”MS S e r i f ” , 14) 
r d f o n t = ( ” C o u r i e r  New” , 12) 
f r am ebg =  ”#D 2E9E9”
# c o l o r s
g r e e n  =  ” # 0 1 8 6 1 2 ” 
ye l lo w  =  ”#DCD500” 

















































m an ual C t r l  =  0
# f u n c t i o n  f o r  maki ng a c i r c l e
d e f  d r a w c i r c l e  (canv  , x ,y , ra d  , c o l o r  ) :
canv . c r e a t e . o v a l  (x—rad ,y —ra d  ,x + ra d  ,y + ra d  , w i d t h = 0 ,  f i 1 l = c o l o r  )
# f  u n c t i o n  f o r  s e t t i n g  CAIDEN ’ s n e x t  l o c a t i o n  
d e f  s e t  L o c a t i o n  () :
# p u t  X  and Y  v a l u e s  i n t o  s e t  l o c a t i o n  v a l u e s  
Xchange =  n e w X . g e t ( )
Ychange  =  n e w Y . g e t Q
se tX . c o n f i g  ( t e x t  =  Xchange)
se tY . c o n f i g  ( t e x t  =  Ychange)
# s e n d  new X  and Y  lo c a t i o n s  o v e r  the s e r i a l  
s e r . w r i t e ( b y t e s ( ” L , ” , ’ u t f  — 8 ’ ) )
s e r  . w r i t e  ( b y t e s  (Xchange , ’u t f —8 ’ ) )  # p o t e n t i a l  p r ob l e m wi t h  %o-4 r a t h e r  t han
%5.4
s e r  . w r i t e  ( b y t e s  ( ” , ” , ’ u t f —8 ’ ) )
s e r  . w r i t e  ( b y t e s  (Ychange , ’u t f —8 ’ ) )  # p o t e n t i a l  p r ob l e m wi t h  %.4 r a t h e r  t han
%5.4
d e f  go ToC l ic k  ( e v e n t ) :
xPos =  e v e n t . x  +  2000* m a p S c ro l l H  . ge t  () [0] 
yPos =  e v e n t . y  +  2000* m a p S c ro l lV  . ge t  () [0]
# c o n v e r t  to GPS c o o r d i n a t e
xGPS =  x S t a r t  +  ( c e n t e r V a l u e  — x P o s ) / 4 / 1 8 5 2  
yGPS =  y S t a r t  — (yPo s  — c e n t e r V a l u e  ) / 4 / 1 8 5 2  
se tX . c o n f i g  ( t e x t  =  ” % . 4 f ” %(xGPS)) 
se tY . c o n f i g  ( t e x t  =  ” % . 4 f ” %(yGPS))
# s e n d  s e r i a l  command wi t h  new l o c a t i o n s  
# t u r n  xGPS and yGPS i n t o  c h a r a c t e r  a r r a y s  
s e r . w r i t e ( b y t e s ( ” L , ” , ’ u t f —8 ’ ) )
s e r  . w r i t e  ( b y t e s  ( ” % . 4 f ” %(yGPS) , ’ u t f —8 ’ ) )  # p o t e n t i a l  p r ob l e m wi t h  %.4 
r a t h e r  t han  %5.4 
s e r  . w r i t e  ( b y t e s  ( ” , ” , ’u t f —8 ’ ) )
se r  . wr  i t  e ( by  t e s  ( ” %.4 f ” %(xGPS) , ’u t f —8 ’ ) )  # p o t e n t i a l  p r ob l e m wi t h  %.4 
r a t h e r  t han  %5.4
d e f  checkCompass  ( c u r L a t  , c u r L o n g ) :  
g l o b a l  h e a d i n g  
# c h e c k  the  compass  h e a d i n g  
t a r g e t X  =  f l o a t  ( se tX . c g e t  ( ” t e x t  ” ) )
t a r g e t Y  =  f l o a t  ( se tY  . c g e t  ( ” t e x t ” ) )
h e a d i n g  =  math . a t a n 2  ( — ( t a r g e t X —curLong )  , t a r g e t Y —c u r L a t )
h e a d i n g  =  h e a d i n g  * 1 8 0 / 3 . 1 4 1 5 9
i f  h e a d i n g  <  0:



















































s e r  . w r i t e  ( b y t e s  ( ”C, ” , ’ u t f  — 8 ’ ) )
se r  . w r i t  e ( b y t e s  ( ” %.0 f ” % ( h e a d i n g ) ,  ’ u t f —8 ’ ) )  # S e n d  compass  h e a d i n g  to 
CAIDEN
d e f  moveFwd() :
i f  m a n u a l C t r l  =  1:
# S e r i a l  w r i t e  M, F
s e r  . w r i t e ( b y t e s ( ”M, F” , ’ u t f - 8 ’ ) )
d e f  moveBwd() :
i f  m a n u a l C t r l  =  1:
# S e r i a l  w r i t e  M, B
s e r  . w r i t e  ( b y t e s  ( ”M,B” , ’ u t f  —8 ’ ) )
d e f  moveLf t  () :
i f  m a n u a l C t r l  =  1:
# S e r i a l  w r i t e  M,L  
s e r . w r i t e ( b y t e s (  ”M, L” , ’ u t f  —8 ’ ) )
d e f  m o v e R g t Q :
i f  m a n u a l C t r l  =  1:
# S e r i a l  w r i t e  M, R  
s e r . w r i t e ( b y t e s (  ”M,R” , ’ u t f  —8 ’ ) )
d e f  moveStp  () :
i f  m a n u a l C t r l  =  1:
# S e r i a l  w r i t e  M, S
s e r  . w r i t e ( b y t e s (  ”M, S” , ’ u t f  —8 ’ ) )
d e f  T o g g l e C t r l  () :
g l o b a l  m a n u a l C t r l  
i f  m a n u a l C t r l  =  0: 
m a n u a l C t r l  =  1
d r a w c i r c l e (  M anC tr l Ca nv as  , 2 0 , 2 0 , 1 0 ,  g r e e n )  
e l i f  m a n u a l C t r l  =  1: 
m a n u a l C t r l  =  0
d r a w c i r c l e ( M a n C t r l C a n v a s  ,20 ,20 ,10 , r e d )  
s e r  . w r i t e ( b y t e s (  ”M,N” , ’ u t f  —8 ’ ) )
d e f  s e t S p e e d  () :
i f  m a n u a l C t r l  =  1:
spd  =  s p e e d S c a l e  . ge t  ()
s e r  . w r i t e  ( b y t e s  ( ”M,% .0 f ” % ( s p d ) ,  ’ u t f —8 ’ ) )
d e f  I n s t r u c t  i o n s  () :
#make  a window f o r  the  i n s t r u c t i o n s  
I n s t r u c t W i n d o w  =  Tk( )
I n s t r u c t  Win dow . w m _ t i t  le ( ” I n s t r u c t i o n s ” )
i n s t r u c t  f r a m e  =  Frame ( I n s t r u c t W i n d o w  , w id th  =  200, h e i g h t = 6 0 0 ,



































i n s t r u c t i o n s  =  ’’The C u r r e n t  L o c a t i o n  shows t h e  GPS c o o r d i n a t e  , in m i n u t e s  , 
where CAIDEN i s \
c u r r e n t l y  l o c a t e d  . The T a r g e t  L o c a t i o n  shows t h e  GPS c o o r d i n a t e  , in m in u te s  , 
where  CAIDEN is h e a d i n g \  
t o .  A new t a r g e t  l o c a t i o n  can be e n t e r e d  in t h e  New L o c a t i o n  a r e a  by t y p i n g  
t h e  v a l u e s  in m i n u t e s  a n d \  
h i t t i n g  t h e  c o r r e s p o n d i n g  Set  b u t t o n .  The manu al  c o n t r o l  for  CAIDEN has  to  be 
t u r n e d  on u s i n g  t h e \  
a p p r o p r i a t e  b u t t o n .  I f  t h e  c o r r e s p o n d i n g  LED ic o n  is  r e d ,  manual  c o n t r o l  is 
o f f ; g r e e n  m eans m a n u a l \  
c o n t r o l  is on .  I f  i t  on ,  t h e n  t h e  b u t t o n s  be low can  be used  to  move CAIDEN 
a r o u n d . At a n y t im e  , a new \ 
speed  can be g i v e n  to  CAIDEN by s l i d i n g  t h e  b a r  to  t h e  d e s i r e d  speed  and 
h i t t i n g  t h e  a p p r o p r i a t e  S e t \  
b u t t o n  . I n \
th e  map, CAIDEN’s home l o c a t i o n  , where i t  s t a r t e d  a t ,  is d i s p l a y e d  as a b ig  
b l a c k  d o t .  The d o t s \  
f o l l o w i n g  t h e  i n i t i a l  home one w i l l  c o r r e s p o n d  to  CAIDEN’s c u r r e n t  and 
p r e v i o u s  l o c a t i o n s  . On\  
th e  map, a l o c a t i o n  can  be s e l e c t e d  and t h a t  w i l l  s e t  a new t a r g e t  l o c a t i o n  
fo r  CAIDEN. Each s q u a r e  o n \  
t h e  g r i d  c o r r e s p o n d s  to  10m by 10m a r e a  . The a r e a  on t h e  map can be moved by 
h i t t i n g  any of  t h e  a r r o w \  
k e y s .  Below t h e  map is  t h e  s e r i a l  r e a d o u t  f rom CAIDEN. Th is  d a t a  i s \
i n t e r p r e t e d  f o r  t h e  u s e r .  The c a l c u l a t i o n s  for  t h e  t o t a l  d i s t a n c e \
t r a v e l l e d  and t h e  i n s t a n t a n e o u s  and a v e r a g e  s pe ed  a r e  l o c a t e d  on t h e  l e f t  . \  
The GUI a l s o  d i s p l a y s  LEDs showing  i f  a m o t o r \
f a u l t s  , or  s t o p s  w o r k i n g .  I f  t h e  c o r r e s p o n d i n g  LED ic o n  is g r e e n ,  t h e  motor
is  f i n e ;  o t h e r w i s e ,  i t  i s \
red  . ”
I n s t r u c t  =  L abe l  ( i n s t r u c t  f r a m e  , w i d t h = 5 0 ,  h e i g h t  = 25 ,  t e x t = i n s t r u c t i o n s  , 
t a k e f o c u s = 0 ,  w r a p l e n g t h = 4 6 0 ,  f o n t  = ( ”MS S e r i f ” , 12) , anchor=W, j u s t  i f y  =  
LEFT, bg=fr ame bg , h i g h l i g h t  t h i c k n e s s  =2 ,  b a c k g r o u n d = f r a m e b g  , 
h ig h  l i g h t  b a c k g r o u n d s ’ #000000” )
I n s t r u c t  . g r i d  ( ro w = 0 ,  c o l um n= 0,  padx  =  10, pad y=2)
I n s t r u c t W i n d o w  . c o n f i g  ( b a c k g ro u n d = ”#8D8A8A” , bd= ” 0 ” )
I n s t r u c t W i n d o w  . m a in lo o p  ()
# S e r i a l  c o mmu n i c a t i o n  
s e r i a l N a m e  =  ”COM%s” % s e r i a l P o r t  
s e r i a l N a m e  =  s e r i a l N a m e  . s t r  ip ()
s e r  =  S e r  i a l  ( s e r i a l N a m e  ,3 84 00  , t i m e o u t  = 0 , w r i t e T i m e o u t = 0 )  
t im e  . s l e e p  (1)
i n s t r u c t f r a m e  . g r i d  ( row=0,column=0,padx =  10,pady=2)
# L  e f t  Frame
l e f t  f r a m e ^ F r a m e  ( r o o t  , w i d t h = 2 0 0 ,  h e i g h t = 6 0 0 ,  h i g h l i g h t t h i c k n e s s  =2 ,  b a c k g r o u n d ^  








































l e f t f r a m e  . g r id  ( row=0,  column=0 ,  padx = 10, pady = 2, st icky=N+S)
# p i c t u r e  canvas  f o r  CAIDEN
# c a i d e n  = Ph o t o i mage  ( f i l  e = J CAIDENLogo. g i f  7) 
c a id enL og o  =  P h o t o i m a g e  ( f i 1 e =  ’C A I D E N L o g o .g i f ’ )
Forward  =  P h o to im a g e  ( f i 1 e — ’FwdArrow . g i f ’ )
Backward =  P h o t o i m a g e  ( f i 1 e =  ’B w d A r r o w . g i f ’ )
Lef t  =  P h o to im a g e  ( f i 1 e =  ’L f t A r r o w . g i f ’ )
Ri gh t  =  P h o to im a g e  ( f i  1 e =  ’R g t A r r o w . g i f ’ )
S top  =  P h o to im a g e  ( fi  1 e =  ’S t p A r r o w . g i f ’ )
# L a b e l  ( l e f t f r a m e  , i ma g e =c a i d e n  , ba c k g r o u n d  = ”# 0 0 0 0 0 0 ”) . g r i d  ( row=0,  col umn=0,  
p a d x =1 0 , p a d y =1 0 )
# C u r r e n t  L o c a t i o n
Label  ( l e f t  f r a m e  , t e x t —’ C u r r e n t  L o c a t i o n : ” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g ) .
g r i d  (row =  l ,c o l u m n = 0 , p a d x  =  1 0 , pa dy  =2 ,  s t i c ky ^W )  
c u r r e n t F r a m e  =  Fram e ( l e f t  f r a m e  , w i d t h  =  200 ,  b a c k g r o u n d = f r a m e b g ) 
c u r r e n t F r a m e  . g r i d  ( r o w = 2 , c o l u m n = 0 , p a d x  =  10 ,pady=2 )
Label  ( c u r r e n t F r a m e  , t e x t = ”X : ” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g ) . gr  id ( row =0 ,  
c o l u m n = 0 , p a d x = 2 , p a d y = 2 )
Label  ( c u r r e n t F r a m e  , t e x t = ”Y : ” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g ) . g r i d  ( row =0 ,  
c o l u m n = 2 , p a d x = 2 , p a d y = 2 )  
c u r r e n t X  =  La be l  ( c u r r e n t F r a m e  , t e x t = ” 0 0 0 00000 00 ” , f o n t = r d f o n t  , b a c k g r o u n d ^  
f r a m e b g )
c u r r e n t X  . g r i d  ( r o w = 0 ,c o lu m n  =  l , p a d x = 2 , p a d y = 2 )
c u r r e n t Y  =  La be l  ( c u r r e n t F r a m e  , t e x t = ” 00000 0 0 0 0 0 ” , f o n t = r d f o n t  , b a c k g r o u n d ^  
f r a m e b g )
c u r r e n t Y  . g r i d  ( r o w = 0 , c o l u m n = 3 , p a d x = 2 , p a d y = 2 )
# S e t  L o c a t i o n
Label  ( l e f t  f r a m e  , t e x t = ” T a r g e t  L o c a t i o n : ” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g )  .
g r i d  ( ro w= 3 , c o l u m n = 0 , p a d x  =  1 0 , p a d y =2,  s t i c k y  =4V) 
s e t F r a m e  =  Frame(  l e f t f r a m e  , w i d t h  =  200 ,  b a c k g r o u n d ^ f r a m e b g ) 
s e t F r a m e  . g r i d  ( r o w = 4 , c o l u m n = 0 , p a d x  =  10 , pady= 2)
Label  ( s e t F r a m e  , t e x t = ”X : ” , f o n t = m y f o n t  , b a c k g r o u n d ^ f r a m e b g ) .  g r i d  ( r ow =0 ,c o l um n 
= 0 , p a d x = 2 , p a d y = 2 )
Label  ( s e t F r a m e  , t e x t = ”Y : ” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g ) .  g r i d  ( row =0,  column 
= 2 , p a d x  =  2 ,p ady = 2)
se tX =  Label  ( s e t F r a m e  , t e x t = ” 0 0 0 0 0 0 0 0 0 0 ” , f o n t = r d f o n t  , b a c k g r o u n d = f r a m e b g ) 
se tX . g r i d  ( ro w = 0 ,c o lu m n  =  l , p a d x  =  2 ,p a d y =2 )
se tY =  Label  ( s e t F r a m e  , t e x t = ” 0 0 0 0 0 0 0 0 0 0 ” , f o n t = r d f o n t  , b a c k g r o u n d = f r a m e b g ) 
se tY . g r i d  ( r o w = 0 , c o l u m n = 3 , p a d x  =  2 ,p a d y = 2 )
#New L o c a t i o n  ( I n p u t )
Label  ( le f t  f r a m e  , t e x t = ”New L o c a t i o n : ” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g ) . g r i d  ( 
r o w = 5 , c o l u m n = 0 , p a d x  =  1 0 , p a d y = 2 ,  s t i c k y  
newFrame =  Frame ( l e f t  f r a m e  , w i d t h  =  200,  b a c k g r o u n d = f r a m e b g ) 
n ew Fra me . g r i d  ( r o w = 6 , c o l u m n = 0 , p a d x  =  10 ,pady=2)
Label  (newFrame , t e x t = ”X : ” , f o n t ^ m y f o n t  , b a c k g r o u n d ^ f r a m e b g ) .  g r i d  ( row =0 ,  column 
















































Labe l  ( n e w F ra m e , t e x t = ”Y : ” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g ) . g r i d  ( row = 0 ,  column 
= 2 , p a d x = 2 , p a d y = 2 )  
newX =  E n t r y  (newFrame , w i d t h =8,  f o n t = r d f o n t )  
newX. g r i d  ( r o w = 0 ,c o lu m n  =  l , p a d x = 2 , p a d y = 2 )  
newY =  E n t r y  (n e w F ra m e , w i d t h = 8 ,  f o n t = r d f o n t )  
newY. g r i d  ( r o w = 0 , c o l u m n = 3 , p a d x = 2 , p a d y = 2 )
n ew C oor dB ut to n  =  B u t t o n  (n ew Fr am e , t e x t = ” S e t ” , command =  s e t L o c a t i o n  , bg=”#8  
D8A8A” )
ne w C oo rd B u t to n  . g r i d  ( r o w = 0 , c o l u m n = 4 , p a d x = 2 , p a d y = 2 )
# S p a c e r
Label  ( l e f t f r a m e  , t e x t = ” ” , b g = f r a m e b g ) . g r i d  ( r o w = 7 , c o l u m n = 0 , p a d x = 2 , p a d y  =  10) 
#Manual  C o n t r o l
m a n c t r l f r a m e  =  F r a m e ( l e f t f r a m e  , w id th  =  20 0 , b g = fr am eb g )  
m a n c t r l f r a m e  . g r i d  ( r o w = 9 , c o l u m n = 0 , p a d x  =  1 0 ,p a d y = 2 ,  s t  icky=E+W)
I n s t r u c t B t n  =  B u t t o n  ( m a n c t r l f r a m e  , t  ex t = ” ON/OFF” , f o n t = ( ”MS S e r i f ” , 1 0 ) ,  bg=” 
#8D8A8A” , command =  T o g g l e C t r l )
I n s t r u c t B t n  . g r i d  ( row =0 ,c o lu m n  =  l , p a d x  =  10 ,pa dy=2 )
Label  ( m a n c t r l f r a m e  , t e x t = ” Manual  C o n t r o l : ” , fo n t = m y f o n t  , b a c k g r o u n d = f r a m e b g  , 
anchor=W) . g r i d  ( r o w = 0 , c o l u m n = 0 , p a d x = 0 , p a d y  =  10, s t i cky=W)
M an C tr lC an v as  =  Canvas  ( m a n c t r l f r a m e  , w i d t h = 4 0 ,  h e i g h t  =40 ,  bg=framebg , 
h i g h l i g h t t h i c k n e s s  =2 ,  h i g h l i g h t b a c k g r o u n d = f r a m e b g )
M a n C t r l C a n v a s . g r i d  ( r ow =0 ,  c o l um n= 2,  p a d x = 2 ,  p a d y = 2 ,  s t i c k y = E )
Label  ( le f t  f r a m e  , t e x t = ” ” , b g = f r a m e b g ) . g r i d  (row =  1 0 , c o l u m n = 0 , p a d x = 2 , p a d y = 2 )
m c t r l f r a m e  =  Fram e ( l e f t f r a m e  , w i d t h  =  200 , b g = f r a m e b g ) 
m c t r l f r a m e  . g r i d  (row =  l l , c o l u m n = 0 , p a d x  =  10 ,pady=2 )
FwdBtn =  B u t t o n  ( m c t r l f r a m e  , image=Forward  , command =  moveFwd, bg=”#8D8A8A” )
Fw dBtn. g r i d  ( ro w= 0 , co lu m n —0)
a r r o w f r a m e  =  Fram e ( m c t r l f r a m e  , b g = f r a m e b g )
a r r o w f r a m e  . g r i d  ( r o w = l , c o l u m n = 0 )
L f t B t n  =  B u t t o n  ( a r r o w f r a m e  , im ag e= Le f t  , command =  moveLft  , bg=”#8D8A8A” ) 
L f t B t n  . g r i d  ( r o w = 0 , c o l u m n =0)
S tp B tn  =  B u t t o n  ( a r ro w f ra m e  , im age=Stop  , command =  moveStp , bg=”#8D8A8A” ) 
S tp B tn  . g r i d  ( r o w = 0 , c o l u m n = l )
Rg tB tn  =  B u t t o n  ( a r r o w f r a m e  , im age=R ig h t  , command =  m oveR g t , bg=”#8D8A8A” ) 
R g t B t n . g r i d  ( r o w = 0 ,c o lu m n = 2 )
BwdBtn =  B u t t o n  ( m c t r l f r a m e  , image=Backward , command =  moveBwd, bg=”#8D8A8A” ) 
BwdBtn. g r i d  ( ro w = 2 , co lu m n =0)
# k e y b o a r d  commands wi t h  Manual  c o n t r o l
r o o t  . b in d  ( ’w ’ , moveFwd( ) )
r o o t  . b in d  ( ’ s ’ , moveBwd () )
r o o t  . b in d  ( ’a ’ , moveLf t  ( ) )
r o o t  . b in d  ( ’d ’ , m oveRgt ( ) )
r o o t  . b i nd  ( ’< s p a c e >  ’ , m oveStp ( ) )
# S p e e d
sp eedFr am e  =  F r a m e ( l e f t f r a m e  , bg = fr am eb g )















































Label  ( sp e e d F ra m e  , t e x t = ” Speed : ” , f o n t = m y f o n t  , bg=fra mebg , anchor^V )  . g r i d  ( row =0 ,  
c o l u m n = 0 , p a d x = 0 , p a d y =2,  s t i cky=W) 
s p e e d S c a l e  =  S c a l e  ( spe edFra me , f r o m _ =0 ,  t o = 4 0 0 ,  o r i e n t  —HORIZONTAL, bg=framebg , 
h i g h l i g h t b a c k g r o u n d = f r a m e b g  , t r o u g h c o l o r = ”#8D8A8A” ) 
s p e e d S c a l e  . g r i d  ( ro w = 0 ,c o lu m n  =  l , p a d x = 2 0 , p a d y = 2 )  
s p e e d S c a l e . s e t (200)
S p e e d B u t t o n  =  B u t t o n  ( speedFra me , t e x t = ” S e t ” , command =  s e t S p e e d  , bg=” #8D8A8A” ) 
S p e e d B u t t o n  . g r i d  ( r o w = 0 , c o l u m n = 2 , p a d x = 2 , p a d y = 2 )
# I n s t r u c t i o n s  B u t t o n
I n s t r u c t B t n  =  B u t t o n  ( l e f t  f r a m e  , t e x t = ” I n s t r u c t i o n s ” , f o n t = ( ”MS S e r i f ” , 1 2 ) ,  bg 
= ”#8D8A8A” , command =  I n s t r u c t i o n s )
I n s t r u c t B t n  . g r i d  ( row =  14 ,c o lu m n = 0 ,p a d x  =  10 , pady =2 )
# C e n t e r  Frame
c e n t e r f r a m e  =  F r a m e ( r o o t ,  w i d t h = 6 0 0 ,  h e i g h t = 6 0 0 ,  h i g h l i g h t t h i c k n e s s  =2 ,  
b a c k g r o u n d = f r a m e b g  , h i g h l i g h t b a c k g r o u n d = ” # 0 0 0 0 0 0 ” ) 
c e n t e r f r a m e  . g r i d  ( r o w = 0 ,  column =  l ,  padx  =  10, p a d y = 2 ,  s t i c ky= N+ S)
#M ap
Label  ( c e n t e r f r a m e  , t e x t = ”Map” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g ) . g r i d  (row =  l ,  
c o l u m n = 0 , p a d x = 0 , p a d y = 0 )  
mapFrame =  Fram e ( c e n t e r f r a m e  , w i d t h = 4 0 0 , h e i g h t  =400)  
m apFram e. g r i d  ( r o w = 2 , c o l u m n = 0 , p a d x = 0 , p a d y = 0 )  
mapFr ame. g r i d _ p r o p a g a t e ( F a l s e )
m apCanvas =  Canvas  (m apFram e , w i d t h = 4 0 0 , h e i g h t  = 4 0 0 ,  b g = ’w h i t e ’ , 
h i g h l i g h t  t h i c k n e s s  = 0 ,  h i g h l i g h t b a c k g r o u n d = ” # 0 0 0 0 0 0 ” ) 
m a p C a n v a s . g r i d  ( r o w = 0 , c o l u m n = 0 , p a d x = 0 , p a d y = 0 )  
m apCanvas . c o n f i g  ( s c r o l l r e g i o n  = ( 0 ,  0,  2000 ,  2 0 0 0 ) )  
s c r o l l b y  =  8000 
# g r i d
# h o r i z o n t a l  l i n e s  
x l  =  0 
x2 =  2000
f o r  k in  r a n g e ( 0 ,  2 0 4 0 ,  40) :
y l  =  k
y2 =  k
m apC anvas . c r e a t e . l i n e  ( x l  , y l  , x2 , y2 , f i l l  =  ’ g r a y ’ )
# v  e r t i c a l  l i n e s  
y l  =  0 
y2 =  2000
f o r  k in  r a n g e ( 0 ,  2 0 4 0 ,  50) :
x l  =  k
x2 =  k
m apCanvas . c r e a t e . l i n e  ( x l  , y l  , x2 , y2 , f i l l  =  ’ g r a y ’ )
#map V e r t i c a l  s c r o l l b a r  














































m apS cro l lV  . g r i d  ( r ow = 2 ,c o lum n =  l , p a d x = 0 , p a d y = 0 ,  s t i c k y = N f S )  
m apC anvas . c o n f i g  ( y s c r o l l c o m m a n d = m a p S c r o l l V  . s e t ) 
m ap S c ro l l V  . c o n f i g  (command=mapCanvas . y v i e w ) 
m apC anvas . y v i e w . s c r o l l  ( s c r o l l b y  , UNITS)
#map H o r i z o n t a l  s c r o l l b a r
ma pSc ro l lH  =  S c r o l l b a r  ( c e n t e r f r a m e  , orient=HORIZONTAL) 
ma pSc ro l lH  . g r i d  ( r o w = 3 , c o l u m n = 0 , p a d x = 0 , p a d y = 2 ,  s t icky=E+W) 
m apC anvas . c o n f i g  ( x s c r o l l c o m m a n d = m a p S c r o l l H  . s e t ) 
m a pS c ro l lH  . c o n f i g  (command=mapCanvas . x v i e w ) 
m apC anvas . x v i e w _ s c r o l l  ( s c r o l l b y  , UNITS)
# a r r o w k eys
r o o t  . b in d  ( ’<Up> ’ , lambda e v e n t :  m apC anvas . y v i e w _ s c r o l l  ( —1, UNITS)) 
r o o t  . b in d  ( ’<Down> ’ , lambda e v e n t :  m apC anvas . y v i e w . s c r o l l  (1 , UNITS)) 
r o o t  . b ind  ( ’< L e f t >  ’ , lambda e v e n t :  m apC anvas . x v i e w . s c r o l l  ( —1, UNITS)) 
r o o t  . b in d  ( ’< R i g h t >  ’ , lambda e v e n t :  m apCanvas . x v i e w . s c r  o i l  (1 , UNITS)) 
#  c l i c k  to g e t  new s e t  l o c a t i o n  f r o m map 
m apC anvas . b i n d  ( ’< B u t t o n —1> ’ , g o T o C l i c k )
# S e r i a l  Ou t p u t
log =  T ex t  ( c e n t e r f r a m e  , w i d t h = 5 0 ,  h e i g h t = 8 ,  t a k e f o c u s = 0 )  
log . g r i d  ( r o w = 4 ,  c o lu m n=0 ,  p a d x = 2 ,  pa dy =2 )
# R i g h t  Frame
r i g h t f r a m e  =  F r a m e ( r o o t ,  w i d t h = 2 0 0 ,  h e i g h t  =600,  h i g h l i g h t t h i c k n e s s  = 2 ,  
b a c k g r o u n d = f r a m e b g  , h i g h l i g h t b a c k g r o u n d = ” #000000” ) 
r i g h t  f r a m e  . g r i d  ( row=0 ,  c o l u m n = 2 , padx  =  10, p a d y = 2 ,  s t i c ky = N + S )
# S t a t i s t i c s
Label  ( r i g h t f r a m e  , t e x t = ” S t a t i s t i c s ” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g ) . g r i d  (row 
= 7 , c o l u m n = 0 , p a d x  =  10,pady  =  15)
# T o t a l  D i s t a n c e
D i s t a n c e f r a m e  =  Fram e ( r i g h t f r a m e  , w i d t h  =150,  h e i g h t = 6 0 0 ,  b a c k g r o u n d = f r a m e b g ) 
D i s t a n c e f r a m e  . g r i d  ( row=8 ,  c o lu m n =0 ,  padx  =  2, s t  icky=WfE)
Label  ( D i s t a n c e f r a m e  , t e x t = ” D i s t a n c e  T r a v e l l e d  f o n t  =  (”MS S e r i f ” , 1 2 ) ,
b a c k g r o u n d = f r a m e b g  , anchor=W) . g r i d  ( r o w = 0 , c o l u m n = 0 , p a d x  =  10)
D i s t a n c e L b l  =  Labe l  ( D i s t a n c e f r a m e  , t e x t = ” 0000” , f o n t  = ( ”MS S e r i f ” , 12) , ba ckgrou nd  
= f r a m e b g  , anchor= E)
D i s t a n c e L b l  . g r i d  ( ro w = 0 ,c o lu m n  =  l , p a d x = 2 )
Label  ( D i s t a n c e f r a m e  , t e x t = ”m” , f o n t  = ( ”MS S e r i f ” , 1 2 ) ,  b a c k g r o u n d = f r a m e b g  , anchor=E 
) . g r i d  ( r o w = 0 , c o l u m n = 2 , p a d x = 2 )
# I n s t a n t  S p e e d
I n s t V e l f r a m e  =  Fram e ( r i g h t f r a m e  , w id th  =150,  h e i g h t = 6 0 0 ,  b a c k g r o u n d = f r a m e b g ) 
I n s t V e l f r a m e  . g r i d  ( row=9 ,  c o lu m n= 0,  p a d x = 2 ,  s t  icky=Wf-E)
Label  ( I n s t  V e l f r a m e  , t e x t = ” I n s t a n t a n e o u s  Speed : ” , f o n t  = ( ”MS S e r i f ” , 1 2 ) ,  
b a c k g r o u n d = f r a m e b g  , anchor=4V) . g r i d  ( r o w = 0 , c o l u m n = 0 , p a d x  =  10)
I n s t V e l L b l  =  Labe l  ( I n s t  V e l f r a m e  , t e x t = ” 0 0 ” , f o n t  = ( ”MS S e r i f ” , 12) , b a c k g r o u n d =  











































I n s t V e l L b l  . g r i d  ( r o w = 0 ,c o lu m n  =  l , p a d x = 2 )
Labe l  ( I n s t V e l f r a m e  , t e x t = ”m / s ” , f o n t  = ( ”MS S e r i f ” , 1 2 ) ,  b a c k g r o u n d = f r a m e b g  , a n c h o r =  
E) . g r i d  ( r o w = 0 , c o l u m n = 2 , p a d x = 2 )
# A v e r a g e  Speed
AvgVelf rame =  Fram e ( r i g h t f r a m e  , w id th  =150,  h e i g h t = 6 0 0 ,  b a c k g r o u n d = f r a m e b g )
AvgVel f rame . g r i d  (row =  10, co lu m n = 0 ,  p a d x = 2 , s t i c k y = W f E )
Labe l  ( AvgVelf rame , t e x t = ” Average  Speed:  ” , f o n t = ( ”MS S e r i f ” , 1 2 ) ,
b a c k g r o u n d = f r a m e b g  , an cho r^ V )  . g r i d  ( r o w = 0 , c o l u m n = 0 , p a d x  =  10)
AvgVelLbl  =  La be l  ( AvgVelf rame , t e x t = ” 00” , f o n t  = ( ”MS S e r i f ” , 12) , b a c k g r o u n d ^  
f ramebg , anchor=E)
A v g V e l L b l . g r i d  ( ro w = 0 ,c o lu m n  =  l , p a d x = 2 )
La be l  ( AvgVel f rame , t e x t —’m / s ” , f o n t = ( ”MS S e r i f ” , 12) , b a c k g r o u n d = f r a m e b g  , anch or= E  
) . g r i d  ( row= 0 ,  c o lu m n = 2 , pa dx=2 )
# Mo t o r  F a u l t s
La be l  ( r i g h t f r a m e  , t e x t = ” Motor  F a u l t s ” , f o n t = m y f o n t  , b a c k g r o u n d = f r a m e b g ) . g r i d  (row 
=  11, c o l u m n = 0 ,p a d x  =  10 ,pady  =  15)
# Mo t o r  1
M o t o r l f r a m e  =  Fram e ( r i g h t f r a m e  , w id th  =1 50,  h e i g h t = 6 0 0 ,  b a c k g r o u n d = f r a m e b g ) 
M o t o r l f r a m e  . g r i d  ( row =  12, c o lu m n = 0 ,  p a d x = 2 ,  st icky=^VfE)
La be l  ( M o t o r l f r a m e  , t e x t = ” L e f t  Moto r :  ” , f o n t = ( ”MS S e r i f ” , 1 2 ) ,
b a c k g r o u n d = f r a m e b g  , anchor=4V) . g r i d  ( r o w = 0 , c o l u m n = 0 , p a d x  =  10)
M o t o r l C a n v a s  =  Canvas ( M o t o r l f r a m e  , w i d t h = 4 0 ,  h e i g h t = 4 0 ,  b g = f r a m e b g  , 
h i g h l i g h t  t h i c k  n e s s  =2 ,  h i g h l i g h t b a c k g r o u n d = f r a m e b g )
M o t o r l C a n v a s . g r i d  ( row =0 ,  co lumn =  l ,  p a d x = 2 ,  p a d y = 2 ,  s t i c k y = E )
# Mo t o r  2
M o to r2 f r am e  =  Fram e ( r i g h t  f r a m e  , w i d t h  =150,  h e i g h t = 6 0 0 ,  b a c k g r o u n d = f r a m e b g ) 
M o to r2 f r am e  . g r i d  (row =  13, c o lu m n = 0 ,  p a d x = 2 ,  s t i c k y  =W-E)
Labe l  ( Motor2f rame , t e x t —’ R i g h t  Moto r :  ” , f o n t = ( ”MS S e r i f ” , 1 2 ) ,
b a c k g r o u n d = f r a m e b g  , anchor=W) . g r i d  ( ro w = 0 , c o l u m n = 0 , p a d x  =  10)
Mot or2Ca nva s  =  Canvas  ( M oto r2 f r am e , w i d t h = 4 0 ,  h e i g h t = 4 0 ,  b g = f r a m e b g  , 
h i g h l i g h t t h i c k n e s s  =2 ,  h i g h l i g h t b a c k g r o u n d = f r a m e b g )
M o t o r 2 C a n v a s . g r i d  ( row =0 ,  column =  l ,  p a d x = 2 ,  p a d y = 2 ,  s t i c k y = E )
# S p a c e r
Labe l  ( r i g h t f r a m e  , t e x t = ” ” , b g = fr a m e b g )  . g r i d  (row =  1 4 , c o l u m n = 0 , p a d x = 2 , p a d y = 6 0 )  
#Logo
Labe l  ( r i g h t f r a m e  , im a g e = c a id e n L o g o  , b a c k g r o u n d = ” #000000” ) .  g r i d  ( row =  1 5 , column 
= 0  ,padx =  10,pady =  10)
# i n i t i  a l i z  a t i  o n s
# d r  aw c i r c l e  ( gasCanvas  , 4 0 , 4 0 , 2 0 ,  g r e e n )  
d r a w c i r c l e ( M o t o r l C a n v a s  ,20 ,20 ,13 , ”#8D8A8A” ) 
d r a w c i r c l e  ( Motor2Canvas  , 2 0 , 2 0 , 1 3 , ” #8D8A8A” ) 


















































d r a w c i r c l e (  Motor  1 Canvas  , 2 0 , 2 0 , 1 0 ,  g r een  ) 
d r a w c i r c l e (  Mot or2Canvas  ,20  ,20 ,10 , g r e e n ) 
d r a w c i r c l e  ( ManC tr lC anv as  , 2 0 , 2 0 , 1 0 ,  red  )
l o c C o l o r  =  g re e n
M apcnt =  0 
x S t a r t  =  0 
y S t a r t  =  0 
c e n t e r V a l u e  =  1000
t o t a l D i s t  a n c e  =  0
s t a r t  =  t i m e . t i m e ( )  
l a s t T i m e  =  s t a r t  
c u r r e n t T i m e  =  0 
l a s t S p d  =  200
l a s t X  =  0 
l a s t Y  =  0
# f u n c t i o n  f o r  r e a d i n g  s e r i a l  
d e f  runLoop ( e v e n t  =0) : 
l o c C o u n t  =  0
g l o b a l  M apcnt 
g l o b a l  x S t a r t  
g l o b a l  y S t a r t
g l o b a l  t o t a l D i s t  a n c e  
g l o b a l  s t a r t  
g l o b a l  l a s t T i m e  
g l o b a l  c u r r e n t T i m e  
g l o b a l  l a s t X  
g l o b a l  l a s t Y
g l o b a l  l a s t S p d
g l o b a l  l o c C o l o r
s =  se r  . r e a d l i n e  ()
i f  l e n ( s ) :  # i f  t h e r e  is any l e n g t h  do the f o l l o w i n g
# l o g  . i n s e r t  ( 90 . 0  9 j s )  # 0 . 0  means to i n s e r t  s at  t he  b e g i n n i n g  o f  the  
log wi dge t
l i n e S t r  =  s . decode  ( e n c o d i n g =  ’UTF— 8 ’ ) 
l o g . i n s e r t ( ’ 0 .0  ’ , l i n e S t r )
i f  ” L” in l i n e S t r  :


















































for  l i n e  i n  l i n e S t r  . s p l i t  :
i f  l o c C o u n t  =  1:
c u r r e n t  Y . c o n f i g  ( t e x t  =  l i n e )  
y V a l  =  f l o a t  ( l i n e  . s t r i p  ( ”N S” ))  
l o c C o u n t  =  2 
e l i f  l o c C o u n t  =  2:
n e w X l i n e  =  l i n e  . s t r i p  ( ’W  E \ n ” ) 
c u r r e n t X  . c o n f i g  ( t e x t  =  l i n e  . s t r i p  () ) 
x V a l  =  f l o a t  ( n e w X l i n e ) 
l o c C o u n t  =  0 
e l s e  :
l o c C o u n t  =  1
# a d d  lo c a t i o n  to t he  map 
i f  M apcnt =  0: 
x S t a r t  =  xVal  
y S t a r t  =  yVal
d r  a w c i r c l e  (m a p C a n v a s , c e n t e r V a l u e ,  c e n t e r V a l u e ,  8,  ’b l a c k ’ 
)
s e tX  . c o n f i g  ( t e x t  =  ” % . 4 f ” % ( x S t a r t ) )  
s e t Y  . c o n f i g  ( t e x t  =  ” % . 4 f ” % ( y S t a r t ) )  
e l s e  :
x M e t e r s  =  ( x S t a r t  — x V a l ) * 1 8 5 2  #moves  E a s t / W e s t  
y M e t e r s  =  (yV a l  — y S t a r t )  *1852 #moves  N o r t h / S o u t h  
d r a w c i r c l e  (mapCanvas , c e n t e r V a l u e + 4 * x M e t e r s  , c e n t e r V a l u e  
—4 * y M e te r s  , 4,  l o c C o l o r )
# c a l c u l a t e s  d i s t a n c e
d i s t a n c e  =  m ath  . s q r t  ( ( x M e t e r s —l a s t X  ) * ( x M e t e r s —l a s t X  ) +  ( 
y M e t e r s —l a s t Y  ) * ( y M e t e r s —l a s t  Y ))  
t o t  a l D i s t a n c e  + =  d i s t a n c e
D i s t a n c e L b l  . c o n f i g  ( t e x t  =  ” % . l f ” % ( t o t a l D i s t a n c e  ) )
# c a l c u l a t e s  i n s t a n t a n e o u s  v e l o c i t y  
c u r r e n t T i m e  =  t i m e ,  t i m e  ()
i n s t V e l  =  d i s t a n c e / ( c u r r e n t T i m e —l a s t T i m e  ) 
I n s t V e l L b l . c o n f i g ( t e x t  =  ” % . l f ” % ( i n s t V e l ) )
# c a l c u l a t e s  average  v e l o c i t y
a v g V e l  =  t o t a l D i s t  a n c e / (  c u r r e n t T i m e - s t  a r t  )
A v g V e l L b l . c o n f i g  ( t e x t  =  ” % . l f ” % (avgV e l ) )
# c h e c k  compass  h e ad i ng  
c h e c k C o m p a s s ( y V a l  , xVa l )
l a s t T i m e  =  c u r r e n t T i m e  
l a s t X  =  x M e t e r s  
l a s t Y  =  y M e t e r s  



















i f  ”M” in  l i n e S t r  : 
i f  1 en  ( s ) > =  3:
for  l i n e  in l i n e S t r  . s p l i t  ( ’ , ’ ) : 
i f  l i n e  =  1:
# m o t o r  1 f a u l t s
d r a w c i r c l e  (M o t o r l C a n v a s  ,20 ,20 ,10 , r e d )  
i f  l i n e  =  2:
# m o t o r  2 f a u l t s
d r a w c i r c l e  ( M o to r lC a n v a s  ,20 ,20 ,10 , r e d )  
r o o t . a f t e r ( 1 0 ,  runLoo p)
r u n L o o p ()
r o o t  . m a in lo o p  ()
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joanne uansmrt - Ke: Honors capstone Approval
From: <cmjones@niu.edu>
To: "Brianno Coller" <bcoller@niu.edu>, <bdcoller@gmail.com>, "Joanne Ganshi...
Date: 5/12/2013 6:17 PM
Subject: Re: Honors Capstone Approval
Thanks, Brianno. Regards, Chris 
Sent via BlackBerry by AT&T
From: Brianno Coller <bcoller@niu.edu>
Sender: bdcoller@gmail.com
Date: Sun, 12 May 2013 16:41:06 -0500
To: Christopher Jones<cmjones@niu.edu>
Subject: Re: Honors Capstone Approval
I approve projects for Scott Anderman, Jen Case, and Alec Fisher.
On Thu, May 9, 2013 at 10:33 PM, Christopher Jones <cmiones@niu.edu> wrote:
! Dear Colleague:
You are receiving this message, because you are the Honors Capstone supervisor of one or more of the 
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; Would you please do me the kind favor of e-mailing or calling Joanne Ganshirt (jqanshir@niu.edu; 753-9398)
; about your student on Friday or no later than Monday? We will not trouble you with signing paperwork, but 
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