Reconfigurable systems offer a solution to solve complex problems by combining the speed of hardware with the flexibility of software to improve performance and system performance.
INTRODUCTION [[[We
Microcontroller manufacturers have been competing for a long time for attracting choosy customers and every couple of days a new chip with a higher operating frequency, more memory and upgraded A/D converters appeared on the market.
However, most of them had the same or at least very similar architecture known in the world of microcontrollers as "8051 compatible". What is all this about? The whole story has its beginnings in the far 80s when Intel launched the first series of microcontrollers called the MCS 051. Even though these microcontrollers had quite modest features in comparison to the new ones, they conquered the world very soon and became a standard for what nowadays is called the microcontroller. [1] The main reason for their great success and popularity is a skillfully chosen configuration which satisfies different needs of a large number of users allowing at the same time constant expansions (refers to the new types of microcontrollers). Besides, the software has been developed in great extend in the meantime, and it simply was not profitable to change anything in the microcontroller's basic core. This is the reason for having a great number of various microcontrollers which basically are solely upgraded versions of the 8051 family. [2] 
LITERATURE REVIEW
Past few decades have seen enormous research in the design and implementation of Microcontrollers. Arithmetic and Logic Unit (ALU) being the computational heart of any controller needs to be implemented in an efficient manner. In this regard, work by Shrivastava et. al. [3] presents VHDL environment for floating point arithmetic and logic unit using pipelining. Pipelining is used to execute multiple instructions simultaneously. In top-down design approach, four arithmetic modules, addition, subtraction, multiplication and division are combined to form a floating point ALU unit. Each module is divided into sub-modules. Two selection bits are combined to select a in the ALU design are realized using VHDL, design functionalities are validated through VHDL simulation. Paper by Khurana et. al [4] discusses the construction of arithmetic Logic Unit (ALU) using Hardware Description Language (HDL) using Xilinx ISE 9.2i and implementing it on Field Programmable Gate Arrays (FPGAs) to analyze the design parameters. Extraordinary developments in the wired and wireless communications area, the requisition for secure data transmission increases [5] . In order to find solutions for this increasing requisition new algorithms and security standards such as Hash functions are developed. Paper [5] discusses about the implementation of the Hash processor using VHDL and FPGA. Work by Ashwini Deshmukh [6] emphasizes on "novel leading one anticipation algorithm" allowing the author to significantly reduce the anticipation failure rate with respect to the state-of the art. The author claims to embed the technique into a complete FPU. The work is also compared for its performance against existing solutions, showing both area savings and total latency reduction. In paper [7] authors present the design of an Arithmetic Logic Unit (ALU) based on Redundant Binary signed Digit (RBSD) Number System. Work by Khurana et. al. [8] throws light on implementation of a 32-bit Arithmetic Logic Unit (ALU) using VHDL. In this work the behavioral VHDL model of ALU is designed to perform 16 operations which include both logical and arithmetic operations. Data retention and leakage current are among the major area of concern in today's CMOS technology. In the paper [9] 6T SRAM cell has been analyzed on the basis of read noise margin (RNM), write noise margin (WNM), read delay, write delay, and data retention voltage (DRV). Implementation and simulations are carried out using VHDL. Paper [10] discusses the FPGA implementation about DDR3 SDRAM controller for high performance. Work by Vikas Gupta et. al. [11] explains a method for designing and implementing multiplierless digital PID controller based on Field Programmable Gate Array (FPGA) device. Paper [12] explains design of full architecture of an embedded processor for realizing arithmetic, logical, shifting and branching operations.
THE 8051 MICROCONTROLLER
Like all good things, this powerful component i.e., Microcontroller is basically very simple. It is made by mixing tested and high-quality "ingredients" (components) as per following recipe:
1. The simplest computer processor is used as the "brain" of the future system.
2. Depending on the taste of the manufacturer, a bit of memory, a few A/D converters, timers, input/output lines etc. are added.
3. All that is placed in some of the standard packages.
4. Simple software able to control it all and which everyone can easily learn about has been developed.
On the basis of these rules, numerous types of microcontrollers were designed and they quickly became man's invisible companion. Their incredible simplicity and flexibility conquered mankind a long time ago and if one tries to invent something about them, one should know that they are probably late; someone before you, has either done it or at least has tried to do it [2] .
Operation of Microcontroller
Even though there are a large number of different types of microcontrollers and even more programs created for their use only, all of them have many things in common. Thus, if you learn to handle one of them you will be able to handle them all. A typical scenario on the basis of which it all functions is as follows:
1. Power supply is turned on and everything starts to happen at high speed! The control logic unit keeps everything under control. It disables all other circuits except quartz crystal to operate. While the preparations are in progress, the first milliseconds go by.
2. Power supply voltage reaches its maximum and oscillator frequency becomes stabilized. SFRs are being filled with bits reflecting the state of all circuits within the microcontroller. All pins are configured as inputs. The overall electronics starts operation in rhythm with pulse sequence. From now on the time is measured in micro and nanoseconds.
3. Program Counter is set to zero. Instruction from that address is sent to instruction decoder which recognizes it, after which it is executed with immediate effect.
4. The value of the Program Counter is incremented by 1 and the whole process is repeated several million times per second.
Figure 1: Basic view of Intel 8051 Architecture
As one can observe, all the operations within the microcontroller are performed at high speed and quite simply, but the microcontroller itself would not be so useful if there are not special circuits which make it complete.
The main components which aid in making any Microcontroller powerful are as follows.
 Read Only Memory (ROM)
Read Only Memory (ROM) is a type of memory used to permanently save the program which is being executed.
 Random Access Memory (RAM)
Random Access Memory (RAM) is a type of memory used for temporary storing data and intermediate results created and used during the operation of the microcontrollers.
 Electrically Erasable Programmable ROM (EEPROM)
The EEPROM is a special type of memory not contained in all microcontrollers. Its contents may be changed during program execution (similar to RAM), but remains permanently saved even after the loss of power (similar to ROM).
 Special Function Registers (SFR)
Special function registers are part of RAM memory. Their purpose is predefined by the manufacturer and cannot be changed. Since their bits are physically connected to particular circuits within the microcontroller, such as A/D converter, serial communication module etc., any change of their state directly affects the operation of the microcontroller or some of the circuits. For example, writing zero or one to the SFR controlling an input/output port causes the appropriate port pin to be configured as input or output. In other words, each bit of this register controls the function of one single pin.
 Program Counter
Program Counter is an engine running the program and points to the memory address containing the next instruction to execute. After each instruction execution, the value of the counter is incremented by 1. For this reason, the program executes only one instruction at a time just as it is written.
 Central Processor Unit (CPU)
As its name suggests, this is a unit which monitors and controls all processes within the microcontroller and the user cannot affect its work. It consists of several smaller subunits, of which the most important are: 
DESIGN AND IMPLEMENTATION
The programming environment for ALU, RAM and ROM is based on VHDL. The behavioral description of the functionality is initially written and is then analyzed, simulated and synthesized onto Xilinx FPGAs. An application for the ALU, RAM and ROM modules implementation is developed by writing behavioral description in VHDL and the description is iteratively refined and debugged with the simulator available i.e., ModelSim version 5.5 a. After the description code is verified to be functionally correct by simulation, it is translated onto a Xilinx net list form. The net list is then mapped onto FPGA architecture by automatic partition, placement and routing tool to form a loadable FPGA object module. A static timing analysis tool is then applied to the object module to determine maximum operating speed.
Entity Declaration
Entity declaration implies declaring input and output ports for the required design. The ALU receives op_code, a 4-bit input and two inputs of 8 bits each i.e., src_1 and src_2. The ALU is provided with reset signal rst. It is also provided with an auxiliary carry (src_ac) and carry (src_in) as two more inputs to aid arithmetic operations. It has two 8-bit outputs i.e., des_1 and des_2 and three single bit outputs auxiliary carry out (des_au), carry out (des_cy) and overflow bit(des_ov) . The entity declaration for an 8-bit ALU can be seen in Figure 4 . Following the same methodology entity for RAM can be declared. It has an active high reset pin (rst), when asserted, the registers are set to default values, a clk (rising edge) : clock signal -all ram i/o is synchronous, an 8-bit address bus (addr), in_data pin which specifies the data being written into the ram/reg, an 8-bit out_data pin to read data from the ram/reg, a in_bit_data pin to write into the ram/reg, an out_bit_data pin for reading bit data from the ram/reg, an active low read signal (rd) which is asserted to signal a ram/reg read, an active low write signal (wr) asserted to signal a ram/reg write, an active high is_bit_addr pin for asserting if requesting a ram/reg bit-data and four 8-bit input and output ports. Entity declaration for ROM can be seen in Figure 3 and entity declaration for ALU can be seen in Figure 4 . The ROM has a 16-bit address bus (addr), a clock pin (clk), a read pin (rd), a reset pin (rst) and an 8-bit data bus. This read only memory serves the purpose of permanently storing the required functionality.
RESULTS AND DISCUSSIONS
Our The behavioral description of the ALU, RAM and ROM is behaviorally described and synthesized using Xilinx ISE version 7.1i and simulated and functionally verified on the ModelSim version SE 5.5a simulator. The simulation results of ALU performing Multiplication Operation can be seen in Figure 7 . Here depending on the value of op_code the various arithmetic and logic operations get executed. The simulation results are up to the expectations and hence the functionality of the code is verified. Further test bench is written in order to check the veracity of the HDL code. The .mcs file being generated is dumped on to FPGA (Spartan) which can be seen in the figure 6 . The output snapshot depicts simple addition operation with overflow being detected. In the similar fashion the behavioral description for RAM is described using VHDL and the simulation results can be seen in Figure 10 . The behavioral simulation for ROM can be seen in Figure 11 . The RTL schematic for the designed ALU can be seen in Figure 7 and for the ROM in figure 8 . The Register Transfer Level logic is up to the expectations as that of the 8051 architecture. As the entire code for all the three modules is synthesizable, the synthesis is carried out on the FPGA device (Spartan 3s50pq208-5). The entire design is optimized for speed and area using Xilinx device family Spartan. The device utilization, timing report, logic distribution and other details are given in Table 1 . 
CONCLUSION
In this paper an attempt has been made to implement Arithmetic and Logic Unit (ALU), a Random Access Memory (RAM) and a Read Only Memory (ROM) specific for 8051 Microcontroller on Field Programmable Gate Array (FPGA) using VHDL as the hardware description language.
The Spartan-3 (xc3s50pq208-5) has been used as target FPGA. A Library to keep in track of the opcodes and constants which are 8051 Microcontroller specific has been created. The design has been tested for its veracity using Test Bench and simulations. The device utilization summary shows that the ALU and ROM are implementable on the chosen device and higher FPGA is required for the implementation of RAM. The system designed is explored for the design space.
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