Web application to support project management by ŠIBAL, KLEMEN
Univerza v Ljubljani
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Fakultete za računalnǐstvo in informatiko ter mentorja.
Besedilo je oblikovano z urejevalnikom besedil LATEX.
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HTML hyper text markup language jezik za označevanje nadbese-
dila
HTTP hypertext transfer protocol protokol za izmenjavo hiperte-
ksta
ID Identity identiteta
IP Internet protocol protokol Internet
JS JavaScript JavaScript
JSON JavaScript object notation objektna notacija za Java-
Script
MVC Model-View-Controller model-pogled-krmilnik
PLC programmable logic controller programirljiv logični krmilnik
VSC Visual Studio Code Visual Studio Code

Povzetek
Naslov: Spletna aplikacija za vodenje projektov
Avtor: Klemen Šibal
Programov za vodenje projektov je danes na trgu veliko. Čeprav je namen
večine izmed programov poenostavitev načrtovanja in spremljanja projektov,
se med seboj razlikujejo. Nekatere bolǰse rešitve so precej drage in se zdijo kot
tvegana investicija. Celotno podjetje se mora prilagoditi novemu programu,
na trg pa lahko pridejo bolǰsa orodja. Zaradi razlik pri beleženju poteka
projektov prihaja do nekonsistentnosti in nesporazumov med zaposlenimi.
Zato smo se odločili razviti aplikacijo, ki bo primerneǰsa potrebam podjetja.
Upoštevala bo želje vseh zaposlenih, da bo načrtovanje projektov pri vseh
enako in bodo tako lahko vsi spremljali njihov potek. Aplikacija bo tekla
na strežniku, da bodo lahko vodje načrtovali projekte tudi izven prostorov
podjetja, ostalim zaposlenim pa omogočala poročanje dela s terena.
Ključne besede: spletna aplikacija, vodenje projektov.

Abstract
Title: Web application to support project management
Author: Klemen Šibal
Today there are a lot of programs for project management. Although the
purpose of most programs is to simplify project planning and monitoring,
they differ from one another. Some better solutions are quite expensive and
they seems as high risk investment. Every employee needs to adapt to new
program even though if there come better tools on the market. Differences
in recording the progress of projects lead to inconsistencies and misunder-
standings between employees. That is why we decided to implement our
own application that will be better suited for our own needs. It will take
into account the wishes of all employees to ensure that the project planning
is the same for everyone, so that everyone can follow their progress. The
application will run on the server so managers can plan projects outside the
company premises and allow other employees to report work from the field.




Preteklo leto sem kot študent opravljal delo v bližnjem podjetju, ki se ukvarja
z avtomatizacijo in robotizacijo. Vodje projektov za spremljanje in beleženje
poteka dela ter dodeljevanja nalog zaposlenim uporabljajo predvsem orodji
Microsoft Excel in ProjectLibre. V Microsoft Excelu za vsak posamezen pro-
jekt ustvarijo nov delovni list in vanj vnesejo vsa opravila, jim določijo ime,
začetek, konec, kategorijo, pomembnost in dodelijo zaposlene na določeno
opravilo. Slabost tega orodja je, da ne omogoča enostavne sinhronizacije
delovnih zvezkov med uporabniki, zato si vodje projektov izmenjujejo poso-
dobljene različice, s čimer pa pogosto prihaja do nekonsistentnosti podatkov.
Prav tako ob naraščajočem številu projektov datoteke postanejo zelo nepre-
gledne. Orodje ProjectLibre je odprtokodni program za načrtovanje projek-
tov, zato je načrtovanje z njim bolj smiselno kot z Microsoft Excelom. Ima
tudi vnaprej določene parametre, ki jih mora vodja vnesti pri vsakem opra-
vilu. Orodje sproti narǐse gantogram, tako si vodje lažje predstavljajo potek
projekta. ProjectLibre je orodje, ki nima podatkovne baze, nima strežnika.
Nameščeno je na odjemalcu, zato si morajo vodje ročno deliti njegove dato-
teke med seboj.
Rešitev za vodenje projektov je na trgu vedno več. Te rešitve so v večini
razvite za poljuben projekt, da bi jih uporabljalo čim več podjetij. Takšne
rešitve so Asana, Monday.com, TeamGantt, Wrike in še mnogo drugih. Vse te
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rešitve omogočajo grafični vmesnik za načrtovanje projektov preko brskalni-
kov. Omogočajo izris gantograma ali pa pregled na koledarju in dodeljevanje
novih opravil na projektu kar preko teh prikazov, ter nadzor nad nalogami
zaposlenih. Uporabniki pa se lahko med seboj sporočajo in delijo datoteke.
Največja slabost vseh naštetih orodij je, da cena orodja narašča s številom
uporabnikov, kar pri podjetjih z velikim številom zaposlenih znatno poveča
strošek. Prav tako marsikatera izmed funkcionalnosti ni všteta v ceno in jo
je potrebno doplačati.
1.1 Cilj diplomske naloge
Cilj diplomske naloge je razviti aplikacijo za vodenje projektov, ki bi zado-
stila vsem potrebam podjetja. V okviru diplomske naloge bomo zasnovali,
kakšne podatke bo potrebno vnesti pri kreiranju projektov in njihovih opravil
ter kako bomo dodeljevali zaposlene na ta opravila. Prav tako bomo vod-
jem omogočali pregled nad projekti in pri dodeljevanju opravil preverjanje
zaposlenosti vseh uporabnikov. Ostali pa bodo lahko videli svoja opravila
in njihov potek ter obveščali vodje o opravljenem delu. Omogočili bomo še
vnašanje opomb za obveščanje o morebitnih zapletih. Aplikacija se bo iz-
vajala na strežniku, da bodo lahko vsi z dostopm do interneta dostopali do
projektov, in tako omogočala obveščanje o delu tudi s terena. Prav tako pa
bomo ob razvijanju novih funkcionalnosti lažje posodobili aplikacijo, saj jo
posodobimo samo na strežniku.
1.2 Struktura diplomske naloge
V diplomskem delu bomo najprej predstavili programsko opremo in tehnolo-
gijo, ki smo jo uporabili pri razvoju aplikacije. Nato bomo v tretjem poglavju
opisali potek beleženja projektov v podjetju in kako smo zasnovali podat-
kovni model in arhitekturo sistema. V četrtem poglavju bomo predstavili
načrt uporabnǐskega vmesnika, v petem zaledni del aplikacije, v šestem pa
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delovanje aplikacije. V zaključku bomo najprej povzeli diplomsko nalogo







Za podatkovno bazo smo uporabili Postgres, znan tudi kot PostgreSQL. Po-
stgres je močna odprtokodna relacijska baza z več kot 30 leti aktivnega ra-
zvoja [12]. Zaradi priljubljenosti lahko ob morebitnih težavah na spletu v
večini primerov enostavno najdemo rešitev.
2.1.2 Node.js
Node.js je izvajalno okolje, ki omogoča, da poganjamo datoteke JavaScript
tudi na strežnǐski arhitekturi [10]. Tako lahko zaledni in čelni del razvijamo
v istem programskem jeziku. Ob namestitvi Node.js se namesti tudi njihov
Node Package Manager (NPM), ki skrbi za nameščanje paketov in knjižnic,




Express je ena izmed najbolj priljubljenih odprtokodnih knjižnic za izdelavo
spletnih aplikacij in omogoča enostavno implementacijo strežnika HTTP in
vseh vstopnih točk [3]. Express je kot vmesnik, ki posluša zahteve odjemalca
in se nanje odziva.
Node-postgres
Node-postgres je knjižnica, ki omogoča povezovanje Node.js s podatkovno
bazo Postgres [9]. Sama knjižnica ima velik nabor funkcij, ki omogočajo
povezovanje in upravljanje z bazo, za naš projekt pa bomo uporabili samo
funkcije za branje in pisanje.
Pug
Za generiranje predlog HTML smo uporabili knjižnico Pug [13]. Omogoča
lažjo in hitreǰso izdelavo spletnih strani, ki se servirajo s strežnika Node.js.
Knjižnica se integrira v Express, od koder lahko v predlogo dinamično vsta-
vlja podatke.
PM2
PM2 je upravitelj procesov, ki omogoča, da aplikacije Node.js enostavno
poganjamo in imamo pregled nad njimi [11]. Omogoča tudi, da aplikacijo
spremljamo in jih ob morebitnih napakah ustavimo in ponovno zaženemo.
Prav tako omogoča pregled nad izpisi, ki jih aplikacija izpisuje na izhod, in
njihovo hrambo.
2.1.3 Bootstrap
Bootstrap je odprtokodno knjižnica, ki omogoča hitro izdelavo odzivnih sple-
tnih strani za različne naprave [1]. Preko vnaprej pripravljenih razredov
povemo, kako naj se stran obnaša na manǰsih in kako na večjih zaslonih.
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Bootstrap omogoča tudi enostavno vključevanje lastnih tem. S tem lahko na
enem mestu spremenimo videz celotne aplikacije.
2.1.4 jQuery
jQuery je knjižnica, ki omogoča lažjo manipulacijo z elementi na strani
HTML [7]. S to knjižnico lahko naredimo strani bolj žive, saj dinamično
dodajamo elemente ter animacije. Prav tako omogoča izvajanje zahtevkov
HTTP na zaledni del za pridobivanje podatkov. To knjižnico skupaj z Bo-
otstrap vključimo v predlogo.
2.1.5 Select2
Select2 je knjižnica za uporabo napredneǰsih izbirnih vnosov [14]. Omogoča
lažje delo s takšnimi vnosi, saj lahko po njih ǐsčemo in izberemo več vnosov
hkrati ter sortiramo po skupinah.
2.1.6 Git
Git je odprtokodni sistem za verzioniranje kode, namenjen za hitreǰsi in eno-
stavneǰsi razvoj vse od manǰsih pa tudi večjih projektov [4]. Omogoča pregled
nad potekom razvoja aplikacije in ob morebitnih težavah razveljavitev spre-
memb. Prav tako poenostavi delo v skupinah, saj se dele aplikacije lahko
razvija na različnih vejah in se jih naknadno združi. Git ob tem preveri, če
obstajajo konflikti, in uporabnikom omogoča, da jih razreši.
2.2 Programska oprema
2.2.1 Visual Studio Code
Visual Studio Code je namenjen razvoju v JavaScript, TypeScript in Node.js
ter preko dodatkov tudi v preostalih programskih jezikih [15]. Je preprost
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urejevalnik, ki omogoča hitro razhroščevanje aplikacij Node.js, kar bo olaǰsalo
delo. Ima tudi veliko funkcionalnosti za zahtevneǰse uporabnike.
2.2.2 DataGrip
DataGrip je grafični vmesnik za delo s podatkovnimi bazami [2]. Ima pregle-
den vmesnik, ki ima možnost prikaza povezav med tabelami ter urejevalnik
ukazov SQL, ki zna predlagati ukaze glede na kontekst.
2.2.3 Gitkraken
Gitkraken je grafični vmesnik za verzioniranje kode preko okolja Git [5].
Je zelo pregleden vmesnik in enostaven za uporabo. Vgrajen ima preprost





Vodje si projekte razdelijo na opravila ter določijo zaposlene, ki jih bodo
opravljali. Opravila so razdeljena na kategorije glede na vrsto dela. Te kate-
gorije so nabava, konstrukcija, strojna izdelava, električna izdelava, montaža
in programiranje. Zaradi kategorij so tudi zaposleni razdeljeni glede na to,
kakšno delo opravljajo. Vloge v podjetju se delijo na konstruktorje, strojnike,
električarje, programerje ter vodje. Programerje še dodatno delijo glede na
vrsto programiranja, zato imamo še programerje plc in programerje robot. V
podjetju je tudi tajnǐstvo, ki skupaj z vodjami opravljajo dela, povezana z
nabavo. Vsaka kategorija ima tudi svojega vodjo, ki skrbi za potek dela vseh
zaposlenih v tej kategoriji. Ko podjetje prevzame projekt, se vodja najprej
dogovori z vodjami kategorij, kdo bo delal na tem projektu in kakšna so
opravila ter njihovi roki. Med samim projektom delavci obveščajo o svojem
delu vodje svoje kategorije, ti pa nato vodjo projekta. Vendar gre velikokrat
vodja sam do zaposlenih, ker hkrati vodje kategorij opravljajo druga dela ali
pa bi vodja rad sam videl potek dela in koliko ga je res opravljenega.
Želimo, da bi se ta proces nekoliko spremenil oziroma pohitril. Zaposleni
bi sami označili zaključena opravila, vodja pa bi preko aplikacije spremljal
potek celotnega projekta (slika 3.1). Tam, kjer zaposleni nimajo dostopa do
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Slika 3.1: Diagram primerov uporabe za Aplikacijo za vodenje projektov
aplikacije, obveščajo svojega vodjo kategorije, ta pa bi vnašali podatke v apli-
kacijo. Tako bi večino informacij o opravljenem delu vodja lahko spremljal
preko aplikacije in bi ob morebitnih zapletih ali nejasnostih preveril pri zapo-
slenih. Prav tako bi lahko vsi na projektu videli potek in koliko dela še ostaja.
Za potrebe podjetja potrebujemo vloge admin, vodja, asistent vodje in za-
posleni. Uporabnik, ki mu je dodeljena vloga zaposleni bo lahko videl samo
projekte in opravila, na katerih je dodeljen. Vodje bodo imeli možnost upra-
vljanja projektov. Ti bodo ustvarjali in urejali opravila ter njihove naloge.
Projektom bodo dodajali zaposlene, ki so na izbranem projektu. Asistenti
vodij bodo imeli pregled nad projekti ter nadzor nad zaposlenimi. Ker se
bo aplikacija uporabljala samo znotraj podjetja, bodo lahko samo asistenti
vodij dodajali nove uporabnike. Ti bodo lahko spreminjali vloge in gesla,
če je kateri uporabnik morda pozabil svoje. Vloga admin bo imela popoln
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nadzor. Lahko bo ponovno dodal že izbrisana opravila, naloge, projekte in
uporabnike.
Opravila so lahko dalǰsa in sestavljanje iz nalog. Tako ima vodja jasneǰsi
pregled nad samim opravilom in kje so morebitni zapleti. Določi jim že
omenjene kategorije ter prioriteto, ki je lahko majhna, srednja ali visoka.
Vodje in zaposleni, ki sodelujejo na projektu, lahko dodajo tudi opombo za
dodatna pojasnila in rešitve ob zapletih.
3.2 Podatkovni model
Podatkovni model je entitetno-relacijski, ki je sestavljen iz 9 glavnih in 2
povezovalnih entitet (slika 3.2).
Slika 3.2: Entitetno-relacijski diagram
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Te entitete so:
• entiteta Uporabnik za shranjevanje zaposlenih v podjetju,
• entiteta Vloga za shranjevanje vlog aplikacije, da bomo pri uporab-
nikih ločili, kakšne pravice imajo,
• entiteta Projekt za shranjevanje projektov,
• entiteta Narocnik za shranjevanje naročnikov projektov,
• entiteta Uporabnik Projekt za povezovanje med uporabniki in pro-
jekti, da ločimo, kdo je na katerem projektu,
• entiteta DelovnaVloga za shranjevanje delovnih vlog, da bomo ločili
katero funkcijo opravljajo uporabniki na določenem projektu,
• entiteta Opravilo za shranjevanje opravil, ki so vezana na projekt,
• entiteta Naloga za shranjevanje nalog, ki so vezane na opravila,
• entiteta Uporabnik Opravilo za povezovanje med uporabniki in
opravili, da ločimo kdo opravlja katero opravilo znotraj določenega pro-
jekta,
• entiteta Kategorija za shranjevanje kategorij ter
• entiteta Prioriteta za shranjevanje prioritet.
3.3 Arhitektura aplikacije
Danes je arhitektura MVC ena najbolj priljubljenih arhitektur za razvija-
nje programskih rešitev. Sprva se je uporabljala pri razvijanju programske
opreme za operacijske sisteme, danes pa je pristop MVC razširjen skoraj pov-
sod in je pri razvijanju spletnih aplikacij zelo priljubljen. Arhitektura MVC
je delitev programa na podatkovni model (Model), pogled (View) in krmilnik
(Controller) [6]. Takšna delitev razdeli aplikacijo na manǰse komponente in
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poskuša odstraniti neposredne povezave med njimi. Omogoča tudi hitreǰse
in lažje razvijanje ob večjem številu razvijalcev. Pri nadaljnjem razvoju nam
to lahko koristi, saj tako lahko zamenjamo del in bo aplikacija še vedno delo-
vala. Pri arhitekturi MVC bo uporabnik najprej poslal zahtevo v aplikacijo
(slika 3.3). Ta ga preko usmerjevalnika usmeri na pravi krmilnik, kjer se ob-
dela njegova zahteva. Ta posreduje zahtevo podatkovnemu modelu, ki ima
povezavo do naše podatkovne baze. Podatkovni model odgovori z ustreznimi
podatki nazaj krmilniku, ta pa ponovno obdela podatke in pripravi pogled
s podatki za uporabnika. Pri pogledu uporabljamo predloge Pug in lahko
te podatke dinamično napolnimo, kar nam koristi pri formi pregled projekta
kjer je potrebno prikazati veliko opravil hkrati. Krmilnike lahko razdelimo
glede na strani, ki jih mislimo uporabiti v aplikaciji, in glede na to, kakšne
podatke bodo obdelovali. Podatkovni model pa ima povezavo do Postgres in
posreduje podatke krmilnikom.




Aplikacijo bomo uporabljali samo znotraj podjetja, zato potrebujemo le
formo za prijavo, forma za registracijo je nepotrebna. Ob prijavi bodo upo-
rabniki prǐsli na nadzorno ploščo, kjer bodo povezave do preostalih form.
Potrebujemo tudi formo za pregled nad vsemi uporabniki in možnostjo doda-
janja novih ter formo za projekte. Tu bomo dodajali uporabnike in opravila
ter njihove naloge. Za uporabnike bomo potrebovali formo, kjer bodo imeli
pregled nad svojimi projekti in svojimi opravili. Ker so vsi podatki povezani
in so časovno odvisni, bomo imeli še formo za časovnico, kjer se bo videl po-
tek projektov. Za izdelavo načrta uporabnǐskega vmesnika bomo uporabili
orodje Balsamiq.
4.1 Prijava
Forma za prijavo je čisto preprosta in standardna (slika 4.1). Ob prijavi
v aplikacijo bodo uporabniki vnesli svoje uporabnǐsko ime in geslo. Oba




Slika 4.1: Načrt forme Prijava
4.2 Nadzorna plošča
Ko se uporabnik prijavi, ga aplikacija preusmeri na nadzorno ploščo (slika
4.2). Tukaj bodo povezave na preostale forme v aplikaciji. Uporabniki z
vlogami admin, vodja ali asistent vodij bodo imeli levi pogled, uporabniki
z vlogo zaposleni pa desni pogled. Slednji vidijo samo povezavo do svojih
projektov oziroma projektov, pri katerih so dodeljeni, in časovnice. Preo-
stali pa bodo imeli še povezavo do vseh projektov in vseh zaposlenih. Če
bomo aplikaciji dodali nove funkcionalnosti, bomo tukaj dodali novo ikono
in povezavo do te forme, ki bo namenjena za novo funkcionalnost.
4.3 Projekti
Pri povezavi Projekti nas aplikacija preusmeri na seznam vseh projektov
(slika 4.3). Asistenti vodij bodo imeli samo vpogled v seznam, uporabniki
z vlogama admin in vodja pa tudi možnost urejanja seznama. Uporabniki
z vlogo vodja bodo lahko dodajali, urejali in brisali projekte. Uporabniki z
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Slika 4.2: Načrt forme Nadzorna plošča
vlogo admin pa bodo imeli možnost videti izbrisane projekte in jih dodati
ponovno na seznam.
Slika 4.3: Načrt forme Projekti
4.4 Zaposleni
Povezava Zaposleni bo podobna kot Projekti, le da nas aplikacija preusmeri
na seznam zaposlenih (slika 4.4). Tukaj se vlogi vodja in asistent vodij za-
menjata. Vodje imajo vpogled v seznam, asistenti vodij pa imajo možnost
dodajanja, urejanja in brisanja uporabnikov. Tudi tukaj ima admin pregled
nad izbrisanimi uporabniki in možnost ponovnega dodajanja.
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Slika 4.4: Načrt forme Zaposleni
4.5 Pregled projekta
Ko izberemo projekt iz seznama, nas aplikacija preusmeri na formo projekta
(slika 4.5). Tu bodo uporabniki z vlogo vodja dodajali opravila in uporabnike
z delovnimi vlogami. Pri dodanih opravilih bodo imeli še dodatno možnost
dodati naloge. Dodeljeni uporabniki bodo nato imeli po povezavi Moji pro-
jekti dostop do projektov, ki so jim jih tukaj dodelili vodje.
Slika 4.5: Načrt forme izbranega projekta
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4.6 Moji projekti
Vsi uporabniki bodo imeli tudi dostop do forme Moji projekti (slika 4.6).
Forma prikazuje vse projekte, ki jim jih je dodelil vodja. Prav tako bodo
imeli pregled nad svojimi preteklimi projekti. Preko teh seznamov imajo
povezavo do projektov, kjer obveščajo nadrejene o napredku svojih opravil.
Še vedno pa bodo lahko videli druga opravila in kdo je zadolžen zanje, saj je
njihovo opravilo lahko povezano s preostalimi.
Slika 4.6: Načrt forme Moji projekti
4.7 Moja opravila
Vsi uporabniki bodo prav tako imeli dostop do forme Moja opravila (slika
4.7). Forma bo prikazala vsa nedokončana opravila, ki je uporabnikom do-
delil vodja. Na desni strani bo seznam teh opravil, ki bodo sortirana po
prioriteti ter datumu. Ob izbiri na opravila pa se bodo prikazale ostale infor-
macije o opravilu ter njegove naloge, kjer bodo uporabniki označili končane
naloge. Omogočili bomo tudi dodajanje opomb pri opravilih in nalogah.
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Slika 4.7: Načrt forme Moja opravila
4.8 Časovnica
Vsi uporabniki bodo imeli tudi dostop do forme Časovnica (slika 4.8). Na
tej formi bodo prikazani vsi projekti, da bodo uporabniki imeli vpogled v
potek in bodo lahko lažje načrtovali nadaljnje delo. Ob izbranem projektu
pa bo forma prikazala njegova opravila. Dodali bomo še možnost pregleda
zaposlenosti uporabnikov, kjer bo vodja iz seznama zaposlenih izbral nekoga,
forma pa bo prikazala vsa njegova opravila.
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Preko paketa Express vzpostavimo strežnik HTTP, ki se odziva na vratih
3000. Podatkovna baza Postgres pa se izvaja lokalno in se odziva na vratih
5432. V korenski mapi aplikacije imamo datoteko .env, kjer so shranjene
okoljske spremenljivke. Aplikacijo smo razdelili na pet krmilnikov glede na
to, kakšno funkcionalnost pokrivajo. To so krmilnik za upravljanje s prijavo,
krmilnik za upravljanje z uporabniki, krmilnik za upravljanje s projekti, kr-
milnik za upravljanje z naročniki ter krmilnik za upravljanje z časovnico.
5.1.1 Krmilnik za upravljanje s prijavo
Krmilnik za upravljanje s prijavo skrbi za prijavo ali odjavo iz aplikacije. Če
je uporabnik vpisan, ga preusmeri na formo Nadzorna plošča. Zato posluša
na naslednjih naslovih:
• / tipa GET preusmeri uporabnika na formo Nadzorna plošča;
• /login tipa GET prikaže formo za prijavo;
• /login tipa POST preveri uporabnǐsko ime in geslo ter ob uspešni
prijavi preusmeri na formo Nadzorna plošča; ob večkratni neuspešni
prijavi z istega naslova IP, se prijava v aplikacijo onemogoči;
23
24 Klemen Šibal
• /logout tipa GET pa uniči trenutno sejo in preusmeri nazaj na formo
za prijavo.
Vsaka naslednja forma skupaj z naslovom / preveri, ali je uporabnik vpisan
v aplikacijo in ga ob neuspehu preusmeri nazaj na stran za prijavo. Prav
tako smo dodali, da se seje, ki so stareǰse kot pol ure od zadnje aktivnosti,
uničijo.
5.1.2 Krmilnik za upravljanje z uporabniki
Krmilnik za upravljanje z uporabniki skrbi za prikazovanje seznama vseh
zaposlenih ter formo uporabnikovih projektov. Ta krmilnik je zadolžen tudi
za prikazovanje vseh podatkov, ki so povezani z uporabnikom. Krmilnik
posluša na naslednjih naslovih:
• /employees/ tipa GET posreduje formo vseh uporabnikov;
• /employees/userId tipa GET posreduje formo Moji projekti; Za to
formo bi lahko dodali svoj krmilnik, vendar lahko z drugih naslovov
pridobimo vse podatke in jih pri odjemalcu obdelamo ter prikažemo
samo tiste, ki so mu dodeljeni;
• /employees/tasks tipa GET posreduje formo Moja opravila, kjer se v
seznamu prikažejo vsa njegova nedokončana opravila; Uporabnik izbere
opravilo in obvesti o končanem delu brez preusmeritve na formo pregled
projekta;
• /employees/project tipa GET je enak klicu za Moja opravila, le da
tu uporabniku prikaže seznam vseh opravil na izbranem projektu;
• /employees/roles tipa GET vrne objekt JSON vseh vlog v aplikaciji;
Uporabno, kadar bo asistent vodij dodajal novega uporabnika, da dobi
seznam vseh vlog iz baze;
• /employees/all tipa GET vrne objekt JSON vseh uporabnikov; Upo-
rabno, kadar bomo želeli podatke o vseh zaposlenih samo osvežiti ali
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preveriti zasedenost nekaterih podatkov, kot je na primer uporabnǐsko
ime;
• /employees/create tipa POST sprejme podatke o novem uporabniku;
Asistent vodij bo ob kreiranju poslal uporabnǐsko ime, geslo, ime in
priimek ter vlogo v aplikacijo; Aplikacija ob uspešnem dodajanju vrne
id novega uporabnika, da ga lahko dinamično doda na odjemalčevi
strani;
• /employees/update tipa POST je podoben kot pri kreiranju, le da gre
za posodobitev podatkov ob pozabljenem geslu ali spremembi katerega
drugega podatka;
• /employees/delete tipa POST se uporablja, kadar se uporabnika ne
uporablja več v aplikaciji.
5.1.3 Krmilnik za upravljanje s projekti
Krmilnik za upravljanje s projekte skrbi za prikazovanje form vseh projektov
ter izbranega projekta. Prav tako skrbi za posredovanje vseh podatkov glede
projekta enako kot krmilnik za upravljanje z uporabniki. Ker so opravila in
naloge vezane na projekt, smo klice zanje dodali kar tu, čeprav bi lahko zanje
naredili svoj krmilnik. Krmilnik se odziva na naslednjih naslovih:
• /projects/ tipa GET posreduje formo z vsemi projekti;
• /projects/create tipa POST sprejme podatke o novem projektu;
Vodje bodo poslali ime projekta, številko projekta, začetek in konec
ter id naročnika; Strežnik mu nato vrne objekt JSON o uspešnosti in
id novega projekta za dinamično dodajanje;
• /projects/update tipa POST sprejme enake podatke kot kreiranje
novega projekta, le da se tu samo posodobijo podatki izbranega;
• /projects/delete tipa POST se uporablja za brisanje izbranega pro-
jekta in tako kot pri uporabnikih se tu posodobi samo aktivnost;
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• /projects/id tipa GET se uporablja za posredovanje form za pregled
izbranega projekta;
• /projects/roles tipa GET deluje podobno kot krmilnik za upravlja-
nje z uporabniki, le da tu vrne objekt JSON z vlogami, ki so vezane na
projekt;
• /projects/workers tipa GET vrne objekt JSON vseh uporabnikov z
njihovimi delovnimi vlogami za izbrani projekt;
• /projects/workers/add tipa POST prejme id uporabnika in id de-
lovne vloge ter vrne objekt JSON o uspešnosti;
• /projects/workers/delete tipa POST odstrani uporabnika, ki je ve-
zan na trenutni projekt;
• /projects/tasks tipa GET vrne objekt JSON vseh opravil izbranega
projekta; Tako bomo lahko tudi uporabniku prikazali le opravila, ne da
bi dostopali do forme s pregledom projekta;
• /projects/tasks/add tipa POST sprejme podatke o novem opravilu
ter vrne nazaj objekt JSON o uspešnosti in njegovi id; Zraven preveri,
ali so uporabniki, ki jim je dodeljeno opravilo, zasedeni v tem času; V
tem primeru vrne objekt JSON vseh konfliktov, da vodja te vidi in ob
želji vseeno doda kljub konfliktom;
• /projects/tasks/update tipa POST sprejme podatke ter posodobi
izbrano opravilo ter vrne odgovor glede uspešnosti; Tudi tukaj se pre-
verijo konflikti s preostalimi opravili in te vrne, če jih najde;
• /projects/tasks/delete tipa POST sprejme id opravila in posodobi
njegovo aktivnost;
• /projects/tasks/completion tipa POST sprejme id opravila, nato
pa v primeru nalog izračuna odstotek in ga posodobi v bazi; Če je
opravilo končano, se zraven odstotka zapǐse tudi trenutni datum;
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• /projects/subtasks tipa GET vrne objekt JSON vseh nalog izbra-
nega opravila; Tudi ta naslov bomo uporabili na formi Moja opravila
za opravila, ki imajo naloge;
• /projects/subtasks/add tipa POST sprejme podatke o novi nalogi
in id opravila, na katerega je vezan, ter vrne objekt JSON o uspešnosti
in njegov id;
• /projects/subtasks/delete tipa POST sprejme id naloge in poso-
dobi njeno aktivnost;
• /projects/subtasks/completion tipa POST sprejme id naloge in po-
sodobi končanost naloge; Zraven izračuna nov odstotek opravila, na ka-
terega je vezan, in ob končanem opravilu se tudi zapǐse trenutni datum;
• /projects/priorities tipa GET vrne objekt JSON z vsemi priorite-
tami;
• /projects/categories tipa GET vrne objekt JSON z vsemi katego-
rijami.
5.1.4 Krmilnik za upravljanje z naročniki
Krmilnik za upravljanje z naročniki bo skrbel za sprejemanje klicev glede
naročnikov. V načrtu uporabnǐskega vmesnika nismo izdelali forme za se-
znama vseh naročnikov, ker je za potrebe podjetja pri vodenju projektov
trenutno nepotrebna. Ob želji po tej funkcionalnosti bo ta krmilnik posredo-
val tudi formo s pregledom nad vsemi naročniki. Trenutno ga potrebujemo
za naslednje klice:
• /client/ tipa GET bomo namenoma pustili ravno zaradi verjetnosti
dodajanja forme, kjer bomo imeli pregled nad njimi;
• /client/all tipa GET bo vrnil objekt JSON vseh naročnikov;
• /client/create tipa POST bo prejel podatke o novem naročniku ter
vrnil objekt JSON o uspešnosti z njegovo id.
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5.1.5 Krmilnik za upravljanje z časovnico
Krmilnik za upravljanje z časovnico trenutno samo posreduje formo za prikaz
Časovnice, ki se odziva na naslovu /viz/. Ker se funkcionalnost te strani raz-
likuje od drugih, ter ob možnosti dodajanja novih prikazov, smo raje ustvarili
nov krmilnik samo za prikaz podatkov. Podatke o projektih, opravilih in na-
logah lahko dobimo iz preostalih krmilnikov, zato tu ni drugih klicev, saj bi
se tako samo podvajali.
5.2 Avtonomno posodabljanje aplikacije
Da bomo lahko postoma dodajali nove funkcionalnosti, bomo uporabili dosto-
pne točke (webhook), ki omogočajo, da se strežnik, na katerem se aplikacija
izvaja, sam posodobi na najnoveǰso verzijo [8]. Nekateri spletni servisi za
shranjevanje repozitorijev omogočajo sprožitev HTTP zahtevkov ob dogod-
kih kot so git push, merge itd. Uporabili smo sprožitev ob ukazu git push
na URL naslovu /webhook/bitbucket, od koder se aplikacija odziva in izvaja
poljubne funkcije (slika 5.1). Skupaj s paketom shelljs lahko na strežniku
izvajamo tudi ukaze lupine bash (slika 5.2). Ob klicu na izbrani naslov v
aplikaciji preverimo vejo kode in lastnika, ki je izvedel ukaz git push. Če
zaupamo lastniku, dovolimo izvajanje poljubne funkcije ter pred ponovnim
zagonom aplikacije, izvedemo še ukaz npm install, da se naložijo tudi nove
knjižnice, če smo pri posodobitvi aplikacije dodali kako novo funkcionalnost
in uporabljamo novo knjižnico. S tem se prav tako pretekle knjižnice same
posodobijo na najnoveǰse verzije.
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Slika 5.1: Primer nastavitve dostopne točke




Zaposleni bodo do aplikacije dostopali preko brskalnika, kamor jim aplika-
cija posreduje forme glede na njihove akcije. Formam smo dodali skripte
JavaScript, da na strani odjemalca aplikacija deluje dinamična. Te skripte
glede na akcije uporabnika kličejo strežnik za določene podatke ali pa po-
sredujejo podatke za novosti v podatkovnem modelu. Glede na načrte form
uporabnǐskega vmesnika smo izdelali strani HTML po predlogi Pug. Večina
form je enaka kot njihov načrt, nekatere pa so spremenjene glede na ideje
med razvojem.
6.1 Prijava
Aplikacija uporabnika najprej usmeri na formo Prijava (slika 6.1), kjer vpǐse
svoje uporabnǐsko ime in geslo. Ob napačnih podatkih ga aplikacija obvesti
o napaki, drugače pa ga preusmeri na formo Nadzorna plošča. Če je nje-




Slika 6.1: Forma za prijavo
6.2 Nadzorna plošča
Nadzorna plošča povezuje vse forme med seboj (slika 6.2). Kadar se v aplika-
cijo prijavi uporabnik z vlogami admin, vodja ali asistent vodij, vidi pogled,
kot je na sliki. Če se v aplikacijo vpǐse uporabnik z vlogo zaposleni, pa
vidi samo povezave do forme Moji projekti, Moja opravila ter Vizualizacija.
Formo Časovnica iz načrta uporabnǐskega vmesnika smo preimenovali v Vizu-
alizacija, ker imamo namen dodati tudi druge prikaze svojih podatkov in smo
posplošili ime. Ob kliku na svoje ime v zgornjem desnem kotu pa se pojavijo
vse povezave iz nadzorne plošče. Zato se uporabnikom ni potrebno usmeriti
na nadzorno ploščo, kadar želijo hitro priti do preostalih form aplikacije.
Slika 6.2: Forma Nadzorna plošča
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6.3 Projekti
S klikom na povezavo Projekti na nadzorni plošči nas aplikacija preusmeri
na formo s seznamom vseh projektov (slika 6.3). Tukaj lahko nato dodamo
nov projekt, kjer se odpre modalno okno. V modalnem oknu vnesemo vse
potrebne podatke in ob uspešnem dodajanju se dinamično doda na seznam
nov projekt. Uporabniki z vlogo vodja in admin lahko nato urejajo ali brǐsejo
izbrani projekt. Ob izbranem projektu jih aplikacija preusmeri na njegov
pregled. Tukaj imajo tudi možnost izpisa seznama vseh projektov v datoteko
Excel ali PDF.
Slika 6.3: Forma Projekti z modalnim oknom za dodajanje novega
6.4 Zaposleni
S klikom na povezavo Zaposleni na nadzorni plošči nas aplikacija preusmeri
na formo s seznamom vseh zaposlenih (slika 6.3). Tukaj lahko asistenti vodij
dodajajo nove uporabnike, urejajo obstoječe ali izbrǐsejo nepotrebne. Admini
lahko izbrisane ponovno dodajajo na ta seznam. Povezava Več nas preusmeri
na stran Moji projekti za izbranega uporabnika. Med razvijanjem kode smo
postopoma že uporabljali aplikacijo in nekatere je motilo, da imajo vlogo
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zaposleni. Zato smo uporabnikom admin dodali možnost dodajanja novih
vlog aplikacije ter dodali vloge konstrukter, strojnik, električar in programer,
ki imajo enako pravico kot vloga zaposleni.
Slika 6.4: Forma Zaposleni
6.5 Pregled projekta
Ob izbiri projekta na seznamu vseh projektov nas aplikacija preusmeri na
formo s pregledom projekta (slika 6.5). Na tej formi vodje načrtujejo pro-
jekt. Najprej dodajo uporabnike in njihove delovne vloge (slika 6.6). Upo-
rabnika lahko dodajo večkrat na isti projekt z različnimi vlogami. Nato pa
kreirajo nova opravila ter njihove naloge. Tem opravilom preko modalnega
okna dodelijo ime, začetek, konec, vrsto kategorije, prioriteto ter uporabnike,
ki jih je pravkar dodal na seznam zaposleni na projektu. Če je uporabnik
v tem času na drugem projektu, ga aplikacija obvesti, ta pa se mora nato
sam odločiti, ali bo vseeno dodal opravilo s konflikti. Aplikacija omogoča,
da lahko vodja najprej doda opravila, vendar ne more dodeljevati uporab-
nikov. Ko doda uporabnike na seznam zaposleni na projektu, lahko nato
vodja uredi obstoječa opravila in jim dodeljuje uporabnike. V načrtu upo-
rabnǐskega vmesnika smo imeli za to formo nekoliko drugačen načrt. Vodja bi
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ob kreiranju opravil kar takoj sproti videl časovnico za projekt in s tem imel
bolǰsi občutek glede rokov. Vendar smo nato opravila in časovnico razdelili
na dva dela, ker skupaj nista bila pregledna. Opravila sama so prikazovala
veliko podatkov, in da jih je bilo mogoče prebrati, so zasedla celotno vrstico.
Slika 6.5: Forma za pregled projekta
6.6 Moja opravila
Vsem uporabnikom smo dodali povezavo do forme Moja opravila (slika 6.7).
Večine uporabnikov ni zanimal vpogled v celoten projekt, ampak so samo
želeli obvestiti o svojem delu. Zato smo dodali stran, kjer se preberejo iz
podatkovnega modela vsa nedokončana opravila uporabnika in se izpǐsejo v
seznam. Uporabnik nato izbere iz seznama in samo označi, katera dela je
opravil. Opravilu lahko nato doda še opombo o morebitnih zapletih.
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Slika 6.6: Forma za pregled projekta s seznamom delavcev
6.7 Moji projekti
Po povezavi Moji projekti iz nadzorne plošče nas aplikacija preusmeri na
pogled vseh projektov uporabnika (slika 6.8). Tudi ta forma se nekoliko
razlikuje kot prvotno načrtovano, ker zaposlenih ni zanimal celoten pregled
projekta. Zato se uporabniku prikaže seznam vseh njegovih projektov, ob
izbiri projekta pa kratek pregled njegovih opravil. Nedokončani projekti so
na vrhu seznama, končani pa na dnu, z značko, da ju lahko uporabnik loči.
Ob kliku na opravilo uporabnika preusmerimo na stran Moja opravila, le
da ne prikažemo vseh nedokončanih opravil, ampak vsa opravila, ki so mu
bila dodeljena na tem projektu. Na obeh formah ima še vedno povezavo do
projekta, če želi dobiti pregled nad celotnim projektom.
6.8 Časovnica
Uporabniki imajo na izbiro videti časovnico vseh projektov, samo za določen
projekt ali časovnico vseh opravil za izbranega uporabnika(slika 6.9). Upo-
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Slika 6.7: Forma Moja opravila
rabniki z vlogo zaposleni lahko pri izbiri projekta izberejo samo tiste, ki so
jim bili dodeljeni, pri izbiri uporabnika pa lahko izbere aplikacija sama vpisa-
nega uporabnika in mu onemogoči izbiro. Preostale vloge imajo prosto izbiro
pri vseh pregledih. Časovnica izbranega projekta je enaka kot na formi pre-
gled projekta. Časovnico za izbranega uporabnika je mogoče videti tudi na
dnu forme Moja Opravila.
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Slika 6.8: Forma Moji projekti




V diplomskem delu smo razvili spletno aplikacijo za vodenje projekta zno-
traj podjetja. Vodje projektov imajo pregled nad opravili na projektih ter
nad zaposlenimi, ki ta opravila opravljajo. Pri načrtovanju jim aplikacija
pomaga pri dodelitvi opravil z sporočanjem zaposlenosti uporabnikov tudi
za projekte, katerega niso sami vodje. Omogoča pa tudi pregled nad projekti
ostalih vodij, da ne prihaja do nepotrebnih konfliktov med njimi. Zaposleni,
ki opravljajo ta opravila, pa imajo tudi pregled nad svojimi zadolžitvami in si
lažje načrtujejo svoj potek dela. Preko opomb v aplikaciji si sporočajo težave,
katere skupaj z vodji sproti rešujejo in jih lažje obvladujejo. Med razvojem
smo dobili tudi nove ideje za nadgradnje, nekatere smo že dodali, saj delujejo
pomembneǰse kot obstoječe funkcionalnosti aplikacije. Opazili smo, da je v
fazi analize in načrtovanja potrebno dobro proučiti, kaj točno potrebujemo
in kako bomo neko funkcionalnost razvili. Čeprav je bila aplikacija razvita
za vodenje projektov znotraj podjetja, bi lahko z malo spremembe aplikacijo
uporabljali tudi pri drugih podjetij. Dodali bi možnost dodajanja lastnih
kategorij in s tem bi lahko aplikacijo prilagodili za ostala podjetja, ki imajo
drugačen potek. Na primer dodali bi kategorije naslovov tega diplomskega
dela in bi tako lahko načrtovali njeno izdelavo. V projekt bi vključili mentorja
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in somentorje ter bi po opombah reševali probleme pri določenem poglavju ali
podpoglavju. Na koncu bi dodali še kategorijo pregled in preko opravil spre-
mljali potek popravila diplomske naloge, v opombah pa razjasnili nepravilne
popravke. Takšna aplikacija bi lahko prǐsla prav tudi manǰsim podjetjem,
ki bi s tem rešila težavo, kot smo jo imeli sami, kjer smo si morali pošiljati
posodobljene datoteke projektov.
7.2 Ideje za nadaljnji razvoj
Tekom razvoja aplikacije smo dobili nove ideje o izbolǰsanju trenutnih funk-
cionalnosti.
7.2.1 Modul za reklamacijo
Med razvojem se je pojavila želja po modulu za reklamacijo. Po končanem
projektu se določen izdelek lahko pokvari. Opravilo za odpravo napake ni
vezano več na projekt, ker je ta končan. Prav tako se lahko izkaže, da ima
izdelek napako in ga je potrebno zamenjati. Tako opravilo tudi ne sodi v sam
projekt. Vodjam bomo dodali možnost dodajanja opravil za reklamacijo in
te označili z posebno značko, da bodo zaposleni lahko ločili od ostalih opravil
(slika 7.1).
Slika 7.1: Forma Modula za reklamacijo
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7.2.2 Datoteke
Nekatera opravila so povezana z različnimi datotekami, na primer načrt za
izdelavo konstrukcije. Preko aplikacije bi tako te datoteke naložili na strežnik
aplikacije. od koder bodo lahko vsi ostali na opravilu dostopali do teh (slika
7.2).
Slika 7.2: Forma izbranega projekta s funkcionalnostjo dodajanje datotek
7.2.3 Sporočila
Tekom razvoja aplikacije smo ugotovili, da bi bila sporočila ustrezneǰsa kot
opombe. Vsem opravilom in nalogam bi omogočili pisanje sporočil, dodeljeni
uporabniki pa bi preko teh reševali morebitne probleme. Vsako sporočilo bo
imelo tudi avtorja in datum, da bodo vsi na opravilu ločili, kdo jo je napisal
ter na kaj se navezuje. Vsi uporabniki bodo imeli dostop do preteklih sporočil,
da ne bo prihajalo do izgub informacij (slika 7.3).
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Slika 7.3: Primer sporočil v aplikaciji
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