This paper introduces the translotion algorithms that support the combination of semi-formal graphical representations with formal notations in the Harmony environment for sofhvare speciJicoion. Background information is presented obout the Harmony approach and details of both formalization and defornialization processes are provided. Even though the algorithms described ure focused on UML to Z++ translations, their underlying principles and rules can be adapted and reused for other combinations of modeling notafions, in particular for combinations that involve UlML for the graphical representation of sofiare models. Several directions of enhuncing the existing trans Iation algorithms are also discussed in the paper.
As a matter of terminology, in this paper the word specification is used in the sense defined by Alan Davis, that of a document containing a description. According to this definition, one can use terms such as requirements specification, design specification, or test specification
[3]. Since the focus of our research is on the early stages of the software process, software specijication refers in this paper to software requirements and software design specifications. Also as a matter of terminology, this paper follows [4] to make distinction between formal, semiformal, and informal specification techniques. According to [4], informal techniques "do not have complete set of rules to constrain the models that can be created," semiformal techniques have well-defined syntax and their "typical instances are diagrammatic techniques with precise rules that specify conditions under which constructs are allowed and textual and graphical descriptions with limited checking facilities," and formal techniques have precise syntax and semantics and "there is an underIying model against which a description expressed in mathematical notation can be verified". Furthermore, to be precise, graphical notations can be formal, however, in this paper references are solely to the larger group of semi-formal and informal graphical notations.
Our initial approach for dealing with software specification, described in detail in (51, is based on the idea of combining informality or semi-formality (quick, easy, but imprecise descriptions) with formality {heavy, mathematics-based, but rigorous representations) in describing what a system is supposed to do (or not to do). This approach, investigated further in recent work [6,7, 8, 91 , has led to several preliminary results that suggest that there is significant potential in combining modeling notations in sofiware specification. To support combinations of graphical notations such as UML [IO] with formal notations such as Z++ [ I l , 121 translation algorithms between the two types of notations are necessary. This paper presents details of rules, principles, and implementation solutions for such algorithms. It is worth noting that although the translation algorithms described in this paper are designed for the UML/Z++ combination, their underlying principles and rules are sufficiently 'notation-independent' to be reused in other similar combinations, in particular in combinations that involve UML as semi-formal graphical notation.
The remainder of this paper is structured as follows: section 2 briefly overviews the Harmony environment, section 3 summarizes the specification approach used in Harmony, sections 4 and 5 discuss the translation algorithms between Harmony's semi-formal and formal spaces (formalization and deformalization processes), section 6 identifies directions of enhancing the proposed algorithms, and section 7 finalizes the paper with several conclusions.
The Harmony Environment
Harmony, whose main interface is shown in Fig. 1 , is a window-based integrated software specification environment that presents to the user a main window with three panes. On the left-hand side of the environment's main window the project pane shows the structure of the entire project. Next, in the center of the main window, the UUL space allows the development of various UML model elements, including use cases, scenarios, sequence diagrams, class diagrams, classes, and statecharts. Lastly, on the right-hand side of the environment's main window, the formal space is used for editing the formal specifications that complement the graphical UML models of the software system being developed. Even though Fig. 1 
The Specification Approach in Harmony
The modeling approach that we propose, emphasizing the combined use of semi-formal and formal notations in software specification, relies on two main components: a set of translation algorithms between UML and Z++ (algorithms for formalization and deformalizafiun), and a set of specification steps (modeling activities). The latter define a procedural frame in which the software is specified, while the former are used during particular steps of this frame.
In this section, the artifacts that are produced during the combined semi-formal and formal specification of the system as well as the activities of the specification process are briefly described. More details on artifacts and steps, including justifications for selecting a specific subset of UML constructs and for focusing on a specific subset of modeling activities can be found in [4,7,93.
Artifacts
During the specification of the software system, a series of diagrams are drawn, modeling constructs are completed, including both UML and Z++ specification of cIasses, and the formaIization and deformalization processes are performed.
Based on a set of requirements that describe the intended properties of the system, the following basic artifacts are created as components of the integrated semi-formaUforma1 model of the system: uses cases, scenarios, sequence diagrams, class compounds, and Z+-+ classes. While use cases, scenarios and sequence diagrams are typical UML model elements and Z++ classes are the fundamental constructs of Z++ specifications, class compounds are new model elements included in our approach to provide better support for the translation of UML models into Z++ specifications. In essence, the class compound is a simple yet practical extension of a regular UML class, obtained by attaching the associated state diagram to the cIass. As indicated in [SI, the pairing of the two UML model elements, class and its associated state diagram, although conceptually simple, is nevertheless powerful in that it extends the fundamentat notion of encapsulation, datu + operations, to a more general description data + operations + allowable sequences of operations. Moreover, it corresponds to the class structure of forma1 specification languages such as Z++ or Object-Z, thus providing enhanced support for formalization,
In our approach, we have considered mechanisms fur grouping logically related artifacts in addition to those provided by the UML. Specifically, with respect to the model elements employed in our approach, UML provides use case diagrams for gathering related use cases and class diagrams for grouping connected classes. In order to provide better support for formalization, we have introduced supplementary structuring mechanisms in the form of groups (e.g., scenario groups) and collections (e.g., use case collection, which is the set of all use case diagrams included in the system model). A summary of the artifacts used in the Harmony approach, together with their abbreviations (included for easier referencing) is provided in i.e., COMP = CLS + CLSTD. Class compounds are included in class diagrams and one or more class diagrams make up the class diagram collection CDC of the system model.
Modeling Activities
The steps of the specification approach that we propose can be described briefly as follows (this is a simplified representation of the suggested procedural frame). Details are available in [5, 71, where in addition to the regular flow of modeling activities summarized below examples of "irregular" sequencing of activities are given. Of course, as it is aIways the case in software development, iterations of steps and refinements of artifacts are necessary. Note that in the following basic ("regular") flow of modeling activities the deformalization step is not included because it is less frequently used. Also, note that the integrated system model (SM) obtained can be described concisely as:
where the UML part of the system model is:
U M L~M = UCC + SCC + SQC + CDC and the formal ( Z t t ) part of the system model is: Step 2
Step 3
Elaboration of scenarios ("instances of use cases"), grouped in SCGs and making up the SCC part of the integrated model of the system.
Construction of class diagrams, in which a rough sketch of the system's class structure is obtained.
Step 4
Step 5
Step 6
Step 7 specification of the sequence diagrams, in which components of the SQC part of the model are developed.
Elaboration of class compounds, in which class descriptions and class state diagrams are detailed (the system structure sketched in Step 3 evolves into the detailed CDC part of the model).
Formalization of UML class diagrams, involving the generation of the system's Z++ specification.
Enhancement of the Z++ specification, performed by developers with expertise in formal methods.
The ZSPEC part of the system model is completed.
Formalization: Translation Algorithms from UML to Z++
Regarding the translation processes between UML models and their corresponding Z++ specifications described in [53, we should note that emphasis is placed on the "direct", UML to Z++ translation, whose purpose is to increase the rigor of the system's description and help both developers and their customers gain a better insight of the system under construction. However, in order to make formal specifications easier to understand, during the integrated modeling of the system the "reverse translation," from Ztt to UML, is also considered. The first type of translation, formalizution, applies both to UML class diagrams, which capture structural aspects of the system, and to UML state diagrams, which describe the system's dynamics. The second translation, deformalization, produces WML classes from the information contained in Ztc specifications. For both types of iranslation process the focus has been on those parts of formalization and deformalization that can be performed automatically, a detailed set of translation principles and a translation algorithm based on these principles being proposed for each process. Following are additional details on the two translation processes included in Harmony:
Formalization. This includes formalization of UML CIUSS diagrams and formalization of UML skate diagrams. In order to formalize UML class diagrams in Z++ a set of rules for developing well-formed class diagrams (including rules for classes and rules for relationships) and a set of translation principles (e.g., for translation of types, attributes, operations, and classes) have been proposed. These rules and principles have guided the design of an algorithm for formalizing class diagrams, AFCD, described in IS] in terms of formal input, formal output, and pseudocode. AFCD was also implemented in Java. The formalization of UML state diagrams is based on a number of constraints on the contents of the state diagrams and a number o f translation principles for states and transitions. An algorithm for formalizing state diagrams, AFSD, described also in terms of formal input, formal output, and pseudo-code has also been designed. Examples of translations rules between UML and Z* used in AFCD are shown in Fig. 2 . Pseudocode descriptions of AFCD implementations solutions are illustrated in Fig. 3. 
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Deformalization. For the reverse translation process, Z* to UML, several principles for assigning types and generating UML attributes, operations, classes, relationships, and state diagrams from a Z++ specification, as well as an outline of the ADF algorithm for deformalization have also been presented in [ 5 ] .
Principles and guidelines for formalizing objectoriented semi-formal models were proposed by Lano The name of each parameterized class is the Same as the name of its binding classes but is distinct from the names of all other classes that belona to the class diaaram. The name of each binding class is the same as the name of the parameterized class it binds and the name of other binding classes that instantiate this parameterized class, but is distinct from the names of all other classes that belong to the class diagram.
Each parameterized class and each binding class has at least one class parameter.
Each formal class parameter and each actual class parameter is given only as a name.
Each instantiating class has the same number of parameters as the parameterized class it binds.
Each attribute has a name and, optionally, a type, a visibility, an initial value, and a property.
The name of each attribute of a class is distinct from the names of all attributes and operations that belong to the same class.
The visibility of an attribute IS one of the following: public. protected, or private.
The property of an attribute is either changeable or frozen. They represent the starting point for the semi-formal to formal translation process we have developed, but it should be noted that Lano and Haughton's work was concerned with the formalization in Z+ of OMT models, so we have adapted and extended their approach to UML models. Also, we have attempted to provide a new description of formalization, through detailed sets of principles and algorithms, and have additionally tackled the reverse translation, which was not considered by Lano and Haughton.
Additional reference for the formalization processes we suggested has been provided by the work of Kim and Carrington on formalizing UML models in Object-Z [14, 151. In particular, their formal Z description of UML class diagram constructs, preliminary to the translation procedure from UML to Object-2, has helped us define and organize the rules for well-formed UML class diagrams presented,
The formalization of UML models applies only to the core elements of the language (class diagrams, classes, relationships, and state diagrams) but, as shown in studies published by authors who have worked on similar approaches, these constructs provide good insight into the system and allow formal reasoning In what regards the reverse translation, from Z++ specifications to UML constructs, it should be noted that it has a secondary role in the modeling process, its purpose being to make easier the interpretation of the integrated model by developers and users not trained in formal methods. This feature may or may not be used within a particular modeling context, but its inclusion in the proposed approach allows a form of "reverse engineering," from formal specifications to semi-formal graphical descriptions. In practice, it is thus possible to have certain Z++ specifications developed first and then their class structure propagated into the UML space. This allows an improved communication between developers skilled in formal methods and developers and users that favor the graphical representation of the system. The deformalization option is not a regular feature in integrated approaches and its practical utility is smaller than that of formalization. Several principles for translating Z++ classes into corresponding UML classes are shown in Fig. 4. will have a oorresponding class C in UML. If the Z++ class C has an associated hiding class Ii-C in Z++, the list of hidden features used in the hiding operation that defines H-C will be employed to assign the visibility private to the corresponding features (attributes and operations) of the UML class C. First of all, while the focus in this paper was on those aspects of translations between UML and Z+t that can be automated, it is necessary to mention that the proposed algorithms are intended only to serve as aids during the modelling process, and not to substitute the human developer. In fact, we can hardly stress enough the importance of the human factor in the process of formalization (and, generally, in the development process), the quality of the software product depending essentially on the skills and motivation of its developers. Also, while we assign a prominent role in the modeling process to the activities of formalization and deformalization, the emphasis is not that much on automated translations between UML and Z++, but on the combined, efficient use of the two notations,
Each generic class G in
In practical terms, the current algorithms need be further refined in several aspects. In particular, in conjunction with the new Harmony environment, whose design incorporates the mechanics of translation presented in this paper, the following issues need to be addressed.
First, while the AFCD applies to class diagrams, for practical purposes it is necessary to allow the formalization of a single class or of a selected group of classes. The solution for this is to allow the AFCD to continue to operate within the context of the class diagram and to visually mark in the generated Z++ specification all the references made from within the group of formalized classes to classes outside this group (e.g., by including a comment listing the names of referenced but not formalized classes). This would allow the developer to decide if additional classes need to be formalized.
Second, also regarding the AFCD, its application to two or more related class diagrams need to be considered. This is not so much an issue of the algorithm itself as it is an issue of combining and representing the related class diagrams in the environment that uses the AFCD. The problem resides in classes included in one diagram that are in relationships with classes from another class diagram. The suggested solution is to attach a descriptor to the class indicating the relationships in which the class is involved, irrespective of the class diagram.
Third, the combined use of the AFCD and of the AFSD can also be improved. At this point in time, AFCD is applied first, followed by the AFSD, the latter algorithm only appending information in a Z++ class created by the former. The AFSD can be extended without dfficulty to create itself the target Ztt class and, more generally, the operations of both algorithms can be integrated in a single formalization algorithm.
Since the same translation principles apply and the data structures used by the algorithms is already in place this integration should be straightforward.
Fourth, regarding the AFSD, its extension to composite and concurrent states is a topic that deserves further investigation. The first thing in such extension is to create an enumerated type for each composite state in the state diagram, with an attribute of this type describing the current local state. Then, more complex descriptions of transitions are necessary. Parallel executions can be expressed via the 11 operator available in RTL [19] , used in the HISTORY clause of Z++ class.
Finally, the combined use of the three algorithms, AFCD, AFSD, and ADF, is to be considered in an integrated environment. The main issue is the "update problem," which arises when a model is switched back and forth between the two spaces, graphical and formaI. The solution, similar to the one used in version control systems, is to let the developer decide on committing the changes. To help his or her decision, things to be added can be marked in a specific way (e.g., with an indicator such as >>> meaning in or new information) and things to be removed in an another way (e.g., with <<< meaning out or information to be discarded).
Conclusions
This paper has introduced the main principles, rules, and implementation solutions for translation algorithms between the graphical models developed using UML in the semi-formal space of the Harmony environment and the corresponding Z++ specifications in the formal space of this environment, Examples of applying the algorithms for software modeling are available in 15, 71 and more applications are currer.tly being developed by the authors.
It is useful to note that even though the algorithms have been focused on UML to Z s t translations, they can be easily adapted and reused in other combinations of notations involving semi-fomal representations (in particular, UML) and formal object-oriented languages (for example, Object-Z). As such, they could provide support for newer CASE tools such as the one described in this paper.
The benefits of developing and enhancing the algorithms presented stem primarily from their increased support for automated translation between the two components of a combined graphical (semi-formal) and formal integrated software model. As such, adjusting the levels of informality and, respectively, formality in a software specification becomes easier. This could have significant advantages in practice because different software development applications may have different priorities (for example, time to market, product reliability, product maintainability), which can be better accommodated by a software specification approach based on combination of modeling notations.
