Abstract-There are many different approaches that can be taken in order to generate automatically secret keys, however, for high security applications, end users may require control over the key generation process rather than leaving the process to third parties. In this paper, both the decryption and the encryption keys are obtained using the evolutionary computing tool Eureqa to model pseudo-random input data. The secret keys found using this technique when applied to encryption and decryption data files are validated using a range of tests, encryption and encryption time, throughput, entropy analyses and key sensitivity. The results obtained from the experiments show that the proposed encryption and decryption approaches are both reliable and secure when applied to text files and have the potential to be applied in high-security text communication applications.
I. INTRODUCTION
Vast quantities of digital data are exchanged every day over public channels. Much of these data are either confidential or personal and so it is not desirable that they are shared with others, yet the use of a common public medium exposes the data to potential eavesdroppers. Many of the current methods to implement security require the use of a personal key that is only known to the sender and the intended recipient of the message.
The Kirchhoff principle [1] states that the cryptosystem remains secure even if the complete system is open to the public knowledge, except for the keys being used in the system. This statement, however, does not necessarily remain valid if the key in use was generated by a third party, such as a government institution or a commercial company. This is because the keys may well be generated by the third parties without assurance that the keys generated by this way are not kept on record or relayed over to other recipients. The solution adopted in this work is to allow the users themselves to be responsible for key generation. This paper describes a technique to allow automated key generation using process that is controlled by the cryptographic users themselves. The computing tool Eureqa was used in order to generate the keys as a random mathematical equation. This equation describes a random number sequence that can be used to provide values to obtain the cipher. The key generation method was introduced by Blackledge et al [2] who demonstrated that the approach has the potential to produce keys that are able to provide security of similar strength to that offered by existing methods.
This research paper first describes existing work related to the generation of the bespoke keys under Eureqa, Section III describes the new technique for key generation, Section IV presents the security and statistical analysis results and the research is concluded in V.
II. RELATED WORK
Evolutionary computing in the field of cryptography is usually requires the generation of an initial seed in order to initiate the calculation of a mathematical equation. This equation is then used as a secret key for the traditional encryption and decryption procedures. A neural network was trained by Blackledge et al [2] in order to determine the input noise while generating a nonlinear function. Atmospheric noise generated from radio emissions, electrical noise and radioactive decay times were supplied to Eureqa to allow it to generate a non-linear function to model the data. The security of this technique was being determined by an array of metrics, including cycle length, key diffusion, Lyapunov exponent and entropy. The algorithmic processing time was not measured during the research.
The work carried out by Blackledge et al [2] investigated 250 pseudo-random number sequence samples generated using Eureqa, but it required 23 hours to obtain each mathematical key and no study investigating the security of the technique was carried out. This encryption work was extended by Dlamini [3] for the execution of a risk-based multi-factor authentication system for the purpose of protecting access to cloud-based services. It took Eureqa 205 hours on a desktop computer to generate a single encryption function.
The long processing time for the generation of the keys for [2] and [3] is unacceptable for most everyday applications. For streaming applications in real-time, a better practical approach is required in order to make sure that not only are the keys generated on a more acceptable time scale but also the keys are investigated with proper statistical tests.
In this research paper, a solution is proposed to generate automatically keys using Eureqa and on a time scale suitable for many applications and whose security has been verified. This proposed algorithm is also applied to a text file and a range of tests are carried out in order to demonstrate the high-end security of the resulting encryption system.
III. PROPOSED APPROACH
In 2009, Hod Lipson at Cornell University of Computational synthesis laboratory released Eureqa. Eureqa has the ability to perform 'symbolic regression', namely the automated execution of iterative search operations in order to determine an equation that predicts the data provided to the system. The advantage of Eureqa is that it has the ability to generate suitable equations in a reduced time and with less effort compared to a trial and error approach [4] .
In this paper, a pseudo-random number (PRN) is described as a mathematical equation with aid of Eureqa. The PRN is then used to produce secret keys that are required for the encryption. It is noted that the two most important aspects of any encryption process are the security of the encryption key and the time taken by the key carry out the encryption process. Under the current approach taken, as the PRN is made longer, the time needed to produce the required equation also increases, but, conversely, the longer the PRN, the better becomes the security of the encryption. In this research, Eureqa is used to produce an equation from a shorter PRN sequence which effectively reduces the overall calculation time as compared to other methods.
In order to generate a random number sequence ∈ {0,1,2, … , − 1}, = 0, 1, 2, . . , a LCG (Linear Congruential Generator) is used. For the generation of the first value in the sequence to start, a seed is required to initiate the generation of the first value in the sequence; further values are generated as iterations progresses. A PRN sequence of length can be determinedusing
where a and c are parameters that can be tuned for a particular process and − 1 is the upper bound on the values in the random number sequence.
There are three main steps that are essential for an effective implementation of the cryptographic system, namely key generation, encryption and decryption. The level of the security that is provided by the cryptosystem primarily depends on the key generation mechanism. Under this, the Modified Extended (MEX) approach is used to obtain a mathematical equation E11 to generate the required key for the encryption and decryption process. Although the equation E 1 is produced by five separate PRNs, as the sequences are significantly shorter than in previous work, there is a substantial time reduction from hours to only seconds. Each equation is then employed to generate a longer key in a matrix form which results in further three keys K 1. The manner in which this key is applied to the plaintext to be encrypted is shown in Fig 1. Under MEX, five PRNs are used for mathematical equation as inputs in Eureqa. An example of such a form of the equation is shown in equation (2) . 
where K(i) is the secret key, ⊕ is the exclusive-OR operator, P (i) is the plaintext and C(i) is the ciphertext. is an N element where each element is generated from Eureqa equation
Perform pairwise exclusively-OR Operations on corresponding element
Input plaintext
In order to perform decryption, the steps are applied in reverse order.
IV. STATISTICAL AND SECURITY ANALYSIS
In generating the required equations and to perform the encryption and decryption processes, a quad-core Intel i5 CPU with 64-bit architecture system was used running the CentOS operating system. In these experiments, text files of a range of lengths were used as test data and statistical properties of relevance to the quality of encryption were then obtained, specifically randomness, entropy, key sensitivity, execution time, throughput.
Shannon in
1949 commented that, 'It is possible to solve many kinds of cyphers by statistical analysis and a good cypher should be robust against any statistical attack' [1]. To show the robustness and effectiveness of the new approaches, results obtained from an array of statistical tests are tabulated below.
A. Chi-squared test
Independent and random numbers distributed uniformly in a finite range characterizes an ideal number generator. One of the widely recognized and used hypothesis tests is the chi-square statistical test and is commonly used in cryptography in order to test the performance of random number generators [5] . Under this paper, this statistical test is used to determine a PRN sequence. The main objective of this test is to find statistical deficiencies by evaluating the empirical evidence in comparison with a null hypothesis [6] . Equation 4 describes the chi-square test. 
Where is observed frequency, is expected frequency and v is the number of degrees of freedom.
In order to provide a fair comparison of the results, 10000 different sequences were generated from 10000 mathematical equations (see Fig 2) . The conditions used for this test are as follows: the α (critical value) at significance level of 5% is used for the double-sided chi-square distribution having nine degrees of freedom. The null hypothesis is not supported if either < 3.325 or > 16.919 [7] . Fig. 2 . Chi-square distribution for 10000 different sequences Fig. 2 shows that around 90% of 100000 sequences pass the chi-square test, which, while supporting the hypothesis that sequence generated is random, also demonstrates that there is room for improvement compared to using RNG in cryptography. It is likely that it is the short length of sequences used in the tests that led to the 10% failure rate in passing the chi-square test. This result is unacceptable in cryptography [8] . Figure 3 displays the samples taken of a sequence that did not pass the chi-squared test and displaying a short cycle length in which the cycle sequence is repeated. 
B. Entropy
To evaluate the random nature of the output values generated by an encryption algorithm, entropy can be used. It can be measured by the following equation
For this equation, the probability of being in a state is represented by ( ), where the total number of states is 2 . A comparison between the MEX approach and the other state-of-the-art algorithms is shown in the Table I. The high value of the entropy for the MEX technique shows that the technique used in this research is robust and effective against a range of entropy attacks. The blend of high chi-squared test value and high entropy obtained for MEX specifies that the approach used in this research provides security of similar scale compared to other encryption algorithms.
C. Key sensitivity
Under both encryption and decryption processes, an encryption algorithm should have the ability to provide high sensitivity in contrast to the value of the secret key [9] . Under the encryption process, high sensitivity usually means that following a minor change to the key, a distinct encrypted (text file) is made available [10] . Table II shows an example using a text file of length 1 kB in obtaining results under the key sensitivity tests for MEX. The results show that MEX has high sensitivity to the secret key, where the plaintext file cannot be recovered even if there was a change to only one bit in one parameter of decryption key equation. 
D. Execution time and throughput
Encryption and decryption time and throughput are very important parameters used to evaluate the performance of encryption algorithms [11] [12] . Where encryption time is define as the time that an encryption algorithm takes to generate a cipher text from a plain text [13] . Throughput is calculated by divided the total size of plaintext in megabyte and time required to encrypt the plaintext [14] . Logically, throughput indicates the speed of encryption algorithm and is measured in megabit/sec (Mb/s) [15] [16] . To take an average over time for encryption and decryption algorithms, each file size was 1000 times repeated and results for MEX approach is showing in table III. The throughput comparison for encryption and decryption process is presented in Fig. 4 .
Throughput is the maximum rate at which data can be processed [17] . The traditional symmetric algorithms such as AES [18] and DES [19] require that a number of encryption and decryption operations are preformed, potentially reducing the rate of transmission below that available in the transmission channel. For AES, the required number of processing cycles depends on the key length, for example, 10 cycles for 128-bit keys, 12 for 192-bit keys and 14 for 256-bit keys [18] . In each encryption cycle, four separate operations are required, namely byte substitution, shifting, combining columns and addition of rounded keys (except in the final stage) [18] . During decryption, the inverse of these operations need to be executed. DES normally encrypts data in 64-bit blocks and operates on a key length of 56 bits [19] . A total of 16 cycles is required, each involving a combination of confusion and diffusion [19] . Compared to the traditional AES and DES block ciphers, the proposed MEX approach requires only two steps, key generation followed by encryption or decryption, as appropriate. In key generation, a single mathematical equation (being the secret Such a key space value is likely to give sufficient security against brute-force attacks.key) is generated to provide a random number sequence of length equal to that of the plaintext. Encryption is then the exclusive-ORing of the random numbers with the corresponding plaintext values and decryption is the inverse operation to revert to plaintext. 
E. Key Space
Based upon Kirchhoff's encryption rules [1] , the degree of security provided relies principally on the quality of the key. The computational processing power of modern computer systems raises the possibility of an attacker being able determine an encryption key using a trial and error approach [2] . One important means to minimize the possibility of such an attack, is to ensure that length of the encryption key itself makes it statistically unlikely that it can be found using brute force within a reasonable time. According to one report, the key space must be larger than 2128 in order to provide sufficient resistance to brute-force attacks [4] .
In the proposed algorithm, the actual number of variables involved its calculation is altered each time the mathematical equation is generated. The equation E1 generated by Eureqa contains a minimum of four parameters, each of double precision, providing a resolution of around 10 . As stated in [1] , the key space size is the total number of different keys that can be used in the algorithm. Therefore, in the MEX encryption process, the key space can be determined by considering the resolution of the initial seed x 0 and the four parameters, given by = { , , , , } → = 10 × 10 × 10 × 10 = 10 ≈ 2
V. CONCLUSION
In this research paper, a new MEX approach is presented and its effectiveness in its application to text encryption has been presented. To see how MEX performs when a potential eavesdropper might attack the system, an array of statistical tests were performed, namely randomness, entropy, key sensitivity, execution time, throughput and key space analysis. The results show that the MEX displayed results of similar quality to those found in the literature for popular existing algorithms. The results obtained using the chi-square approach have a uniform distribution, which translates into low vulnerability to statistical attacks. The uniform distribution also shows that the key space is large enough in order to be resilient to brute-force attacks and the MEX method also shows high rate of throughput. This shows that the proposed approach can be readily applied in real-time encryption and can also be effectively deployed in the secure transmission of private and confidential information over the Internet. The high values obtained for entropy indicate that the approach is more secure should an entropy-based attack be made. The proposed MEX support was also shown to be sensitive to small changes to the secret key values as well as being resilient to anti-differential attacks. In summary, the results obtained in the investigation into the security of MEX have demonstrated it to be dependable alternative approach for the generation of keys that should only be known to the user doing the encryption process. MEX results have also been shown to calculate keys in a comparatively short time compared to the existing popular algorithms. Even with the reduction in calculation time, the security level has been shown not to be compromised.
