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A partir  del  diseño de lenguajes de programación es necesaria la implementación de herramientas que permitan el
análisis y la ejecución de programas escritos en esos lenguajes.
Al considerar la enseñanza de la programación en personas con ningún conocimiento previo, en la Universidad Nacional
de Quilmes abordaron el  problema a través del  diseño de una secuencia didáctica innovadora que dió forma a los
lenguajes de programación Gobstones 3.0 y XGobstones.
En este trabajo se presenta el desarrollo de compiladores y máquinas virtuales para los lenguajes de programación
Gobstones 3.0 y XGobstones y el diseño e implementación del mecanismo necesario para la interacción entre estos y la
interfaz gráfica de PyGobstones 1.0, ambiente de desarrollo que incluye estas implementaciones.
Esta tesina tiene como resultado el desarrollo de las implementaciones propuestas, completando así la primer versión del
ambiente de desarrollo  PyGobstones 1.0 que actualmente es utilizado en la Universidad Nacional de Quilmes para
enseñar las nociones básicas de programación.
– Implementación de lenguajes de programación
– Compiladores
– Máquinas virtuales
– Análisis Sintáctico
– Módulo de interacción
– Ambiente de desarrollo
– Gobstones
– XGobstones
– Se desarrolló un compilador y una máquina virtual que
implementen el lenguaje de programación Gobstones 3.0.
– Se desarrolló un compilador y una máquina virtual que
implementen el lenguaje de programación XGobstones.
– Se diseñó e implementó un módulo de interacción para
que las implementaciones de los lenguajes Gobstones 3.0
y XGobstones puedan interactuar con la interfaz gráfica
de PyGobstones 1.0.
– Estas implementaciones completan la primer versión del
ambiente de desarrollo PyGobstones 1.0.
– Desarrollo de un compilador y una máquina virtual que
implementen el lenguaje de programación Gobstones 3.0.
– Desarrollo de un compilador y una máquina virtual que
implementen el lenguaje de programación XGobstones.
– Diseño e implementación de un módulo de interacción
para  que  las  implementaciones  de  los  lenguajes
Gobstones 3.0 y XGobstones puedan interactuar con la
interfaz gráfica de PyGobstones 1.0.
– Desarrollar implementaciones de las máquinas virtuales
que apunten a alcanzar un rendimiento comparable con el
rendimiento de la máquina virtual de Python.
– Desarrollar un proceso de compilación optimizante que
reduzca los tiempos de ejecución de los programas.
–  Unificar  las  implementaciones  de  los  lenguajes
presentadas en este trabajo.
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Resumen
Este trabajo es el informe resultado de la tesina de grado de la carrera
Licenciatura en Informa´tica. En e´l se expone mi participacio´n en la creacio´n
de PYGOBSTONES 1.0, ambiente de desarrollo implementado en PYTHON que
incluye los compiladores y ma´quinas virtuales de los lenguajes de programacio´n
GOBSTONES 3.0 y XGOBSTONES, lenguajes disen˜ados para la introduccio´n de
las bases conceptuales de la programacio´n.
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1 GOBSTONES y XGOBSTONES
1. Introduccio´n
1.1. Contexto
Al considerar la ensen˜anza de la programacio´n en personas con ningu´n cono-
cimiento previo, en la Universidad Nacional de Quilmes abordaron el problema
a trave´s del disen˜o de una secuencia dida´ctica innovadora. Junto a ella tambie´n
disen˜aron el lenguaje de programacio´n GOBSTONES, que captura exactamente
la ﬁlosof´ıa y las necesidades de dicha secuencia. Este lenguaje fue implementa-
do por distintas herramientas entre las que se destaca PYGOBSTONES 0.97: un
ambiente de desarrollo implementado en PYTHON que incluye un compilador de
GOBSTONES 2.0 y una interfaz minimalista.
En 2013 se trabajo´ en una extensio´n del lenguaje, XGOBSTONES, basado en
el original GOBSTONES en base a la necesidad de extender los elementos ba´sicos
del lenguaje para incorporar estructuras de datos ba´sicas y otros elementos
avanzados (como manejo de referencias). En conjunto con esta nueva extensio´n
se disen˜o´ GOBSTONES 3.0 que aporta nuevas caracter´ısticas que mejoran la
expresividad del lenguaje y contempla la compatibilidad con la nueva sintaxis
de XGOBSTONES. Al momento de iniciar el trabajo aqu´ı reportado no exist´ıa
una herramienta que implementase estos lenguajes.
Mi trabajo en esta tesina se enmarco´ dentro de las actividades del equipo de
desarrollo de PYGOBSTONES que fue conformado con el objetivo de desarrollar
una nueva versio´n de esta herramienta, PYGOBSTONES 1.0, que implemente los
nuevos lenguajes de programacio´n. Mi participacio´n consistio´ en ser el respon-
sable de la implementacio´n de los nuevos compiladores, las nuevas ma´quinas
virtuales que ejecutara´n el co´digo compilado y un mecanismo de comunicacio´n
entre e´stos y la nueva interfaz gra´ﬁca desarrollada por otros miembros del equi-
po.
1.2. Problema
La problema´tica tratada en esta tesis es la falta de una herramienta que
implemente los lenguajes de programacio´n GOBSTONES 3.0 y XGOBSTONES.
Como parte del trabajo de implementar esta nueva herramienta se identiﬁ-
caron las siguientes funcionalidades:
Desarrollo del compilador y ma´quina virtual de GOBSTONES 3.0.
Desarrollo del compilador y ma´quina virtual de XGOBSTONES.
Desarrollo de la interfaz gra´ﬁca.
Desarrollo de un mecanismo de comunicacio´n entre la interfaz gra´ﬁca y
los compiladores y la ma´quinas virtuales que implementan los lenguajes
GOBSTONES 3.0 y XGOBSTONES.
Siendo que la interfaz gra´ﬁca ya se encontraba en proceso de desarrollo por
parte del equipo, esta tesina da respuesta a la problema´tica relacionada con la
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falta de compiladores y ma´quina virtuales para XGOBSTONES y GOBSTONES
3.0 y un mecanismo de comunicacio´n entre la interfaz gra´ﬁca y e´stos.
1.3. Objetivo
Esta tesina centra sus esfuerzos en el desarrollo de compiladores y ma´quinas
virtuales para los lenguajes de programacio´n GOBSTONES 3.0 y XGOBSTONES
y en el disen˜o e implementacio´n del mecanismo necesario para la interaccio´n
entre e´stos y la nueva interfaz gra´ﬁca de PYGOBSTONES, conformando de esta
manera la nueva herramienta PYGOBSTONES 1.0.
En resumen, los objetivos relacionados a esta tesina son:
a) Desarrollo del compilador y la ma´quina virtual de GOBSTONES 3.0 a partir
del existente compilador y ma´quina virtual de GOBSTONES 2.0 incorporan-
do las implementaciones necesarias para soportar las nuevas caracter´ısticas
del lenguaje.
b) Desarrollo de un compilador y una ma´quina virtual para el lenguaje de
programacio´n XGOBSTONES basado en el compilador y ma´quina virtual
de GOBSTONES 3.0.
c) Deﬁnicio´n de un mo´dulo de interaccio´n para que los compiladores y ma´qui-
nas virtuales de ambos lenguajes puedan interactuar con la interfaz gra´ﬁca
de PYGOBSTONES 1.0 preservando el ma´ximo de modularidad.
1.4. Sumario
Comenzaremos introduciendo los antecedentes sobre los cuales se construye
esta tesina: el lenguaje de programacio´n GOBSTONES 2.0 en la seccio´n 2.1 y sus
dos implementaciones en las secciones 2.2 y 2.3. Luego continuaremos descri-
biendo los lenguajes implementados, GOBSTONES 3.0 y XGOBSTONES, en las
secciones 3 y 4. Por u´ltimo describire´ las implementaciones realizadas en la sec-
cio´n 5 que incluyen la implementacio´n del lenguaje GOBSTONES 3.0 (seccio´n
5.2), la implementacio´n del lenguaje XGOBSTONES (seccio´n 5.3), la implemen-
tacio´n del modo interactivo (seccio´n 5.4) y la implementacio´n del mo´dulo de
interaccio´n (seccio´n 5.5). Finalmente brindaremos conclusiones.
2. Antecedentes
2.1. El lenguaje de programacio´n GOBSTONES
El lenguaje de programacio´n GOBSTONES [7] fue ideado por Pablo E. Mart´ı-
nez Lo´pez y Eduardo A. Bonelli inicialmente para satisfacer las necesidades de
los alumnos de la carrera Tecnicatura Universitaria en Programacio´n Informa´ti-
ca que se dicta en la Universidad Nacional de Quilmes. Este lenguaje de progra-
macio´n fue pensado en el marco de un primer an˜o de una carrera informa´tica,
para aquellas personas que no tienen conocimientos previos de programacio´n,
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basa´ndose fundamentalmente en la simplicidad y claridad de conceptos ba´sicos
comunes (generalizables) a todos los paradigmas de programacio´n.
Entre los elementos que componen al lenguaje se encuentran un tablero con
bolitas, comandos y sus formas de combinacio´n (las estructuras de control) y
abstraccio´n (los procedimientos), expresiones y sus formas de combinacio´n (las
operaciones elementales) y abstraccio´n (las funciones), tipos, parametrizacio´n
y otros elementos. El punto de entrada a un programa GOBSTONES 2.0 es un
procedimiento llamado Main a partir del cual se desarrolla la ejecucio´n del pro-
grama, brindando opcionalmente la posibilidad de retornar variables que sera´n
informadas como parte del resultado ﬁnal.
Los comandos son operaciones que causan efectos en el tablero. La combina-
cio´n de estos comandos se da a trave´s de elementos que provee el lenguaje como
secuenciacio´n, bloques, alternativa condicional (if-else), repeticio´n indexada
(repeatWith-in) y repeticio´n condicional (while). A su vez, adema´s de los co-
mandos primitivos provistos por el lenguaje es posible crear nuevos comandos
deﬁnidos por el usuario a trave´s de la deﬁnicio´n de procedimientos.
Las expresiones son los valores deﬁnidos por GOBSTONES (nu´meros, colores,
direcciones, booleanos) y las combinaciones de estos valores utilizando los ope-
radores (+, *, -, div, mod, etc.) o invocando funciones, que pueden ser provistas
por el lenguaje (e.g. siguiente(x), previo(x)) o deﬁnidas por el usuario.
El tablero, las bolitas y el cabezal son utilizados por las dida´cticas que em-
plean GOBSTONES para dar los primeros pasos en el aprendizaje de los mecanis-
mos de abstraccio´n a trave´s de elementos concretos. El tablero es una cuadr´ıcula
de celdas sobre las que opera un cabezal que se desplaza colocando o sacando
bolitas de colores en cada celda (ver ﬁgura 2.1.1). El cabezal entiende cinco
comandos ba´sicos que causan efectos sobre el tablero: Poner, que dado un color
c pone una bolita de dicho color en la celda actual, Sacar, que dado un color c
saca una bolita de dicho color en la celda actual, Mover, que dado una direccio´n
d mueve el cabezal a la celda lindante en esa direccio´n, IrAlBorde, que dado
una direccio´n d mueve al cabezal al borde d del tablero, y VaciarTablero, que
vac´ıa el tablero. A su vez, el cabezal provee de expresiones para conocer el es-
tado del tablero, tales como: puedeMover, que dado una direccio´n d indica si el
cabezal puede moverse en esa direccio´n sin caerse del tablero, nroBolitas, que
dado un color c denota la cantidad de bolitas de dicho color en la celda actual,
y hayBolitas, que dado un color c indica si hay alguna bolita de dicho color
en la celda actual. GOBSTONES distingue cuatro colores de bolitas diferentes:
Azul, Negro, Rojo y Verde, y las cuatro direcciones cardinales ba´sicas: Norte,
Este, Sur, Oeste.
La versio´n del lenguaje utilizada antes de la realizacio´n de esta tesina es
GOBSTONES 2.0. Por esta razo´n presento los ejemplos de esta seccio´n en dicha
versio´n, para luego contar en la seccio´n siguiente los cambios introducidos por
GOBSTONES 3.0.
Como ejemplo de un primer programa en GOBSTONES 2.0 mostramos uno
que pone una bolita de cada color y mueve al norte.
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Figura 2.1.1: Representacio´n simple del tablero. Las bolitas se repre-
sentan como circulos coloreados. El cabezal se muestra en color naranja.
procedure Main()
{
Poner(Verde)
Poner(Rojo)
Poner(Negro)
Poner(Azul)
Mover(Norte)
}
Un ejemplo de utilizacio´n de procedimientos es PonerN, que dados un color
c y un nu´mero n coloca n bolitas de color c en la celda actual. Se muestra
la utilizacio´n de este procedimiento en el siguiente programa que coloca veinte
bolitas de color rojo.
procedure PonerN(c, n)
{
repeatWith i in 1..n
{ Poner(c) }
}
procedure Main()
{ PonerN(Rojo, 20) }
La implementacio´n de PonerN se logra poniendo bolitas de color c utilizando
la repeticio´n indexada (repeatWith-in) para iterar sobre un rango 1..n. El
procedimiento Main hace uso de PonerN para poner veinte bolitas de color rojo
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en la celda actual.
Un ejemplo de deﬁnicio´n de una funcio´n es nroTotalDeBolitas que denota
la cantidad total de bolitas que hay en la celda actual. El siguiente programa,
que pone tantas verdes como bolitas haya en la celda, ilustra la utilizacio´n de
esta funcio´n (adema´s del uso de variables):
function nroTotalDeBolitas ()
{
contador := 0
repeatWith c in minColor ().. maxColor ()
{ contador := contador + nroBolitas(c) }
return(contador)
}
procedure Main()
{ PonerN(Verde, nroTotalDeBolitas ()) }
Es posible observar la deﬁnicio´n de la funcio´n nroTotalDeBolitas que deno-
ta la cantidad de bolitas de cualquier color presentes en la celda actual. Es-
ta misma se implementa con un contador y la repeticio´n indexada sobre el
rango minColor()..maxColor() para recorrer todos los colores deﬁnidos por
GOBSTONES 2.0 donde para cada color se incrementa el contador con la canti-
dad de bolitas de dicho color presentes en la celda. Esta funcio´n se utiliza en
el contexto del procedimiento Main como argumento de PonerN generando el
efecto descripto anteriormente.
El procedimiento Main es capaz de retornar variables de manera opcional.
El siguiente programa asigna cuatro valores con expresiones de distintos tipos
y las retorna.
procedure Main()
{
n := 3 * 10
c := Verde
d := Norte
b := True
return(n, c, d, b)
}
El resultado de la ejecucio´n del ejemplo anterior es el siguiente:
n -> 30
c -> Verde
d -> Norte
b -> True
En el ape´ndice H.1 se presenta un ejemplo de un programa complejo en
GOBSTONES 2.0.
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0 1 2 3
+---------+---------+---------+---------+
| | | | 2N |
3 | | | | | 3
| 9R | | | 1V |
+---------+XXXXXXXXX+---------+---------+
| 1N X 7A X 3A 2N | 2N |
2 | X X | | 2
| X 4V X 3R | 3R |
+---------+XXXXXXXXX+---------+---------+
| 1A | | | 1A 4N |
1 | | | | | 1
| 3R | | 1R | 1R 4V |
+---------+---------+---------+---------+
| 1A 2N | 8N | 1A | 1A 1N |
0 | | | | | 0
| 1V | | 4V | |
+---------+---------+---------+---------+
0 1 2 3
Figura 2.2.1: Tablero en formato ASCII.
2.2. Implementacio´n en HASKELL de GOBSTONES 2.0
La primer implementacio´n de GOBSTONES fue desarrollada por Pablo E.
Mart´ınez Lo´pez en el lenguaje de programacio´n funcional HASKELL como un
inte´rprete. La interaccio´n con el usuario se realizaba a trave´s de la l´ınea de
comandos provista por el inte´rprete de HUGS y la edicio´n de tableros se realizaba
a mano sobre un archivo de texto plano. En la ﬁgura 2.2.1 se puede observar el
tablero representado en la ﬁgura 2.1.1 tal como se habr´ıa visualizado con esta
herramienta (de haber tenido visualizacio´n para tableros 4× 4).
Debido a los importantes problemas de eﬁciencia y usabilidad ligados al
inte´rprete de HASKELL (por ejemplo, el tablero solo pod´ıa ser de 8 × 8 cel-
das debido al me´todo de dibujo utilizado) ra´pidamente se lo reemplazo´ por
PYGOBSTONES 0.97.
2.3. La herramienta PYGOBSTONES 0.97
La herramienta PYGOBSTONES 0.97 es un ambiente de desarrollo, imple-
mentado en PYTHON por Pablo Barenbaum, que incluye un compilador de la
versio´n 2.0 de GOBSTONES, una ma´quina virtual que ejecuta el co´digo compilado
y una interfaz gra´ﬁca minimalista. Esta herramienta constituyo´ una importan-
te mejora con respecto a la implementacio´n desarrollada en HASKELL en dos
aspectos: por un lado, mejora signiﬁcativamente la usabilidad al proporcionar
una interfaz gra´ﬁca adecuada (ver ﬁgura 2.3.1) y, por otro lado, presenta una
importante mejora en el rendimiento en la ejecucio´n de programas.
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(a) Editor de programas. (b) Editor de tablero.
Figura 2.3.1: Interfaz gra´ﬁca de PYGOBSTONES 0.97.
Las mejoras en la interfaz gra´ﬁca incluyen un espacio de edicio´n de co´digo
con syntax highlighting de acuerdo a la especiﬁcacio´n GOBSTONES 2.0, un editor
de tableros que permite, entre otras cosas, la generacio´n automa´tica de tableros
aleatorios y otros elementos experimentales.
La verdadera mejora para la eﬁciencia que incorpora PYGOBSTONES 0.97 es
el cambio de la interpretacio´n de GOBSTONES 2.0 a un proceso de compilacio´n
[1]. Es relevante a los objetivos de esta tesina analizar la arquitectura de mo´dulos
de la implementacio´n del compilador del lenguaje GOBSTONES 2.0 que forma
parte de esta herramienta, puesto que mi trabajo se construye sobre e´l.
2.3.1. Estructura del compilador y ma´quina virtual
El compilador provisto por PYGOBSTONES 0.97 se estructura en tres etapas
que debe atravesar un programa de GOBSTONES 2.0: ana´lisis sinta´ctico, ana´lisis
sema´ntico y compilacio´n. A partir del bytecode1generado en la etapa de compi-
lacio´n se procede a su ejecucio´n en la ma´quina virtual. La ﬁgura 2.3.2 ilustra el
proceso completo.
En la etapa de ana´lisis sinta´ctico se realiza dicho ana´lisis sobre el programa
provisto como entrada. Para ello, el analizador sinta´ctico carga adicionalmente
una grama´tica BNF [5], codiﬁcada en un archivo de texto plano, que deﬁne la
grama´tica de GOBSTONES 2.0 (descripta en el ape´ndice F). A partir de esta
grama´tica y del programa, este mo´dulo genera un a´rbol de sintaxis abstracta.
1El te´rmino bytecode reﬁere a una forma de co´digo intermedia entre un lenguaje de alto
nivel y el assembler de una arquitectura espec´ıﬁca, y que usualmente se ejecuta sobre una
ma´quina virtual para proveer portabilidad. El nombre hace referencia a que originalmente
cada co´digo de operacio´n se codiﬁcaba en un byte, y aunque actualmente no sea as´ı, el nombre
se popularizo´ para este tipo de co´digo intermedio.
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Figura 2.3.2: Pipeline del compilador y ma´quina virtual incorporados
en PYGOBSTONES 0.97
En la etapa de ana´lisis sema´ntico se veriﬁcan condiciones estructurales vin-
culadas al a´rbol de sintaxis abstracta. Dependiendo de los para´metros utilizados
al momento de la invocacio´n del compilador y ma´quina virtual, esta etapa puede
realizar el chequeo de tipos y de alcance de los identiﬁcadores del programa.
Durante la etapa de compilacio´n se compila el a´rbol de sintaxis abstracta en
el bytecode deﬁnido para PYGOBSTONES 0.97, de manera que las deﬁniciones,
comandos y expresiones del lenguaje sean representados en base a un conjunto
de primitivas que faciliten su ejecucio´n.
Finalmente, en la etapa de ejecucio´n, el bytecode generado es ejecutado por
la ma´quina virtual (se describe en la seccio´n 2.3.3).
2.3.2. El bytecode de GOBSTONES
El bytecode de GOBSTONES se compone de un conjunto de instrucciones pri-
mitivas adecuadas para su ejecucio´n en la ma´quina virtual. Gran parte de estas
instrucciones hacen uso de la pila del programa y poseen para´metros asociados:
pushVar y pushConst apilan valores en la pila del programa, jump, jumpIfFalse
y jumpIfNotIn proveen saltos a etiquetas presentes en el programa (dispuestas
mediante una instruccio´n label), call provee un salto a una rutina con cambio
de contexto, procedure, function, end, enter, leave, return y returnVars
constituyen instrucciones para la indicacio´n de entrada y salida a rutinas y
assign que asocia un valor a un nombre.
El siguiente es un ejemplo de compilacio´n de un programa que deﬁne el pro-
cedimiento IrAlExtremo, que dado una direccio´n dir lleva al cabezal al extremo
dir del tablero, que es invocado en el procedimiento Main con la direccio´n Sur
como argumento.
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procedure IrAlExtremo(dir)
{
while (puedeMover(dir))
{ Mover(dir) }
}
procedure $IrAlExtremo dir
label L_6309194320
pushVar dir
ca l l puedeMover 1
jumpIfFalse L_6309196496
pushVar dir
ca l l Mover 1
jump L_6309194320
label L_6309196496
return 0
end
procedure Main()
{ IrAlExtremo(Sur) }
procedure $Main
pushConst Sur
ca l l $IrAlExtremo 1
returnVars 0
end
Podemos observar que la estructura de repeticio´n condicional del procedimiento
IrAlExtremo se compila en una combinacio´n de instrucciones de salto respon-
sables de emular su comportamiento. Podemos ver tambie´n la presencia de ins-
trucciones call que indican a la ma´quina virtual invocaciones de procedimientos
y funciones.
En el ape´ndice D se realiza una descripcio´n exhaustiva del bytecode de
GOBSTONES.
2.3.3. La ma´quina virtual de PYGOBSTONES 0.97
La ma´quina virtual de PYGOBSTONES 0.97 posee las implementaciones pa-
ra cada una de las instrucciones del bytecode y las implementaciones de las
primitivas (funciones y procedimientos) que se encuentran disponibles para el
programador sin deﬁnicio´n previa (e.g. Poner, nroBolitas, siguiente, etc.).
Tambie´n es la responsable de la representacio´n de todos los valores deﬁnidos
por GOBSTONES 2.0 y de la representacio´n del tablero.
Esta ma´quina virtual funciona manteniendo una pila de ejecucio´n donde se
almacenan los registros de activacio´n de cada rutina, compuestos por un puntero
de instruccio´n (ip), una pila de programa y variables, y un estado global, que
almacena el estado del tablero. La pila de programa es utilizada durante la
invocacio´n de funciones y procedimientos para almacenar los valores que sera´n
argumento de la llamada y, luego de la llamada, para almacenar el resultado de
las funciones.
La ma´quina virtual permite la implementacio´n de operaciones internas an-
teponiendo un guio´n bajo al nombre de la operacio´n (e.g. read), siendo inac-
cesibles para el programador. Si bien esta caracter´ıstica no es utilizada en
PYGOBSTONES 0.97, se hace uso de ella para las nuevas implementaciones que
desarrolla esta tesina.
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(a) Bolitas de colores (b) Tablero y cabezal (c) Logotipo
Figura 2.4.1: Identidad visual de PYGOBSTONES 1.0.
Figura 2.4.2: Representacio´n de un tablero con bolitas segu´n la nueva
representacio´n utilizada por PYGOBSTONES 1.0.
2.4. La herramienta PYGOBSTONES 1.0
Al momento de comenzar esta tesina hab´ıa varios aspectos de la herramienta
PYGOBSTONES 1.0 que ya se encontraban resueltos: la identidad visual y el
mo´dulo que implementa la interfaz gra´ﬁca.
Un avance importante en la herramienta PYGOBSTONES 1.0 fue la deﬁnicio´n
de una identidad visual para la interfaz gra´ﬁca. Esto incluyo´ la reformulacio´n
de la representacio´n del tablero. En la representacio´n elegida las bolitas se vi-
sualizan como esferas de colores (ver ﬁgura 2.4.1a) mientras que el tablero es
una grilla con bordes redondeados donde cada celda es de color amarillo oscuro
y donde el cabezal se muestra como un l´ınea de color rojo que contornea la
celda actual (ver ﬁgura 2.4.1b). Estos elementos se combinan en un tablero con
bolitas, donde en cada celda se visualiza a lo sumo una bolita por cada color y
donde la cantidad de bolitas de un color dado, presentes en una celda particular,
se indica con un nu´mero que se encuentra centrado en la imagen de la bolita.
En la ﬁgura 2.4.2 se muestra la representacio´n para un tablero con bolitas.
El logotipo mostrado en PYGOBSTONES 1.0, es el elegido para GOBSTONES
3.0, consistente en una letra “G” construida con bolitas rojas como se puede
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ver en la ﬁgura 2.4.1c. Este logo cambia a bolitas de color azul para identiﬁcar
al lenguaje XGOBSTONES.
La interfaz gra´ﬁca se programo´ en PYTHON utilizando la biblioteca gra´ﬁca
Qt y consta de una ventana principal, que contiene al editor de programas y
un menu´ con botones para acceder a las distintas funcionalidades provistas, y
dos ventanas adicionales para la edicio´n de tableros y la visualizacio´n de los
resultados de una ejecucio´n.
El editor de programas (ﬁgura 2.4.3a) es un editor de texto extendido que
provee ayudas visuales para el programador tales como syntax highlighting para
los elementos de los lenguajes de programacio´n GOBSTONES 3.0 y XGOBSTONES
y los nu´meros de l´ınea.
El editor de tableros (ﬁgura 2.4.3b) es una herramienta que permite la edicio´n
de tableros. Este editor permite agregar y sacar bolitas al tablero, cambiar la
posicio´n del cabezal, cambiar el taman˜o del tablero, vaciar el tablero, generar
bolitas de manera aleatoria sobre e´ste y establecer un tablero como tablero
inicial a ser utilizado en las ejecuciones. Adema´s permite guardar un tablero en
un archivo de texto plano en disco, segu´n el formato GBB v1.0 (ver ape´ndice
I), y cargar un tablero desde estos archivos.
La vista de resultados (2.4.3c) muestra el resultado de una ejecucio´n parti-
cular. Esta vista presenta inicialmente el tablero ﬁnal resultado de la ejecucio´n
permitiendo alternar a otras pestan˜as que contienen el tablero inicial empleado
en la ejecucio´n, el programa GOBSTONES 3.0 o XGOBSTONES utilizado para
la transformacio´n del tablero y aquellas expresiones que fueron retornadas al
ﬁnalizar la ejecucio´n.
Parte de los esfuerzos de esta tesina se centra en la creacio´n de un mo´dulo de
interaccio´n que permita integrar esta interfaz gra´ﬁca con las implementaciones
de los lenguajes GOBSTONES 3.0 y XGOBSTONES que desarrolle´ en el transcurso
de la misma.
3. El lenguaje de programacio´n GOBSTONES 3.0
El lenguaje de programacio´n GOBSTONES 3.0 es una modiﬁcacio´n de la ver-
sio´n 2.0 de GOBSTONES que incorpora diversos cambios sinta´cticos (incluidos
en el ape´ndice B) y sema´nticos, de manera que el lenguaje se adapte para ofre-
cer mejoras en la secuencia dida´ctica y, adicionalmente, para ser extendido, por
ejemplo, a XGOBSTONES. Entre los cambios ma´s destacados podemos encon-
trar una mejora en la forma de deﬁnir un programa completo conceptualmente
menos compleja que la de GOBSTONES 2.0, una nueva forma de repeticio´n con-
ceptualmente ma´s simple (la repeticio´n simple), un comportamiento extendido
de la repeticio´n indexada (que permite especiﬁcar secuencias expl´ıcitas y el in-
cremento de los rangos) y el modo interactivo, que constituye un mecanismo que
permite al usuario interactuar con el programa obteniendo resultados parciales
de la ejecucio´n.
Realice´ diversas colaboraciones al disen˜o de GOBSTONES 3.0, principalmente
en la deﬁnicio´n del modo interactivo.
Ary Pablo Batista Tesina de Licenciatura
3 El lenguaje de programacio´n Gobstones 3.0 12
(a) Editor de programas.
(b) Editor de tableros.
(c) Vista de resultados.
Figura 2.4.3: Interfaz de PYGOBSTONES 1.0
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3.1. Cambios necesarios en la secuencia dida´ctica
El lenguaje de programacio´n GOBSTONES 3.0 introduce varios cambios de
sintaxis respecto de su predecesor, GOBSTONES 2.0. En esta seccio´n enumeramos
y ejempliﬁcamos cada uno de estos cambios.
Una de las incorporaciones ma´s importantes de GOBSTONES 3.0 a nivel
conceptual es la incorporacio´n de la nueva deﬁnicio´n program como punto de
entrada del programa en reemplazo del anterior procedure Main. Este cambio,
si bien simple, favorecio´ la secuencia dida´ctica permitiendo posponer la presen-
tacio´n de la nocio´n de procedimientos y reduciendo la cantidad de conceptos
involucrados en los primeros contactos con el lenguaje.
// Gobstones 2.0
procedure Main()
{ /* instrucciones */ }
// Gobstones 3.0
program
{ /* instrucciones */ }
Por otro lado, GOBSTONES 3.0 establece un nueva forma de repeticio´n que
evita la utilizacio´n de un ı´ndice: la repeticio´n simple, repeat. Esto implica una
mejora en la secuencia dida´ctica dado que es posible ensen˜ar el concepto de
la repeticio´n de comandos demorando la explicacio´n de identiﬁcador, ı´ndice y
rangos para estadios posteriores del aprendizaje. A continuacio´n se muestran
dos procedimientos en su versio´n GOBSTONES 2.0 y en su versio´n GOBSTONES
3.0, utilizando la repeticio´n simple.
// Gobstones 2.0
procedure Mover10Al Norte()
{
repeatWith i in 1..10
{ Mover(Norte) }
}
// Gobstones 3.0
procedure Mover10Al Norte()
{
repeat (10)
{ Mover(Norte) }
}
// Gobstones 2.0
procedure PonerN(c, n)
{
repeatWith i in 1..n
{ Poner(c) }
}
// Gobstones 3.0
procedure PonerN(c, n)
{
repeat (n)
{ Poner(c) }
}
La repeticio´n indexada fue objeto de un par de cambios. El primero de ellos
es que su nombre, anteriormente repeatWith-in, es cambiado a foreach-in,
incorporando adema´s corchetes para delimitar la secuencia sobre la cual se itera.
Este cambio obedece a una estandarizacio´n de las palabras reservadas, tendien-
tes a mejorar la transicio´n a otros lenguajes en cursos posteriores, y a un uso
ortogonal de las secuencias (ver el cambio que se describe a continuacio´n).
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// Gobstones 2.0
procedure Poner10 Verde()
{
repeatWith i in 1..10
{ Poner(Verde) }
}
// Gobstones 3.0
procedure Poner10 Verde()
{
foreach i in [1..10]
{ Poner(Verde) }
}
// Gobstones 2.0
procedure PonerN(c, n)
{
repeatWith i in 1..n
{ Poner(c) }
}
// Gobstones 3.0
procedure PonerN(c, n)
{
foreach i in [1..n]
{ Poner(c) }
}
El segundo cambio para esta estructura es permitir especiﬁcar el incremento
de los rangos y permitir la deﬁncio´n de secuencias expl´ıcitas. Mostramos diversos
ejemplos esquematizando los nuevos comportamientos.
procedure Trazar(i)
/*
PROP o´SITO
Dibuja un segmento de una linea
poniendo i bolitas de color Verde.
PRECONDICI o´N
Hay al menos i celdas en direcci o´n
Este y/o Norte.
OBSERVACI o´N
Es un procedimiento auxiliar para los
ejemplos que siguen.
*/
{
PonerN(Verde, i)
i f (puedeMover(Este))
{ Mover(Este) }
else
{ Mover(Norte)
IrAlBorde(Oeste) }
}
program
/*
PRECONDICI o´N
El tablero mide 10x7. El cabezal se encuentra
en la posici o´n (0 ,0).
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OBSERVACI o´N
El resultado de cada foreach se visualizar a´
en una fila , gracias a la precondici o´n.
*/
{
VaciarTablero ()
# Rango simple
foreach i in [1..10]
{ Trazar(i) }
# Rango con incremento 2
foreach i in [2 ,4..20]
{ Trazar(i) }
# Rango con decremento 1
foreach i in [30 ,27..1]
{ Trazar(i) }
# Secuencia expl ı´cita de nu´ meros
foreach i in [14,11,2,3,4,13,1,20,3,7]
{ Trazar(i) }
# Secuencia expl ı´cita de direcciones
foreach d in [Norte, Norte, Este, Este, Sur, Este]
{ Poner(Rojo); Mover(d) }
}
La ﬁgura 3.1.1 muestra cada una de las trazas creadas por el ejemplo donde
el nu´mero de bolitas denota el valor del ı´ndice de la repeticio´n indexada en
una iteracio´n particular, siendo la celda del borde oeste el valor del ı´ndice para
la primer iteracio´n y la celda del borde este el valor del ı´ndice para la u´ltima
iteracio´n, de abajo para arriba: la primer ﬁla muestra el resultado de la traza
del ejemplo de rango simple, la segunda ﬁla el ejemplo de rango con incremento
dos, la tercera el ejemplo de rango con decremento una, la cuarta el ejemplo de
secuencia expl´ıcita de nu´meros, las bolitas rojas muestran el recorrido generado
con el ejemplo de la secuencia expl´ıcita de direcciones que comienza en el borde
oeste de la quinta ﬁla.
3.2. Otros cambios para compatibilidad
Adema´s de los cambios mencionados en la seccio´n anterior, el lenguaje incor-
pora otros cambios menores con el ﬁn de lograr compatibilidad con la sintaxis
del lenguaje de programacio´n XGOBSTONES.
La estructura case-of de alternativa indexada de GOBSTONES 2.0 se re-
nombro´ a switch-to en GOBSTONES 3.0. Este cambio libera la palabra reser-
vada case para su uso diferente en XGOBSTONES. El siguiente es un ejemplo
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Figura 3.1.1: Representacio´n del tablero utilizada en PYGOBSTONES
1.0. Tablero resultante del programa que ilustra el comportamiento de
la repeticio´n indexada en GOBSTONES 2.0.
escrito en ambas versiones del lenguaje, donde se muestra un procedimiento que
pone una bolita dependiendo del nu´mero denotado por el para´metro n.
// Gobstones 2.0
procedure PonerNumero(n)
{
case (n) of
{
1 -> { Poner(Azul) }
2 -> { Poner(Negro)}
3 -> { Poner(Rojo) }
_ -> { Poner(Verde)}
}
}
// Gobstones 3.0
procedure PonerNumero(n)
{
switch (n) to
{
1 -> { Poner(Azul) }
2 -> { Poner(Negro)}
3 -> { Poner(Rojo) }
_ -> { Poner(Verde)}
}
}
Tambie´n se realizaron modiﬁcaciones en la estructura if-else a la que se le
agrego´ la palabra clave (opcional) then. Mostramos dos ejemplos que reﬂejan
el cambio en la estructura con respecto a la versio´n anterior del lenguaje.
// Gobstones 2.0
procedure SacarSiHay(c)
{
i f (hayBolitas(c))
{ Sacar(c) }
}
// Gobstones 3.0
procedure SacarSiHay(c)
{
i f (hayBolitas(c))
then { Sacar(c) }
}
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// Gobstones 2.0
procedure InvertirColor ()
{
i f (hayBolitas(Rojo))
{ Sacar(Rojo)
Poner(Azul) }
else
{ Sacar(Azul)
Poner(Rojo) }
}
// Gobstones 3.0
procedure InvertirColor ()
{
i f (hayBolitas(Rojo))
then
{ Sacar(Rojo)
Poner(Azul) }
else
{ Sacar(Azul)
Poner(Rojo) }
}
Otro cambio de sintaxis fue el agregado de comentarios al estilo PYTHON
(adema´s de los existentes estilo C y HASKELL) deﬁnidos por el cara´cter # para
indicar el comienzo de un comentario de l´ınea y el delimitador """ para delimitar
los comentarios multi-l´ınea, como se muestra en el siguiente ejemplo:
# Este es un comentario de una sola lı´nea.
""" Este es
un comentario
multi -lı´nea """
3.3. Modo interactivo
Esta nueva versio´n de GOBSTONES incorpora un modo interactivo al lenguaje
que permite al usuario interactuar con el programa en un ciclo read-eval-print,
donde luego de cada tecla presionada se ejecuta algu´n co´digo y se muestra el
tablero as´ı generado, quedando a la espera de nuevas teclas. Esto posibilita,
entre otras cosas, el desarrollo de pequen˜os videojuegos por turnos.
La utilizacio´n de este modo se indica a trave´s del uso de las palabras clave
interactive program, que indica que el programa se compondra´ de la especi-
ﬁcacio´n de una serie de alternativas (teclas, bloque) para asociar un conjunto de
teclas a un bloque espec´ıﬁco de co´digo (incluyendo una alternativa por defec-
to). Estas asociaciones sera´n utilizadas al momento de consumir las entradas de
teclado ingresadas por el programador durante la fase read del ciclo read-eval-
print para decidir que´ debe ser ejecutado en cada iteracio´n (en la fase eval del
ciclo).
En el siguiente ejemplo se muestra la utilizacio´n del modo interactivo en
un programa que permite la manipulacio´n del cabezal del tablero durante la
ejecucio´n. Este programa pone bolitas utilizando la tecla que corresponde a la
inicial del color, las saca utilizando la tecla correspondiente a la inicial de color
en combinacio´n con la tecla SHIFT y desplaza el cabezal mediante las ﬂechas del
teclado.
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interactive program
{
K_A -> { Poner(Azul) }
K_SHIFT_A -> { Sacar(Azul) }
K_N -> { Poner(Negro) }
K_SHIFT_N -> { Sacar(Negro) }
K_R -> { Poner(Rojo) }
K_SHIFT_R -> { Sacar(Rojo) }
K_V -> { Poner(Verde) }
K_SHIFT_V -> { Sacar(Verde) }
K_ARROW_UP -> { Mover(Norte) }
K_ARROW_DOWN -> { Mover(Sur) }
K_ARROW_RIGHT -> { Mover(Este) }
K_ARROW_LEFT -> { Mover(Oeste) }
_ -> { Skip }
}
Observar la forma en que se especiﬁcan las teclas mediante constantes prede-
ﬁnidas preﬁjadas con K , y como cada tecla se asocia con un bloque de co´digo.
En el ape´ndice H.2 se presenta un pequen˜o juego programado en GOBSTONES
3.0 utilizando el modo interactivo.
4. El lenguaje de programacio´n XGOBSTONES
El lenguaje de programacio´n XGOBSTONES es una extensio´n de el lenguaje
GOBSTONES 3.0 que incorpora estructuras de datos ba´sicas y opcionalmente las
nociones de memoria y pasaje de para´metros por referencia. La sintaxis de este
lenguaje se encuentra en el ape´ndice C.
Participe´ durante el disen˜o de XGOBSTONES aportando ideas respecto de
las interfaces de las estructuras de datos y las capacidades de los tableros en su
nuevo rol como elemento expl´ıcito.
4.1. Estructuras de datos ba´sicas
Esta extensio´n incorpora a GOBSTONES 3.0 las estructuras de datos lista,
registro y variante, con sus respectivos mecanismos de generacio´n y de acceso.
Es interesante destacar que, en coherencia con la ﬁlosof´ıa de GOBSTONES
de denotar valores mediante expresiones, las estructuras de datos son valores
puros que se describen a trave´s de las operaciones que se presentan en esta
seccio´n. En otras palabras, no hace falta incorporar la nocio´n de memoria o de
representacio´n para presentar este concepto.
En esta seccio´n hago una descripcio´n exhaustiva de cada una las estructuras
de datos que forman parte de XGOBSTONES.
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4.1.1. Listas
Entre las estructuras de datos que agrega XGOBSTONES podemos encontrar
las listas, que son simplemente secuencias de elementos del lenguaje. El lenguaje
posee expresiones para su generacio´n, acceso y para determinar su nulidad. Para
la generacio´n de listas se incorporan tres expresiones ba´sicas: la lista vac´ıa, la
lista con un u´nico elemento y la concatenacio´n.
program
{
xs := [] # Lista vac ı´a
ys := [1] # Lista con un u´nico elemento
zs := ys ++ xs # Concatenaci o´n de dos listas
}
Adicionalmente, el lenguaje provee dos generadores de listas avanzados: el
generador de secuencias expl´ıcitas y el generador de rango. El generador de
secuencias expl´ıcitas es una expresio´n que permite crear una lista a partir de la
enumeracio´n de sus elementos. El generador de rango crea una lista a partir de
un nu´mero inicial y un nu´mero ﬁnal, especiﬁcando opcionalmente el incremento
o decremento. Estas construcciones siguen la misma sintaxis que las secuencias
de la construccio´n foreach-in de GOBSTONES 3.0, uniformizando adema´s dicha
forma de repeticio´n para permitir en XGOBSTONES cualquier expresio´n que
denote listas.
program
{
/* Secuencias expl ı´ citas no-num e´ ricas */
cs := [Verde, Verde, Rojo, Negro]
ds := [Norte, Norte, Este, Sur, Este]
bs := [True, True, True, False, False]
/* Secuencias expl ı´ citas num e´ ricas */
xs := [1,4,7,10,13,16]
ys := [1,2,3,4,5,6,7,8,9,10]
zs := [14,12,10,8,6,4,2]
/* Rangos */
xsr := [1 ,4..16] # [1,4,7,10,13,16]
ysr := [1..10] # [1,2,3,4,5,6,7,8,9,10]
zsr := [14 ,12..2] # [14,12,10,8,6,4,2]
/* Repetici o´n indexada usando expresiones de
listas no constantes. */
foreach c in cs
{ Poner(c) }
}
Observar la generacio´n de listas de colores (cs), de direcciones (ds), de booleanos
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(bs) y nume´ricas (xs, ys, zs) a partir de secuencias expl´ıcitas, la generacio´n de
listas a partir de un rango con incremento (xsr), un rango sin incremento (ysr)
y un rango con decremento (zsr), y la utilizacio´n de la repeticio´n indexada
utilizando expresiones de listas no constantes, que en este ejemplo es cs, lo que
a partir de un elemento c de esta lista, que denota un color en cada iteracio´n,
tiene el efecto de poner una bolita de dicho color c en la celda actual.
Sobre una lista se pueden aplicar expresiones que permiten denotar elementos
componentes de la misma: head, que denota el primer elemento de la lista, tail,
que denota la cola de la lista, last, que denota el u´ltimo elemento de la lista, e
init, que denota el comienzo de la lista (todos los elementos con excepcio´n del
u´ltimo).
program
{
xs := [1,2,3,4]
cabeza := head(xs) # 1
ultimo := last(xs) # 4
cola := tail(xs) # [2,3,4]
comienzo := init(xs) # [1,2,3]
}
Adema´s de las expresiones generadoras y de acceso, es posible determinar si
una lista no contiene elementos utilizando la expresio´n isEmpty.
program
{
xs := []
ys := [1,2,3,4]
emptyXs := isEmpty(xs) # True
emptyYs := isEmpty(ys) # False
}
Mediante los elementos presentados es posible recorrer una lista o bien
mediante la repeticio´n condicional, utilizando las expresiones head, tail y
isEmpty, o bien mediante la repeticio´n indexada sobre listas, segu´n la extensio´n
explicada.
function sumarListaR(ns)
{
rec := ns
suma := 0
while (not isEmpty(rec))
{
suma := suma + head(rec)
rec := tail(rec)
}
return (suma)
}
function sumarListaF(ns)
{
suma := 0
foreach n in ns
{ suma := suma + n }
return (suma)
}
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4.1.2. Registros
Otra estructura de datos que agrega XGOBSTONES son los registros, una
agrupacio´n de valores nombrados (mediante campos). El lenguaje provee sin-
taxis para la deﬁnicio´n de diferentes tipos de registros por parte del usuario y
adicionalmente expresiones para su generacio´n, acceso y modiﬁcacio´n.
Un tipo de registro se deﬁne utilizando las palabras claves type-is-record y
especiﬁcando cada uno de los campos que compondra´n al registro. Ejempliﬁca-
mos con un tipo particular de registros: una versio´n simple para la representacio´n
de personas.
type Persona i s record
{
f i e ld nombre
f i e ld dni
f i e ld edad
}
Esta declaracio´n establece un nuevo tipo llamado Persona compuesto por los
campos nombre, dni y edad. Observar que los campos no presentan un tipo
asociado y que se indican expl´ıcitamente mediante la palabra clave field acorde
a la ﬁlosof´ıa de GOBSTONES de identiﬁcar cada concepto.
Dada la deﬁncio´n de un registro, existe una expresio´n para la generacio´n de
un dato con ese tipo: el constructor, que se invoca utilizando el nombre con el
cual se deﬁnio´ al registro. Mediante esta expresio´n es posible generar un nuevo
registro con los valores deseados para cada campo.
program
{
p := Persona(nombre <- "Juan",
dni <- "14033002" ,
edad <- 32)
q := Persona(nombre <- "Maria",
dni <- "22345123"
edad <- 28)
}
En el ejemplo anterior se puede apreciar la construccio´n de dos registros de
tipo Persona a trave´s del constructor del tipo y una sucesio´n de asociaciones
campo-valor, cada una de ellas indicada mediante el operador binario de aso-
ciacio´n de campos (<-): la variable p se asigna con un registro Persona donde
los campos nombre, dni y edad denotan los valores "Juan", "14033002" y 32
respectivamente y la variable q se asigna con otro registro Persona donde el
campo nombre denota "Maria", el campo dni denota "22345123" y el campo
edad denota 28.
A partir de la deﬁnicio´n del registro, XGOBSTONES genera automa´ticamente
funciones observadoras de los campos nombradas a partir de e´stos.
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program
{
p := Persona(nombre <- "Juan",
dni <- "14033002" ,
edad <- 32)
q := Persona(nombre <- "Maria",
dni <- "22345123"
edad <- 28)
dniP := dni(p) # "14033002"
nombreQ := nombre(q) # "Maria"
edadP := edad(p) # 32
}
Observar la utilizacio´n sin previa deﬁnicio´n expl´ıcita de las funciones dni, nombre
y edad que denotan los valores de los campos dni, nombre y edad de un registro
Persona dado.
En la versio´n ba´sica los registros no son modiﬁcables pues son valores. En
caso de querer un registro similar a otro, pero donde solo var´ıa un subconjunto
de campos, existe una forma sinta´ctica que permite reutilizar el constructor de
registros para tal ﬁn. Esta construccio´n se logra utilizando el mismo constructor
de registro pero pasa´ndole como argumento un registro existente. El siguiente
ejemplo, similar al anterior, muestra la utilizacio´n de esta caracter´ıstica.
program
{
r1 := Persona(nombre <- "Javier",
dni <- "0",
edad <- 20)
nombreR1 := nombre(r) # "Javier"
r2 := Persona(r1 | nombre <- "Ramiro ")
nombreR2 := nombre(r1) # "Ramiro"
r3 := Persona(r2 | dni <- "4433353")
dniR3 := dni(r3) # "4433353"
r4 := Persona(r3 | edad <- 44)
edadR4 := edad(r4) # 44
}
A partir de un registro Persona r1, con nombre "Javier", DNI igual a cero
y edad igual a 20, actualizo primero el nombre, luego el DNI y por u´ltimo la
edad.
El siguiente ejemplo muestra la deﬁnicio´n de la funcio´n crecer que recibe
una persona y retorna una nueva persona con la edad incrementada en uno.
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function crecer(p)
{ return(Persona(p | edad <- edad(p) + 1)) }
program
{
r := Persona(nombre <- "Javier",
dni <- "35456489" ,
edad <- 20)
r’ := crecer(r)
edadR := edad(r) # 20
edadR ’ := edad(r’) # 21
}
La funcio´n crecer se deﬁne a partir del constructor Persona y una persona
p existente. Esta funcio´n se utiliza en el programa principal para aumentar la
edad de r, asignando el nuevo valor a un registro r’. Observar que la funcio´n
crecer retorna un valor distinto al de su argumento.
Es posible crear registros de mayor complejidad que contengan estructuras
de datos. Mostramos un ejemplo de un registro Curso que relaciona a un docente
(registro de tipo Persona) con un conjunto de alumnos (lista de registros de tipo
Persona).
type Curso i s record
{
f i e ld docente
f i e ld alumnos
}
program
{
pedro := Persona(nombre <- "Pedro",
dni <- "30303203" ,
edad <- 20)
maria := Persona(nombre <- "Maria",
dni <- "30305503" ,
edad <- 18)
javier := Persona(nombre <- "Javier",
dni <- "20303203" ,
edad <- 35)
curso := Curso(docente <- javier ,
alumnos <- [maria , pedro])
return(curso)
}
Se deﬁne un tipo de registro Curso que representa el dictado de una materia
donde un docente ensen˜a a muchos alumnos. Se crean las personas pedro, maria,
Ary Pablo Batista Tesina de Licenciatura
4 El lenguaje de programacio´n XGobstones 24
javier y un curso donde javier es el docente designado y maria y pedro son
sus alumnos (representados como una lista de personas).
4.1.3. Variantes
El lenguaje de programacio´n XGOBSTONES agrega el concepto de tipo va-
riante, que representan la unio´n de varios tipos, cada uno ana´logo a un registro.
En un tipo variante cada caso de la unio´n esta´ asociado a una etiqueta, que sir-
ve para identiﬁcarlo. Junto a esta estructura de datos, XGOBSTONES incorpora
mecanismos para su deﬁnicio´n, construccio´n y observacio´n, de manera ana´loga a
los registros, y una expresio´n adicional para distinguir entre los distintos casos.
La deﬁnicio´n de un variante se logra utilizando las palabras clave type-is-
variant y especiﬁcando cada uno de los casos del variante; cada caso puede
incluir un conjunto de campos. Mostramos una deﬁnicio´n de un variante Gusto
que esquematiza la forma ma´s simple de un variante, donde deﬁne casos sin
campos, y luego una deﬁnicio´n de un variante Helado, que deﬁne casos con sus
respectivos campos.
type Gusto i s variant
{ case Frutilla
case Sambayon
case Chocolate }
type Helado i s variant
{
case Vasito
{ f i e ld bocha }
case Cucurucho
{ f i e ld bochaArriba
f i e ld bochaAbajo }
case Pote
{ f i e ld gustos }
}
La palabra clave case permite deﬁnir los casos del variante, e.g., el variante
Gusto deﬁne los casos Frutilla, Sambayon y Chocolate. La palabra clave field
permite deﬁnir los campos de cada caso del variante, tal y como se explico´ para
la deﬁnicio´n de registros en la seccio´n anterior.
La construccio´n de un variante se realiza a trave´s de su constructor, ana´logo
al constructor de registros, deﬁnido por el nombre del caso del variante y una
tupla de pares campo-valor. Mostramos la construccio´n de cada uno de los casos
deﬁnidos en el ejemplo anterior.
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program
{
g1 := Frutilla
g2 := Sambayon
g3 := Chocolate
h1 := Vasito(bocha <- Frutilla)
h2 := Cucurucho(bochaArriba <- Sambayon ,
bochaAbajo <- Chocolate)
h3 := Pote(gustos <- [g1, g2, g3])
h4 := Pote(gustos <- [Chocolate , Chocolate , Sambayon ])
}
Junto a los variantes se introduce la expresio´n match-to, ana´logo de expre-
siones al comando de alternativa indexada, que denota una expresio´n distinta
asociada a cada caso del variante. Mostramos la funcio´n precioHelado que
permite calcular el precio para un helado h dado.
function precioGusto(g)
{
return
(
match (g) to # Observar que match -to es
Frutilla -> 3 # una expresi o´n y por tanto
Sambayon -> 6 # puede usarse en el return
Chocolate -> 5
)
}
function sumGustos(gs)
{
suma := 0
foreach g in gs
{ suma := suma + precioGusto(g) }
return(suma)
}
function precioHelado(h)
{
return
(
match (h) to
Vasito -> precioGusto(bocha(h))
Cucurucho -> precioGusto(bochaArriba(h)) +
precioGusto(bochaAbajo(h))
Pote -> sumGustos(gustos(h))
)
}
Observar que match-to es una expresio´n, y por lo tanto denota un valor. Por
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esa razo´n se puede utilizar como la expresio´n que denota el valor retornado por
la funcio´n precioGusto y precioHelado.
4.2. Pasaje por referencia y memoria
Todas las caracter´ısticas vistas hasta el momento son funcionalmente puras2.
Sin embargo, es importante trabajar las nociones de memoria y de pasaje de
para´metros por referencia. El lenguaje de programacio´n XGOBSTONES incorpo-
ra estas nociones mediante tres elementos: el operador punto, la deﬁnicio´n de
un para´metro de pasaje por referencia en procedimientos y punto de entrada
program y los arreglos.
4.2.1. Operador punto
El lenguaje provee el operador punto para lograr el acceso y la modiﬁca-
cio´n de los campos de una variable de registro. El siguiente ejemplo muestra la
modiﬁcacio´n de una variable de registro de tipo Persona mediante esta carac-
ter´ıstica.
program
{
r := Persona(nombre <- "Javier",
dni <- "0"
edad <- 20)
nombreR := nombre(r) # "Javier"
r.nombre := "Ramiro"
nombreR2 := nombre(r) # "Ramiro"
r.dni := "4433353"
dniR := dni(r) # "4433353"
r.edad := 44
edadR := edad(r) # 44
}
Vemos como los campos nombre, dni y edad de la variable de registro r son
asignados mediante el operador punto, evitando la necesidad de construir un
nuevo registro casi ide´ntico al anterior con excepcio´n al valor del campo que
se desea reemplazar. En el ejemplo puro presentado en la seccio´n 4.1.2, tanto
r1 como r2, r3 y r4 coexisten y pueden usarse de manera independiente. En
cambio, al usar el operador punto, el valor original de r es reemplazado por un
nuevo valor, como si r se tratase de una memoria.
2Una operacio´n invocada con los mismos argumentos siempre denota el mismo valor.
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4.2.2. Para´metro de pasaje por referecia en procedimientos
El lenguaje incorpora pasaje de para´metros por referencia a trave´s de la
especiﬁcacio´n de un para´metro especial en la deﬁnicio´n de procedimientos o del
punto de entrada program. Este para´metro especial se indica anteponiendo un
nombre, separado por un punto, al nombre del procedimiento o a la palabra clave
program. Esta caracter´ıstica es opcional a nivel del programa: en caso de querer
utilizarla en algu´n punto del programa, el programador debe emplearla en todo el
programa. Si no se utiliza esta caracter´ıstica, XGOBSTONES es retrocompatible
con los programas GOBSTONES 3.0. Sin embargo, al utilizarla, el tablero se
vuelve un elemento expl´ıcito, y se pierde la retrocompatibilidad. Por una decisio´n
durante el disen˜o del lenguaje, los arreglos y los registros modiﬁcables so´lo esta´n
disponibles cuando se utiliza esta caracter´ıstica. El siguiente ejemplo ilustra la
utilizacio´n del pasaje de para´metros por referencia.
procedure x.Incrementar ()
{ x := x + 1 }
t.program
{
n := 3
m := -8
n.Incrementar ()
m.Incrementar ()
return(n, m) # n -> 4; m -> -7
}
Este ejemplo deﬁne un procedimiento llamado Incrementar que recibe el para´me-
tro por referencia x y lo incrementa en uno. Luego, deﬁne un bloque program
que deﬁne un para´metro por referencia t (del cual se hablara´ en la seccio´n 4.2.4)
e incrementa el valor de las variables n y m utilizando el procedimiento anterior.
La presencia de esta caracter´ıstica, junto a la notacio´n elegida, permite emu-
lar algunos elementos del paradigma de la programacio´n orientada a objetos.
El siguiente ejemplo deﬁne un registro Persona y los procedimientos que de-
ﬁnen para´metros por referencia Crecer, que incrementa la edad de una persona
en uno, y SetNombre, que actualiza el nombre de una persona. Los para´metros
por referencia pueden recibir cualquier nombre, pero en este ejemplo elegimos
llamarlos this intencionalmente para resaltar la similtud de esta caracter´ıstica,
empleada de este modo, con el uso de la pseudo-variable this (o self ) presentes
en lenguajes de programacio´n orientada a objetos.
type Persona i s record
{
f i e ld nombre
f i e ld dni
f i e ld edad
}
Ary Pablo Batista Tesina de Licenciatura
4 El lenguaje de programacio´n XGobstones 28
procedure this.Crecer ()
{ this.edad := this.edad + 1 }
procedure this.SetNombre(nuevoNombre)
{ this.nombre := nuevoNombre }
t.program
{
p := Persona(nombre <- "Juan",
dni <- "20321321" ,
edad <- 20)
p.Crecer ()
p.SetNombre (" Pedro")
return(p)
}
Este programa crea una persona con el nombre "Juan", dni "20321321" y
edad 20 y, a partir de las modiﬁcaciones realizadas, retorna una persona con el
nombre "Pedro", dni "20321321" y edad 21.
4.2.3. Arreglos
El lenguaje en su versio´n con pasaje de para´metros por referencia incorpora
arreglos, una secuencia de elementos indexada y con orden de acceso Θ(1)3.
Junto a ellos, incorpora mecanismos para su generacio´n e indizacio´n. Los arreglos
pueden verse como una agrupacio´n en memoria de variables del mismo tipo,
accesibles a trave´s de un ı´ndice.
La creacio´n de un arreglo se logra a trave´s de la utilizacio´n de la expresio´n
Arreglo(size <- n) que crea un arreglo de longitu´d n. El acceso a cada uno
de los elementos del arreglo se da a trave´s de la indizacio´n. La inicializacio´n de
esta estructura se realiza a mano asignando cada uno de sus campos. Adema´s
es posible conocer la longitud de un arreglo a trave´s de la funcio´n size. El
siguiente ejemplo muestra la utilizacio´n del constructor de arreglos, la funcio´n
size y la asignacio´n de elementos del arreglo en un programa que construye un
arreglo con diez elementos y lo inicializa con nu´meros del uno al diez.
program
{
a := Arreglo(size <- 10)
foreach i in [1.. size(a)]
{ a[i] := i }
}
Observar la notacio´n cla´sica mediante corchete para la indizacio´n del arreglo.
3Notacio´n asinto´tica Θ [8]. Establece el peor caso del tiempo de ejecucio´n teo´rico de un
algoritmo.
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4.2.4. Tablero como valor
Al utilizar la caracter´ıstica de pasaje de para´metros por referencia, el punto
de entrada program debe indicar una variable destacada. Dicha variable, llamada
t en los ejemplos de la seccio´n anterior, comienza con el valor del tablero inicial,
incorporando as´ı el tablero como un valor ma´s, modiﬁcable u´nicamente a trave´s
del mecanismo de pasaje por referencia. A este modo lo llamamos de tablero
expl´ıcito y el mismo utiliza un conjunto distinto de comandos y expresiones para
interactuar con el tablero (con respecto a los utilizados en la seccio´n 2.1). Los
comandos esperan un tablero pasado por referencia mientras que las expresiones
requieren de un tablero como primer argumento.
t.program
{
t.Mover(Este)
t.Poner(Rojo)
i f (hayBolitas(t, Rojo))
{ t.Poner(Verde) }
}
Al incorporar al tablero como un valor ma´s dentro de XGOBSTONES se po-
sibilita el hecho de tener varias copias del tablero, manipulando cada instancia
independientemente. En la ﬁgura 4.2.1 se presenta un ejemplo de este compor-
tamiento.
5. El ambiente de desarrollo PYGOBSTONES 1.0
Como establecimos en las secciones anteriores, el objetivo de este trabajo es
contribuir al desarrollo de la herramienta PYGOBSTONES 1.0 que implementa
un ambiente de trabajo para los lenguajes de programacio´n GOBSTONES 3.0 y
XGOBSTONES.
Esta nueva herramienta, implementada en PYTHON [6], esta´ compuesta por
tres partes: el compilador y ma´quina virtual del lenguaje de programacio´n
GOBSTONES 3.0, el compilador y ma´quina virtual del lenguaje de programa-
cio´n XGOBSTONES y la interfaz gra´ﬁca.
Decid´ı desarrollar un compilador y una ma´quina virtual independientes para
cada lenguaje implementado debido al corto tiempo de vida de XGOBSTONES y
a la incertidumbre respecto de su futuro al momento de comenzada esta tesina.
El lenguaje GOBSTONES, por otro lado, constituye un lenguaje maduro que ya
cuenta con tres versiones y que es probable que su disen˜o se mantenga estable.
En esta seccio´n describo la implementacio´n del compilador y ma´quina virtual
de GOBSTONES 3.0 a partir de los existentes de GOBSTONES 2.0 (incluido en
PYGOBSTONES 0.97), la implementacio´n del compilador y ma´quina virtual de
XGOBSTONES a partir de los desarrollados para GOBSTONES 3.0 y el desarrollo
de un mo´dulo de comunicacio´n que permita la interaccio´n entre la interfaz gra´ﬁca
y los compiladores y ma´quinas virtuales.
Ary Pablo Batista Tesina de Licenciatura
5 El ambiente de desarrollo PyGobstones 1.0 30
t.program
{
t.IrAlBorde(Sur)
t.IrAlBorde(Oeste)
t.Mover(Este)
t1 := t
t1.Poner(Rojo)
t1.Mover(Norte)
t1.Poner(Verde)
t2 := t1
t2.VaciarTablero ()
t2.Poner(Azul)
}
Tablero t
Tablero t1
Tablero t2
Figura 4.2.1: A la izquierda un programa que realiza sucesivas copias
del tablero aplicando diferentes operaciones. A la derecha se muestran
los tableros ﬁnales t, t1 y t2 al terminar (si bien solo el tablero denotado
por t se puede visualizar en la herramienta).
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Para la presentacio´n de las implementaciones hago uso de dos herramientas
auxiliares que se explican a continuacio´n.
5.1. Herramientas auxiliares
Junto a las implementaciones del lenguaje desarrolle´ una herramienta para
la generacio´n de casos de prueba automa´ticos, descripta en la seccio´n 5.1.1, y
una notacio´n para generalizar ejemplos, principalmente durante la descripcio´n
de los procesos de compilacio´n, descripta en la seccio´n 5.1.2.
5.1.1. Herramienta para los casos de prueba
Con el objetivo de veriﬁcar el correcto funcionamiento de las caracter´ısticas
implementadas, desarrolle´ algunas herramientas para facilitar la creacio´n de
casos de prueba [3]. Con ellas, deﬁn´ı una bater´ıa de casos de prueba tanto
para programas GOBSTONES 3.0 como XGOBSTONES. Por simplicidad, en esta
seccio´n hablare´ solo de la generacio´n de casos de prueba para GOBSTONES 3.0
puesto que los de XGOBSTONES siguen el mismo principio de trabajo.
En primer lugar, cree´ una herramienta que permite la generacio´n de casos
de prueba automa´ticos a partir de un programa GOBSTONES, un programa
equivalente en PYTHON y un conjunto de datos de prueba. Con estos elementos
la herramienta genera casos de prueba que veriﬁcan que la ejecucio´n ambos
programas obtengan el mismo resultado a partir del mismo subconjunto de
datos.
Al presentar los casos de prueba utilizados, dare´ un esquema de progra-
ma GOBSTONES 3.0 y un programa PYTHON que sera´n los datos usados por
la herramienta para generar ese caso de prueba. El esquema de programa en
GOBSTONES 3.0 usara´ atributos externos cuyos valores sera´n provistos por la
herramienta durante la ejecucio´n de los tests. Estos atributos se denotan me-
diante una anotacio´n, un identiﬁcador precedido por un arroba (e.g. @nombre).
Los datos externos empleados en el esquema de programa GOBSTONES 3.0 se en-
cuentran disponibles para el programa PYTHON a trave´s del diccionario llamado
args (e.g. args["nombre"]).
Para la utilizacio´n de la herramienta se deﬁne una subclase de la clase
TestScript donde se incluyen los programas provistos. La clase TestScript
posee el comportamiento ba´sico para la integracio´n de un test a la herramien-
ta. Por ejemplo, para testear la suma y la resta de GOBSTONES 3.0 usare´ el
siguiente par de programas:
# Esquema de programa
# Gobstones 3.0
return (@a + @b , @a - @b)
# Programa Python
return (args["a"] + args["b"],
args["a"] - args["b"])
que sera´n parte del siguiente co´digo PYTHON dentro de la clase OperadorTest
que implementa este test.
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c lass OperatorTest(TestScript ):
def __init__(self):
super(OperatorTest , self). __init__ ({
"a": [3, 0, 10, 3000, 99999] ,
"b": [8, 0, 33, 5213, 56655]
})
def nretvals(self):
return 2
def gbs_code(self):
return """
# Esquema de programa
# Gobstones 3.0
return (@a + @b, @a - @b)
"""
def pyresult(self , args):
# Program Python
return (args["a"] + args["b"],
args["a"] - args["b"])
Esta clase deﬁne las funciones gbs code y pyresult que implementan los pro-
gramas mostrados en cada ejemplo y las operaciones de inicializacio´n. En este
ejemplo, la anotacio´n @a variara´ en el conjunto {3, 0, 10, 3000, 99999} y la ano-
tacio´n @b en el conjunto {8, 0, 33, 5213, 56655}.
La herramienta, por otro lado, tambie´n permite la ejecucio´n de programas
GOBSTONES 3.0 o XGOBSTONES escritos manualmente que sera´n utilizados co-
mo casos de prueba. Estos programas debera´n retornar las variables nombradas
passed y failed para indicar los tests que resultaron exitosos y los que fallaron
respectivamente, o, al declarar la anotacio´n #!assert como primera l´ınea de
programa, una tupla de valores de verdad donde cada uno representa el resulta-
do de un test individual. A continuacio´n se presenta un ejemplo de un programa
GOBSTONES 3.0 que veriﬁca que el generador de rangos y el generador de se-
cuencias expl´ıcitas posean el mismo comportamiento.
#!assert
function sumaDesplazada(xs)
{
sum := 0
foreach x in xs
{ sum := sum * 10 + x }
return(sum)
}
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program
{
sumA := sumaDesplazada ([1,2,3,4,5,6,7,8,9,10])
sumB := sumaDesplazada ([1..10])
return(sumA == sumB)
}
Estas herramientas para la generacio´n de casos de prueba se incluyen dentro
de las implementaciones de los lenguajes.
5.1.2. Notacio´n espec´ıﬁca
Con el ﬁn de lograr que los ejemplos dados resulten gene´ricos, utilizare´ una
notacio´n espec´ıﬁca que establece una forma de nombrar fragmentos de texto
que var´ıa y que permite reutilizarlos en otro punto del ejemplo.
Esta notacio´n se emplea utilizando un nombre entre los s´ımbolos < y > (e.g.
<Nombre>), para identiﬁcar una porcio´n de co´digo que var´ıa y su aparicio´n estara´
acompan˜ada por una explicacio´n de su signiﬁcado. Tambie´n usare´ la notacio´n
<Nombre-i> para identiﬁcar elementos del programa que comparten la misma
naturaleza donde i representa una etiqueta nume´rica, alfabe´tica o una palabra
completa. Por ejemplo, el texto [<Expr-1>, <Expr-2>, <Expr-3>] contiene
tres expresiones particulares, a ellas me referire´ tanto por su nombre particular;
e.g. <Expr-3>, como por su generalizacio´n, <Expr-i>. A continuacio´n se muestra
un fragmento de co´digo GOBSTONES 3.0 que posee estas anotaciones.
i f (<Condition >)
then <Block -Then >
else <Block -Else >
Este fragmento posee las anotaciones <Condition>, que representa una expre-
sio´n de tipo booleano, y <Block-i> que representa un bloque de comandos.
Estas anotaciones son utilizadas, entre otros usos, para indicar en el byte-
code la aparicio´n del elemento anotado ya sea de manera literal o con un texto
que describe alguna modiﬁcacio´n. Por ejemplo, la presencia de la anotacio´n
<Bytecode de <Nombre>> representa el bytecode resultante de la compilacio´n
del fragmento de co´digo representado por la anotacio´n <Nombre>.
Por otra parte, se utilizara´n anotaciones para reemplazar las etiquetas em-
pleadas junto a la instruccio´n label: dado que las etiquetas utilizadas generadas
por el compilador son simples nu´meros aleatorios (e.g. L 191290533), decidimos
reemplazarlas por anotaciones cuyo nombre favorezcan la comprensio´n de los
ejemplos.
El siguiente bytecode muestra la compilacio´n del fragmento de co´digo ante-
rior utilizando las anotaciones presentes en e´l.
Ary Pablo Batista Tesina de Licenciatura
5 El ambiente de desarrollo PyGobstones 1.0 34
<Bytecode de <Condition >>
jumpIfFalse <L_ELSE >
<Bytecode de <Block -Then >>
jump <L_END >
label <L_ELSE >
<Bytecode de <Block -Else >>
label <L_END >
En este ejemplo, las anotaciones <L ELSE> y <L END> representan etiquetas ge-
neradas aleatoriamente por la ma´quina virtual. Notar que estas etiquetas var´ıan
para cada alternativa compilada, pero son la misma en cada uso dentro del mis-
mo fragmento.
Para entender el uso de los jumps en el ejemplo es necesario tener en cuenta
que la compilacio´n de una expresio´n deja el resultado en la pila de ejecucio´n
y su compilacio´n dependera´ de si se trata de una constante (pushConst), una
variable (pushVar) o invocacio´n de una funcio´n (compilacio´n de los argumentos
y luego una instruccio´n call invocando la funcio´n).
Tambie´n proveere´, en ocasiones, comentarios que ayuden a comprender el
resultado de la compilacio´n, posicionando cada l´ınea del co´digo compilado en
la primer l´ınea del bytecode al cual se tradujo, que a su vez hacen uso de estas
anotaciones.
<Bytecode de <Condition >> # if (<Condition >)
jumpIfFalse <L_ELSE > #
<Bytecode de <Block -Then >> # then <Block -Then >
jump <L_END > #
label <L_ELSE > # else
<Bytecode de <Block -Else >> # <Block -Else >
label <L_END > #
A continuacio´n de listan una serie de anotaciones de uso frecuente en los
ejemplos que se presentara´n.
<Expr> denota una expresio´n cualquiera,
<Condition> denota una expresio´n booleana,
<List> denota una lista cualquiera,
<Block> denota un bloque de comandos,
<Index> denota un nombre que es utilizado como ı´ndice,
<L tag> denota una etiqueta aleatoria generada por el compilador, donde
tag sera´ reemplazado por un nombre que aporte signiﬁcacio´n al ejemplo.
Por ejemplo, la anotacio´n <L BEGIN WHILE> representa una etiqueta que se
utiliza para indicar el principio de un while, que var´ıa para cada while
compilado.
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5.2. Implementacio´n de GOBSTONES 3.0
Para la implementacio´n del compilador y la ma´quina virtual de GOBSTONES
3.0 extend´ı los existentes de GOBSTONES 2.0 que forman parte de la herramienta
PYGOBSTONES 0.97. Fue necesario cambiar la implementacio´n de cada una
de las etapas del compilador y tambie´n la ma´quina virtual para incorporar
las nuevas caracter´ısticas del lenguaje. Los cambios a las etapas de ana´lisis
sema´ntico y compilacio´n requirieron modiﬁcar el co´digo PYTHON existente y
agregar nuevas operaciones.
Adema´s, implemente´ casos de prueba para cada una de las caracter´ısticas
desarrolladas, utilizando la herramienta mencionada en la seccio´n 5.1.1.
5.2.1. Cambios en el bytecode de GOBSTONES
Para poder implementar las nuevas caracter´ısticas a GOBSTONES 3.0 se in-
trodujeron algunos cambios en el conjunto de instrucciones del bytecode. Para
explicitar la utilizacio´n de la pila de programa, la instruccio´n assign se re-
nombro´ a popTo. Con el mismo concepto la instruccio´n pushVar se renombro´
a pushFrom. Otros cambios incluyeron el renombre de la instruccio´n BOOM a
THROW ERROR, la incorporacio´n de la instruccio´n entrypoint (ver seccio´n 5.2.3)
y la incorporacio´n de las instrucciones setImmutable y unsetImmutable, de
efectos opuestos, que establecen si una variable es inmutable o no lo es.
La grama´tica detalla del nuevo bytecode se presenta en el ape´ndice E.
5.2.2. Cambios de sintaxis
En cada ejecucio´n, el compilador, en su etapa de ana´lisis sinta´ctico, hace uso
de una grama´tica BNF que utilizara´ para analizar sinta´cticamente el programa
ingresado como entrada (como se explico´ en la seccio´n 2.3.1).
Implemente´ los cambios de sintaxis que incorpora el lenguaje modiﬁcando la
grama´tica BNF de GOBSTONES 2.0 utilizada en la etapa de ana´lisis sinta´ctico de
PYGOBSTONES 0.97. En el ape´ndice G.1 se muestran los fragmentos de co´digo
que resultan signiﬁcativos, aprovechando el espacio de esta seccio´n para mostrar
ejemplos.
La incorporacio´n del nuevo punto de entrada program la realice´ modiﬁcando
la regla que deﬁne una deﬁnicio´n del lenguaje agregando este elemento. De la
misma forma, agregue´ la sintaxis de la repeticio´n simple a la grama´tica. Para la
adaptacio´n de la nueva sintaxis del comando if-then-else basto´ con agregar
un s´ımbolo terminal opcional then. La modiﬁcacio´n de la alternativa indexada
se logro´ cambiando los s´ımbolos terminales case-of por switch-to. La incor-
poracio´n de los comentarios al estilo PYTHON deb´ıa ser un trabajo trivial (dado
que el la grama´tica BNF de GOBSTONES 2.0 ya contemplaba la presencia de
comentarios de l´ınea y multi-l´ınea); sin embargo el s´ımbolo # utilizado para los
comentarios de l´ınea entraba en conﬂicto con el s´ımbolo utilizado para comen-
tar l´ıneas de la grama´tica BNF, por lo que fue necesario modiﬁcar la etapa de
ana´lisis sinta´ctico para interpretar el s´ımbolo ##, ahora presente en la grama´tica,
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como nuevo comentario de l´ınea. En el ape´ndice G.1.4 mostramos las grama´tica
para los comentarios en sus dos versiones.
Por u´ltimo la repeticio´n indexada fue uno de los elementos sobre los cuales
tuvieron mayor impacto los cambios que introdujo GOBSTONES 3.0. Para imple-
mentar los cambios sinta´cticos de la repeticio´n indexada comence´ por cambiar
la palabra clave repeatWith por foreach y luego crear la sintaxis adecuada que
permita utilizar secuencias expl´ıcitas, adema´s de rangos.
Para veriﬁcar la nueva sintaxis de estas caracter´ısticas utilice el siguiente caso
de prueba que resulta exitoso si el mismo es ejecutado y termina sin errores.
#!assert
# Comentario de lı´nea
""" Comentario
multi -lı´nea """
program
{
x := True
i f (x)
then { Skip }
else { Skip }
switch (x) to
_ -> { Skip }
foreach i in [1,2,3,4,5] { Skip }
foreach i in [1..5] { Skip }
foreach i in [1 ,3..5] { Skip }
repeat (3) { Skip }
return(True)
}
5.2.3. El punto de entrada program
Para la implementacio´n del punto de entrada program incorpore´ al com-
pilador y ma´quina virtual un nuevo concepto que se suma a la deﬁnicio´n de
procedimientos y funciones: los entrypoint (punto de entrada). De esta mane-
ra, es posible en un futuro agregar a partir de este concepto nuevos puntos de
entrada que involucren diferentes comportamientos del compilador y ma´quina
virtual, como podr´ıa ser interactive program.
Para esta implementacio´n fue necesario modiﬁcar, adema´s de la etapa de
ana´lisis sinta´ctico de la que se hablo´ en la seccio´n 5.2.2, la etapa de ana´lisis
sema´ntico y la etapa de compilacio´n.
En la etapa de ana´lisis sema´ntico implemente´ veriﬁcaciones sobre la estructu-
ra del programa GOBSTONES 3.0 en general y la estructura del punto de entrada
program en particular. Estas veriﬁcaciones son:
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El programa debe tener un punto de entrada program y no ma´s que uno.
El punto de entrada program puede incluir en su bloque un comando
return. Si lo hace debe ser el u´ltimo comando del bloque.
Finalmente en la etapa de compilacio´n, se compila el punto de entrada
program a bytecode de manera similar a la compilacio´n de una funcio´n o proce-
dimiento. El primer paso fue extender el conjunto de instrucciones con la nueva
instruccio´n entrypoint que indica el comienzo del programa. Al traducir el
program a bytecode, se agrega la instruccio´n entrypoint, se compila el bloque
y se agrega una instruccio´n que indica el ﬁn de la deﬁnicio´n. Dentro del bloque
de program se compila el comando return (si no forma parte del bloque se agre-
ga este comando sin argumentos) como una instruccio´n ya existente returnVars
que constituye un caso especial de la instruccio´n return que indica el ﬁnal de
la ejecucio´n y, opcionalmente, expresiones que deben formar parte del resultado
ﬁnal.
El bytecode generado para un punto de entrada program se muestra a con-
tinuacio´n.
# Estructura del punto de entrada program
program
<Block >
# Compilaci o´n del punto de entrada program
entrypoint $program # program
<Bytecode de <Block >> # <Block >
end #
La veriﬁcacio´n de esta caracter´ıstica se realiza en conjuncio´n con los restantes
casos de prueba puesto que es parte de todos ellos.
5.2.4. Repeticio´n simple
La implementacio´n de la repeticio´n simple se realiza simulando la misma co-
mo si se tratase de un while con un contador, reutilizando por tanto la generacio´n
de co´digo preexistente. Se muestra el bytecode resultado de la compilacio´n de
esta estructura con comentarios que clariﬁcan su funcionamiento.
# Estructura de la repetici o´n simple
repeat <Expr > <Block >
# Compilaci o´n de la repetici o´n simple
<Bytecode de <Expr >> # counter := <Expr >
popTo _counter #
label <L_BEGIN_WHILE > # while (true) {
pushFrom _counter # if (not (counter > 0))
pushConst 0 #
ca l l > 2 #
jumpIfFalse <L_END_REPEAT > # { break }
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<Bytecode de <Block >> # <Block >
pushFrom _counter # counter := counter -1
pushConst 1 #
ca l l - 2 #
popTo _counter #
jump <L_BEGIN_WHILE > # }
label <L_END_REPEAT > #
El bytecode resultante muestra la incializacio´n de un contador con el valor
denotado por <Expr> y bucle implementado mediante etiquetas e instrucciones
de salto que ejecutara´ las instrucciones del bloque y decrementara´ el contador
en cada iteracio´n. Este bucle terminara´ cuando el valor del contador denote un
nu´mero menor o igual a cero.
Veriﬁco esta caracter´ıstica a partir de los programas que muestro a continua-
cio´n y un conjunto de nu´meros enteros aleatorios generados automa´ticamente.
# Esquema de programa
# Gobstones 3.0
count := 0
repeat (@times)
{ count := count +1 }
return(count)
# Program Python
return args["times"]
El programa GOBSTONES 3.0 realiza un conteo de las iteraciones de la repeticio´n
simple. El programa PYTHON simplemente indica el resultado esperado para el
conteo.
5.2.5. Repeticio´n indexada
La implementacio´n de la repeticio´n indexada presente en el compilador de
GOBSTONES 2.0 es espec´ıﬁca para la forma de rangos simples. Para la imple-
mentacio´n del nuevo comporamiento de la repeticio´n indexada de GOBSTONES
3.0 utilice´ la misma implementacio´n que la deﬁnida para XGOBSTONES, que
representa internamente los rangos y las secuencias expl´ıcitas como listas (ver
seccio´n 5.3.2).
Esto completa los cambios para llevar el comportamiento de GOBSTONES
2.0 a GOBSTONES 3.0.
5.3. Implementacio´n de XGOBSTONES
Desarrolle´ el compilador y la ma´quina virtual de XGOBSTONES usando como
punto de partida las implementaciones de GOBSTONES 3.0 explicadas en la
seccio´n anterior.
5.3.1. El bytecode y la ma´quina virtual de XGOBSTONES
El bytecode utilizado por XGOBSTONES es el mismo que el presentado en
la seccio´n 5.2.1 para GOBSTONES 3.0. Sobre e´ste se construyen los procesos de
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compilacio´n de los nuevas caracter´ısticas incorporadas en este lenguaje.
Para la implementacio´n de la ma´quina virtual de XGOBSTONES extend´ı
la desarrollada para GOBSTONES 3.0 e incorpore´ un conjunto de operaciones
internas, inaccesibles al programador, a partir las cuales implemente´ las estruc-
turas de datos y el mecanismo de pasaje por referencia. En este conjunto de
operaciones se encuentran range, construct, construct from, mk field,
extract case, getRef, getRefValue, SetRefValue, mk array, etc. Cada
una estas operaciones se explicara´n conforme se hagan presentes en las seccio-
nes siguientes.
5.3.2. Listas
Para representar las listas de XGOBSTONES eleg´ı usar el tipo primitivo list
de PYTHON. Dado que la ma´quina virtual opera con valores PYTHON, esto per-
mite que las listas puedan ser manipuladas por la misma sin mayores cambios.
Comence´ por implementar los tres generadores ba´sicos: lista nula [], lista
singular [x] y concatenacio´n xs ++ ys, internamente deﬁndos como funciones
provistas por la ma´quina virtual que operan sobre la representacio´n en PYTHON.
Las listas primitivas de PYTHON proveen [] y [x] como notacio´n y el operador
+ para la concatenacio´n.
Implemente´ las secuencias expl´ıcitas a partir de los generadores ba´sicos: en la
etapa de ana´lisis sinta´ctico traduzco las secuencias expl´ıcitas en una serie de con-
catenaciones de listas singulares. Por ejemplo, la secuencia expl´ıcitas [1,2,3]
se traduce internamente en la expresio´n [1] ++ [2] ++ [3] ++ [].
Implemente´ los rangos mediante una primitiva de la ma´quina virtual, range,
que a partir del primer y u´ltimo elemento del rango y, opcionalmente, el segundo
elemento, retorna una lista con los elementos correspondientes. Por ejemplo, el
rango [1,7..31] se traduce internamente en la expresio´n range(1, 31, 7)
que retorna la lista [1, 7, 13, 19, 25, 31].
Extend´ı el conjunto de primitivas de la ma´quina virtual para incluir opera-
ciones que representen head, tail, init, last e isEmpty. La ma´quina virtual
ejecuta estas primitivas usando operaciones de PYTHON de seccionado de listas
y la funcio´n len. Por ejemplo, tail(xs) se representa con xs[1:], last(xs)
con xs[-1] e isEmpty(xs) con len(xs) == 0.
La implementacio´n del nuevo comportamiento de la repeticio´n indexada se
redujo a modiﬁcar la compilacio´n a Bytecode. La nueva representacio´n de la
repeticio´n indexada es ba´sicamente un recorrido sobre la lista utilizando las
expresiones head, tail e isEmpty.
# Estructura de la repetici o´n indexada
foreach <Index > in <List > <Block >
# Compilaci o´n de la repetici o´n indexada
<Bytecode de <List >> # xs0 := <List >
popTo _xs0 #
label <L_WHILE_BEGIN > # while (true) {
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pushFrom _xs0 # if (isEmpty(xs0))
ca l l isEmpty 1 #
ca l l not 1 #
jumpIfFalse <L_WHILE_END > # { break }
pushFrom _xs0 # <Index > := head(xs0)
ca l l head 1 #
popTo <Index > #
setImmutable <Index > # setImmutable(<Index >)
<Bytecode de <Block >> # <Block >
unsetImmutable <Index > # unsetImmutable(<Index >)
pushFrom _xs0 # xs0 := tail(xs0)
ca l l tail 1 #
popTo _xs0 #
jump <L_WHILE_BEGIN > #
label <L_WHILE_END > # }
La variable xs0 mantiene el estado de la lista que se ira´ reduciendo conforme a
las iteraciones del bucle. En cada iteracio´n se asigna la cabeza de la lista xs0 a la
variable <Index>. La ejecucio´n de este co´digo concluye cuando la lista xs0 toma
el valor []. Se utiliza la instruccio´n setImmutable para que la variable <Index>
se vuelva inmutable durante la ejecucio´n de <Block> y luego la instruccio´n
unsetImmutable para deshacer la restriccio´n anterior.
La veriﬁcacio´n del generador de rango se realiza a mediante la compara-
cio´n del resultado de los programas que se muestran a continuacio´n variando
la etiqueta @low en el conjunto {1, 11, 33} y la etiqueta @high en el conjunto
{11, 22, 51}.
# Esquema de programa
# XGobstones
xs := [@low..@high]
ys := [@low , @low +1.. @high]
zs := [@high ,@high -1.. @low]
ws := [@low , @low +5.. @high]
vs := [@high ,@high -5.. @low]
us := [@low , @low +9.. @high]
ts := [@high ,@high -9.. @low]
return(ts , us , vs , ws , xs ,
ys, zs)
# Programa Python
low = args[’low’]
high = args[’high’]
xs = range(low , high +1)
ys = range(low , high+1, 1)
zs = range(high , low -1, -1)
ws = range(low , high+1, 5)
vs = range(high , low -1, -5)
us = range(low , high+1, 9)
ts = range(high , low -1, -9)
return ts , us , vs , ws , xs ,
ys , zs
Las veriﬁcaciones para las secuencias expl´ıcitas y el comportamiento de
la nueva implementacio´n de la repeticio´n indexada esta´n dadas por el caso
de prueba descripto por los programas que se muestran a continuacio´n, don-
de @list es una secuencia expl´ıcita de nu´meros generada aleatoriamente (e.g.
[8,10,33,84,11]).
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# Esquema de programa
# XGobstones
res := 0
foreach n in @numbers
{ res := res*10 + n }
return(sum)
# Programa Python
res = 0
ns = ns["numbers"][1: -1]
ns = ns.split(",")
for n in map( int , ns):
res = res*10 + n
return res
Esta veriﬁcacio´n realiza una sumatoria de todos los nu´meros de la lista reali-
zando desplazando el resultado en cada suma, con lo que el resultado depende
del orden de los elementos de la lista.
5.3.3. Registros
Implemente´ los registros de XGOBSTONES utilizando como representacio´n
los diccionarios provistos por PYTHON, donde cada campo se corresponde con
un ı´ndice del diccionario.
Para la construccio´n de un registro, la expresio´n de XGOBSTONES se compila
como si hubiese sido escrita usando operaciones internas de la ma´quina virtual
construct y mk field como se muestra en el siguiente ejemplo.
# Co´digo XGobstones
p:= Persona(nombre <- "Pedro",
dni <- "2132132" ,
edad <- 34)
# Co´digo a compilar
p := _construct (" Persona",
[_mk_field (" nombre", "Pedro"),
_mk_field ("dni", "2132132" ),
_mk_field ("edad", 34)])
La funcio´n mk field asocia un nombre de campo con un valor, y la funcio´n
construct construye la representacio´n PYTHON a partir de un constructor
dado y una lista de asociaciones (campo, valor) generadas a partir de mk field.
Para el caso de la construccio´n de un registro a partir de un registro existente
se hace uso de la funcio´n construct from, similar a construct, que recibe
como tercer argumento una expresio´n de tipo registro sobre la cual se construira´
el nuevo registro.
# Co´digo XGobstones
p:= Persona(nombre <- "Pedro",
dni <- "2132132" ,
edad <- 34)
q := Persona(p | dni <- "1233323")
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# Co´digo a compilar
p := _construct (" Persona",
[_mk_field (" nombre", "Pedro"),
_mk_field ("dni", "2132132" ),
_mk_field ("edad", 34)])
q := _construct_from (" Persona",
[_mk_field ("dni", "1233323")] ,
p)
La implementacio´n de las funciones observadoras de campo consiste en su
traduccio´n en tiempo de compilacio´n en llamadas a la funcio´n get field, ope-
racio´n interna de la ma´quina virtual, que recibe un registro y un nombre de
campo y devuelve el valor de dicho campo.
# Co´digo XGobstones
d := dni(p)
# Co´digo a compilar
d := _get_field(p, "dni")
5.3.4. Variantes
Para la representacio´n de los variantes use´ el mismo enfoque que utilice´
para representar los registros: cada caso del variante se representa utilizando
un diccionario PYTHON. Para la construccio´n de un variante, al igual que en
la construccio´n de un registro, se utiliza la funcio´n construct que recibe el
constructor del caso y un listado de tuplas (campo, valor) creadas utilizando
la funcio´n mk field.
type Gusto i s variant
{
case Frutilla
case Chocolate { f i e ld amargo }
}
# Co´digo XGobstones
g1 := Frutilla
g2 := Chocolate(amargo <- True)
# Co´digo a compilar
g1 := _construct (" Frutilla", [])
g2 := _construct (" Chocolate", [_mk_field (" amargo", True)])
Implemente´ la expresio´n match-to como una secuencia de alternativas que
buscan coincidir el caso del argumento con alguno de los casos deﬁnidos. Si no
se cubren todos los casos del variante, la etapa de ana´lisis sema´ntico exige la
deﬁnicio´n de un caso por defecto. Para la extraccio´n del caso del argumento se
Licenciatura en Informa´tica, Facultad de Informa´tica UNLP
43 GOBSTONES y XGOBSTONES
utiliza la operacio´n interna extract case, que, dado un valor de tipo variante,
retorna el constructor del caso con el que fue construido dicho valor.
# Estructura de la expresi o´n match -to
match (<Expr -V>) of
<Case -1> -> <Expr -1>
<Case -2> -> <Expr -2>
...
<Case -N> -> <Expr -N>
_ -> <Expr -Else >
# Compilaci o´n del match -to
<Bytecode de <Expr -V>> # case := _extract_case (
ca l l _extract_case 1 # <Expr -V>
popTo _case # )
pushFrom _case # if (type == <Case -1>)
pushConst <Case -1> #
ca l l == 2 #
jumpIfFalse <L_CASE_2 > #
<Bytecode de <Expr -1>> # { push(<Expr -1>) }
jump <L_MATCH_END > #
label <L_CASE_2 > #
pushFrom _case # elif (type == <Case -2>)
pushConst <Case -2> #
ca l l == 2 #
jumpIfFalse <L_CASE_3 > #
<Bytecode de <Expr -2>> # { push(<Expr -2>) }
jump <L_MATCH_END > #
... # ...
label <L_CASE_N > #
pushFrom _case # elif (type == <Case -N>)
pushConst <Case -N> #
ca l l == 2 #
jumpIfFalse <L_ELSE > #
<Bytecode de <Expr -N>> # { push(<Expr -N>) }
jump <L_MATCH_END > #
label <L_ELSE > # else {
<Bytecode de <Expr -Else >> # push(<Expr -Else >)
label <L_MATCH_END > # }
La alternativa indexada se implementa a partir de una secuencia de saltos con-
dicionales que veriﬁcan que el constructor de caso utilizado para construir la ex-
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presio´n recibida como argumento (<Expr-V>), almacenado en la variable case,
coincida con alguno de los literales que describen casos del variante (<Case-i>).
Ante una coincidencia se apila la expresio´n asociada con el literal (<Expr-i>);
de lo contrario se apila la expresio´n por defecto (<Expr-Else>).
5.3.5. Pasaje por referencia
Deﬁn´ı tres operaciones internas de la ma´quina virtual con las cuales exprese´
la implementacio´n de referencias: getRef que, dado un l-value y un ı´ndice o
campo, retorna una referencia a dicho valor, SetRefValue que, dada una refe-
rencia y un valor, reescribe el valor referenciado, y getRefValue que, dada una
referencia, retorna el valor referenciado. Las operaciones mencionadas manipu-
lan instancias de la clase GbsRef que representan las distintas referencias. Esta
clase posee un me´todo para la lectura del valor de la referencia (get) y otro para
reescritura del valor referenciado (set). Dado que en el contexto del lenguaje
de programacio´n PYTHON no existe el concepto de pasaje por referencia, cree´
la clase GbsObject cuyas instancias oﬁcian de value holder4 para los valores de
XGOBSTONES. De esta manera es posible modiﬁcar el valor contenido en una
instancia de esta clase y que el cambio se vea reﬂejado en todo el programa.
A partir de las primitivas y clases mencionadas implemente´ el comportamiento
del operador punto y el mecanismo de indizacio´n para arreglos.
La implementacio´n del operador punto var´ıa dependiendo del contexto en
que se lo utilice. En el contexto de una expresio´n lo implemente´ como una su-
cesio´n de llamadas a la funcio´n getRef seguida de un llamado a la funcio´n
getRefValue que, en conjunto, devuelven el valor ﬁnal de la secuencia de apli-
caciones de los operadores punto. En cambio, en el contexto de una asignacio´n,
la sucesio´n de llamadas a getRef se ve´ seguida de una llamada al procedimiento
SetRefValue que, a partir de la referencia obtenida y una expresio´n a asignar,
reemplaza al valor referenciado.
El siguiente es un ejemplo que muestra la utilizacio´n de las funciones getRef
y getRefValue para obtener el valor de un campo. La variable var corresponde
a una variable de tipo registro, el campo f1 es de tipo registro conteniendo un
campo f2.
# Co´digo XGobstones
fieldValue := var.f1.f2
# Co´digo a compilar
fieldValue :=
_getRefValue(_getRef(_getRef(var , "f1"), "f2"))
Notar que cada operador punto se traduce como una funcio´n getRef que genera
una referencia al campo. La funcio´n getRefValue obtiene el valor efectivo.
Para ilustrar el mecanismo de asignacio´n de una referencia, el ejemplo a
continuacio´n muestra la asignacio´n del campo f1 de la variable de tipo registro
4Patro´n de disen˜o utilizado en lenguajes orientados a objetos para guardar referencia a un
valor que es modiﬁcado.
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var con el valor 3.
# Co´digo XGobstones
var.f1.f2 := 3
# Co´digo a compilar
_SetRefValue(_getRef(_getRef(var , "f1"), "f2"), 3)
A partir de una referencia generada para el campo f1 se genera una segunda
referencia para el campo f2 cuyo valor referenciado es reemplazado por el valor
3 mediante el procedimiento SetRefValue.
5.3.6. Arreglos
Implemente´ los arreglos de XGOBSTONES a partir de las listas de PYTHON5.
El constructor de arreglos lo implemento como la operacio´n interna de la
ma´quina virtual mk array que dado un para´metro que indica longitud crea
una lista de PYTHON de dicho taman˜o.
# Programa XGobstones
arr := Arreglo(size <- 30)
# Co´digo a compilar
arr := _mk_array (30)
La expresio´n size, que retorna la longitud del arreglo, se implementa a
partir de la funcio´n len provista por PYTHON, que retorna la longitud de la
representacio´n del arreglo.
El mecanismo de indizado funciona de la misma manera que el operador
punto con la diferencia que se realiza una u´nica llamada a getRef con el nu´mero
de ı´ndice. El siguiente es un ejemplo que muestra la asignacio´n del valor del
primer elemento de un arreglo a a una variable v y la asignacio´n del quinto
elemento del mismo arreglo con el valor 10
# Co´digo XGobstones
v := a[1]
a[5] := 10
# Co´digo a compilar
v := _getRefValue(_getRef(a, 1))
_SetRefValue(_getRef(a, 5), 10)
Esta caracter´ıstica es veriﬁcada por el siguiente caso de prueba. La anotacio´n
@size var´ıa en el intervalo [1, 30].
5En la implementacio´n de las listas de PYTHON tanto el acceso como la modiﬁcacio´n de
un elemento de la lista mediante la utilizacio´n de un ı´ndice se realiza en tiempo constante, es
decir, en orden Θ(1).
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# Esquema de programa
# XGobstones
arr := Arreglo(size <- @size)
foreach i in [1.. @size]
{ arr[i] := i }
arr2 := Arreglo(size <- @size)
foreach i in [@size , @size -1..1]
{ arr2[i] := arr[i] }
return(arr2)
# Programa Python
return range(size , 0, -1)
Este caso de prueba crea un arreglo de longitud @size donde cada posicio´n es
inicializada con su ı´ndice y luego se copia a un segundo arreglo en orden inverso.
5.3.7. Chequeo de tipos dina´mico
La especiﬁcacio´n de GOBSTONES 3.0 y XGOBSTONES establece que una mis-
ma variable no puede ser asignada con valores de distintos tipos, y adema´s, en
el caso de XGOBSTONES, todos los elementos de una lista deben pertenecer al
mismo tipo. Para implementar esta caracter´ıstica, la ma´quina virtual implemen-
ta el chequeo dina´mico de tipos para cada operacio´n que lo precisa mediante la
utilizacio´n de la operacio´n interna poly typeof, heredada de la implementacio´n
de la ma´quina virtual de PYGOBSTONES 0.97, que devuelve el nombre del tipo
de un valor dado.
Para la realizacio´n de chequeo de tipos durante la asignacio´n modiﬁque´ la
implementacio´n de la instruccio´n popTo presente en el bytecode. La nueva im-
plementacio´n veriﬁca, en caso de que la variable a asignar ya este´ deﬁnida, que
el tipo del nuevo valor de la variable coincida con el tipo del valor viejo y, en el
caso de las listas, que el tipo interno tambie´n coincida.
Para el caso del chequeo de tipos para valores de tipo lista, implemente´ en el
operador de concatenacio´n ++ una veriﬁcacio´n que asegure que los tipos internos
de las listas a concatenar coincidan.
De manera similar se trata el chequeo de tipos sobre otras construcciones
como los campos, los registros, etc.
5.3.8. Tablero como valor
En XGOBSTONES existen dos modos de utilizacio´n del tablero: el modo
expl´ıcito y el modo impl´ıcito. En el modo expl´ıcito es posible utilizar el ta-
blero como un valor siendo suceptible de ser asignado a una variable y utilizado
como una expresio´n en cualquier punto del programa. El modo impl´ıcito corres-
ponde a la forma de manejar tableros de GOBSTONES 3.0 donde la existencia del
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tablero es impl´ıcita para el programador. Desarrolle´ estos dos modos de utiliza-
cio´n del tablero proveyendo primitivas distintas para cada uno que manipulan
una misma representacio´n del tablero.
La ma´quina virtual modela al tablero como un objeto de la clase Board que
provee la siguiente interfaz para su manipulacio´n:
go to boundary que implementa el comportamiento de IrAlBorde.
clear board que implementa VaciarTablero.
put stone que implementa Poner.
take stone que implementa Sacar.
move que implementa Mover.
num stones que implementa nroBolitas.
exist stones que implementa hayBolitas.
can move que implementa puedeMover.
Ambos modos de utilizacio´n del tablero hacen uso de esta interfaz accedie´ndola
a trave´s de dos conjuntos distintos de primitivas de la ma´quina virtual.
El modo impl´ıcito utiliza el mismo conjunto de primitivas que las disponibles
en GOBSTONES 3.0 siempre haciendo referencia a un u´nico tablero global que
solo es copiado dentro del contexto de una funcio´n para que la misma no genere
efectos sobre el tablero original.
El modo expl´ıcito utiliza un conjunto de primitivas distinto, con el mismo
nombre pero que reciben al tablero como primer argumento: en el caso de los
procedimientos el pasaje del tablero se realiza por referencia, mientras que en
el caso de las funciones se realiza por valor.
Al momento de comenzar la ejecucio´n utilizando el modo expl´ıcito, la ma´qui-
na virtual envuelve el tablero en un objeto GbsObject y lo asocia con la variable
de pasaje por referencia del punto de entrada program. A partir de esta varia-
ble, el programador puede realizar nuevas asignaciones para retener un estado
particular del tablero y suplirla como argumento en funciones y procedimientos.
Una asignacio´n o la utilizacio´n de este valor como argumento signiﬁcara´ una
copia del objeto tablero.
5.4. Implementacio´n del modo interactivo
Para la implementacio´n del ciclo read-eval-print del modo interactivo utilice´
dos primitivas de entrada/salida, la funcio´n read y el procedimiento Show. Estas
operaciones primitivas hacen uso de la interfaz abstracta InteractiveAPI para
delegar sus implementaciones en instancias de esta interfaz que utilizan distintos
medios de lectura de teclas y visualizacio´n de tableros.
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5.4.1. Implementacio´n del ciclo read-eval-print
El bloque interactive program se traduce internamente en un punto de en-
trada programmediante una etapa de expansio´n de macros que agregue´ al pipeli-
ne del compilador. Esta traduccio´n genera un programa que implementa el com-
portamiento del ciclo read-eval-print y donde las asociaciones (teclas, bloque)
forman parte de la etapa eval. A continuacio´n se presenta un esquema de esta
traduccio´n donde la anotacio´n KeyAssocs denota una secuencia de asociaciones
(teclas, bloque).
# Esquema de programa
interactive program
{
<KeyAssocs >
}
# Luego de la etapa de expansi o´n de macros.
program
{
lastKey := read()
while (lastKey /= K_CTRL_D)
{
switch (lastKey) to
<KeyAssocs >
Show()
FreeVars ()
lastKey := read()
}
}
El programa expandido comienza asignando la variable lastKey con la lectura
de la primer tecla obtenida a trave´s de la primitiva read. A partir de este punto
el programa ejecuta hasta que la variable lastKey denote el valor K CTRL D,
combinacio´n que establece el ﬁn de transmisio´n. Esta ejecucio´n consta de cuatro
partes:
1. la alternativa indexada que ejecutara´ la secuencia de comandos correspon-
diente al valor de lastKey (etapa eval),
2. la llamada a la primitiva Show que mostrara´ el tablero (etapa print).
3. la llamada a la primitiva FreeVars que libera todas las variables presentes
en el scope6 actual, asegurando que el u´nico medio de comunicacio´n entre
distintos ciclos de la ejecucio´n sea el tablero.
4. La llamada a la primitiva read que efectuara´ una nueva lectura (etapa
read).
6Contexto del programa. Incluye las variables y el tablero asociados a ese contexto.
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A continuacio´n se muestra un programa interactivo que permite manipular el
cabezal en tiempo de ejecucio´n mediante las ﬂechas del teclado y su traduccio´n
mediante la etapa de expansio´n de macros.
# Programa original
interactive program
{
K_ARROW_LEFT -> { Mover(Oeste) }
K_ARROW_RIGHT -> { Mover(Este) }
K_ARROW_UP -> { Mover(Norte) }
K_ARROW_DOWN -> { Mover(Sur) }
_ -> { Skip }
}
# Luego de la etapa de expansi o´n de macros.
program
{
lastKey := read()
while (lastKey /= K_CTRL_D)
{
switch (lastKey) to
K_ARROW_LEFT -> { Mover(Oeste) }
K_ARROW_RIGHT -> { Mover(Este) }
K_ARROW_UP -> { Mover(Norte) }
K_ARROW_DOWN -> { Mover(Sur) }
_ -> { Skip }
Show()
FreeVars ()
lastKey := read()
}
}
Vemos claramente como la secuencia de asociaciones (teclas, bloque) es colocada
como cuerpo de la alternativa indexada.
5.4.2. La interfaz abstracta InteractiveAPI
La clase InteractiveAPI representa una interfaz para la abstraccio´n de
las etapas read (me´todo read) y print (me´todo show) del ciclo read-eval-print
establecido por el modo interactivo, permitiendo desarrollar implementaciones
para distintos medios de entrada y salida (ver ﬁgura 5.4.1). El me´todo abstracto
read supone la lectura de una tecla representada como un nu´mero y el me´todo
show recibe un tablero con el ﬁn de ser mostrado. De esta manera, la ma´quina
virtual delega la implementacio´n de las primitivas read y Show en una instancia
de esta interfaz, interaccio´n que se ilustra en la ﬁgura 5.4.2.
Durante el desarrollo inicial de esta interfaz cree´ algunas implementaciones
utilizadas para la realizacio´n de pruebas en la caracter´ıstica, que se describen a
continuacio´n:
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InteractiveAPI
read()
show(board)
ConsoleInteractiveAPI
read()
show(board)
NullInteractiveAPI
read()
CrossPlatformAPIAdapter
read()
show(board)
api
Figura 5.4.1: Diagrama de clase para la interfaz abstracta
InteractiveAPI y sus implementaciones.
:VirtualMachine :InteractiveAPI
lastKey=read()
execute(lastKey)
Show(board)
lastKey=read()
while (lastKey != K CTRL D)
Figura 5.4.2: Interaccio´n entre una ma´quina virtual y la interfaz in-
teractiva
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NullInteractiveAPI. Alimenta la ma´quina virtual con una sucesio´n alea-
toria de entradas, siendo K CTRL D la u´ltima entrada, y no implementa la
primitiva Show.
ConsoleInteractiveAPI. Toma caracteres ingresados por el usuario en
la consola y utiliza el mismo medio para mostrar los resultados de cada
ejecucio´n parcial utilizando el formato visto en la seccio´n 2.2.
CrossPlatformAPIAdapter. Constituye un adaptador que, dado otra in-
terfaz interactiva, permite detectar una secuencia de caracteres a ﬁn de
constituir teclas especiales como las ﬂechas del teclado, teniendo en cuenta
que las representaciones utilizadas por Windows y Linux.
En la seccio´n siguiente explico de manera detalla la implementacio´n de esta
interfaz interactiva utilizada dentro del mo´dulo de interaccio´n entre las imple-
mentaciones de los lenguajes y la interfaz gra´ﬁca.
5.5. Mo´dulo de interaccio´n entre las implementaciones de
los lenguajes y la interfaz gra´ﬁca
El mo´dulo de interaccio´n comprende una interfaz de abstraccio´n que im-
plementa, encapsula y oculta la concurrencia y el pasaje de mensajes entre el
proceso que gestiona los compiladores y ma´quinas virtuales de GOBSTONES 3.0
y XGOBSTONES y el proceso que aloja la ejecucio´n de la interfaz gra´ﬁca. Este
mo´dulo se estructura en tres partes:
El proceso de la interfaz gra´ﬁca que hace uso de la interfaz del mo´dulo.
El proceso que envuelve la ejecucio´n del compilador y ma´quina virtual de
la implementacio´n del lenguaje elegido.
El mecanismo de comunicacio´n entre los procesos.
En esta seccio´n explicare´ la implementacio´n de cada una de estas.
5.5.1. Arquitectura del mo´dulo
El disen˜o de la arquitectura del mo´dulo esta´ dado, a grandes rasgos, por
tres componentes: la interfaz del mo´dulo de la cual hace uso la interfaz gra´ﬁca
de usuario, un gestor de las implementaciones que encapsula al compilador y
la ma´quina virtual de GOBSTONES 3.0 y XGOBSTONES, y el mecanismo de
comunicacio´n entre estos.
La ﬁgura 5.5.1 presenta un diagrama de clases que muestra, de manera de-
tallada, las clases y relaciones que componen el mo´dulo de interaccio´n como se
describe a continuacio´n.
La clase GraphicalUserInterface representa la interfaz gra´ﬁca de usuario.
La clase ProgramRun representa una ejecucio´n particular de un programa.
Posee el comportamiento necesario para la comunicacio´n con el proceso que
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GraphicalUserInterface
run(ﬁlename, program, board)
check(ﬁlename, program)
ProgramRun
communicator
run(program, ﬁlename, board,
run mode)
send input(keycode)
abort()
ProgramWorker
prepare()
start(program, ﬁlename, board,
run mode)
run()
XGobstonesProgramWorker
prepare()
start(program, ﬁlename, board,
run mode)
GobstonesProgramWorker
prepare()
start(program, ﬁlename, board,
run mode)
ExecutionHandler
success(board, result)
failure(exception)
log(message)
read request()
partial(board)
GUIExecutionHandler
success(board, result)
failure(exception)
log(message)
read request()
partial(board)
InteractiveAPI
show(board)
read()
ExecutionAPI
log(message)
GUIExecutionAPI
communicator
show(board)
read()
log(message)
GobstonesImplementation
run(ﬁlename, program, board)
check(ﬁlename, program)
XGobstonesImplementation
run(ﬁlename, program, board)
check(ﬁlename, program)
Figura 5.5.1: Diagrama de clases del mo´dulo de interaccio´n.
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aloja al compilador y ma´quina virtual de la implementacio´n del lenguaje elegido
e implementa tres me´todos que son de intere´s para el usuario de esta interfaz:
run que dado un programa, el nombre del archivo que lo contiene, un
tablero y un modo de ejecucion (ejecutar programa o veriﬁcar programa)
comienza la ejecucio´n del programa.
send input que dado un co´digo de tecla (en codiﬁcacio´n ASCII) env´ıa a
la ma´quina virtual una tecla a ser consumida por el modo interactivo.
abort que detiene la ejecucio´n.
La clase ExecutionHandler es utilizada por ProgramRun para delegar en ella
el comportamiento relacionado con el ﬁn de ejecucio´n exitoso (success), el fallo
en ejecucio´n (failure), la atencio´n de mensajes informativos (log), la lectura de
una tecla (read request) y la muestra de un resultado parcial (partial). Junto
con la clase ProgramRun constituyen la interfaz del mecanismo de comunicacio´n
utilizada por la interfaz gra´ﬁca.
La clase GUIExecutionHandler es una implementacio´n de la interfaz abs-
tracta ExecutionHandler que interactu´a con la interfaz gra´ﬁca para realizar las
lecturas de teclado y mostrar los resultados de ejecucio´n, resultados parciales,
mensajes informativos y mensajes de fallo de ejecucio´n.
La clase ProgramWorker es un gestor de las implementaciones del lengua-
je que establece un ciclo de vida (mediante el me´todo run) e implementa el
comportamiento necesario para interactuar con la clase ProgramRun a trave´s
del mecanismo de comunicacio´n. Esta clase es implementada por las clases
GobstonesProgramWorker y XGobstonesProgramWorker, que contienen el com-
portamiento espec´ıﬁco para la gestio´n de las implementaciones de los lenguajes
GOBSTONES 3.0 y XGOBSTONES respectivamente.
Las clases GobstonesImplementation y XGobstonesImplementation cons-
tituyen un facade [4] de las implementaciones de los lengaujes de programacio´n
GOBSTONES 3.0 y XGOBSTONES respectivamente.
La clase InteractiveAPI, explicada en la seccio´n 5.4, es subclasiﬁcada por
ExecutionAPI, que agrega a la interfaz el me´todo log para la comunicacio´n de
mensajes informativos por parte del compilador o la ma´quina virtual. A su vez,
la clase ExecutionAPI es subclasﬁcada por GUIExecutionAPI que implementa
cada uno de los me´todos a partir de mensajes que son remitidos mediante el
mecanismo de comunicacio´n del mo´dulo.
5.5.2. Implementacio´n de la interfaz del mo´dulo
La interfaz del mo´dulo de interaccio´n esta´ dada por la clase ProgramRun,
que controla el mecanismo de comunicacio´n e informa de los distintos eventos
relacionados con la ejecucio´n de las implementaciones del lenguaje, y la clase
ExecutionHandler, que constituye una interfaz para la atencio´n de los distintos
eventos que anuncia ProgramRun.
La clase ProgramRun es responsable de la creacio´n del proceso donde ejecu-
tara´n las implementaciones del lenguaje, de la emisio´n de un primer mensaje
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que de´ comienzo a la ejecucio´n y del constante sondeo del canal de comuni-
cacio´n para detectar e informar a un manejador que implemente la interfaz
ExecutionHandler de la presencia de nuevos eventos generados por la ejecu-
cio´n.
La interfaz establecida por la clase ExecutionHandler es implementada por
la clase GUIExecutionHandler con el comportamiento espec´ıﬁco para que la
interfaz gra´ﬁca maneje cada uno de los eventos mencionados. De esta manera,
la interfaz gra´ﬁca podra´ mostrar un tablero parcial, pedir al usuario el ingreso
de una tecla o informar del estado de la ejecucio´n ignorando el mecanismo de
comunicacio´n subyacente.
5.5.3. Implementacio´n del gestor de implementaciones
El gestor de implementaciones ProgramWorker es implementado por las cla-
ses GobstonesProgramWorker y XGobstonesProgramWorker que tienen la res-
ponsabilidad de instanciar el compilador y la ma´quina virtual de las respectivas
implementaciones de los lenguajes y comunicar el resultado de la ejecucio´n. Du-
rante la instanciacio´n proveen a las ma´quinas virtuales con una instancia de
GUIExecutionAPI que implementa los me´todos de la clase InteractiveAPI a
trave´s de env´ıo y recepcio´n de mensajes mediante el mecanismo de comuni-
cacio´n. Estas clases tambie´n son responsables de capturar las excepciones que
puede levantar el compilador y la ma´quina virtual durante la ejecucio´n de un
programa. Estas excepciones se informan al proceso de la interfaz gra´ﬁca me-
diante un mensaje.
5.5.4. Comunicacio´n entre la interfaz gra´ﬁca y las implementaciones
de los lenguajes
En la ﬁgura 5.5.2 podemos ver un diagrama de secuencia que ilustra el me-
canismo de comunicacio´n utilizando en la interaccio´n entre los componentes del
mo´dulo. La clase ProgramRun constituye la interfaz del mecanismo de comuni-
cacio´n empleada por la interfaz gra´ﬁca para interactuar con la implementacio´n
del lenguaje. La clase Queue es una cola de mensajes sincro´nica implementada
por PYTHON con primitivas de env´ıo y recepcio´n bloqueantes y no-bloqueantes.
Esta cola constituye el canal de comunicacio´n inter-proceso empleado. La cla-
se ProgramWorker gestiona la implementacio´n del lenguaje elegido. La interfaz
gra´ﬁca junto con la instancia de ProgramRun ejecutan en un proceso separado
de las implementaciones y sus gestores.
Una ejecucio´n comienza a partir de la emisio´n de un mensaje de comienzo
de ejecucio´n (START) por parte de una instancia de ProgramRun. Este mensaje
es recibido por una instancia de ProgramWorker, utilizando una primitiva de
recepcio´n bloqueante sobre el canal, que comienza la ejecucio´n del compilador y
la ma´quina virtual del lenguaje elegido, proveyendo a esta u´ltima de una instan-
cia de GUIExecutionAPI. A partir de este punto la implementacio´n del lenguaje
dirige la comunicacio´n mediante el env´ıo sucesivo de mensajes a trave´s de inter-
faz GUIExecutionAPI. Estos mensajes son recibidos por ProgramRun mediante
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:ProgramRun :Queue :ProgramWorker
send(START)
receive()
START
send(PARTIAL | READ | LOG)
receive nowait()
PARTIAL | READ | LOG
send(READ DONE)
receive()
READ DONE
while running
send(FAIL | OK)
receive nowait()
FAIL | OK
Figura 5.5.2: Interaccio´n entre el proceso que aloja a la ma´quina
virtual (gestionado por ProgramWorker) y el que aloja a la interfaz
gra´ﬁca de usuario (cuya interfaz con el mecanismo de comunicacio´n es
ProgramRun).
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polling [2] sobre el canal de comunicacio´n, utilizando una primitiva de recepcio´n
no-bloqueante. De esta manera, la instancia de ProgramRun se mantiene a la
espera de un requerimientos de lectura de tecla (READ), que respondera´ una vez
realizada la lectura (READ DONE), de muestra de resultado parcial (PARTIAL) o
mensajes informativos respecto de la ejecucio´n (LOG), hasta la llegada del men-
saje de ﬁn de ejecucio´n exitosa (OK) o del mensaje de ejecucio´n fallida (FAIL).
Los tipos de mensajes que se transmiten en este proceso de comunicacio´n y
los datos que incluyen son:
START. Indica el comienzo de una ejecucio´n. Incluye el nombre del archivo
que contiene al programa, el programa, un tablero inicial7 y el modo de
ejecucio´n.
FAIL. Indica el fallo de la ejecucio´n actual. Incluye la excepcio´n que ﬁnalizo´
la ejecucio´n.
OK. Indica el ﬁn de la ejecucio´n actual de manera exitosa. Incluye el tablero
ﬁnal y una lista de tuplas (variable, valor) que corresponden a las variables
retornadas al ﬁnalizar la ejecucio´n.
LOG. Indica que el compilador o la ma´quina virtual produjeron un mensaje
informativo. Incluye el mensaje.
READ. Constituye un requerimiento de lectura de tecla por parte de la
ma´quina virtual.
READ DONE. Responde al requerimiento de lectura de tecla de la ma´quina
virtual. Incluye un co´digo de tecla.
PARTIAL. Indica que la ma´quina virtual produjo un tablero parcial. Incluye
el tablero parcial.
5.5.5. Resumen
Una ejecucio´n comienza mediante la invocacio´n del me´todo run de una ins-
tancia de ProgramRun por parte de la interfaz gra´ﬁca que env´ıa un mensaje de
comienzo a una instancia de ProgramWorker mediante el mecanismo de comu-
nicacio´n. Este mensaje dara´ comienzo a la compilacio´n del programa incluido
en e´ste y comenzara´ su ejecucio´n en la ma´quina virtual de la implementacio´n
del lenguaje elegido. A partir de este punto, la ma´quina virtual env´ıa sucesi-
vos mensajes a la interfaz gra´ﬁca, a trave´s de los componentes que oﬁcian de
interlocutores, requiriendo acciones o indicando el ﬁn de la ejecucio´n.
7En este proceso de comunicacio´n los tableros se codiﬁcan en cadenas de caracteres de
acuerdo al format GBB como se explica en el ape´ndice I.
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6. Conclusiones
Este informe presento´ el desarrollo de compiladores y ma´quinas virtuales que
implementen los lenguajes de programacio´n GOBSTONES 3.0 y XGOBSTONES
y un mecanismo de comunicacio´n entre estas implementaciones y la interfaz
gra´ﬁca de la herramienta PYGOBSTONES 1.0 en el marco de las actividades del
equipo de desarrollo de PYGOBSTONES.
Tras la realizacio´n de esta tesina he logrado desarrollar las implementaciones
de los lenguajes de programacio´n GOBSTONES 3.0 y XGOBSTONES que han sido
propuestas junto a un mecanismo de interaccio´n apropiado para la comunica-
cio´n de estas implementaciones con la interfaz gra´ﬁca creada por el equipo de
desarrollo de PYGOBSTONES. Estos desarrollos completan la primer versio´n de
PYGOBSTONES 1.0, la herramienta producto de esta tesina. Actualmente esta´
siendo utilizada en la Universidad Nacional de Quilmes para ensen˜ar las no-
ciones ba´sicas de programacio´n en la materia Introduccio´n a la Programacio´n.
La herramienta PYGOBSTONES 1.0 es de co´digo abierto, se encuentra publicada
bajo la licencia GNU GPLv3 y esta´ disponible para su uso por cualquier persona
interesada en la pa´gina oﬁcial de GOBSTONES (http://www.gobstones.org).
El desarrollo de las implementaciones de los lenguajes implico´ comprender
las caracter´ısticas de los procesos de ana´lisis sinta´ctico y compilacio´n y el funcio-
namiento de las ma´quinas virtuales para lograr la compilacio´n de los lenguajes
a bytecode y posteriormente ejecutarlos. Durante este proceso enfrente´ diver-
sos problemas de implementacio´n, principalmente relacionados con la expresio´n
de ideas abstractas, provistas por los lenguajes, mediante representaciones ma´s
simples.
Por otro lado, el desarrollo del mo´dulo de interaccio´n signiﬁco´ un gran desaf´ıo
de disen˜o debido a que la interfaz gra´ﬁca deb´ıa permanecer independiente de la
implementacio´n del lenguaje, asegurando un alto rendimiento de la primera y
una ra´pida respuesta ante los requerimientos de la segunda.
El marco de trabajo en el cual se desarrollo´ esta tesina implico´ mantener
una comunicacio´n ﬂuida con los miembros del equipo de desarrollo avocados a
la implementacio´n de la interfaz gra´ﬁca, estableciendo pautas para el disen˜o del
mecanismo de comunicacio´n, como as´ı tambie´n compartiendo diversas especiﬁ-
caciones respecto de aquellos datos transversales tanto a las implementaciones
de los lenguajes como a la interfaz gra´ﬁca.
Como trabajo a futuro se propone el desarrollo de implementaciones de las
ma´quinas virtuales que apunten a alcanzar un rendimiento comparable con el
rendimiento de la ma´quina virtual de PYTHON, el desarrollo de un proceso de
compilacio´n optimizante que reduzca los tiempos de ejecucio´n de los programas
y la uniﬁcacio´n de las implementaciones de los lenguajes.
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A. Notacio´n para la grama´tica BNF
En esta tesina se utiliza notacio´n estilo BNF, que es comu´n en la manera
de transmitir estructura de lenguajes de programacio´n. En esta notacio´n se
presentan conjuntos de elementos a trave´s de un nombre, lo cual se escribe
como
<conjunto>
y se asocia ese nombre con las diferentes formas que puede tener a trave´s de
una cla´usula de formato llamada produccio´n, la cual se escribe como
<conjunto> → deﬁnicio´n
y donde la deﬁnicio´n puede contener alternativas separadas por el s´ımbolo |, o
sea,
<conjunto> → alternativa1 | alternativa2 | . . . | alternativan
y los s´ımbolos en negrita determinan elementos ﬁnales.
Por ejemplo, la siguiente deﬁnicio´n
<conj> → <elem1> -> <elem2>
<elem> → X | Y
determina que los elementos del conjunto <elem> son X e Y, y los del con-
junto <conj> son X->X, X->Y, Y->X e Y->Y. Observar que <elem1> adopta
todas las posibles formas de un elemento del conjunto <elem>, y lo mismo
para <elem2>, y que poner dos elementos juntos simplemente los coloca uno a
continuacio´n del otro.
La notacio´n permite adema´s elementos opcionales, escrito como
[<elemOpcional>]
la eliminacio´n de los elementos de un conjunto de otro conjunto dado, escrito
como
(<conjBase>/(<conjAEliminar>))
e incorpora notaciones para especiﬁcar cero o ma´s apariciones de un elemento
dado
{<elemento>}*
y una o ma´s apariciones de este elemento
{<elemento>}+
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Por ejemplo, modiﬁcando la deﬁnicio´n anterior a
<conj> → <elem1> [-><elem2>]
<elem> → X | Y
los elementos de <conj> ser´ıan los de antes, ma´s X e Y, pues el s´ımbolo -> y el
siguiente elemento se anotaron como opcionales. Si en cambio se deﬁniese
<ej> → (<conj>/(< idem>))
<conj> → <elem1> -> <elem2>
<elem> → X | Y
< idem> → X -> X
los elementos del conjunto <ej> ser´ıan X->Y, Y->X e Y->Y. Observar que X->X
esta´ en el conjunto <conj> pero no en el conjunto <ej>.
B. Sintaxis de GOBSTONES 3.0
En esta seccio´n se presenta la sintaxis de GOBSTONES en su versio´n 3.0.
B.1. Programas GOBSTONES 3.0
Un programa GOBSTONES 3.0 es un elemento del conjunto <gobstones>.
Cada programa esta´ conformado por un cuerpo principal (que puede ser plano
o interactivo) y por una lista de deﬁniciones de procedimientos y funciones.
<gobstones> → <programdef> <defs> | <defs> <programdef>
<defs> → <def> | <def><defs>
<def> → procedure <procName> <params> <procBody>
| function < funcName> <params> < funBody>
<programdef> → <bprogdef> | < iprogdef>
<bprogdef> → program <programBody>
< iprogdef> → interactive program < iprogBody>
<params> → <varTuple>
El cuerpo de un procedimiento es una lista de comandos encerrados entre
llaves. El cuerpo de una funcio´n es similar, excepto que termina con el comando
return. El cuerpo principal del programa en su versio´n plana tiene un return
opcional, pero solo de variables. El cuerpo principal de un programa interacti-
vo es diferente, y se compone exclusivamente de una asociacio´n entre teclas y
bloques de co´digo.
<procBody> → { <cmds> }
< funcBody> → { <cmds> return <gexpTuple1>[;] }
<programBody> → { <cmds> [return <gexpTuple1>[;]] }
< iprogBody> → { <keyassocs> }
Los comandos se deﬁnen en la siguiente seccio´n (C.3), las tuplas de expresio-
nes y variables, en la seccio´n C.6, y los nombres de funciones y procedimientos,
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tambie´n en la seccio´n C.6. Las asociaciones de teclas a bloques se deﬁnen en la
seccio´n B.4.
B.2. Comandos
Los comandos pueden ser simples o compuestos, y pueden estar agrupados
en bloques.
<blockcmd> → { <cmds> }
<cmds> → [<necmds>[;]]
<necmds> → <cmd> | <cmd>[;] <necmds>
<cmd> → <simplecmd> | <compcmd>
Los comandos simples son los comandos ba´sicos del cabezal, la invocacio´n
de procedimientos y la asignacio´n (de variables, y de resultados de llamados a
funcio´n).
<simplecmd> → Skip
| <procCall>
| <varName> := <gexp>
| <varTuple1> := < funcCall>
<procCall> → <proc> <args>
<proc> → <procName> | <predefProc>
<predefProc> → Poner | Sacar | Mover
| IrAlBorde | VaciarTablero
Las invocaciones a funcio´n y los argumentos para las invocaciones se descri-
ben en la seccio´n C.5, y los nombres de variables en la seccio´n C.6.
Los comandos compuestos son las alternativas (condicional e indexada), las
repeticiones (condicional e indexada) y los bloques.
<compcmd> → if (<gexp>) [then] <blockcmd> [else <blockcmd>]
| switch(<gexp>) to <branches>
| repeat (<gexp>) <blockcmd>
| while (<gexp>) <blockcmd>
| foreach <varName> in <sequence> <blockcmd>
| <blockcmd>
<sequence> → [<seqdef>]
<seqdef> → <range> | <enum>
<enum> → <gexp> | <enum>,<gexp>
<range> → <gexp>..<gexp> | <gexp>,<gexp>..<gexp>
<branches> → -> <blockcmd>
| < lits> -> <blockcmd>[;] <branches>
< lits> | < literal> | < literal>, < lits>
El conjunto de literales < literal> se deﬁne en la seccio´n C.5.
Observar que las condiciones de las alternativas y de la repeticio´n condicional
deben ir obligatoriamente entre pare´ntesis.
B.3. Expresiones
La expresiones se obtienen combinando ciertas formas ba´sicas en distintos
niveles. El nivel ba´sico tiene las variables, las expresiones ato´micas para indicar-
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le al cabezal que cense del tablero, los literales, y las invocaciones de funcio´n y
primitivas. Sobre ese nivel se construyen las expresiones aritme´ticas (sumas, pro-
ductos, etc.) con la precedencia habitual. Sobre el nivel aritme´tico se construyen
las expresiones relacionales (comparacio´n entre nu´meros y otros literales) y so-
bre ellas, las expresiones booleanas (negacio´n, conjuncio´n y disyuncio´n) tambie´n
con la precedencia habitual.
<gexp> → <bexp>
<bexp> → <bterm> | <bterm>||<bexp> (infixr)
<bterm> → <bfact> | <bfact>&&<bterm> (infixr)
<bfact> → not <batom> | <batom>
<batom> → <nexp>
| <nexp><rop><nexp>
<nexp> → <nterm> | <nexp><nop><nterm> (infixl)
<nterm> → <nfactH> | <nterm>*<nfactH> (infixl)
<nfactH> → <nfactL> | <nfactL><mop><nfactL>
<nfactL> → <natom> | <nfactL>^<natom> (infixl)
<natom> → <varName> | < liter> | -<natom>
| < funcCall>
| (<gexp>)
<rop> → == | /= | < | <= | >= | >
<nop> → + | -
<mop> → div | mod
< funcCall> → < func> <args>
<args> → <gexpTuple>
< func> → < funcName> | <predefFunc>
<predefFunc> → nroBolitas | hayBolitas | puedeMover
| siguiente | previo | opuesto
| minBool | maxBool
| minDir | maxDir
| minColor | maxColor
Las tuplas de expresiones se deﬁnen en la seccio´n C.6.
Los literales pueden ser nume´ricos, booleanos, de color o de direccio´n.
< literal> → < literN> | < literB> | < literC> | < literD>
< literN> → <num>
< literB> → False | True
< literC> → Verde | Rojo | Azul | Negro
< literD> → Norte | Sur | Este | Oeste
La forma de los nu´meros se deﬁnen en la seccio´n C.7
B.4. Programas interactivos
Los programas interactivos quedan deﬁnidos por una asociacio´n entre espe-
ciﬁcaciones de teclas y bloques de co´digo. La deﬁnicio´n es la siguiente:
<keyassocs> → [<defaultkeyassoc>] | <keyassoc><keyassocs>
<keyassoc> → <keydef> -> <blockcmd>
<defaultkeyassoc> → -> <blockcmd>
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Los bloques se deﬁnieron en la seccio´n C.3. Las especiﬁcaciones de teclas se
deﬁnen en la seccio´n C.7.
B.5. Deﬁniciones auxiliares
En esta seccio´n se deﬁnen diversos conjuntos utilizados como auxiliares en
las deﬁniciones previas. Los nombres de variables y de funciones son identiﬁ-
cadores que comienzan con minu´sculas. Los nombres de los procedimientos son
identiﬁcadores que empiezan con mayu´sculas.
<varName> → < lowerid>
< funcName> → < lowerid>
<procName> → <upperid>
Las tuplas son listas de elementos encerrados entre pare´ntesis y separados
por comas. Opcionalmente, una tupla puede estar vac´ıa, o sea, no contener
ningu´n elemento.
<varTuple> → () | <varTuple1>
<varTuple1> → (<varNames>)
<varNames> → <varName> | <varName>,<varNames>
<gexpTuple> → () | <gexpTuple1>
<gexpTuple1> → (<gexps>)
<gexps> → <gexp> | <gexp>,<gexps>
B.6. Deﬁniciones lexicogra´ﬁcas
Las deﬁniciones lexicogra´ﬁcas establecen la forma de las palabras que con-
forman el lenguaje. Ellas incluyen los nu´meros, los identiﬁcadores, las palabras
reservadas, los operadores reservados y los comentarios.
Los nu´meros son simplemente secuencias de d´ıgitos.
<num> → <digit> | <nonzerodigit> <digits> | -<num>
<digits> → <digit> | <digit> <num>
<digit> → 0 | <nonzerod>
<nonzerod> → 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9
Los identiﬁcadores son de dos tipos: los que comienzan con minu´scula y los
que comienzan con mayu´scula. El s´ımbolo de tilde (’) puede ser parte de un
identiﬁcador (excepto que no puede ser el primero de los s´ımbolos). Las palabras
reservadas no pueden ser identiﬁcadores.
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< lowerid> → (< lowname>/(<reservedid>))
< lowname> → < lowchar> | < lowchar> <chars>
< lowchar> → a | . . . | z
<upperid> → (<uppname>/(<reservedid>))
<uppname> → <uppchar> | <uppchar> <chars>
<uppchar> → A | . . . | Z
<chars> → <char> | <char> <chars>
<basicchar> → < lowchar> | <uppchar> | <digit>
<char> → <basicchar> | ’ |
Las especiﬁcaciones de teclas son palabras reservadas que empiezan con K
(por tecla en ingle´s, key), y pueden ser las siguientes
<keydef> → K <key>
<key> → <uppchar> | <digit> | <specialkey> | <arrowkey>
<specialkey> → SPACE | ENTER | TAB | BACKSPACE | DELETE | ESCAPE | CTRL D
<arrowkey> → ARROW LEFT | ARROW RIGHT | ARROW UP | ARROW DOWN
Las palabras y los s´ımbolos reservados son todos aquellos utilizados en algu´n
comando predeﬁnido o como separadores.
<reservedid> → if | then | else | not | True | False
| Verde | Rojo | Azul | Negro
| Norte | Sur | Este | Oeste
| switch | to | while | repeat | Skip | foreach | in
| interactive | program | procedure | function | return
| Mover | Poner | Sacar | IrAlBorde | VaciarTablero
| div | mod | siguiente | previo | opuesto
| hayBolitas | nroBolitas | puedeMover
| minBool | maxBool
| minDir | maxDir
| minColor | maxColor
<reservedop> → := | .. | | ->
| , | ; | ( | ) | { | } | [ | ]
| || | && | + | * | - | ^
| == | /= | < | <= | >= | >
| -- | {- | -}
| // | /* | */
| # | """
Finalmente, los comentarios son de l´ınea o de pa´rrafo. Los primeros empiezan
con uno de los s´ımbolos reservados -- o // y terminan con el ﬁn de l´ınea, y los
segundos empiezan con los s´ımbolos reservados {- o /* y terminan con la primera
aparicio´n del s´ımbolo -} o */ respectivamente.
<comment> → < linecomm> | <parcomm>
< linecomm> → -- (<anySymbols>/(\n)) \n
| // (<anySymbols>/(\n)) \n
| # (<anySymbols>/(\n)) \n
<parcomm> → {- (<anySymbols>/(-})) -}
| /* (<anySymbols>/(*/)) */
| """ (<anySymbols>/(""")) """
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C. Sintaxis de XGOBSTONES
En esta seccio´n se presenta la sintaxis de XGOBSTONES en su versio´n 1.0.
C.1. Programas XGOBSTONES
Un programa XGOBSTONES es un elemento del conjunto <xgobstones>.
Cada programa esta´ conformado por un cuerpo principal y por una lista de
deﬁniciones, que incluye procedimientos, funciones y tipos.
<xgobstones> → <defs>
<defs> → <def> | <def><defs>
<def> → procedure [<varName>.]<procName> <params> <procBody>
| function < funcName> <params> < funBody>
| type <typeName> is <typedef>
| [<varName>.]program <programBody>
| interactive [<varName>.]program < iprogBody>
Los procedimientos llevan siempre un primer para´metro especial consistente
en una variable.
<params> → <varTuple>
El cuerpo de un procedimiento es una lista de comandos encerrados entre
llaves.
<procBody> → { <cmds> }
El cuerpo de una funcio´n es similar, excepto que termina con el comando
return.
< funcBody> → { <cmds> return <gexpTuple1>[;] }
El cuerpo principal del programa tiene un return opcional, pero solo de
variables.
<programBody> → { <cmds> [return <gexpTuple1>[;]] }
Los comandos se deﬁnen en la seccio´n C.3, las tuplas de expresiones y varia-
bles, en la seccio´n C.6, y los nombres de funciones y procedimientos, tambie´n
en la seccio´n C.6. Las declaraciones de tipos se deﬁnen en la siguiente seccio´n
(C.2).
C.2. Declaraciones de tipos
Las declaraciones de tipos en XGOBSTONES son de dos formas posibles:
registros y variantes.
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<typedef> → <recordtype> | <varianttype>
Los tipos registro son estructuras que agrupan varios componentes en cam-
pos (en ingle´s, ﬁelds), identiﬁcados mediante una forma especial de nombres,
los nombres de campos (a veces denominados tags). La declaracio´n de un tipo
registro indica los campos con sus tags, y opcionalmente indica un tipo para
ellos.
<recordtype> → record <recordDef>
<recordDef> → {<ﬁeldDefs>}
<ﬁeldDefs> → <ﬁeldDef> | <ﬁeldDef>[,]<ﬁeldDefs>
<ﬁeldDef> → field <ﬁeldName>
Los tipos variantes son estructuras que aceptan diversos casos (cases), cada
uno de los cuales se identiﬁca mediante un nombre especial, el constructor, el
cual puede, opcionalmente, poseer algunos campos.
<varianttype> → variant <variantDef>
<variantDef> → {<caseDefs>}
<caseDefs> → <caseDef> | <caseDef>[|]<caseDefs>
<caseDef> → case <caseName> [{<ﬁeldDefs>}]
Los nombres de tipos, de campos y de casos se deﬁnira´n en la seccio´n C.6.
C.3. Comandos
Los comandos pueden ser simples o compuestos, y pueden estar agrupados
en bloques.
<blockcmd> → { <cmds> }
<cmds> → [<necmds>[;]]
<necmds> → <cmd> | <cmd>[;] <necmds>
<cmd> → <simplecmd> | <compcmd>
Los comandos simples son los comandos ba´sicos del cabezal, la invocacio´n
de procedimientos y la asignacio´n (de variables, y de resultados de llamados a
funcio´n).
<simplecmd> → Skip
| <procCall>
| <variable> := <gexp> | <varTuple1> := < funcCall>
<procCall> → [<variable>.]<proc><args>
<proc> → <procName> | <predefProc>
<variable> → <varName> | <variable>[<gexp>]
| <variable>.<predefField> | <variable>.<ﬁeldName>
Los procedimientos, que siempre tienen el primer para´metro por referencia,
se invocan con ese primer para´metro del lado izquierdo, y los restantes como
argumentos tradicionales. De esta manera, los efectos del procedimiento afec-
tan solamente al para´metro suministrado como referencia. Los procedimientos
predeﬁnidos (<predefProc>) se especiﬁcan en la seccio´n C.4.
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Las invocaciones a funcio´n y los argumentos para las invocaciones se descri-
ben en la seccio´n C.5, y los nombres de variables en la seccio´n C.6.
Los comandos compuestos son las alternativas (condicional e indexada), las
repeticiones (condicional e indexada) y los bloques.
<compcmd> → if (<gexp>) [then] <blockcmd> [else <blockcmd>]
| switch(<gexp>) to <branches>
| repeat (<gexp>) <blockcmd>
| while (<gexp>) <blockcmd>
| foreach <varName> in <gexp> <blockcmd>
| <blockcmd>
<branches> → -> <blockcmd>
| < lits> -><blockcmd>[;] <branches>
< lits> | < literal> | < literal>, < lits>
El conjunto de literales < literal> se deﬁne en la seccio´n C.5.
Observar que las condiciones de las alternativas y de la repeticio´n condicional
deben ir obligatoriamente entre pare´ntesis. Tambie´n observar que el foreach
acepta expresiones para especiﬁcar la secuencia de operaciones; esta expresio´n
debera´ proveer una lista.
C.4. Procedimientos predeﬁnidos
Existen una serie de procedimientos predeﬁnidos para el tipo de los tableros.
<predefProc> → Poner | Sacar | Mover
| IrAlBorde | VaciarTablero
En todos los casos se utilizan con la sintaxis de un llamado a procedimiento,
usando como para´metro por referencia a una variable del tipo correspondiente
(que no se consigna en esta seccio´n, sino en C.3, con las llamadas a procedi-
mientos). Las expresiones se deﬁnen en la seccio´n siguiente.
C.5. Expresiones
La expresiones se obtienen combinando ciertas formas ba´sicas en distintos
niveles. El nivel ba´sico tiene las variables, las expresiones ato´micas para indicar-
le al cabezal que cense del tablero, los literales, y las invocaciones de funcio´n y
primitivas. Sobre ese nivel se construyen las expresiones aritme´ticas (sumas, pro-
ductos, etc.) con la precedencia habitual. Sobre el nivel aritme´tico se construyen
las expresiones relacionales (comparacio´n entre nu´meros y otros literales) y so-
bre ellas, las expresiones booleanas (negacio´n, conjuncio´n y disyuncio´n) tambie´n
con la precedencia habitual.
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<gexp> → <bexp> | <matchexp>
<bexp> → <bterm> | <bterm>||<bexp> (infixr)
<bterm> → <bfact> | <bfact>&&<bterm> (infixr)
<bfact> → not <batom> | <batom>
<batom> → < lexp>
| < lexp><rop>< lexp>
< lexp> → <nexp> | < lterm>++< lexp> (infixr)
< lterm> → <nexp>
<nexp> → <nterm> | <nexp><nop><nterm> (infixl)
<nterm> → <nfactH> | <nterm>*<nfactH> (infixl)
<nfactH> → <nfactL> | <nfactL><mop><nfactL>
<nfactL> → <natom> | <nfactL>^<natom> (infixl)
Las expresiones de alternativa indexada se deﬁnen como sigue.
<matchexp> → match(<gexp>) to <mbranches>
<mbranches> → <mbranch> | <defaultmb>
| <mbranch><mbranches>
<defaultmb> → -> <gexp>
<mbranch> → <caseName> -> <gexp>
Las expresiones ato´micas quedan deﬁnidas de la siguiente manera.
<natom> → <varName> | < liter> | -<natom>
| < funcCall>
| < listAtom>
| <constrAtom>
| <gexp>.<ﬁeldName>
| <gexp>[<ﬁeldName>]
| (<gexp>)
Los operadores y los llamados a funcio´n se deﬁnen como sigue.
<rop> → == | /= | < | <= | >= | >
<nop> → + | -
<mop> → div | mod
< funcCall> → < funcName> <gexpTuple> | <ﬁeldName>(<gexp>)
| <predefFunc0>()
| <predefFunc1>(<gexp>)
| <predefFunc2>(<gexp>,<gexp>)
<predefFunc0> → minBool | maxBool
| minDir | maxDir
| minColor | maxColor
<predefFunc1> → head | tail | last | init | size
| siguiente | previo | opuesto
<predefFunc2> → nroBolitas | hayBolitas | puedeMover
Las tuplas de expresiones se deﬁnen en la seccio´n C.6.
Los a´tomos de listas se deﬁnen ya sea mediante un rango (que puede te-
ner un paso opcional), o mediante una enumeracio´n. Los a´tomos de registros,
variantes, arreglos y el tablero se deﬁnen mediante el llamado al constructor
correspondiente.
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< listAtom> → [<seqdef>]
<seqdef> → <range> | <enum>
<enum> → <gexp> | <enum>,<gexp>
<range> → <gexp>..<gexp> | <gexp>,<gexp>..<gexp>
<constrAtom> → Arreglo(size <- <gexp>)
| <constrName>(<ﬁeldAssocs>)
<constrName> → <typeName> | <caseName>
<ﬁeldAssocs> → <ﬁeldAssoc> | <ﬁeldAssoc><ﬁeldAssocs>
<ﬁeldAssoc> → <ﬁeldName> <- <gexp>
Los literales pueden ser string, nume´ricos, booleanos, de color o de direccio´n.
< literal> → < literS> | < literN> | < literB> | < literC> | < literD>
< literS> → <string>
< literN> → <num>
< literB> → False | True
< literC> → Verde | Rojo | Azul | Negro
< literD> → Norte | Sur | Este | Oeste
La forma de los nu´meros y los strings se deﬁne en la seccio´n C.7
C.6. Deﬁniciones auxiliares
En esta seccio´n se deﬁnen diversos conjuntos utilizados como auxiliares en
las deﬁniciones previas. Los nombres de variables y de funciones son identiﬁ-
cadores que comienzan con minu´sculas. Los nombres de los procedimientos son
identiﬁcadores que empiezan con mayu´sculas.
<varName> → < lowerid>
< funcName> → < lowerid>
<procName> → <upperid>
<typeName> → <upperid>
<ﬁeldName> → < lowerid>
<caseName> → <upperid>
Las tuplas son listas de elementos encerrados entre pare´ntesis y separados
por comas. Opcionalmente, una tupla puede estar vac´ıa, o sea, no contener
ningu´n elemento.
<varTuple> → () | <varTuple1>
<varTuple1> → (<variables>)
<variables> → <variable> | <variable>,<variables>
<gexpTuple> → () | <gexpTuple1>
<gexpTuple1> → (<gexps>)
<gexps> → <gexp> | <gexp>,<gexps>
C.7. Deﬁniciones lexicogra´ﬁcas
Las deﬁniciones lexicogra´ﬁcas establecen la forma de las palabras que con-
forman el lenguaje. Ellas incluyen los nu´meros, los identiﬁcadores, las palabras
reservadas, los operadores reservados y los comentarios.
Los nu´meros son simplemente secuencias de d´ıgitos.
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<num> → <digit> | <nonzerodigit> <digits> | -<num>
<digits> → <digit> | <digit> <num>
<digit> → 0 | <nonzerod>
<nonzerod> → 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9
Los identiﬁcadores son de dos tipos: los que comienzan con minu´scula y los
que comienzan con mayu´scula. El s´ımbolo de tilde (’) puede ser parte de un
identiﬁcador (excepto que no puede ser el primero de los s´ımbolos). Las palabras
reservadas no pueden ser identiﬁcadores.
< lowerid> → (< lowname>/(<reservedid>))
< lowname> → < lowchar> | < lowchar> <chars>
< lowchar> → a | b | c | d | e | f | g | h | i | j | k | l | m
| n | o | p | q | r | s | t | u | v | w | x | y | z
<upperid> → (<uppname>/(<reservedid>))
<uppname> → <uppchar> | <uppchar> <chars>
<uppchar> → A | B | C | D | E | F | G | H | I | J | K | L | M
| N | O | P | Q | R | S | T | U | V | W | X | Y | Z
<chars> → <char> | <char> <chars>
<basicchar> → < lowchar> | <uppchar> | <digit>
<char> → <basicchar> | ’ |
Los strings son secuencias de caracteres distintos de la comilla doble ("),
encerrados entre comillas dobles.
<string> → " (<anySymbols>/(")) "
Algunos caracteres pueden usarse precedidos por una barra (\) llamada es-
cape. Dentro de un string, la barra \\ y las comillas dobles \" siempre deben
escaparse. La categor´ıa de caracteres escapados incluye representaciones porta-
bles para los caracteres “alert”(\a), “backspace”(\b), “form feed” (\f), “new
line” (\n), “carriage return”(\r), “horizontal tab” (\t), and “vertical tab” (\v).
Observar que las comillas escapadas no son consideradas comillas, por lo que
pueden usarse dentro de un string.
Las palabras y los s´ımbolos reservados son todos aquellos utilizados en algu´n
comando predeﬁnido o como separadores.
<reservedid> → if | then | else | not | True | False
| Verde | Rojo | Azul | Negro
| Norte | Sur | Este | Oeste
| Skip | switch | match | to | while | foreach | in | repeat
| program | type | is | procedure | function | return
| Mover | Poner | Sacar | VaciarTablero | IrAlBorde
| record | field | variant | case
| div | mod | siguiente | previo | opuesto
| head | tail | last | init | size
| hayBolitas | nroBolitas | puedeMover
| minBool | maxBool | minDir | maxDir
| minColor | maxColor
| Arreglo
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<reservedop> → := | .. | ++ | . | | -> | <-
| , | ; | | | ( | ) | { | } | [ | ] | "
| || | && | + | * | - | ^
| == | /= | < | <= | >= | >
| -- | {- | -} | // | /* | */ | # | """
Finalmente, los comentarios son de l´ınea o de pa´rrafo. Los primeros empiezan
con uno de los s´ımbolos reservados -- o // y terminan con el ﬁn de l´ınea, y los
segundos empiezan con los s´ımbolos reservados {- o /* y terminan con la primera
aparicio´n del s´ımbolo -} o */ respectivamente.
<comment> → < linecomm> | <parcomm>
< linecomm> → -- (<anySymbols>/(\n)) \n
| // (<anySymbols>/(\n)) \n
| # (<anySymbols>/(\n)) \n
<parcomm> → {- (<anySymbols>/(-})) -}
| /* (<anySymbols>/(*/)) */
| """ (<anySymbols>/(""")) """
D. El bytecode de GOBSTONES 2.0
Una instruccio´n de este bytecode se deﬁne por la siguiente grama´tica BNF
(las caracter´ısticas de esta notacio´n se explican en el ape´ndice A):
< instruction name> → pushConst | pushVar | delVar | assign
| call | BOOM | label | enter | leave
| jump | jumpIfNotIn | jumpIfFalse
| return | returnVars | procedure
| function | end
<bytecode instruction> → < instruction name> {<parameter>}*
<parameter> → ({<alphanum>}+/(< instruction name>))
<alphanum> → <digit> | <char>
<digit> → 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9
<char> → < lowchar> | <uppchar>
< lowchar> → a | b | c | d | e | f | g | h | i | j | k | l | m
| n | o | p | q | r | s | t | u | v | w | x | y | z
<uppchar> → A | B | C | D | E | F | G | H | I | J | K | L | M
| N | O | P | Q | R | S | T | U | V | W | X | Y | Z
El comportamiento de cada una de estas instrucciones se describe a conti-
nuacio´n.
pushConst
Agrega una constante a la pila del programa.
pushVar
Agrega el valor que denota un identiﬁcador a la pila del programa.
delVar
Elimina un identiﬁcador.
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assign
Asigna una expresio´n a un identiﬁcador.
call
Invoca a una rutina del programa.
BOOM
Desencadena un error que termina la ejecucio´n.
label
Es una etiqueta que puede ser referenciada por las instrucciones de salto.
jump
Posiciona el ip del programa en una etiqueta dada.
jumpIfFalse
Posiciona el ip del programa en una etiqueta dada si el u´ltimo elemento de
la pila del programa es False.
jumpIfNotIn
Posiciona el ip del programa en una etiqueta dada si el u´ltimo elemento de
la pila del programa pertenece a un conjunto de literales determinado.
enter
Inicializa un nuevo estado global guardando el anterior.
leave
Retorna al estado global anterior.
return
Descarta el registro de activacio´n actual reemplaza´ndolo por el que se en-
cuentra en el tope de la pila de ejecucio´n.
returnVars
Indica el ﬁn de la ejecucio´n y los identiﬁcadores que deben formar parte del
resultado.
procedure
Indica el comienzo de una rutina de tipo “procedure”.
function
Indica el comienzo de una rutina de tipo “function”.
end
Indica el ﬁn del co´digo de una rutina.
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E. El bytecode de GOBSTONES 3.0 y XGOBSTONES
El bytecode de GOBSTONES 3.0 es una versio´n modiﬁcada del bytecode de
GOBSTONES 2.0 introducido en el ape´ndice D.
< instruction name> → pushConst | pushFrom | popTo | delVar
| THROW ERROR | call | label | enter | leave
| jump | jumpIfNotIn | jumpIfFalse
| return | returnVars | procedure
| function | entrypoint | end
| setImmutable | unsetImmutable
<bytecode instruction> → < instruction name> {<parameter>}*
<parameter> → ({<alphanum>}+/(< instruction name>))
<alphanum> → <digit> | <char>
<digit> → 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9
<char> → < lowchar> | <uppchar>
< lowchar> → a | b | c | d | e | f | g | h | i | j | k | l | m
| n | o | p | q | r | s | t | u | v | w | x | y | z
<uppchar> → A | B | C | D | E | F | G | H | I | J | K | L | M
| N | O | P | Q | R | S | T | U | V | W | X | Y | Z
A continuacio´n se describe el comportamiento de las nuevas instrucciones.
pushFrom
Renombre de la instruccio´n pushVar.
popTo
Renombre de la instruccio´n assign.
THROW ERROR
Renombre de la instruccio´n BOOM
entrypoint
Indica el comienzo de un punto de entrada.
setImmutable
Dado un nombre de variable, indica a la ma´quina virtual que ese nombre no
puede ser modiﬁcado.
unsetImmutable
Dado un nombre de variable, indica a la ma´quina virtual que ese nombre
puede ser modiﬁcado.
El resto de las instrucciones se comportan de manera ana´loga a la de su
contraparte en GOBSTONES 2.0.
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F. Grama´tica BNF utilizada por PYGOBSTONES
0.97
La herramienta PYGOBSTONES 0.97 utiliza una grama´tica BNF, contenida
en un archivo de texto plano, con la cual realiza el parseo de un programa
GOBSTONES 2.0. La sintaxis de este archivo se describe a continuacio´n.
<rule> → <ruleName> ::= <expressions> ;;
<ruleName> → {<ruleChar>}+
<expressions> → <expression>
| <expression> | <expressions>
<expression> → <term>
| <ruleName>
| <expression> <expression>
<term> → ({<termChar>}+/(<reservedId>))
<ruleChar> → <alphanum> | < | > |
<termChar> → <specialChar> | <alphanum>
<specialChar> → | - | < | > | = | : | & | + | - | * | /
| ; | . | , | { } | ( | ) | [ | ] | | | "
| ~ | ’ | ? | ¿ | ¡ | ^ | @ | $ | ! | %
<alphanum> → <digit> | <char>
<digit> → 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9
<char> → < lowchar> | <uppchar>
< lowchar> → a | b | c | d | e | f | g | h | i | j | k | l | m
| n | o | p | q | r | s | t | u | v | w | x | y | z
<uppchar> → A | B | C | D | E | F | G | H | I | J | K | L | M
| N | O | P | Q | R | S | T | U | V | W | X | Y | Z
<reservedId> → ::= | | | ;; | #
Adicionalmente es posible especiﬁcar comentarios de l´ınea utilizando el cara´cter
#.
<comment> → #(<anySymbols>/(\n)) \n
El siguiente ejemplo muestra una grama´tica BNF, segu´n la notacio´n que
emplea GOBSTONES 2.0, que reconoce una forma ba´sica de lambda calculus.
<expression > ::= <variable >
| ( <expression > <expression > )
| ( \ <variable > . <expression > )
;;
<variable > ::= [a-z]+
Esta sintaxis se utiliza en el ape´ndice G.1 para mostrar los cambios que se
hicieron a las grama´ticas BNF utilizadas por los compiladores de GOBSTONES
3.0 y XGOBSTONES para realizar el ana´lisis sinta´ctico de programas.
Licenciatura en Informa´tica, Facultad de Informa´tica UNLP
75 GOBSTONES y XGOBSTONES
G. Implementacio´n de GOBSTONES 3.0
Esta seccio´n incluye parte de la implementacio´n de GOBSTONES 3.0.
G.1. Cambios de sintaxis
Mostramos la sintaxis de los cambios introducidos en GOBSTONES 3.0. Se
incluira´n comparaciones con la sintaxis de GOBSTONES 2.0.
G.1.1. Punto de entrada program
Se muestra la incorporacio´n del punto de entrada program al conjunto de
deﬁniciones del lenguaje.
# Gobstones 2.0
<def > ::= function <funcName > <params > <procFuncBody >
| procedure <procName > <params > <procFuncBody >
;;
<procFuncBody > ::= { <cmds > <return?> } ;;
## Gobstones 3.0
<def > ::= function <funcName > <params > <procFuncBody >
| procedure <procName > <params > <procFuncBody >
| program <procFuncBody >
;;
<procFuncBody > ::= { <cmds > <return?> } ;;
G.1.2. Estructura if-then-else
Se muestra el cambio de sintaxis en la alternativa condicional.
# Gobstones 2.0
<ifCmd > ::= if ( <gexp > ) <blockcmd > <else?> ;;
<else?> ::= <EMPTY >
| else <blockcmd >
;;
# Gobstones 3.0
<ifCmd > ::= if ( <gexp > ) <then?> <blockcmd > <else?> ;;
<then?> ::= <EMPTY >
| then
;;
<else?> ::= <EMPTY >
| else <blockcmd >
;;
Ary Pablo Batista Tesina de Licenciatura
G Implementacio´n de Gobstones 3.0 76
G.1.3. Estructura switch-to
Se muestra el cambio de sintaxis relacionado con la alternativa indexada.
# Gobstones 2.0
<caseOfCmd > ::= case ( <gexp > ) of <branches > ;;
# Gobstones 3.0
<switchToCmd > ::= switch ( <gexp > ) to <branches > ;;
G.1.4. Comentarios de l´ınea y multi-l´ınea
Se muestra la sintaxis que deﬁne los comentarios en GOBSTONES 3.0 y se
compara con la forma en que los deﬁne GOBSTONES 2.0.
# Gobstones 2.0
COMMENT ::= --[^\n]*
| //[^\n]*
| { -([^ -]| -+[^} -])* -+}
| /[*]([^*]|[*]+[^*/])*[*]+/
;;
## Gobstones 3.0
COMMENT ::= --[^\n]*
| //[^\n]*
| #[^\n]*
| { -([^ -]| -+[^} -])* -+}
| /[*]([^*]|[*]+[^*/])*[*]+/
| """([^"]|"[^"]|""[^"])*"""
;;
G.1.5. Repeticio´n simple
Se muestra la sintaxis de la repeticio´n simple de GOBSTONES 3.0.
## Gobstones 3.0
<repeatCmd > ::= repeat ( <gexp > ) <blockcmd > ;;
G.1.6. Repeticio´n indexada, rangos y secuencias expl´ıcitas
Se muestra la sintaxis de la repeticio´n indexada en conjunto con los rangos
simples y secuencias expl´ıcitas. A su vez se compara la sintaxis GOBSTONES 3.0
con la de GOBSTONES 2.0.
# Gobstones 2.0
<repeatWithCmd > ::= repeatWith <varName > in <range >
<blockcmd > ;;
<range > ::= <gexp > .. <gexp > ;;
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## Gobstones 3.0
<foreachCmd > ::= foreach <varName > in <rangeOrSeq >
<blockcmd > ;;
<rangeOrSeq > ::= [ <gexp > <,gexp?> <rangeOrSeq1 > ] ;;
<rangeOrSeq1 > ::= , <gexps+>
| .. <gexp >
;;
<,gexp?> ::= <EMPTY >
| , <gexp >
;;
H. Programas GOBSTONES
Esta seccio´n se presentan programas GOBSTONES que complementan los
ejemplos presentados.
H.1. Ejemplo de un programa en GOBSTONES 2.0
El siguiente programa tiene por objetivo dibujar un cuadrado rojo de lado
tres y un cuadrado verde de lado dos utilizando bolitas.
procedure MoverN(n, d)
{
repeatWith i in 1..n
{ Mover(d) }
}
procedure DibujarLineaNDeColorAl(n, c, d)
{
repeatWith i in 1..n-1
{ Poner(c); Mover(d) }
Poner(c)
}
procedure DibujarCuadradoDeLadoNYColor(n, c)
{
repeatWith d in minDir ().. maxDir ()
{ DibujarLineaNDeColorAl(n, c, d) }
}
function esCeldaVacia ()
{
esVacia := True
repeatWith c in minColor ().. maxColor ()
{ esVacia := esVacia && not hayBolitas(c) }
return(esVacia)
}
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function celdasOcupadasAl(d)
{
ocupadas := 0
while (not esCeldaVacia ())
{
ocupadas := ocupadas + 1
Mover(d)
}
return(ocupadas)
}
procedure NuevoAreaDeDibujoAl(d)
{ MoverN(celdasOcupadasAl(d), d) }
procedure Main()
{
VaciarTablero ()
IrAlOrigen ()
DibujarCuadradoDeLadoNYColor (3, Rojo)
NuevoAreaDeDibujoAl(Este)
DibujarCuadradoDeLadoNYColor (2, Verde)
}
H.2. Pequen˜o juego en GOBSTONES 3.0
El pequen˜o juego que presento a continuacio´n consta de un personaje que se
va desplazando por el tablero con el objetivo de recolectar todas las monedas
mientras evita las bombas. El juego se gana recolectando todas las monedas. Si
el personaje pisa una bomba, el jugador pierde y el juego ﬁnaliza.
/* Gobstones Little Game.
*************************************************
* Juego ba´sico en Gobstones en el cu a´l se muestra
* como manipular un personaje utilizando el modo
* interactivo. El objetivo del juego es agarrar
* todas las monedas evitando pisar las bombas.
*
* Autor: Ary Pablo Batista <arypbatista@gmail.com >
*/
interactive program
/*
PROP o´SITO: Inicializa el juego al presionar la
tecla ENTER. Mueve al personaje utilizando las
flechas del teclado.
*/
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{
# Movimiento del personaje
K_ARROW_UP -> { MoverPersonaje(Norte)
ChequearFinDelJuego () }
K_ARROW_DOWN -> { MoverPersonaje(Sur)
ChequearFinDelJuego () }
K_ARROW_RIGHT -> { MoverPersonaje(Este)
ChequearFinDelJuego () }
K_ARROW_LEFT -> { MoverPersonaje(Oeste)
ChequearFinDelJuego () }
# Control del juego
K_ENTER -> { InicializarJuego () }
_ -> { Skip }
}
procedure InicializarJuego ()
/*
PROP o´SITO: Coloca monedas , bombas y al personaje
en el tablero.
*/
{
VaciarTablero ()
# Pone bombas y monedas.
contador := 1
IrAPrimerCelda(Norte, Este)
while (not esUltimaCelda(Norte, Este))
{
SiguienteCelda(Norte, Este)
i f (contador mod 7 == 0) { Poner(moneda ()) }
i f (contador mod 13 == 0) { Poner(bomba ()) }
contador := contador + 1
}
# Coloca al personaje en el origen.
IrAPrimerCelda(Norte, Este)
Poner(personaje ())
}
function moneda ()
/* PROP o´SITO: Denota a la entidad moneda */
{ return (Verde) }
function bomba ()
/* PROP o´SITO: Denota a la entidad bomba */
{ return (Rojo) }
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function personaje ()
/* PROP o´SITO: Denota a la entidad personaje */
{ return (Azul) }
procedure MoverPersonaje(d)
/*
PROP o´SITO: Mueve al personaje tomando monedas
o destruyendo al personaje si se topa con una
bomba.
*/
{
Sacar(personaje ())
Mover(d)
i f (esEntidad(moneda ()))
{ Sacar(moneda ()) }
i f (esEntidad(bomba ()))
{ Sacar(bomba ()) }
else
{ Poner(personaje ()) }
}
function esEntidad(e)
/*
PROP o´SITO: Indica si hay una entidad e en la
celda actual.
*/
{ return (hayBolitas(e)) }
procedure ChequearFinDelJuego ()
/*
PROP o´SITO: Verifica si hay que finalizar el
juego y muestra la pantalla de fin de juego.
*/
{
i f (not personajeVivo ())
{ Derrota () }
else
{ i f (not quedanMonedas ()) { Victoria () } }
}
function quedanMonedas ()
/*
PROP o´SITO: Indica si quedan monedas en
el juego.
*/
{ return(hayBolitasEnTablero(moneda ())) }
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function personajeVivo ()
/*
PROP o´SITO: Indica si el personaje est a´
vivo.
*/
{ return(hayBolitasEnTablero(personaje ())) }
procedure Derrota ()
/*
PROP o´SITO: Muestra una pantalla indicando
la derrota.
*/
{
VaciarTablero ()
LlenarTableroConBolitas(bomba ())
}
procedure Victoria ()
/*
PROP o´SITO: Muestra una pantalla indicando
la victoria.
*/
{
VaciarTablero ()
LlenarTableroConBolitas(moneda ())
}
#########################
# Biblioteca #
#########################
procedure IrAPrimerCelda(dirInterna , dirExterna)
/*
PROP o´SITO
Denota la primer celda del tablero en un
recorrido que recorre el tablero primero en
direcci o´n dirInterna y luego en direcci o´n
dirExterna.
*/
{
IrAlBorde(opuesto(dirInterna ))
IrAlBorde(opuesto(dirExterna ))
}
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procedure LlenarTableroConBolitas(c)
/*
PROP o´SITO
Llena el tablero con bolitas
de color c.
*/
{
IrAPrimerCelda(Norte, Este)
Poner(c)
while (not esUltimaCelda(Norte, Este))
{
SiguienteCelda(Norte, Este)
Poner(c)
}
}
function esUltimaCelda(dirInterna , dirExterna)
/*
PROP o´SITO
Denota la u´ ltima celda del tablero en un
recorrido que recorre el tablero primero en
direcci o´n dirInterna y luego en direcci o´n
dirExterna.
*/
{ return (not puedeMover(Este) && not puedeMover(Norte)) }
procedure SiguienteCelda(dirInterna , dirExterna)
/*
PROP o´SITO: Mueve el cabezal a la siguiente
celda del tablero.
PRECONDICI o´N: Debe haber una celda en
direcci o´n dirInterna o dirExterna.
*/
{
i f (puedeMover(dirInterna ))
{ Mover(dirInterna) }
else
{
IrAlBorde(opuesto(dirInterna ))
Mover(dirExterna)
}
}
Licenciatura en Informa´tica, Facultad de Informa´tica UNLP
83 GOBSTONES y XGOBSTONES
function hayBolitasEnTablero(c)
/*
PROP o´SITO: Indica si hay alguna bolita
de color c en el tablero.
*/
{
IrAPrimerCelda(Norte, Este)
hay := hayBolitas(c)
while (not esUltimaCelda(Norte, Este))
{
SiguienteCelda(Norte, Este)
hay := hay || hayBolitas(c)
}
return (hay)
}
I. El formato GBB
Para representar los tableros mediante una cadena de caracteres se creo´ el
formato GBB, actualmente en su versio´n 1.0, siendo utilizado para guardar
tableros en archivos de texto plano o en la comunicacio´n entre los mo´dulos que
componen PYGOBSTONES.
Un tablero en formato GBB v1.0 se deﬁne de la siguiente manera:
<gbb-format> → <gbb-signature>
<gbb-size>
{<gbb-cell>}*
<gbb-head>
<gbb-closing>
<gbb-signature> → GBB/1.0
<gbb-size> → <size-keyword> <x> <y>
<gbb-cell> → <cell-keyword> <x> <y> {<color> <count>}*
<gbb-head> → <head-keyword> <x> <y>
<gbb-closing> → % %
<color> → Azul | Negro | Rojo | Verde
<cell-keyword> → cell | o
<head-keyword> → head | x
<size-keyword> → size | s
<x> → <natural>
<y> → <natural>
<count> → <natural>
<natural> → {<digit>}+
<digit> → 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9
Un ejemplo de tablero escrito en este formato podr´ıa ser el siguiente:
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GBB /1.0
size 9 9
cell 1 2 Rojo 23
cell 3 3 Negro 30 Verde 1
cell 8 8 Azul 2
head 1 2
% %
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