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Resumen 
En el presente proyecto se van a tratar diferentes aspectos relacionados con la diagnosis del 
automóvil, focalizándose principalmente en el control de las emisiones por parte del sistema 
OBD (On- Board Diagnostics) y la evolución del mismo hasta el OBD-III (Diagnosis remota).  
Hasta que llegue el momento en el cual todos los sistemas de propulsión sean sostenibles, 
se  ha de asegurar que los sistemas de propulsión actuales (basados en combustibles 
fósiles) cumplen con las normativas vigentes (técnicas y medioambientales) tanto en el 
momento de su homologación como durante todo el ciclo de vida del vehículo.  
Hoy en día, todos los OEM han de adecuar los sistemas de tratamiento de los gases de 
escape producidos por los combustibles fósiles a las directivas y normativas vigentes en los 
mercados de destino. El sistema EOBD, estándar adoptado en Europa, se encarga entre 
otras cosas, de calcular los IUPR (ratios de rendimiento en uso) encargados de garantizar 
que durante la vida útil del vehículo se monitorizan y diagnostican realmente todos los 
componentes que influyen en emisiones. 
En el presente proyecto se pretende realizar el primer prototipo funcional capaz de obtener 
una lectura completa de los IUPRs del automóvil de manera remota y automática, para así 
conseguir una mejora sustancial en la captura de dichos datos en las flotas de vehículos de 
cliente. 
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1. Glosario 
1.1. Acrónimos 
CAN: Del inglés “Controller Area Network”. Es un protocolo de comunicación serie para el 
intercambio de información entre unidades de control electrónicas del automóvil. Permite 
transportar una gran cantidad de información. Este sistema permite compartir una gran 
cantidad de información entre las unidades de control abonadas al sistema, lo que provoca 
una reducción importante tanto del número de sensores utilizados como de la cantidad de 
cables que componen la instalación eléctrica. 
CARB: Del inglés “California Air Resources Board”. Conocida también como “ARB”, es el 
órgano público encargado de cumplir las regulaciones relativas a la contaminación del aire. 
[W1]  
CO: Monóxido de Carbono. Su formación es un paso fundamental en la oxidación de un 
hidrocarburo y está íntimamente ligado con el dosado. Es una de las sustancias 
contaminantes más importantes en procesos de combustión en los cuales puedan darse 
condiciones de mezcla rica (λ < 1,0) para motores de gasolina, y condiciones de mezcla 
pobre (λ > 1,0) en condiciones de mezcla heterogénea para los motores diesel. 
Exposiciones al gas originan efectos adversos a la salud por el bloqueo permanente de la 
hemoglobina. [L1] 
CO2: Dióxido de carbono. Gas incoloro e incombustible, su generación es debida a la 
combustión de los combustibles que contienen carbono, y éste se combina con el oxígeno 
aspirado. Reduce la capa de ozono de la estratosfera (calentamiento de la Tierra). [D1]  
CPU: Del inglés “Central Unit Processing”. Es el hardware dentro de una computadora u 
otros dispositivos programables, que interpreta las instrucciones de un programa informático 
mediante la realización de las operaciones básicas aritméticas, lógicas y de entrada/salida 
del sistema. [D2] 
DHCP: Del inglés “Dynamic Host Configuration Protocol”, es un protocolo de red que 
permite a los clientes de una red IP obtener sus parámetros de configuración 
automáticamente. [W2] 
DTCs: Del inglés “Diagnostic Trouble Codes”. Códigos de  fallo de diagnóstico, sirven para 
identificar los posibles fallos del automóvil e indican la ubicación exacta del fallo a los 
técnicos para su posterior revisión. Se compone de 5 dígitos. Con esta información se 
puede determinar fácilmente qué sistema falla sin conocer la descripción exacta del código. 
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El esquema de los códigos DTC es el siguiente: 
[I1] 
Figura 1. Composición del código DTC.  
ECM: Del inglés “Engine Control Module”. Es la unidad de control embebida que gestiona 
electrónicamente el motor de combustión interna del vehículo. Realiza la monitorización de 
los siguientes componentes:  
 El catalizador. 
 Las sondas lambda. 
 La detección de fallos de la combustión (Misfire). 
 El sistema de aire secundario. 
 La recirculación de gases de escape. 
 La desaireación del depósito con prueba de fugas. 
 El sistema de distribución del combustible. 
 Todos los sensores y actuadores relacionados con las emisiones de escape, que 
están conectados a la ECM. 
 El cambio automático. 
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Si se detecta un fallo en componentes relacionados con los gases de escape se encenderá 
el testigo MIL. [D3] 
EOBD: Del inglés “Euro On Board Diagnosis”. Ver Anexo A. 
GPIO: Del inglés “General Purpose Input/Output”. Es un pin genérico en un chip, cuyo 
comportamiento (incluyendo si es un pin de entrada o salida) se puede configurar por el 
usuario en tiempo de ejecución. [W3] 
HC: Hidrocarburos. Es el contenido que sin quemar se emite como consecuencia de la 
combustión incompleta del combustible y, por tanto, su composición resulta 
extremadamente heterogénea. Existen dos tipos de hidrocarburos: aromáticos policíclicos y 
carbonílicos. Influyen a la creación de ozono fotoquímico. [L1]  
IUPR: Del inglés “In-Use Performance Ratio”. La comparación de numerador y denominador 
da una idea de la frecuencia de funcionamiento de un monitor específico en relación con el 
funcionamiento del vehículo. 
El numerador de un monitor específico es un contador que mide el número de veces que se 
ha puesto en funcionamiento un vehículo de tal manera que se hayan dado todas las 
condiciones de supervisión necesarias, tal y como han sido implementadas por el fabricante, 
que permitan que dicho monitor específico detecte un mal funcionamiento a fin de advertir al 
conductor. 
La finalidad del denominador es ofrecer un contador que indique el número de incidencias 
de conducción del vehículo, teniendo en cuenta las condiciones especiales de un monitor 
específico. El denominador se incrementará al menos una vez por ciclo de conducción. [E1] 
 
 
MEC: Motores de encendido por compresión (motor Diesel). 
MEP: Motor de encendido provocado (motor Otto). 
MIL: Del inglés “Malfunction Indicator Lamp”. Denominación norteamericana que se da al 
testigo de aviso de gases de escape K83. Indica, que la ECM ha detectado un fallo en 
componentes relacionados con los gases de escape. 
La indicación de avería, en forma de luz continua o intermitente, se puede producir después 
de que la unidad de control ha detectado el fallo: 
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 inmediatamente, o bien 
 al cabo de dos “driving cycles” según el tipo de fallo de que se trate y las condiciones 
que rijan para su visualización. 
Adicionalmente existen fallos que se registran en la memoria, sin conducir a que se 
encienda el testigo de aviso de gases de escape. [D3] 
 
[WP1] 
Figura 2. Diferentes tipos de MIL.  
NMHC: Del inglés “Non-Methane Hydrocarbons”. Es la masa de hidrocarburos no metálicos. 
[E1]  
NOx: Óxidos de Nitrógeno. Denominados de forma genérica como NO (óxido nítrico) y NO2 
(dióxido de nitrógeno). Principalmente se forma NO en motores de combustión por tener 
mayor cinética química que el NO2, aunque en algunos casos se forma una cantidad 
apreciable de NO2. Los principales efectos bioquímicos y fisiológicos son: 
 Los NOx son unos de los responsables de la lluvia ácida y potencialmente 
productores del smog (humo) fotoquímico. 
 El NO2 puede irritar los pulmones y reducir su resistencia a enfermedades 
infecciosas si el nivel excede de 600 mg/m3. 
 El NO participa en la reducción de ozono en la estratosfera facilitando así el paso de 
la radiación solar ultravioleta hasta la superficie terrestre.  [L1] 
OBD: Del inglés “On-Board Diagnosis”. Es el sistema para el control de emisiones que 
puede determinar la zona probable de mal funcionamiento por medio de códigos de fallo 
almacenados en la memoria del ordenador. [E1] 
PC: Del inglés “Personal Computer”. Se conoce como el ordenador mediano utilizado por un 
único usuario a la vez. Suele estar equipado para cumplir tareas comunes de la informática 
moderna. El ordenador consta de hardware y software. [W4] 
PCI: Del inglés “Protocol Control Information”. Es la información que se añade a los datos de 
usuario y forma parte del paquete de datos OSI. [W5] 
PID: Del inglés “Parameter Identification”. Identificador del parámetro solicitado por el equipo 
de prueba externo a la centralita electrónica. 
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PCV: Del inglés “Positive Crankcase Ventilation”. Sistema diseñado para remover vapores 
dañinos del motor y prevenir que esos vapores sean expelidos a la atmósfera. Retira los 
vapores dañinos dentro del cárter para reconducirlos a la cámara de combustión y ser 
quemados. Los sistemas pueden ser abiertos o cerrados, dependiendo de la forma que el 
aire fresco entra en el cárter y los vapores exceso son expedidos. [D1] 
PM: Del inglés “Particular Matter”. Son pequeñas partículas sólidas o líquidas de polvo, 
cenizas, hollín, partículas metálicas, cemento o polen, dispersas en la atmósfera.  
PN: del inglés “Particle Number”. Es la cantidad numérica de partículas que constituyen ese 
sistema termodinámico. 
RAM: Del inglés “Random-Access Memory”. Memoria volátil de acceso aleatorio, se usa 
como memoria de trabajo para los equipos informáticos, el sistema operativo y el software. 
[W6] 
RPi: Abreviatura de RPi. 
RSA: Sistema criptográfico de clave pública desarrollado por Rivest, Shamir y Adleman en 
1977. [D5] 
SAE: Del inglés “Society of Automotive Engineers”. Sociedad americana de ingeniería de la 
automoción. Emite propuestas/directivas de cómo llevar a la práctica las exigencias legales 
a través de normas. [D3] 
SBC: Del inglés “Single Board Computer”. Es un ordenador completo en un sólo circuito. El 
diseño se centra en un sólo microprocesador con la RAM, E/S y todas las demás 
características de un computador funcional en una sola tarjeta que suele ser de tamaño 
reducido, y que tiene todo lo que necesita en la placa base. [L2] 
SCP: Del inglés “Secure Copy”. Es un medio de transferencia segura de datos entre hosts 
(servidor, cliente) remotos, el medio de transferencia es a través del protocola SSH.  
SO2: Dióxido de azufre o anhídrido sulfuroso. Gas incoloro e incombustible y de olor 
penetrante, que propicia las enfermedades de las vías respiratorias. Tiene poca intervención 
en los gases de escape. La disminución de SO2 es posible con la reducción de azufre en los 
combustibles. [D1] 
SPI: Del inglés “Serial Peripheral Interfaz”. El bus SPI es un estándar de comunicaciones en 
microcontroladores, y se usa principalmente para la transferencia de información entre 
circuitos integrados en equipos electrónicos. Es un estándar para controlar casi cualquier 
dispositivo electrónico digital que acepte un flujo de bits serie regulado por un reloj 
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(comunicación síncrona). [W7] 
TCM: Del inglés “Transmission Control Module”. Abreviatura de la centralita electrónica que 
gestiona la transmisión del vehículo.  
THC: Del inglés “Total Hidrocarbon”. Compuesto orgánico formado enteramente de 
hidrógeno y de carbono.  
X11: Es una implementación portátil del sistema de ventanas X para sistemas operativos 
Microsoft Windows, necesario para trabajar con SSH. [W8] 
1.2. Conceptos 
Bit: Del  inglés “binary digit”. Número en binario, cifra dual. Un bit representa una 
información individual, por ejemplo ‘apagado’/’encendido’ o bien ‘0’/’1’. [D6] 
Byte: Un byte se compone de 8 bits. Es un término artificial en inglés, que fue desarrollado a 
partir del vocablo ‘BIT’. [D6] 
Código de conformidad: Del inglés “readiness code“. Código numérico de 8 dígitos, que 
indica si fueron efectuados los diagnósticos OBD para los sistemas del vehículo. 
 “0“– efectuado. 
 “1“- no efectuado. [D7] 
Código SAE: Código de avería definido por la Society of Automotive Engineers, que tiene 
carácter formal obligatorio para todos los sistemas OBD. [D7] 
Delay: Del inglés “tiempo de retraso”. Es el tiempo en segundos introducido entre 
comandos. La estructura del comando es: sleep Xs (siendo X = número de segundos). 
Driver: Del inglés “controlador de dispositivo”, es un programa informático que permite al 
sistema operativo interaccionar con un periférico. [D8] 
Driving cycle: Del inglés “Ciclo de conducción”. Compuesto por arranque del motor, 
ejecución de una función de diagnóstico correspondiente y parada del motor. 
Data Frame: Del inglés “Marco de datos”. Es el conjunto de 8 bytes que conforman una 
trama leída del bus CAN del vehículo según el formato definido en la norma ISO15765-4. 
Freeze-frame: Del inglés “trama congelado”. Datos del entorno de un fallo: registro de los 
datos y estados operativos que reinaban al surgir un fallo. [D6] 
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Kernel: Del inglés “núcleo”. Es el corazón del sistema operativo. Es el encargado de que el 
software y el hardware puedan trabajar juntos. Las funciones más importantes son: 
 Administración de la memoria para todos los programas y procesos en ejecución. 
 Administración del tiempo de procesador que precisan los programas y procesos en 
ejecución. 
 Administración y control de acceso de los diferentes periféricos. [W9] 
OBD Traces: Tramas leídas del CAN Diagnosis, también llamadas información de diagnosis 
del vehículo. 
Partículas de hollín PM: Del inglés “PM: paticulate matter”. Son un tipo de aerosol 
atmosférico, considerando una dispersión de compuestos líquidos y sólidos de diversa 
composición en el núcleo del gas de escape emitido por el motor. La diversidad en la 
composición de las partículas engendra estructuras y tamaños muy variados. Su aspecto es 
similar a la ceniza pero con un tono más negro. [L1]   
Plug and play: Del inglés “enchufar y usar”, es la tecnología o cualquier avance que permite 
a un dispositivo informático ser conectado a una computadora sin tener que configurarse, 
mediante software específico proporcionado por el fabricante. [W10] 
Scan Tool: Del inglés “Generic Scan Tool”, es el tester universal, con el que se pueden 
consultar los mensajes inscritos en la memoria de averías de la ECM. Todas las averías de 
relevancia para los gases de escape que detecta el EOBD deben ser consultables con 
cualquier visor de datos OBD a través del interfaz para diagnósticos. [D6] 
Script: Son un conjunto de instrucciones generalmente almacenadas en un archivo de texto 
que deben ser interpretados línea a línea en tiempo real para su ejecución. [W11] 
Terminal: Ventana disponible en los sistemas informáticos utilizada para enviar comandos 
al equipo de trabajo o a otros equipos. 
Transceiver: Del inglés “transceptor”, es un circuito integrado cuya misión es la transmisión 
y recepción de los datos. La comunicación se basa en el envío de señales bidireccionales 
pero no simultáneas.  
Válvula de descarga: Del inglés “waste-gate“, también llamada válvula bypass. La válvula 
de descarga conduce los gases de escape excedentes, de modo que evadan el 
accionamiento del turbocompresor. De esa forma es posible desactivar el turbocompresor o 
reducir su potencia. [D7]  
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2. Prefacio 
2.1. Análisis de antecedentes 
Los sistemas de diagnosis han sido diseñados para cubrir  los requerimientos  legales y 
necesidades que regulan los entes implicados en el sector del automóvil, como pueden ser 
la contaminación medioambiental, la fiabilidad, la disponibilidad y el mantenimiento, entre 
otras. 
La sociedad del siglo XX fue evolucionando en cuanto a la preocupación de la calidad del 
aire se refiere. Se podría catalogar que las preocupaciones medioambientales han estado 
presentes a partir de los años 30. Es en ese momento cuando las capitales de los estados 
más importantes de EEUU deciden crear controles de la polución en las ciudades, para 
poder estudiar las causas y la problemática de vivir en zonas con un avanzado nivel de 
polución en el aire. Esta preocupación viene dada por centenares de defunciones causadas 
por la contaminación del aire en el continente europeo desde los años 30 (pleno auge 
industrial). 
En el año 1959, el estado de California promulgó una legislación para establecer normas de 
calidad del aire. El Departamento de Salud Pública estableció las primeras normas de 
calidad del aire en todo el estado, en cuanto a las partículas suspendidas totales, oxidantes 
fotoquímicos, dióxido de azufre, dióxido de nitrógeno y monóxido de carbono.  
Se promulgó la Ley de Calidad del Aire Federal en 1967. A raíz de dicha ley, se creó la 
agencia denominada The California Air Resources Board (CARB), para hacer cumplir sus 
propias normas de emisiones en los nuevos automóviles a la par que se introducían nuevos 
sistemas como válvulas, bombas de inyección de aire secundario y el sistema PCV. 
De ahí surgió el concepto OBD-I, dónde se obligaba a los fabricantes a instalar un sistema 
de monitorización en los componentes encargados de controlar las emisiones en sus 
automóviles. El sistema OBD-I solamente monitorizaba algunos de los componentes 
relacionados con las emisiones  y no eran calibrados para un nivel específico de emisiones 
(sólo chequeo eléctrico). 
Para que el conductor detectase un mal funcionamiento del OBD, se impuso la obligación de 
incluir en los vehículos una lámpara indicadora de fallos o testigo de averías (MIL - 
Malfunction Indicator Lamp) que preveía la implantación de un sistema OBD en todos los 
vehículos a partir del modelo 1991.  
Fue el primer requerimiento generalizado sobre el sistema OBD, pero todavía no existían 
Pág. 22  Memoria 
 
estandarizaciones del conector de diagnosis OBD-I ni del protocolo de enlace de datos. 
No es hasta el año 1994, cuando la SAE estandariza los equipos y protocolos de los 
sistemas OBD existentes, y es en ese momento cuando el sistema de diagnosis toma la 
denominación de OBD-II.  
 
[S1] 
Figura 3. Disposición de Terminales en un conector de diagnosis OBD-II de 16 pines (hembra y 
macho, respectivamente).  
Protocolos de comunicación: Norma ISO 15765-4. 
Una vez estandarizados los componentes y sistemas de la diagnosis a bordo, la CARB dictó 
una directriz que, para vehículos con motor de gasolina a partir de 1996 y para vehículos de 
motor diesel desde 1997, exigía la implantación de los nuevos sistemas OBD-II. 
La Unión Europea decretó el 13 de octubre de 1998 una directriz UE que exige la 
implantación de la euro diagnosis de a bordo (EOBD) para todos los países miembros. 
 
 
 
 
 Figura 4. Evolución del sistema OBD en EEUU y la Unión Europea. 
El sistema EOBD verifica piezas, sistemas parciales y componentes eléctricos de relevancia 
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para la composición de los gases de escape, cuyo funcionamiento anómalo o cuya avería 
conducen a que se sobrepasen límites definidos para las emisiones. 
EOBD es un sistema mucho más sofisticado que OBD-I, porque la Unidad de Control 
Electrónico  no solo se  encarga de monitorizar los componentes  sino que en función de los 
‘inputs’ de los sensores, las condiciones operativas del motor, se  autoajusta  para no 
sobrepasar los límites permitidos. La diagnosis de a bordo debe durar toda la “vida útil del 
vehículo” garantizando el mantenimiento de los límites de las emisiones de escape durante 
como mínimo lo que especifica la normativa. 
A continuación vemos cómo ha ido evolucionando la normativa europea de emisiones y la 
de EOBD.  
[E3] 
Figura 5. Evolución del EOBD. 
Desde Euro5+, los IUPR son un requerimiento legal que debe cumplirse durante toda la vida 
útil del vehículo. 
Los fabricantes deben reportar los valores almacenados en la centralita y penalizar el no 
cumplimiento de lo estipulado en la normativa. 
Los IUPR se registran para cada elemento del coche que tiene influencia en las emisiones. 
Un ejemplo de los elementos monitorizados son: sensores Lambda, catalizador, etc. (ver 
Tabla 1). 
Se calcula según el Reglamento UNECE 83 de la siguiente manera: 
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IUPR =
Número de veces que la diagnosis se ha cumplido
Número de veces que el vehículo se ha utilizado
 
 
Tabla 1. Ratios mínimos IUPR según normativa EOBD. 
Seguidamente podemos ver cómo cada vez son más restrictivos tanto los límites de 
emisiones como los de EOBD según evoluciona la normativa. 
2.1.1. Motores Otto (MEP) 
 
 
 
 
 
 
 
 
Figura 6. Evolución del valor límite del CO. 
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Figura 7. Evolución del valor límite del THC. 
 
 
 
 
Figura 8. Evolución del valor límite del NMHC. 
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Figura 9. Evolución del valor límite del NOx. 
 
 
Figura 10. Evolución del valor límite del PM. 
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Figura 11. Evolución del valor límite del PN. 
 
2.1.2. Motores Diesel (MEC) 
 
 
 
 
 
 
 
 
 
 
Figura 12. Evolución del valor límite del CO. 
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Figura 13. Evolución del valor límite del NOx. 
 
 
Figura 14. Evolución del valor límite del HC + NOx. 
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Figura 15. Evolución del valor límite del PM. 
 
 
 
 
 
 
 
 
 
Figura 16. Evolución del valor límite del PN. 
2.2. Motivación 
La motivación del proyecto es la investigación y desarrollo de un sistema capaz de mejorar 
el sistema actual de recopilación y tratamiento de los ratios de rendimiento en uso (IUPR). 
La recopilación y reporte de los IUPR es obligatorio desde el 1 de septiembre de 2011 para 
nuevos tipos de vehículos, y desde el 1 de enero de 2014 para todos los vehículos 
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fabricados [E1]. 
Actualmente esta tarea se hace de manera semi-automática cuando un vehículo SEAT 
acude a un taller oficial y el operario se conecta con el ordenador de diagnóstico (VAS) al 
vehículo. 
 
 
 
 
 
 
 
 
 
[D3] 
Figura 17. Scan Tool del grupo Volkswagen. 
Los fabricantes han de reportar estos valores al ente regulador (Ministerio de Industria) para 
asegurar que sus vehículos cumplen con la normativa de emisiones vigente en el momento 
de su homologación durante el ciclo de vida útil del vehículo. 
Con el nuevo sistema OBD-Radar, no hay necesidad que el vehículo acuda al taller oficial, ni 
es necesaria la intervención de un operario para poder adquirir la información, mejorando 
enormemente el sistema actual de recopilación y procesado de datos. 
El prototipo también podría permitir ampliar funcionalidades, como por ejemplo: 
 Detectar averías en el vehículo de forma prematura. 
 Conocer si el vehículo tiene el testigo de emisiones encendido (MIL) y cuantos                            
kilómetros  lleva con el testigo encendido. 
 Poder avisar al propietario o a las autoridades (Policía, Ministerio, etc.) 
 Mejora del mantenimiento y revisión de la flota de vehículos. 
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2.3. Requerimientos previos 
Los requerimientos básicos para la realización del presente proyecto es tener una base 
sólida sobre los protocolos de comunicación CAN, Wi-Fi y  las normativas técnicas legales 
referentes a los sistemas de diagnosis vigentes en la Unión Europea. 
Además, se precisa de un equipo informático que actúe como servidor (PC-server) del 
sistema OBD-Radar, y tener conocimientos medio-avanzados sobre la programación de 
dispositivos con el sistema operativo Linux, el lenguaje de programación Phyton y Shell. 
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3. Introducción 
3.1. Objetivos del proyecto 
El objetivo del proyecto es diseñar e implementar un prototipo funcional capaz de obtener y 
enviar de forma remota y automatizada la relación de rendimiento en uso (IUPR) 
almacenados en centralita motor a través del CAN Diagnosis. 
3.2. Metodología 
A partir de un hardware comercial, poder diseñar y desarrollar un software capaz de cumplir 
con los objetivos citados anteriormente. El kernel usado tiene base Linux, ya que ofrece una 
mayor versatilidad a la hora de programar el hardware seleccionado. 
La metodología consiste en: 
 Selección del hardware capaz de cumplir los requerimientos del proyecto. 
 Conexión del prototipo a los diferentes conectores del vehículo (maqueta) 
 Desarrollo de un software capaz de capturar la información de diagnosis del 
vehículo. 
 Procesado de la información almacenada para su posterior envío. 
 Envío de  la información de forma autónoma por medios  inalámbricos. 
 Recepción en el servidor de la información del vehículo para su posterior 
almacenado y procesado. 
 Procesado de la información recibida. 
3.3. Alcance del proyecto 
El proyecto abarca el diseño y la implementación de un prototipo funcional de laboratorio 
que permita demostrar que es viable la obtención y el envío sin cables de algunos de los 
modos de diagnosis (ver Anexo B.4) y su posterior procesado, basado en la vigente 
normativa europea sobre los sistemas EOBD. 
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4. Estado del Arte 
Antes de poder ver lo que implicaría este proyecto en SEAT se ha de conocer un poco más 
en detalle la manera de obtener actualmente estos datos que se han de reportar al ente 
regulador (ministerio de industria) cada año de para cada tipo de vehículo, motorización, etc. 
El procedimiento a grandes rasgos seguiría una secuencia como la descrita a continuación, 
cuando un vehículo acude a un taller oficial SEAT, ya sea por mantenimiento, alguna avería 
o por algún otro motivo, el operario que trata el vehículo primero de todo se conecta con la 
herramienta de diagnosis a través del conector OBD [S1] para comprobar el estado del 
vehículo y hacer un informe dónde quede registrado. Cuando la herramienta está conectada 
al vehículo y sin la intervención del operario, se lanzan automáticamente una serie de 
servicios de diagnosis para leer los IUPR, los cuales se guardan, conjuntamente con otros 
datos en un servidor de la marca  a la espera de ser tratados y analizados por el personal de 
homologaciones, I+D, Calidad y así extraer los datos para los informes que se deben 
reportar al ministerio de Industria, en este caso, para constatar que la flota de vehículos de 
cliente de la marca, cumple  con la normativa homologada en el momento de su fabricación.  
 
 
 
 
 
 
Figura 18. Secuencia de obtención de los IUPRs actualmente en SEAT. 
El OBD-Radar, OBD-Remote o como se conoce en Estados Unidos, el OBD-III está todavía 
en fase de desarrollo, tanto a nivel conceptual como a nivel técnico. Hay muchos aspectos 
técnicos y legales todavía por definir, pero actualmente se está trabajando para llegar a un 
estándar técnico que recoja las necesidades, requerimientos legales y resultados de 
pruebas de investigación llevadas a cabo hasta la fecha. 
Por ese motivo, todavía no hay nada en el mercado, que de manera remota y autónoma 
realice algo parecido, lo único que podemos encontrar es una serie de dispositivos que 
conectados al puerto OBD [S1] y con una aplicación para móviles  ofrecen la posibilidad de 
visualizar variables del motor como temperaturas, presión de soplado, visualización y 
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borrado de averías y algunas  incluyen el control de flotas de transporte, pero ninguna de 
ellas implementa la visualización de los IUPR. 
4.1. Dispositivos disponibles 
Según su tipo de conectividad se pueden clasificar en: físicas e inalámbricas. 
4.1.1. Conexiones físicas 
Son las más utilizadas por su fiabilidad y estabilidad de conexión. 
Se podrían clasificar en tres categorías principales: 
 Scan Tool genérica: es el más simple y se limita a mostrar la información estandarizada 
del sistema OBD del vehículo.  
 
Figura 19. Ejemplo de Scan Tools genéricas. 
 Aftermarket combination Scan Tool: la utilizan los talleres multimarca. Permiten una 
diagnosis completa del vehículo para todo tipo de fabricante. Su uso es profesional. 
 
 
 
 
 
 
 
 
 
 
Figura 20. Ejemplo de Aftermarket combination Scan Tool. 
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 Scan Tool de fabricantes: talleres especializados. Máquinas de diagnosis con un 
software específico de cada fabricante. De uso profesional. 
 
Figura 21. Ejemplo de Scan Tool de fabricantes. 
4.1.2. Inalámbricas 
Actualmente en el mercado se encuentran multitudes de herramientas inalámbricas, pero 
todas ellas presentan una serie de restricciones en su funcionalidad. 
Estos dispositivos están pensados únicamente para ofrecer al cliente la visualización de 
algunos de los parámetros del vehículo, como puede ser la velocidad, la presión del turbo, 
temperaturas de aceite y líquido refrigerante entre otras.  
Todo ello se presenta en un paquete aftermarket, donde las funcionalidades están definidas, 
y es necesario el uso de un Smartphone o Tablet para poder mostrar la información. 
Para conectar con el vehículo es necesario vincular el Smartphone o Tablet con el 
dispositivo mediante Bluetooth o Wi-Fi.  
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Tabla 2. Comparativa de las características técnicas de algunos dispositivos aftermarket. 
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5. Diseño de Hardware 
Llegado a este punto se ha de pensar cómo conseguir con los recursos y conocimientos   
que se disponen, cuál es la manera más óptima para alcanzar el objetivo final, la obtención 
de los IUPRs y su envió de forma remota. 
Para ello se ha hecho un análisis exhaustivo de las distintas posibilidades y el impacto que 
puede acarrear cada una de ellas. 
La primera opción sería el diseño desde cero de un sistema electrónico mediante una placa 
de circuito impreso. Esta variante es bastante ardua y no es el objetivo principal del presente 
proyecto, por lo tanto se descartó. Otra posibilidad más factible sería mediante una placa de 
desarrollo con un microcontrolador, módulos de comunicación (Wi-Fi, Bluetooth, etc.) y un 
módulo CAN, y con ello diseñar un hardware propio. Por último nos quedaría comprar 
componentes hardware comerciales, ensamblarlos y programar el software para cumplir con 
los objetivos. 
Finalmente se ha escogido la última opción, ya que había hardware disponible que va en 
consonancia con las tendencias actuales de la industria automovilística mundial, como 
pueden ser el downsizing, el ahorro energético y económico. 
5.1. Objetivos principales 
Como se ha comentado en capítulos anteriores, el objetivo del presente proyecto, es diseñar 
el primer prototipo basado en el OBD-Radar con las siguientes características: 
 Tamaño reducido. 
 Peso reducido. 
 Precio reducido. 
 Bajo consumo. 
 Programable. 
 Comunicación con el CAN Diagnosis del automóvil.  
 Envío datos de manera inalámbrica y segura. 
 Posibilidad de convertirse en un sistema embebido. 
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5.2. Selección de hardware 
Una vez escogida la manera de llevar a cabo el diseño del hardware, y no dejando de lado 
los objetivos marcados en cuanto a tamaño, peso, bajo consumo, programable, etc. En el 
mercado actual se puede encontrar una serie de dispositivos que cumplen con los objetivos 
principales: los llamados mini ordenadores conocidos como SBC (Single Board Computer). 
A continuación se exponen las posibles opciones para realizar el prototipo. 
Tabla 3. Benchmarking de los distintos SBC. 
La opción elegida es la RPi B+, la más adecuada por sus características y periféricos USB. 
Es muy versátil y permite montar módulos adicionales, como por ejemplo un módulo de bus 
CAN. 
En el mercado, actualmente existen dos módulos CAN disponibles para la RPi: el CANberry 
y la PICAN Board, con características similares. SEAT disponía de una PICAN Board. Por lo 
tanto esa ha sido la elección final, detallándose a continuación sus características 
principales.  
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Tabla 4. Módulos CAN para RPi. 
Un aspecto relevante en los componentes del bus CAN (controlador y transceptor), es que 
sean mcp2515 y mcp2551 respectivamente, ya que cumplen con el protocolo de 
comunicación especificado en la norma ISO 15765-4, necesario para poder extraer la 
información del vehículo a través del bus CAN según la norma SAE J1979. 
Por último y no por ello menos importante, se ha de escoger la tecnología inalámbrica más 
adecuada para el prototipo. A modo de resumen se ha creado una gráfica con las dos 
variables más significativas para el sistema OBD-Radar, transferencia y alcance. 
 
Figura 22. Gráfica de la situación en función de la tasa de transferencia y su alcance. Tecnología 
escogida 
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La mejor opción, ha de ser una tecnología común en todos los dispositivos electrónicos, con 
buena capacidad de transferencia, buen alcance  y que soporte cifrado de datos, 
manteniendo un precio ajustado en todos los componentes. 
Por lo tanto, optamos por la tecnología Wi-Fi, concretamente el estándar 802.11 n. 
 
Tabla 5. Tabla resumen de las tecnologías inalámbricas. 
La RPi no dispone de ningún módulo Wi-Fi integrado, pero la solución es la incorporación de 
un adaptador USB Wi-Fi.  En el mercado existe mucha oferta en este tipo de componentes, 
numerosas SBC cuentan con los drivers y módulos necesarios para controlar adaptadores 
USB Wi-Fi preinstalados en sus respectivas versiones de kernel.  
Por compatibilidad y fiabilidad, la elección ha sido el adaptador USB: Edimax EW-781. 
 
          
 
 
                                                                
Figura 23. Adaptador Wi-Fi USB Edimax EW-781. 
Una vez ensamblados los componentes del prototipo OBD-Radar, sólo se necesitará un 
router (no es necesaria una conexión a internet), para crear la red AD-HOC que enlace el 
prototipo y el servidor (PC-Server). 
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6. Diseño del software 
Una vez seleccionado el hardware del prototipo, es necesario hacer un estudio sobre los 
posibles sistemas operativos que se pueden instalar en la SBC. El sistema operativo de la 
RPi está basado en un kernel GNU/Linux, una plataforma de software libre. 
Actualmente hay una gran variedad de distribuciones. De esta manera, se ha optado por 
compartir el mismo kernel del sistema operativo, tanto en el PC-server como en la RPi.  
Con ello se puede llegar a evitar incompatibilidades entre los dos dispositivos, asegurando 
un flujo de información y una programación correcta y estable por las dos partes.  
El sistema OBD-Radar ha de contar con una infraestructura basada en la transmisión de 
datos vía Wi-Fi, en que el PC-server se usará como servidor, capaz de recibir las OBD 
Traces por parte de la RPi. 
Figura 24. Esquema de la transmisión, recepción de datos vía Wi-Fi y la infraestructura de la red 
SEAT. 
Dentro de todas las posibilidades que aporta tener una distribución de software u otra, se ha 
de priorizar para conseguir el objetivo final con los recursos disponibles, sobretodo en la RPi, 
para garantizar un ritmo de trabajo controlado. 
A continuación se van a presentar los softwares seleccionados, pensando en la mejor 
relación entre las necesidades a cubrir para el desarrollo del sistema OBD-Radar y las 
especificaciones de los equipos.  
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 PC-server: Linux Lite 2.0 (con una actualización a la versión 3.13.0 – 24 – Generic 
#47). En el portal web [W12] se puede realizar la descarga de la imagen y seguir las 
instrucciones para su correcta instalación. Esta distribución de Linux es muy 
aconsejable para las exigencias de desarrollo del proyecto, ya que inicialmente viene 
con el software básico, sin necesidad de sobrecargar la memoria física del PC.  
 RPi: Raspbian Debian Wheezy 3.12.28+ #709. En el portal web [W13] se puede 
realizar la descarga de las diferentes distribuciones compatibles con la RPi, para 
nuestra SBC. La distribución elegida permite ser programable. 
Para la programación de los equipos se usará el Shell, un intérprete de comandos que 
consiste en una interfaz de usuario tradicional de los sistemas operativos basados en Unix. 
Mediante las instrucciones introducidas, nos permite controlar el funcionamiento de los 
equipos. 
Para la programación de las lecturas extraídas del CAN Diagnosis del vehículo, se usará 
Python, que es un lenguaje de programación sencillo y rápido de interpretar. En este caso, 
viene preinstalado en la RPi. Del mismo modo, se ha instalado el software correspondiente 
en el PC-server, obtenido del portal web oficial. Se ha instalado la versión 2.7.9. El motivo 
principal de ésta elección es el mayor número de librerías y módulos necesarios para el 
procesado de la información además de compartir versión en ambos equipos.  
La estructura de programación seguida en el procesado de las OBD Traces sigue una 
estructura modular, es decir, se ha basado en la programación en módulos para agilizar el 
procesado y poder reutilizar dichos módulos en diferentes partes del procesado. Se puede 
llegar a entender éste tipo de programación tomando como ejemplo el esquema básico de 
innovación abierta, ya que son sistemas que se nutren de muchos inputs interrelacionados 
entre ellos con la finalidad de crear un sistema capaz de llegar al objetivo final, que en el 
caso el presente proyecto, es el procesado de la información de diagnosis del vehículo. 
 
 
 
 
 
 
[WP2] 
Figura 25. Esquema de la programación modular basado en la innovación abierta. 
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6.1. Procesado 
El alcance del siguiente apartado se basa en la lectura y obtención de las OBD Traces hasta 
el envío de las mismas. Para ello se han elaborado una serie de puntos, ordenados según el 
procedimiento seguido, para el diseño del software. Los puntos son los siguientes: 
 Activación de la red Wi-Fi. 
 Activación del CAN. 
 Funcionamiento conjunto (CAN y Wi-Fi). 
 Creación de una SSH. 
 Creación de public/private keys. 
 Programación. 
Todo el procesado explicado a continuación está basado en la configuración de la RPi y sus 
componentes. 
6.1.1. Activación de la red Wi-Fi 
El nuevo sistema OBD-Radar necesita una conexión Wi-Fi, pero no es necesaria una 
conexión DSL a la red telefónica, ya que la red Wi-Fi a configurar se usará como una red 
AD-HOC (privada) para tener una comunicación activa entre los dispositivos conectados.  
El primer paso es habilitar una conexión inalámbrica entre la RPi y el PC-server a través de 
un router. Este paso es básico hacerlo al principio, ya que la conexión Wi-Fi es determinante 
para poder realizar los objetivos propuestos del presente proyecto. 
Para la configuración Wi-Fi destinada al OBD-Radar se precisará del siguiente hardware, 
justificado en el apartado 5.2.: 
 Router.  
 Edimax EW-7811Un USB Wi-Fi Adapter. 
Los dos componentes que formarán parte de la red inalámbrica son de configuración básica 
y sencilla, es decir, son sistemas “plug and play”. En este caso, el sistema requiere de una 
configuración básica para poder crear una cierta seguridad de conexión entre los 
componentes, es decir, crear una red Wi-Fi privada. 
La red Wi-Fi generada por el router tiene las siguientes características: 
 SSID: SEAT_OBD-RADAR 
 Interfaz: 802.11 Wi-Fi (wlan0) 
 Subnet mask: 255.255.255.0 
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 Default Route (Gateway): 192.168.1.1 
 Security: WPA/WPA2 
Estos datos son básicos para configurar la conexión Wi-Fi en la RPi y así automatizar la 
conexión a la red deseada. La versión cargada en la RPi viene con una preinstalación de los 
drivers para el adaptador Wi-Fi USB seleccionado (RTL8192CU). Esta información ha sido 
corroborada por el portal web oficial [W14], donde hay una extensa lista de todos los tipos 
de hardware compatibles con la RPi. 
Para verificar que la distribución cuenta con los drivers del adaptador USB introducimos el 
siguiente comando: # lsmod. 
 
Figura 26. Verificación de la preinstalación del driver RTL8192CU. 
Una vez comprobado los pasos anteriores, únicamente es seguir las indicaciones de uno de 
los muchos portales web existentes, para este caso se ha seguido un portal [W15], que 
explica paso a paso el proceso a seguir. 
Al terminar con la configuración y pasos indicados, la manera visual de comprobar que la 
RPi está conectada a la red Wi-Fi, es mediante el emisor LED que lleva integrado el 
adaptador USB en su interior. 
 
 
 
 
 
[WP3] 
Figura 27. Comprobación visual de la conexión a la red Wi-Fi. 
En los sistemas con kernel Linux, la interfaz de red inalámbrica se define como wlan0. 
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De esta manera, introduciendo el comando en el Terminal del prototipo: # ifconfig wlan0, se 
puede corroborar la conexión Wi-Fi. La conexión es correcta cuando los valores de Rx 
packets y Tx packets son diferentes de cero. 
Figura 28. Método para conocer la IP asignada en la RPi. 
Al reiniciar la RPi, la única manera  de conocer la IP adoptada en la red Wi-Fi del OBD-
Radar, es conectar el dispositivo a un hardware adicional (de forma temporal) por medio de 
un cable HDMI a un monitor que disponga de una entrada HDMI. 
Al conectar directamente la RPi al monitor, se inicia el proceso de arranque y carga del 
sistema operativo, en que se puede comprobar visualmente todos los módulos que se están 
cargando. Una vez cargado el sistema, aparecerá la IP que adopta la RPi en el sistema 
OBD-Radar.  
Si no es posible divisar la IP de la RPi, hay otro método sencillo para conocer la IP 
asignada. Dicho método está descrito en la Figura 28. 
Una vez se ha confirmado la conexión inalámbrica, se procede a realizar un backup de la 
tarjeta microSD donde se almacena todo el sistema operativo de la RPi. De esta manera 
salvaguardamos los avances realizados hasta la fecha. 
Una de las formas más sencillas de leer la imagen de la tarjeta microSD, es siguiendo las 
instrucciones detalladas en multitudes de portales web. Para este caso [W16], hemos 
elegido un método muy sencillo y rápido de ejecutar, y de ésta manera se garantiza que no 
se pierde información ni configuraciones habilitadas y funcionales. 
Dicho procedimiento se ha ejecutado en un equipo dotado con Windows como sistema 
operativo, ya que ofrece una interfaz mucho más intuitiva para poder realizar los backup’s de 
una manera eficaz y rápida. 
6.1.2. Activación del CAN 
Una vez seleccionado el hardware necesario (justificado en el apartado 5.2), se ha de 
proceder a la configuración del mismo, conociendo las características técnicas. Explicación 
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El primer paso es poder tener la PICAN funcional dentro del sistema. Hay diferentes vías 
para activar la funcionalidad del componente. Actualmente existen dos tipos de 
configuraciones para la activación de la PICAN (dichos métodos se han extraído de foros de 
debate en internet y documentación relacionada): 
 Configuración 1: configuración extraída del portal web oficial [W1]. 
 Configuración 2: configuración extraída de un tutorial por parte de Cowfish Studios 
[W18]. 
La instalación y configuración de la PICAN Board ofrece la posibilidad de interactuar con el 
bus CAN del vehículo. Para que la comunicación sea posible se necesitan los siguientes 
componentes: 
 Par trenzado 
 Terminadores de bus CAN (120 Ω) 
 Transceptor de bus CAN 
 Controlador de bus CAN 
6.1.2.1.1. Par trenzado 
Para evitar interferencias parásitas, por ejemplo teléfonos móviles y radioemisoras, es decir, 
todo aquello que genera ondas electromagnéticas. Sobre la transmisión de datos se trenzan 
los dos cables del bus de datos para ser inmune a las interferencias electromagnéticas de 
esa forma se evitan al mismo tiempo emisiones perturbadoras procedentes del propio cable 
del bus de datos. Las tensiones en ambos cables se encuentran respectivamente 
contrapuestas. 
Que las tensiones entre los cables sean contrapuestas, quiere decir que la suma de 
tensiones siempre va a ser constante, y de esta manera se minimizan los efectos 
electromagnéticos y protegiéndose de las emisiones parásitas existentes en el vehículo.  
 
 
 
 
 
[D9] 
Figura 29. Esquema del par trenzado del bus CAN del vehículo. 
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6.1.2.1.2. Terminadores de bus CAN (120 Ω) 
La conexión de la PICAN con el vehículo se puede realizar a través del conector RS-232 o 
del Terminal de tornillo de tres vías (opción seleccionada). El procedimiento de conexión es 
sencillo, utilizando un conector EOBD-II macho (male) para conectar los cables descritos en 
el conector JP1. 
 
 
 
 
 
 
[D10] 
Figura 30. Esquema de la conexión entre la PICAN Board y el vehículo. 
El elemento final del bus de datos es una resistencia de 120 Ω. Esta resistencia ha de estar 
presente en los dos extremos del bus CAN, para evitar que los datos transmitidos sean 
devueltos en forma de eco (reflexiones) y que se falseen los datos.  
En este caso, los terminadores del CAN se encuentran en los siguientes componentes: 
 ECM del vehículo. 
 PICAN Board. 
 
 
 
 
 
 
[D9][D10]  
Figura 31. Representación de los terminadores del bus CAN. 
Pág. 50  Memoria 
 
6.1.2.1.3. Transceptor 
La PICAN usa el transceptor MCP2551 de Microchip. Su función es recibir los datos del 
controlador y transformarlos en señales eléctricas TTL, para poder establecer una 
comunicación con el vehículo, acondicionando las señales para su uso por parte del 
controlador.  
Para la transmisión, el transceptor adecúa la señal recibida del controlador de manera que 
los niveles de tensión sean adecuados para el bus CAN. Para la recepción, los niveles de 
tensión son atenuados hasta los niveles adecuados para el controlador.  
[D11] 
Figura 32. Diagrama de bloques del controlador mcp2515 y situación del transceptor mcp2551. 
Las señales que el controlador envía al SPI a través de los pines GPIOs, son modificadas y 
moduladas por el transceptor, como se puede ver en la Figura 36. Es el nexo de unión entre 
la comunicación física a través del CAN del vehículo y las señales digitales necesarias para 
visualizar la información del vehículo a través de la RPi. 
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[D11] 
Figura 33. Ejemplo de implementación del sistema. 
6.1.2.1.4. Controlador 
La función principal del controlador de bus CAN de la PICAN se basa en recibir, procesar y 
enviar los datos recibidos del transceptor. La PICAN está equipada con el circuito integrado 
MCP2515 (Microchip) de 18 pines en formato PDIP/SOIC.  Se trata de un controlador CAN 
de segunda generación de tipo autónomo, que incluye características mejoradas: mayor 
rendimiento, filtrado de señales y soporte en protocolos time-triggered. El controlador de la 
PICAN mantiene la fluidez de señales entre el transceptor y el SPI del sistema (RPi + 
PICAN).   
 
 
 
 
 
[D10]  
Figura 34. Situación, layout y descripción del controlador MCP2515. 
La comunicación entre la RPi y la PICAN se hace a través del SPI disponible en la 
distribución cargada en el software de la RPi: spi_bcm2708. Para comprobar la versión 
instalada del SPI en la RPi, se ha de introducir el siguiente comando en la Terminal del 
sistema: 
 sudo nano /etc/modules 
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El SPI del sistema crea la interfaz de comunicación entre los componentes. Es importante 
que dicha comunicación sea correcta y fluida, ya que en caso contrario, no se podría llegar a 
recopilar los datos del vehículo a través de la PICAN. Para poder comprobar la 
comunicación se han de conocer la funcionalidad de los pines GPIOs, tanto de la RPi como 
de la PICAN. 
 
 
[D10][D11]  
Figura 35. Relación entre los GPIO’s pin out de la RPi y la PICAN Board. 
Como se ha podido ver en la Figura 35, los pines dedicados al SPI del sistema son los 
siguientes: 
 SCK: “Clock” de entrada para el SPI, pin número 23. 
 SI: “Data input” para el SPI, pin número 19. 
 SO: “Data output” para el SPI, pin número 21. 
 CS: “Chip select input” de entrada para el SPI, pin número 24 y 26. 
Conocer la relación de los pines es vital, ya que de esta manera se puede comprobar por 
medio de un osciloscopio si la comunicación entre la RPi y la PICAN es correcta. En el 
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presente proyecto caso los pines a monitorizar son el número 24 y 26 (PI_SPI_CE0 y 
PI_SPI_CEO1, respectivamente).  
 
[D11] 
Figura 36. Esquema de la respuesta del controlador MCP2515 a través del SPI. 
6.1.2.2. Problemas surgidos 
Una vez conectado el vehículo al prototipo a través del puerto EOBD-II, y configurado el 
sistema de las dos configuraciones posibles citadas en el punto 0, se procede al análisis de 
los defectos de cada una de las configuraciones. 
Se han encontrado una serie de problemas funcionales posteriores a la instalación y 
configuración de la PICAN. Se va a diferenciar los diferentes problemas según el tipo de 
configuración usada. 
6.1.2.2.1. Configuración 1 
Después de reiniciar el prototipo, se observa la primera incoherencia: la necesidad de cargar 
los módulos y comandos necesarios para poder hacer funcional la PICAN, es decir, que se 
tendría que crear un script para la activación de los módulos cada vez que se reinicie el 
prototipo. Los comandos de activación de los módulos serían los siguientes: 
 insmod spi-bcm2708.ko 
 insmod can.ko 
 insmod can-dev.ko 
 insmod can-raw.ko 
 insmod can-bcm.ko 
 insmod mcp251x.ko 
De ésta manera se consigue activar por completo todas las funciones de la PICAN. Una 
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manera rápida y visible de comprobar la activación y funcionalidad de la PICAN, es el 
encendido del LED1. 
 
  
 
 
 
 
[D10] 
Figura 37. Situación del LED1, activación de la PICAN Board. 
La carga manual o automática a través de un script de los controles de la PICAN es 
necesaria para poder interactuar con el CAN Diagnosis del vehículo, básico para la 
realización de las tareas del presente proyecto.  
 
 
 
 
 
 
 
 
Figura 38. Visualización del CAN Diagnosis del vehículo a través de la PICAN. 
Una vez cargados los módulos y comandos necesarios para que la comunicación con el SPI 
sea correcta, se puede comprobar el funcionamiento del SPI, monitorizando los pines 24 y 
26 (CS) mediante un osciloscopio y así visualizar el cambio de voltaje entre los pines. 
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Figura 39. Monitorización del 𝐶𝑆 mediante osciloscopio, configuración 1.  
La segunda problemática que se observa es la variación automática en la versión del kernel 
del prototipo. Esta variación del kernel es debida a la copia del archivo “kernel.img” en la 
carpeta “/boot” del prototipo a través del siguiente comando: 
 cp can-test/kernel.img /boot 
En este caso, la versión es menor a la cargada inicialmente en la RPi, pasando de ser la 
versión 3.12.28+ #709 a 3.1.9++. 
Figura 40. Comprobación del cambio de versión del kernel, posterior a la configuración 1. 
Una vez completada la configuración, ya se puede tener acceso al bus CAN del vehículo. 
6.1.2.2.2. Configuración 2 
Con esta configuración existe un fallo de carga en los módulos de control del controlador de 
la PICAN (mcp251x), aunque el componente queda activado, y en principio se muestra 
funcional (activación LED1).  
Al no cargar correctamente el módulo mcp251x, la PICAN no reconoce ningún tipo de 
comando relacionado con el control de la comunicación CAN, por lo tanto la señal chip 
select CS que activa el SPI del sistema no reacciona frente a ningún tipo de consigna 
introducida por el usuario. Siguiendo el procedimiento de comprobación de la respuesta del 
SPI monitorizando los pines 24 y 26 (CS) usado en la configuración 1, se observa que hay 
incompatibilidades a la hora de enviar señales a través del CAN, y tal es así que la 
respuesta monitorizada es totalmente plana, es decir, que la comunicación vía SPI es 
inexistente. 
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Figura 41. Monitorización del CS mediante osciloscopio, configuración 2. 
Otra comprobación a partir del Terminal de la RPi, es introducir el comando específico (# 
lsmod) donde lista todos los módulos cargados en el kernel de la RPi. Introduciendo dicho 
comando se observa la inexistencia del módulo mcp251x, encargado de controlar las 
acciones del transceptor de la PICAN (MCP2551). 
 
Figura 42. Verificación de la inexistencia del módulo mcp251x en la RPi. 
La diferencia más notable respecto la configuración anterior, es que la versión del kernel se 
mantiene una vez realizada la configuración.  
6.1.2.3. Solución a los problemas 
En cuanto a la comunicación CAN se refiere, únicamente ha habido problemas sustanciales 
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con la configuración 2, ya que en ningún momento se ha llegado a cargar el módulo 
controlador del transceptor descrito anteriormente. 
Al observar visualmente la activación de la PICAN a través del LED1, se puede comprobar 
que la introducción de los comandos para la configuración de la misma ha sido errónea. Por 
ello existen dos métodos a seguir para la comprobación de la instalación: 
 Método 1: volver a seguir las instrucciones paso a paso, asegurando la introducción 
de los comandos correctamente. 
 Método 2: seguir de nuevo las instrucciones paso a paso, y añadiendo a la 
introducción de los comandos la condición de superuser, precediendo cada 
comando por sudo. 
Tras ejecutar el método 1, se observa el mismo comportamiento por parte de la PICAN. El 
código es correcto pero el usuario no tenía los permisos necesarios para la ejecución del 
programa. 
Al descartar el método 1, se ha vuelto a cargar la imagen [W19], y se ha procedido a 
ejecutar los comandos de configuración como superuser. La diferencia en la introducción de 
los comandos es la siguiente:  
 
 
 
Figura 43. Comandos introducidos como superuser. 
Una vez reiniciado el prototipo, al comprobar el correcto cargado de los módulos, se observa 
la existencia del módulo mcp251x. 
 
 
 
 
 
Figura 44. Verificación de la existencia del módulo mcp251x en la RPi. 
Una vez comprobada la funcionabilidad de la PICAN, se creó un script, basándose en las 
indicaciones del portal web [W20], para la activación de los módulos y comandos necesarios 
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sobre el control del bus CAN al iniciarse el prototipo. 
6.1.3. Funcionamiento conjunto (CAN y Wi-Fi) 
Al tener funcionales la conexión Wi-Fi y el acceso al CAN Diagnosis del vehículo, el 
siguiente paso es la integración de las dos funcionalidades para que puedan trabajar 
conjuntamente. 
6.1.3.1. Explicación  
Una vez completadas las configuraciones expuestas en los apartados 6.1.1 y 6.1.2, se hade 
poder realizar las funciones anteriores de forma simultánea. Una vez comprobada la 
funcionalidad final del sistema, el prototipo podrá acceder al CAN Diagnosis del vehículo, y 
así poder obtener la información relevante que se demande en cada momento, y con una 
conexión estable, poder enviar de forma segura dicha información al PC-server para su 
posterior procesado.  
Para comprobar si los componentes funcionan simultáneamente, la manera más rápida es 
introduciendo el siguiente comando: # ifconfig. 
 
Figura 45. Vista de las interfaces activas: CAN y Wi-Fi. 
En ambos casos, el funcionamiento es correcto cuando los valores de los parámetros Rx 
packets y Tx packets son mayores de cero. Evaluando los parámetros citados 
anteriormente, también se puede afirmar que la comunicación entre la RPi y la PICAN a 
través del SPI (spi-bcm2708) es correcta. 
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6.1.3.2. Problemas surgidos 
Basándonos en las configuraciones testeadas en los apartados 6.1.1, 6.1.2.2.1 y 6.1.2.2.2, 
referentes a la configuración Wi-Fi y configuraciones 1 y 2 respectivamente, se estudiaran 
las incompatibilidades de software al forzar el funcionamiento conjunto de las siguientes 
configuraciones: 
 Wi-Fi + CAN (configuración 1) 
 Wi-Fi + CAN (configuración 2, método 1) 
 Wi-Fi + CAN (configuración 2, método 2) 
6.1.3.2.1. Wi-Fi + CAN (configuración 1) 
Vista la problemática con la versión de kernel después de cargar la configuración 1 de la 
PICAN para la lectura e interacción con el CAN Diagnosis del vehículo, se observa la 
inexistencia de los módulos necesarios para el control de los adaptadores inalámbricos Wi-
Fi y la comunicación del SPI. 
 
 
 
 
 
 
Figura 46. Problemática de la configuración 1. 
Introduciendo el comando en el Terminal: # lsmod, se observa la inexistencia del driver 
RTL8192CU, necesario para la activación de las conexiones de red inalámbricas. La 
respuesta por parte de la RPi es similar a la Figura 26. 
La explicación a la incompatibilidad existente entre la configuración 1 de la PICAN con la 
configuración de la red Wi-Fi, es la misma observada en el apartado 6.1.2.2.1, en que la 
copia del archivo kernel.img en el directorio /boot del sistema operativo cargado en la RPi 
modifica todos los módulos existentes únicamente para asegurar la funcionalidad de la 
PICAN a la hora de interactuar con el CAN Diagnosis del vehículo. 
Sabidas las incompatibilidades existentes, se concluye que la incompatibilidad de las 
configuraciones analizadas no resulta viable para la realización de los objetivos específicos 
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con los que se basan la realización del presente proyecto. 
6.1.3.2.2. Wi-Fi + CAN (configuración 2, método 1) 
En la siguiente configuración del sistema, se puede observar que el funcionamiento de la 
conexión Wi-Fi es correcta, ya que al no cambiar la versión del kernel al configurar la PICAN 
todos los módulos preinstalados en la RPi siguen siendo operativos. 
Simplemente conociendo los problemas de configuración expuestos en el apartado 
6.1.2.2.2, el sistema se comporta como si no hubiera configuración alguna de la PICAN. De 
este modo únicamente es funcional la configuración de la conexión Wi-Fi, dejando 
inhabilitada la configuración de la PICAN, ya que los módulos de control necesarios para el 
controlador no se han cargado en el momento de la configuración. 
Recopilando la información necesaria del funcionamiento conjunto con la configuración 
cargada, se optará por rechazar dicha configuración dado que una de las partes importantes 
del sistema queda inhabilitada. 
6.1.3.2.3. Wi-Fi + CAN (configuración 2, método 2) 
Con esta configuración se garantiza una versión de kernel estable y la existencia de los 
módulos necesarios para el control de los diferentes dispositivos, manteniendo las 
configuraciones vistas en los apartados 6.1.1 y 6.1.2.2.2. 
Al conectar la PICAN al vehículo siguiendo las indicaciones de la Figura 30, se comprueba 
la funcionalidad del conjunto tal y como se muestra en la Figura 45. 
6.1.3.3. Solución a los problemas 
A modo de resumen, a continuación se indica la configuración adoptaba entre las diferentes 
posibilidades del prototipo: 
Wi-Fi + CAN (configuración 1) 
Wi-Fi + CAN (configuración 2, método 1) 
Wi-Fi + CAN (configuración 2, método 2)  
 
Siguiendo los pasos del apartado 6.1.1 realizaremos un backup de la configuración actual 
de la RPi, para poder seguir de forma segura con la configuración de la misma. 
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6.1.4. Creación de una SSH 
La SSH (Secure Shell) es un protocolo que facilita las comunicaciones seguras entre dos 
sistemas usando una arquitectura cliente/servidor y que permite a los usuarios conectarse a 
un host de forma remota.  
Una vez iniciada la sesión entre cliente/servidor se establece una conexión segura entre los 
dispositivos ya que la comunicación está encriptada con una protección de 128 bits. Una 
conexión entre equipos sólo se va a hacer posible con la autentificación del cliente y el 
servidor participantes. 
6.1.4.1. Explicación  
Utilizando dicho protocolo de comunicación, conseguiremos una conexión remota y una 
encriptación de 128 bits con el prototipo, necesaria para poder realizar comprobaciones y 
cambios en el funcionamiento del mismo a través del equipo informático (base Linux). De 
esta manera se reducen los tiempos de programación, y el protocolo ofrece un nivel extra de 
seguridad [W22]. 
Para conseguir una comunicación correcta entre la RPi y el PC-server, se precisa de un 
software adicional para poder establecer una conexión vía SSH. El software necesario, está 
disponible según distribuciones de Hat Enterprise Linux, ya que contienen el paquete 
general de OpenSSH preinstalado.  
Para confirmar la existencia, o en caso contrario efectuar la instalación, del software 
openssh-server / openssh-client, es necesario introducir en el Terminal de la RPi y del 
PC-server el siguiente comando. 
[W23] 
Figura 47. Comando a introducir en la RPi y en el PC-server para la instalación del software. 
Una de las ventajas de usar el mismo kernel en los dos dispositivos, es la creación de una 
SSH. Una vez comprobada la instalación del software necesario, es una tarea sencilla y 
rápida. Para establecer conexión entre los dispositivos es necesario tener conexión a la 
misma red Wi-Fi, especificada en el apartado 6.1.1.  
Conocida la IP, el procedimiento para crear una SSH entre la RPi y el PC-server se reduce a 
la introducción de un comando en el Terminal del PC-server, ya que la RPi se usará como 
cliente del proceso. 
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Figura 48. Estructura del comando para crear una SSH. 
El éxito de la SSH es poder trabajar directamente sobre el prototipo desde el equipo 
informático, sin tener que añadir hardware al sistema (monitor adicional, cable HDMI, 
teclado y ratón visto en el apartado 6.1.1), necesarios para el control y manejo del prototipo. 
 Figura 49. SSH para el control de la RPi desde el PC-server. 
6.1.4.2. Problemas surgidos 
Para tener una SSH estable entre el PC-server y la RPi, se han tenido que solucionar varios 
problemas surgidos por dos vías diferentes: 
 IP dinámica. 
 Cambio del sistema operativo del PC-server. 
6.1.4.2.1. IP dinámica 
La configuración Wi-Fi definida en el apartado 6.1.1 utiliza el protocolo dhcp para la 
configuración de las IPs entrantes en la red Wi-Fi, es decir, que cada dispositivo que se 
conecte a nuestra red inalámbrica dispondrá de una dirección IP que se configurará de 
forma automática. Disponer de esta configuración de conexión a la red obliga a tener 
siempre disponible el hardware necesario para conocer la dirección IP, documentado en el 
apartado 6.1.4.1 (monitor y cable HDMI), para poder conocer la dirección IP cada vez que 
se conecte la RPi. 
Por el momento, se necesita generar y configurar un protocolo de conexión a la red de 
forma estática, para poder tener la garantía de conectarse mediante una SSH al dispositivo 
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deseado automáticamente. La configuración de la IP estática, será una opción sólida para 
poder programar el envío de datos entre la RPi y el PC-server. 
6.1.4.2.2. Cambio del sistema operativo del PC-server 
Este cambio de sistema operativo se ha realizado al ver que el método para poder crear una 
SSH entre el PC-server y la RPi se simplifica a un comando, utilizando un sistema operativo 
con kernel Linux, mientras que con el sistema operativo Windows (instalado en todos los 
equipos de SEAT) se precisa la instalación de software adicional, diseñado para emular el 
Terminal de los sistemas GNU/Linux. El paquete de software necesario es el siguiente: 
 Putty, este software crea un cliente SSH y emula el Terminal de comandos una vez 
creada la SSH. Se puede descargar el software en el portal oficial [W24], y su uso 
sencillo precisa de una serie de configuraciones disponibles en multitud de portales 
web [W25]. 
 Xming X Server for Windows, este software se usa en implementaciones de SSH 
para asegurar sesiones X11 en otros dispositivos. Se puede descargar el software 
en un portal de descargas [W26], y su uso requiere de una serie de configuraciones 
básicas [W25].  
Otra de las razones que crean incompatibilidades es la forma que presenta Windows la 
ubicación de los directorios, que es mediante la contrabarra ‘\’, mientras que en los sistemas 
operativos con kernel Linux se utiliza la barra ‘/’.  
Evaluando los puntos anteriores, el cambio de sistema operativo también se debe a la 
sencillez de pasos a seguir para crear una conexión SSH. 
6.1.4.3. Solución a los problemas 
6.1.4.3.1. IP estática 
Para cambiar el protocolo de configuración dinámico a estático, es necesario conocer los 
parámetros de nuestra red inalámbrica, definidos en el apartado 6.1.1. Al conocer los 
parámetros de la red, se configura manualmente el archivo donde se muestra la 
configuración de las conexiones a la red, tanto conexiones locales (eth0) como las 
inalámbricas (wlan0 y loopback). 
Siguiendo las indicaciones en el portal web oficial [W27], se puede llegar a configurar la IP 
de la RPi para que sea estática, y de este modo garantizar la misma dirección IP sin 
importar las veces que se realice el boot del sistema. El archivo de configuración de redes 
se encuentra en la ubicación siguiente: /etc/network/interfaces. 
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Los cambios a introducir son los siguientes: 
1. Conectar la conexión Wi-Fi de manera automática. 
2. Cambiar el protocolo dhcp a un protocolo estático. 
3. Configurar los parámetros de conexión manualmente. 
 
Figura 50. Cambios introducidos para crear una IP estática. 
6.1.5. Creación de una RSA keygen 
Al establecer un sistema de RSA keygen, se genera una encriptación asimétrica de 1024 
bits entre cliente/servidor, con el fin de crear un sistema de passwords únicos para cada 
sistema informático. De esta forma se comparten los passwords entre dispositivos de 
manera que no será necesaria la entrada de passwords a la hora de crear conexiones vía 
SSH y la transmisión de datos entre dispositivos. 
Aplicando el sistema de RSA keygen se optimizan los tiempos de conexión entre 
dispositivos. El envío de datos y configuraciones de la SSH se realizarán de forma 
automática sin la necesidad de introducir las claves de acceso, por parte de ambos 
dispositivos, independientemente de la direccionalidad del envío de la información. 
6.1.5.1. Explicación  
Hay diferentes maneras de generar RSA keygen. La forma más metódica y rápida genera 
automáticamente una serie de archivos necesarios para poder establecer conexiones y 
envío de datos vía SSH y scp respectivamente. Dichos archivos son almacenados en un 
directorio, que también es de generación automática, donde serán accesibles por el 
servidor/cliente, dependiendo de la direccionalidad del envío de la información.  
La carpeta se creará con el nombre ~/.ssh, dentro de /home/pi, y albergará los siguientes 
archivos: 
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 id_rsa: clave privada, única para cada equipo. 
 id_rsa.pub: clave pública, clave de acceso copiada en el cliente/servidor 
dependiendo la direccionalidad de la comunicación. 
  authorized_keys: claves públicas aceptadas por el equipo informático. 
  known_hosts: equipos reconocidos por el cliente/servidor, dependiendo de la 
direccionalidad de la comunicación. 
 
 
 
 
 
Figura 51. Contenido de la carpeta ~/.ssh. 
El procedimiento para generar los archivos mencionados anteriormente es necesario 
ejecutarlo en los componentes del sistema OBD-Radar, es decir, primero se realizará sobre 
la RPi y seguidamente sobre el PC-server. Siguiendo el orden pensado, se generarán 
automáticamente los vínculos necesarios para que sea un éxito la generación de las RSAs 
keygens, ya que al enviar la id_rsa.pub de la RPi al PC-server, se generan automáticamente 
los archivos authorized_keys en el PC-server y known_hosts en la RPi. De igual forma al 
enviar la id_rsa.pub del PC-server a la RPi se generan los mismos archivos, creando así el 
vínculo con el cual no será necesaria la introducción de passwords. 
El orden para la creación de la RSA keygen será: 
1. RPi. 
2. PC-server. 
Siguiendo los pasos del portal web [W29], se llegará a crear el directorio mostrado en la 
Figura 51.   
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Figura 52. Generación de una RSA keygen. 
Generadas las claves privada y pública en la RPi, se procede a enviar la clave pública al 
PC-server utilizando el comando # scp. 
Todo envío realizado con el comando anterior va cifrado de forma automática, ya que está 
dentro del protocolo SSH, realizando una encriptación de 128 bits en cualquier movimiento 
de archivos. Sabiendo esto, todavía se fortalece la seguridad del envío de datos con el 
método RSA keygen, añadiendo claves compartidas de cada equipo para la autorización del 
envío y recepción de los archivos. 
Como se ha comentado anteriormente, para generar los archivos que contienen los 
permisos necesarios para el envío de datos es necesario introducir el siguiente comando en 
la RPi: 
 scp id_rsa.pub seat@192.168.1.40:~/.ssh/authorized_keys 
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Figura 53. Representación del envío de la id_rsa.pub por parte de la RPi y creación del archivo 
automático known_hosts. 
Al coincidir la llave pública en los dos dispoditivos, se pueden realizar las transmisiones de 
datos necesarias entre los equipos, sin necesidad de introducir ningún tipo de password 
adicional. 
6.1.5.2. Problemas surgidos 
Han surgido problemas independientes al procedimiento descrito anteriormente. El problema 
reside en la autorización por parte del PC-server cuando hay más de una RPi en el sistema 
OBD-Radar.  
El procedimiento es el mismo, la clave privada y pública son únicas para cada RPi, pero hay 
incompatibilidades a la hora de discrepar entre una RPi de otra. Dentro del archivo 
known_hosts sí que se puede diferenciar entre una RPi de otra, ya que únicamente registra 
las conexiones seguras a través de una SSH, sin importar la posibilidad de transmisión de 
datos. 
 
 
 
 
Figura 54. Contenido archivo known_hosts del PC-server, número de entradas (RPi’s) 
El comportamiento en el archivo authorized_keys es totalmente diferente, ya que las 
id_rsa.pub de cada RPi tienen la misma identificación: pi@raspberrypi. Al ser identificadas 
de igual forma por parte del PC-server, a la hora de enviar mediante scp las respectivas 
claves públicas, se sobrescriben una vez enviadas. 
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Figura 55. Esquema de la id_rsa.pub de la RPi. 
6.1.5.3. Solución a los problemas 
Al comprobar la incompatibilidad en la identificación de cada RPi, se ha optado por 
diferenciar cada RPi de forma manual, introduciendo un protocolo de numeración muy 
rudimentario pero efectivo y sencillo de aplicar.  
El protocolo consiste en diferenciar cada RPi numéricamente al final de su identificación. 
Para ello se ha de modificar cada clave pública, introduciendo los comandos siguientes: 
 cd /home/pi 
 cd .ssh 
 sudo nano id_rsa.pub 
Al entrar en el visor de archivos, se añade un número al final de la identificación de cada 
RPi, empezando por el número 1. De esta forma se genera una jerarquía entre las RPis, de 
esta manera, en un futuro, una vez programadas las configuraciones básicas vistas 
anteriormente en cada RPi, se podrá cambiar la configuración Wi-Fi y provocar una 
configuración de IPs con el protocolo dhcp (ver Figura 50). La diferenciación entre una RPi y 
otra, radicará en el protocolo de numeración introducido en cada clave pública registrada en 
el PC-server. 
Para un control sobre el protocolo de numeración sería necesaria la creación de un archivo 
con el número de RPis operativas y sus respectivas numeraciones. 
La estructura de las nuevas identificaciones de las RPis, deberían de presentar la siguiente 
estructura: 
 pi@raspberrypiX, (siendo X = protocolo de numeración) 
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Figura 56. Muestra del protocolo de numeración para diferenciar más de una RPi. 
6.1.6. Programación 
La programación del prototipo es uno de los puntos más importantes del presente proyecto, 
ya que es el nexo de unión necesario para poder extraer y leer la información del CAN 
Diagnosis.  
Al empezar la programación del prototipo OBD-Radar se han fijado una serie de objetivos 
principales expuestos anteriormente, en que se centraran los recursos en la obtención de los 
ratios de rendimiento en uso (IUPR), albergados en el modo 9 (PID 0B/08) del sistema 
EOBD del vehículo. Una vez completado el objetivo se destinaran recursos para ampliar el 
valor añadido del prototipo abarcando nuevas funcionalidades añadidas al objetivo principal. 
Para poder obtener todos los datos del CAN Diagnosis del vehículo, se ha basado todo el 
procedimiento en las normativas estandarizadas vigentes, principalmente la norma SAE 
J1979 e ISO 15031-5, referentes a los sistemas de comunicación actuales entre los 
vehículos y los equipos de prueba externos dedicados a la recolección de la información de 
diagnosis de los vehículos.  
Una vez leídos los ratios de rendimiento en uso del vehículo, se han añadido 
funcionalidades al prototipo OBD-Radar, aumentando así su valor funcional, haciendo capaz 
al prototipo la lectura de informaciones de calibraciones de las centralitas electrónicas del 
vehículo, evitando así una posible modificación no oficial de las centralitas electrónicas, la 
lectura de los Diagnostic Trouble Codes (códigos de averías) del vehículo, tanto los DTCs 
almacenados en la ECM (modo 3) como los DTSs surgidos en el ciclo de conducción (modo 
7), y la lectura del diagnóstico de datos a tiempo real, que se basará en el conocimiento del 
estado de la MIL y los kilómetros recorridos con el testigo de averías encendido. 
6.1.6.1. Explicación 
Antes de empezar con la explicación de toda la programación que se ha llevado a cabo en 
la RPi, se han de conocer sus especificaciones técnicas, necesarias para saber la cantidad 
de operaciones que es capaz de realizar sin sobrecargar la CPU ni la RAM disponible en la 
RPi. 
Conociendo las posibilidades del prototipo, se ha decidido dividir el procesado de las tramas 
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leídas del CAN del vehículo. En este caso se ha centrado la programación en adquirir la 
información necesaria del CAN Diagnosis, y hacer un leve procesado para poder enviar 
dichas tramas mediante el comando scp al PC-server. 
De esta manera se garantiza la no sobrecarga de la CPU y la RAM del prototipo para poder 
realizar todos los procesos pensados antes de enviar los datos vía Wi-Fi. 
La programación se ha dividido en las siguientes partes: 
 Activación automática de la PICAN. 
 Solicitud de las OBD Traces. 
 Envío de las OBD Traces vía Wi-Fi. 
6.1.6.1.1. Activación automática de la PICAN 
Como se ha comentado en el apartado 6.1.2.3 existe la posibilidad de crear scripts para 
automatizar los procesos de carga de módulos ejecutables necesarios para la adquisición 
de datos o programas cuya ejecución es aconsejable que se realice al iniciar el sistema, 
conocido en inglés como “before boot”.  
Para ejecutar cualquier script durante el arranque del sistema, se ha de generar dicho script 
en el directorio específico, dentro de los sistemas con kernel Linux. 
 
 
Figura 57. Localización del directorio que contiene los scripts,  ejecutables de arranque del sistema 
operativo y comando para crear el script. 
Para la activación de las funcionalidades de la PICAN, se ha creado un script llamado: 
start_can.sh. Siguiendo las características [W30] que ha de obtener el script, se han 
programado los comandos necesarios para activar el spi_bcm2708 necesario para que el 
transceptor se comunique con el controlador del CAN, la RPi, y las funciones básicas de 
lectura mostradas en la configuración expuesta en el apartado 6.1.3.2.3. 
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Figura 58. Estructura del comando para activar las funciones de la PICAN. 
6.1.6.1.2. Lectura y grabación de las OBD Traces 
Una vez comprobada la funcionalidad y siguiendo el procedimiento para crear un script del 
apartado anterior, se procede a la lectura del CAN Diagnosis del vehículo. Para ello se usará 
un tipo de programación modular, introducida en la Figura 25.  
Para poder conseguir las OBD Traces del vehículo es necesario una programación en 
paralelo las acciones. Por una parte se han de programar los comandos necesarios para 
poder realizar una grabación de las OBD Traces leídas, y por la otra se han de generar las 
solicitudes necesarias para poder recibir la información deseada.  
Conocido el procedimiento a seguir se crean dos scripts que se ejecutan paralelamente para 
llegar a un mismo objetivo, que es la creación de un archivo .log (formato del archivo final): 
 log_traces.sh 
 send_request.sh 
Para la programación de los scripts citados anteriormente se usa el lenguaje Shell, muy 
funcional a la hora de delegar funciones a diferentes partes del programa, es decir, permite 
ejecutar programas Python. La ejecución de comandos en lenguaje Shell o Python es 
secuencial, de esta manera permite coordinar y condicionar de una manera sencilla la 
ejecución del programa. 
6.1.6.1.2.1. log_traces.sh 
Para la grabación de las OBD Traces, es necesario conocer las posibilidades de los 
comandos específicos de la PICAN [W18]. Una forma de optimizar el proceso de grabado 
de las tramas es acotar el número de tramas a grabar. De esta manera se tendrá un mayor 
control en el tiempo de grabado. Empíricamente se ha comprobado que con 150 líneas se 
obtiene toda la información. El archivo resultante tiene el formato *.log, semejante al 
comúnmente conocido *.txt y con un tamaño mínimo de 4000 bytes. 
La programación modular del script divide las tareas a ejecutar, dependiendo del lenguaje a 
utilizar, resultando más sencilla la introducción de comandos de control. El script únicamente 
controla el tiempo de espera antes de llamar al programa Python. El programa Python tiene 
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dos acciones básicas: 
1. Eliminar todos los archivos *.log existentes antes de proceder a la grabación de las 
tramas CAN. 
2. Ejecutar el comando para grabar las nuevas tramas CAN. 
Se eliminan todos los archivos que puedan existir para dejar únicamente una grabación de 
las OBD Traces, de esta manera no habrá colapso de archivos grabados anteriormente 
dentro del prototipo y únicamente existirá un archivo *.log disponible para trabajar sobre él. 
Comprobada la inexistencia de cualquier archivo *.log se ejecuta el comando para grabar las 
nuevas tramas CAN (ver Figura 59). 
 
 
 
 
Figura 59. Estructura del comando para la grabación de las trazas CAN. 
6.1.6.1.2.2. send_request.sh 
El protocolo de comunicación entre el vehículo y el sistema OBD-Radar es un sistema de 
pregunta-respuesta entre el equipo de prueba externo (prototipo OBD-Radar) y la ECM del 
vehículo.  
Los mensajes de solicitud de datos son mensajes funcionales y unidireccionales (prototipo 
→ ECM), y el sistema es capaz de recibir respuestas múltiples por parte de la ECM.  
Para una correcta comunicación, los mensajes de solicitud de datos han de tener un 
identificador definido [I2] para que la ECM pueda responder de manera correcta a la 
solicitud. El equipo de prueba externo ha de identificarse (según norma [I2]) con unos 
identificadores de 11 bits para poder recibir respuestas a sus solicitudes. 
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[I2] 
Tabla 6. Fragmento de la tabla 2 - 11 bit legislated OBD CAN identifiers. 
Basándose en el objetivo del presente proyecto (apartado 3.1), los identificadores relevantes 
son los mostrados en la Tabla 6. La explicación de los identificadores CAN es la siguiente: 
 7DF: Mensaje broadcast enviado por el equipo externo (prototipo), necesario para 
enviar las solicitudes físicas a todas las centralitas electrónicas presentes (ECM y 
TCM). 
 7E8: Respuesta física por parte de la ECM al equipo externo. 
 7E0: Solicitud física desde el equipo externo (prototipo) hacia la ECM.  
 7E9: Respuesta física por parte de la TCM (en caso que el vehículo disponga de 
cambio automático) al equipo externo. 
 7E1: Solicitud física desde el equipo externo (prototipo) hacia la TCM. 
Los comandos usados por parte de la PICAN para solicitar la información de cada centralita 
siguen la siguiente estructura: 
 
 
 
[W18] 
Figura 60. Estructura para el envío de solicitud por parte del prototipo. 
Comprobada la comunicación entre el prototipo y la ECM del vehículo, se programan todas 
las solicitudes necesarias para poder obtener la información necesaria para cumplir los 
objetivos marcados. Existe un comando para avisar a la Gateway que hay un equipo externo 
conectado. El comando introducido es el siguiente: 
 cansend can0 700#023E805555555555 
Al recibir la Gateway dicho mensaje, muestra todas las direcciones físicas de las centralitas 
electrónicas pertenecientes a la red CAN del vehículo.  
La estructura estandarizada de los Data Frame [I2][S2], es común a todas las solicitudes 
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que se requieran para poder obtener la información deseada. Todas las solicitudes (request) 
estarán estructuradas de la siguiente manera: 
 
 
 
 
[S2] 
Figura 61. Formato del mensaje de diagnosis, extraído  de la ISO 15765-4. 
Conocido el formato para las respuestas físicas que se obtendrán de la ECM (E8) y la TCM 
(E9), el primer byte de la trama de datos está destinado al PCI. El  PCI se basa en la 
interpretación de la información recibida por parte de las centralitas electrónicas, 
dependiendo del valor de dicho byte se puede interpretar la trama de datos recibida como: 
 Single Frame (SF). 
 Multiple Frame (MF), compuesto por First Frame (FF), Consecutive Frame (CF) y el 
Flow Control Frame (FC). 
Al tener una dimensión constante de 8 bytes, quitando el byte#1 destinado a la codificación 
PCI, el tipo Single Frame  data (SF) puede contener 7 bytes de información. En este caso, el 
byte#1 del SF únicamente puede llegar a tener el valor máximo 7 Hex (0111 bin), dejando a 
cero los 4 bits posteriores. Los primeros 4 bits indican el Data Lenght (DL) la cantidad de 
bytes de datos en el frame data (ver Figura 62). 
En cuanto la estructura Multiple Frame (MF), al tener un Data Lenght  (DL) superior a 7 
bytes, el byte#1 tendrá un valor superior a 7 Hex, lo que quiere decir que precisa de más de 
un frame data para poder completar la información, de tal modo que el bit#4 será igual a 1, 
indicando que la respuesta física es Extended Data Length (XDL). Para saber el Data 
Lenght (DL) real de la respuesta física se usa el byte#2. El Control Frame (CF) son los Data 
Frame necesarios para completar la respuesta física por parte de la centralita electrónica. El 
byte#1  de cada Control Frame (CF) tendrá un formato de control secuencial, empezando 
por 1 hasta completar los Data Frame necesarios para completar el mensaje. De esta forma 
el valor del byte#1 (del Control Frame) en hexadecimal tendrá el siguiente formato “2x” 
(siendo “x” el Sequence Number [SN]), ver la Figura 62.   
Si la respuesta recibida por parte de la centralita electrónica tiene el formato MF, es 
necesario enviar un mensaje de regulación para recibir los mensajes CF necesarios para 
completar la información solicitada. El FC es el mensaje a enviar para sincronizar el 
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transmisor (ECM y TCM) con el receptor (RPi). La finalidad es la regulación de la velocidad 
de los mensajes CF para evitar saturaciones en el envío de CF por parte de la centralita y la 
RPi. El envío del FC a la centralita ha de ser dentro del rango de tiempo de 0 a 255ms.  
El formato del FC (ver Figura 62) es común a los diferentes tipos de CAN ID (ver Tabla 6) y 
el valor del Flow Status (FS), byte#1 será igual a 30 Hex, quedando de la siguiente forma: 
 CAN ID# 30 00 00 00 00 00 00 00 
 
[D14] 
Figura 62. Codificación de la red  USDT PCI. 
Conociendo la estructura según el tipo de respuesta recibida por parte de la centralita 
electrónica, y referenciando la información de cada byte perteneciente al frame data (ver 
Figura 62) definida por norma [S2]. 
 
 
 
 
 
 
 
 
Figura 63. Data field de las respuestas SF. 
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Figura 64. Data field de las respuestas MF. 
Al tener por norma [I4] una restricción en el tiempo del envío del FC, se ha de tener presente 
a la hora de programar las diferentes solicitudes de información a las centralitas electrónicas 
por parte del prototipo, observamos que existe otra restricción en el tiempo de envío de las 
diferentes solicitudes en la comunicación con el sistema de diagnosis del vehículo (ver Tabla 
7). 
 
 
 
 
[S2] 
Tabla 7. Tabla 4 - Timming de aplicación para los valores de los parámetros, según norma SAE 
J1850. 
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Al tener dos restricciones en el tiempo máximo para el envío de solicitudes al sistema de 
diagnosis del vehículo, se ha utilizado el valor más restrictivo de envío de Data Frame de 
100ms, importante para poder sincronizar bien las solicitudes con las diferentes respuestas 
recibidas. 
Como resumen visual al tipo de Data Frame que se recibe por parte de la ECM y la TCM, la 
estructura de comunicación es como se muestra en la Figura 65 y Figura 66. 
 
 
 
 
 
[I4] 
Figura 65. Ejemplo de mensaje no segmentado (SF). 
 
 
 
 
 
 
 
 
 
 
 
[I4] 
Figura 66. Ejemplo de mensaje segmentado (MF). 
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Según la norma [S2] se conocen de antemano las respuestas con MF y en su defecto con 
SF. En la siguiente tabla se muestra en referencia al tipo de peticiones las respuestas 
recibidas por parte de la ECM y la TCM.  
 
MODE - Scan Tool PID Descripción Tipo respuesta 
$01 
01 Encendido de la MIL SF 
21 Km con la MIL encendida SF 
$03 - Diagnostic Trouble Code  
SF 
MF 
$07 - Diagnostic Trouble Code 
SF 
MF 
$09 
02 VIN MF 
04 Identificación de calibración (CALID) MF 
06 Verificación de calibración (CVN) SF 
0A Nombre de la ECU MF 
0B 
Ratios de rendimiento en uso (IUPR) MF 
08 
 
[S2] 
Tabla 8. Resumen del tipo de respuestas físicas por parte de la ECM y la TCM. 
Mostradas todas las especificaciones técnicas a tener en cuenta para la comunicación entre 
el equipo de prueba externo (prototipo OBD-Radar) y las centralitas electrónicas relevantes 
en la diagnosis del vehículo, se genera el script (send_request.sh) y siguiendo las 
indicaciones explicadas en el apartado 6.1.6.1.1, se ejecuta de manera automática en cada 
arranque (boot) del prototipo. 
Al comprobar el correcto funcionamiento de los scripts realizados, se observa que las OBD 
Traces se han generado y almacenado satisfactoriamente. Para comprobar la existencia de 
las OBD Traces se introduce el siguiente comando en el Terminal: # ls –la. Se visualizará 
una lista de todos los documentos en el directorio /home/pi. Si existe un archivo mayor a 
4000 bytes, supondrá el correcto funcionamiento de los scripts cada vez que se inicie la RPi. 
El formato del archivo es el siguiente: 
 candump-2014-10-29_095849.log 
La grabación de las OBD Traces mediante el prototipo OBD-Radar, tiene una estructura 
basada en la norma SAE J1979, en que el controlador (ver apartado 6.1.2.1.4) graba de 
forma automática con el formato descrito en la norma. Para el posterior procesado se 
contará con una división de espacios/dígitos, empezando por la posición 0, y aumentando 
de forma secuencial hasta llegar al final del frame data. El formato de cada frame data es el 
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siguiente: 
 (1414573134.428067) can0 7DF#0209060000000000, 45 posiciones. 
Como resumen se ha esquematizado la ejecución de los scripts creados en cada inicio del 
prototipo. 
Figura 67. Esquema cronológico  de carga de los scripts al iniciar la RPi. 
6.1.6.1.3. Envío de las OBD Traces vía Wi-Fi 
Una vez grabadas las OBD Traces en la RPi, se ha de configurar el último script para que 
sea capaz de enviar los datos de diagnosis vía Wi-Fi. Habiendo comprobado la 
funcionalidad de todos los pasos anteriores al arranque del sistema, el siguiente script parte 
de la base de contar con el archivo *.log en el directorio /home/pi, citado anteriormente. 
El procedimiento de ejecución del script es diferente a los scripts presentados anteriormente, 
ya que la ejecución interesa que se realice una vez la RPi se haya iniciado y las OBD Traces 
grabadas con éxito. Para poder cumplir las condiciones de ejecución, el script ha de tener 
permisos diferentes a los demás. 
El script tiene el nombre: wifi_monitor_v4.sh, y ha sido creado en el directorio /home/pi. 
Los permisos necesarios de ejecución se activan introduciendo los siguientes comandos en 
el Terminal: 
 sudo chmod +x ./wifi_monitor_v4.sh [W31] 
La estructura del script es secuencial y bastante intuitiva y se han tenido en cuenta las 
siguientes consideraciones: 
 Red dentro del rango de alcance. 
 RPi preparada para transmitir la información. 
Para que el procedimiento sea totalmente automático, se ha introducido el siguiente loop 
[D15]. 
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Figura 68. Loop principal en la estructura del script. 
El método seguido para confirmar si el prototipo está dentro del rango de alcance de la red, 
es haciendo una búsqueda selectiva del SSID destinado al sistema OBD-Radar. Dicha 
búsqueda selectiva se realiza con el siguiente comando: 
 sudo iwlist wlan0 scan | grep SEAT_OBD-RADAR 
Obteniendo una respuesta positiva al escaneado de la red Wi-Fi se procede al primer 
procesado de las OBD Traces, que consiste en el renombre del archivo *.log para tener 
referenciado de una forma inequívoca cada OBD Traces con el respectivo VIN del vehículo. 
El procesado del VIN (17 caracteres ASCII [S2]) se hace a través de una sucesión de 
comandos Python, denominado Create_traces_v2.py, cuyo resultado será un  nuevo 
archivo *.log con el siguiente formato: 
 VSSXXXXXXXXXXXXXX_candump-2014-10-29_095849.log 
Cambiando el formato de los archivos a enviar al PC-server se confirma la asociación de las 
OBD Traces a un único vehículo. De esta manera el prototipo únicamente tendrá disponible 
dicho archivo para enviar, evitando saturaciones en el envío de la información y 
equivocaciones a la hora de seleccionar qué archivo enviar. El comando para enviar de 
forma segura al PC-server es el siguiente: 
 scp *.log seat@192.168.1.40:/home/seat/Desktop [W32] 
Una vez realizado el envío del archivo, el script está programado para borrar cualquier 
archivo *.log existente en el directorio /home/pi. De esta manera al volver a grabar las OBD 
Traces se generará un único archivo para ser procesado y enviado. 
Se han introducido retardos (delays) en el tiempo de ejecución de algunos de los comandos 
del script, ya que son necesarios para no sobrecargar el buffer de la PICAN, la CPU o la 
RAM del prototipo y dejar un margen de tiempo para que los comandos se ejecuten de una 
forma más fluida y controlada. 
Una vez comprobada la funcionalidad del script, se ha de ejecutar de manera distinta a los 
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scripts descritos en los puntos 6.1.6.1.1 y 6.1.6.1.2, ya que la ejecución ha de ser posterior 
al arranque del prototipo, after boot. La manera de ejecutar el script es modificando el 
archivo siguiente: # sudo nano /etc/rc.local  [W33]. 
La acción de ejecución del script es igual a la edición realizada en los scripts anteriores, la 
única condición es introducir los comandos antes del final del archivo descrito como exit 0.  
6.1.6.2. Problemas surgidos 
A lo largo de la programación del prototipo han surgido múltiples problemas, unos fáciles de 
resolver modificando los comandos introducidos y otros que han requerido una 
reconfiguración total del script de destino. 
A continuación se numeran los problemas más significativos surgidos en la programación de 
la automatización del prototipo: 
1. La imposibilidad de grabar las OBD Traces ejecutando los comandos de lectura y 
envío de solicitudes (apartado 6.1.6.1.2) de forma secuencial. 
2. Finalizada la grabación de las OBD Traces, se generan archivos “candump” de 
tamaño 0 bytes, la cual cosa dificulta la tarea de cambiar el nombre del archivo 
añadiéndole el VIN, ya que el programa escrito en Python lee los archivos guardados 
de forma secuencial, y no es posible ordenar los archivos grabados desde el 
directorio /home/pi de destino, ya que se ordenan según la fecha interna de 
modificación/creación del archivo. Si se intenta procesar las OBD Traces con tamaño 
cero, el programa da un error y falla la ejecución del script (wifi_monitor_v4.sh). 
3. Al comprobar la grabación de las OBD Traces, abriendo el archivo “candump” con el 
siguiente comando: # nano candump-2014-10-29_095849.log, se observa que la 
comunicación entre el sistema OBD-Radar y la ECM no ha sido correcta, ya que se 
han perdido respuestas por parte de la ECM. Se plantea la posibilidad de que la 
frecuencia de lectura configurada en la PICAN no sea la correcta. 
4. Otro problema observado en las OBD Traces, ha sido la inexistencia de respuestas 
MF por parte de la ECM. 
5. Fallos en la ejecución del script para el envío de datos vía Wi-Fi, ya que no se ha 
contemplado la posibilidad de saturación del buffer (de forma temporal), 
generándose un archivo de OBD Traces con tamaño igual a cero. Con la saturación 
del buffer es imposible poder leer el CAN Diagnosis del vehículo sin un reinicio del 
sistema (reboot). 
6. No hay un control en la ejecución de comandos o programas en los scripts 
mencionados anteriormente. Este problema puede generar problemas en el grabado 
de las OBD Traces, ya que existe el solape de comandos y programas. 
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6.1.6.3. Solución a los problemas 
Una vez citados los problemas encontrados a la hora de automatizar la RPi, se exponen las 
soluciones realizadas a cada problema, siendo la resolución de pruebas, reprogramaciones 
y reconfiguraciones de software. 
A continuación se exponen las soluciones a las problemáticas encontradas: 
1. Como se ha citado en el apartado 6.1.6.1.2, la ejecución en paralelo de los scripts 
encargados de grabar las OBD Traces del vehículo y de enviar las solicitudes a la 
ECM del mismo. Para ello se han generado dos archivos, uno para la grabación de 
las OBD Traces y el otro para el envío de las solicitudes físicas por parte del 
prototipo.  
 
 
Figura 69. Introducción de comandos para su ejecución en paralelo. 
2. La generación de archivos “candump” de tamaño cero se ha solucionado editando 
un programa Python, titulado remove0.py, para buscar todos los archivos *.log de 
tamaño 0 bytes. De esta manera únicamente quedará un archivo “candump” con las 
OBD Traces grabadas. El programa se ejecutará una vez haya concluido el script 
log_traces.sh. 
3. Al observar la falta de Data Frame en el archivo de las OBD Traces, se ha decidido 
investigar en la configuración de la PICAN. Al comprobar que el único parámetro 
disponible es la frecuencia de lectura del CAN, se ha decidido probar diferentes 
configuraciones. Estudiando las características del controlador mcp2515 [D11], se 
observa que la frecuencia máxima de lectura es de 1000000 Hz, que supone el 
doble de frecuencia configurada inicialmente. El cambio de frecuencia se realiza 
manualmente editando el siguiente archivo: # sudo nano /etc/modules. Al comprobar 
el cambio de configuración se verifica el correcto funcionamiento y grabación de las 
OBD Traces. 
Figura 70. Configuración de la frecuencia de lectura del controlador mcp2515. 
4. Para solucionar el fallo en las respuestas de las Multiple Data Frame (ver Tabla 8), 
teniendo en cuenta los tiempos mínimos para el envío del FC de 100ms [S2], se ha 
reeditado el programa Python ejecutado desde el script send_request.sh (apartado 
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6.1.6.1.2.2), introduciendo un  retardo (delay) máximo de una décima de segundo 
(0,1s) entre cada solicitud física por parte del prototipo, y suprimiendo los delays 
entre la solicitud y el envío del FC para asegurar que el tiempo mínimo es inferior a 
los 100ms impuestos por norma. 
 
 
Figura 71. Muestra de fragmento del programa Python para el envío de solicitudes a la ECM. 
5. Cuando el buffer queda saturado, la funcionalidad de la PICAN es nula. Como 
respuesta a la saturación del buffer se crea un archivo “candump” de tamaño nulo o 
inferior a 4000 bytes, el cual será borrado posteriormente por el programa Python 
creado en la solución número 2. Si no se hace nada al respecto, nunca se podría 
generar un archivo que contenga las OBD Traces del vehículo, ya que con el loop 
introducido en el script (wifi_monitor_v4.sh) únicamente se generarían archivos con 
tamaño nulo. Para la solucionar el problema se ha introducido un condicionante que 
distinga el tamaño de las OBD Traces grabadas. De esta manera una vez dentro del 
loop del script, al saturarse el buffer y generar el archivo nulo, se forzará el reinicio 
del prototipo. 
 
 
 
Figura 72. Forzado del reinicio del sistema dentro del script para el envío de las OBD Traces. 
6. Una vez solucionados los problemas anteriores, se ha observado la problemática en 
los tiempos de espera entre los comandos o la ejecución de programas dentro del 
script (wifi_monitor_v4.sh). Es importante poner retardos (delays) antes de la 
ejecución de programas o scripts para garantizar que las acciones se han realizado 
con éxito. En nuestro caso se han añadido retardos (delays) en las siguientes partes: 
posterior al envío de las OBD Traces de 0,5s, y posterior al grabado de las OBD 
Traces una vez enviadas al PC-server de 30s. Con ello se consigue un 
funcionamiento dinámico sin saturaciones ni solapes entre comandos o la ejecución 
de programas. 
6.2. Post procesado 
El alcance del siguiente apartado se basa en el post procesado de las OBD Traces 
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obtenidas del apartado 6.1. La programación del PC-server  es una parte importante del 
sistema OBD-Radar para poder hacer una lectura y su posterior evaluación de las OBD 
Traces. La estructura a seguir es la siguiente: 
 Procesado de las OBD Traces. 
 Exportación de los resultados. 
 Automatización del procesado. 
6.2.1. Procesado de las OBD Traces 
El primer paso para poder realizar un tratamiento a las OBD Traces recibidas del prototipo a 
través de la red Wi-Fi privada, es la creación de un programa escrito en Python capaz de 
traducir todas las tramas de datos en un lenguaje entendible y fácil de evaluar. 
El procedimiento a seguir ha de ser capaz de realizar todo el procesado de una manera ágil 
y automática, con el fin de no depender del usuario a la hora de ejecutar programas y 
comandos necesarios para poder procesar la información de diagnosis. 
Los dos programas Python encargados de procesar las OBD Traces tienen las siguientes 
funciones: 
 Mover y renombrar las OBD Traces al directorio Scan_Tool_v3. 
 Procesar las OBD Traces movidas. 
6.2.1.1. Mover y renombrar las OBD Traces 
El archivo recibido del prototipo OBD-Radar se ha almacenado en el Desktop del PC-server, 
cuyo nombre indica el VIN del vehículo y el nombre por defecto que utiliza la PICAN para 
referenciar internamente los archivos almacenados en el prototipo.  
Para realizar el movimiento del archivo al directorio Scan_Tool_v3 se ha creado un 
programa llamado move_files_v2.py, ubicado en el Desktop del PC-server, el mismo 
directorio donde se almacenan las OBD Traces recibidas del prototipo OBD-Radar. 
Es importante que la ubicación del programa y el archivo que contienen las OBD Traces sea 
la misma, porque a la hora de buscar y filtrar archivos *.log dentro del programa se hace 
únicamente en la ubicación donde se ha guardado el programa. 
 
 
 
Diseño e implementación de un sistema OBD-Radar para automóviles Pág. 85 
 
 
 
 
Figura 73. Ubicación del programa Python y las OBD Traces en el PC-server. 
Las acciones del programa move_files_v2.py se basan en el movimiento de las OBD Traces 
al directorio donde se ubica la segunda parte del post procesado de las OBD Traces. El 
nombre del archivo con el que se reciben las OBD Traces carecen de una identificación 
temporal, y eso puede generar un problema a la hora de identificar los archivos según 
antigüedad. Tal es la posible problemática, que se ha añadido la opción de renombrar el 
archivo *.log de las OBD Traces con la fecha y hora del PC-server (fecha y hora 
actualizadas vía internet) dentro del programa Python. Al realizar estas acciones el archivo 
tendrá una identificación temporal, que indicará la fecha de recepción de las OBD Traces y 
su correspondiente procesado por parte del PC-server. 
 
 
 
 
Figura 74. Renombrado de las OBD Traces. 
Una vez renombrado el archivo de las OBD Traces se realiza el movimiento del mismo en la 
carpeta destino, donde se ubica el segundo programa de procesado de las OBD Traces. 
 
 
 
Figura 75. Ubicación destino de las OBD Traces. 
6.2.1.2. Procesar las OBD Traces 
La finalidad de procesar las OBD Traces es conseguir una traducción de toda la información 
extraída del CAN Diagnosis del vehículo. Dicha información está expresada en dígitos 
hexadecimales (Hex), cuyo cambio de unidades es diferente según la información recibida 
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por parte de la ECM (respuestas físicas, ver Tabla 8). 
 La traducción de los Data Frame a la unidad correspondiente está estandarizada [S2].De 
esta manera se puede programar el formato y unidad de salida según la normativa vigente. 
A continuación se exponen los formatos de salida de las respuestas físicas proporcionadas 
por la ECM, según el modo del sistema EOBD del vehículo y su PID correspondiente. 
Tabla 9. Tabla resumen del formato de salida de las diferentes respuestas físicas por parte de la 
ECM. 
Para realizar el cambio de unidades descrito en la tabla anterior, se ha creado un programa 
Python llamado SCAN_TOOL.py, dividido en dos partes, en que la primera parte es capaz 
de procesar todos los Data Frame tanto de la ECM como de la TCM.  
Una de las partes más complejas del procesado es poder referenciar los DTCs existentes en 
los modos $03 y $07, esta acción precisa de una lista externa ubicada en 
/home/seat/Desktop (DTCtable.txt), necesaria para poder referenciar cada DTC con su 
descripción, (los estandarizados) respetando la normativa vigente [I1]. 
6.2.2. Exportación de los resultados 
La segunda parte del programa SCAN_TOOL.py se encarga de la exportación de los 
resultados en diferentes archivos *.txt, finalizada en tres archivos individuales (según modo) 
y guardados en directorios creados con una estructura basada en la información del VIN de 
cada vehículo. 
Toda la información exportada estará dentro del directorio OBD-Radar.Results, ubicado en 
/home/seat/Desktop. De esta manera se puede acceder directamente a la información 
procesada de las OBD Traces. 
 
MODE PID Descripción Data Lenght Unidades salida Formato salida 
$01 
1 Encendido de la MIL 4 bytes (byte# 1) 1 carácter binario X 
21 Km con MIL = ON 2 bytes 5 caracteres Decimal XXXXX 
$03 - DTC 2 bytes 5 caracteres ASCII XXXXX 
$07 - DTC 2 bytes 5 caracteres ASCII XXXXX 
$09 
2 VIN 20 bytes 17 caracteres ASCII XXXXXXXXXXXXXXXXX 
4 CALID 19 bytes 16 caracteres ASCII XXXXXXXXXXXXXXXX 
6 CVN 4 bytes 4 bytes Hex XX XX XX XX 
0A ECU Name 23 bytes 16 caracteres ASCII XXX - XXXXXXXXXXXXX 
0B/08 IUPR 
35/39 bytes (pareja 
de 2 bytes#) 
5 caracteres Decimal XXXXX 
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Figura 76. Carpeta OBD-Radar .Results ubicada en el Escritorio del PC-server. 
Se ha optado por centralizar la creación de directorios, a fin de estructurar y ordenar la 
información de diagnosis de cada vehículo, según el VIN del vehículo, porque es un 
parámetro único. De esta manera se pueden tener todos los archivos referentes a la 
información de diagnosis creada a través de las OBD Traces, de fácil acceso por el usuario.  
Para la creación de la estructura de directorios se han necesitado ciertos valores/parámetros 
de todos los componentes del sistema OBD-Radar. De esta forma se hacen necesarios 
todos y cada uno de los componentes y equipos del sistema. Con ello se crearán diferentes 
directorios que ayudarán a mantener un cierto orden (por fecha de modificación) de todos 
los archivos exportados. 
 
 
 
 
 
 
 
 
Tabla 10. Fuentes para la creación de la estructura de directorios dentro del directorio OBD-
Radar.Results. 
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Figura 77. Estructura de directorios basado en las fuentes de la Tabla 10 creada en el directorio OBD-
Radar.Results. 
Una vez realizada la automatización en la generación de directorios y archivos con los 
resultados de la información de diagnosis del vehículo, procesando las OBD Traces 
recibidas por parte del prototipo OBD-Radar, se contempla la necesidad de crear un control 
de entrada de datos y de esta forma saber la cantidad y la frecuencia de cada vehículo 
procesados en un tiempo determinado (por ejemplo, un mes). 
Se ha añadido al programa SCAN_TOOL.py la creación de un nuevo directorio ubicado en 
/home/seat/Desktop llamado Check_Log, donde se diferenciarán los procesados realizados 
según mes. 
 
 
 
Figura 78. Carpeta OBD-Radar. Resultados ubicada en el Escritorio del PC-server. 
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Una vez exportado el archivo Check_List.txt, se ha creado un formato intuitivo y una elevada 
utilidad, ya que de cada vehículo procesado, queda registrado el VIN del vehículo, la fecha y 
hora del procesado también con la ubicación del directorio donde se han almacenado los 
resultados exportados de las OBD Traces con la finalidad de agilizar el proceso de 
búsqueda de la información obtenida de cada vehículo. 
Figura 79. Muestra del control del procesado de las OBD Traces. 
6.2.3. Automatización del sistema 
De igual forma, que se ha automatizado el procesado del prototipo OBD-Radar (ver final del 
apartado 6.1.6.1.3), se ha programado el post procesado de las OBD Traces de manera que 
sea automático y dónde el usuario no intervenga, únicamente en la evaluación e 
interpretación de los resultados en el PC-server. 
El proceso de automatización del PC-server consta de dos partes: 
1. Creación de un script para ejecutar el post procesado de la información. 
2. Ejecución del script una vez iniciado el sistema (PC-server), after boot. 
6.2.3.1. Creación del script 
El script encargado de la coordinación y la ejecución de los comandos y programas 
necesarios en el post procesado de las OBD Traces recibidas, se ha creado en el directorio 
/home/seat, con el nombre de Scan_Tool.sh. 
Basando el loop del script en la Figura 68, la ejecución da comienzo al recibir archivos *.log 
por parte del prototipo en el Escritorio del PC-server. Posterior al recibo de la información de 
diagnosis se ejecuta el programa move_files_v2.py, seguido del programa SCAN_TOOL.py. 
Se ha de tener en cuenta la introducción de ciertos retardos (delays) para intentar prevenir 
una saturación en el procesado, y garantizar así el buen funcionamiento del sistema de 
forma fluida (introducidos al final de cada programa Python). 
Una vez comprobada la funcionalidad del script y siguiendo las instrucciones pertinentes 
[W31], se le dan los permisos necesarios al script. 
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6.2.3.2. Ejecución del script 
Como se ha explicado anteriormente en el procesado de las OBD Traces en el prototipo 
OBD-Radar, para ejecutar el script una vez iniciado y cargado el sistema del PC-server 
(after boot), se modifica el archivo: # sudo nano /etc/rc.local, para introducir los comandos 
necesarios y así proceder a la ejecución del script Scan_Tool.sh. 
 
 
 
 
 
 
 
 
 
 
 
Figura 80. Muestra del archivo /etc/rc.local para la automatización del post procesado de las OBD 
Traces. 
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7. Test y validación de un prototipo funcional 
En el presente capítulo, se expondrán las diferentes pruebas que se han realizado para 
validar el funcionamiento y el cumplimiento de los objetivos principales del sistema OBD-
Radar. 
La estructura del capítulo se dividirá en dos apartados, indicando las pruebas que se han 
realizado y sus variables correspondientes: 
 Pruebas sobre maqueta (estáticas). 
 Pruebas sobre vehículo (dinámicas). 
Dichas pruebas han sido experimentales y muy empíricas, para la verificación del 
funcionamiento del sistema OBD-Radar. 
Finalmente se ha creado un sistema de prueba, en que únicamente se mide el 
funcionamiento a nivel software de los componentes del sistema (prototipo OBD-Radar y 
PC-server) y la comprobación de la correcta ejecución de los comandos y programas 
respectivos. Una vez comprobado el software de los componentes, se verificará el conjunto, 
que es dónde realmente recae el peso de las pruebas, que es el envío de la información de 
diagnosis del vehículo (OBD Traces) vía Wi-Fi. 
Para validar el prototipo, se ha considerado válido,  el correcto envío y recepción del archivo 
extraído de la lectura del bus CAN. 
7.1. Pruebas sobre maqueta 
La maqueta disponible para poder realizar las pruebas del sistema OBD-Radar, contiene el 
hardware  necesario para poder leer y extraer la información de diagnosis de las centralitas. 
Sobre la maqueta se pueden realizar distintas  pruebas  según la configuración del vehículo.  
Verificando  el correcto funcionamiento del prototipo OBD-Radar a nivel software. Una vez 
verificada las funcionalidades del software se dispone a verificar el envío de datos a través 
de la red AD-HOC SEAT_OBD-RADAR (ver apartado 6.1.1). 
Las configuraciones posibles de los vehículos son las siguientes[E1]: 
 Motor gasolina con cambio manual. 
 Motor gasolina con cambio automático. 
 Motor diesel con cambio manual. 
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 Motor diesel con cambio automático. 
Para completar la validación del software se realizan las pruebas pertinentes en los dos 
componentes del sistema OBD-Radar: 
 Prototipo OBD-Radar. 
 PC-server. 
La validación del software, finaliza una vez comprobado el correcto funcionamiento de la 
programación del prototipo OBD-Radar, es decir, al completar todas las configuraciones 
expuestas en el apartado 6.1. Por parte del PC-server, la validación finaliza una vez 
comprobado el correcto funcionamiento de todas las configuraciones programadas 
expuestas en el apartado 6.2.  
Una vez validado la configuración del software del sistema, se ha de validar la transmisión 
de datos vía Wi-Fi entre componentes. Como se ha comentado al principio del presente 
capítulo, existen variables que condicionan el envío de las OBD traces, son las siguientes: 
 Radio de alcance (red Wi-Fi). 
 Tiempo de conexión. 
 Tiempo de envío. 
 Velocidad del vehículo. 
Con ello se ha creado una tabla para poder evaluar los resultados con las variables 
mencionadas. Paralelamente se ha comprobado los tiempos de conexión y de envío, con el 
fin de conocer el tiempo medio de conexión y envío.  
Después de la realización de 20 mediciones, el resultado obtenido es el siguiente: 
 Tiempo medio de conexión de 11,03 segundos. 
 Tiempo medio de envío de 5,065 segundos. 
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Figura 81. Representación del tiempo de conexión medido. 
 
Figura 82. Representación del tiempo de envío medido. 
El tiempo de conexión hace referencia al tiempo que consume el prototipo OBD-Radar en 
reconocer y conectarse de forma automática a la  AD-HOC del sistema OBD-Radar. 
El tiempo de envío no es inmediato ya que al ser un envío de seguridad (# scp), los sistemas 
crean una conexión segura antes del envío (apartado 6.1.4 y 6.1.5). 
Una vez aisladas las variables del tiempo de conexión y el envío, se contemplan las dos 
restantes para completar las pruebas de funcionamiento. En el caso de las pruebas sobre 
maqueta (pruebas estáticas), la velocidad siempre será nula, y el alcance constante de 4 
metros aproximadamente. 
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Una vez definido las variables, se crea una tabla representativa del resultado de cada 
prueba realizada. 
 
Tabla 11. Resumen prueba sobre maqueta. 
 
Figura 83. Maqueta de laboratorio donde se han realizado las respectivas pruebas. 
7.2. Pruebas sobre vehículo 
De igual forma que se han realizado las pruebas sobre maqueta (estáticas), se han 
realizado pruebas sobre vehículo (dinámicas), que en nuestro caso son las más 
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significativas, ya que el sistema OBD-Radar diseñado es para embeberlo en el vehículo en 
un futuro no muy lejano. 
Usando las variables aisladas anteriormente, únicamente se puede controlar de manera 
aproximada el radio de alcance de la red y la velocidad del vehículo en la prueba. 
Hay dos tipos de prueba para simulaciones tipo que se pueden dar: 
 Prueba estática: con la velocidad del vehículo igual a cero. 
 Prueba dinámica: con un rango de velocidades del vehículo. 
La prueba estática sería la prueba homóloga a la prueba sobre maqueta, ya que las 
condiciones son similares, únicamente varia el radio de alcance de la red. 
 
Tabla 12. Resumen de prueba sobre vehículo en estático: 0 km/h. 
La prueba dinámica del sistema se ha realizado a distintas velocidades con un radio de 
alcance aproximadamente constante en todas las pruebas. La finalidad de las pruebas es la 
comprobación de que el envío se puede realizar a una cierta velocidad, y poder determinar 
en qué rango de velocidades es capaz el prototipo de transmitir la información.  
A continuación se observan los resultados: 
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Tabla 13. Resumen de prueba sobre vehículo en dinámico. 
Según los resultados obtenidos de las pruebas dinámicas, se puede concluir que el sistema 
es funcional a velocidades entre 0 km/h hasta 20 km/h.  
Analizando los resultados, se observa que el rango de velocidades es bastante limitado, eso 
se debe al radio de alcance del router inalámbrico, ya que no dispone de red amplificada 
(antenas de largo alcance). Mejorando este aspecto se podrían reducir considerablemente 
los tiempos de conexión y envío del prototipo OBD-Radar, aumento así el radio de alcance y 
rango de velocidades. 
Se podría definir un rango de funcionamiento, es decir, se podría acotar las situaciones en 
que el sistema sería completamente funcional si se encuentra dentro del alcance de la red 
Wi-Fi. Dichas situaciones podrían ser las siguientes (a modo de ejemplo): 
 Estancia en un taller de reparación. 
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 El tiempo de espera en un semáforo. 
 Conducción en vías urbanas. 
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8. Memoria económica 
En el siguiente capítulo se expone el desglose económico necesario para el desarrollo del 
primer prototipo OBD-Radar. En concreto, están desglosados los costes relacionados con la 
obtención del hardware necesario, que se ha justificado en el 5.2 y los costes relacionados 
referentes al desarrollo del software. 
La siguiente tabla se ha generado a partir de los costes comerciales actuales de los 
componentes de nuestro prototipo [W34]. 
Tabla 14. Desglose del coste de hardware necesario para el diseño y desarrollo del sistema OBD-
Radar. 
Referente a los costes de desarrollo, se ha generado una tabla donde se distinguen tres 
etapas básicas necesarias para el correcto funcionamiento del prototipo OBD-Radar: 
1. Documentación. 
2. Diseño del software. 
3. Pruebas del prototipo. 
 
Tabla 15. Desglose del coste de horas necesarias para el diseño y desarrollo del sistema OBD-Radar. 
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Referente a los costes de amortización y/o alquiler del material necesario para llevar a cabo 
el proyecto, se ha generado una tabla donde se desglosa el precio de amortización del 
material usado en el desarrollo del proyecto. Para calcular los meses necesarios de uso del 
material: 
(800 horas)⁄(160 horas/mes) = 5 meses 
Tabla 16. Desglose del coste de la amortización necesaria para el diseño y desarrollo del sistema 
OBD-radar. 
Referente a los costes adicionales de desplazamiento y dietas a lo largo de la duración del 
proyecto se ha generado la tabla siguiente. 
Tabla 17. Desglose del coste de los costes adicionales para el diseño y desarrollo del sistema OBD-
Radar. 
Por último y para que la información sea más inteligible, se muestra una última tabla con la 
suma total de los costes del proyecto para el diseño e implementación del prototipo OBD-
Radar.  
Tabla 18. Presupuesto final para el diseño y desarrollo del sistema OBD-Radar. 
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9. Estudio medioambiental y social 
9.1. Impacto medioambiental 
La tendencia natural del mundo de la automoción parece ir encaminada a los sistemas de 
propulsión alternativos, como por ejemplo el vehículo eléctrico puro y la pila de hidrógeno, 
ya que los sistemas actuales dependen de una fuente de recursos limitada. Hasta que 
llegue el momento en el cual todos los sistemas de propulsión sean sostenibles, se ha de 
asegurar que los sistemas actuales cumplen con las normativas vigentes tanto en el 
momento de  su homologación como durante el ciclo de vida del vehículo.  
Hoy en día, todos los OEM han de adecuar los sistemas de tratamiento de los gases de 
escape producidos por los combustibles fósiles a las directivas y normativas vigentes en los 
mercados de destino.  
El sistema EOBD se encarga, entre otras cosas, de calcular los IUPR. La problemática 
actual existente, es que la información proporcionada por el sistema EOBD únicamente se 
puede obtener si dicho vehículo acude a un taller oficial.  
La función principal de nuestro prototipo es asegurar la obtención de la información referente 
al sistema EOBD. De esta manera, no es necesario acudir a un taller oficial, sino que 
únicamente se precisa que el vehículo pase por un punto Wi-Fi de lectura.  
Una vez conocida la información relevante del vehículo, como puede ser, si el testigo de 
averías (MIL) está iluminado y el kilometraje recorrido con el testigo encendido, se podría 
llegar a contactar con el cliente para agilizar el proceso de detección y reparación del 
vehículo. De este modo se minimiza el tiempo en que el vehículo incumple las normativas y 
directivas vigentes. En consecuencia, el impacto ambiental de este proyecto es enorme, 
pues su implantación reduciría considerablemente las emisiones de un número significativo 
de vehículos que circulan actualmente incumpliendo las vigentes normas de contaminación. 
9.2. Impacto social 
La implementación de nuestro dispositivo tiene un gran impacto industrial y social. Ya que 
actualmente, la recopilación de los IUPR por parte de los OEM sólo se puede obtener 
cuando el cliente va a un taller oficial, donde un operario se conecta físicamente al vehículo 
y los recopila y posteriormente se procesan para presentarse al ministerio pertinente. Esto 
conlleva tiempo y recursos que se traducen en un coste añadido para las marcas. 
Además de la función principal, la recopilación de los IUPRs, se han implementado otras 
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funcionalidades, como la detección de averías, conocer el estado del testigo de averías 
(MIL)  y el kilometraje con la MIL encendida. 
El sistema diseñado de cara al futuro, ofrece muchas más posibilidades: 
 La mejora del servicio post venta, avisándoles vía e-mail o SMS de un 
funcionamiento incorrecto en su vehículo y ofreciéndole una lista de los talleres más 
próximos para su reparación. 
 A dicha información también pueden acceder los talleres oficiales, mejorando los 
tiempos de reparación. 
 Si las averías afectan a emisiones y el cliente está informado pero no se soluciona, 
en un plazo determinado de tiempo, existiría la posibilidad de enviar dicha 
información a las autoridades reguladoras y sancionarle por ello. 
 Mejorando el post procesado de la información recopilada, se podría llegar a calcular 
si la información cumple con los requisitos que dice la normativa y enviarse de 
manera automática al ente pertinente. 
 
 
 
  
Diseño e implementación de un sistema OBD-Radar para automóviles Pág. 103 
 
Conclusiones 
El objetivo principal del proyecto se ha realizado con éxito, puesto que con un presupuesto 
ajustado se ha conseguido desarrollar un prototipo funcional a través de un hardware 
comercial de lo que en un futuro no muy lejano vendrá, adelantándonos al mercado y 
adaptándolo a SEAT para mejorar el servicio post venta, ofreciendo servicios nunca antes 
vistos a la par que facilitar a SEAT algunos procesos internos. 
Este dispositivo mejora el proceso de captación y tratamiento de los IUPRs, no dependiendo 
si un vehículo acude a un taller oficial para poder obtenerlos, sino simplemente será 
necesario pasar por un hotspot  de la red SEAT. Adicionalmente se ha confeccionado un 
sistema, el cual facilita y agiliza la recopilación de información para la realización de los 
preceptivos informes que se han de presentar anualmente al ente regulador. Esto conlleva 
una mejora sustancial a nivel de recursos, tanto económicos como de personal. 
Además se han incluido funcionalidades, inicialmente no contempladas, con la finalidad de 
añadir valor al prototipo. Estas funcionalidades son las siguientes:  
 Conocer el estado del testigo de averías del vehículo (MIL) y en el caso de estar 
encendido conocer cuántos kilómetros se han recorrido. 
 La lectura y almacenamiento de las posibles averías (DTCs). 
 Conocer el estado de la ECM a nivel de software y hardware para por ejemplo, 
analizar si se ha realizado una posible manipulación (reprogramación ilegal). 
La tendencia del sistema EOBD se encamina a un incremento continuo de servicios y 
funcionalidades,  debido a las restrictivas normativas de emisiones y los límites legales que 
han de cumplir los fabricantes para poder vender vehículos. Paralelamente el aumento de 
los sistemas electrónicos en el automóvil, ha  evolucionado enormemente para facilitar la 
detección y reparación de averías.  
La evolución lógica es un entorno que cada día tiende más a buscar la comunicación (entre 
vehículos, con los usuarios, o con la infraestructura) y la automatización, con el objetivo final 
de mejorar la seguridad vial en las carreteras.  
El OBD-Radar será otro sistema más a incluir en el marco de las comunicaciones con la 
principal finalidad de minimizar el tiempo de reparación del vehículo cuando se ha detectado 
un funcionamiento anómalo referente al sistema de control de emisiones, evitando así, un 
exceso de contaminación. 
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Futuros trabajos 
De cara a un futuro no muy lejano, el sistema OBD-Radar desarrollado en el presente 
proyecto tiene un gran potencial, ya que su uso se podría amoldar a la normativa legal 
referente a este sistema, que todavía está en desarrollo sin tener que realizar cambios 
significativos. 
En referencia al marco legal, está en estudio, por parte de las autoridades, llegar a tener un 
mayor control de los vehículos en circulación, y así poder aplicar las medidas 
correctoras/sancionadores oportunas a los vehículos que de forma reiterada no revisen el 
estado de aquellos componentes relevantes para emisiones. 
Con la información leída por el sistema, los talleres oficiales podrían tener información 
actualizada y más detallada de las posibles averías del vehículo, versiones y actualizaciones 
del software de las diferentes centralitas electrónicas del vehículo. De esta manera se podría 
reducir el tiempo a la hora de detectar las posibles averías y poner en marcha acciones 
correctoras antes de la llegada del vehículo al taller. 
Uno de los puntos más interesantes tiene relación con el trato directo con el cliente, ya que 
se podría realizar una comunicación bidireccional con el vehículo desde el “Service Center 
de SEAT”, avisando de posibles averías o novedades al cliente utilizando para ello, los 
sistemas multimedia equipados en el vehículo. 
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