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Introduction
During the past years, business organizations have increasingly devoted significant efforts to understand and improve their processes. The basic assumption underlying these efforts is that better processes are instrumental to deliver better products and services. This attitude has spread across different domains and fields, ranging from engineering (e.g., software development) to more traditional business activities (e.g., sales management in classical service and manufacturing companies). 1 Politecnico di Milano, Dipartimento di Elettronica e Informazione, P.za Leonardo da Vinci 32, 20133 Milano (Italy), tel. +39-2-23993623, e-mail: Alfonso.Fuggetta@polimi.it, URL: http://www.elet.polimi.it/~fuggetta. 29/01/99 2 A key step to pursue this process-oriented attitude is the availability of effective means to represent and study processes. We need effective languages and tools that make it possible to clearly and unambiguously describe the structure of an organization, the key characteristics of the artifacts and services it is supposed to deliver, the procedures and steps through which it operates. This is needed for a variety of reasons. In particular, there are two issues that we consider particularly important:
1. We need effective means to communicate the process rules and dynamics to the people who are supposed to work in the process.
2. Only a clear understanding of a process can enable its improvement. We cannot change what we do not know.
To address these issues, researchers and practitioners have developed a number of techniques to facilitate process modeling, i.e., the creation of comprehensive models of processes. The software engineering community has developed a large number of languages and notations such as SADT and IDEF diagrams, and a variety of more formal approaches (see for example [1] and [5] ). The information system community has produced a number of techniques geared at supporting the modeling of a company's business processes. In particular, this community has generated several languages and systems to support the description of the workflows used to pursue a company's goal [10] . However, despite the significant number of proposals and approaches, we argue that the existing languages are not well suited to support the creation and usage of complex process models. In particular, real processes may encompass hundreds of process elements and we need flexible and powerful mechanisms to help the user to inspect and change them.
The E 3 project was started in 1993 3 and its main achievements are a process modeling language (PML) and the associated modeling tool (called E 3 p-draw). The E 3 environment was originally conceived to model software development processes, but its linguistics constructs and structure has proved to be applicable also to other business domains. The principles and general approach adopted in the E 3 project are described in [8] . This paper aims to present and evaluate dynamic partitioning features (i.e., filters and queries facilities) offered by E 3 pdraw to facilitate the creation and inspection of complex process models. These features have been validated during an extensive modeling activity aimed at formalizing the quality manual of Olivetti hardware development process. The structure of the paper is very simple. Section 2 summarizes the main characteristics of the E 3 PML.
Section 3 presents the features we have introduced in E 3 p-draw to facilitate the elicitation, modification, and inspection of complex process models. The presentation of these features is carried out through specific examples taken from the Olivetti case study. Section 4 presents the related work and identify the novel contribution of the paper. Finally, Section 5 presents some concluding remarks.
The E 3 language
E 3 PML is a fairly classical object-oriented language that has been enhanced to facilitate process-modeling activities. E 3 PML makes it possible to represent process information at different levels of abstraction. An E 3 process template describes the general behavior of a process, as it would appear in the company quality manual.
A template is composed of a collection of classes and associations that represent the basic entities of the process and the relationships among them. A process model instance is an instantiation of a process template, i.e., a set of related class and association instances. It represents a specific project carried out according to the rules and procedures mandated by the process template (i.e., the quality manual).
A class is defined in terms of a set of attributes and method signatures. Quite obviously, a class instance is called object and is characterized by a set of attribute values. While classes are a means to express knowledge about local structure and behavior, associations express how classes can be related in building the global system.
Associations are inherited by subclasses. This is crucial to allow a class to reuse not only local knowledge of its super class, but also the associations its super class participates in. An association instance (i.e., the relationship between specific objects) is called link.
The extensions to the classical OO approach introduced by E 3 make it possible to represent the semantics of process-specific entities effectively. In particular, the E 3 template level offers a set of predefined associations and abstract classes that represent primary process entities such as tasks and resources, and the corresponding relationships among them. These classes must be refined according to the specific needs and characteristics of the process being modeled. For instance, one can refine class Resource to describe with separate classes the specific roles being used in an organization. The semantics of the predefined classes and association derives from the model of the Workflow Coalition [13] . The predefined classes are four:
• Task: a class whose instances represent the activities carried out in the process.
• Resource: a class whose instances model actual resources with their responsibilities and skills.
• Data: a class whose instances model process artifacts, such as source code fragments and invoices.
• Tool: a class whose instances represent a specific version of an automated tool or of a written procedure.
The E 3 PML offers the following predefined associations:
• Association(C1,C2): expresses a generic relationship between an object of class C1 and a set of objects of class C2.
• Aggregation(C1,C2): expresses the «is-composed-of» relationship between an object of class C1 and a set of objects of class C2.
• Subtask(T1,T2): is used to represent the decomposition of an activity in its subtasks. T1 and T2 must be subclasses of class Task.
• Preorder(T1,T2): denotes the precedence relationship among tasks. T1 and T2 must be subclasses of class Task. The transitive closure of this association defines the control flow of the process model (see later on).
• Responsible(R,T) denotes the «is-responsible-of» relationship between a resource and a task. T must be a subclass of class Task; R must be a subclass of class Resource.
• Input(T,D): identifies the inputs for a specific task. T must be a subclass of class Task; D must be a subclass of class Data.
• Output(T, D): identifies the outputs of a specific task. T must be a subclass of class Task; D must be a subclass of class Data. The transitive closure of the Input and Output associations defines the data flow of the process model (see later on).
• Use(T,TL): identifies the tools used within a task. T must be a subclass of class Task; TL must be a subclass of class Tool. E 3 p-draw is a tool that supports the process engineer in the creation and inspection of E 3 models. Its basic features can be summarized as follows:
• It supports the creation of templates by interconnecting classes and associations.
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• It supports the creation of instance process models at two different levels. E 3 p-draw allows the automatic instantiation of a template model by creating an instance process model that contains just one instance for each of the class and association of the template model. Once the instance process model has been created, the process engineer can extend it by adding or modifying objects and links.
• It makes it possible to assign and modify values of object attributes. E 3 is a graphical language. Classes and objects are represented by a set of icons, while associations and links are described by arcs (as illustrated in Figure 1 ). 
Modeling complex processes
The E 3 PML has been used to model a variety of processes. In carrying out these modeling activities we realized that it is necessary to provide effective means to support the manipulation of complex process models.
As discussed later on, traditional modularization facilities are insufficient. In the next section we briefly summarize these issues and requirements, and we illustrate the solution proposed in E 3 to address them.
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A process example
Olivetti produces a number of products ranging from servers to personal computers and PDAs. The design process of these products is quite complex since it is a concurrent engineering effort involving the joint design of hardware, software, and the actual production lines. To assess and qualify these processes, Olivetti started an ISO 9000 certification program. As part of this effort, Olivetti decided also to improve its quality manual through the adoption of a process modeling language.
The main phases of the Olivetti design process are market analysis, product design (including the development of prototypes), and production lines design. In turn, these phases are composed of a number of steps that require the production of many documents and artifacts, and that are carried out by a significant number of people covering different roles. Obviously, we cannot discuss in this paper all the details of the Olivetti process. Indeed, our goal is just to introduce some significant examples to illustrate the features of the E 3 system. For this reason,
we will concentrate on a few significant examples related to hardware development.
The design of a new hardware product consists of a feasibility study and a development phase. The development phase, in turn, encompasses hardware, firmware, and cabinet design and development, along with software development, prototyping, and production of the documentation.
The hardware development phase consists of several activities such as the following ones:
Performance prediction. This activity is centered on the development of a performance model of the hardware to be developed. The performance model is very critical since it is used in all the following phases to evaluate the effectiveness of the design choices taken during the course of the project.
Logic function design. The result of this activity is the logical design of the electronic components of the new hardware. It defines the partitioning of the different functions on the PC boards and the corresponding allocation of digital chips and circuits. An important by-product of this activity is the preliminary definition of the bill of material.
Simulation. It is centered on the evaluation of the overall product performance and characteristics, based on the different models produced in the previous activities.
Production and supplying analysis. This activity aims at defining the needs and requirements related to the mass production of the new product. It is centered on the selection of the specific components to be used (and 29/01/99 7 related suppliers), and also on the analysis and design of specific technical solutions that can reduce the complexity of the production process and increase the reliability and overall quality of the delivered product.
Detailed design of the product. Each component of the new PC is designed using a CAD environment. This includes, for instance, the detailed design of each board, and the definition of the mechanical parameters related to the assembly of the final products (e.g., hole diameters and flange dimensions of the PC box).
Board production. The assembly of the initial prototypes of the new hardware requires the availability of a set of pre-production boards and components. The development of these parts is delegated to external specialized companies.
Testing. Each component of the pre-production series undergoes an extensive testing activity. The testing activity is then extended to the assembled prototypes.
The final outcome of the hardware design phase is the release of the documentation and directives for the production line.
Issues and requirements
In realistic process models like the one presented in the previous section, the number of process entities (e.g., tasks and artifacts) to be described tends to increase significantly. Consequently, developing a complete process model is a daunting activity that can seldom proceed in a straightforward top-down manner. In many situations, the only viable approach is to proceed both bottom-up and top-down until a reasonable description of the process is obtained. This requires flexible mechanisms to integrate multiple process fragments, which are often independently developed by different modelers. Similarly, once a process model has been created, it must be possible to inspect it according to the needs and requirements of different classes of people (i.e., process engineers, software developers, managers, and customers) [6] .
Traditionally, these issues have been addressed by exploiting decomposition and modularization techniques.
Most PMLs and workflow languages make it possible to structure a process model in a number of modules or workflow fragments. This decomposition is typically static: once created, it is quite difficult to merge or rearrange existing fragments into new ones. Moreover, decomposition is based on some underlying metaphor or representation theory. For instance, most workflow systems use a task decomposition approach. In other systems (e.g., Regatta and Action Workflow), the unit of decomposition is the interaction [14] . Actually, any 29/01/99 8 decomposition based on single paradigm or metaphor assumes a specific viewpoint. This makes it difficult to study important aspects of a process that might be more easily evaluated using other alternative viewpoints. For instance, in some cases it might be useful to have a task-oriented view of a process, while in other situations it might be more appropriate to exploit an interaction-based representation of the same process.
To address this issue, we have extended E 3 p-draw to make it possible to study and manipulate complex processes without being constrained by static, predefined decomposition scheme and paradigm. In practice, the basic idea is to store all the information about a process in a single, monolithic, and "flat" process model. For instance, Figure 2 shows all the classes and association describing the Olivetti process (i.e., tasks, documents, roles, tools used in the process). The size of the model is significantly large since it encompasses about 460
classes (e.g., tasks and documents) and 380 associations (e.g., inputs and outputs). Clearly, the diagram of Figure   2 "as it is" is unreadable and is just meant to give an indication of the complexity of the process being considered. This "flat" and basically unusable diagram can be manipulated exploiting E 3 p-draw mechanisms, which make it possible to slice and selectively see only subsets of the process entities. A "slice" seen by the E 3 pdraw user is not statically defined once for all. Rather, it is dynamically constructed depending on user's needs and requests, starting from the flat model. This means that we can study and change the intricate diagram of 
E 3 dynamic partitioning features
The user interacts with E 3 p-draw through workspaces. A workspace is a drawing canvas where the user can place existing process entities, create new entities, and modify them (all the screen shots presented in Figures 2 to 7 represent workspaces). A workspace is not just a visualization aid: it allows also the modification of the process model.
The user can apply filters to workspaces to hide and show the entities of interest. The application of a filter can either modify the workspace which it is applied to, or generate a new workspace. E 3 offers two kinds of filters: inheritance and derived. The two inheritance filters make it possible to show the subclasses and superclasses of a class respectively. Their meaning is quite straightforward. There are three derived filters:
simple, composite, and recursive composite.
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Simple. This filter is applied to a class (object) to show all associations (links) which the class (object) is involved in, with the exception of the Aggregation and Subtask associations (links). This filter makes it possible to illustrate the entities that are in some way related to a specific entity at the same level of abstraction.
For instance, Figure 3 shows the inputs, outputs, following tasks, and roles related to task Hardware Development.
To appreciate the usefulness of this kind of filter, it may be worthwhile to compare the information displayed in Figure 3 and Figure 4 . The latter displays, among the others, class Hardware Development as well as all the classes directly related to it. Composite. When applied to a class C (object O), this filter shows all the classes (objects) that are components of C (O) through the Aggregation and Subtask associations (links). Moreover, it applies the simple filter to each of these classes (objects). Figure 4 shows the application of a composite filter to class
Development.
In general, this filter is useful to study the structure of an entity in terms of composition relationships. In the example illustrated in Figure 4 , we note that class Development is decomposed into subtasks Hardware
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Development, Software Development, Cabinet Development, Prototyping, Firmware development, UserDocumentsDesign, and Technical Verification of User Documentation. Figure 4 displays also the precedence relationships among these tasks, the inputs and outputs products, and responsible roles of each task. As the above example have emphasized, the result of the application of a filter can still be difficult to study.
For this reason, E 3 p-draw makes it possible to customize a filter by specifying the entities (in particular associations and links) that are visible once the filter has been applied. This feature "slices" further the diagram shown in a workspace according to the specific needs of the process engineer. As a straightforward application, filters and filter customization facilities enable the derivation of classical and very useful views starting from the basic workspace display. For instance, if the only visible associations of a filter are Input and Output, the application of the filter will produce the data-flow diagram of the process (see Figure 6) . Similarly, if the only visible association is preorder, a filter applied to a Task subclass will show its predecessors and successors in the control-flow diagram of the process (see Figure 7) . Note that the same information displayed in Figures 6 and 7 can be distilled by careful studying 29/01/99 14 E 3 p-draw allows a process designer to save workspaces to make it possible to retrieve and use them at a later stage. Moreover, E 3 p-draw supports two additional mechanisms that can be used at both Template and Instance level: check property presence and check property absence.
Check property presence takes as input an association and shows the class pairs related by the given association. The user can choose to check this property on the entities of a workspace or of the whole model. For instance, if we invoke check property presence on the workspace displayed in Figure 5 using association Input as parameter, we obtain the result displayed in Table 1 . Table 1 : Result of the application of check property presence on the workspace displayed in Figure 5 using association Input as parameter.
The purpose of the check property presence operation is to select further the information present in a workspace. For instance, the information displayed in Table 1 
Related work
The number of commercially available process modeling tools and languages is high [13] . Moreover there are many academic and research efforts devoted to identify innovative languages and techniques able to cope with the complexity of the processes employed in our society. Different communities ranging from software engineering to information system and database are studying the issue. Just as an example, four ACM SIGs (SIGMOD, SIGCHI, SIGSOFT, and SIGGROUP) have recently started a new conference on Work Activity
Coordination and Cooperation (WACC) that aims to address the topics and issues related to process modeling and support [15] .
Despite this significant research and development activity, we argue that E 3 p-draw offers some significant and original features, which are still lacking in existing workflow and process modeling tools. An E 3 process model integrates in a single specification a large amount of information that can be hidden and selected depending on the needs and requirements of the process engineer. This makes it possible to dynamically create multiple views of the process at different levels of abstractions, without being constrained by any original structuring of the information. Conversely, most existing modeling systems are directly based on structural decomposition and modularization constructs of the underlying modeling language. They lack the ability of dynamically slicing a process model to create different views of the process according to unanticipated requests of the users. For instance, let us consider some popular modeling tools that can be considered representative of the state-of-the-art in market:
♦ Existing IDEF/0 tools offers the ability of decomposing a complex process in a hierarchy of tasks. It is impossible, however, to show in the same diagram any subset of the decomposition tree. This is not just a problem of the supporting tool. Rather, the language itself does not support the representation in the same diagram of a task and its subtasks.
♦ In Rational Rose [11] , even if it is possible to create and see a decomposition diagram of classes, it is impossible to filter it according to user's requests and preferences. The unit of work is always the UML package.
♦ In Action Workflow, processes are modeled as interactions. The representation is basically flat and based on a single paradigm (i.e., the interaction among the people involved in the process).
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We have also considered other workflow and modeling tools (such as Staffware [12] and Keyflow [9] ) and all of them suffer from the same kind of limitation. Two significant exceptions are OPSIS and the work on viewpoints carried out at Imperial College.
OPSIS proposes an approach to creating and integrating multiple views [2] . The basic idea is to extract views from process model and then use them to support typical process comprehension activities. The difference between OPSIS and E 3 is that in our approach each view is dynamically created starting from a declaration of the properties/characteristics of the desired result (e.g., the control flow of a process or the responsible for the production of a specific set of artifacts). In OPSIS the process elements that constitute a view are selected explicitly by the process engineer. This reduces the level of abstraction and automation of the filtering mechanism. Also, it is not clear if OPSIS supports the manipulation and modification of the generated views.
Actually, our work can be compared to the viewpoint approach developed during the past years at Imperial
College, City University, and University College in London [10] . The viewpoint work, however, is mainly centered on studying the integration of different viewpoints (possibly expressed in different languages) and detecting inconsistencies among them. Indeed, the E 3 p-draw mechanisms take full advantage of the knowledge and semantics associated to the predefined E 3 classes and associations (e.g., the Responsible association).
This observation is valid also for several other approaches on integrating conflicting requirement in process modeling [6] .
In general, while most process modeling environments support some modularization feature at the language level (i.e., some module-like construct [5] ), E 3 p-draw makes it possible to select dynamically the amount of information that the process engineer wants to see and analyze at any stage of his/her work. This is certainly a novel contribution of the E 3 approach.
Evaluation and conclusions
The process modeling activities conducted during the past years have emphasized the importance of studying and understanding the associations among the entities of a process. This basic observation has been a guiding principle and an important evaluation criterion of our work. Indeed, the focus on associations is the main rationale for E 3 in general, and of the E 3 filtering mechanism in particular. An E 3 model is a complex graph where associations represent the semantics connections among the process entities. In general, one or more associations 29/01/99 17 represent a specific process perspective and constitute also a navigation path. For instance, by considering inputoutput associations it is possible to study the flow of documents in the process. Thus, by increasing the ability to explore different paths in the graph we provide an enhanced support to better understanding the process under study.
The Olivetti experience confirmed this hypothesis. It is basically impossible to structure a process model statically in a way that any viewpoint or «navigation path» is smoothly supported. Actually, the modeling system must enable the user to dynamically create his/her own partitioning of the process model, depending on his/her specific requirements and needs. For instance, let us consider the process fragment of Figure 4 . It is impossible to statically slice this process fragment once for all without hiding some important perspectives. The E 3 filters make it possible to study specific semantics relationships such as those represented in Figures 5 and 6 , without limiting the user from identifying new and unanticipated ways to observe and manipulate the process. E 3 is currently being used within the context of the Norwegian National Project SPIQ 4 . The initial feedback confirms that process engineers learn how to use the E 3 p-draw quickly, without any specific support from the tool developers. In addition, the partitioning mechanism has proved to be particularly effective to support nontechnical users in understanding and studying the details of large process models. E 3 has been developed at Politecnico di Torino. The system together with some developed process models is available at [4] .
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