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' 
-,LECOM is a compiler language very sj milar to COMIT written 
- tor· the--GE~22-,--; It-was deve_loped over the. past year specifically 
to facilitate natural language processing but it also can be used 
' 
/"\ 
-very efficiently in other area~/subh a:s compiler writing and problem 
~olving. The basic format of the language is taken directly from 
--------- -- -~---- -------- - COOT. The LECOM rules, rule sections and workspace configuration 
. . , ;· .·• ~ ;-. 
' 
are all adapted from COMIT. Several features of SNOBOL such as 
strings and a more flexible Goto Section- have been added. The 
major advantage of LECOM is its small size. It uses less than 
r i. 
, 2000 computer word~ at run-time and,can efficiently han~le 
sophisticated natural language processing techniques. A brief 
description of the language and its working procedures is provided 
to give a general feeling for the language's capabilities and 
limitations. 
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With the advent of the first large computers and the field ~f 
computational linguistics both in the late fifties, it became evident 
that there should be some way to efficiently use computers in the new 
studies of nat~a.l __ language. However, it was found that programmj ng 
the grarn:mars and theories of the linguist in conventional algebraic 
computer languages was very tedious and time cons11mi ng for both men and 
machine. In 1959-1960 the MIT Computational Laboratory under the direction 
of Victor Ingve developed COMIT, a compiler language that can directly 
handle rewrite rules, or productions or grammars. With COMIT,linguists 
could directly program their grammars and natural language studies with 
only a minimum knowledge of computers. Since 1960 many similar compilers 
have been written which are faster and mo~e powerfµl. The one drawback 
\ 
of these languages 1·s their large size - the present CCMIT compiler uses 
a 32 K machine.. . Hence, small installations still could not handle natural 
language problems, . even on a small ~~ale, without expensive_ ~~b:J n~- . . 4~ •• 
language programming. For this reason tECOM was written. It uses less 
-· .• t---------··-··-·-··-- -----·-----.----··-···········----- . - -
-----··-----------·-· --- ------ ----- -- -- --- - - - ---- - -------- ----·---·-·------
than 2000 computer words at any given time and can handle sophisticated 
processing techniques on a 8 K machine. 
-·· Since· most -studies of natural language in computational. 1-!ngu!sties· 
..... 
--- -·-· -·-· ·-·------·· .. 
.....;.. .. -· . 
-··· ·-- .--
.. 
-.. --- _ .---~-ax.-~_~~--- the_ fo!Jll of rewrite rules ~~~---:!>ro~~ctions, it was fo~q __ ~onvenien~ _______ :-__~;_~~==·-~-- --cc---d. -~-------·· .. ------~------ --··---- . ----- ··- . ---- -------- - - -,---- ----,--··---- -:~.-~~-:·--:-:~ ~----.=-~-··--····---- ·······-------· ,--. - . . ... -· -- __ ..., -· ·- -
-_ ....... , . ____ - ~--==--·=--·-·-- .... 
--·--------
- ' 
~--
----·---------·--·----····-- ... 
to_ base_ t]le com_piler language .... on_:t_he.s__e __ s_am.e _ _rul_e_s_. _____ The___hasi.e-·11nit---of--&--------
________ ..__._. -....... --- - -------------
-- ---·-·~-------------· 
,_ . ----·------
,. 
LECOM program is just this type of general rewrite rule. In this respect 
... 
the format of Ca4IT has been followed rather closely. -, However, several 
• new features from SNOBOii have been developed, !•.S•, a more complete 
• 
- -- . ---- ------
- ~- - -- - -
fl --·-·---·--------------··-·-·-·--·-------------·--------------·-1-- - - - . - -- ' -- - --- -~---·--------··-------------------···-··--··-·-.. ---·- .. -----·------·--······--··-----------------·-·-· -.-- ----- ---·--····---·--·-
·-·-····--- --·-···---··--· - .- ....... _____ --· .. ·- - L 
4 ... .,"- " I 3 .' I :___ ___ -,----------=:----,-"'-------------------- ---------- - --
----· -----~ -----·-ir---~-· -:-;<1---· 
·-:----·---,-- ·--'-----.L..----~----- ----l, 
------- ------
,_ 
- --- Goto Section · and strings • --Also-., LECCM does · not have· a11 · the features 
IECOM has only numerical subscripts while COOT has an 
extensive system of subscripting which provides a method for adding the 
syntact_ic markers o:r a word onto the end of the word. This feature can 
.be fairly well handled- by strings in J.ECCM. A IECOM program can be 
either an anal~ic grammar by analyzing input text or a generative grammar 
by generating sentences according to .the specified rules and by using the 
•random goto' feature. l 
The easiest way to give a feeling f'o:r "the ·1anguage and to show how 
it functions is to give a brief outline of the rule format and how the 
-------- ·--- --Compiler works. For a full description of the operating procedures see 
Hilton (1). Examples in the following description are taken from natural 
language studies. The language does have many other applications, as 
,. 
does C()1IT, in problem solving, compiler writi~g, etc. However., the most 
. 
---- - ---
- ---------- - - -- - -- ---·--·--- ---
extensive work we have done so far is in text processing and it seems 
natural to describe the language in these ten143. 
. , . 
. ' 
~ 
..... h ·- • ·--. - 1-.0' :Ru.le Format-· . . -. - . ·- - - - -· .. . - .,.._ ..,. -, .. • ••' • - • . • - -·,·s _. •· ~- • - .-· ·-· - ._ -· - . ., .. 
____ ,.,_ -
A LEeOM-program-eonsists of a series of rule~, each rule..__corresponding 
. . -· -· .. ·-·-·· ---··-- . ·-·- ... ··- .. ·- ···-----------~-·-·-·---·--··--··· ...... _, ··-····· 
. .. ···-······- ----------·--·--···------·~--· 
more_ or less to a line in a grammar. (See Appendix I for a lie~ of 
--·-·-----
-------·· __ abb_r_e_n_ations_ and _a__ short_Jie_s_cri;ption--o.L-the --di~ferent-fieldS---Of-.. -each--xule-•. ~----
-- - - ---- --------- --· - - - -- . '. 
----.. . 
~ 
. -
----- --·-·------- ---- -- -- ~ ·A:;.A' sti tuents ·• · The first· -rule of an.generative program might set the WS = #S# , --------
______ ,, ___ ----·-----·----~--
·-
------·-···---~---•·•--• •e• - ·•-•-•-··••- --·-
- -- ···--H------------------:--:---~--------- -··· - -
· while the first rule of a analytic program could input the first sentence -
into the WS. 
-, 
--- ------·- ·- --··----~---------- .. .. ,. --- ... ,.. . •'.,. ---·- ' .. ----- .... .-.-- .. ---···--- .. ___ .. ___ .. --·· ... --- . - . ,.~--
~---. .. . ~--·- ·-·~·-·---· 
--
..... 
. - [: ' ..... 4 -- .... 
-·-- :---------,..----
---A--r.ule--baS----five-.... sections: ___ .Name, .. Left .. Side., .. Righ.t ____ Side.~ ____ Dispat.ch ___ --~--
- I .... - - •. • • • -•-
and Goto·. The Left Side and Right Side, as the names imply, are the 
~--- two parts of a production., The Left Side specifies a certain structure 
•\ 
to be located (in the Workspace) and the Right Side specifies how the 
data are to be rewritten. The data can be inputed from cards or tape in 
the case of analytic programs or can be generated by the rules themselves 
1n the case of generative programs. In this manner all of the procedures 
of a grammar can be easily implemented in a LECOM program. However, the 
Le~ Side also has added referencing power not usually found in grammars. 
1.1 Name Section 
The first section of each rule as in COMIT is the rule• s name·._ If 
a unique name is not needed,!.~., it is not necessary to reference- the 
rule in a Goto Section, a single asterisk may be used. 
asterisk must be followed by a blank. 
1.2 Goto Section 
. . . 
The name or , 
The·· last se.ction of a rule ·is ··the ·ooto Section, which det·ernunes 
·;····· ·-··-·······-·-C- the next rule to be executed. Again this is. simjlar to COMIT. However, 
' .. • • • ... • & • ~ ·~ ... ·-
- + 
- • • • • 
-
'· • 
several more options have been added to facilitate program control. In 
'\ . 
~--------- - -· --·--·--·---·- -·---···----· ... ··-··· --·--·--····-·-·-----·······-·· 
most-· .. -grammars the order of exee-utiea---i!ellews----ene-- line at a time. start-i-n,a_~---- -· --- . , ~-
1-4-----------=--=-~-~at __ the_t_o_p_ and working down. . However, in progra,mmi ng it is often_ necessary _r 
- ···-····--- to alter this normal · flow. In COMIT if a rule fails the following rule 
----...... --------·----.. ··-·--··-·"""-···--···-··-·--· .. ·--·-·-·-.. ··-···-·-·-··---------"--""""""''"-""·'"-'"""-"-··--"··--···"····---· .. -··--··-----···"··-··-~···· .. ··---.. --,----·~--·-· 
-- -- ---
\ 
. I 
,( 
![ 
I' 
I 
···- -·--,--·- ----·--------··---- -~:.:_-=-:-_.~----:~-:::~-------~:-~:-:-.=-~~ .. :~.=-~----~ ------~ ---_-___________ . ..: ..... ::. : ___ ----.--- -------=~-·- --:--=.~-----::- --·--·---- _-. - -- ,- - . - ' . --·-·--------------------------,;, 
----must- be executed·.-'· {ii a ruie does. not fail the next rul~ is executed 
• I • ._: • 
ion-bas an asterisk, or the rule which is named-in-t~h~e~~~-~~~•~ 
G·oto Section is executed.) In LECOM it is possible to branch to any 
named rule regard.less of whether the rule fails or not. This extra 
,:. 
"• 
4 
~-
• 
... ,-·-····"""""'· ---..---~--llllllllll!llll---lll'l'lmll-11111111111 _____ _ 
' I 
.. 
i· 
~;····,i 
..I 
. . - . 
/ 
_.A'•••·"' 
-
5 
---~-:--···--···· 
___ __..........__.__ ~---ability-·-ts,;nro-iiCSI«mOL. It IS- ·s.~so ·· Pe>s;i~ie_· ,t;;~~~t;· a-~ule~and ·. 
..,.. 
.. , 
. - ·- • --- . ----····· - -- - ·-- '." ••. :-,.-"- ., _i:. ·~ .. ---··- --
. 
a series of subrules which can be executed randomly using the 'R' 
instruction. See Appendix II for a more detailed description of the 
different Goto instructions. 
1.3 Left Side 
The Left Side consists of .a series of constituents separated by 
plus signs. If the Left Side 'matches• the entire 1-1orkspace the Right 
Side is executed, otherwise the rule fails. {In CO:MIT the Left Side 
need only match a portion of the workspace.) A match occurs if every 
constituent of the workspace is referenced by a Left Side constituent. 
There are four basic kinds of Left Side Constituents; following C(J{[T 
(1) normal constituents (string of non blank characters), (2) $, $n, 
(3) n, and adopted from SNOBOL, (4) string names (see section 3). 
The first three types of IS constituents are very similar to their 
counterpa-r--&s in C011IT. A $ can match any number of workspace constitu-
ents (including zero) and a $n will match exactly n constituents. If a 
-
Left Side consists of only a $, it will ma.tch the entire workspace, even 
- - . -- __ ., ....... 
. \ 
~--_··--·--~-,··_, -_-~· -__ if·_it __ ~±s. emp_ty •.. :Othernise i.$ win=match--.al-l---wempaee constituents;---· ·-----..... ·--·----~ 
i··· - .,!" -·-·-· ··--·--·-·- •••• 
r.. -·- - -. -
1. between two other constituents; as in IS = THEN+$+PALE 
la. if the vlS = THEN+TURN+NOT+PALE 
· the $ matches TURN+NOT 
. __ _- =~ .=:.: .. :.~-- - ·· --------··-- lb • . if the WS = THEN+ PALE 
- ------~------- -------·-·-· 
-~- - --------~__=-·:=.~-==~-------____ --. ~------_:___ 7=_---
-~--=--~---------the--$--m-tch-es---·nu-ir consfi tuent 
-----
- -- -- --
2. Preceding a given constituent; as in LS = $+SNAIL 
2a. if the ~rs = BELOVED+SNAIL 
the$ matches BELOVED 
------~ --- -- -- -~~-- -- --- ---
t' ,:, •..• -ti=, ... ~- -·.-r.· 
• I \ 
- ' \ 
\ 
6 
---~------'--~ .. -------~------~___:..._ __ _:_ ______ --,.-------- ·--· 
. . 
. 
-~---2-b. --:-±f-·the WS = S-NAI-I,t---BEWVED¥SNtt:U---. . --- ---~ ------~-------'--·....-\I 
r 
- - --~ --------
the$ matches SNAIL BELOVED (normally the $ would be a 
zero match here but then the last two WS constituents 
- would not be ref'erenced. The matching algoritum chooses 
the first match it finds, but will.look for every 
,1' -.. 
possible match before it fails). 
----- ------------ ···· ... --~---···-------3~- following a ·given constituent: as in IS = JOINa.$ 
-·--····· ··- .......... --- •. '11. -· .. -- • - • -·-·· •••••• ....!,--.-
3a. if the WS = JOIN+THE+DANCE 
the$ matches THE+DANCE 
.:.3b· •. if the WS = AND+JOIN+THE+DANCE 
C 
no match, AND in the W~ is not. :ref<;r~nc.e.tt by ·a .. IS 
constitutent. 
A n must match n workspace constituents 
:1. :Lf the IS = $1+$ 
7\r·I_ 7' 
the ~r1 will match the first constituent in the ws and the 
1 $ = the rest of the WS. If the WS is empty the LS does not 
match ... 
-.-:-.·. -----:- :7_.:... :.-~·-...... ~ ..... - -- -··· ., -. . ~ . ..-- ---·.-·· ·-·- --- .. .. -.~-~- ~ -... 
--~ .. -
2. if the LS =WILL+$3+WILL 
---·-·-· .. ,·-·-·-·-·-----,-· .- - . . -_ - . - . ---. ~-- . -~ -- -- ---···· ·-·--·······-- --· ... - ---· ·- - - - - ---·--··-- -- - . ---- ----- ---------- .:.:_ . __ .. ____ ·- - -- . -- - ---- -- -- ---·----------- ---·-- - -
---·--:":"~----.... ---. -·--·····-··-··--·····-·--···"--- ---· ·-· 
and the IS·= WILL+YOU+WON'T+YOU+WILL 
tb.e LS Ill!3.tche s and the $3ma. tches YOU+WON' T+YOU_______ . ____ . ----~-  
- 3·.· if' the LS = $+$1 
the $1 will match the last constituent in the WS. 
·-------·-- -·--•• -- ----•-. ·-----·-- ------·-------------· - • ...._,.... --.-- • - -- - .• - • - •• ·- ..• ·-. -- - - •• ----- ------ --------
- ••.• -·- --·-·-·- I • ·•- - -- - • - -
--·-·---A number n- in·---the IS .refers·oack. to~t-:rre. constituent referenoed---i-n---the 
. . 
nth place in the Left Side ( if n occurs in the Kth place, n < K) • . Then 
the constituent matched,.by the nth place also must match the Kth 
position. If LS = $1+$+1, the first and last constituents of the WS 
) s,f.. b e l ·---····. ····--·. -. -- .. ···------ . . ·-- . ··-······ --··- -- ---mu ·t;r·- e. . ntta .. ···.-. -··:· .. 
- ' ~ ":L -- --- --- - ·- -- _, - - --- ·----··-- . - - .. - .. -··-·· -. ····---··- .. - -------··- --· -- - -.. -·-- - --~---··· - -· ·-···-- -- - -
.. \ 
- i 
'· 
1a'c-·~---_ -_____ -____ -___ ... ______ ... ___ ---~--------z•a---• ____ • ___ • __ • ___ • ____ •_•_ • ____ • ___ • ____ •_ •~-•. ___ • _______ • ___ • ____ •_ • ______ • ____ • ___ • __ • .. :•-_._• ____  _____ • ____ • ...... •----•--__ •_ :.•.. -•---•---•---__ -. ____ ,llll~J-1.11111 .. _l!lll .. __ [111111 __ .. "'-.. •t•. ----..... , 
-
: i 7 
~ 
I' 
,' 
\\, 
i! 
• Ii; 
'
---~--------'~--~~L-~---~------~--:---·-__,,.-~~---~- M! i . .• . . • I 
.. ~------~----
----------- i .4 _Rigb.t ___ S_ide 
.... 
- ·-- -----
Following a successful Left Side match the Right Side reorganizes 
(rewrites) the-matched WS constituents and creates a total new work-
- .. 
space-.·- There are two basic kinds of RS constituents-; numbers, and 
normal constituents (list names may also appear on the RS, see 
section 3). A number n in the RS refers back to the nth position in 
-~ .. --- -- - - ----- the IS arid-to tlie WS constituents {if any) matched by that position. 
'· Normal constituents are used in the RS to make additions to the WS. 
For example a rule to in-sert the words WON'T+YOU after the first two 
constituents of the WS = WILL-1rYOU..WILL+YO-U is: 
* $2+$ ::: 1+1rJON1 T+YOU+2 ** 
-At the end of~ rule the WS contains just those constituents referenced 
<by the RS, either directly via normal RS constituents, or indirectly via 
-
·, 
referencing the IS. In COMIT the RS has a slightly different function. 
Since, the LS only has to match a portion of/the WS, the.RS will act 
only on those WS constituents matched by the IS. Then in COMIT the 
--- . . . ,. - . . . . --- ' . . . . . . ' ' - . '· .,..... . . - - . - . - - -·,. - '- ·_ ,- ... 
·· --· -HS doesn t-t create a ~whole new WS eacli t·ime ,---but only changes that portion 
matched by the IS. the WS =WLL+ YOt.Jt. WON'T + 
YOU+WILL+YOU at the completion of the rule. 
' . 
In the same manner a deletion of a WS constituent which is referenced 
by the LS is made by not refer~!].cing it in t,he_RS._-F-0-F-e*amPle the rule l----------------"----'--· ---------·------------.---. -
I 
I 
f----
* $1 +$ = 2 ** -- will delete- the first constitu~nt-- of _the WS • 
. '· 
·, 
·"' 
----------------------------'--- ------------1-.-5--~--Dis~teh Section- --- -- - --
The Dispatch Section (again following the format of COMIT) contains 
input/output instructions and temporary storage instructions. Constituents 
.• 
I 
. 
I 
----·----------------------,---~---------:---:-----------~-
9 ' 
referenced by the RS can be outputed (high speed· printer or tape) or 
, I. 
I 
I~ 
I 
·------- -- ' i' 
__ __:.. _____ ., _______ -
_.______ ________ --~ can· be stored in temporary storage shelves, and the constituents are 
... -- '-··· __ ,_.;.1, __ ,._. 
I 
::iti:-·-- - -
removed from the RS. And similarly constituents can be inputed (card 
or tape) directly into the RS. In this manner DS instructions can 
change the constituents referenced by the RS and therefore change the 
WS at the completion of a rule. Shelves are temporary storage areas 
that contain data not immediately needed in the workspace. They can 
also act as pushdown lists. There are shelf instructions to store 
constituents referenced by the RS on the top or ?ottom of a shelf,,and 
I\ 
to put the top constituent (or the whole shelf) back into the RS. 
(See Appendix II for a complete list of these instructions). 
-
The Dispatch Section (which is optional, a rule must have the 
. other four Sections), immediately fallows the RS; a double slash separating 
the two sections. These instructions are probably the hardest to 
efficiently add to a program, since they do not directly correspond to 
any part of the original grammar. Also running time can be decreased 
• •• • 4 • " - • • ... . ~ .. -~ . . _ .. ·~- ... :.- ....... 
;. .. ··- ''-·cy··storing part" of the data on shelves that are not immediately needed 
in the WS. Shelves also give IECOM enough diversity· to handle non-
linguistic programs. When shelves are used as push down stores LECOM 
' ' 
programs can do many of the things that LISP and other structured 
languages can do. 
. 
'.._ .... ....- OJ• ...... - - - "' ~ 
-~--- ---~----4------
IECOM does not have the extensive subscripting system of COMIT. 
There are numerical subscripts to aid in program control. At present 
they can appear only on the RS {and preferably on RS constituents). A 
subscript instruction preceded by a slash must appear before every 
(,;/* 
. . -
• ,, I 
'] 
. I 
'. ·1 
. I 
. :ii 
:' I 
11 - : 01011 r : : 1 11m111 n • : : ir: r: Jll : 1 :ulllitn 1 • :m r:r II rnri rd :c rui111 rt· n: 11· I : r n t111•· rr r:,, •• ~11 · 1 11 tlllll 11 • r;a11r&~~]/'/J· ' ·,. · ·>::'.:: ,. · ,· ---·----- -·--·-·· -· ·------- ---~---,----.~-- ~-- ---·~-----·---------- '·----------
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,I. ~-.: • _,,_ .• 
.subscript .•. For example a procedure ·to go through a loop ten times is: 
* ~$ ·=--count/Eo-H\set subscript·--·or count equal ·too) - ------
LOP •••• -~ 
• • • 
* $ = count/Il count/Llo * LOP 
The last rule increments the subscript by 1, if it is still < 10, 
rule U>P is executed again with the WS = Count+ Count • After ten times 
the last rule fails and the next following rule is executed. 
~ . 
_ . ___ 2 .o Blocking 
It is possible to run longer programs (up to 300 rules) by using 
blocking or chaining. Blocks are defined as all rules between two 
Block cards {t:P,e word BLOCK in the first five columns). Each block is 
written on tape and only one block is in memory at a time. When a rule 
transfers to a rule _in another block the new block is read in overlaying 
the old block. At present a single block can be up to fifty or sixty 
.... rules with enough space left for data. 
9 
. .... ,·. 
.. . ,,..,. 
... ~,- - - : .. 
'".i-
--·· - --- . 
. ·:. ·.-~.-- . -·;•'", 
.- 3 .o . List Rules 
\ To provide more power and flexibility ·to the-language, list 
variables (adapted from SNOBOL) w~re added. A string of .constituents 
can be formed into a list by--a-·lis.t rule and later referenced in the 
Sine~ lists are formed during run 
---.--------- - -- - ---
-- --~.--------------~~--- --·time, -they· prov-i-d.e---a---eenvenien-t---methed---for ehang-1-ng the e~nf--i-gurati--on------. /-. -
of rules while the program is running. In this sense list names act 
like variables. A list is defined {or formed) by a list rule. 
LIST* -AA == WILL+YOU-tDANCE ** 
:I 
I 
,1 
!F 
9 
I I 
I 
t 
r--
~ 
--------------------------~~J, 
. ' 
:•·.: r·"' 10 
', '• A 
1S". - • ,,·. 
Tne word -,ygrt--mus"t appe11J;-Yirst-;--tnen:·-·tlie·····name·····o:r-·tlie---·r1i1e·--(here·- *) , .. 
then the name of the list (a 3 character name beginning with a hyph~n), 
then the normaJ. IS (if any), RS, DS and GOTO Sections. The rule operates 
like a normal rule except that the WS is not changed but rather· th~ t 
contents of the RS at the completion of the ry.le become the list. The . ~ 
WS remains wichanged. In the above example the list - AA = WILL+YOU+DANCE 
at the completion of the rule. 
A more complex.example: •-a·--- ... ~·., .,.,•OH•••-··-·· 
. --··· . -·--· -· - --···-· ····:: ·:·;=- ... --·-:·-·· 
- -~-----
LIST* -AA+$1+$+DANCE = -AA+ -BB+.2+4 ** 
- . - -~- ----- -- ---
In this list rule if the I.B (disregarding tµe -AA) doesn't match the WS 
\ 
. the rule fails, -AA and the WS rerna.in unchanged. If -it mat~~es, the 
contents of list -BB, DANCE, and the first constituent in the WS are 
added to the contents of -AA. If -AA = WILL+YOU and -BB WON'T+YOU+WILL 
before the rule is executed, then -AA might be WILL+YOU+WON'T+YOU+WILL+ 
YOU+DANCE after the rule is finished. The list name being defined in 
. ~ . ~ a list rule must be the first LS constituent, it is not used to match 
the WS, and it must not be referenced by a 1 in the RS. There may be -
____________ ··more than- o~e 11a,~~rul.e :r~r-~ given -list-name, but-·there must be·-at· 
least one, and it must be executed before the list name is used in a 
normal rule. 
- -·- -- ------------ - ·3· .1- List Usage 
A J..ist name can appear in the LS (referencing a disjunction.of 
. 
... ~- ' ' .• 
-
-.·.·····' .. ~~ -~- -
__________ · its __ contents)~._or __ in_t~e RS _(referencing a conjunq1~_Q_µ_ of_its ____ c_onu.t.wJec;Jn:~tt,.-'is)-'JJL,..,--~--
F9r example in the rule: • 
*· -A.Z+$ = 2+1 ** 
if ~ = WILLI-WON'T the IB will match if the first constituent in the 
-·-· 
I~ I - • -------···-
• 
fi. 
.. 
.,, . 
. I 
----------- -----·---------------------··----~------ -- . ------. -------------· ---------------------- ---------------- _ I 
11 
' .J, 
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) 
• 
- ------·-·-
DANCE before the rule, then after the rule the WS = YOU+DANCE+WILL; 
the l in· the RS referencing the matched WS constituent. As seen, a 
.list name in the IS references a string of alternatives for the WS to 
match. A list name in the RS, however, references the entire list. 
A rule to make the WS equal_to a list is: 
_.:....-~-- --·--------------
-·------- - ----- -- ---------~~--·-
- --- --- ' ------ ---.-- i 
This rule does not change the list -zz, in fact only a list rule can 
change a list and it can only change the list rule it is defining 
(1.~., the list name in the first position of the LS). 
These lists can handle most of the functions of non-numeric sub-
scripts of COMIT. A list can be formed containing all the syntactic 
markers of a word or more conveniently for a sentence. They can easily 
·be changed and influence the matching ability of a rule. Two other 
types of lists are presently being added to the language. The first is 
just like the above list, except that its list name in the IS will 
' .. ~ 
reference a conjunction {instead of a disjunction) of its constituents. 
f 
i 
C 
. 
. • - - •• J-. -- •.. _.,, - .. - ....... ~.r,· .. •· ............... - ........ . 
- ·~ . . -- . . . - • . 
These .. l~sts will be very simj lar to the strings in SNOBOL. Using this 
list it would be very easy to test if a shelf was identical to the WS: 
LIST * X = QQ// A l 1 ** {make list X = contents of shelf· 1) 
* X = 1 * MAT (matches if the shelf and -ws are-·· equal.) 
. ·-·-,- ~ --- ,,1_,·--.~--·•- a_,_!~ 
-. 
_.Tne second kind .being added is a list of lists. Thi8 type_ o!_list .. will. --~.-------.·-r ___ . __ - __ .-=-: 
.. 
~- ----~____.p ____ r __ .o __ ·tj._(!~--~!l e~~!e;r- m.~ans of forming higher level structures. For example· 
/ 
, .. 
r 
-·--- -- -----------~---------
a list could be created containing all the names of lists used in 
determining the syntactic markers of a sentence. 
- -·- ---·- ·-- - ------ -·-
---------
--- --- -------
.. ·-·--·~------'----· 
--
. __ __. ________ . _________ .:..---~ -- ---- ·-
. . . 
--· \ -~ 
. \ 
. I 
·i 
. - .' s-:---·-·-··--···-·····-·· .. -----····---·------------··-·-.. ·--·-"" -·-·---:.:..-.---_. ·- ',_.. . . -~-.. ------·--4 .o Description. of the Compi~ez-... _.~ogr!3Jll --- - --·- --·- - --- - -~---- -
LEC01w1 is a compile and go system. The compile section tests each· ~ 
sentence for wellformed.ness and creates a. list of constants and sub-
I 
- - ---- ·' ---- - - ---
routine calls for ·each rule that are used by the run section. A transfe~ ____________________ _ - -· - - .. ·-----'------~··--- ... ··-·- - .. 
....... 
-- -~:..._:_ ..:..:.__:...__-:..___,_· __ ... 
table is also formed giving the location of each rule in memory. If 
blocking or chaining is used this table also gives the block number o_f 
each ru1·e. Then in memory at run time there is the run program (about 
1500 words), a list of RS constituents, a transfer table and data. Each 
data and RS constituent is stored in only one place in memory. Every 
time a constituent appears in the WS or is stored on a shelf only its 
address is kept. Then the shelves and the WS are merely lists of 
addresses. Thfs procedure obviously saves memory space, for one constitu-
ent can be stored on several shelves simultaneously by only storing its 
ad.dress. Furthermore, it does not noticeably increase the running ~ime. . 
. 
. 
-
Since data are never 'used' but only 'referenced' it would be 
' ~ 
. 
impossible to clear data areas. When a shelf or· the WS is emptied only 
the list of addresses are freed. There is no way of telling if a data 
,. . . . . 
. -. ~ . .. .. ... .. .. -·. - .:.. ...... 
.:.. .. GQBSti tuent ·is. referenced or nut. . ·Hence' there -is no safe way for the 
program to free the areas used for data when they are no longer needed. 
f), • 
For this reason the CLD (clear all data. lo~tions) dispatch instruction 
-----· 
. -was added. Tlie programmer must be care·f'ul here though. Even if a data 
------------
--- - •--·--·-. --- ·nr 
' 
-· -·· - .- -
- -
- ,• - . ~ ·----·-···---" --·--- .-- -··-· .... 
· · ., constituent is ·1 ~~o_:9~d' , 1·. e. r referenced, on_ a shelf _ ~~--- ~n :the WS, a 
----·--· ------------- ·------------------
__ __._ .. ·------' ----. -------==---=--=--=---===---=-::. ___ -:_-. _________ ----
..... ······ ---· ··--··-·-' --·-···;_r,,····· ·-·------ -·--····------·--------:... .. _ _.______________________ 
-- ---. --·- ·--- ·----- .....•.. --·-·· -- - .. ,. 
CLD instruction will destroy that data constituent. T!li~ __ I>:rocedure __ waS-~~----I-~-----------··-·-·-------· 
normally .adequate to handle text analyzing. Each sentence was read in 
separately, analyzed and outputed. However, it was found useful some-
times to refer back to previous sentences. So now pr.ovision is being 
... 
--- -----~-
. . 
- - ' 
. ... .. .... 
. - . ~-- -
. . 
f · . 13 
- -- --- ---
~ . ~ ...... 
.-- ... -... ,--···--· -- - . -- . ' - - . --_ .. .'.. -~- ... 
made to provide a 1safe 1 area which the CLD instruction will not 
----- - -· - --- -~ ------------------< 
destroy. A blocked program uses the exact same format as above but 
the lists for each block (,!. • .!:_., all rules between two block cards) 
·' 
. are written on tape. Only the major lists created for each rule are 
. 
. 
overlayed, the other tables (list of RS constituents and transfer 
----~-~'--------... --------·-·--table)·· remain -fix~d during th:e · entire run~ ---- ------
Since data constituents and RS constituents appear only once in 
-- .-, 
, l, ... .. - ... ) - - . 
' ' 
memory, it is easy to see the necessary caution involved in progra;mmj ng 
numerical subscripts. The n1unber is tagged to the actual constituent . -
and even though it is stored on a shelf {actually only referenced) a 
later rule can possibly change. its value, and hence the value of the 
subscripts of the shelved constituent would also change. Also, since 
c:. 
RS constituents are distinct from data constituents, the programmer 
must be careful as to which subscript he is _,actually_ addressing. For -
if· the workspace contains data constituents YOU+WILL+COUNT · 
'>. 
,:: O• 
.. :,_·· 
. . - "· ·----"-·-··-.!.·--- - --.--. -- - -- -- .. ··-··---then the two rules: 
•· 
" 
- .· •. , .. -.... ·:- .---·-- -: . 
......... .,.. •· .... .;. .· .. ~; ... 
_____ ...... . 
- -- - -
... --· •-· -- - -
-----·- ____ : .... - ..... .....__-.-- - - -
and 
,.; 
. . . 
* $ = COUNT /15 · ** 
-:~-
will not address the same constituent. These problems will not arise 
------ -- --· - ·- ____ ..: -- --- -- -- - t - -
if subscripts are used only on RS constituents for program control in 
. 
-- - --· --- -- -- ·---~--------- ·• -· .·-·.· . ----~- -··· 
---·---- ·---·- loops · and collll;ti ti.&~; ________ · __ · _.. · 
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·- -· - __________________ ___g__;{)--;- -Gene-lusion - ------------ -,---·-· 
. ~- - --.---- -- ----~----~----- - -.... ---- ---- ~--------·----------------·---
--LECOM has proved -t""o be a very conveniei;it language . for programm1.ng 
- ·• . . ---- ----·-. -·- - ---~ ---·- ---- .. 
natural language studies .. It is not difficult to learn, and it is very 
,. 
easy to transcribe a grammar or linguistic th-eory into LECOM. Since 
, 
each rule corresponds to a line in a grammar, it is very easy to make 
changes in the program corresponding to needed changes in the grammar. 
--·--·-•-- -·-.. - ••o--· •--'-•·---•-•••-•••••••••••""••••••• ·• ·•• 
, 
. ' -· • • .:...,_..,. • t._ ., ·--: ...... ·~ 
;-
'....:...•.·.. . 
····'. ·\-1::,· i•• 
These changes can sometimes be a very tedious task in progrS,IJls written 
in machine language or algebraic compiler·s. In fact a:fter a while we 
found it very convenient to w:rite different parts of our syntactic 
-
analyzing program directly in LECOM rather than in a more formal theory. 
The IS of a LECCM rule has specific properties such as a dollar sign 
and a IaS number which give IECOM greater referencing ability than 
transformational. or categorial grammars. Also, since the Goto Sec-cion 
-can alter the normal f'low of execution of rules as listed in a traditional 
. 
grammar, it is easier to flow chart the control of' the grammar directly 
in LECOM. Finally, it is very easy to write small s·ections of the 
This technique again saves muc_h time and drudgery needed to debug 
programs written in conventional languages. 
Yet the biggest advantage is its relatively small size and moderate 
running speed which allows convenient programming on small computers. 
Normally a language similar to COMIT could only be used on a 32 K machine 
-~--
-
or larger. Hence, smalle~ installations like our GE 225 could not 
~., possibly use even a modified version of COMIT. However, _implem_enting . 
the above design of LECOM in a standard assembly language was not 
extremely difficult and has overall saved; our staff a good deal of 
/ 
r 
--------
··-- -. ':'" ... 
- ·-, ...... 
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' ..... 
programming time. The language has given. our staff a highly 
--~- ~ ~---~~' - --·---------,-----structured tool that frees them to spend -most of their time working 
on the theoretical aspects of the system rather than on difficult 
-programming assignments. 
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I • Appendix I 
Abbreviations and Definitions 
.. 
. Constituent - Any string of non-blank characters preceded and . 
followed by at least one blank. 
Data Constituents - are inputed {either card or tape) and to be 
distinguished from RS and LS constituents. 
~ 
...... 
WS - Workspace - a string of constituents which a rul~ operates on. 
Name - Rule names may consist of any three characters, the first 
being non~umeric. 
LS - Left Side of a rule, all constituents separated by plus signs 
between the name of' a rule and an equal I s sign. 
RS - Right Side of a rule, all constituents following the equal's 
sign and preceding the Goto (or Dispatch} section • 
. DS - Is optiC?.IlS,=h ~n. a rule, use_d for input/out.put and temporary - ....... ··-- -~ ~ - - .. -- ·- . .. .. - . . - . - . -
-
. 
-- . - . -·- ·. -. . ·. ·--. - - - . . .... 
. ... -.• 
storage operations. Preceded by a double slash.-
Goto Section - The last part of every rule is the Goto Section which 
determines which rule is to be executed next, depending 
if the rule .matches or fails. 
'· 
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I·. ·Dispatch Section 
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d. 
A·.· Input/output Instructions 
.RAR n 
RAT n -
WAM n 
C. • 
WCM n 
WAT n 
input from· card the next data constituent and . 
put it in the nth RS position. 
input from tape the next data constituent and 
put it in the nth RS position.··-. 
print the constituent(s) in RS position n in free 
format. 
·.· '. -· 
print the constituent{s) in RS position n in fixed K' 
format - in columns, six constituents to a line. 
output t~e constituent(s) in RS position non tape. 
·· The above instructions ·can reference any number of RS positions 
e.g., // RAR 2 3 4. 
will input from card the next three constituents 
and place them in RS~positions 2, 3 and 4 respectively. 
RCR m n read data constituents from cards and put them into 
RS position m unt1i the constituent in RS position 
n is read. 
--~ ~.. • .. • ' - .. t. ,. - -
-··- ··--· 
. 
-· . ·-- ... _.,. --- ----·· .. 
.. 
RCT m n 
CLD 
WEF n 
RWD n · 
read data constituents :from tape and put them inte 
RS position m until the-· constituent in RS position 
n is read. 
·erase all data constituents (card and tape)·fran 
memory. 
write an end of file marker on tape n. 
Rewind tape n •.. 
B. Shelf instructions 
' t 
S9elves are temporary storage areas. 
Smn store the constituents referenced by...Ba position n 
onto the right (top) of shelf m. 
... 
..... -.. ---
~·. 
' 
( . 
\ 
- . '. - . . .. - ... . .. - - --···· ...... -· .......... - .- _ _,__ ':. --~-' ··-- . ---. . -- -·-· --- - -- ---· ·--~-- ----- ·. _____ :.. -----···----·-- .. - -- ---- -- -· ·- -.· -·-·· - .. 
. 
. 
--~-----~--- ----
. ; 
' ' 
.. .1 
18. 
- - - •- --- ---- -- --- -·- - - . - --..--- .. 
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Qmn · Queue ____ the____<:tons_tituents--- referenced by RS posit.ion 
-·-----·-·-- '·-------------- ---- ----- --~------- · 
--- - - .. . ·---·-
-n-onto the left (bottom) of shelf m. -
·c 
• 
,({'-
Nmn put the'next .(from the top) constituent from shelf 
m into RS posit ion n • 
These instructions may reference any number of RS positions. 
Amn 
SS m n 
------
-------put the entire contents· of shelf m into RS position 
n. 
same as the S instruction except that the subscript 
· or- the constituent in the RS position m is used for 
the shelf number. QS, NS and AS instructions are 
defined in the same manner. 
U and P instructions 
Data constituents are defined as all characters between two blanks. Normally in the text processing it is convenient to let each word be a constituent. But sometimes it is necessary 
to study a 't?Ord letter by letter. The U instruction 1vill 
unpack a constituent and make each character a constituent. The P instruction will pa.ck together these characters into 
one constituent. 
II. RS Subscript Instructions 
E COUNT/E5 Set subscript of c9UNT equal to five 
.. _,. COUNT/I5 Incremen~. s~~sc~U>.~. __ Q.f .CQUNT_by _five--··---.. -
--~-~---:"---:--- .. --............ -. .,... .. •-, .. 
... ' . . - ..;._... ·--. -~ ···-- ,,,.,,. ..... ~ . -. ·.•·. . . .. -- ~ . 
..~ 
-. 
- .. -.!-· ~ _,.,,.. ·-·-
--~- - . • .. -~ -
' 
·"'· 
.. 
---- -- -~ ~-- ----
D 
H 
L 
LINE/ D3 Decrement subscript of LINE by three 
TESt/HlO 
TEST/Ll5 
If the subscript of TEST is less than 
ten the rule fails (same as IS failure), if 
it is equal to cir higher than ten the rule 
is successful. 
If the subscript of TEST is less than 15 
· the rule is successful, otherwise it fails. 
- - -·-·------- --· ·------------
---- ----~----·-' 
III. Goto Instructions 
·~ 
** Double asterisk - · no matter what the next· instnuction 
is executed. 
* NEX If the rule fails the next instruction is 
executed, otherwise rule NEX is executed. 
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i: { 
. :: 
:If ·the rule fails, thle ONE is execut.ed., othervise-· ...... -.~- ·· -.-- -- ... __ ..__ ·.--: · ....... ~ 
rule TWO is executed. 
<;l• 
If the rule fails the· next rule is executed,. 
otherwise subroutine SUB is executed. 
'.-- ·-· .... -····- ----------- --·~" ·-----
"" 
--·-----------.--.. -------------------------- --•--~------ --· ------- If· the rule fails the next rule is executed, 
-
.., 
.-, 
II. 
' / 
otherwise return to the instruction after the 
T •• • last subroutine call. 
\ I/ 
- ------·----
If the rule fails the next rule is executed, 
otherwise rule RAN or one of its subrules is 
executed at randomo Subrules are added· to. a 
·,. 
named rl)le by placing them after the rule ai1d 
by putting a period in the name section., " 
e.g., RAN $ = IS * DON 
• $ = vlAS ~"" DON 
• $ = 'WERE ~i- DON 
When RAN is called with an R instruction one of ~- _ 
the three rules is executed at random. The \ 
next time RAN is called a rule is again chosen 
randomly regardless of the first choice. 
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