1. Find your team members in the studio area, sit down at/around and log in to one of the Windows machines, open up Visual Studio, and create a new Visual C++ Win32 Console Application project. Change the signature of the main function in the source file that Visual C++ generated to match the one that was specified for the previous studios. Write down the names of the team members who are present (please catch up anyone arriving late on the work, and also add their name) as the answer to this exercise.
2. In your main function, declare: (1) an integer variable initialized to 7, (2) a boolean variable initialized to true, (3) a pointer to integer initialized with the address of the integer variable, (4) a pointer to void initialized with the pointer to integer, and (5) a pointer to const char initialized with the address of the string "hello". Stream each of those variables out to cout (on separate lines and with appropriate additional text so you can compare the results easily), as in:
cout << "integer i = " << i << endl;
As the answer to this exercise, please say what was printed out for each of these variables, and describe how any of those differed from the others or from what you might want it to have done.
3. Add a new header file to your project and in that file declare and define a class template named Serializer with a private member variable that is a reference to an ostream and public constructor that takes a reference to an ostream and initializes the member variable with it. Add an associated type (for iostream manipulators like endl) called iomanipulator to the class template using the following syntax:
Add three public insertion operators to the class template: one that takes a const reference to the type with which the template was parameterized, one that takes a pointer to const char by value, and one that takes the associated type you just declared by value. Each of these operators should stream its one passed argument to the ostream member variable, and return a reference to the Serializer object on which the operator was called.
In your main source file,include the header file that contains the class template declaration and definition. In your main function, declare objects that instantiate the template, each initialized with cout and parameterized with one of the types of the variables you streamed to cout in the previous exercise. Once your code compiles with no errors or warnings, give the lines that declare all the Serializer template objects in your main function as the answer to this exercise. 4. In your main function, first comment out the line that streams the pointer to const char to cout, and then for each of the other lines that streams a variable to cout, replace cout with the appropriate Serializer object for the type of variable being printed. Once your code compiles with no errors or warnings, give the output of the program (which should be the same as for exercise 2, except for the missing line for the pointer to const char) as the answer to this exercise. 5. Uncomment the line that streams the pointer to const char to cout, and replace cout with the appropriate Serializer object in that line. Compile your code and see the error that is generated. As the answer to this exercise, say what the error was, and why you think that error is occurring for this line and not for the others (hint: think about when/why two different insertion operators in the template's interface could match the call that passes a pointer to const). 6. Declare and define a separate class (not a template, and with no inheritance relationship to the template) that can serialize a pointer to const char. It should have essentially the same structure and interface as the template, except that it will leave off the insertion operator that took a const reference to the parameterized type. Declare an object of this class in your main function, and in the line that caused the error in the previous exercise, replace the Serializer template object with that class object. Once your code compiles with no errors or warnings, check that the program's output is now the same as it was in exercise 2.
In your template header file, add two specializations of the method that takes a const reference to the parameterized type (suggestion: try the first one first and make sure your program builds and runs with it, and then do the second one -watch out for the order of symbols in the signature for the second one, which may be a bit tricky): (1) in a specialization for bool, stream out boolalpha before you stream out the boolean variable, so that it prints as true or false instead of 1 or 0; and (2) in a specialization for pointer to int, stream out the pointer and then what it points to (by dereferencing it). Once your code compiles with no errors or warnings, run the program and give its output as the answer to this exercise.
PART II: ENRICHMENT EXERCISES (optional, feel free to do the ones that interest you). 7. Since the serializer template created in exercise and the serializer class share a lot of code in common, one idea might be to make the class that serializes a pointer to const char a base class for the template, which then would only need to add its own constructor (which initializes the base class constructor with an ostream reference that was passed to it) and the insertion operator that takes the parameterized type. Try this, and see what errors result when you do that. As the answer to this exercise, summarize what the problem is, and why it occurs. 8. Can you fix the problems encountered in the previous exercise by extending the interface of the template? Try this, and then comment on why this did or did not work, as the answer to this exercise.
