The BATIC 3 S project 1 (Building Adaptive Threedimensional Interfaces for Controlling Complex Control Systems) proposes a methodology to prototype adaptive graphical user interfaces (GUI) for control systems. We present a domain specific language for the control systems domain, including useful and understandable abstractions for domain experts. This is coupled with a methodology for validation, verification and automatic GUI prototype generation. The methodology is centered on metamodel-based techniques and model transformations, and its foundations rely on formal models. Our approach is based on the assumption that a GUI can be induced from the characteristics of the system to control.
Introduction
Modeling user interfaces for the domain of control systems has requirements and challenges which are sometimes hardly met by standard, general-purpose modeling languages. The need to express domain features, as well as to express them using paradigms familiar to domain experts, calls for domain specific languages.
We propose a methodology to develop 3D graphical user interfaces for monitoring and controlling complex control systems. Instead of developing or specifying the interface directly, an automated prototype is generated from knowledge about the system under control. The methodology is comprised of a domain specific language for modeling control systems, and integrates a formal framework allowing model checking and prototyping. In the following sections we will describe the domain and goals of this project. A case study will be introduced to serve as a guide example. Section 2 will discuss the methodology from an abstract point of view; section 3 will give details on the technologies of the framework implementing the methodology. A related work section, conclusions and a future work overview will wrap up the article.
Domain Definition
Control systems (CS) can be defined as mechanisms that provide output variables of a system by manipulating its inputs (from sensors or commands). While some CS can be very simple (e.g. a thermostate) and pose little or no problem to modeling using general-purpose formalisms, other CS can be complex with respect to the number of components, dimensions, physical and functional organization and supervision issues. A complex control system will generally have a composite structure, in which each object can be grouped with others; composite objects can be, in their turn, components (or "children") of larger objects, forming a hierarchical tree in which the root represents the whole system and the leaves are its most elementary devices. Typically this grouping will reflect a physical container-contained composition (e.g. an engine contains several cylinders), but it could reflect other kinds of relations, such as functional or logic. Elementary and composite objects can receive commands and communicate states and alarms. It is generally the case that the state of an object will depend both on its own properties and on the states of its subobjects.
Operators can access the system at different levels of granularity, and with possibly different types of views and levels of control, according to several factors (their profile, the conditions of the system, the current task being executed).
Requirements
The main goal of this project is defining a methodology that allows easy prototyping of a graphical user interface (GUI) for such systems. The prototyping has to be done by users who have a knowledge of the system under control; they should not necessarily have any deep knowledge of programming or GUI design. In this, our approach is different from several others which try to be general by focusing on GUI specification formalisms (see the Related Work section). This work proposes to model the system under control instead of the GUI. On one hand, this makes the methodology less general and only applicable to the domain of control systems (and possibly similar domains). But on the other hand, the methodology becomes accessible by people who don't have a specific GUI development know-how, and allows rapid prototyping by reusing existing information.
The requirements are the following:
a system expert must be able to specify the knowledge of the system under control it must be possible to generate an executable prototype of the GUI from the specification it must be feasible to verify properties and to validate the specification it must be possible to classify users into profiles it must be possible to define tasks, which may be available only to some user profiles
