COMNET I11 predicts the performance of network in COMNET 111. communic:ation networks using obiect-oriented as sources and sinks for Message and Connection
simulation analysis. No programming is required to use the standard package. For situations where a developer wishes to customize or fine-tune some aspect of the standard model, a MODSIM-based object-oriented development environment is provided for overriding the behavior of COMNET 111 objects. Model builders can add parameterized objects or their own customized objects to object libraries. COMNET I11 provides an integrated, graphical environment for model creation, execution, and analysis that permits interaction with the model while it executes.
In addition to modelling the operation of a network and its protocols in satisfying demands for data transport, COMNET I11 also models the scheduling of applications on end systems and the use of processing, storage, and transport resources during application execution. A COMNET I11 model may consist of hierarchic ally-defined subnetworks. The network workload is produced by Applications running on Application Nodes and by Message and Connection Generators that directly produce demands for data transport. Applications can be scheduled to occur according to an interarrival time distribution or by satisfaction of an incoming Message requirement. Messages originating at a Node are defined by a Message Generator. A Node can have several Message (and Connection) Generators. Each Message Generator has a Message name, a Message size distribution, an optional interarrival time distribution for directly producing messages, and a destination Node list with a probability associated with each destination, a Transport server name, and a Routing Class. A Message from a Message generator not associated with specific source and destination Nodes can inherit its source and destination from the destination and source of a triggering Message.
MODEL ELEMENTS
Messages created by an Application's Transport Request or by a Message Generator are transported from source to destination using Transport, Routing, Data Double-clicking on a Subnetwork icon shows the Nodes and Links in the Subnetwork; double-clicking on a Node, Link, or Generator icon brings up a dialog box for editing the details of the selected object. The user can interact with the simulation while it is executing in exactly the same way. By clicking on the icon for an object, the user can get current performance measures for the object.
It is also possible to change selected parameters during simulation execution. While the simulation executes, it is possible to turn on and off an animation of the flow of traffic in the model and to adjust the speed of the animation. When the simulation finishes executing, model results can be analyzed from within the same COMNET III, a complete presentation that supports your recommendation can be built. The presentation, including animated sequences and text, can be distributed on a floppy for replay on a PC. A PostScript file can also be generated for color or black-and-white hard copy output.
OBJECT LIBRARIES
An object library facility is provided to allow model builders to add parameterized objects or customized objects. Parameterized objects can be added without recompiling. An instance of an object is assigned specific parameter values and given a name and then added to a saved list of objects (the library). For example, a probability distribution object could be instantiated as a normal distribution with a mean of 500 and a standard deviation of 50 and given the name, E-MAIL. E-MAIL would appear subsequently as one of the distribution choices.
Selecting the E-MAL distribution automatically determines the type of distribution and its parameters. If the parameters of the E-MAIL distribution are changed, the change is effective everywhere. The same facility is provided for the parameters of all object classes in the model.
In situations where simply adjusting object parameters does not produce satisfactory behavior, a facility is provided for customizing objects and registering them in an object library. An object is customized by deriving a new object from an existing object and then overriding the methods or behaviors that require refinement.
Since the new object inherits all of the capabilities of the existing object, this approach minimizes the amount of code required for customization. It also means that after the model builder has customized a model, the integrated graphical environment for the model user is
