Getting EPG Information From the DVB-S/S2 by Richter, Lukáš
VŠB – Technická univerzita Ostrava
Fakulta elektrotechniky a informatiky
Katedra informatiky
Získávání EPG informací z
DVB-S/S2
Getting EPG Information from the
DVB-S/S2
2015 Lukáš Richter


Rád bych na tomto místeˇ podeˇkoval Ing. Davidu Seidlovi, Ph.D. za odborné vedení beˇ-
hem mé práce.
Abstrakt
Tato práce se zabývá vývojem a implementací aplikace pro získávání EPG dat z DVB-
S/S2 systému. Teoretická cˇást je zameˇrˇena zejména na distribuci servisních informací v
DVB systému. Praktická cˇást rˇeší implementaci aplikace v programovacím jazyku C++.
Kromeˇ této aplikace bylo naprogramováno jednoduché webové rozhraní pro zobrazení
získaných EPG dat.
Klícˇová slova: DVB, EPG, C++
Abstract
This thesis deals with the development and implementation of applications for getting
EPG data from DVB-S/S2 system. The theoretical part is focused on the distribution of
service information in DVB systems. The practical part describes implementation of ap-
plication in the C++ programming language. In addition to this application was pro-
grammed simple web interface to display obtained EPG data.
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Seznam použitých zkratek a symbolu˚
ATSC – Advanced Television Systems Committee
BAT – Bouquet Association Table
CAT – Conditional Access Table
CSS – Cascading Style Sheets
DIT – Discontinuity Information Table
DVB – Digital Video Broadcasting
DVB-C – Digital Video Broadcasting - Cable
DVB-H – Digital Video Broadcasting - Terrestrial
DVB-S – Digital Video Broadcasting - Satellite
DVB-T – Digital Video Broadcasting - Terrestrial
EBU – European Broadcasting Union
EIT – Event Information Table
ELG – European Launching Group
EPG – Electronic Program Guide
ETSI – European Telecommunications Standards Institute
HDTV – High-Definition Television
HTML – HyperText Markup Language
LDTV – Low-Definition Television
LNB – Low-Noise Block converter
MHP – Multimedia Home Platform
NIT – Network Information Table
PAT – Program Association Table
PES – Packetized Elementary Stream
PHP – Hypertext Preprocessor
PID – Packet Identifier
PMT – Program Map Table
PS – Program Stream
PSI – Program-Specific Information
RST – Running Status Table
SDT – Service Description Table
SI – Service Information
SIT – Selection Information Table
ST – Stuffing Table
TDT – Time Data Table
TOT – Time Offset Table
TS – Transport Stream
WPS – Wireless Provisioning Services
WSS – Widescreen signaling
XML – Extensible Markup Language
SDTV – Standard-Definition TeleVision
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51 Úvod
Analogové technologie jsou postupneˇ vytlacˇovány digitálními. Toto se nevyhnulo ani te-
leviznímu vysílání. Digitalizace prˇinesla nejen zkvalitneˇní služeb, ale i množství nových.
Jedním z prvních typu˚ digitálního vysílání bylo satelitní digitální vysílání. Satelitní vy-
sílání prˇineslo hlavneˇ zvýšení pocˇtu vysílaných programu˚, dále také datové služby a v
neposlední rˇadeˇ i televizi s vysokým rozlišením (HDTV). Satelitní digitální vysílání není
jediným typem digitálního vysílání, pozdeˇji vzniklo i kabelové a dále také pozemní a
nakonec digitální vysílání pro mobilní zarˇízení.
Jak již z názvu této práce vyplývá, cílem je vytvorˇit aplikaci, která bude získávat EPG
data z digitálního satelitního vysílání. EPG data jsou práveˇ jednou z datových služeb
umožneˇných digitalizací. V rámci této práce bude tedy vypracována aplikace pro sbeˇr
teˇchto dat z vysílání, jejíž funkcionalita bude detailneˇ popsaná. Tato aplikace bude naim-
plementována jako služba, která pobeˇží na pozadí systému. Dále bude v rámci práce
vytvorˇená jednoduchá aplikace pro reprezentaci teˇchto dat. Funkcionalita této aplikace
bude rovneˇž detailneˇ popsána v rámci této práce. Zdrojové kódy aplikací budou volneˇ
prˇístupné na vybraném serveru1.
Práce je rozvržena do peˇti kapitol. První kapitolou je úvod. Kapitola druhá nese ná-
zev Digital Video Broadcasting. Tato kapitola je složena z peˇti dílcˇích cˇástí. V první cˇásti
je základní popis technologie DVB. Druhá cˇást je veˇnována multiplexování, které umož-
nˇuje skládání více kanálu˚ do jednoho. Ve trˇetí cˇásti jsou popsány servisní tabulky, do
kterých jsou strukturovány servisní data. Cˇtvrtá cˇást se veˇnuje deskriptoru˚m, které jsou
prˇenášeny v rámci servisních tabulek a obsahují z pravidla rozsáhlejší data. Poslední cˇást
druhé kapitoly se zabývá EPG daty. Trˇetí kapitola nese název Možnosti rˇešení. Kapitola
je složena ze dvou dílcˇích cˇástí. V první cˇásti jsou porovnány jednotlivé programovací
jazyky vhodné pro rˇešení této práce, zejména pak C++ a Java. V druhé cˇásti jsou popsány
použité knihovny, prˇicˇemž nejdu˚ležiteˇjší je práveˇ Linux DVB API, které obstarává rˇízení
DVB karty.
Cˇtvrtá kapitola práce je veˇnována samotnému rˇešení. Jedná se o nejrozsáhlejší kapi-
tolu práce. Tato kapitola je složena ze cˇtyrˇ cˇástí. První cˇást je veˇnována vývoji aplikace
pro získávání EPG dat z DVB-S/S2 systému. Je zde podrobneˇ rozebrána funkcionalita
jednotlivých cˇástí aplikace. Další podkapitola se veˇnuje vývoji webového rozhraní pro
prezentaci získaných EPG dat. Je zde proveden návrh a také podrobneˇ popsaná funkcio-
nalita aplikace. Následující cˇást se zabývá testováním, je zde popsán postup a výsledky
testování aplikací a také rˇešení nalezených nedostatku˚. Prˇedposlední podkapitola se veˇ-
nuje možnostmi dalšího rozšírˇení a vylepšení aplikace pro získávání EPG informaci z
DVB-S/S2 systému. Poslední podkapitola popisuje použití jednotlivých aplikací.
1Zdrojové kódy je možné stáhnout z následujícího odkazu https://github.com/Lukas951/
Diploma.
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Z kraje 90. let vznikla skupina European Launching Group (ELG), která se zabývala pro-
blematikou zavedení digitální televize v celé Evropeˇ. Tato skupina byla pozdeˇji prˇejme-
nována na Digital Video Broadcasting Project (DVB). DVB Project je konsorcium více jak
200 firem (pu˚vodneˇ pouze evropského pu˚vodu, nyní ale po celém sveˇteˇ), kde od roku
1994 patrˇí i Cˇeská Televize. Specifikace DVB vydává Evropský telekomunikacˇní institut
ETSI ve spolupráci s Evropskou unií pro televizní a rozhlasové vysílání EBU.
DVB dnes nabízí neˇkolik úrovní kvality jak obrazu tak i zvuku, od televize s nízkou
rozlišovací schopností LDTV prˇes standardní televizi SDTV až po televizi s vysokou roz-
lišovací schopností HDTV, v prˇípadeˇ kvality zvuku pak od monofonního prˇes stereofonní
až po zvuk 5.1 respektive Dolby Digital.
Bylo specifikováno neˇkolik standardu˚:
DVB-S Standard digitálního televizního vysílání prˇes satelitní systémy.
DVB-T Standard digitálního televizního vysílání prˇes pozemní vysílacˇe.
DVB-C Standard digitálního televizního vysílání v sítích kabelových televizí.
K teˇmto standardu˚m pozdeˇji vznikly noveˇjší verze DVB-T2, DVB-S2 a také standard
DVB-H, který specifikuje digitální vysílání pro mobilní zarˇízení. Použití ru˚zných stan-
dardu˚ pro digitální vysílání ve sveˇteˇ, ilustruje obrázek 1. Z obrázku je patrné, že standard
DVB-T se dá považovat za nejrozšírˇeneˇjší.
V roce 2000 byla DVB Projektem schválená tzv. konvergence ve vysílání mobility a
multimédií. Od tohoto roku se specifikace DVB rozšírˇily na mobilní prˇíjem v automobi-
lech, mobilní prˇíjem v prˇijímacˇích typu mobilní telefon (DVB-H), set-top boxy založené
na rˇešení pomocí softwaru, interaktivní televizi, širokopásmový internet, otevrˇené normy
platformy multimediálních domácích zarˇízení MHP. [4]
2.1 Popis technologie
Jedním z hlavních du˚vodu˚ prˇechodu na digitální vysílání byla skutecˇnost lepšího vyu-
žití frekvencˇního spektra. Programy jsou prˇevádeˇny v reálném cˇase do datového toku a
následneˇ spolecˇneˇ komprimovány do formátu MPEG-2 (výjimecˇneˇ do formátu MPEG-
4, který je dokonalejší). Prakticky to znamená, že digitální vysílání umožnˇuje na jednom
kanále, ve srovnání s analogovým vysíláním, prˇenést hned neˇkolik televizních stanic sou-
cˇasneˇ (u analogového vysílání sloužil jeden vysílací kanál pouze pro jednu televizní sta-
nici). Skupina teˇchto kanálu˚ se nazývá multiplex, který mu˚že krom skupiny televizních
stanic obsahovat i neˇkolik doplnˇkových služeb (EPG, superteletext, atp). Pro tuto práci
je nejvýznamneˇjší práveˇ EPG (Electronic Program Guide, Elektronický programový pru˚-
vodce), kterému se veˇnuje kapitola 2.5.
7Obrázek 1: DVB ve sveˇteˇ [9]
2.2 Multiplexování
Jedná se o princip, který umožnˇuje vysílat více složek na jednom kanále. Aby bylo možné
vysílat více složek na jednom kanále, je nutné tyto složky sloucˇit. Toto sloucˇení se nazývá
multiplexování a provádí ho zarˇízení zvané multiplexer.
Jednotlivé zdrojové datové toky (PES - Packetized Elementary Stream) jsou nejprve
vedeny do primárního neboli programového multiplexeru. Tyto datové toky obvykle
prˇedstavují zakódované obrazové a zvukové signály generované audio/video kodérem.
Kromeˇ teˇchto datových toku˚ jsou do multiplexeru vedeny i doplnˇkové datové služby
(teletext, podtitulky, WSS, WPS atd). Výstupem z programového multiplexeru je tzv.
programový tok (PS - Program Stream). V praxi je obvykle videokodér, audiokodér a
primární multiplexer tvorˇen jediným zarˇízením, zvaným DVB kodér.
Výstupní programový datový tok primárního multiplexeru je dále veden do sekun-
dárního multiplexeru neboli transportního multiplexeru. Zde probíhá sloucˇení jednot-
livých programových toku˚ a doplnˇkových dat, jako jsou naprˇíklad EPG, datový karu-
sel, interaktivní aplikace apod., do jednoho transportního toku (TS - Transport Stream).
Kromeˇ toho transportní multiplexer vytvárˇí servisní data, která identifikují jednotlivé
složky výsledného transportního toku. Tato servisní data jsou usporˇádaná do tabulek,
které jsou prˇehledneˇ zobrazeny v tabulce 1. Princip multiplexování ilustruje obrázek 2.
[7]
2.2.1 Transport Stream Paket
Jednotlivé pakety TS mají délku 188 bytu˚. Každý TS zacˇíná hlavicˇkou o délce 4 byty. První
z nich tvorˇí synchronizacˇní byte. Další du˚ležitá informace uložená v hlavicˇce paketu je
identifikacˇní cˇíslo paketu tzv. PID (Packet Identification). Zbylých 184 bytu˚ paketu jsou
samotná data. Kompletní strukturu TS paketu ilustruje obrázek 3.
8Obrázek 2: Princip dvb multiplexování [1]
Obrázek 3: Struktura TS packetu [12]
92.3 Servisní informacˇní tabulky
Servisní informacˇní tabulky specifikuje norma EN 300 468 [3]. Tabulky jsou vysílané v
sekcích. Jednotlivé tabulky a jejich PID hodnoty jsou shrnuty v tabulce 1. Funkce jednot-
livých tabulek jsou shrnuty v následujícím výpisu:
Program Association Table (PAT) Pro každou službu v multiplexu, PAT oznacˇuje umís-
teˇní prˇíslušné PMT a NIT.
Conditional Access Table (CAT) CAT poskytuje informace o systémech CA používa-
ných v multiplexu.
Program Map Table (PMT) Podrobné informace o jednom programu a jeho složkách.
Network Information Table (NIT) Nese informace o síti samotné.
Bouquet Association Table (BAT) Poskytuje informace týkající se pugetu˚.
Service Description Table (SDT) Nese informace o službách v urcˇitém TS.
Event Information Table (EIT) Nese informace o vysílaných událostech (porˇadech).
Running Status Table (RST) Umožnˇuje prˇesné a rychlé aktualizace nacˇasování jednot-
livých událostí.
Time and Date Table (TDT) Nese pouze UTC datum a cˇas.
Time Offset Table (TOT) Nese UTC datum, cˇas a místní cˇasový posun.
Stuffing Table (ST) Úcˇelem této tabulky je rušení existujících sekcí na hranicích sys-
tému.
Selection Information Table (SIT) Používá se pouze v „cˇástecˇných“ (tj. zaznamenaných)
tocích. Nese prˇehled SI informací požadovaných pro popis toku˚ v cˇástecˇném bito-
vém toku.
Discontinuity Information Table (DIT) Používá se pouze v „cˇástecˇných“ (tj. zazname-
naných) tocích. Je vkládána tam, kde SI informace v cˇástecˇných bitových tocích
mu˚že být prˇerušovaná.
Každá tabulka má identifikátor table_id, ale jinak se tabulky svou strukturou liší. De-
tailní popis struktur jednotlivých tabulek poskytuje norma EN 300 468. Veˇtšina du˚leži-
tých informací je uchována v descriptorech jednotlivých tabulek. Tyto descriptory budou
popsány dále. Tabulky využívané v této práci budou popsány podrobneˇji. [3]
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Table PID value hex PID value dec
PAT 0x0000 0
CAT 0x0001 1
TSDT 0x0002 2
reserved 0x0003 to 0x000F 3 to 15
NIT, ST 0x0010 16
SDT, BAT, ST 0x0011 17
EIT, ST 0x0012 18
RST, ST 0x0013 19
TDT, TOT, ST 0x0014 20
network synchronization 0x0015 21
reserved for future use 0x0016 to 0x001D 22 to 29
DIT 0x001E 30
SIT 0x001F 31
Tabulka 1: Tabulka pro jednotlivé PID[3]
2.3.1 Service Description Table
Každá sekce SDT popisuje služby které obsahuje konkrétní TS (službou se zde rozumí na-
prˇíklad jednotlivé televizní programy jako je CˇT 1). SDT se cˇlení do service_description_se-
ctions podle syntaxe zobrazené na obrázku 4. Všechny cˇásti, které jsou soucˇástí SDT, se
vysílají v TS paketech s hodnotou PID 0x0011. Každá sekce, která popisuje aktuální TS,
má hodnotu table_id 0x42, a každá sekce SDT, která odkazuje na jiný než aktuální TS, má
hodnotu table_id 0x46. [3]
2.3.1.1 Popis jednotlivých atributu˚ SDT [3]
table_id: viz tabulka 2.
section_syntax_indicator: jednobitová hodnota, která musí být nastavena na "1".
section_length: Délka sekce v bytech.
transport_stream_id: Hodnota pro identifikaci TS.
version_number: Hodnota verze sub_table.
current_next_indicator: Jednobitová hodnota oznacˇující platnost sub_table.
section_number: Cˇíslo aktuální sekce.
last_section_number: Cˇíslo poslední sekce v sub_table.
original_network_id: Oznacˇení urcˇující network_id pu˚vodního dorucˇujícího systému.
service_id: Identifikacˇní cˇíslo služby.
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Obrázek 4: Service description sections[3]
EIT_schedule_flag: Jednobitová hodnota urcˇující, zda jsou EIT informace aktuální služby
dostupné v aktuálním TS.
EIT_present_following_flag: Aktuální služby dostupné v aktuálním TS.
running_status: Hodnota urcˇující status služby.
free_CA_mode: Jednobitová hodnota urcˇující zda je služba zakódovaná cˇi nikoli.
descriptors_loop_length: Celková délka deskriptoru v bytech.
2.3.2 Event Information Table
EIT poskytuje informace v chronologickém porˇadí vzhledem k porˇadu˚m obsaženým v
rámci každé služby. EIT je možné klasifikovat do cˇtyrˇ skupin podle hodnoty table_id:
1. aktuální TS, present/following informace o porˇadu = table_id = "0x4E",
2. ostatní TS, present/following informace o porˇadu = table_id = "0x4F",
3. aktuální TS, event schedule informace o porˇadech = table_id = "0x50"to "0x5F",
4. ostatní TS, event schedule informace o porˇadech = table_id = "0x60"to "0x6F".
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Value Description
0x00 program_association_section
0x01 conditional_access_section
0x02 program_map_section
0x03 transport_stream_description_section
0x04 to 0x3F reserved
0x40 network_information_section - actual_network
0x41 network_information_section - other_network
0x42 service_description_section - actual_transport_stream
0x43 to 0x45 reserved for future use
0x46 service_description_section - other_transport_stream
0x47 to 0x49 reserved for future use
0x4A bouquet_association_section
0x4B to 0x4D reserved for future use
0x4E event_information_section - actual_transport_stream, present/following
0x4F event_information_section - other_transport_stream, present/following
0x50 to 0x5F event_information_section - actual_transport_stream, schedule
0x60 to 0x6F event_information_section - other_transport_stream, schedule
0x70 time_date_section
0x71 running_status_section
0x72 stuffing_section
0x73 time_offset_section
0x74 to 0x7D reserved for future use
0x7E discontinuity_information_section
0x7F selection_information_section
0x80 to 0xFE user defined
0xFF reserved
Tabulka 2: Hodnoty jednotlivých table_id[3]
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Obrázek 5: Event information section[3]
Tabulka informací present/following obsahuje pouze informace týkající se pouze sou-
cˇasného porˇadu a chronologicky následujícímu patrˇícímu k dané službeˇ bud’ na aktuál-
ním TS nebo na ostatních TS. Tabulka event schedule bud’ pro aktuální nebo ostatní TS,
obsahuje list událostí ve formeˇ harmonogramu, které se konají v urcˇité dobeˇ za následu-
jícím porˇadem.
EIT je rozdeˇlena do event_information_sections podle syntaxe zobrazené na obrázku
5. Všechny cˇásti, které jsou soucˇástí EIT se vysílají v TS paketech s hodnotou PID 0x0012.
[3]
2.3.2.1 Popis jednotlivých atributu˚ EIT [3]
table_id: viz tabulka 2.
section_syntax_indicator: Jednobitová hodnota, která musí být nastavena na "1".
section_length: Délka sekce v bytech.
transport_stream_id: Hodnota pro identifikaci TS.
version_number: Hodnota verze sub_table.
current_next_indicator: Jednobitová hodnota oznacˇující platnost sub_table.
section_number: Cˇíslo aktuální sekce.
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Deskriptor Tag SI/PSI deskriptory
NIT BAT SDT EIT TOT PMT
network_name_descriptor 0x40 * - - - - -
service_list_descriptor 0x41 * * - - - -
service_descriptor 0x48 - - * - - -
short_event_descriptor 0x4D - - - * - -
extended_event_descriptor 0x4E - - - * - -
content_descriptor 0x54 - - - * - -
teletext_descriptor 0x56 - - - - - *
Tabulka 3: Tabulka vybraných deskriptoru˚[3]
last_section_number: Cˇíslo poslední sekce v sub_table.
original_network_id: Oznacˇení urcˇující network_id pu˚vodního dorucˇujícího systému.
segment_last_section_number: Cˇíslo posledního segmentu.
last_table_id: Hodnota posledního použitého table_id.
event_id Hodnota identifikující událost.
start_time Hodnota urcˇující cˇas zacˇátku porˇadu v UTC.
duration Hodnota urcˇující délku trvání porˇadu.
format
running_status: Hodnota urcˇující status služby.
free_CA_mode: Jednobitová hodnota urcˇující zda je služba zakódovaná cˇi nikoli.
descriptors_loop_length: Celková délka deskriptoru v bytech.
2.4 Deskriptory
Jak již bylo zmíneˇno, jsou servisní informace vysílané v rámci TS strukturovány do tabu-
lek. Popis teˇchto tabulek probeˇhl v cˇásti 2.3. Tyto tabulky také obsahuji tzv. deskriptory,
které se používají pro uchování obsáhlejších informací. Tabulka 3 obsahuje pouze vý-
beˇr neˇkterých deskriptoru˚, z nichž veˇtšina byla použita v této práci. Kompletní seznam
deskriptoru˚ je definovaný v normeˇ EN 300 468 [3].
Jednotlivé deskriptory se skládají z hlavicˇky a teˇla. V hlavicˇce se nachází tag deskrip-
toru a jeho délka. Teˇlo deskriptoru obsahuje užitecˇné informace a je pro každý typ deskrip-
toru ru˚zné. Práveˇ tento typ urcˇuje tag deskriptoru. Deskriptory využívané v této práci
budou popsány podrobneˇji v následujících odstavcích.
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Obrázek 6: Service descriptor[3]
Obrázek 7: Short event descriptor[3]
2.4.1 Service descriptor
Service descriptor (deskriptor služby) obsahuje název služby (název programu - CˇT 1,
NOVA atp.) a název poskytovatele (naprˇ. Cˇeské radiokomunikace). Další informaci prˇe-
nášenou v deskriptoru je typ služby. Syntaxe tohoto deskriptoru je zobrazena na obrázku
6. [3]
2.4.2 Short event decriptor
Short event deskriptor (krátký deskriptor události) obsahuje název vysílaného porˇadu
a jeho krátký popis. Tyto informace jsou soucˇástí EPG. Syntaxe tohoto deskriptoru je
zobrazena v obrázku 7. [3]
2.4.3 Extended event decriptor
Extended event descriptor (rozšírˇený deskriptor události) obsahuje detailní popis po-
rˇadu, který mu˚že být použit navíc k short event deskriptoru. Teˇchto deskriptoru˚ mu˚že
být více pro jeden porˇad v prˇípadeˇ popisu delšího než 256 bytu. Dále obsahuje cˇíslo ak-
tuálního deskriptoru a cˇíslo posledního deskriptoru, které mají využití práveˇ v prˇípadeˇ
delšího popisu než 256 bytu. Další obsaženou položkou v deskriptoru je kód zemeˇ re-
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Obrázek 8: Extended event descriptor[3]
Obrázek 9: Content descriptor[3]
spektive jazyku. Tyto informace jsou soucˇásti EPG. Syntaxe tohoto deskriptoru je zobra-
zena v obrázku 8. [3]
2.4.4 Content descriptor
Zámeˇrem content deskriptoru je poskytovat informace pro klasifikaci jednotlivých po-
rˇadu˚. Tyto informace jsou zakódovány pomocí dvou 4 bytových cˇísel. První cˇíslo speci-
fikuje, zdali se jedná o zprávy, film, seriál, sport atd. Druhé cˇíslo uprˇesnˇuje daný porˇad
(naprˇíklad u filmu urcˇuje, zdali se jedná o thriller, komedii atp.). Jednotlivé kódování kla-
sifikace porˇadu˚ obsahuje tabulka 5 v prˇíloze A. Syntaxe tohoto deskriptoru je zobrazena
v obrázku 9. [3]
2.5 Electronic program guide
Electronic program guide neboli elektronický programový pru˚vodce, je standardní služba
pro digitální vysílání umožnující zobrazit informace o vysílaném obsahu. Jedná se v pod-
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Akcent Kód Druhý znak Výsledek
cˇárka C2 AEIOUYaeiouy ÁÉÍÓÚÝáéíóúý
kroužek CA AUau ÅU˚åu˚
hácˇek CF CDENRSTZcdenrstz CˇDˇEˇNˇRˇŠTˇŽcˇd’eˇnˇrˇšt’ž
Tabulka 4: Tabulka pro kódování diakritiky podle standartu ISO 6937
stateˇ o elektronický (nejen) televizní program. Základní provedení EPG bez požadavku˚
na speciální middleware je definován normou EN 300 468. EPG data definovaná standar-
dem jsou prˇenášena pomocí tabulek EIT. Soucˇástí EPG dat jsou i informace o programech,
které jsou uloženy v tabulkách SDT. Detailní popis teˇchto tabulek probeˇhl v cˇásti 2.3.2.
Pro ukládání EPG dat se používá XMLTV formát. V tomto formátu se využívá pouze
dvou záznamu˚ a to channels a programme. Jak už z názvu vyplývá, je záznam channels po-
užívaný pro ukládaní dat o programu a záznam programme pro ukládání dat o porˇadech.
Veˇtšina informací o porˇadech/programech je nepovinná a nemusí být dostupná u všech
zdroju˚. Základní strukturu XMLTV formátu zobrazuje výpis 1. [8]
<tv>
<channel id="257">
display−name>CT 1</display−name>
</channel>
.
.
.
<programme channel="16647" start="20150402043000 +0200" stop="20150402045000 +0200"
>
< title lang="cs">Svet ve 20 minutach</title>
<sub−title lang="cs">Zajimave clanky ze svetovych medii.</sub−title>
</programme>
.
.
.
</tv>
Výpis 1: Struktura XMLTV
Pro kódování cˇeských znaku˚ je použit standard ISO 6937. Tento standard je zkonstru-
ován jako vícebytové rozšírˇení ANSCI. Neˇkteré kódy byly použity pro diakritické znaky
(výbeˇr základních znaku˚ pro cˇeskou diakritiku je zobrazen v tabulce 4).
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3 Možnosti rˇešení
Tato cˇást práce se zabývá možnostmi rˇešení, jako je porovnání programovacích jazyku˚,
jejich výhody cˇi nevýhody. Jsou sou zde také zahrnuty použité knihovny a jejich strucˇný
popis.
3.1 Porovnání jazyku˚
Prˇi výbeˇru programovacího jazyka bylo nutné vzít v úvahu požadavky kladené v rámci
zadání. Jedním z hlavních kritérií bylo omezení na operacˇní systém Linux. Tímto byla
množina programovacích jazyku˚ zúžena na následující: C, C++, JAVA.
Jazyk JAVA je plneˇ objektoveˇ orientovaný a disponuje oproti jazyku˚m C/C++ auto-
matickým správcem pameˇti tzn. garbage collector a zjednodušenou syntaxí. Pro svou
funkci ale potrˇebuje interpret tzn. virtuální stroj. Nutnost mít nainstalovaný virtuální
stroj v systému se stala klícˇovou prˇi výbeˇru implementacˇního jazyka, jelikož beˇh pro-
gramu ve virtuálním stroji omezuje prˇístup k hardwaru. Dalším du˚ležitým kritériem prˇi
rozhodování byl jazyk knihoven pro rˇízení DVB zarˇízení v operacˇním systému Linux.
Po du˚kladném zvážení byl jazykem pro implementaci aplikace zvolen jazyk C++,
který oproti jazyku C prˇináší neˇkolik inovací, jako je naprˇíklad možnost objektového
programování.
3.2 Knihovny
Tato cˇást se zabývá použitými knihovnami v diplomové práci. Základní sadou pro rˇí-
zení a práci s DVB kartou pod operacˇním systémem Linux je Linux DVB API. Dalším
du˚ležitým prvkem je balík knihoven a utilit dvb-apps.
3.2.1 Linux DVB API [5]
Linux DVB API se používá pro rˇízení DVB karet pod operacˇním systémem Linux. DVB
karty se obvykle skládají z teˇchto hardwarových komponent:
• Frontend skládající se z tuneru a demodulátoru
Frontend zarˇízení prˇijímá signál ze satelitu cˇi antény nebo prˇímo z kabelu. Zarˇízení
konvertuje a demoduluje signál do MPEG datového proudu (TS). V prˇípadeˇ sate-
litu, frontend zahrnuje zarˇízení pro ovládání satelitní techniky (SEC), které umož-
nˇuje kontrolu LNB polarizace, vice-zdrojových prˇepínacˇu˚ nebo rotaci paraboly.
• Conditional Access (CA) hardware jako jsou CI adaptéry a sloty pro inteligentní
karty
Kompletní TS prochází prˇes CA hardware. Programy, na které má uživatel prˇístup
(rˇízené inteligentními kartami), jsou dekódovány v reálném cˇase znovu vloženy do
TS.
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Obrázek 10: Komponenty DVB karet[5]
• Demultiplexer, který filtruje prˇíchozí datový proud
Demultiplexer rozdeˇlí TS do jeho komponent, jako jsou datové toky zvuku a videa.
Kromeˇ obvykle neˇkolika takových zvukových a obrazových toku˚ rovneˇž obsahuje
datové toky s informací o nabízených programech v tomto nebo jiném proudu stej-
ného poskytovatele.
• MPEG2 zvukový a video dekodér
Demultiplexer rozešle audio a video datové toky do prˇíslušných MPEG2 dekodéru˚.
Po dekódování prˇecházejí jako nekomprimované audio a video na obrazovku po-
cˇítacˇe nebo (prostrˇednictvím PAL / NTSC enkodéru) na obrazovku televizoru.
Obrázek 10 zobrazuje hrubé schéma datových a ovládacích toku˚ mezi komponentami
DVB karet.
Linux DVB API umožnˇuje tyto hardwarové komponenty ovládat prostrˇednictvím
šesti unixových zarˇízení pro video, zvuk, frontend, demux, CA a IP-over-DVB síteˇ. Za-
rˇízení pro video a zvuk ovládá MPEG-2 dekódovací hardware, frontend zarˇízení ovládá
tuner a DVB demodulátor. Zarˇízení demux umožnˇuje ovládat PES a filtry sekcí pomocí
hardware. Pokud hardware filtrování nepodporuje, mu˚že byt implementováno progra-
moveˇ. Zarˇízení CA rˇídí hardware podmíneˇného prˇístupu.
3.2.2 Dvb-apps [6]
Jedná se o balík knihoven a sadu utilit užitecˇných jak pro vývojárˇe, tak pro konecˇného
uživatele. Pro tuto práci jsou du˚ležité zejména tyto knihovny:
• Knihovna libucsi
Tato knihovna je urcˇená pro parsování SI tabulek. Proto se nabízí její použití prˇi
dekódování tabulek tvorˇících EPG data.
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• Knihovna libdvbcfg
Tato knihovna umožnˇuje vytvárˇet a parsovat konfiguracˇní soubory digitálních ka-
nálu˚. Pro tuto práci je zajímavá funkce dvbcfg_zapchannel_parse, která provádí
parsování konfiguracˇního souboru.
Dvb-apps nabízí i neˇkolik zajímavých utilit, zejména pak scan, dvbscan a t/c/s zap.
První dveˇ jmenované utility se používají pro generování konfiguracˇního souboru pro do-
stupné kanály. Poslední ze jmenovaných utilit se používá pro ladeˇní jednotlivých kanálu˚.
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4 Rˇešení
Tato kapitola se bude veˇnovat samotnému implementování aplikací. Jedná se o aplikaci
pro získání EPG dat, které má beˇžet jako trvalá služba pod systémem Linux a dále o
webové aplikaci pro zobrazení získaných EPG dat. Bude zde popsán jak princip a funkce
jednotlivých aplikací, tak také okomentovaný pru˚beˇh a výsledky testování. Dále zde
bude zmíneˇno neˇkolik možností vylepšení respektive rozšírˇení aplikace.
Jak již bylo zmíneˇno v kapitole 3.1, hlavní aplikace jakožto aplikace pro získání EPG
dat bude implementována pomocí jazyka C++. Pro aplikaci zobrazující získané EPG data
bude využito jazyku˚ HTML, JavaScript a PHP.
4.1 Aplikace pro získávání EPG informací z DVB-S systému
V rámci této podkapitoly probeˇhne popis vývoje aplikace pro získávání EPG informací z
DVB-S/S2 systému. Bude zde proveden návrh logické funkcionality aplikace a dále bu-
dou detailneˇ popsány jednotlivé funkcˇní celky. Tyto celky jsou: parsování konfiguracˇního
souboru, ladeˇní, nastavení DiSEqC, získání dat, zpracování dat a export dat do XML.
4.1.1 Linux daemon
Linux démon je oznacˇení pro službu v operacˇním systému Linux. Jelikož jedním z poža-
davku˚ zadání bylo naimplementovat aplikaci, aby mohla beˇžet jako trvalá služba, proto
bylo nutné zohlednit tento požadavek jak v návrhu, tak i v implementaci samotné.
Démon je tedy typ programu, který beˇží nenápadneˇ v pozadí systému. Démon se
spouští bud’ samotným systémem, spoušteˇcím skriptem nebo uživatelem prˇes terminál.
Prˇíkladem takového programu mu˚že být naprˇíklad webový server. [10]
Základní struktura démona je:
• Rozveˇtvení rodicˇovského procesu
K tomu je urcˇena funkce fork(), která vrací celocˇíselnou hodnotu reprezentující zís-
kaný PID.
• Zmeˇna masky práv noveˇ vytvorˇených souboru˚ (umask)
Aby bylo možné zapisovat a cˇíst ze souboru vytvorˇených démonem, je nutné zmeˇ-
nit režim masky souboru. K tomuto úcˇelu je urcˇená funkce umask(). Nastavením
umask(0) získáme plný prˇístup k souboru˚m vytvorˇeným démonem.
• Otevrˇení log souboru˚ pro zápis
Tato cˇást je volitelná, jsou zde otevrˇeny jednotlivé log soubory jako je syslog pro
zápis.
• Vytvorˇení unikátního Session ID (SID)
Proces musí získat od rodicˇovského procesu unikátní SID. K tomuto je urcˇená funkce
setsid(), která vrací celocˇíselnou hodnotu reprezentující získaný SID.
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• Zmeˇna pracovního adresárˇe
Pracovní adresárˇ by meˇl být zmeˇneˇn na místo, které zde bude vždy prˇítomné. Je-
likož ne všechny distribuce Linuxu úplneˇ dodržují standardní hierarchii soubo-
rového systému, jediným takovým adresárˇem je root "/". Funkce provádeˇjící tuto
zmeˇnu jechdir("/").
• Zavrˇení standardních file deskriptoru˚
Jedním z posledních kroku˚ v nastavení démona je zavrˇení standardních deskrip-
toru˚ souboru˚ (STDIN, STDOUT, STDERR). Vzhledem k tomu, že démon nemu˚že
používat terminál, jsou tyto deskriptory souboru˚ nadbytecˇné. Využívá se funkce
close().
• Samotný kód démona
Veˇtšinou je tvorˇen nekonecˇnou smycˇkou (hlavní smycˇka programu). [11]
4.1.2 Návrh aplikace
Prˇi návrhu aplikace bylo nutné vycházet z požadavku˚ daných zadáním. Aplikace by
meˇla získávat EPG data vysílané na ru˚zných transpondérech družice. Na tyto transpon-
déry je nutné DVB kartu naladit. Informace o jednotlivých transpondérech jsou uloženy
v konfiguracˇním souboru channels.conf, který je možné vygenerovat prostrˇednictvím uti-
lity scan obsažené v balíku dvb-apps. Detailneˇjší popis balíku dvb-apps byl proveden v
sekci 3.2.2. Základní použití utility scan je následující:
Pro systém DVB-S/S2: scan /usr/share/dvb/dvb-s/Astra-23.5E > channels.conf
Pro systém DVB-T: scan /usr/share/dvb/dvb-t/cz-All > channels.conf
Takto vygenerovaný konfiguracˇní soubor obsahuje informace du˚ležité pro ladeˇní pro
dostupné programy, kde jeden rˇádek obsahuje údaje práveˇ pro jeden program.
Aplikace by tedy meˇla rozparsovat rˇádek konfiguracˇního souboru, naladit podle zís-
kaných dat a následneˇ zahájit sbeˇr EPG informací z vysílaní. Získané informace je nutné
zpracovat. Tímto zpracováním se zamýšlí rozkódování jednotlivých informací ze servis-
ních tabulek, dále prˇevod z formátu ISO 6937 do formátu UTF-8. Takto získaná a zpra-
cována data je nutné uložit do vhodné struktury. Po získání a zpracování EPG dat by
se meˇlo prˇejít k dalšímu rˇádku konfiguracˇního souboru a proces opakovat. Pro lepší ilu-
straci je tento proces zachycen v diagramu aktivit 11. Jelikož má být aplikace implemen-
tována jako trvalá služba, je v diagramu aktivit zachycena pouze jedna iterace hlavní
smycˇky programu.
Zde však nastává problém v urcˇité „náhodnosti“ získaných EPG dat. DVB systém
umožnˇuje z prˇijatých dat získat data s urcˇitým PID, ale už není možné ovlivnit o jaké
data se konkrétneˇ jedná, tzn. neˇkterá data aplikace prˇijme víckrát a na jiná budu muset
dlouho cˇekat.
Z tohoto du˚vodu je efektivneˇjší necˇekat na všechny EPG informace k jednomu pro-
gramu, ale získávat EPG data jednoho kanálu pouze urcˇitý cˇas a následneˇ prˇeladit na
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Export dat do XML
Získání dat
zavření konfiguračního souboru
Zpracování dat
Ladění
Načtení konfiguračních dat
Konec souboru?
Otevření konfiguračního souboru
Ano
Ne
Obrázek 11: Diagram aktivit
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další program, prˇicˇemž k prˇedchozímu programu se aplikace vrátí v další iteraci hlavní
smycˇky. Urcˇitým zrychlením by mohla být i paralelizace získávání dat.
4.1.3 Komunikace s DVB kartou
Pro komunikaci je využito Linux DVB API, které bylo detailneˇji popsané v kapitole 3.2.1.
Základní funkce pro komunikaci jsou funkce open, close, read, ioctl. Tyto funkce je nutné
detailneˇ popsat, jelikož jsou cˇasto využívány v samotné aplikaci.
int open(const char *deviceName, int flags); Funkce prˇijímá dva parametry. Prvním pa-
rametrem je rˇeteˇzec reprezentující cestu k zarˇízení (frontend, demux atd.). Druhý
parametr urcˇuje režim, v jakém se s zarˇízením pracuje (naprˇíklad readonly, read/write
viz [5]). Funkce vrací parametr typu int reprezentující File Descriptor.
int close(int fd); Funkce prˇijímá parametr typu int, který reprezentuje File Descriptor zís-
kaný drˇíveˇjším zavolání funkce Open. Funkce ukoncˇuje komunikaci se zarˇízením.
int read(int fd, void *buf, int count); Funkce má trˇi parametry. Prvním z nich je File De-
scriptor zarˇízení demux. Druhý parametr je pointr na buffer pro uložení získaných
dat. Posledním parametrem je velikost bufferu. Funkce vrací hodnotu int reprezen-
tující velikost získaných dat.
int ioctl(int fd, int request, ...); Tato funkce se používá pro nastavení a získání vlastností
frontend zarˇízení. Pro toto využití prˇijímá funkce trˇi parametry. Prvním je File De-
scriptor urcˇitého frontend zarˇízení, druhým parametrem je celocˇíselná hodnota re-
prezentující požadovanou operaci (naprˇ. FE_SET_FRONTEND, FE_GET_FRONT-
END, viz [5]). Jako trˇetí parametr se prˇedává urcˇitá struktura zvolená podle typu
operace. V prˇípadeˇ zmíneˇných operací je to struktura dvb_frontend_parameters.
4.1.4 Parsování konfiguracˇního souboru
Jelikož jsou data o jednotlivých kanálech uložena v konfiguracˇním souboru s jistou struk-
turou, je nutné tento soubor rozparsovat. Pro parsování konfiguracˇního souboru je vyu-
žitá knihovna libdvbcfg, která již byla zmíneˇná v sekci 3.2.2. Z této knihovny byla vy-
užitá funkce dvbcfg_zapchannel_parse viz výpis 2. Ve výpisu je ilustrováno práveˇ volání
této funkce. Tato funkce má trˇi parametry. První z nich reprezentuje konfiguracˇní soubor,
druhým je callback funkce, která se volá pro každý rozparsovaný rˇádek konfiguracˇního
souboru. Posledním parametrem jsou privátní data, která jsou prˇeposlány až do callback
funkce. V tomto prˇípadeˇ je tento parametr nevyužit.
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FILE ∗fchannels = fopen(channelsfile, " r " ) ;
if (fchannels == NULL)
{
syslog(LOG_INFO, "Unable to open %s\n", channelsfile);
exit (1) ;
}
dvbcfg_zapchannel_parse(fchannels, channels_cb, (void∗) void);
Výpis 2: Volání funkce pro parsování konfiguracˇního souboru
Samotné parsování probíhá následovneˇ. Nejprve je otevrˇen konfiguracˇní soubor v
režimu read. Následneˇ je zavolána funkce dvbcfg_zapchannel_parse s prˇíslušnými parame-
try. Funkce pak rozparsovává konfiguracˇní soubor rˇádek po rˇádku. Rozparsovaná data
jednoho rˇádku pak pomocí struktury dvbcfg_zapchannel prˇedá callback funkci. Tato call-
back funkce je volaná pro každý rozparsovaný rˇádek zvlášt’. V tomto prˇípadeˇ slouží pro
callback funkce channels_cb.
V rámci této funkce je prˇevedena struktura dvbcfg_zapchannel z knihovny libdvbcfg
na strukturu dvb_frontend_parameters, která je soucˇásti Linux DVB API. Tento prˇevod byl
nutný z du˚vodu dalšího využití dat ve funkci pro ladeˇní, která vyžaduje data ve strukturˇe
dvb_frontend_parameters. Následneˇ jsou získány file deskriptory pro frontend a demux za-
rˇízení pomocí funkce open s prˇíslušnými parametry. Poté je provedeno zjišteˇní typu zarˇí-
zení pomocí funkce ioctl. Funkci je prˇedán file deskriptor, dále parametr FE_GET_INFO
a posledním parametrem je struktura pro návrat dat z funkce dvb_frontend_info. Takto
je získána struktura obsahuje mimo jiné i požadované informace o zarˇízení. Na základeˇ
teˇchto informací a rozparsovaných dat z konfiguracˇního souboru je rozhodováno, jestli
se jedná o zarˇízení DVB-S, poprˇípadeˇ zarˇízení DVB-T. V prˇípadeˇ zarˇízení DVB-T se prˇe-
dají parametry funkci pro ladeˇní a je provedeno naladeˇní a následné získání EPG dat.
Pokud se jedná o zarˇízení DVB-S, je provedena korekce frekvence podle typu LNB. Poté
se provádí nastavení zarˇízeni DiSEqC, naladeˇní a získaní EPG dat.
4.1.5 Ladeˇní
Pro samotné ladeˇní byla naimplementována funkce tune. Funkce prˇijímá dva parametry.
Prvním je file deskriptor fe_fd a druhým parametrem je struktura dvb_frontend_parameters
obsahující data pro naladeˇní. Naladeˇní, respektive nastavení frontend zarˇízení, je prove-
deno pomocí funkce ioctl. Funkci je prˇedán file deskriptor, dále parametr FE_SET_FRONT-
END a dále struktura dat pro naladeˇní. Struktura dvb_frontend_parameters obsahuje ru˚zná
data podle typu zarˇízení (DVB-T, DVB-S, atd.), ale nastavení frontend zarˇízení se provádí
stejneˇ. Funkce je zobrazena ve výpisu 3.
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int tune(int fe_fd , dvb_frontend_parameters p)
{
if ( ioctl (fe_fd , FE_SET_FRONTEND, &p) < 0) {
syslog(LOG_INFO, "FE_SET_FRONTEND failed");
return −1;
}
return 1;
}
Výpis 3: Funkce tune
Jak již bylo zmíneˇno, nastavené parametry ve strukturˇe dvb_frontend_parameters se
liší podle typu zarˇízení. Parametry sdílené pro všechny zarˇízení jsou frequency a inver-
sion. Další parametry pak záleží na typu zarˇízení, v prˇípadeˇ DVB-S to jsou: symbol_rate,
fec_inner. V prˇípadeˇ zarˇízení DVB-C se jedná o parametry: symbol_rate, fec_inner, modu-
lation. Jestliže se jedná o zarˇízení DVB-T jsou parametry následující: bandwidth, code_rate_HP,
code_rate_LP, constellation, transmission_mode, guard_interval, hierarchy_information. Prˇes-
neˇjší popis teˇchto parametru˚ a možnosti nastavení popisuje dokument [5].
4.1.6 Nastavení DiSEqC
Pro nastavení DiSEqC jsou využity funkce diseqc a funkce diseqc_send_msg. Tyto funkce
byly získané a následneˇ upravené z balíku˚ dvb-apps, konkrétneˇ z utility szap, jejíž au-
torem je Johannes Stezenbach (2001). Ve funkci diseqc je pouze prˇipraven tzv. diseqc mas-
ter command, což je zpráva posílaná zarˇízením frontend do zarˇízení DiSEqC. Poté je tato
zpráva prˇedána funkci diseqc_send_msg ve formeˇ struktury dvb_diseqc_master_cmd. Mimo
tento parametr funkce prˇijímá další parametry du˚ležité pro nastavení DiSEqC zarˇízení
(fe_sec_voltage_t, fe_sec_tone_mode_t, fe_sec_mini_cmd_t). Ve funkci diseqc_send_msg je pouze
nastaveno zarˇízení frontend podle prˇijatých parametru˚ pomocí funkce ioctl.
4.1.7 Získání dat
Pro získávání EPG informací z DVB vysílání bylo využito Linux DVB API, které je po-
drobneˇji popsané v sekci 3.2.1. Samotné získání pak provádí funkce readData, která je
zobrazená ve výpisu 4. Tato funkce byla prˇevzata a upravena od Ing. Davida Seidla,
PhD.
int read_data(int defd, __u8 ∗ data, int size_data , int pid) {
long dmx_buffer_size = TS_BUF_SIZE;
if ( ioctl (defd,DMX_SET_BUFFER_SIZE,dmx_buffer_size) < 0){
syslog(LOG_INFO, "set demux buffer failed");
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return 0;
}
struct dmx_sct_filter_params sctFilterParams;
memset(&sctFilterParams, 0, sizeof(struct dmx_sct_filter_params));
sctFilterParams.pid=pid;
sctFilterParams.timeout=3000;
sctFilterParams.flags=DMX_IMMEDIATE_START|DMX_CHECK_CRC;
if ( ioctl (defd,DMX_SET_FILTER,&sctFilterParams) < 0){
syslog(LOG_INFO, "set demux filter failed");
return 0;
}
int len = read(defd,data,size_data);
return len;
}
Výpis 4: Funkce readData
Funkce má cˇtyrˇi parametry. Prvním parametrem je parametr int defd, který reprezen-
tuje tzv. File descriptor získaný zavoláním funkce open(), která je soucˇástí DVB API. Dal-
ším parametrem je __u8 * data, který prˇedstavuje buffer pro získaná data. Tento parametr
souvisí i s parametrem následujícím, a to s parametrem int size_data, jenž prˇenáší veli-
kost dat. Posledním parametrem funkce je parametr int pid. Tento parametr reprezentuje
požadovaný PID.
Funkce nejprve nastaví velikost kruhové vyrovnávací pameˇti využívané pro filtro-
vaná data. K tomu dochází voláním funkce ioctl s parametry: file deskriptor defd, DMX_-
SET_BUFFER_SIZE, požadovaná velikost bufferu dmx_buffer_size. Dále je ve funkci vy-
tvorˇen filtr, který umožnˇuje získat data s prˇíslušným PID. Tento filtr se nastaví opeˇt
voláním funkce ioctl s parametry: file deskriptor defd, DMX_SET_FILTER a struktura
dmx_sct_filter_params obsahující požadované parametry. Posledním krokem je samotné
získání dat, k cˇemuž je využito metody z DVB API, konkrétneˇ metody read.
Pro tuto práci jsou du˚ležitá data v tabulkách s PID 17 a 18. PID 17 reprezentuje tabulku
STD. Tato tabulka obsahuje data o programech (podrobneˇjší popis probeˇhl v sekci 2.3.1).
PID 18 reprezentuje tabulku EIT. Tato tabulka obsahuje data o jednotlivých porˇadech
(podrobneˇjší popis probeˇhl v sekci 2.3.2).
4.1.8 Datové kontejnery
Pro uchování získaných dat bylo nutné navrhnout datovou strukturu. Díky zvolenému
jazyku C++ bylo možné tyto kontejnery vytvorˇit pomocí trˇíd. Byly navrženy dveˇ trˇídy
pro uchování informací o kanálech a programech. Pro informace o kanálech byla navr-
žená trˇída channelData a pro informace o programech trˇída eventData. Strukturu teˇchto
trˇíd zobrazuje trˇídní diagram na obrázku 12.
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event_data
-service_id : int
-event_id : int
-duration : int
-running_status : int
-start_time : int
-language_code : string
-event_name : string
-short_text : string
-extended_text : string
+set_service_id(int id) : void
+set_event_id(int id) : void
+set_duration(int d) : void
+set_running_status(int status) : void
+set_start_time(int time) : void
+set_language_code(string code) : void
+set_event_name(string name) : void
+set_short_text(string text) : void
+set_extended_text(string text) : void
+set_extended_text2(string text) : void
+get_service_id() : int
+get_event_id() : int
+get_duration() : int
+get_running_status() : int
+get_start_time() : int
+get_language_code() : string
+get_event_name() : string
+ get_short_text() : string
+get_extended_text() : string
+get_extended_text2() : string
channel
-service_id : int
-provider_name : string
-service_name : string
+set_service_id(int id) : void
+set_provider_name(string name) : void
+set_service_name(string name) : void
+get_service_id() : int
+get_provider_name() : string
+get_service_name() : string
Obrázek 12: Trˇídní diagram datových kontejneru˚
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Každá z teˇchto dvou trˇíd obsahuje atributy a jejich getry a setry reprezentující jednot-
livé EPG údaje, jako je naprˇíklad název programu atp.
Jelikož každá instance trˇídy tvorˇí pouze jeden porˇad/program, tak bylo nutné tyto
instance ukládat do kolekce. Jako vhodný typ datové kolekce byl zvolen list.
4.1.9 Zpracování dat
Zpracování dat se dá považovat za nejrozsáhlejší cˇást aplikace. Data získaná pomocí
funkce read_data jsou dále zpracovávána podle jejich typu. Pokud se jedná o informace
o programech, jsou prˇedány funkci parse_channels a pokud se jedná o informace o porˇa-
dech, jsou data prˇedaná funkci parse_events. Zpracování dat v obou teˇchto prˇípadech je
velice podobné, proto bude popsán pouze zpu˚sob zpracování dat, které obsahují infor-
mace o porˇadech.
Jak již bylo zmíneˇno, data o porˇadech získaná z vysílání s PID 18, jsou dále prˇe-
dány funkci parse_events. Kromeˇ teˇchto dat funkce prˇijímá parametr reprezentující ve-
likost teˇchto dat. V této funkci jsou data dekódována do struktury section pomocí metody
section_codec, která je soucˇástí knihovny libucsi. Poté je podle table_id rozhodnuto, zda-li se
jedná o data o porˇadech viz sekce 2.3.2 a tabulka 2. Následneˇ probeˇhne další dekódování
pomocí funkce section_ext_decode, tímto je získána struktura section_ext, která je nutná
pro další dekódovací krok pomocí funkce dvb_eit_section_codec. Takto je získána struktura
dvb_eit_section. Tato struktura obsahuje již data o urcˇitých porˇadech, které jsou uloženy v
podobeˇ pole struktur typu dvb_eit_event. Pro pru˚chod tímto polem knihovna libucsi ob-
sahuje speciální cyklus typu for-each (dvb_eit_section_events_for_each). Tímto cyklem jsou
tedy procházeny jednotlivé porˇady v podobeˇ struktur dvb_eit_event, které obsahují pro
tuto práci du˚ležitá data. Tyto data jsou: event_id, start_time, duration, running_status,
free_ca_mode a dále pole struktur deskriptoru˚. Jelikož nejzajímaveˇjší data jsou uloženy
v deskriptorech, je nutné tyto deskriptory projít a data získat. K tomu úcˇelu obsahuje
knihovna libucsi opeˇt speciální cyklus typu for-each (dvb_eit_event_descriptors_for_each).
Tímto cyklem jsou tedy procházeny jednotlivé deskriptory, které jsou rozparsovávány
pomocí funkce parse_event_descriptor. Tato funkce má dva parametry. První z nich je struk-
tura reprezentující deskriptor, druhým parametrem je objekt typu event_data (viz sekce
4.1.8). Funkce parse_events je zobrazena ve výpisu 5.
void parse_events(uint8_t ∗buf, int len, list <event_data> &events)
{
struct section ∗section;
struct section_ext ∗section_ext = NULL;
if ((section = section_codec(buf, len)) == NULL) {
return;
}
switch(section−>table_id) {
case stag_dvb_event_information_nownext_actual:
case stag_dvb_event_information_nownext_other:
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case 0x50: case 0x51: case 0x52: case 0x53: case 0x54: case 0x55: case 0x56: case 0x57:
case 0x58: case 0x59: case 0x5a: case 0x5b: case 0x5c: case 0x5d: case 0x5e: case 0x5f:
case 0x60: case 0x61: case 0x62: case 0x63: case 0x64: case 0x65: case 0x66: case 0x67:
case 0x68: case 0x69: case 0x6a: case 0x6b: case 0x6c: case 0x6d: case 0x6e: case 0x6f:
{
struct dvb_eit_section ∗eit ;
struct dvb_eit_event ∗cur_event;
struct descriptor ∗curd;
time_t start_time;
if ((section_ext = section_ext_decode(section, 1)) == NULL) {
return;
}
if (( eit = dvb_eit_section_codec(section_ext)) == NULL) {
return;
}
dvb_eit_section_events_for_each(eit, cur_event) {
event_data E = event_data();
start_time = dvbdate_to_unixtime(cur_event−>start_time);
E.set_service_id(dvb_eit_section_service_id(eit) ) ;
E.set_event_id(cur_event−>event_id);
E.set_duration(dvbduration_to_seconds(cur_event−>duration));
E.set_running_status(cur_event−>running_status);
E.set_start_time(( int ) start_time) ;
dvb_eit_event_descriptors_for_each(cur_event, curd) {
parse_event_descriptor(curd, E);
}
AddIntoEventList(events, E);
}
break;
}
}
}
Výpis 5: Funkce parseEvents
Ve funkci parse_event_descriptor je podle tagu deskriptoru rozhodnuto o jeho typu (viz
tabulka 3 a podrobneˇjší popis deskriptoru˚ 2.4). V tomto prˇípadeˇ jsou pro tuto práci du˚-
ležité deskriptory nesoucí krátký a prodloužený popis porˇadu (short_event_descriptor, ex-
tended_event_descriptor). Podle typu deskriptoru dále probeˇhne dekódování do struktury
konkrétního deskriptoru a to opeˇt pomocí funkcí z knihovny libucsi. V prˇípadeˇ deskrip-
toru pro krátký popis porˇadu se jedná o funkci dvb_short_event_descriptor_codec a struk-
turu dvb_short_event_descriptor. Nyní již máme prˇístup k datu˚m uložených v deskriptoru.
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V tomto prˇípadeˇ jsou to data: event_name, short_text, language_code. Dekódování dat
deskriptoru pro prodloužený popis porˇadu je obdobný a získaná data jsou pouze exten-
ded_text. Funkce parse_events_descriptor zobrazena ve výpisu 6.
void parse_event_descriptor(struct descriptor ∗d, event_data &E)
{
switch(d−>tag) {
case dtag_dvb_short_event:
{
struct dvb_short_event_descriptor ∗dx;
struct dvb_short_event_descriptor_part2 ∗part2;
dx = dvb_short_event_descriptor_codec(d);
if (dx == NULL) {
return;
}
part2 = dvb_short_event_descriptor_part2(dx);
E.set_event_name(ToString(dx−>event_name_length,
dvb_short_event_descriptor_event_name(dx)));
E.set_short_text(ToString(part2−>text_length, dvb_short_event_descriptor_text(part2)));
E.set_language_code(ToString(3, dx−>language_code));
break;
}
case dtag_dvb_extended_event:
{
struct dvb_extended_event_descriptor ∗dx;
struct dvb_extended_event_descriptor_part2 ∗part2;
dx = dvb_extended_event_descriptor_codec(d);
if (dx == NULL) {
return;
}
part2 = dvb_extended_event_descriptor_part2(dx);
E.set_extended_text(ToString(part2−>text_length,
dvb_extended_event_descriptor_part2_text(part2)));
break;
}
}
}
Výpis 6: Funkce parseEventsDeskriptor
Jak již bylo zmíneˇno v cˇásti 2.5, jsou textová data v DVB kódována pomocí normy
ISO 6937. Proto je nutné provézt jakousi konverzi. Pro tento prˇevod je naimplemento-
vána funkce ToString. Jedná se pouze o dekódovací tabulku. Funkce má dva parametry.
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První je délka tohoto textu a druhý je samotný text ve formátu ISO 6937. Ve funkci je
tento text procházen po jednotlivých znacích. Pokud se jedná o ANSCI znak tzn. pokud
je hexadecimální hodnota znaku menší než 0x7F, je tento znak prˇidán do výsledného rˇe-
teˇzce. Pokud se jedná o hexadecimální hodnotu vyhrazenou pro diakritické znaménko
(viz tabulka 4 v cˇásti 2.5), tak se prˇejde na další znak a podle typu diakritického zna-
ménka a konstrukce switch se rozhodne o podobeˇ výsledného znaku, který se prˇidá do
výsledného rˇeteˇzce. Výsledný rˇeteˇzec je vrácen z funkce jako návratová hodnota typu
string.
Takto získaná data jsou prˇirˇazena do generických kolekcí typu list. První z kolekcí
slouží pro uchování dat o programech, druhá slouží pro uchování dat o porˇadech. Pro
prˇidání dat do kolekcí jsou naimplementovány prˇíslušné funkce, konkrétneˇ tedy funkce
AddIntoEventList, AddIntoChannelList. V teˇchto funkcích je procházen prˇíslušný list prvku˚
a je zjišteˇno, zda prˇidávaný prvek již v listu neexistuje, aby se zamezilo duplikaci dat.
Rozhodnutí zda prvek již v kolekci existuje, je provedeno na základeˇ porovnání prˇísluš-
ných service_id v prˇípadeˇ programu a event_id v prˇípadeˇ porˇadu. Pokud prvek v kolekci
neexistuje, tak je prˇidán.
4.1.10 Export do XMLTV
Podle specifikace v zadání je jedním z požadavku˚ ukládat získaná data ve formátu XMLTV
tak, aby informace o programech byly uloženy v samostatných souborech. K tomuto
úcˇelu slouží funkce ToXml. Tato funkce má dva parametry. První reprezentuje list typu
channel (list pro jednotlivé programy) a druhým je list typu event_data (list pro jednot-
livé porˇady). V této funkci je procházen v cyklu list pro programy. Podle tohoto listu
se vytvárˇejí jednotlivé XML soubory. Tento cyklus obsahuje vnorˇený cyklus procházející
jednotlivé porˇady. Podle parametru service_id se rozhoduje, jestli porˇad patrˇí k urcˇitému
programu. V prˇípadeˇ že ano, je tento porˇad zapsán do XML souboru prˇíslušného pro-
gramu. Export do XML probíhá na konci každé iterace hlavní smycˇky tzn. prˇi dokoncˇení
procházení konfiguracˇního souboru.
4.2 Webové rozhraní
Jedním z požadavku˚ kladených zadáním diplomové práce bylo vytvorˇení jednoduchého
webového rozhraní pro prezentaci získaných EPG dat. Prˇi vývoji byl kladen du˚raz na
jednoduchost a prˇehlednost. Prˇi navrhování aplikace bylo vycházeno z již existujících
aplikací a zabeˇhlých zvyklostí. Prˇíkladem mu˚žou být obycˇejné televizní noviny nebo tele-
vizní program poskytovaný službou seznam.cz dostupný na adrese http://tv.seznam.
cz/. Návrh webového rozhraní je zobrazen na obrázku 14.
Pro vývoj bylo využito jazyku˚ HTML, JavaScript, PHP, CSS. Prˇi vývoji bylo postupo-
váno podle návrhu. Webové rozhraní usporˇádává data jednotlivých programu˚ do sloupcu˚.
Porˇady jednotlivých programu˚ jsou setrˇídeˇny od nejstarších po nejnoveˇjší. Do rozhraní
byla naimplementována možnost zobrazit pouze porˇady pro urcˇitý den.
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Obrázek 13: Návrh webového rozhraní
4.2.1 Popis funkcionality
Pomocí JavaScriptu respektive JQuery jsou naimplementovány dveˇ funkce, a to kon-
krétneˇ funkce getData a funkce getList. Úkolem funkce getList je naplnit dropdown list
možnými dny pro výbeˇr EPG dat, které získá pomocí PHP skriptu. Komunikace je pro-
vedena pomocí metody get. Poté funkce cˇeká na odpoveˇd’ od serveru s daty strukturo-
vanými pro html dropdownlist. Tato data jsou pouze prˇidána jako možnost výbeˇru do
dropdown listu.
Úkolem funkce getData je prˇedat PHP skriptu hodnotu z dropdown listu, která repre-
zentuje požadovaný den a vycˇkat na požadovaná data. Výchozí hodnota zajistí získání
dat všech. Komunikace je provedená pomocí metody post. Data jsou jako v prˇedchozím
prˇípadeˇ již prˇipravena do požadované struktury a stacˇí je pouze prˇidat na stránku.
Jak již bylo zmíneˇno, serverová strana prˇipravuje požadovaná data pomocí dvou PHP
skriptu˚. Skript pro generování dat pro dropdown list a skript pro prˇípravu EPG dat.
Skript generující data pro dropdown list projde všechny XML soubory, reprezentující
EPG data, v adresárˇi pomocí cyklu foreach. Vnorˇený foreach cyklus prochází XML sou-
bor a vybírá pouze datum zacˇátku porˇadu, které následneˇ ukládá do pole (php metodou
in_array je oveˇrˇováno, jestli již v poli tento datum není). Po projití všech XML souboru˚ v
adresárˇi by v poli meˇla být uložena všechna data. Toto pole je pak setrˇídeˇno a následneˇ
projeto foreach cyklem a jednotlivá data jsou strukturována do podoby HTML tagu op-
tion, který reprezentuje jednotlivé volby v dropdown listu. Druhým skriptem je skript
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pro získání EPG dat. Tomuto skriptu jsou prˇedána data reprezentující požadovaný den.
Ve skriptu jsou dále procházeny XML soubory s EPG daty. Z XML souboru je nejprve
získán název programu, který je hned prˇeveden do požadované podoby a vrácen funkcí
echo. Dále jsou vnorˇeným cyklem procházeny jednotlivé informace o porˇadech, které jsou
také ihned strukturovány do požadované podoby a vráceny funkcí echo. Tímto zpu˚sobem
jsou projeté veškeré XML soubory s EPG daty. Tato funkce je zobrazena ve výpisu 7.
<?php
$day = $_POST["den"];
$files = glob("EPG/∗");
foreach( $files as $file ) {
$xml=simplexml_load_file($file) ;
echo "<td>";
echo "<span class=\"nazev\">" . $xml−>channel−>{’display−name’} . "</span></br>";
echo "_____________________________________</br>";
foreach($xml−>programme as $program) {
$start = $program[’start ’ ];
$stop = $program[’stop’ ];
$dt = new DateTime("@$start");
if ($day == $dt−>format(’d−m−Y’) || $day == "all"){
echo $dt−>format(’H:i d−m−Y’) . " − ";
$dt = new DateTime("@$stop");
echo $dt−>format(’H:i d−m−Y’) . "</br>";
echo "<b>" . $program−>title . "</b></br>";
if ( strlen ($program−>desc) > 0 ){
echo $program−>desc . "</br>";
}
echo "_____________________________________</br>";
}
}
echo "</td>";
}
?>
Výpis 7: PHP skript pro prˇedání EPG dat
Výsledná webová aplikace pro reprezentaci získaných EPG dat je zobrazena na ob-
rázku 14. Z obrázku je zrˇetelná sloupcová struktura zmíneˇna na zacˇátku této podkapitoly.
Dále je možné videˇt ovládací prvek pro výbeˇr EPG dat pro urcˇitý den.
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4.3 Testování
Testování probíhalo výhradneˇ na systému DVB-T. To bylo umožneˇno díky podobnosti
se systémem DVB-S. Odlišnosti jednotlivých systému˚ zasáhly pouze do neˇkolika funkcí.
Jednou z teˇchto funkcí byla funkce pro ladeˇní tune, kde je rozdíl v parametrech potrˇeb-
ných pro ladeˇní jednotlivých kanálu˚. Díky odlišnosti teˇchto parametru˚ je jasné, že další
upravenou funkcí musí být funkce pro rozparsovávání konfiguracˇních souboru˚, kon-
krétneˇ tedy callback funkce channels_cb.
Bylo objeveno a opraveno neˇkolik drobných chyb jak v aplikaci pro získávání EPG
dat z DVB vysílání, tak i u aplikace pro prezentování výsledných EPG dat. Jednou z
nalezených chyb u aplikace pro získávání EPG dat bylo špatné prˇirˇazování dat do pro-
meˇnných objektu˚ reprezentujících jednotlivé porˇady. Díky této chybeˇ byla do datového
kontejneru, v prˇípadeˇ dlouhých popisu˚ jednotlivých porˇadu˚, uložena pouze poslední
cˇást dat (z posledního deskriptoru extended_event_descriptor). Jak už bylo zmíneˇno v cˇásti
2.4.3, tak v prˇípadeˇ prodloužených popisu˚ porˇadu prˇenášených pomocí deskriptoru˚ ex-
tended_event_descriptor mu˚že být popis porˇadu prˇenášen v neˇkolika teˇchto deskriptorech.
Výsledný text je poté nutné složit ze všech prˇijatých deskriptoru˚ pro tento porˇad. Pro
opravu této chyby stacˇilo zmeˇnit operátor prˇirˇazení (=) ve funkci setExtendedText za kom-
binaci operátoru prˇirˇazení s operátorem plus (+=). Touto malou zmeˇnou bylo dosaženo
požadované funkcionality. Prˇíkladem nalezené chyby ve webové aplikaci pro prezentaci
získaných EPG dat mu˚že být chybné zobrazování neˇkterých speciálních znaku˚ v názvech
porˇadu˚. Jedním z teˇchto znaku˚ je znak &, který v HTML má speciální funkci. Možností
rˇešení této chyby bylo více, ale jako nejefektivneˇjší bylo zvoleno upravení funkce ToString
v aplikaci pro získávání EPG dat. Jak už bylo zmíneˇno v cˇásti 4.1.9, ve funkci je proveden
prˇevod textu z formátu ISO 6937, prˇicˇemž je procházený text po jednotlivých znacích. Do
funkce byla prˇidaná podmínka pro dekódování znaku &, jako &amp; což je ekvivalentní
kódové oznacˇení znaku & pro HTML.
Jelikož získávání EPG dat je velice nárocˇné na cˇas, tak byla provedena optimalizace
pomocí vláken, kdy po naladeˇní na urcˇitý kanál bylo zahájeno získávání dat ve cˇtyrˇech
vláknech. Teoreticky by tak rychlost získávání dat meˇla být cˇtyrˇnásobná. Prakticky se
však jedná o mnohem menší zrychlení, jelikož vlákna získají z velké cˇásti stejná data. Do
vláken bylo prˇidáno zpoždeˇní, aby sbeˇr dat ve vláknech startoval v ru˚zných okamžicích.
Tímto se podarˇilo dosáhnout lepší optimalizace.
4.4 Možnosti dalšího rozšírˇení a vylepšení
Aplikace dokáže získávat EPG data ze zarˇízení DVB-S a dále také DVB-T. Jedním z mož-
ných rozšírˇení by mohla být podpora dalších zarˇízení, naprˇíklad DVB-C nebo v USA
používaného ATSC.
Aplikace vyžaduje pro svou funkci konfiguracˇní soubor s jednotlivými kanály. Tento
soubor je nutné vygenerovat prˇed spušteˇním aplikace softwarem trˇetí strany (viz 4.1.2).
Dalším rozšírˇením aplikace by tedy mohla být možnost automatického generování kon-
figuracˇního souboru v rámci aplikace.
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Obrázek 15: Ukázka konfiguracˇního souboru
V prˇípadeˇ neprˇetržitého chodu aplikace by bylo dobré zvažovat vylepšení správy
pameˇti. Aplikace ukládá data do kolekce, která se stále rozširˇuje, cˇímž rostou nároky na
operacˇní pameˇt’. Vylepšení by mohlo být provedeno naprˇíklad tak, že by se provádeˇlo
rozširˇování XML souboru novými EPG daty namísto rozširˇování kolekce a kompletního
prˇepisu XML souboru. Dalším rozšírˇením aplikace souvisejícím se správou pameˇti, by
mohla být implementace skriptu, který by byl spoušteˇn v neˇjakých cˇasových intervalech
a jehož úkolem by bylo mazání starých EPG dat z XML souboru.
4.5 Použití aplikace
Aplikace je prˇiložena ve formeˇ zdrojových kódu˚, proto prˇed použitím musí být nejdrˇíve
prˇeložena. Pro usnadneˇní je prˇiložen Makefile. Další podmínkou je existence konfiguracˇ-
ního souboru.
4.5.1 Potrˇebné knihovny a jejich instalace
Pro správnou funkcˇnost je nutné mít v pocˇítacˇi nainstalováno Linux DVB API a knihovnu
libucsi (viz. sekce 3.2). Jelikož všechny potrˇebné knihovny obsahuje balík dvb-apps, je
nejjednodušším rˇešením tedy instalace tohoto balíku. Instalaci lze provézt v distribuci
Ubuntu prˇíkazem:
sudo apt-get install dvb-apps
Tímto získáme vše potrˇebné pro prˇeložení aplikace. Pro samotné prˇeložení je prˇiložen
Makefile a je nutné se pouze prˇesunout do adresárˇe aplikace, naprˇíklad pomocí prˇíkazu
cd a spustit prˇeložení prˇíkazem make.
4.5.2 Konfiguracˇní soubor
Pro správnou funkci aplikace je nutné mít konfiguracˇní soubor. Jak tento soubor získat,
bylo popsáno v sekci 4.1.2. Struktura souboru je zobrazena na obrázku 15.
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4.5.3 Spušteˇní aplikace
Aplikaci je možné spustit z adresárˇe aplikace pomocí prˇíkazu ./epgread. Byla také naim-
plemetována možnost uprˇesnit neˇkterá nastavení aplikace pomocí parametru˚. Jednotlivé
parametry a jejich popis je zobrazen v následujícím výpisu:
• -a cˇíslo: cˇíslo použitého adaptéru (výchozí 0),
• -f cˇíslo: cˇíslo použitého frontend zarˇízení (výchozí 0),
• -d cˇíslo: cˇíslo použitého demux zarˇízení (výchozí 0),
• -c soubor: cesta ke konfiguracˇnímu souboru (výchozí /tmp/channels.conf ),
• -l cˇíslo: cˇíslo reprezentující typ LNB (výchozí 0):
0 - UNIVERSAL,
1 - DBS,
2 - STANDARD,
3 - ENHANCED,
4 - C-BAND,
• -t cesta: cesta k XML souboru˚m (výchozí /tmp/XML/).
Neúspeˇšné spušteˇní aplikace se zaznamenává v systémovém logu, který se nachází v
/var/log/syslog.
4.5.4 Webové rozhraní
Aplikace pro reprezentaci EPG dat vyžaduje webový server, naprˇíklad Apache s nainsta-
lovaným PHP. Aplikace zobrazuje obsah všech XML souboru˚ s EPG daty ve složce XML,
kterou je nutné spolu se zdrojovými kódy webového rozhraní nakopírovat na server.
Prˇesným postupem instalace potrˇebného softwaru se zabývá prˇíloha B.2.
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5 Záveˇr
Cílem práce bylo navrhnout a realizovat systém, který bude prostrˇednictvím DVB-S/S2
karty získávat EPG informace vysílané na jednotlivých transpondérech družice. Dále vy-
tvorˇit jednoduchý webový interface pro reprezentaci EPG dat a jednotlivé aplikace otes-
tovat.
V rámci práce byly jednotlivé cíle splneˇny. Výsledná aplikace navíc umožnˇuje získá-
vat EPG data také ze systému DVB-T. Webový interface umožnˇuje zobrazovat získaná
data roztrˇídeˇná dle programu a serˇazená podle cˇasu. Navíc je naimplementována mož-
nost vybírat program jen pro urcˇitý den. V rámci testování bylo objeveno neˇkolik drob-
ných chyb, jenž byly popsány v kapitole zabývající se testováním 4.3, dále bylo testování
zameˇrˇeno na zvýšení rychlosti získávání EPG dat. Toho bylo docíleno pomocí zpracování
ve vláknech. Získávání dat bylo tedy rozdeˇleno do cˇtyrˇech vláken, ale jelikož vlákna zís-
kávala z velké cˇásti stejná data, zdálo se rozdeˇlení do vláken zbytecˇné. Tento problém se
podarˇilo cˇástecˇneˇ vyrˇešit prodlevou prˇed spušteˇním každého vlákna.
První kapitola práce pojednává o digitálním vysílání a jeho zpracování. Je zde tedy
krátký historický náhled na vývoj DVB, dále základní popis technologie, který je násle-
dován multiplexováním. Kapitola dále pokracˇuje popisem vybraných servisních infor-
macˇních tabulek a deskriptoru˚. Poslední cˇást kapitoly je veˇnována EPG datu˚m.
Druhá kapitola popisuje jednotlivé možnosti rˇešení, jako je volba programovacího
jazyka. Dále jsou v této kapitole zmíneˇny vhodné knihovny pro tuto práci, konkrétneˇ
tedy Linux DVB API a balík knihoven dvb-apps.
Trˇetí kapitola se veˇnuje samotnému rˇešení. V první cˇásti je popsán vývoj a funkci-
onalita aplikace pro získávání EPG dat z DVB-S/S2 vysílání. Druhá cˇást je veˇnována
webovému rozhraní, kde je opeˇt popsán vývoj a funkcionalita aplikace. Trˇetí cˇást této ka-
pitoly je zameˇrˇena na testování. Cˇtvrtá cˇást kapitoly obsahuje možnosti dalšího rozšírˇení
a vylepšení. V poslední cˇásti je popsáno použití aplikace.
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A Tabulky
nibble_level_1 nibble_level_2 Description
0x0 0x0 to 0xF undefined content
Movie/Drama:
0x1 0x0 movie/drama (general)
0x1 detective/thriller
0x2 adventure/western/war
0x3 science fiction/fantasy/horror
0x4 comedy
0x5 soap/melodrama/folkloric
0x6 romance
0x7 serious/classical/religious/historical movie/drama
0x8 adult movie/drama
0x9 to 0xE reserved for future use
0xF user defined
News/Current affairs:
0x2 0x0 news/current affairs (general)
0x1 n ews/weather report
0x2 news & magazine
0x3 documentary
0x4 discussion/interview/debate
0x5 to 0xE reserved for future use
0xF user defined
Show/Game show:
0x3 0x0 show/game show (general)
0x1 game show/quiz/contest
0x2 variety show
0x3 talk show
0x4 to 0xE reserved for future use
0xF u ser defined
Sports:
0x4 0x0 sports (general)
0x1 special events (Olympic Games, World Cup, etc.)
0x2 sports magazines
0x3 football/soccer
0x4 tennis/squash
0x5 team sports (excluding football)
0x6 athletics
0x7 motor sport
0x8 water sport
0x9 winter sports
0xA equestrian
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0xB martial sports
0xC to 0xE reserved for future use
0xF user defined
Children’s/Youth programmes:
0x5 0x0 children’s/youth programmes (general)
0x1 pre-school children’s programmes
0x2 entertainment programmes for 6 to14
0x3 entertainment programmes for 10 to 16
0x4 informational/educational/school programmes
0x5 cartoons/puppets
0x6 to 0xE reserved for future use
0xF user defined
Music/Ballet/Dance:
0x6 0x0 music/ballet/dance (general)
0x1 rock/pop
0x2 serious music/classical music
0x3 folk/traditional music
0x4 jazz
0x5 musical/opera
0x6 ballet
0x7 to 0xE reserved for future use
0xF user defined
Arts/Culture (without music):
0x7 0x0 arts/culture (without music, general)
0x1 performing arts
0x2 fine arts
0x3 religion
0x4 popular culture/traditional arts
0x5 literature
0x6 film/cinema
0x7 experimental film/video
0x8 broadcasting/press
0x9 new media
0xA arts/culture magazines
0xB fashion
0xC to 0xE reserved for future use
0xF user defined
Social/Political issues/Economics:
0x8 0x0 social/political issues/economics (general)
0x1 magazines/reports/documentary
0x2 economics/social advisory
0x3 remarkable people
0x4 to 0xE reserved for future use
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0xF user defined
Education/Science/Factual topics:
0x9 0x0 education/science/factual topics (general)
0x1 nature/animals/environment
0x2 technology/natural sciences
0x3 medicine/physiology/psychology
0x4 foreign countries/expeditions
0x5 social/spiritual sciences
0x6 further education
0x7 languages
0x8 to 0xE reserved for future use
0xF user defined
Leisure hobbies:
0xA 0x0 leisure hobbies (general)
0x1 tourism/travel
0x2 handicraft
0x3 motoring
0x4 fitness and health
0x5 cooking
0x6 advertisement/shopping
0x7 g ardening
0x8 to 0xE reserved for future use
0xF user defined
Special characteristics:
0xB 0x0 original language
0x1 black and white
0x2 unpublished
0x3 live broadcast
0x4 plano-stereoscopic
0x5 local or regional
0x6 to 0xE reserved for future use
0xF user defined
Reserved for future use:
0xC to 0xE 0x0 to 0xF reserved for future use
User defined:
0xF 0x0 to 0xF user defined
Tabulka 5: Tabulka pro kódování content deskriptoru [3]
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B Implementace
Soucˇástí práce je také CD s implementací a elektronickou podobou práce ve formátu PDF.
B.1 Instalace aplikace pro získávání EPG dat
1. Instalace potrˇebných knihoven - sudo apt-get install dvb-apps,
2. prˇeložení zdrojových kódu˚ - make,
3. vygenerování konfiguracˇního souboru:
DVB-S: scan /usr/share/dvb/dvb-s/Astra-23.5E > /tmp/channels.conf,
DVB-T: scan /usr/share/dvb/dvb-t/cz-All > /tmp/channels.conf,
4. spušteˇní aplikace s výchozím nastavením (viz. sekce 4.5.3) - ./epgread.
B.2 Instalace webového serveru
1. Instalace webového serveru Apache:
• sudo apt-get update,
• sudo apt-get install apache2,
2. instalace PHP - sudo apt-get install php5 libapache2-mod-php5 php5-mcrypt,
3. dalším krokem je nastavení práv pro prˇístup k souboru˚m v adresárˇi var/www:
• sudo chgrp -R www-data /var/www,
• sudo usermod -a -G www-data demousername,
• sudo chmod -R 2770 /var/www,
4. dále je nutné nakopírování zdrojových souboru˚, vcˇetneˇ vygenerovaných EPG dat
ve formátu XML do adresárˇe /var/www/,
5. posledním krokem je restartování webového serveru prˇíkazem - sudo service apache2
restart.
Pokud je vše správneˇ nastavené a nainstalované, prˇístupem na http://localhost, je
možné spustit webové rozhraní pro prezentaci EPG dat.
