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1 はじめに
ソフトウェアの保守は対象ソフトウェアの修正を伴うが，近
年のソフトウェア大規模化や複雑化により，欠陥箇所の特定や
修正方法の決定がより困難になっている．
このような場合の対処法として，スペクトルによる欠陥局所化
がある．スペクトルとはソフトウェアテストの結果やカバレッ
ジ，プログラムスライシングを指しており，スペクトルによる欠
陥局所化はこれらを用いることで，修正対象の知識無しに欠陥
箇所の候補を提示する (文献 [1])．しかし，スペクトルによる欠
陥局所化は，(a)テスト成功時に通過した箇所に含まれる欠陥は
検出できない可能性がある．また，(b)欠陥の内容に関する情報
が得られない．そのため，提示された欠陥候補から真の欠陥箇
所とその修正方法を発見するためにソフトウェアの理解をする
必要がある．
本論文は (a), (b) の問題へ対処するために，欠陥箇所の候補
を挙げるのみでなくどのように修正すべきかを提示する手法を
提案する．
2 本論文のアプローチ
既存の欠陥局所化手法は，2つの仮説に基づいている．
2.a 失敗したテストの実行パス上に欠陥がある可能性は高い
2.b 成功したテストの実行パス上に欠陥がある可能性は低い
欠陥箇所を実行したことによりテストが失敗したと考えられる
ため，2.aの仮説はもっともらしい．しかし，テストの成否に関
わらず実行される箇所も存在するため，そのような箇所に欠陥
が含まれる場合は仮説 2.bにより候補から除外されやすい．
本論文では，次のような仮説に基づくアプローチを提案する．
ソフトウェアの一部を改変しテストを実行した結果，
2.1 改変前のソフトウェアで失敗していたテストが改変後のソ
フトウェアで成功した場合，その改変によって欠陥が正し
く修正された可能性がある
2.2 改変前のソフトウェアで成功していたテストが改変後のソ
フトウェアで失敗した場合，その改変によって新たな欠陥
が注入された可能性が高い
本手法のアプローチでは，改変の影響によりテスト結果に生じ
た変化を捕捉することで欠陥局所化を行う．また，加えた改変
により欠陥が修正された可能性があるならば，その改変が欠陥
修正のヒントとなり，場合によっては完全な修正方法となる可
能性がある．これにより問題 (b)を改善する．
3 ミューテーション法とその拡張
2節で示した本論文のアプローチと似た既知の手法として，ソ
フトウェアテストの品質を測る手法であるミューテーション法
が存在する．よって，ミューテーション法について述べた後に，
本論文の手法へ利用する場合の問題と，その問題を解決するた
めの拡張について述べる．
3.1 ミューテーション法
ミューテーション法は，欠陥のないプログラムへ意図的にバ
グを混入し，そのバグをテストが検出した割合をテストセット
の品質の指標とする．ミューテーション法の手順を次に示す．
M.1 素となるソフトウェア (オリジナル)のテストを実行し，成
功したテストのみからなる新たなテストセットを作成する．
M.2 オリジナルへ様々な改変 (ミューテーション)を加え，改変
されたソフトウェア (ミュータント)を生成する．
M.3 新しいテストセットを用いて各ミュータントのテストを実
行．そのテスト結果に基づきミュータントを次のように分
類する．
Kill ミュータントがテストセットに含まれるいずれかの
テストに失敗した．すなわち，テストセットがミュー
タントに含まれるミューテーションを発見できた．
Alive ミュータントがテストセットに含まれる全てのテス
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トに成功した．すなわち，テストセットがミュータン
トに含まれるミューテーションを発見できなかった．
M.4 各ミュータントの分類から，生成されたミュータントのテ
ストの評価値であるミューテーションスコア (MS)を算出
する．MS は，ミュータントの総数に対する Kill に分類
されたミュータントの数の割合と定義される．生成された
ミュータントの数をM とし，そのうち Killと分類された
のミュータントの数を Mk とすると，式 1 により求めら
れる．
MS =
Mk
M
(1)
MSが高いテストセットは，ソフトウェアへ加えられた改変の検
出率が高いことを表し，質の良いテストセットとされる．
3.2 ミューテーション法の拡張
ソフトウェアの修正が必要となる場面では，バグレポートな
どによりテストセットへ追加された失敗するテストも考慮する
必要がある．また，ミューテーション法を用いてソフトウェア
の修正方法を提示するためには，欠陥のあるプログラムから生成
された各ミュータントが修正方法としてどれほど適切かを評価
する必要がある．しかし，元のミューテーション法ではオリジ
ナルが失敗したテストについて考慮されておらず，また，ミュー
テーションスコアもテストの評価値であり，ミュータントの評
価値ではない．そこで，オリジナルが失敗したテストに対し新
たな分類を定義し，個々のミュータントに対する，テスト結果の
変化に基づく評価値を２つ定義する．次に，この評価値を用い
て，ソフトウェアに対する修正候補としてのミュータントの妥
当性を表す修正スコアを定義する．
3.2.1 テスト結果変化の分類
オリジナルのテスト結果とミュータントのテスト結果に応じ
て，テストセットに含まれる個々のテストに対し各ミュータン
トを分類する．オリジナルが成功したテストについては，拡張
前のミューテーション法と同様の分類となる．しかし，オリジ
ナルが失敗したテストについては拡張前のミューテーション法
には分類が存在しないため，次のような 2 つの分類を新たに定
義する．
Repair オリジナルが失敗したテストにミュータントが成功し
たことを表し，そのテストの結果そのミュータントが欠陥
を修正したと考えられる
Failure オリジナルが失敗したテストにミュータントも失敗し
たことを表し，そのテストに限ってはそのミュータントが
欠陥を修復しないと考えられる
3.2.2 修復率・成功維持率の定義
3.2.1節で定義した分類に基づき，ミュータントの修復率と成
功維持率を定義する．修復率はオリジナルが失敗したテストに
対するミュータントが Repair と分類された数の割合と定義す
る．また，成功維持率はオリジナルが成功したテストに対する
ミュータントが Alive に分類された数の割合と定義する．m を
ミュータント，Np; Nf をそれぞれオリジナルが成功したテス
トの数と失敗したテストの数，mR;mA をミュータント m が
Repair, Aliveと分類された数とすると，修復率 Rep(m)は式 2，
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成功維持率 SKeep(m)は式 3となる．
Rep(m) =
mR
Nf
(2)
SKeep(m) =
mA
Np
(3)
3.2.3 修正スコアの定義
ミュータントが，ソフトウェアの修正であるために要求され
る条件は以下の 2点である．
A 修正前に成功していたテストを失敗させない
B 修正前に失敗していたテストを成功させる
Aは成功維持率が高いこと，Bは修復率が 0でないことである．
提案手法における最終的な評価値である修正スコアは，この両方
の適性を一元的に表す必要がある．すなわち，成功維持率と修
復率の高いとき大きく，いずれか一方でも低いときに小さくな
る関数を選択する．その関数の候補として，積，相加平均，ユー
クリッドノルムを検討する．
Scorem(m) = Rep(m) SKeep(m) (4)
Scorea(m) =
Rep(m) + SKeep(m)
2
(5)
Scoree(m) =
p
Rep(m)2 + SKeep(m)2 (6)
これら式 4{6 は，修復率と成功維持率がともに 1:0 の場合に最
大値 1:0 (ユークリッドノルムは最大値
p
2)をとり，そのミュー
タントは与えられたテストセット上での完全な修正と言える．
4 適用実験・評価
評価は欠陥を含むプログラムを用いて，修正スコアの降順に
全ミュータントを順位付けした上で行い，提案手法による検出結
果の正しさを確認した．欠陥箇所と同じ行をミューテーション
した全てのミュータントを検出すべきミュータントとした．こ
れは，完全な修正となるミューテーションが常に存在するとは
限らないため，そのような場合でも不完全な修正のミュータン
トから欠陥箇所を指摘できるかを評価するためである．
4.1 評価用プログラムと使用したミューテーション
評価用プログラムは，Siemense Test Suite(文献 [2])に含まれ
る Tcas を Java へ書き直し使用した．Tcas は総行数 176 行の
比較的短いプログラムであり，ループや再帰，switch文を含ま
ない簡素な構造となっている．また，欠陥のないプログラム 1
個の他に，欠陥を注入したプログラムが 41個，1608個のテスト
からなるテストセットが付属している．今回の実験及び評価に
て使用したミューテーションは論理演算式の操作，比較演算式
の操作，四則及び剰余演算式の操作，定数の 0への置換，定数の
( 1)倍，及び 2項演算式の右辺，もしくは左辺の除去である．
4.2 修正スコア算出方法の比較
欠陥箇所と同じ行をミューテーションした全てのミュータン
トを検出すべきミュータントとし，3.2.3節にて定義した 3つの
修正スコアについて，検出すべきミュータントの平均順位と，各
Tcas 欠陥バージョンにおいて検出すべきミュータントが 1 位
を獲得できた割合を比較した．欠陥箇所と同じ行をミューテー
ションした全てのミュータントを検出すべきミュータントとし
た理由は，完全な修正となるミューテーションが常に存在する
とは限らないため，不完全な修正のミュータントからでも欠陥
箇所を指摘できるかを評価するためである．結果を表 1に示す．
平均順位と 1 位取得率ともに積が最も良い．これは，相加平均
とユークリッドノルムはともに平均の効果により，修復率と成
功維持率のどちらか高いものが低いものを補っており，一方で
積はその効果が無いことによると考える．そのため，3.2.3節に
て述べた，いずれか一方でも低いときに小さくなる性質が強い
積が有効であったと考える．しかし，積についても平均順位が
16.83位，1位の割合が 53%程度と低いため，修正スコアのの定
義については引き続きより効果的な定義を模索する必要がある．
4.3 テストによる順位の変化
元々のミューテーション法は，テストセットに境界値入力の
テストが多く含まれるほどMSが高くなる傾向がある．そこで，
積 平均 ユークリッドノルム
平均順位 16.83 24.62 20.08
1位取得率 0.53 0.26 0.26
表 1 修正スコア定義別の平均順位と 1位取得率の比較
(I) (II) (III)
テスト数 1608 1629 1629
MS 74.87% 90.6% 74.87%
平均順位変動数   153:9個 27:8個
表 2 テストの追加による順位の変動
提案手法における境界値入力のテストの影響を，全ミュータン
トについて確認した．各欠陥バージョンのミュータントは，テ
ストを追加した際に順位が変わるものと変わらないものがある
ため，順位が変わるミュータントの数を欠陥バージョン 41 個
で平均したものを平均順位変動数と定義する．平均順位変動数
が大ことは追加されたテストによるミュータントの順位変動が
激しいことを表し，最小値 0 の場合は追加したテストにより順
位が変動したミュータントが無いことを示す．Tcas付属テスト
1608個 (I)に境界値入力のテスト 21個を追加した場合 (II)，ラ
ンダムな入力のテスト 21個を追加した場合 (III)で平均順位変
動数を比較したものを表 2 に示す．順位をつける基となる修正
スコアは，4.2節にて最も良い結果である積を使用した． これよ
り，ランダムな入力のテストと比べ，境界値入力のテストは効率
的に順位の変動を起こしていることがわかる．順位の変動が起
こるということは，追加したテストを成功させた修正方法とし
ての適性が高いものほどスコアが高くなり，逆にテストを失敗
させた適正が低いものほどスコアが低くなることを表す．よっ
て提案手法は，境界値入力のテストが多いテストセットほど，修
正方法としての適性が高いミュータントをより効率的に検出可
能と言える．
5 まとめ・今後の課題
既存の欠陥局所化手法が持つ問題へ対応するために，テスト
とミュータントの組み合わせに対する新たな分類の定義，修復
率と成功維持率の定義，及びそれらを用いた修正スコアの定義
によりミューテーション法を拡張し，その評価を行った．結果
として，修復率と成功維持率の積による修正スコアの定義が最
も有効であり，また，境界値の入力によるテストが多いほど，効
率的に良い修正方法を提示できることが確認された．
今後の課題として次の 2点が挙げられる．
効果的な修正スコアの定義 4.2節より，本論文にて検証した修
正スコアの定義は，いずれも決して良いとは言えない．提
案手法をより有用にするためには，より効果的な修正スコ
アの定義を模索する必要がある．
計算に要する時間 4節にて使用した Tcasは，1回の計算に要
する時間が約 30分であった．これに対し，総行数 642行の
プログラムで計算を実行したところ要する時間が約 15時間
であった．そのため，要求される計算時間を削減する方法
を検討する必要がある．
最後に，本論文の内容は今年 3 月に開催される情報処理学会
ソフトウェア工学研究会にて発表予定である．
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