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The goal of the current work – creation of complete transformation algorithms from object 
models to relational databases and their implementation in UML CASE tools. OOP has enabled the 
creation of tools for object oriented software and databases. One of the main aims of such tools is to 
create the object model of software and also a database for storing information about these objects. Most 
tools of software engineering enable the creation of object oriented software model and its 
transformation into RDB model. Afterwards the program code is generated from the OOP model and the 
SQL script of the database is generated from the RDB model. The analysis of CASE tools indicates that 
class models are not completely transformed into relational database schemes, i.e. none of existing case 
tools performs full transformation. One of the solutions is to take complete transformation process from 
class model into realational database model. The analysis of  prototypes of created algorithms revealed 
that it is possible to perform such a task. The final result is the improved CASE tool with complete 
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Pradėjus vystyti objektinę programavimo technologiją, atsirado poreikis kur nors saugoti kuriamus 
objektus. Objektų saugojimui dėl savo patogumo buvo pasirinktos sąryšinės duomenų bazės. Buvo 
būtina optimizuoti visą tokios duomenų bazės projektavimo procesą. Šiuo metu programinės įrangos 
projektavimui yra naudojami CASE įrankiai, kurie pagrįsti UML (Unified Modeling Language) 
projektavimo kalba. Norint objektiniam modeliui sukurti duomenų bazės struktūra, kurioje bus saugoma 
visa informacija apie kuriamus modelius, visas projektavimas buvo perkeltas į UML lygmenį. 
Pirmiausiai sukuriamas objektinis modelis, o po to jį bandoma transformuoti į sąryšinių duomenų bazių 
modelį. Taip buvo pradėta plėtoti objektinio modelio transformavimo į sąryšinį modelį teorija, kuri 
padėjo nustatyti bendrus standartus atliekant tokio tipo transformacijas. 
Ši transformacijų teorija taip pat gali padėti projektuoti duomenų bazes objektiškai orientuotai 
programinei įrangai, kuriose bus saugoma ne tik sukurti objektai, bet ir informacija, kuria manipuliuoja 
objektiškai orientuota programinė įranga. Transformacijų teorija pasitarnauja, kai projektuotojas gerai 
išmano objektinį projektavimą, bet nelabai įsisavinęs sąryšines duomenų bazes. Pasinaudojant šia teorija 
pagrįstais įrankiais, įmanoma projektuoti ir sugeneruoti duomenų bazes žvelgiant tik iš objektinio 
projektavimo perspektyvos.  
Vienas iš galimų tokių transformacijų panaudojimo pavyzdžių  – senų sistemų (legacy) atnaujinimas. 
Scenarijus, kaip būtų galima panaudoti CASE įrankį su šiomis transformacijomis: 
• Norimos tobulinti sistemos kodą reversinės inžinerijos pagalba suverčiame į UML objektinį 
modelį. 
• Gautą objektų modelį galime papildyti naujais atributais, metodais ar objektais. 
• Jeigu norime saugoti tokios objektinės sistemos duomenis duomenų bazėje, galime transformuoti 
objektų modelį į duomenų modelį. 
• Galiausiai, generuojamosios inžinerijos pagalba, patobulintą objektinį modelį galime 
sutransliuoti į programos kodą, o gautą naują duomenų bazių modelį suversti į lenteles, trigerius 
ir schemas duomenų bazėje. 
Iš pateikto pavyzdžio matyti, kad tokios transformacijos yra neatsiejama programinės įrangos gamybos 
dalis. Rinkoje egzistuoja daugybė CASE įrankių, kurie atlieka tokias transformacijas, tačiau ne pilnsi 
arba kartais nekorektiškai. 
Šiuo darbu bus bandoma apžvelgti visus galimus transformacijų iš objektinio modelio į sąryšinį modelį 
būdus ir išnagrinėti du CASE paketus UML MagicDraw ir Rational Rose (kokias transformacijas jie 
atlieka ir kokių neatlieka).  
Taigi šio darbo tyrimo sritis – objektinių modelių transformacijos į sąryšinių duomenų bazių schemas 
UML CASE įrankiuose. 
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Tyrimo objektas – apibendrinimo hierarchijų ir sudėtingų ryšių transformacijų modelis ir jo 
realizavimas UML CASE įrankyje. 
Darbo tikslas – patobulinti UML modelių atvaizdavimą į sąryšinių duomenų bazių schemas, vykdomą 
UML CASE įrankiuose. 
Darbo uždaviniai: 
• išanalizuoti objektinio modelio atvaizdavimo į sąryšinį principus;  
• išanalizuoti CASE įrankių atliekamas transformacijas; 
• nustatyti jų trūkumus; 
• sukurti trūkstamų transformacijų algoritmus; 
• atlikti bandomąją realizaciją pasirinktame CASE įrankyje. 
Analizės dalyje antrame skyriuje nagrinėjami elementariausių elementų transformacijos, bei elementarių 
transformacijų problematika.  Trečiame skyriuje analizuojama pati sudėtingiausia transformacija – 
paveldėjimo ryšių transformacija. Sekančiame skyriuje apžvelgiamos visos paprastesnės 
transformacijos. Penktame skyriuje pateikiama paketo Rational Rose atliekamų transformacijų analizė. 
Šeštame skyriuje pateikiama paketo MagicDraw UML atliekamų transformacijų analizė. Po paketų 
apžvalgos analizuojamos OMG(Object Management Group) kompanijos specifikuotos transformacijos 
pagrįstos modelio architektūra (MDA – Model Driven Architecture). Aštuntame skyriuje pateikiama tos 
pačios OMG kompanijos transformacijų vizuali notacija. Galiausiai pateikiami sukurti algoritmai ir 
analizuojamos jų įgyvendinamumo galimybės.  
2 Transformacijų pagrindai 
Pradedant analizuoti, kaip transformuoti objektus į sąryšines duomenų bazes, reikia pradėti nuo 
klasės atributų. Atributas gali būti atvaizduojamas į daugiau nei vieną stulpelį duomenų bazėje arba gali 
būti visiškai neatvaizduojamas. Būtina prisiminti, kad ne visi atributai yra išliekantys, kai kurie iš jų yra 
naudojami tik laikiniems skaičiavimams. Pavyzdžiui, Studento objektas gali turėti vitudinioPažymio 
atributą, kuris reikalingas programoje, bet nėra būtina jį saugoti duomenų bazėje, nes jis 
paskaičiuojamas pačios programos. Kartais objekto atributai yra patys kaip objektai, pavyzdžiui, Kliento 
objektas turi Adreso objektą kaip atributą. Šis giminystės ryšys atsispindės asociacijos ryšyje tarp dviejų 
klasių, kuris turėtų būti atvaizduojamas sąryšinėje duomenų bazėje. Beje Adreso klasės atributai taip pat 
turi būti atvaizduojami. Pagrindas yra rekursinis aprašymas - kai kuriais atvejais atributas bus 
nevaizduojamas arba vaizduojamas į kelis stulpelius duomenų bazės lentelėje. 
Lengviausias atvaizdavimas yra savybių atvaizdavimas, t.y. paprasto atributo atvaizdavimas į 
paprastą stulpelį. Tai padaryti dar lengviau, kai kiekvienas atributas turi tuos pačius tipus. Pavyzdžiui, 
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abu yra datos tipo, atributas yra eilutės tipo, o stulpelis simbolių tipo, atributas yra sveikųjų skaičių tipo, 
o stulpelis - realaus tipo. 
Tik labai paprastose duomenų bazėse gali pasitaikyti objektų atvaizdavimas į duomenų bazes su 
ryšiais vienas-su-vienu, bet praktikoje toks atvaizdavimas beveik nepasitaiko. Dažniausiai egzistuoja 
sudėtingesni atvejai. Pavyzdžiui, objektų su paveldėjimo ryšiais atvaizdavimas į delecinę duomenų bazę. 
Pradžioje paanalizuokime paprastą atvejį. 1 paveikslėlyje pavaizduoti du modeliai, UML klasių 
diagrama ir fizinis duomenų modelis. Abi diagramos atvaizduoja dalį paprastos užsakymų schemos. 
Šiame pavyzdyje galime matyti, kaip klasių atributai gali būti atvaizduojami į duomenų bazių stulpelius. 
 
 
1 pav. Paprasto atvaizdavimo pavyzdys 
 
Šis objekto savybių atvaizdavimas į duomenų bazių stulpelius buvo paprastas dėl kelių 
priežasčių. Pirma, panašūs vardai buvo naudojami abiejuose modeliuose. Antra, labai panašu, kad abu 
modelius kūrė tas pats žmogus. Kai žmonės dirba skirtingose komandose yra įprasta, kad jų sprendimai 
skirsis. Trečia, vieno modelio sudarymas, vystymas yra labai panašus į kito modelio sudarymą. 
Nors dvi schemos atvaizduotos 1 paveikslėlyje yra labai panašios, jos turi ir skirtumų. Dėl šių skirtumų 
transformavimas nebus toks tikslus. Skirtumai tarp šių dviejų modelių yra: 
• Objektų modelyje yra keletas atributų, susijusių su savybe mokesčiai ir tik vienas atributas 
susijęs su šia savybe duomenų modelyje.  Trys atributai skirti mokesčiai savybei Uzsakymas 
klasėje, turėtų būti sudėti, ir, kai objektas išsaugomas, reikšmė turėtų būti patalpinta Mokesciai 
stulpelyje Uzsakymas lentelėje. Kai tik objektas užkraunamas į atmintį, reikia anksčiau minėtus 
tris objekto  atributus sudėti ir talpinti į atitinkamą stulpelį duomenų bazėje. Šis skirtumas rodo, 
kad duomenų modelis turėtų būti pertvarkytas – Mokesčiai stulpelis turėtų būti išskaidytas į tris 
atitinkamus stulpelius. 
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• Duomenų modelis turi raktinius atributus, kurių objektų modelis neturi. Eilutės lentelėje yra 
identifikuojamos pagal pirminius raktus ir ryšiai tarp eilučių yra palaikomi per išorinius raktus. 
Ryšiai tarp objektų yra įgyvendinami per nuorodas į tuos objektus, bet ne per išorinius raktus. 
Esmė yra tame,  kad norint pilnai išlaikyti objektus ir ryšius tarp jų, objektas turi žinoti apie 
raktinius atributus, esančius duomenų bazėje, kurie palaiko tuos ryšius. Ši papildoma informacija 
vadinama ,,šešėline informacija“. 
• Skirtingi tipai yra naudojami abiejuose modeliuose. Klasės Uzsakymas atributas 
sumaBeMokesciu yra Currency tipo, o atitinkamas Uzsakymas lentelės stulpelis yra float tipo. 
Norint vykdyti transformacijas, reikia jas įgyvendinti taip, kad nebūtų duomenų praradimo. 
2.1 Šešėlinė informacija 
Šešėlinė informacija - duomenys, kuriuos objektas turi palaikyti, kad išlaikytų save. Ši informacija 
dažniausiai yra apie pirminius raktus, ypač kai pirminiai raktai yra pavaduojantys ir neturi jokios 
prasmės verslo aplinkoje. 
2 paveikslėlyje parodytas detalizuotas klasių Uzsakymas ir UzsakytaPreke modelis. Šis modelis 
yra patobulintas prieš tai buvęs pavyzdys. Pirma, nauja diagrama parodo šešėlinius atributus, kurie 
reikalingi klasėms palaikyti pačioms save. Šešėliniai atributai turi įgyvendintą matomumo savybę, kur 
vietoj minuso prieš vardą yra dedamas tarpas ir prie vardo pridedamas stereotipas <<persistence>>(tai 
nėra UML standartas). Antra, šioje diagramoje parodyti atraminiai atributai, kurie reikalingi įgyvendinti 
ryšiams tarp dviejų klasių. Atraminis klasės Uzsakymas atributas, toks kaip uzsakytaPreke, kurio tipas 
yra Vector, taip pat turi įgyvendintą matomumą. Trečia,  suskaiciuotiMokescius() operacija buvo įvesta į 
klasę Uzsakymas, kad suskaičiuotų reikšmę, reikalingą stulpeliui Mokesciai lentelėje Uzsakymas[1].  
 
 
2 pav.  Klasių diagrama su ,,šešėline informacija“. 
 
UML bendruomenėje yra susitarimas nenaudoti ,,šešėlinės informacijos‘‘ modeliuojant klasių 
diagramas. Esmė yra tame, kad kiekvienas žino, jog šie veiksmai turi būti atlikti. Taigi kam švaistyti 
laiką modeliuojant akivaizdžius dalykus? 
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2.2 Metaduomenų modeliavimas 
1 lentelėje pavaizduota, kaip metaduomenys pristato  savybių atvaizdavimą, reikalingą išlaikyti 
Uzsakymas ir UzsakytaPreke, klases pavaizduotas 2 paveikslėlyje. Metaduomenys yra informacija apie 
duomenis. 1 lentelė yra svarbi dėl kelių priežasčių. Pirma, mums reikia kokio nors būdo parodyti 
transformavimą. Mes galime sugretinti dvi schemas vieną šalia kitos ir sujungti linijomis  objektų 
modelio laukus su atitinkamais laukais duomenų modelyje, bet po kurio tai taptų laiko komplikuota. 
Antra, meta duomenų transformavimo koncepcija yra labai vertinga funkcionuojančiam palaikymo 
šablonui[1].  
















Vardų pervedimas yra tiesioginis, pavyzdžiui, Uzsakymas.uzsakymoData pervedamas į 
uzsakymoData stulpelį lentelėje Uzsakymas ir t.t.. Panašu, kad sunkiausiai suprantama savybė yra 
Uzsakymas.uzsakytaPreke.pozicija(uzsakytaPreke) , kuri susieta su pozicija Uzsakumas.uzsakytosPrekes 
vektoriuje. 
1 lentelėje yra užuominų apie neatitikimus tarp objektinės technologijos ir duomenų technologijos. 
Klasės talpina savyje elgseną ir duomenis, o sąryšinių duomenų bazių lentelės - tik duomenis. Rezultate, 
kai atvaizduojame objektų savybes į stulpelius duomenų bazėse, atvaizduojame ir kai kurias objektų 
operacijas į stulpelius duomenų bazėje, bet tik tas, kurių rezultatas yra kokia nors savybė. 
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Netransformuojame tokių operacijų, kurios yra get ir set tipo, t.y. tos operacijos, kurios nustato savybių 
reikšmes arba išgauna jų reikšmes[1]. 
 
3 Paveldėjimo struktūros transformavimas 
Sąryšinės duomenų bazės tiesiogiai nepalaiko paveldėjimo, tad priverčia atlikti tam tikras 
transformacijas, atvaizduojant objektų modelį į duomenų modelį. 
Yra trys pagrindiniai sprendimo būdai, kaip paveldėjimus atvaizduoti duomenų bazėse ir ketvirta 
papildoma technika, kuri eina po paveldėjimo transformacijų. Šios technikos yra tokios: 
• Transformuoti visą klasių hierarchiją į paprastą lentelę; 
• Transformuoti kiekvieną konkrečią klasę į nuosavą lentelę; 
• Transformuoti kiekvieną lentelę į nuosavą lentelę; 
• Transformuoti klases į bendrą lentelių struktūrą. 
Norėdami išanalizuoti kiekvieną techniką, turime aptarti du klasių hierarchijos tipus, kurie 
pavaizduoti 5 paveikslėlyje. Pirmas tipas pavaizduoja tris klases – Asmuo( abstrakti klasė) ir dvi 
konkrečias klases Darbuotojas ir Klientas. Antrame hierarchijos pavyzdyje ketvirta klasė Vadovas yra 
konkreti. Antras pavyzdys yra tarsi patobulintas pirmas atvejis su papildomais reikalavimais. 
Pavyzdžiui, norima, kad būtų palaikomi darbuotojai, kurie yra kaip vadovai su metiniais įvertinimais. 
Darbuotojai, kurie nėra kaip vadovai, yra nepalaikoma. Tam tikslui modelyje buvo įvesta nauja klasė  
Vadovas[2]. 
Siekiant paprastumo, pateiktuose pavyzdžiuose nėra sumodeliuoti visi klasių atributai. Pateikti 
atributai buvo modeliuojami be pilnų aprašų, ir visiškai nemodeliuojamos operacijos. 
 
 
3 pav. Du klasių hierarchijos pavyzdžiai 
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3.1 Transformuoti hierarchiją į paprastą lentelę 
Remiantis šia strategija, reikia visų klasių atributus patalpinti į vieną lentelę. 4 paveikslėlis 
atvaizduoja 3 paveikslėlyje pavaizduotą klasių hierarchiją, remiantis šiuo metodu. Kiekvienos klasės 
atributai patalpinami į lentelę Asmuo. Lentelė pavadinama viršklasės vardu. 
 
 
4 pav. Hierarchijos atvaizdavimas į paprastą lentelę 
 
Du stulpeliai į lentelę turėjo būti įdėti  papildomai. Tai stulpeliai : AsmensID, AsmensTipas. 
Stulpelis AsmensID yra pirminio rakto laukas lentelei Asmuo. Tai parodo šalia lauko esantis stereotipas 
<<PK>>. Antrasis stulpelis AsmensTipą talpina savyje kodą, kuris parodo ar tai yra klientas, ar 
darbuotojas, o gal ir viena, ir kita.  Laukas AsmensID yra objekto identifikatorius. Tai yra surogatinis 
laukas, bet jis nėra išskiriamas specialiais stereotipais, pavyzdžiui, <<Surrogate>>, kad nesukomplikuoti 
esamo modelio. 
Stulpelis AsmensTipas yra skirtas identifikuoti objekto tipui. Pavyzdžiui reikšmė D galėtų reikšti, 
kad objektas yra Darbuotojas klasės, K – tai Klientas klasės realizacija, A – tai abiejų klasių realizacija. 
Nors šis būdas yra labai tiesioginis, bet jis gali būti labai komplikuotas, kai klasių skaičius hierarchijoje 
yra labai didelis. Tada pasidaro komplikuotas ir lauko AsmensTipas reikšmių sudarymas. Tokiu atveju 
patogiau objektų kombinacijas išreikšti per loginio tipo kintamuosius. Pertvarkytos duomenų bazės 
pavyzdys parodytas 5 paveikslėlyje[2]. 
 
5 pav. Pertvarkyta duomenų bazė 
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3.2 Kiekvienos konkrečios klasės transformavimas į nuosavą lentelę 
Naudojant šį sprendimo būdą, duomenų bazėje sukuriama lentelė kiekvienai konkrečiai klasei. 
Kiekviena lentelė savyje talpina atitinkamos klasės atributus ir visus paveldimus atributus. 6 paveikslėlis 
pavaizduoja fizinį duomenų modelį, atitinkantį klasių hierarchiją 3 paveikslėlyje, remiantis šia strategija. 
Pavaizduotos dvi lentelės, atitinkančios Klientas ir Darbuotojas klases, nes jos yra konkrečios klasės, 
bet nėra vaizduojama Asmuo klasė, nes ji yra abstrakti klasė. Kiekvienai lentelei buvo priskirtas atskiras 
pirminio rakto laukas klientoID ir darbuotojoID. Kad palaikyti Vadovas klasę, reikia sukurti atitinkamą 
lentelę su visais jai reikalingais atributais[2]. 
 
 
6 pav. Konkrečių klasių, iš 3 paveikslėlio pavyzdžio, transformavimas į lenteles 
 
3.3 Transformuoti kiekvieną klasę į nuosavą lentelę 
Naudojant šią techniką, reikia kiekvienai klasei sukurti po lentelę, kuriose būtų po stulpelį, skirtą 
kiekvienam biznio atributui, ir tiek stulpelių, kiek reikia identifikacijos informacijai. 7 paveikslėlis 
pavaizduoja fizinį duomenų modelį, skirtą klasių hierarchijai iš 3 paveikslėlio, kai kiekviena klasė yra 
transformuojama į paprastą lentelę. Klientas klasės duomenys  yra patalpinami dvejose lentelėse: 
Klientas ir Asmuo, norint išgauti tuos duomenis, reikės jungtis prie dviejų lentelių(atlikti dvi skaitymo 
operacijas: po vieną kiekvienai lentelei). 
Pirminių raktų sudarymas yra labai įdomus. Pirminio rakto laukas asmensID yra naudojamas 
visose lentelėse. Lentelėse Klientas, Darbuotojas ir Vadovas laukas asmensID yra kaip pirminis ir kaip 
išorinis raktas. Klientas lentelėje laukas asmensID yra kaip pirminis ir kaip išorinis raktas tam, kad 




7 pav. Kiekvienos klasės, iš 3 paveikslėlio pavyzdžio, transformavimas į atskirą lentelę 
 
3.4 Transformuoti klases į bendrą lentelių struktūrą 
Ketvirtas paveldėjimo struktūros transformavimo į sąryšinę duomenų bazę būdas yra remtis 
bendriniu, dar vadinamu meta-duomenų valdomu, metodu, skirtu klasių transformavimui. Šis būdas nėra 
specifinis paveldėjimo transformacijoms, jis palaiko įvairias transformacijų formas. 8 paveikslėlyje 
parodyta duomenų schema, skirta reikšmių saugojimui atributuose ir paveldėjimo struktūrų susikirtimui. 
Schema nėra išbaigta, ji dar gali būti išplėsta asociacijų transformavimui. Bet ši schema yra pakankama 
šiam metodui pavaizduoti. Paprasto atributo reikšmė yra saugoma lentelėje Reiksme , taigi norint 
išsaugoti objektą su dešimčia atributų, šioje lentelėje turėtų būti dešimt įrašų - po įrašą kiekvienam 
atributui. Stulpelis Reiksme.ObjektoID savyje saugos unikalų identifikatorių specifiniam objektui. 
Lentelė AtributoTipas talpins eilutes su pagrindiniais duomenų tipais, tokiais kaip data, string, money ir 




8 pav. Bendrinė duomenų schema skirta objektų saugojimui 
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3.5 Daugybinių paveldėjimų transformacijos 
Iki šiol buvo nagrinėjami tik paprasto paveldėjimo atvejai. Paprastas paveldėjimas pasirodo tik tais 
atvejais, kai subklasė Klientas paveldi tiesiogiai iš paprastos tėvinės klasės Asmuo. Daugybinis 
paveldėjimas pasirodo tais atvejais, kai subklasė turi dvi ar daugiau tiesiogines superklases. Pavyzdys 
parodytas 9 paveikslėlyje. Daugybinis paveldėjimas yra laikomas abejotina savybe objektiškai 
orientuotose programavimo kalbose, nes daugelis programavimo kalbų nepalaiko šio tipo paveldėjimo. 
Tačiau C++ palaiko šią paveldėjimo rūšį, taigi gali tekti atlikti daugybinio paveldėjimo transformacijas į 
sąryšinę duomenų bazę. 
9 paveikslėlyje parodytos trys duomenų schemos, kurios yra trijų transformavimo strategijų 
taikymo rezultatas. Kaip matyti paveikslėlyje daugybinio, paveldėjimo transformacijos yra tiesioginės ir 
šiame atvejyje nėra nieko neįprasta. Didžiausias iššūkis – parinkti tinkamus lentelių pavadinimus, kai 
atliekame hierarchijos atvaizdavimą į paprastas lenteles[2]. 
 
 
9 pav. Daugybinio paveldėjimo transformacijos 
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3.6 Strategijų palyginimas 
Nei viena iš transformavimo strategijų nėra ideali visoms situacijoms, kaip matyti 2 lentelėje. 
Galima įsitikinti, kad paprasčiausia dirbti su strategija, kuri siūlo turėti vieną lentelę, apibendrinančią 
visą hierarchiją. 
Galima pirmas tris strategijas naudoti kombinuotai, kuriant bet kokią taikomąją programinę 
įrangą. Galima šias strategijas kombinuoti net vienai dideliai hierarchijai. 
 
2 lentelė Paveldėjimo transformavimo strategijų palyginimas[2] 
Strategija Privalumai Trūkumai Kada naudoti 
Viena lentelė 
visai hierarchijai 
Paprastas sprendimo būdas. 
 
Lengva pridėti naujas 
klases. Tereikia į lentelę 




tereikia pakeisti eilutės 
tipą. 
 
Duomenų išrinkimas yra 
greitas, nes visi duomenys 
saugomi vienoje lentelėje. 
 
Sudarinėti Ad-hock 
raportus labai lengva, nes 




išauga, nes visos 
klasės yra tiesiogiai 
















Pažeidžiama 3NF (3 
norminė forma) 
 
Ši strategija yra 
tinkama paprastoms ir 
mažai lygių turinčioms 
hierarchijoms, kuriose 
yra mažas arba visai 




Lengva sudarinėti Ad-hock 
tipo raportus, kai visa 
Kai modifikuojama 
klasė, reikia 
Ši strategija takoma, 
kai tipų pasikeitimai 
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informacija apie paprastą 
klasę yra talpinama tik 
vienoje lentelėje. 
 
Greitas duomenų išgavimas 
apie paprastą objektą 
modifikuoti ją 
atitinkančią lentelę ir 




Kai objektas pakeičia 
savo vaidmenį, reikia 
perkopijuoti duomenis 
į atitinkamą lentelę ir 
sukurti naują POID 
reikšmę. 
 
Yra sunku sukurti 
daugybinius vaidmenis 









tarp tipų yra labai reti 
Viena lentelė 
kiekvienai klasei 





Labai paprasta, kai turime 
įrašą atitinkamoje lentelėje 
kiekvienam tipui. 
 
Labai lengva modifikuoti 
superklases ir pridėti naujų 
Yra daug lentelių 




Užima daugiau laiko 
skaitant ir rašant 
duomenis, nes reikia 
prisijungti prie 
kiekvienos lentelės 
esančios ryšyje su 
Kai yra žymus tipų 
persidengimas arba kai 





Duomenų kiekis didėja 







sudarymas yra labai 
sudėtingas. 
Bendra schema Dirba labai gerai tuo 
atveju, kai prisijungimas 
prie duomenų bazės yra 
inkapsiuliuotas remiantis 
stipriu palaikymo šablonu. 
 
Ši technika gali būti 
išplėsta, kad palaikytų 
meta-duomenis ir palaikytų 
transformacijų įvairovę. 
 
Ši technika yra neįtikėtinai 
lanksti, įgalina greitai keisti 













Ši technika dirba tik su 
mažu duomenų kiekiu, 
nes gali tekti skaityti 
daugybę duomenų 















dirba su mažu 
duomenų kiekiu, arba 
programoms, kurios 




4 Objektų sąryšių atvaizdavimas 
Papildomai prie savybių ir paveldėjimo transformacijų reikia turėti supratimą apie objektų sąryšių 
transformacijas. Yra trys objektų sąryšių tipai, kuriuos gali tekti transformuoti.: asociacija, agregacija ir 
kompozicija. Visi trys sąryšių tipai atvaizduojami taip pačiai, nors yra keletas niuansų, kurie iškyla 
norint užtikrinti sąryšių integralumą. 
4.1 Sąryšių tipai 
Objektų sąryšiai skirstomi į dvi kategorijas, su kuriomis susiduriame, kai atliekame 
transformaciją. 
Pirma kategorija remiasi kiekybiškumu. Šioje kategorijoje yra trys tipai sąryšių: 
• Vienas-su-vienu sąryšis. Tai sąryšis, kurio abiejų galų maksimalus daugybiškumas yra vienetas. 
Tokio sąryšio pavyzdys yra užima sąryšis tarp klasių Darbuotojas ir Pozicija, 12 paveikslėlyje. 
Darbuotojas užima tik vieną poziciją. Viena pozicija gali būti užimta vieno darbuotojo. 
• Vienas-su-daug sąryšis. Taip pat dar žinomas kaip daug-su-vienu sąryšis. Jis pasitaiko, kai 
vieno sąryšio galo kiekybiškumas yra daugiau negu vienas, o kito vienetas. Pavyzdys yra sąryšis 
dirba tarp klasių Darbuotojas ir Padalinys. Darbuotojas dirba viename padalinyje, o padalinys 
gali turėti daug darbuotojų. 
• Daug-su-daug sąryšis. Tai sąryšis, kurio abiejuose galuose daugybiškumas yra daugiau nei 
vienas. Tokio sąryšio pavyzdys būtų sąryšis priskirtas tarp klasių Darbuotojas ir Uzduotis. 
Darbuotojas turi vieną arba daugiau negu vieną užduotį, o kiekvieną užduotį atlieka vienas arba 
daugiau negu vienas darbuotojas. 
Sekanti sąryšių kategorija yra pagrįsta kryptiškumu. Yra du tipai šios kategorijos sąryšių: vienpusiai 
sąryšiai ir dvipusiai sąryšiai. 
• Vienpusiai sąryšiai. Vienpusis sąryšis yra toks, kai objektas žino apie objektą, su kuriuo jis yra 
susietas, bet kitas objektas nežino apie originalų objektą. Pavyzdys tokio sąryšio yra uzima 
sąryšis tarp klasių Darbuotojas ir Pozicija, 10 paveikslėlyje.Šį sąryšį sudaro linija su atvira 
rodykle ant linijos. Darbuotojas žino apie poziciją, kurią jis užima, bet pozicija nieko nežino apie 
darbuotoją, kuris ją užima. 
• Dvipusis sąryšis. Dvipusis sąryšis egzistuoja tada, kai abu objektai esantys sąryšio galuose žino 
vienas apie kitą. Pavyzdys tokio sąryšio yra sąryšis dirba tarp klasių Darbuotojas ir padalinys. 




10 pav. Sąryšiai tarp objektų. 
 
Vienoje objektų schemoje gali pasitaikyti visos šešios sąryšių rūšys. Egzistuoja vienas 
neatitikimas tarp objektinės technologijos ir sąryšinės technologijos - sąryšinė technologija nepalaiko 
vienpusių sąryšių. Sąryšinėse duomenų bazėse visi sąryšiai yra dvipusiai. 
4.2 Kaip objektų sąryšiai yra įgyvendinami 
Objektinėje schemoje sąryšis yra įgyvendinamas per nuorodų kombinacijas į objektus ir 
operacijas. Kai kiekybiškumas yra vienetas (0..1 arba 1), sąryšis yra įgyvendinamas per nuorodą į 
objektą ir geter ir seter operacijas. Pavyzdžiui, 10 paveikslėlyje faktas, kad darbuotojas dirba viename 
padalinyje yra įgyvendinamas klasėje Darbuotojas , kuri turi kintamąjį padalinys ir operacijas 
getPadalinys(), kuri grąžina kintamojo padalinys reikšmę ir operaciją setPadalinys(), kuri nustato 
kintamojo padalinys reikšmę. Atributai ir operacijos, reikalingos sąryšio įgyvendinimui, dar vadinamos 
atraminiais taškais. 
Kai kiekybiškumas yra daug( N, 0..*, 1..*), sąryšis yra įgyvendinamas per atributų rinkinius, kurių tipai  
tokie kaip Array arba HashSet Java programavimo kalboje ir per operacijas, kurios manipuliuoja tais 
atributų rinkiniais. Pavyzdžiui, Padalinys klasė turi HashSet tipo kintamąjį darbuotojai; operaciją 
getDarbuotojai() išgauti atributo darbuotojai reikšmėms; operaciją setDarbuotojai(), kuri nustato 
kintamojo darbuotojai reikšmes; addDarbuotojai(), kuri įdeda naujas reikšmes į HashSet; 
removeDarbuotojai(), kuri pašalina reikšmes iš HashSet. 
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Kai sąryšis yra vienkryptis, tai visi atributai ir operacijos yra įgyvendinamos tik toje klasėje, kuri 
žino apie kitą klasę. Pavyzdžiui, Vienkrypčiame sąryšyje tarp klasių Darbuotojas ir Pozicija tik klasė 
Darbuotojas įgyvendina asociaciją. Dvikryptė asociacija yra įgyvendinama abiejose sąryšio klasėse. tai 
būtų sąryšyje daug-su-daug tarp klasių Darbuotojas ir Uzduotis. 
 
4.3 Kaip yra įgyvendinami sąryšinių duomenų bazių sąryšiai 
Sąryšinėse duomenų bazėse sąryšiai yra palaikomi per išorinius raktus. Išorinis raktas yra 
duomenų atributas, kuris pasirodo vienoje lentelėje ir yra dalis rakto kitoje lentelėje, arba atitinkantis 
raktą kitoje lentelėje. Esant sąryšiui vienas-su-vienu, išorinis raktas turi būti įgyvendintas vienoje iš 
lentelių. 11 paveikslėlyje matyti, kad lentelė Pozicija  turi DarbuotojasID išorinį raktą į lentelę 
Darbuotojas, kad įgyvendinti asociaciją.  
 
 
11 pav. Sąryšiai sąryšinėje duomenų bazėje 
Norint įgyvendinti vienas-su-daug sąryšį, reikia sukurti  išorinį raktą iš vienos lentelės į daug 
lentelių. Pavyzdžiui, lentelė Darbuotojas turi stulpelį PadalinysID, kad įgyvendinti sąryšį dirba į lentelę 
Padalinys. Taip pat galima perkurti visą duomenų bazės schemą ir įgyvendinti vienas-su-daug sąryšį per 
asociacijų lentelę. Tai labai efektyvu, kai turime sąryšį daug-su-daug. 
Yra du būdai, kaip įgyvendinti sąryšį daug-su-daug sąryšinėje duomenų bazėje. Pirmas būdas – 
sukurti kiekvienoje lentelėje išorinio rakto stulpelį, kuris rodytų į kitas lenteles. Tai būtina atlikti tiek 
kartų, priklausomai nuo to koks daugybiškumas yra. Pavyzdžiui, įgyvendinant sąryšį daug-su-daug tarp 
lentelių Darbuotojas ir Uzduotis, reikia lentelėje Darbuotojas sukurti penkis stulpelius UzduotisID ir 
lentelėje Uzduotis septynis stulpelius DarbuotojasID. Yra problematiška, kai darbuotojui priskiriamos 
daugiau nei penkios užduotys arba kai užduotį turi atlikti daugiau nei septyni darbuotojai. Geresnis 
sprendimo būdas kurti asociacijų lenteles. Tokios lentelės pavyzdys yra lentelė DarbuotojuUzduotys 11 
paveikslėlyje. Šioje lentelėje yra talpinamos pirminių raktų kombinacijos, kurios dalyvauja sąryšiuose.  
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Šio sprendimo būdo esmė – sąryšį daug-su-daug suskaidyti į du vienas-su-daug sąryšius ir juos įtraukti į 
asociacijų lentelę. 
Kadangi išoriniai raktai yra naudojami lentelių sujungimui, todėl visi sąryšiai sąryšinėje 
duomenų bazėje yra dvikrypčiai. Taigi nėra svarbu, kurioj iš asociacijos lentelių bus įgyvendinamas 
sąryšis vienas-su-vienu, šio sąryšio sukūrimo kodas bus vienodas. Pavyzdžiui, iš 11 paveikslėlyje 
egzistuojančios schemos, kad sujungti lenteles uzima sąryšiu, SQL kodas būtų toks: 
SELECT * FROM Pozicija, Darbuotojas  
WHERE Pozicija.DarbuotojasID =  
Darbuotojas.DarbuotojasID 
Kad išorinis raktas būtų sukurtas Darbuotojas lentelėje reikia įvykdyti tokį SQL kodą    
SELECT * FROM Pozicija, Darbuotojas 
WHERE Pozicija.PozicijosID =  
Darbuotojas.PozicijosID 
Nuosekli raktų strategija duomenų bazėje gali stipriai supaprastinti sąryšių transformacijas. 
 
4.4 Sąryšių transformavimas 
Pagrindinė sąryšių transformacijų taisyklė –transformuojant išlaikyti tą patį kiekybiškumą. 
Vadovaujantį šia taisykle vienas-su-vienu objektų sąryšį reikia transformuoti į vienas-su-vienu 
duomenų sąryšius, vienas-su-daug transformuoti į vienas-su-daug ir daug-su-daug į daug-su-daug. 
Bet tai nėra vienintelis atvejis. Įmanoma vienas-su-vienu objektų sąryšį transformuoti į vienas-su-
daug ar netgi daug-su-daug duomenų sąryšius. Taip yra todėl, kad vienas-su-vienu duomenų sąryšis yra 
duomenų sąryšio vienas-su-daug poaibis, o duomenų sąryšis vienas-su-daug yra kito duomenų sąryšio 
daug-su-daug poaibis. 
3 lentelėje pavaizduotos savybių transformacijos tarp objektų schemos, esančios  10  
paveikslėlyje, ir duomenų schemos, esančios 11 paveikslėlyje. Šiame pavyzdyje yra atvaizduojami tik 
biznio atributai ir šešėlinė informacija, bet ne atraminiai atributai, tokie kaip Darbuotojas.pozicija ir 
Darbuotojas.uzduotis Kai sąryšis nuskaitomas į atmintį, reikšmės iš pirminių raktų stulpelių 
nuskaitomos ir saugomos objektų šešėliniuose atributuose. Tuo pat metu sąryšis, kurį nusako pirminio 


















4.4.1 Vienas-su-vienu atvaizdavimas 
Pažvelkime į sąryšį vienas-su-vienu tarp Darbuotojas ir Pozicija. Tarkime, kad bet kada 
nuskaitant objektą Darbuotojas arba Pozicija programa išskirs užima sąryšį ir automatiškai nuskaitys į 
atitinkamą objektą. 








Stulpeliai Atraminės savybės 
uzima Darbuotojas Pozicija Vien
as 
Taip Pozicija.DarbuotojasID Darbuotojas.pozicija 
uzimama Pozicija darbuotojas Vien
as 
Taip Pozicija.DarbuotojasID Darbuotojas.pozicija 
dirba Darbuotojas padalinys Vien
as 
Taip Darbuotojas.padalinysID Darbuotojas.padalinys 
dirba jame Padalinys Darbotojas Daug Ne Darbuotojas.padalinysID Padalinys.darbuotojai 









Išsiaiškinkime nuoseklų objekto Pozicija išgavimą : 
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1. Objektas Pozicija yra nuskaitomas į atmintį. 
2. Sąryšis uzima yra peržiūrimas automatiškai. 
3. Lauko Pozicija.DarbuotojasID reikšmė yra naudojama identifikuoti darbuotojui, kad jį būtų 
galima nuskaityti į atmintį. 
4. Lentelėje Darbuotojas ieškoma reikšmė DarbuotojasID. 
5. Darbuotojas objektas nuskaitomas į atmintį ir greitai paruošiamas. 
6. Atributo Darbuotojas.pozicija reikšmė nustatoma kaip nuoroda į objektą Pozicija. 
 
Išsiaiškinkime nuoseklų objekto Darbuotojas išgavimą: 
1. Objektas Darbuotojas yra nuskaitomas į atmintį. 
2. Sąryšis uzima yra peržiūrimas automatiškai. 
3. Lauko Darbuotojas.DarbuotojasID reikšmė yra naudojama identifikuoti darbuotojui, kad jį būtų 
galima nuskaityti į atmintį. 
4. Lentelėje Pozicija ieškoma reikšmė DarbuotojasID. 
5. Pozicija  objektas nuskaitomas į atmintį ir greitai paruošiamas. 
6. Atributo Darbuotojas.pozicija reikšmė nustatoma kaip nuoroda į objektą Pozicija. 
 
Dabar aptarkime kaip objektai bus saugomi duomenų bazėje. Kadangi sąryšis bus automatiškai 
peržiūrimas ir palaikomas nuorodų integralumas, yra sukuriama transakcija. Kitas žingsnis - įdėti į 
transakciją po vieną update sakinį kiekvienam objektui. Kiekvienas update sakinys įtraukia ir biznio 
atributus, ir raktines reikšmes, parodytas 3 lentelėje. Kadangi sąryšis yra įgyvendinamas per išorinius 
raktus, ir kadangi šios reikšmės yra atnaujinamos, tai sąryšis yra efektyviai palaikomas. Transakcija yra 
paleidžiama duomenų bazėje. 
Yra vienas nesusipratimas, norint užima sąryšį atvaizduoti duomenų bazėje. Nors objektų schemoje 
šio sąryšio kryptis yra iš objekto Darbuotojas į objektą Pozicija, duomenų schemoje šis sąryšis bus 
įgyvendintas ir kaip sąryšis iš objekto Pozicija į objektą Darbuotojas.  
 
4.4.2 Vienas-su-daug sąryšio atvaizdavimas 
Apžvelkime sąryšį dirba tarp klasių Darbuotojas ir Padalinys, 10 paveikslėlyje. Tai yra vienas-
su-daug sąryšis – darbuotojas dirba viename padalinyje, o padalinys turi daug darbuotojų. Kaip matyti 3 
lentelėje šis sąryšis turėtų būti automatiškai peržiūrimas iš Darbuotojas objekto į objektą Padalinys.  
Kai darbuotojas yra nuskaitomas į atmintį, sąryšis yra automatiškai nuskaitomas į padalinį, 
kuriame jis dirba. Pavyzdžiui, jei turime dešimt darbuotojų, dirbančių IT padalinyje, mes juos norime 
susieti tik su to padalinio objektu atmintyje. Taip išvengiame keleto to paties padalinio kopijų. Reikia 
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sugalvoti strategiją, kaip įgyvendinti prieš tai minėtus dalykus. Vienas būdas - įgyvendinti laikiną 
atmintį, kurioje būtų tik viena egzistuojančio objekto kopija, arba Padalinys objektas turėtų pats saugoti 
sąsajų rinkinį. Jei programai reikia nuskaityti Padalinys objektą į atmintį, tokiu atveju atributas 
Darbuotojas.padalinys nustatomas kaip nuoroda į objektą Padalinys. Panašiai yra įvykdomas metodas 
Padalinys.addDarbuotojas(), kad į rinkinį būtų įdėtas darbuotojo objektas. 
Sąsajos dirba saugojimas atliekamas lygiai taip pat, kaip buvo daroma vienas-su-vienu sąryšio 
atveju – kai objektai yra išsaugomi, tai ir jų pirminiai, bei išoriniai raktai ir sąryšiai yra išsaugomi. 
Kiekvienas pavyzdys šiame skyriuje naudoja išorinius raktus, tokius kaip 
Darbuotojas.PadalinioID, rodančius į kitų lentelių pirminius raktus, šiuo atveju į 
Padalinys.PadalinioID. Tai nėra taisyklė, kartais išoriniai raktai rodo į kintančius raktus. Pavyzdžiui, jei 
lentelėje darbuotojas iš 11 paveikslėlio turėjo būti įterptas stulpelis SocialinioDraudimoNumeris, tada 
tai būtų kintantis raktas. Jeigu atsirastų būtinybė, turi būti galimybė pakeisti stulpelį 
Pozicija.DarbuotojoID į stulpelį Pozicija.SocialinioDraudimoNumeris.  
 
4.4.3 Daug-su-daug ryšio vaizdavimas 
Kad įgyvendinti sąryšį daug su daug, reikia turėti asociacijų lentelės ir duomenų esybių koncepciją, 
kurios yra pagrindas norint palaikyti sąryšius tarp dviejų ar daugiau lentelių sąryšinėje duomenų bazėje. 
10 paveikslėlyje yra pateiktas sąryšio daug-su-daug pavyzdys tarp objektų Darbuotojas ir Uzduotis. 11 
paveikslėlio duomenų schemoje reikėjo įtraukti asociacijų lentelę DarbuotojuUzduotys, kad įgyvendinti 
daug-su-daug sąryšį tarp lentelių Darbuotojas ir Uzduotis. Sąryšinėje duomenų bazėje atributai, įtraukti į 
asociacijų lentelę, dažniausiai yra raktinių atributų iš lentelių kombinacijos, kurios yra įtrauktos į sąryšį. 
Šiuo atveju tai būtų DarbuotojoID ir UzduotiesID. Asociacijų lentelės vardas taip pat dažniausiai 
parenkamas pagal lentelių vardus, kurios dalyvauja sąryšyje arba paimamas sąryšio vardas.Šiuo atveju 
pasirinkta DarbuotojuUzduotys vietoj Priskirta. 
Atkreipkime dėmesį kaip 10 paveikslėlio kiekybiškumai atvaizduoti 11 paveikslėlyje. 
Daugybiškumas 1 yra visą laiką ryšio kraštuose (duomenų schemoje), kad išlaikyti  visus sąryšio 
kiekybiškumus. Originalus sąryšis rodo, kad darbuotojas turi vieną arba daugiau užduočių, o užduotis 
gali būti atliekama vieno arba daugiau darbuotojų. Duomenų schemoje matome, kad prieš tai minėti 
teiginiai yra teisingi, net jei ryšyje įterpėme asociacijų lentelę. 
Tarkime, kad darbuotojo objektas yra atmintyje ir mus reikia visų užduočių sąrašo, kurias atlieka tas 
darbuotojas. Žingsniai, kuriuos programa turi įvykdyti: 
1. Sukurti SQL sakinį, kuris sulietu dvi lenteles DarbuotojuUzduotys ir Uzduotys, išrinkdamas 
visus lentelės DarbuotojuUzduotysk įrašus su DarbuotojoID reikšme, atitinkančia darbuotoją. 
2. Duomenų bazėje paleidžiame Select sakinį. 
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3. Duomenų įrašai atitinkantys tas užduotis, yra rikiuojami Uzduotis objekte. Dalį šios užduoties 
sudaro tikrinimas ar Uzduotis objektas yra atmintyje. Jei jis yra atmintyje, tai objektas 
atnaujinimas su naujomis reikšmėmis. 
4. operacija Darbuotojas.addUzduotis() yra vykdoma kiekvienam Uzduotis objektui kad įtraukti jį į 
bendrą sąrašą. 
Panašus procesas būtų atliekamas, norint sudaryti darbuotojų, kurie atlieka kokią nors užduotį, 
sąrašą. Išsaugojant sąryšį iš objekto Darbuotojas perspektyvos, žingsniai būtų tokie :  
1. Pradėti transakciją. 
2. Įdėti po Update sakinį kiekvienam užduoties objektui, kuris pasikeitė. 
3. Įdėti Uzduotis lentelei Insert sakinį kiekvienai naujai sukurtai užduočiai. 
4. Įdėti DarbuotojuUzduotys lentelei Insert sakinį kiekvienai naujai sukurtai užduočiai. 
5. Įdėti Uzduotis lentelei Delete sakinį kiekvienai ištrintai užduočiai. Tai nėra būtina, jei objektas 
buvo ištrintas individualiai. 
6. Įdėti DarbuotojuUzduotys lentelei Delete sakinį kiekvienai ištrintai užduočiai. Tai nėra būtina, 
jei objektas buvo ištrintas individualiai 
7. Įdėti DarbuotojuUzduotysk lentelei Delete sakinį kiekvienai užduočiai, kuri nėra susieta nei su 
vienu darbuotoju. 
8. Įvykdyti transakciją. 
Daug-su-daug sąryšis yra įdomus tuo, kad šiame sąryšyje yra pridedama asociacijų lentelė. Du 
verslo objektai yra atvaizduojami į tris lenteles, taigi atsiranda papildomo darbo norint įgyvendinti šį 
ryšį. 
 
4.5 Agreguotų sąryšių atvaizdavimas 
2 paveikslėlyje pavaizduotas klasikinis Uzsakymas ir UzsakytaPreke modelis su agregacijos sąryšiu 
tarp dviejų klasių. Įdomus posūkis yra tai, kad užsakymo apribojimai yra patalpinti ant sąryšio – 
vartotojai rūpinasi apie užsakymą, kuri prekė pasirodys užsakyme. Transformuojant šį ryšį į sąryšinę 
duomenų bazę, reikia lentelėje pridėti papildomą stulpelį, kuris ir saugotų papildomą informaciją. 
Duomenų schema, pavaizduota 2 paveikslėlyje, turi stulpelį UzsakytaPreke.PrekiuLinija , kad palaikyti 
šią informaciją. Nors transformacijos atrodo tiesioginės, yra dalykų, į kuriuos reikia atkreipti dėmesį. 
Šios problemos iškyla, kai bandoma palaikyti agregato funkcionalumo pagrindus: 
• Duomenų nuskaitymas reikiama tvarka; 
• Negalima įterpti sekos numeracijos į raktus; 
• Perrūšiuojant užsakymus numeracija pertvarkoma; 
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• Ištrynus užsakymą nebūtina atnaujinti numeracijos; 
• Reikia palaikyti sekos numeraciją tokią, kad numeriai skirtųsi vienetu; 
 
 
12 pav. Duomenų schema palaikanti Uzsakymas ir UzsakytaPreke objektų koncepciją 
 
4.6 Rekursinių sąryšių atvaizdavimas 
Rekursiniai sąryšiai dar vadinami refleksiniais sąryšiais, kurie vieninteliai abiejuose sąryšio 
galuose įtraukia tą patį objektą. Pavyzdžiui, 13 paveikslėlyje pateiktas vadovauja sąryšis yra rekursinis, 
kuris parodo koncepciją, kad darbuotojas gali vadovauti kitiems darbuotojams. Agreguotas sąryšis, kurį 
turi Komanda objektas pats su savimi, yra taip pat rekursinis. Šis sąryšis reiškia, kad komanda gali būti 
dalis didesnės komandos. 
13 paveikslėlyje pavaizduotas klasių modelis su dviem rekursiniais sąryšiais ir duomenų 
modelis, kurį gauname transformuodami klasių modelį. Dėl paprastumo klasių modelis sudarytas tik iš 
klasių ir ryšių, o duomenų modelis - tik iš raktų. Daug-su-daug rekursinė agregacija yra 
transformuojama į SubKomanda asociacijų lentelę, lygiai tokią pačią, kokią turėjome transformuodami 
ryšį daug-su-daug, skirtumas tik tas, kad abu stulpeliai yra išoriniai raktai į tą pačią lentelę. Panašiai 
vienas-su-daug sąryšis vadovauja yra transformuojamas taip, kaip ir paprastas sąryšis vienas-su-daug, 
VadybininkasDarbuotojasID stulpelis surištas su kita eilute lentelėje Darbuotojas, kurioje patalpinti 




13 pav. Rekursinių sąryšių transformacijos 
 
 
5 Objektų modelio transformacijos į duomenų modelį ,,Rational 
Rose“ pakete  
Rose paketas, kaip ir daugelis kitų paketų, objektų modelio klases transformuoja į duomenų modelio 
lenteles, klasių atributai transformuojami į duomenų lentelių stulpelius. Transformuojant objektų modelį 
į duomenų modelį, galima atributams uždėti raktinį tagą. Tokius atributus transformuojant į lentelių 
stulpelius, stulpeliai bus padaromi raktiniais. Duomenų tipai bus transformuojami į atitinkamos DBVS 
tipus arba į tipus, kurie atitinka ANSI SQL 92 standartą [5]. 
 
5.1 Agregacijos sąryšio transformavimas į identifikuojantį sąryšį 
Agregacijos sąryšis susideda iš visumos ir dalies, kur dalis negali egzistuoti be visumos. Ištrynus 
iš tėvinės lentelės įrašą, iš kitos lentelės turi būti ištrinami visi įrašai, kurie susiję su tėvine lentele. 




14 pav. Agregacijos transformavimas į identifikuojantį sąryšį 
5.2 Agregacijų ir asociacijų transformavimas į neidentifikuojantį sąryšį 
Agregacija per sąryšius ir asociacija transformuojama į neidentifikacinį sąryšį, išskyrus daug-su-
daug asociacijas. Abu šie sąryšiai susieja klases nestipriu sąryšiu. Agregacijos sąryšį galima naudoti 
tada, kai tėvinė klasė turi daug atitinkamų su ja susietų objektų. Asociaciją naudojame tada, kai abi 
klasės susietos šiuo ryšiu nepriklauso viena nuo kitos. Agregacija arba asociacija gali būti privaloma, kai 
yra reikalinga tėvinė klasė, naudojanti kiekybiškumą 1 arba 1..n. Asociacija gali būti galima, kai tėvinė 
klasė nereikalauja kiekybiškumo 0..n [5]. 
 
 
15 pav. Asociacijos transformavimas į neidentifikuojantį sąryšį 
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5.3 Asociacijos daug-su-daug transformavimas 
Daug-su-daug sąryšis transformuojamas į susikertančios lentelės struktūrą, kur stulpeliai 
susikertančioje lentelėje yra pirminiai/išoriniai raktai. Transformacijos proceso metu nuskaitomos abi 
klasės, dalyvaujančios sąryšyje daug-su-daug, ir sukuriamos dvi skirtingos lentelės. Tada tos lentelės 
sujungiamos identifikuojančiais sąryšiais per sistemos sugeneruotą lentelę, kuri vadinama susikirtimų 
lentele. Dviejų pagrindinių lentelių pirminiai raktai atsiranda susikirtimų lentelėje, kaip pirminiai/ 
išoriniai raktai [5]. 
 
 
16 pav. Daug-su daug sąryšio transformavimas į susikirtimų lentelę 
 
5.4 Asociacijos klasės transformavimas į susikirtimų lentelę 
Asociacijos klasė, kuri yra ant ryšio daug-su-daug transformuojama į persikirtimų lentelės 
struktūrą, kur persikirtimų lentelė talpina savyje kelis papildomus stulpelius, kurie nėra 
pirminiai/išoriniai raktai. Asociacijos klasė yra papildoma klasė, prisegta prie asociacijos. Ši klasė 
talpina savyje savybes ir operacijas, kuriomis dalinasi abi klasės, susietos ta asociacija. Priežastis, kodėl 
jos dalinasi šiomis savybėmis ir operacijomis yra ta, kad šios savybės ir operacijos negali būti 
patalpintos nei vienoje iš tų klasių. Asociacijos klasės savybės yra transformuojamos į duomenų modelį, 
o operacijos yra ignoruojamos. Transformacijos metu abi klasės transformuojamos į lenteles, tos lentelės 
sujungiamos identifikuojančiais sąryšiais per susikirtimų lentelę. Dviejų pagrindinių lentelių pirminiai 
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raktai atsiranda susikirtimų lentelėje, kaip pirminiai/ išoriniai raktai. Galiausiai persikirtimų lentelėje dar 




17 pav. Asociacijos klasės transformacija 
 
5.5 Paveldėjimų transformacijos 
Paveldėjimų struktūra, arba UML generalizacijos struktūra, gali būti transformuojama į atskiras 
lenteles arba į vieną lentelę, tačiau Rational Rose paketas transformuoja paveldėjimų struktūrą į atskiras 
lenteles. Paveldėjimų struktūra pagrindinę tėvinę klasę susieja su specifinėmis klasėmis. Vaiko klasė turi 
tuos pačius atributus, kaip ir tėvinė klasė, ir papildomus atributus, kurie yra būdingi tik tai vienintelei 
klasei. 
Kai vykdoma transformacija, kiekvienai klasei sukuriama atitinkama lentelė. Tėvinė klasė 
sujungiama su kiekviena klase per identifikuojantį sąryšį, kurio daugybiškumas prie tėvinės klasės yra 
vienas, o prie vaiko klasės yra 0..1. Taigi kiekviena vaiko klasė turi pirminį/išorinį raktą, susietą su 




18 pav. Paveldėjimų transformavimas į atskiras lenteles 
 
6 Objektų modelio transformacijos į duomenų modelį ,,Magic 
Draw UML“ pakete 
6.1 Sąryšis vienas-su-daug (1:N) 
Sąryšis vienas-su-daug (1:N) yra transformuojamas į priklausomybę su stereotipu  <<FK>>. 
 
 
19 pav. Sąryšio vienas-su-daug transformacija 
 
Gale A ryšiui 1:N leidžiami daugybiškumai 0,1,N. Galui B sąryšyje leidžiami kiekybiškumai yra 
0 ir 1. 
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Konkretūs galų A ir B kiekybiškumai yra transformuojami į skirtingus duomenų modelio 
apribojimus: 
1. Jei gale A negali būti kiekybiškumas N, tada stulpeliui b_id priskiriamas apribojimas UNIQUE. 
Kai stulpelis b_id turi UNIQUE apribojimą, kiekvienas galas A susiejamas su unikaliu objektu 
gale B. Duota B klasė susieta su unikalia klase gale A. Tai reiškia, kad klasė A neturi N 
kiekybiškumo. 
2. Jei gale B negali būti kiekybiškumo 0, stulpeliui b_id uždedamas apribojimas NOT NULL. Kai 




20 pav. Sąryšis 1:N 
6.2 Sąryšis vienas-su-vienu 1:1 
Sąryšis vienas-su-vienu (1:1) yra laikomas specialiu atveju sąryšio vienas-su-daug, kur galo B 
kiekybiškumas yra 0,1 ir galo A galimas kiekybiškumas yra 0,1. 
Sąryšis 1:1 yra transformuojamas į priklausomybę su stereotipu <<FK>>. Kiekybiškumas 1:1 turi 
būti palaikoma per apribojimus. 
 
 
21 pav. Sąryšio vienas-su-vienu transformacijos [6] 
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6.3 Sąryšis daug-su-daug (N:M) 
Sąryšis daug-su-daug (N:M) yra nepalaikomas paketo Magic Draw UML. Sąryšis daug-su-daug 
(N:M) gali būti pasiekiamas per du sąryšius 1:N ir įterptinę lentelę [6]. 
 
6.4 Paprastas paveldėjimo sąryšis 
Paprastas paveldėjimo sąryšis gali būti modeliuojamas sąryšio 1:1 pagalba, sukuriant išorinio 
rakto apribojimą tėvinės klasės pirminiam raktui [6]. 
 
22 pav. Paprastas paveldėjimo sąryšis 
 
6.5 Daugybinis paveldėjimas 
Daugybinio paveldėjimo transformacijos yra panašios į paprasto paveldėjimo transformacijas. 
 
23 pav. Daugybinio paveldėjimo transformacijos 
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7 MDA transformacijos 
2001 metais OMG(Object Management Gouop) pradėjo plėtoti modeliais pagrįstą architektūrą 
(MDA – Model Driven Architecture). MDA pagalba buvo siekiama vystyti programinę įrangą naudojant 
modelius. MDA siekis kurti skirtingas sistemų specifikacijas, priklausomai nuo to, kokioje platformoje 
bus naudojama ta sistema ir kaip ji bus naudojama [11]. 
MDA siūlo : 
• Specifikuoti sistemas nepriklausančias nuo platformos; 
• Specifikuoti platformas; 
• Pasirinkti platformą labiausiai tinkančią sistemai; 
• Transformuoti sistemos specifikaciją į atitinkamą platformą; 
Trys pagrindiniai MDA tikslai:portatyvumas, sąveikavimas ir pakartotinis panaudojimas, žvelgiant į 
atskiras architektūros dalis. 
 
7.1 Modelio transformacijos 
Modelio transformacija yra procesas, kurio metu vienas modelis verčiamas į kitą tos pačios 
sistemos modelį. 24 paveikslėlyje parodytas MDA šablonas, kuriame nuo platformos nepriklausantis 
modelis (PIM- Platform Independent Model) transformuojamas į nuo platformos priklausantį modelį 
(PSM – Platform Specific Model) [11]. 
 
 
24 pav. Modelių transformacijos 
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Pavaizduota transformacijos schema yra siūlomoji. Nuo platformos nepriklausomas modelis ir 
papildoma informacija yra apjungiama transformacijos procese, kad būtų pagamintas nuo platformos 
priklausantis modelis. 
Pavaizduota schema taip pat yra labai apibendrinta. Yra daugybė būdų, kaip tokias transformacijas 
atlikti. Tačiau visais būdais turi gautis vienintelis rezultatas – iš nuo platformos nepriklausomo modelio 
turime gauti modelį, priklausantį nuo platformos. 
 
7.2 Modelių transformacijų būdai 
Šioje dalyje bus pristatyti sprendimo būdai, kaip atlikti transformacijas. 
7.2.1 Žymėjimo transformacijos  
Ženklai (Marks) – ženklai atspindi PSM modelio sąvokas, šie ženklai yra prijungiami prie PIM 
modelio elementų, kad būtų aišku, kaip PIM modelį transformuoti į PSM modelį. 
Modelių atvaizdavimas(Mapping) - MDA teikia transformacijų specifikacijas, kaip transformuoti 
PIM į konkrečios platformos PSM . 
 
 
25 pav. Žymėtas modelis 
 
Paveikslėlyje pavaizduotas detalesnis transformacijos pavyzdys. Tam tikra platforma yra 
pasirenkama. Atvaizdavimas (Mapping) į šią platformą yra jau žinomas arba pasirenkamas. 
Atvaizdavimas turi jam reikalingų ženklų (Marks) aibę. Ženklai yra naudojami sužymėti modelio 
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dalims, kad būtų aišku, kaip transformuoti  modelį. Pažymėtas PIM modelis toliau transformuojamas į 
PSM modelį, panaudojant Atvaizdavimo taisykles [7]. 
 
7.2.2 Metamodelių transformacijos 
 
26 pav. Metamodelių transformacijos 
 
26 paveikslėlyje parodyta išplėstas, daugiau detalizuotas MDA transformacijos šablonas. 
Modelis paruošiamas naudojant nuo platformos nepriklausomą kalbą, kuri specifikuota tam tikru 
metamodeliu. Pasirenkama konkreti platforma. Transformacijoms į šią platformą skirta specifikacija yra 
jau žinoma arba paruošiama. Transformavimo specifikacija yra išreikšta atvaizdavimo tarp dviejų 




7.2.3 Paprasta modelio transformacija 
 
27 pav. Paprasta modelio transformacija 
 
Modelis paruošiamas naudojant nepriklausančius nuo platformos tipus, specifikuotus modelyje. 
Tipai gali būti dalis programinės įrangos terpės. PIM elementai yra nuo platformos nepriklausančių tipų 
subtipai. Pasirenkama konkreti platforma. Transformacijoms į šią platformą skirta specifikacija yra jau 
žinoma arba paruošiama. Transformavimo specifikacija yra išreikšta, atvaizdavimo tarp nuo platformos 
nepriklausomų ir nuo platformos priklausomų tipų terminais. PSM elementai yra nuo platformos 
priklausančių tipų subtipai[7]. 
 
8 Vizuali transformacijų notacija 
Notacija, paremta diagramomis, lėmė UML sėkmę. Tokios notacijos leido natūraliu ir intuityviu 
būdu specifikuoti abstrakčias sistemas. Yra du būdai, kaip naudojama diagraminė sintaksė: 
• Transformacijos standartinėse UML klasių diagramose 
• Domeno ir šablonų transformacijos naujame diagramų tipe – transformacijų diagramose 
 
Pirmas panaudojimo būdas yra poaibis antram panaudojimo poaibiui. Šiame skyriuje bus pristatytos 
vizualios notacijos transformacijų specifikavimui. Transformacija gali būti matoma kaip sąryšis tarp 
dviejų šablonų. Kiekvienas šablonas yra objektų, ryšių ir reikšmių rinkinys. Šablono struktūra, kaip 
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objektų rinkinys ir ryšiai tarp jų, gali būti pavaizduota UML klasių diagrama. Siūloma naudoti UML 
klasių diagramą su tam tikrais išplėtimais, kad specifikuoti šablonus transformacijų specifikacijoje. 28 
paveikslėlyje specifikuota transformacija. UML2Rel – iš UML klasių ir atributų į sąryšinių duomenų 
bazių lenteles ir stulpelius. Paveikslėlis parodo, kad ryšys UML2Rel tarp klasės c ir lentelės t yra tada ir 
tik tada, kai kiekvienam klasės c atributui yra atitinkamas stulpelis lentelėje t su tuo pačiu vardu[3]. 
 
 
28 pav. UML klasių transformacija į sąryšines lenteles [9] 
 
Skirtingų tipų sąryšiai gali būti apjungiami loginiais operatoriais. Prieš tai pavaizduotas sąryšis 
išplėstas ir pavaizduotas kaip paketų sąryšis 29 paveikslėlyje. Specifikacija reiškia, kad du paketai yra 
susieti ryšiu UML2Rel1, jei atitinkamai klasei c, esančiai pakete p, egzistuoja lentelė t, be to c ir t susieti 
sąryšiu UML2Rel ir turi tuos pačius vardus. Tai reiškia, kad kiekvienam klasės c atributui yra 
atitinkamas stulpelis lentelėje t su tuo pačiu vardu [3] . 
 
 
29 pav. Transformacija iš UML paketo į sąryšinį paketą[9] 
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Prieš tai buvęs pavyzdys rodo, kaip skirtingų tipų sąryšiai gali būti apjungti loginiais operatoriais. 
Lygiai taip pat dviejų šablonų specifikacijos gali būti apjungtos loginiais operatoriais. Pavyzdys 
parodytas 30 paveikslėlyje. Pavyzdyje specifikuojamas ryšys tarp UML klasės c ir lentelės t. Ryšys 
palaikomas tada, jei kiekvienam šablonui, įskaitant ir parametrų klasę c1, kuri atitinka šabloną [4]: 
• Klasė c turi atributą a; 
• Klasė c yra susieta su klase c1, kuri turi savo pirminį atributą a. 




30 pav. UML klasių ir asociacijų transformacija į sąryšines lenteles [10] 
 
Visuose prieš tai buvusiuose pavyzdžiuose šablonas apima objektus ir ryšius tarp jų. Notacija 
taip pat palaiko specifikacijas, kurios turi objektų aibes. Prieš tai buvęs pavyzdys gali būti specifikuotas 
panaudojant objektų aibes. Tokios specifikacijos notacija parodyta 31 paveikslėlyje. Šiame pavyzdyje 
aset ir colset aprašo visų klasės c atributų aibę ir visų t lentelės stulpelių aibę. Specifikacija papildomai 





31 pav.  Transformacijos iš UML klasių į sąryšines lenteles panaudojant aibes 
 
32 pav. Klasių į lenteles transformacija išplėsta su Include ryšiu. 
 
Du sąryšiai gali būti apjungti naudojant praplėstus konstruktus. Tokiu išplėtimu gali būti {and} 
operatorius. 32 paveikslėlis pavaizduoja išplėstus konstruktus. Šis pavyzdys praplečia specifikaciją, 
pavaizduotą 28 paveikslėlyje. 28 paveikslėlyje parodyta transformacija iš klasių atributų į lentelių 
stulpelius. 32 paveikslėlyje transformacija praplėsta taip, kad asocijuotos klasės pirminį atributą 
transformuotų į lentelės išorinio rakto stulpelį. Ne visos sąlygos gali būti specifikuojamos naudojant 
vizualias notacijas. Transformacijos gali būti aprašomos OCL(Object Constraint Language), kad 




33 pav. Sąryšiai specifikuoti OCL skriptais 
9 Analizės rezultatai 
Buvo išanalizuoti transformacijų tipai. Taip pat buvo išanalizuota pora rinkoje esančių UML 
įrankių, kurie gali atlikti tokias transformacijas. Analizės rezultatų lentelėje yra pateikti visi 
transformacijų tipai, ir koks išanalizuotas paketas kokias transformacijas sugeba atlikti. 
 
5 lentelė Analizės rezultatai 
Kas turėtų būti 
generuojama Rational Rose Magic Draw UML Planuojama padaryti 
Iš paketų į duomenų 
bazių schemas transformuoja transformuoja - 
Iš klasių į lenteles transformuoja transformuoja - 
Atributus į lentelių 
stulpelius transformuoja transformuoja - 
Atributų su specifiniais 
apribojimais 
transformavimas į 
pirminio rakto lauką 
transformuoja netransformuoja įgyvendinti 













transformuoja netransformuoja - 




transformacija transformuoja netransformuoja įgyvendinti 
Paprastos paveldėjimų 




netransformuoja netransformuoja įgyvendinti 
 
10 Įgyvendinamumo galimybės 
Trūkstamas transformacijas įgyvendinti pasirinktas MagicDraw paketas. Todėl šiame darbe bus 
atliekamas praktinis įgyvendinamumas tų transformacijų, kurių neatlieka Magic Draw paketas. 
Įskiepis yra vienintelė galimybė pakeisti Magic Draw funkcionalumą. Įskiepių architektūros 
pagrindinis tikslas yra pridėti naujo funkcionalumo Magic Draw paketui, tačiau yra ribotos galimybės 
išmesti iš paketo jau esamą funkcionalumą, panaudojant įskiepius. 
Įskiepiai turi turėti šiuos šaltinius: 
• Katalogą; 
• Java failus suspaustus į *.jar tipo archyvą; 
• Įskiepio aprašomąjį failą; 
• Pasirinktus failus, kuriuos naudoja įskiepis. 
Paprastai įskiepis sukuria kokį nors grafinės vartotojo sąsajos komponentą, kuris leistų pasinaudoti 
įskiepio funkcionalumu. Bet tai nėra būtina, nes įskiepis gali sekti pasikeitimus projekte ir aktyvuoti 
save esant reikiamiems pasikeitimams. 
10.1 Įskiepio veikimo principai 
Magic Draw paketas skenuoja įskiepių katalogą ir ieško jame pakatalogių: 
• Jei pakatalogis savyje turi įskiepio aprašymo failą, įskiepių menedžeris nuskaito įskiepio 
aprašymo failą 
• Jei reikalavimai, aprašyti įskiepio aprašymo faile, yra išpildomi, įskiepių menedžeris užkrauna 
pagrindinę įskiepio klasę. Pagrindinė klasė turi būti klasės 
com.nomagic.magicdraw.plugins.Plugin paveldėtoja. Užkraunant pagrindinę klasę 
iškviečiamas metodas init(). Šis metodas turėtų sukurti grafinės vartotojo sąsajos komponentus 
arba atlikti kitą paruošiamąją veiklą. 
Įskiepio veikimo principas pavaizduotas 34 paveikslėlyje. 
 44
 
34 pav. Įskiepio veikimo schema [12] 
 
10.2 Įskiepių rašymo pagrindai 
Bus pateiktas paprasčiausias įskiepio pavyzdys, kuris išmes pranešimą besikraunant Magic Draw 
paketui. Kad sukurti įskiepį, taip pat reikia įskiepio aprašymo failo. 
Įskiepio kūrimo žingsniai: 
1) Reikia sukurti įskiepio katalogą ...\MagicDraw UML\plugins kataloge. 
2) Įskiepis turi turėti bent vieną klasę, kuri yra klasės 
com.nomagic.magicdraw.plugins.Plugin paveldėtoja. 
   
 Įskiepio klasės pavyzdys: 
package manoiskiepis; 
public class ManoIskiepis extends com.nomagic.magicdraw.plugins.Plugin 
{ 
public void init() 
  { 
      javax.swing.JOptionPane.showMessageDialog( null, "Mano įskiepis startuoja"); 
   } 
 public boolean close() 
  { 
    javax.swing.JOptionPane.showMessageDialog( null, "Mano įskiepis užsidaro"); 
    return true; 
   } 
public boolean isSupported() 
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  { 
  //šitoje dalyje įskiepis gali tikrinti tam tikras sąlygas 
   return true; 
   } 
} 
 
Šis įskiepis parodo pranešimą, kai jis yra užkraunamas ir parodo pranešimą, kai jis yra uždaromas. 
3) Reikia sukompiliuoti įskiepio klases ir patalpinti jas į *.jar archyvą. 
Kad sukompiliuoti parašytą kodą, reikia užkrauti Magic Draw klases į JAVA aplinkos kintamąjį 
javaclasspath. 
Visos reikalingos MagicDraw klasės yra sekančiose bibliotekose: 
<MagicDraw instaliacinis katalogas>/lib/md.jar 
<MagicDraw instaliacinis katalogas >/lib/uml2.jar 
<MagicDraw instaliacinis katalogas >/lib/javax_jmi-1_0-fr.jar 
<MagicDraw instaliacinis katalogas >/lib/cmof14.jar 
    <MagicDraw instaliacinis katalogas >/lib/y.jar 
Sukompiliuotos klasės turi būti suspaustos į jar archyvą. Jar archyvą galima padaryti komandos 
         jar -cf manoiskiepis\ manoiskiepis.jar manoiskiepis \*.class pagalba. 
4) Reikia parašyti įskiepio aprašymo failą. 
Įskiepio aprašas yra failas, kurio pavadinimas plugin.xml. Šis failas turi būti įskiepio kataloge.  
Įskiepio failo turinys: 
<?xml version="1.0" encoding="UTF-8"?> 
<plugin 
             id="mano.pirmasis.iskiepis" 
             name="Mano Pirmasis Iskiepis" 
             version="1.0" 
             provider-name="Programuotojas" 
             class="manoiskiepis.ManoIskiepis"> 
            <requires> 
                   <api version="1.0"/> 
            </requires> 
            <runtime> 
                  <library name="manoiskiepis.jar"/> 
            </runtime> 
</plugin> 
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10.3 Detali įskiepio informacija 
10.3.1 Įskiepio aprašas 
Įskiepio aprašas yra failas parašytas XML kalba ir pavadintas plugin.xml. Kiekvienas aprašas savyje 
talpina tik vieno įskiepio savybę. Aprašo failas turi savyje turėti vieną elementą plugin.  
6 lentelė plugin.xml failo struktūra [12]: 
Elementas Aprašas 
 Pavadinimas Aprašas 
Atributai 
id Įskiepio ID turi būti unikalus, jį naudoja įskiepių menedžeris 
identifikuoti įskiepiams. Taip pat šis id naudojamas kitų 
įskiepių reikalavimams. 
name Įskiepio pavadinimas. Nėra jokių griežtų reikalavimų jo 
sudarymui. 
version Įskiepio versija. Gali būti panaudotas patikrinti įskiepių 
priklausomybes. 
Provider-name Autoriaus pavadinimas 
class Pilnas kelias jar archyve iki pagrindinės įskiepio klasės. 
Įvilkti elementai 
requires MagicDraw API version, reikalinga įskiepiui. Įskiepiai ir jų 
versijos reikalingi įskiepiui.. 
plugin 
runtime Paleidimo bibliotekos, reikalingos įskiepiui. 
Įvilkti elementai 
api Reikalinga MagicDraw API versija 
requires 
Required-plugin Įskiepio paleidimui reikalingi įskiepiai 
Atributai api 
version Reikalaujama MagicDraw API versija 
Atributai 
id Reikalaujamo įskiepio id 
Required-
plugin 
version Reikalaujamo įskiepio versija 
Įvilkti elementai runtime 
library Paleidimo biblioteka įskiepiui 
Atributai library 
name Reikalaujamos bibliotekos pavadinimas 
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10.3.2 Įskiepio klasės 
 
 
35 pav. Plugin klasės sandara 
 
Plugin yra pagrindinė abstrakti klasė, skirta MagicDraw įskiepiams. Vartotojo parašytas įskiepis turi 
paveldėti šią klasę. Kiekvienas įskiepis turi savo nuosavą aprašą, nustatytą įskiepio menedžerio. 
Įskiepis turi du specialius metodus: 
• public abstract void init() metodas yra iškviečiamas startuojant MagicDraw aplinkai. 
Įskiepis turi perrašyti šį metodą ir pridėti savo funkcionalumo. 
• Public abstract boolean close() metodas yra iškviečiamas kai MagicDraw aplinka baigia 
darbą. Įskiepis turi perrašyti šį metodą ir gražinti reikšmę true, jei įskiepis pasiruošęs baigti 
darbą . Jei įskiepis gražins false reikšmę, MagicDraw paketo uždarymas bus atšauktas. 
PluginDescriptor yra klasė, kuri pateikia informaciją, užkrautą iš failo plugin.xml. 
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36 pav. Klasių Plugin ir PluginDescriptor veikimo sekos 
11 Praktinis trūkstamų transformacijų įgyvendinimas 
Darbo pagrindinis tikslas - praplėsti MagicDraw vykdomas transformacijas iš klasių modelio į 
sąryšinį duomenų bazių modelį.  
Užduoties atlikimo žingsniai: 
1) Reikia įvykdyti klasių modelio transformaciją į sąryšinį duomenų klasių modelį. 
2) Tikrinti pirminio modelio elementus ir sudaryti pilną teorinį transformacijos modelį. 
3) Tikrinti antrinį(transformacijos rezultatas) modelį ir surasti trūkstamus konceptus. 
4) Trūkstamus konceptus sukurti ir įterpti į antrinį modelį. 
Visų pirma, įskiepis turėtų papildyti grafinę vartotojo sąsają kokiu nors elementu, kad būtų galima 
aktyvuoti įskiepio funkcionalumą. Yra daugybė variantų, kaip aktyvuoti įskiepio funkcionalumą: 
1) Įdėti papildomą punktą į pagrindinį meniu; 
2) Įdėti papildomą objektą į pagrindinę įrankių juostą; 
3) Įdėti papildomą objektą į diagramos įrankių meniu; 
4) Įdėti papildomą punktą į naršyklės kontekstinį meniu; 
5) Įdėti papildomą punktą į diagramos kontekstinį meniu; 
6) Sukurti klaviatūros mygtukų kombinaciją, kuri paleistų įskiepį.  
Norint sukurti objektą, kurį paspaudus įvyktų įskiepio aktyvacija, klasė, realizuojanti mygtuko 
paspaudimą, turi išplėsti atitinkamo įvykio klasę. Pavyzdžiui, norime papildomą punktą pridėti prie 
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naršyklės kontekstinio meniu, tada turime išplėsti klasę DefaultBrowserAction. Jei norime įdėti 
papildomą punktą į Diagramos kontekstinį meniu, tada turime išplėsti klasę DefaultDiagramAction. 
Visų praplečiamų įvykių klasių hierarchija parodyta  37 paveikslėlyje. 
 
37 pav. Įvykių hierarchija 
 
Pasirinktas būdas yra transformacijų dialogo lange įdėti papildomos transformacijos elementą, kuris 
aktyvuotų transformacijas iš klasių į DDL diagramą ir pridėtų trūkstamą funkcionalumą. Aktyvavimo 
pavyzdys parodytas 38 paveikslėlyje. 
 
38 pav. Transformacijų dialogo langas 
Norint sukurti transformacijų dialogo lange naują komponentą, reikia išplėsti klasę 
AnyToAnyModelTransformationInfo. Ši klasė savyje talpina visą informaciją, kurios reikia sukuriant 
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transformacijų dialoge naujos transformacijos objektą. Pagrindinė transformacijos klasė turi išplėsti 
klasę AnyToAnyTransformation. Ši klasė turi perrašomą metodą:  
protected void customTransformationForElement(Element element, Collection collection), 
kurio viduje reikia patalpinti norimą funkcionalumą.   
 Kitas žingsnis siekiant įgyvendinti trūkstamas transformacijas yra norimos transformacijos 
paleidimas. Šiuo atveju būtų UML to Generic DDL transformacija. UML to Generic DDL 
transformaciją atlieka UMLToDDLTransformation klasė, kuri pati išplečia klasę 
AnyToAnyTransformation. Klasė AnyToAnyTransformation yra visų transformacijų viršklasė, 
toliau ją išplečiant yra vykdomos kitos transformacijos. 
 
39 pav. Transformacijų klasių hierarchija 
 
Kiekviena klasė, kuri išplečia klasę AnyToAnyTransformation turi metodą transform. Šį metodą 
paleidus kuriamoje transformacijoje bus įvykdyti norimos transformacijos veiksmai. 
Dar vienas žingsnis trūkstamų transformacijų įgyvendinime – patikrinti pirminį transformuojamą 
modelį, nuskaityti esamus elementus ir sudaryti teorinį modelį transformacijoms, pagrindinėje 
transformacijos klasėje, perrašius metodą customTransformationForElement(Element element, 
Collection collection), kuris paveldimas iš viršklasės AnyToAnyTransformation. Iš šio metodo per 
parametrą collection grąžinamas visas transformuojamų elementų sąrašas. Iterator klasės 
egzemplioriaus pagalba galima išskirti visus elementus, kurie buvo atsiųsti per Collection klasės 
kintamąjį į metodą customTransformationForElement. Taip pat šis metodas grąžina transformuojamo 
modelio visų galimų elementų sąrašą. Lyginant išgaunamus elementus iš collection sąrašo su elementais 
iš sąrašo element galime sužinoti, kokio tipo yra išskirtas elementas. Pavyzdys, kaip galima ištraukti 
elementus iš transformuojamo modelio ir kiekvienam elementui atlikti specifinę transformaciją: 
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Iterator iterator = (new ArrayList(collection)).iterator(); 
        do 
        { 
            if(!iterator.hasNext()) 
                break; 
            Element element1 = (Element)iterator.next(); 
            if(!(element1 instanceof NamedElement) || 
!((NamedElement)element1).getName().equals("REMOVED_BY_CUSTOM_TRANSFORM
ATION")) 
                if(element instanceof Package) 
                    transformPackage((Package)element, (Package)element1, collection); 
                else 
                if(element instanceof Class) 
                    transformClass((Class)element, element1, collection); 
                else 
                if(element instanceof Property) 
                    transformAttribute((Property)element, element1, collection); 
                else 
                if(element instanceof Diagram) 
                    transformDiagram((Diagram)element1); 
                else 
                if(element instanceof Association) 
                    transformAssociation((Association)element, element1, collection); 
                else 
                    collection.remove(element1); 
        } while(true); 
 
Po transformuojamo modelio analizės atlikimo reikia atlikti analogišką transformuoto modelio 
analizę. Transformuoto modelio analizė atliekama taip pat, kaip ir transformuojamo modelio analizė. 
Tereikia išskirti paketą, kuriame yra transformuotas modelis, ir analizuoti visus elementus, esančius 
jame. 
 Išskyrus elementus iš transformuojamos ir transformuotos diagramų, reikia identifikuoti 
netransformuotus elementus ir realizuoti neįvykdytas transformacijas, pridedant naujų elementų į antrinį 
(transformuotą) modelį. Šis veiksmas būtų tarsi transformacijų pilnumo patikrinimas. Ir jei 
transformacija neįgyvendinta, reikia ją realizuoti. 
11.1  Transformacijų algoritmai  
 
Bus išnagrinėta keleto transformacijų pavyzdžiai, kaip reiktų elgtis realizuojant transformacijas. 
Bus sukurta trūkstamų transformacijų algoritmai – veiklų diagramos. 
11.1.1 Ryšio klasės transformacija 
Tarkime, norime realizuoti transformaciją iš ryšio klasės į daug su daug ryšį, kuris savo ruožtu 
sąryšiniame modelyje vaizduojamas per ryšius 1:N ir įterptinę lentelę. Šio atvejo pavyzdys parodytas 17 
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paveikslėlyje. Norint realizuoti prieš tai minėtą atvejį, reikia modelyje ieškoti elementų, kurių tipas būtų 
AssociationClass. Suradus tokį elementą, reikia patikrinti, su kokiomis klasėmis yra surištas šis ryšys 
galuose A ir B. Reikia įsiminti galuose esančių klasių vardus ir ryšio klasės vardą.  Realizuojant šią 
transformaciją transformuotame modelyje reikia sukurti lentelę su ryšio klasės pavadinimu ir šią klasę 
sujungti 0:N - 1 ryšiais su lentelėmis, kurių pavadinimai tokie, kokie buvo ryšio galuose esančių klasių. 
Galiausiai į naująją lentelę reikės sukelti atributus iš ryšio klasės ir sukurti sudėtinį pirminį raktą. 
 
 
40 pav. Ryšio klasės transformacijos algoritmas 
 
11.1.2 Paprasto ir daugybinio paveldėjimo transformacijos 
 
Paprasto paveldėjimo atvejis parodytas 22 paveikslėlyje, o daugybinio paveldėjimo atvejis 
parodytas 23 paveikslėlyje. Transformuojant paprasto ir daugybinio paveldėjimo atvejį, išskaidžius 
klasių diagramą į elementus, reikia ieškoti objekto Generalization. Suradus šį objektą, būtina patikrinti 
klases, esančias ryšio galuose ir fiksuoti, kuri klasė yra viršklasė, o kuri yra paveldėtoja. Išskaidę DDL 
diagramą į elementus, surandame dvi lenteles, esančias paveldėjimo ryšio galuose, ir apjungiame 
ForeignKey ryšius. ForeignKey laukas kuriamas paveldinčioje klasėje, o PrimaryKey laukas kuriamas 
viršklasėje.  
Analogiškus veiksmus atliekant visiems generalizacijos ryšiams. Automatiškai bus atlikta ir 
daugybinio paveldėjimo transformacija į atskiras lenteles.   
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42 pav. Paveldėjimų transformacijos į atskiras lenteles 
Apibendrinimo ryšį galima transformuoti keliais būdais. Prieš tai minėtas algoritmas atitinka 
apibendrinimo ryšio transformavimo strategiją – kiekvienai klasei sukuriame po lentelę ir jos 
apjungiamos sąryšiniais sąryšiais. 
Antroji strategija – kiekvienai konkrečiai klasei sukuriame po atskirą lentelę. Šios strategijos 
įgyvendinimo algoritmas pavaizduotas 43 paveikslėlyje. Remiantis šia strategija, ieškomas 
apibendrinimo ryšys, išskiriamos viršklasė ir paveldinčioji klasė. Visi atributai, išskyrus pirminio rakto, 
iš viršklasės perkopijuojami į paveldinčiąją klasę, ir sunaikinamas apibendrinimo ryšys. Pastarieji 
veiksmai vykdomi judant iš hierarchijos viršaus žemyn. Rezultate gausime po atskirą lentelę kiekvienai 
klasei su visais paveldėtais atributais. 
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43 pav. Apibendrinimo ryšio transformacija į atskiras lenteles 
Trečioji apibendrinimo ryšio hierarchijos transformavimo strategija – hierarchijos transformavimas 
į vieną lentelę. Šios strategijos principas labai panašus į prieš tai minėtos transformacijos įgyvendinimo 
planą. Kai perkopijuojame atributus iš viršklasės į paveldinčiąją klasę, tada reikia sunaikinti ne tik 
apibendrinimo ryšį, bet ir viršklasę, esančią kitame apibendrinimo ryšio gale. Perėjus per visą hierarchiją 
iš viršaus į apačią, gausime vieną lentelę visai hierarchijai, su visais tai hierarchijai būdingais atributais. 
Gautai lentelei reikia suteikti unikalų vardą, kuris apibūdintų visą hierarchiją. Šios strategijos algoritmas 
pavaizduotas 44 paveikslėlyje. 
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44 pav. Apibendrinimo ryšio transformacija į vien1 lentelę 
 
11.1.3 Metodų transformavimas į trigerius 
Transformuojant metodus su specifiniais apribojimais į trigerius, pirmiausiai reikia nutarti, kaip 
žymėti trigerių metodus. Paprasčiausias būdas būtų uždėti <<trigger>> stereotipą trigerių metodams 
klasėje.  
Atliekant transformaciją, klasėse tereikia ieškoti metodų su stereotipu <<trigger>>, išsaugoti tokių 
metodų pavadinimus bei klasę, kurioje jie buvo. DDL diagramos lentelėse suradus atitinkamus metodus, 
jiems tereikia uždėti stereotipą <<trigger>>. 
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45 pav. Trigerių transformacijos 
12 Rezultatai 
Pasinaudojant pastarajame skyriuje apibrėžtais trūkstamų transformacijų algoritmais buvo sukurta 
transformacijų realizacija MagicDraw UML pakete. 
CASE įrankių analizėje buvo nuspręsta realizuoti asociacijos klasės sąryšį ir generalizacijos sąryšio 
realizaciją remiantis įvairiomis transformavimo strategijomis, kurios išanalizuotos literatūroje. Pirminėje 
magistrinio darbo stadijoje be prieš tai minėtų transformacijų buvo numatyta daug-su-daug sąryšio ir 
agregacijos sąryšio transformacijų realizacijos. Kaip ir daugelyje sričių, taip ir programinės įrangos 
kūrime vyksta nuolatinis tobulinimo ciklas, tad kol buvo vystomas magistrinis darbas MagicDraw UML 
paketas buvo patobulintas per tą laiką. Atsirado kai kurios naujos transformacijos ir tos transformacijos 
buvo išmestos iš tolesnio magistrinio darbo plėtojimo.Visiškai buvo atsisakyta trigerių transformavimo, 
nors jis nėra realizuotas paskutinėje MagicDraw UML versijoje. Trigerių transformavimas daugiau 
realizuojamas kodo generavime, o ne transformacijose tarp objektų modelio ir sąryšinių duomenų bazių 
modelio. Todėl ši transformacija liko neišvystyta. 
Sudarius labai paprastą pavyzdėlį, kuriame būtų tiek asociacijos klasės sąryšis, tiek apibendrinimo 
sąryšis, buvo atlikta transformacija. Gauti rezultatai pavaizduoti 46 paveikslėlyje. 
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46 pav. Asociacijos klasės ir generalizacijos realizacijos pavyzdys 
 
Apibendrinimo sąryšis yra atliekamas keliais būdais. MagiDraw UML aplinkoje sukurtas įskiepis 
sukuria pasirinkimo laukelį, kuriame pasirenkame, kokio tipo apibendrinimo transformacija bus 
atliekama:  
 Visa apibendrinimo hierarchija į vieną lentelę; 
 Kiekvienai hierarchijos klasei po lentelę; 
 Kiekvienai konkrečiai hierarchijos klasei po atskirą lentelę. 
Pasirinkimo lauko įdiegimo į magicDraw UML paketą rezultatas parodytas 47 paveikslėlyje. 
 
 
47 pav. Transformacijos pasirinkimo laukelis 
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Norint apibendrinimo sąryšio hierarchiją sutransformuoti pagal pirmą strategiją – visa hierarchija 
į vieną lentelę, reikia pasirinkimo laukelyje pasirinkti punktą: ,, Hierarchija į vieną lentelę“. 
Įskiepiui atlikus transformaciją, bus gautas rezultatas, kuris parodytas 48 paveikslėlyje. 
 
48 pav. Apibendrinimo ryšių hierarchijos transformavimas į vieną lentelę 
 
Norint apibendrinimo sąryšio hierarchiją sutransformuoti pagal antrąją strategiją – kiekvienai 
konkrečiai klasei po atskirą lentelę, reikia pasirinkimo laukelyje pasirinkti punktą: ,, Kiekvienai 











Galiausiai norint apibendrinimo sąryšio hierarchiją sutransformuoti pagal trečiąją strategiją – 
kiekviena klasė į savo lentelę, reikia pasirinkimo laukelyje pasirinkti punktą: ,, Kiekvienai klasei po 
lentelę“. Įskiepiui atlikus transformaciją, bus gautas rezultatas, kuris parodytas 50 paveikslėlyje. 
 
 
50 pav. Apibendrinimo ryšių hierarchijos transformavimas – kiekviena klasė po lentelę 
 
13 Efektyvumo įvertinimas 
Patobulinto įrankio efektyvumas pasireiškia analizuojant praktinio taikymo galimybes. Įdiegus 
išplėstas transformacijas praktiniuose CASE įrankiuose, programinė įranga ir DB būtų kuriamos 
naudojant vieną modelį, tada sumažėtų užduočių dubliavimas ir klaidų skaičius, būtų geresnis DB ir 
programinės įrangos suderinamumas, didesnis našumas. Organizacijai pakaktų vieno CASE įrankio, 
sklandžiau vyktų projektavimas ir kūrimas. 
13.1 Lyginamasis įvertinimas 
Atlikus paprasto pavyzdžio, kuriame yra tiek asociacijos klasės sąryšis, tiek apibendrinimo 
sąryšis, transformaciją, be praplėtimo, rezultatas parodytas 51 paveikslėlyje. Atlikus tą pačią 
transformaciją su papildymais, rezultatas pavaizduotas 46 paveikslėlyje.  
Aiškiai matyti, kad paketas be papildymo išmeta asociacijos klasės sąryšį, o apibendrinimo sąryšį 
palieka tokį, koks buvo, su juo nieko neatlieka. Patobulinta transformacija pakeičia pastaruosius 
sąryšius, pagal sąryšinių duomenų bazių teoriją, į atitinkamus sąryšius tarp duomenų bazių lentelių. 
Gautas rezultatas yra išbaigtas ir iš jo tiesiogiai galima generuoti SQL kodą. Kai tuo tarpu 
nepatobulintos transformacijos rezultatą tektų apdoroti rankiniu būdu, arba naudoti kitą CASE įrankį, 
norint gauti išbaigtą rezultatą. Tai padidina laiko sąnaudas projektavime, arba reikalingi papildomi 
kaštai naujo CASE įrankio įsigijimui.  




51 pav. Atlikus pavyzdžio transformaciją, be patobulinimų 
14 Išvados 
• Išanalizuota transformacijų iš objektų modelio į sąryšinį duomenų modelį metodika literatūroje. 
Pateikiami detalūs transformacijų realizavimo principai, kuriuos galima surasti literatūroje. 
Pačioje pradžioje pateikiamos pagrindinės apibendrintos transformacijų strategijos. Toliau 
analizuojama, kokie rezultatai turėtų gautis objektų modelį sutransformavus į duomenų modelį. 
• Išanalizuota transformacijų iš objektų modelio į sąryšinį duomenų modelį MDA metodika, 
vyraujanti OMG platinamuose straipsniuose. Pateikta apibendrinta transformacijų teorija, kurią 
propaguoja MDA. Pateikiamos transformacijos aukštesniame abstrakcijos lygmenyje – META 
lygmenyje. 
• Išanalizuota  transformacijų iš objektų modelio į sąryšinį duomenų modelį atlikimas CASE 
įrankiuose: Rational Rose ir MagicDraw UML. Atlikus CASE paketų analizę, buvo nustatyta, 
kad nei vienas paketas neatlieka daugybinio paveldėjimo transformacijų ir nėra galimybės 
objektų metodus transformuoti į trigerius. Tarkim, objektų metodai galėtų būti su tam tikrais 
apribojimais, t.y. tenkinti tam tikras taisykles, kad juos būtų paprasčiau transformuoti į duomenų 
bazių trigerius. MagicDraw UML neatlieka ir daug daugiau transformacijų, pavyzdžiui, neatlieka 
agregacijos ryšio, asociacijos klasės, paveldėjimo ryšio transformacijų. Taigi buvo pasirinkta 
tobulinti būtent šį paketą. 
• Pasirinktos transformacijos, kurios bus įgyvendintos MagicDraw UML įrankyje: atributų su 
specifiniais apribojimais transformacijos į pirminio rakto laukus duomenų bazėje, metodų su 
specifiniais apribojimais transformavimas į trigerius, daug-su-daug sąryšio transformavimas, 
asociacijos klasės transformacija, paprastos paveldėjimų transformacijos, daugybinių 
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paveldėjimų transformacijos. Įgyvendinus visas numatytas transformacijas, gausime pilną 
išbaigtą transformavimo įrankį, kuris atliks visas teoriškai įmanomas objektinio modelio 
transformacijas į sąryšinį duomenų bazių modelį. Tokio išbaigto įrankio rinkoje kol kas nėra. 
• Praktinių kūrimo metodų ir projektuotojų poreikių analizė parodė, kad programinės įrangos ir 
DB kūrėjai naudoja vieną ir tą patį dalykinės srities modelį, tačiau vieni, ir kiti kuria jį skirtingais 
CASE įrankiais. 
• CASE įrankių analizė parodė, kad viena to priežasčių yra nepilnai realizuotos transformacijos iš 
objektų modelio į sąryšinį modelį.  
• Teorinių metodų analizė parodė, kad šias transformacijas galima įgyvendinti iš transformavimo 
taisyklių sudarant transformacijų algoritmus. 
• Analizuojant UML CASE įrankio Magic Draw API, buvo nustatyta, kad transformacijas 
geriausia realizuoti ne nuo nulio, bet praplečiant esamų transformacijų funkcionalumą.  
• Sudarytų algoritmų realizacija CASE įrankyje patvirtino, kad transformacijos veikia teisingai. 
• Išanalizuoti transformavimo pavyzdžiai leidžia tikėtis, kad transformacijos patenkins 
programinės įrangos ir DB projektuotojų poreikius, sumažins dubliavimą ir klaidų kiekį, 
padidins darbo našumą ir programinės įrangos bei DB suderinamumą. 
• Darbo rezultatai buvo pristatyti 12-ojoje magistrantų, doktorantų tarpuniversitetinėje 
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Pilnos objektinio modelio transformacijos į sąryšinių duomenų bazių schemas UML 
CASE įrankiuose 
Raimondas Maslauskas  
Kauno technologijos universitetas 
Informacijos sistemų katedra 
Šio darbo tikslas – pilnų objektinių-sąryšinių transformacijų algoritmų sukūrimas ir įgyvendinimas UML CASE įrankiuose. Pilnomis 
transformacijomis suprantamos tokios transformacijos, kurios gali transformuoti visas objektinio modelio konstrukcijas į sąryšinių 
duomenų bazių konstrukcijas. To neatlieka esami CASE įrankiai. Siūlomas sprendimas – panaudoti esamas CASE įrankių transformacijas 
ir papildyti jas iki teorinio modelio. Eksperimentinė realizacija UML CASE įrankyje Magic Draw patvirtino šio sprendimo veiksmingumą.  
15 Įžanga 
Objektiškai orientuotas programavimas (OOP) yra programavimo paradigma, kuri naudoja objektus taikomųjų 
programų kūrimui. Ji remiasi pirminio objektiškai orientuotos programavimo kalbos modelio konceptais, kurie buvo apibrėžti 
apie 1960 metus: abstrakcija, paveldėjimas, moduliškumas, polimorfizmas ir inkapsuliacija. OOP nebuvo naudojama kaip 
pagrindinė programavimo kryptis iki 1990 metų, bet šiandien visos programavimo kalbos palaiko OOP idėją: ActionScript, 
C#, Delphi, Java, JavaScript, Perl, PHP, VB.NET ir daugelis kitų. Plėtojantis objektinėms programavimo kalboms, prasidėjo 
ir objektinių-sąryšinių duomenų bazių valdymo sistemų (ORDBVS) vystymas. Taip atsirado glaudus sąryšis tarp OOP ir OO 
RDBMS. 
Paplitus OOP, atsirado galimybė kurti įrankius modeliuoti programinę įrangą bei duomenų bazes, remiantis 
objektais. Vienas iš pagrindinių tokių įrankių uždavinių yra sukurti programinės įrangos objektinį modelį bei duomenų bazę 
tų objektų informacijai saugoti. Dauguma programinės įrangos projektavimo įrankių tą galimybę turi − leidžia sukurti 
objektinį programinės įrangos modelį, transformuoti jį į RDB modelį ir po to iš OOP modelio generuoti programinį kodą, o iš 
RDB modelio generuoti duomenų bazės SQL skriptą. 
Egzistuoja viena problema – nėra vieningo standarto, kaip transformuoti OO modelį į duomenų bazės kūrimo skriptą 
duomenų apibrėžimo kalba DDL (angl. Data Definition Language). OMG (Object Management Group) organizacija, kurianti 
standartus objektiškai orientuotai modeliavimo kalbai, nėra sukūrusi standarto transformacijai iš OO modelio į DDL modelį. 
Todėl dauguma programinės įrangos modeliavimo įrankių skirtingai atlieka to paties modelio transformacijas arba jas vykdo 
nepilnai. Nuo to nukenčia programinės įrangos kūrimo efektyvumas, nes daugelis programinės įrangos kūrėjų duomenų bazes 
projektuoja kitais įrankiais, negu programinę įrangą, o tai iššaukia modelių dubliavimą, papildomą derinimą, didina klaidų 
tikimybę.  
Šio straipsnio tikslas − pagerinti objektinių modelių atvaizdavimą į sąryšinių duomenų bazių schemas. Tam reikia 
išanalizuoti transformacijų iš OO modelio į DDL modelį principus, jų realizavimo pilnumą esamuose praktiniuose CASE 
įrankiuose, sukurti algoritmus trūkstamoms transformacijoms įgyvendinti ir išbandyti jų veikimą. 
16 CASE įrankių atliekamų transformacijų analizė 
Transformuojant objektus į sąryšines duomenų bazes, reikia pradėti nuo pačių elementariausių transformacijų. 
Atliekant paprastas transformacijas, dažniausiai užtenka pakeisti stereotipus ir tokiu atveju pasiekiama elemento 
transformacija. Tokios paprasčiausios transformacijos yra: klasės transformavimas į duomenų bazės lentelę, klasės atributo 
transformavimas į duomenų bazės lentelės lauką, paprastos asociacijos transformavimas į duomenų bazių lentelių sąryšį [11]. 
Paprasčiausių transformacijų pavyzdys pateiktas 1 paveikslėlyje [1]. 
 





Minėtos transformacijos yra elementarios, jų įgyvendinimas paprastas, t.y. nereikalauja sudėtingesnių algoritmų. 
Reikia išskirti sudėtingesnes transformacijas, kurios reikalauja papildomų pastangų, norint jas realizuoti. Šioms 
transformacijoms įgyvendinti būtina sukurti pirminius algoritmus, kurių pagalba būtų galima jas atlikti. 1 lentelėje pateiktas 
aukštesnio lygio transformacijų sąrašas ir projektavimo įrankių analizė [5]. 
1 lentelė Objektinių-sąryšinių transformacijų įgyvendinimas CASE įrankiuose 
Kas turėtų būti generuojama Rational Rose Magic Draw UML Planuojama padaryti 
Iš paketų į duomenų bazių schemas transformuoja transformuoja - 
Iš klasių į lenteles transformuoja transformuoja - 
Atributus į lentelių stulpelius transformuoja transformuoja - 
Atributų su specifiniais apribojimais 
transformavimas į pirminio rakto lauką transformuoja transformuoja - 
Metodų su specifiniais apribojimais 
transformavimas į trigerius netransformuoja netransformuoja įgyvendinti 
Agregacijos sąryšio transformavimas į 
identifikuojantį sąryšį transformuoja netransformuoja įgyvendinti 
Agregacijos ir asociacijos sąryšio 
transformavimas į neidentifikuojantį 
sąryšį 
transformuoja netransformuoja įgyvendinti 
Daug-su-daug sąryšio transformavimas transformuoja netransformuoja įgyvendinti 
Asociacijos klasės transformacija transformuoja netransformuoja įgyvendinti 
Paprastos paveldėjimų transformacijos transformuoja netransformuoja įgyvendinti 
Daugybinių paveldėjimų transformacijos netransformuoja netransformuoja įgyvendinti 
 
17 Transformacijų algoritmai 
Šiame skyriuje aprašomos transformacijos, kurios nėra įgyvendintos esamuose CASE įrankiuose. Pateikiami 
transformavimo algoritmų principai ir pavyzdžiai. 
17.1 Paprasto ir daugybinio paveldėjimo transformacijos 
Transformuojant paprasto ir daugybinio paveldėjimo atvejį, išskaidžius klasių diagramą į elementus reikia ieškoti 
objekto Generalization. Suradus šį objektą būtina patikrinti klases esančias ryšio galuose ir fiksuoti, kuri klasė yra viršklasė, 
o kuri yra paveldėtoja. Išskaidžius DDL diagramą į elementus, surandame dvi lenteles, esančias paveldėjimo ryšio galuose ir 
sujungiame ForeignKey ryšiu. ForeignKey laukas kuriamas paveldinčioje klasėje, o PrimaryKey laukas kuriamas 
viršklasėje [6].  
Atliekant analogiškus veiksmus visiems apibendrinimo ryšiams, bus automatiškai atlikta ir daugybinio paveldėjimo 
transformacija.   
 
2 pav. Apibendrinimo (paveldėjimo) ryšio transformacijos 
17.2 Ryšio klasės transformacija 
Tarkime, norime realizuoti transformaciją iš ryšio klasės į daug su daug ryšį, kuris savo ruoštu sąryšiniame modelyje 
vaizduojamas per ryšius 1:N ir įterptinę lentelę. Norint realizuoti šį atvejį (3 pav.), reikia modelyje ieškoti elementų, kurių 
tipas būtų AssociationClass. Suradus tokį elementą, reikia patikrinti su kokiomis klasėmis yra surištas šis ryšys galuose A ir 
B. Reikia įsiminti galuose esančių klasių vardus ir ryšio klasės vardą.  Realizuojant šią transformaciją, transformuotame 
modelyje reikia sukurti lentelę su ryšio klasės pavadinimu ir šią klasę sujungti 0:N - 1 ryšiais su lentelėmis, kurių 
pavadinimai tokie, kokie buvo ryšio galuose esančių klasių. Galiausiai į naująją lentelę reikės sukelti atributus iš ryšio klasės 








3pav. Ryšio klasės transformacijos algoritmas 
18 Trūkstamų transformacijų realizacija 
Kadangi dalis transformacijų CASE įrankiuose jau realizuota, uždavinys formuluojamas kaip CASE įrankio 
transformacijų praplėtimas. Transformacijų įgyvendinimui buvo pasirinktas MagicDraw įrankis, kadangi tai geriausias 
žinomas CASE įrankis, realizuojantis UML 2.0. Panaudojant esamas Magic Draw transformacijas, naujos transformacijos 
kuriamos tokiais žingsniais: 
7) Reikia įvykdyti klasių modelio transformaciją į sąryšinį duomenų klasių modelį; 
8) Tikrinti pirminio modelio elementus ir sudaryti pilną teorinį transformacijos modelį; 
9) Tikrinti antrinį (transformacijos rezultatas) modelį ir surasti trūkstamus konceptus; 
10) Trūkstamus konceptus sukurti ir įterpti į antrinį modelį. 
Visų pirma CASE įrankio išplėtimas, realizuojamas įskiepiu, turėtų papildyti grafinę vartotojo sąsają kokiu nors 
elementu, kad būtų galima aktyvuoti įskiepio funkcionalumą. Yra daugybė variantų kaip aktyvuoti įskiepio funkcionalumą: 
11) Įdėti papildomą punktą į pagrindinį meniu; 
12) Įdėti papildomą objektą į pagrindinę įrankių juostą; 
13) Įdėti papildomą objektą į diagramos įrankių meniu; 
14) Įdėti papildomą punktą į naršyklės kontekstinį meniu; 
15) Įdėti papildomą punktą į diagramos kontekstinį meniu; 
16) Sukurti klaviatūros mygtukų kombinaciją, kuri paleistų įskiepį.  
 
4 pav. Įvykių hierarchija 
Norint sukurti objektą, kurį paspaudus įvyktų įskiepio aktyvacija, klasė, realizuojanti mygtuko paspaudimą, turi 
išplėsti atitinkamo įvykio klasę. Pavyzdžiui, norime papildoma punktą pridėti prie naršyklės kontekstinio meniu, tada turime 
išplėsti klasę DefaultBrowserAction. Jei norime įdėti papildomą punktą į diagramos kontekstinį meniu, tada turime išplėsti 
klasę DefaultDiagramAction. Visų praplečiamų įvykių klasių hierarchija parodyta  4 paveikslėlyje. 
Pasirinktas būdas yra transformacijų dialogo lange įdėti papildomos transformacijos elementą, kuris aktyvuotų 








5 pav. Transformacijų dialogo langas 
Norint sukurti transformacijų dialogo lange naują komponentą, reikia išplėsti klasę 
AnyToAnyModelTransformationInfo. Ši klasė savyje talpina visą informaciją, kurios reikia sukuriant transformacijų dialoge 
naujos transformacijos objektą. Pagrindinė transformacijos klasė turi išplėsti klasę AnyToAnyTransformation. Ši klasė turi 
perrašomą metodą:  
protected void customTransformationForElement(Element element, Collection collection), 
kurio viduje reikia patalpinti norimą funkcionalumą.   
Sekantis žingsnis siekiant įgyvendinti trūkstamas transformacijas yra norimos transformacijos paleidimas, šiuo 
atveju būtų UML to Generic DDL transformacija. UML to Generic DDL transformaciją atlieka 
UMLToDDLTransformation klasė, kuri pati išplečia klasę AnyToAnyTransformation. Klasė AnyToAnyTransformation 
yra visų transformacijų viršklasė, toliau ją išplečiant yra vykdomos kitos transformacijos[12]. 
 
6 pav. Transformacijų klasių hierarchija 
 
Kiekviena klasė, kuri išplečia klasę AnyToAnyTransformation turi metodą transform, Šį metodą paleidus 
kuriamoje transformacijoje, bus įvykdyti norimos transformacijos veiksmai. 
Dar vienas žingsnis trūkstamų transformacijų įgyvendinime – patikrinti pirminį transformuojamą modelį, nuskaitant 
esamus elementus ir sudarant teorinį transformacijų modelį. Pagrindinėje transformacijos klasėje perrašius metodą 
customTransformationForElement(Element element, Collection collection), kuris paveldimas iš viršklasės 
AnyToAnyTransformation, iš šio metodo per parametrą collection gražinamas visas transformuojamų elementų sąrašas. 
Iterator klasės egzemplioriaus pagalba galima išskirti visus elementus, kurie buvo atsiųsti per Collection klasės kintamąjį į 
metodą customTransformationForElement. Šis metodas gražina visų galimų transformuojamo modelio elementų sąrašą. 
Lyginant išgaunamus elementus iš collection sąrašo su elementais iš sąrašo element, galime sužinoti, kokio tipo yra išskirtas 
elementas. Pavyzdys, kaip galima ištraukti elementus iš transformuojamo modelio ir kiekvienam elementui atlikti specifinę 
transformaciją: 
 
Iterator iterator = (new ArrayList(collection)).iterator(); 
        do 
        { 
            if(!iterator.hasNext()) 
                break; 
            Element element1 = (Element)iterator.next(); 
            if(!(element1 instanceof NamedElement) ||   
                   !((NamedElement)element1).getName().equals("REMOVED_BY_CUSTOM_TRANSFORMATION")) 
                if(element instanceof Package) 
                    transformPackage((Package)element, (Package)element1, collection); 
                else 
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  if(element instanceof Class) 
                    transformClass((Class)element, element1, collection); 
                else 
                if(element instanceof Property) 
                    transformAttribute((Property)element, element1, collection); 
                else 
                if(element instanceof Diagram) 
                    transformDiagram((Diagram)element1); 
                else 
                if(element instanceof Association) 
                    transformAssociation((Association)element, element1, collection); 
                else 
                    collection.remove(element1); 
        } while(true); 
 
Po transformuojamo modelio analizės reikia atlikti analogišką transformuoto modelio analizę. Transformuoto 
modelio analizė atliekama taip pat kaip ir transformuojamo modelio analizė. Tereikia išskirti paketą, kuriame yra 
transformuotas modelis, ir analizuoti visus elementus esančius jame. 
Išskyrus elementus iš transformuojamos ir transformuotos diagramų, reikia identifikuoti netransformuotus elementus 
ir realizuoti neįvykdytas transformacijas, pridedant naujų elementų į antrinį (transformuotą) modelį. Šis veiksmas būtų tarsi 
transformacijų pilnumo patikrinimas. Jei transformacija neįgyvendinta, reikia ją realizuoti [12]. 
Įgyvendinus ryšio klasės ir paveldėjimo transformacijas gauti rezultatai pavaizduoti 7 paveikslėlyje. 
 
7 pav. Ryšio klasės ir paveldėjimų transformacijų realizacija. 
19 Išvados 
CASE įrankių analizė rodo, kad klasių modeliai nėra pilnai transformuojami i sąryšines duomenų bazių schemas, t.y. 
nei vienas CASE įrankis neatlieka išbaigtos transformacijos. Tokiu atveju projektuotojai susiduria su problema, kaip įvykdyti 
pilną tokio tipo transformaciją. Egzistuoja keletas būdų kaip pasielgti: naudoti kelis CASE įrankius, kurių pagalba 
pasiekiamas baigtinis rezultatas; atlikti dalį transformacijos CASE įrankiu, o likusį darbą atlikti rankiniu būdu. Ir vienu, ir 
kitu atveju padidėja klaidų tikimybė baigtiniame rezultate.  
Sprendimo būdas − paimti vieną CASE įrankį ir išbaigti transformacijų iš klasių modelio į sąryšinių duomenų bazių 
modelį mechanizmą. Sukurtų algoritmų prototipų tyrimas patvirtino, kad tai įgyvendinama ir rezultate gaunamas patobulintas 
CASE įrankis su pilna objektinių modelių transformacija į sąryšinių duomenų bazių schemas. 
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Complete transformations of object models to relational database schemas in UML CASE tools 
The goal of the current work – creation of complete transformation algorithms from object models to relational databases and their 
implementation in UML CASE tools. OOP has enabled the creation of tools for object oriented software and databases. One of 
the main aims of such tools is to create the object model of software and also a database for storing information about these 
objects. Most tools of software engineering enable the creation of object oriented software model and its transformation into 
RDB model. Afterwards the program code is generated from the OOP model and the SQL script of the database is generated 
from the RDB model. The analysis of CASE tools indicates that class models are not completely transformed into relational 
database schemes, i.e. none of existing case tools performs full transformation. One of the solutions is to take complete 
transformation process from class model into realational database model. The analysis of  prototypes of created algorithms 
revealed that it is possible to perform such a task. The final result is the improved CASE tool with complete transformations 
from objectmodels to relational database schemas.  
 
