Cloud service discovery is a new challenge which regular methods that are being used for web service discovery cannot properly address it. Hence; a dedicated framework is required to solve this problem. We designed and implemented a cloud service discovery framework which is using a syntax-based query engine. This framework is optimized for Infrastructure as a Service and Platform as a Service computing models. We use Extensible Markup Language (XML) for storing cloud service information. Windows, Apache, MySQL and PHP server is implemented to demonstrate the framework. The syntax-based query engine is using Asynchronous JavaScript and XML to perform the search, PHP is also employed as the server-side scripting language to allow the search functions to read the XML. The query engine is written in a way that every time the user enters a query, it searches through all tags to find the exact match or similarities. We present some of the experimental results and compare our method with the existing ones and point out the advantages over the currently used frameworks. This syntax-based framework is good enough for discovering IaaS and PaaS cloud services without the overhead of semantic-based frameworks and inaccuracy of the Filter by Attribute method.
INTRODUCTION
Cloud service is a set of applications that are delivered as hardware and software to a remote user; it also enables virtualization, distributed storage, distributed databases, and monitoring systems [1, 2] . In the cloud architecture every software application or hardware becomes a service or part of a service, and to add a new service to the cloud, some adjustments are needed to be done to make the new service compatible with the architecture [3] . Several protocols are used to provide these services to the user depending on the type of the service. In the existing methods, ontology is used for semantics which works best with Software as a Service (SaaS) since the number of services grows much faster than Platform as a Service (PaaS) and Infrastructure as a Service (IaaS) over time and there are more dependencies between the services in SaaS.
The idea of cloud computing comes from Grid which was originally designed for heavy computational tasks within organizations and was not available as a service. Cloud architecture has an elasticity which means it can be scaled up on demand, however, Grid was built with many resources up front. The core of the cloud architecture is the database, network and hardware resources with virtualization on top [4, 1] .
The cloud architecture also provides a centralized computing service over a network, which includes: IaaS, PaaS, and SaaS. PaaS delivers a prebuild application or development platform to the client; it scales up with respect to its infrastructure. IaaS provides infrastructures to the client such as virtual machines, storage, networks, firewalls and load balancers [1] .
The cloud provides the same technologies as any other IT infrastructure, the difference is that everything in the cloud is provided as a service. A cloud service model describes how cloud services are available to the users. There are dependencies between these models; platforms are operating systems and development environments that are installed on hardware resources. Applications that are provided as a service are dependent on the platforms and the hardware to function properly.
As mentioned before, currently there are three cloud service models available:
•Software as a Service (SaaS) model provides software which is already installed on a compatible platform and available on demand. The service provider will update the software if necessary [1, 5] .
•Platform as a Service (PaaS) is an application platform which is optimized for software development or it could be an API that includes a set of libraries or functionalities for programming. The provider is constantly checking the platforms and scale or update them depending on user requirements. A common service in this category is Database [6] .
•Infrastructure as a Service (IaaS) provides computational resources to the user such as (Storage, CPU, RAM, etc.). IaaS also provides user access to low-level software like firmware, firewall management dashboard and virtual machines [6] .
Of course, other service models can be found including the major three however, that depends on the provider to extend the model if they wish to. The rest of the paper is organized as follows: In Section 2, we discuss the related works. In Section 3, we describe our proposed cloud service discovery framework. This is followed by the experimental results in Section 4. Finally, we conclude the paper in Section 5.
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Figure 1 Semantic search Engine Architecture [7]
[9] Is suggesting that a search engine or query engine works best in a cloud discovery framework if it is integrated into it. Figure 2 is an example of a semantic-based cloud service discovery framework. The framework uses brokers to allocate the services from the service providers and with matching and comparison which will be performed by SSE, presents the closest match to the user query. Every time a request is made; a broker agent is dedicated to that request to allocate the related services from the available service providers [9] . 
Filter by Attribute Method
This method is syntax-based however; it is not a query engine.
Filter by attribute uses XML to eliminate the unrelated tags and select the ones that remain. The XML that is being used in this method needs to have attributes for every tag [10, 11] . Although this method is not as accurate as a syntax-based search, it is widely used as a syntax-based solution for cloud service discovery. Filter by Attribute method is unable to suggest similar results and leaves users with no other option if the exact match does not exist [10, 11] .
Search-Based Cloud Service Discovery
A search or query engine uses an algorithm that monitors the information and recommends the user with the best result based on the query [12] . Cloud services providers use their own service description which makes it hard to search for services due to nonuniform and non-standardized naming conventions, this approach makes it difficult for users to find the right services [13] .
[14] Proposes a framework where a crawler analyzes and collects relevant data from the web by parsing links. A sample crawler engine with six layers is shown in Figure 3 .
Figure 3 Architecture of Cloud Service Crawler Engine [14]
As it is shown in Figure 3 each layer is responsible for a specific task of analyzing the retrieved data. This is possible with the help of a crawler engine and ontology for retrieving data and discovering the services.
Matching and Ontology
Basically, ontology makes it easy to look for semantic relations since each service might be composed of several other services in the cloud [15] .
All concepts that are represented in the ontology are atomic, to represent them, ONTOLOG concept language has been developed [16, 17, 18] . It is used as concept algebra for integration, formalization, representation and reasoning with the semantics of natural language and ontologies [19, 20, 21] . The mapping between ontologies is also a possible solution since it is scalable and can be automated [8] .
None of the existing solutions provided by previous works are optimized for IaaS and PaaS, the old solutions are used for cloud services in general. This leads to unnecessary complex frameworks with poor performance. A dedicated framework which is optimized for IaaS and PaaS is a much better solution than creating a generic framework with unnecessary components that are poorly optimized.
The Proposed Cloud Service Discovery Framework
We propose a framework for cloud service discovery with a focus on PaaS and IaaS cloud computing models. This framework uses a Syntax-Based query engine for allocating IaaS and PaaS cloud services.
For IaaS the types of services are usually hosting, it is not just limited to storage since the service also hosts user processes on its computing resources. IaaS is fully scalable and it is available to users on demand. PaaS provides tools for software development that are necessary for writing applications, this cloud computing model reduces the complexity of development which can lead to efficiency since it already has the necessary infrastructure built-in. Some services for PaaS model are locked into a certain platform but most of the recent available services are available lock-in free since it gives the developer more control over the development environment for maintenance and enhancement of the application.
Design of IaaS and PaaS Cloud Service Discovery Framework
The framework represents all the components, and how they interact with each other, it was designed with the assumption that the Cloud Client is separate from the end user since not all existing end user devices can take advantage of every IaaS and PaaS cloud services. However, all existing devices are capable enough for discovering these services. Figure 4 shows the structural design of our Cloud Service Discovery Framework.
In this framework, the focus is one discovering IaaS and PaaS cloud services using a syntax-based method. Designing components in a general way might work but it will perform poorly because of the overhead in the system and the implementation, for that reason every component in this framework is designed to take advantage of a syntax-based method to get the best performance.
Data Flow
As it is shown in Figure 4 every arrow has a different color which represents the data flow in the system, the black arrow represents the query flow which starts with the user entering the query in the system and finishes with the query engine response. Blue arrows represent the flow of service information from the providers to our framework, the service information first needs to be stored in our relational database and then from there it goes to the XML servers so that our query engine can have access to the information. The red arrow represents the connection between the user and the cloud services which has to be done through a cloud client.
Figure 4 Structural Design of IaaS and PaaS Cloud Service Discovery Framework

End System
The end system in this framework is actually the device which is used to discover the available IaaS and PaaS cloud services. We make an assumption based on a general approach that almost every existing device can be used as a platform for cloud service discovery but, not all of them are suitable as a platform for using IaaS and PaaS cloud services.
Query Engine
We are using a syntax-based query engine to search for the cloud services. For IaaS and PaaS cloud computing models a syntaxbased search will work perfectly since the services in these models are independent of each other, IaaS provides hardware resources which work separate from each other and PaaS provides software development tools which also work independently. A semantic-based query will also work but it will not change the search result in the cases of IaaS and PaaS cloud computing models, it only adds more complexity and reduces the performance of the query engine. A syntax-based query engine is implemented to get the best performance for our IaaS and PaaS cloud service discovery Framework.
XML Files (Information Storage)
XML is a markup language that is used for documentation; it is both machine-readable and human-readable, it is one of the best ways to store information since it provides syntax to declaring the structure of documents and syntax for document markup [22, 23] . XML provides a friendly environment for programmers because of its computing standards; the syntax contains a set of rules which makes it easy for any future changes in the stored information. The structure of XML is in layers, it is suitable for storing service information since cloud services have different attributes. In the cases of IaaS and PaaS cloud computing models, XML is the best way to store the information and also the cloud service architecture standard is defined in XML. This helps the query engine to have complete access to the available information to search them based on the user query.
Relational Database
Using a relational database in our framework is an acceptable approach; it helps us for accurate classification of the collected cloud service information. We are using a relational database to store the cloud service information that we are getting directly from the providers. Using a relational database helps us to distinguish the services properly; this characteristic of the relational database is extremely useful since for IaaS and PaaS models there are usually some cases that a number of providers are offering same infrastructures like the Processor or the RAM.
With the use of a relational database we can have classified information about the services and as a result, the XML Data is more precise.
Cloud Client and Cloud Service Providers
To use any software over the Internet, a client application is needed. In the case of regular internet services since these applications are not demanding compared to cloud services, a web browser is good enough for interacting with different internet applications. Services offered by IaaS and PaaS cloud service providers usually require virtualization, for IaaS majority of services are hardware resources like storage or processors and for PaaS, the resources are software development tools which could be in form of an API or a specific development environment. These services require a cloud client since the type of services that are offered are more demanding than regular web services and a web browser is not suitable.
Work Flow Diagram of IaaS and PaaS Cloud Service Discovery Framework
It is important to use every component of the framework properly and avoid any overheads in order to get optimal performance. Figure 5 shows the Work Flow of our cloud service discovery framework.
As it is shown in Figure 5 since our concern is just with the discovery of the cloud services, the web browser is good enough as a cloud service discovery platform. We use AJAX to implement the syntax-based query engine. The advantage of using AJAX is its ability to communicate with a remote server such as sending a request and getting the response without any interference with the current state of the page and using Document Object Model (DOM) API for dynamic display and interaction with data. DOM is an API which helps to parse an XML document to be treated as a tree structure with multiple nodes where each node is an object representing a data in our XML file. AJAX can work with and without incorporating DOM. If we do not incorporate DOM, the user query is treated as a JavaScript call and goes to the server for requesting data. The server searches through the XML document and tries to find the match or something similar to the user query and then after applying AJAX routines it updates the HTML page on the user side.
In the case of applying DOM API, the type of the request changes and the XML data is being treated as a DOM tree with objects as our XML data. In this scenario, the user query is treated as XMLHttpRequest which helps to establish a connection between the server and the user before sending the request. To communicate properly with the server, we need to use a serverside scripting language such as PHP. Since all the information is on the server side and we want to access the XML data from the XML server, DOM API needs to be included in the PHP code.
Figure 5 IaaS and PaaS Cloud Service Discovery Workflow Diagram
In our implementation DOM API has to be included since the nature of any discovery framework on the web is to get the user query through the user interface as the input in the framework, sending that request through appropriate routines in order to give it access to the data on the server side and after searching for a match or similarity in the stored data, returning the response from the server back to the user. The implementation that we are showing in our workflow diagram is suitable for our cloud service discovery framework since it is taking advantage of all the components in our framework. DOM and AJAX in this framework both need HTML 5 capable browsers to function properly, however, this is not a concern. Every browser since 2015 runs on HTML 5 and we implemented the framework with this assumption that all users are at least using a one-year-old web browser.
Experimental Results
For our implementation, we used Windows, Apache, MySQL, PHP (WAMP) server, a software stack consisting of Apache web server, OpenSSL for SSL support, MySQL database and PHP programming language. As it is shown in Figure 4 the relational database is getting the relevant data from cloud service providers and our XML files are generated from the data in our relational database. There are several ways to generate the XML file from the data in the database, however; we are going to explain the process that is the most common. Data is stored in tables in the database; we have to first establish criteria for our table, then database relationships and constraints are converted into W3C XML schema constraints. XML schema uses XML Schema Definition (XSD) to describe the structure of an XML document; since XSD uses XML syntax, any XML editor can be used to parse schema files, this helps us to easily generate the XML document from our schema.
After we set up the WAMP server and store our XML files we begin implementing the query engine. The engine uses Ajax functions, we want the script to work with all major browsers so we have to use if (window.XMLHttpRequest) statement, this helps us to run the code on Chrome, IE7, IE6, Firefox, Opera and Safari web browsers. We also have to include our PHP code to have access to XML files. In the PHP code, we use the DOM function and load the available XML files to scan the XML content and give suggestions to users based on the query or generate a message in case that a match is not found in the XML files.
For this experimentation, we wrote an XML file which has most IaaS and PaaS data from real providers and some that we came up with ourselves. Figures 6-8 below represent how the query engine responds to user input. As it is shown in Figures 6 and 8 the query engine works fine when the user enters an acceptable query, the engine is capable of showing appropriate results using a syntax-based matching function. Figure 7 shows how the engine responds when the user is only searching for a specific provider.
Comparison
The table below summarizes the comparison between our proposed framework and the existing ones for cloud service discovery with a focus on IaaS and PaaS cloud services. 
Conclusion
We come to the conclusion that our proposed framework works accurately for discovering IaaS and PaaS cloud services. A semantic-based framework might be more accurate in general but the accuracy is useless when we are not dealing with resourceintensive services. The Filter by Attribute method is also not accurate since it does not take user query; it only allows users to eliminate unrelated services by selecting the attributes that are available from the system.
Our framework also allows us to easily add or remove cloud service information without having to change the search functions that were written for the query engine.
