In the past few years, an increasing interest in architectural knowledge is recognized in the software architecture community. Architectural knowledge is generally regarded as important to guide the development of software systems. With the trend of Global Software Development (GSD), the management of architectural knowledge becomes even more important due to the geographical, temporal, and sociocultural distance innate to GSD. In this paper we build on the requirements engineering discipline to identify practices that can aid in overcoming GSD challenges and assess their applicability for management of architectural knowledge in a GSD setting. We provide a light-weight pattern language that we use to describe architectural knowledge management practices and provide a first validation of these practices from an ongoing case study.
INTRODUCTION
In the past few years, an increasing interest in architectural knowledge management is recognized in the software architecture community [28, 29, 2, 33] . Architectural knowledge is generally regarded as important to guide the development and evolution of software systems [29] .
With the trend of Global Software Development (GSD), architectural knowledge management becomes even more important due to challenges that arise as a result of the Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. SHARK'08, May 13, 2008 geographical, temporal, and socio-cultural distance innate to GSD [25] . Overviews of the challenges in GSD have been widely reported [1, 6, 8, 9, 25] and include lack of informal contact, language differences, and coordination complexity [1] .
Solutions to overcome GSD challenges generally deal with the way individuals interact with each other in a distributed setting. These solutions are provided in terms of communication and coordination strategies [22, 21, 30] . In these strategies, recording decisions about the architecture plays a pivotal role [8, 22] . However, we are currently lacking detailed insight into architectural knowledge management practices that can effectively be applied in a GSD setting, following observations from the literature on challenges in knowledge sharing in a GSD situation [15, 4] .
To address this lack of insight, we build on the discipline of requirements engineering. The requirements engineering discipline is a well-discussed example of a discipline that becomes challenging in GSD [11, 26] . We observe a close resemblance between a set of requirements for a software system and a set of architectural decisions taken for that software system: what one person regards as requirements for a software system, another person may regard as architectural decisions [32] . Furthermore, we conjecture that the same challenges that the requirements engineering discipline faces with GSD hold for architectural knowledge management practices in GSD as well: as with requirements, architectural decisions too need to be communicated across different sites in order to maintain a shared vision of the software system that is designed.
We have constructed a set of architectural knowledge management practices based on a study of relevant literature on the requirements engineering discipline related to GSD. We describe these practices using a light-weight pattern language. The elements of this pattern language and its application on describing architectural knowledge management practices may help organizations in making a well-supported choice between architectural knowledge managements practices for application in GSD projects. We provide an initial validation of the usefulness and effectiveness of these practices through semi-structured interviews on these practices within a large IT service provider. This paper is structured as follows. Section 2 lists the approach we applied for this research. Next, in Sect. 3 we povide an overview of the resulting architectural knowledge management practices in global software development. We then provide an initial validation in Sect. 4 and list our conclusions and ongoing research in Sect. 5. 
RESEARCH APPROACH
In this section, we describe our approach to select relevant literature for this research in Sect. 2.1 and describe a light-weight pattern language for the description of the architectural knowledge management practices in Sect. 2.2.
Literature Research
We built a representative subset of relevant literature on the topic of requirements engineering in relation to Global Software Development. First, we identified important conferences on this subject, such as the ICSE GSD workshops, the ICGSE '06 and '07 conferences, and the RE conferences. Subsequently, we collected the proceedings of these conferences. In addition, we selected special issues from relevant journals (Communications of the ACM, IEEE Software).
In our search to collect GSD requirements engineering practices that can help in overcoming GSD challenges, we scanned the abstracts, introduction, and conclusion of all contributions. Contributions which explicitly reported on validated practices were studied in full detail.
After having collected the GSD requirements engineering practices, we translated these practices, if needed, to the discipline of architectural knowledge management. When the requirements engineering practices mentioned "requirements", we translated this into "architectural decisions"; when the practices mentioned the "requirements engineering discipline", we translated this into the "architecting phase" or "architecture development phase". In this way, we ensure that we stay fully in line with the practices as they were initially reported in the requirements engineering literature; we list the references to the requirements engineering literature throughout the description of the practices.
A Pattern Language for Describing Architectural Knowledge Management Practices
In parallel with the literature study, we devised a lightweight pattern language to structure and describe the potential GSD architectural knowledge management solutions posed by the literature. We used the work of [5, 31] , based on [18] as a basis to define a light-weight pattern language. We added relevant insights from the field of architectural knowledge management, such as the architectural knowledge management strategy organizations may adhere to [2] . Table 1 lists the results. The elements of this pattern language and its application on describing architectural knowledge management practices may help organizations in making a well-supported choice between architectural knowledge managements practices for application in GSD projects.
ARCHITECTURAL KNOWLEDGE MANAGEMENT PRACTICES FOR GSD
This section lists the practices for architectural knowledge management to overcome GSD challenges, distilled from the literature on the requirements engineering discipline.
When a practice does not refer to any requirements-specific terminology or process, we have not applied any modifications. For a practices that does, we translate the given requirements engineering-specific element to an appropriate counterpart in the realm of architectural knowledge management (see Sect. 2.1), following the insights from e.g. [32] . We provide an overview of the changes we made.
Frequent Interaction across Sites
Practice Name -Frequent interaction across sites [13] .
Intent -This practice intends to let practitioners from different development site interact frequently with each other.
Motivation -In knowledge-intensive tasks such as requirements engineering and architecting, the geographical distance and possible time difference burden effective sharing of architectural knowledge. This may result in language and terminology problems. More frequent interaction across sites help to address these problems. In addition, more frequent interaction help in building trust across sites [9] . Furthermore, it helps in gaining awareness of the local working context of architects, developers, and other representatives which eases understanding across sites. Frequent interaction can be implemented in a variety of ways: organizations may use on-site management visits [5] in which project status, schedules, and planning issues are discussed and technical interchanges are held. In addition, organizations may utilize cross-site delegation [5] by sending practitioners from the remote development site to the main development site and vice versa.
Prerequisites -Interactions should be planned for and performed regularly. Preference is given to on-site visits. If this appears not to be cost-effective, collaborative technologies such as video-conferencing [13, 9] or wikis [17] could be employed. Furthermore, it is advised to facilitate and improve the decision-making meetings by using a trained human facilitator [13] .
Benefits -Frequent interaction helps in maintaining a shared sense of urgency [9] , which can speed up development time significantly.
Drawbacks -No significant drawbacks are reported in the literature. Although setting up and maintaining the infrastructure poses some costs, this is of no major influence once the infrastructure is used widely across development sites.
Strategy -This practice supports a personalization strategy, since frequent interaction helps in identifying "who knows what" among practitioners and interaction does not focus on extracting and capturing architectural knowledge in a repository, but on sharing architectural knowledge among practitioners instead.
Cross-site Delegation
Practice Name -Cross-site delegation [5] .
Intent -This practice intends to obtain better integration between teams from different development sites by delegation of team members from a local site to a remote site and vice versa [5] .
Motivation -When establishing a remote site, more effort is needed to align objectives and regard each other as peers.
Applying cross-site delegation helps in achieving a shared understanding of the architectural problem that needs to be solved [9] . After the delegation period, the delegate may become a liaison [9, 5] .
Prerequisites -When applying this practice, it is important that each development site is able to appoint this role to suitable candidates. Consequently, it requires that similar or equal roles (e.g. architects or designers) are present at all development sites.
Benefits -Applying this practice results in an increased speed in which architectural knowledge is disseminated to all development sites. Furthermore, applying this practice establishes a means for more effective future interaction and management of architectural knowledge across sites, since practitioners know whom to contact; as such, the problems to initiate contact are alleviated [24] .
Drawbacks -Structural traveling, which is implied by this practice, results in traveling, housing, and facilities costs. Organizations can use a specialized department to gain efficiency benefits. Furthermore, organizations need to carefully select the roles that travel and the frequency by which traveling occurs (possibly relative to the development phase).
Strategy -This practice supports a personalization strategy.
Face-to-Face Project Kick-Off Meetings
Practice Name -Face-to-face project kick-off meetings [13] .
Intent -This practice intends to establish initial relationships across sites.
Motivation -It is important to align expectations of practitioners from all development sites involved as early as possible in a software development project to prevent delay because of uncertainties later on.
Prerequisites -A group kick-off meeting with practitioners from various sites could be difficult to plan. Although relevant literature [13, 23] reports on the importance of having face-to-face contact, remarkable results are provided as well, e.g. in a large empirical study [27] : in this study, only 4 out of 55 studied best practices concerns face-to-face communication.
Benefits -Obtaining a shared understanding of the project's context and goals may result in sharing architectural knowledge during a kick-off meeting. This helps in speeding up the initial phase of the project and finding the right people across sites.
Drawbacks -For large software development projects, a lot of development sites may be involved in determining the architecture for the system to be built. This could lead to planning problems in getting all relevant stakeholders together.
Urgent Request
Practice Name -Urgent request [5] .
Intent -This practice intends to quickly collect information on a given topic of interest.
Motivation -During the architecting phase, it can be necessary to, at a given moment in time, collect information on a specific topic in order to proceed with developing the architecture. An example could be the availability of a certain infrastructure component which could be reused across projects. Obtaining a quick response helps in keeping the architecting activities up to speed.
Prerequisites -This practice requires that a distribution mechanism is implemented. The mechanism should be implemented to be separate from general knowledge sharing mechanisms, since a large number of unrelevant requests, or requests for different expertise areas, lowers the sense of urgency and the motivation of the volunteers. In addition, this network of volunteers with expertise on a variety of technical subjects should be created and maintained. Management support and urge for selecting volunteers is important to achieve this. This practice furthermore requires willingness to share information, and thus a sense of openness throughout the organization.
Benefits -Quick responses to urgent and/or ad hoc questions greatly improves the speed by which architectural knowledge is shared across development sites and, consequently, an architecture for a system can be developed. Currently, low-threshold mechanisms to implement this practice exist, e.g. rss feeds [17] .
Drawbacks -It is necessary to establish a basic level of trust between the key individuals from different development sites to allow this practice to be successful -one needs to know who is who before one will respond to an urgent request.
Strategy -This practice supports a personalization strategy since it reveals potential sources of architectural knowledge, which then can be accessed through e-mail interaction.
Collocated High-Level Architecture Phase
Practice Name -Collocated high-level architecture phase [5] .
Intent -This practice intends to create a sound high-level architecture in an efficient way.
Motivation -The architecting phase consists of knowledgeintenstive tasks and is important for outlining the solution structure for the future development phase. In addition, identifying a high-level architecture generally is done in limited amount of time -certainly compared to detailed design and development activities. This practice may be implemented by arranging for a single location on which architects from the development site meet. In addition, knowledge management tooling should be catered for to capture the design rationale and major architectural decisions during the phase.
Prerequisites -The set of most important quality requirements should be fairly stable. Requirements engineers and domain experts should be available and participate in this phase.
Benefits -When organizations apply a collocated high-level architecture phase, all relevant issues can be expected to be tackled as early as possible.
Drawbacks -As already described in Sect. 3.3, This practice does not support a specific
Strategy -This practice does not support a specific architectural knowledge management strategy.
The practice collocated initial architecture phase has been adapted from the requirements engineering domain, where it was termed collocated analysis phase (see [5] ). The practice describes how functional specifications are produced as a result of this collocated analysis phase with a high-level architecture as input. Based on the similarities between requirements and architecture [32, 19] , we conjecture that a similar practice is applicable for architectural knowledge management in a GSD setting. We are aware that this practice removes the global aspect in GSD by introducing collocatedness. However, this practice does pose additional issues, such as effective sharing of the architectural knowledge of this single location to all development sites, which may be problematic [8] .
A Clear Organization Structure with Communicating Responsibilities
Practice Name -A clear organization structure with communicating responsibilities [11] .
Intent -This practice intends to maintain open communication lines between well-defined stakeholder roles [15] .
Motivation -Delay can occur when practitioners spend time on finding and reaching the correct person in a given role. Lack of information often causes burden as well -it is not that information is not available, it is just not shared with the right persons. In earlier research [9] , we observed this as well: an organization which applied top-down definition and communication of architecture principles and an organization with more focus on collaborative architecting practices both followed architectural rules; in the former organization, however, architectural decisions did not sink in properly. This practice may be implemented by creating roles with clear responsibilities and by assigning these roles to the distributed stakeholders. Furthermore, it should be indicated which roles need to communicate with each other in structured meetings.
Other implementation-specific suggestions as mentioned by [27] are: communicating more often, communicating immediately as a question arises (see Sect. 3.4), communicating according to formal rules (see [9] ), using a tool such as a wiki, or using common terminology.
Prerequisites -It is important to involve the right people in the meetings that are conducted [14] .
Benefits -Cross-functional teams associated with developing a specific part of the architecture represent social networks whose members benefit from clear identification of roles and responsibilities in the architectural knowledge management discipline [12] . It is important to identify these possible social networks in addition to managing the communication responsibilities.
Drawbacks -No significant drawbacks are reported in the literature.
Strategy -This practice supports a personalization strategy since it helps in defining the structures by which individuals can communicate with eachother. This practice does not focus on codification of the knowledge entities that are discussed and exchanged.
Establish a Repository for Architecture Artifacts
Practice Name -Establish a repository for architecture artifacts [13] .
Intent -This practice intends to build a repository to store architectural decisions including the rationale of these decisions.
Motivation -Having a shared repository with architectural knowledge helps in obtaining common understanding of the architecture and architectural decisions across development sites and in obtaining awareness of the local working context [13] .
Prerequisites -In order to alleviate the distance in accessing relevant information from a shared repository, it is imperative that the development sites utilize a shared infrastructure. Furthermore, it is important to structure the information in the repository, following e.g. templates as defined by [31] .
Benefits -When a shared repository is in place, all development sites easily can query and access architectural knowledge.
Drawbacks -This practice poses a challenge for the codification strategy: design decisions should be captured (codified) in a way which makes them searchable and reusable in similar situations. Consequently, a starting point for the codification strategey would be to identify appropriate use cases of this architectural knowledge [10] .
Strategy -This practice supports a codification strategy.
VALIDATION
We have selected a number of global software development projects from one domain at a large IT service provider to identify to what extent the practices for architectural knowledge management in a GSD setting are applied in practice. We included five projects from different sizes (ranging from 10 until 75 developers) and a different number of development sites (2 until 4 sites, within two countries at most). We performed an initial validation by studying the characteristics of the projects. Following that, we conducted semi-structured interviews with project managers and used the list of practices to collect feedback on the perceived usefulness of the practices. Although further validation is still ongoing, we provide initial results:
• Large introduction programmes for new-hires from remote development sites help in obtaining understanding in the context of the organization and specific techniques applied. An off-shore desk supports the newhires in a variety of logistical details to allow for smooth accommodation to the organization's standards.
• A common infrastructural platform which makes use of different project-specific and generic environments in which members of projects can interact using collaborationintensive tools.
• At several levels within the organization, e-mail lists exist which are characterized by frequent discussions and questions on a specific topic related to architecture. These topics are not further structured, but allow for fellow practitioners to share experiences and respond to questions.
• Several projects reported on traveling plans to allow employees from a remote site to come to the local site.
CONCLUSIONS AND FUTURE WORK
Our study aims to identify practices that can overcome GSD challenges in the realm of architectural knowledge management by studing the requirements engineering discipline. Our study so far shows that the practices that have been reported in the requirements management literature can be easily translated to be applicable in the field of architectural knowledge management -we do not see any reason why certain practices would not be applicable. Consequently, we feel that both disciplines can share experiences to learn in understanding each other's challenges and practices. Furthermore, we conclude that the majority of practices focus on a personalization strategy for architectural knowledge management since the practices support fostering interaction among knowledge workers [2] . The literature reports on several tools that can help in capturing architectural knowledge and support a codification strategy [7, 3, 16] . We support the arguments from [15, 20] that a hybrid approach could combine the best of both worlds.
Initial validation of the architectural knowledge management practices for global software development shows that most of the practices seem applicable in an industrial setting. Our future work is aimed at a further structured validation of the list of architectural knowledge management practices for GSD by collecting detailed feedback on when practices have been applied and on the perceived success of their application. We plan to augment the list, which is currently primarily based on the literature, with additional practices by focusing on the different types of distance (as e.g. identified in [25] ) to build a balanced set of practices for architectural knowledge management in GSD.
Our study so far shows that some of these practices may be considered as being alternatives or could be applied in parallel: having a collocated high-level architecture phase might reduce the need for frequent interaction (since the majority of the architectural knowledge is created and shared at a single site), and might more easily be combined with a face-to-face project kick-off meeting. We intend to study possible relationships and mutual influences between these practices more thoroughly in future research.
