The Web Services need to extend beyond the basic service architecture (invoke and respond) 
Introduction
We aim to develop a few core artifacts for effective coordination/collaboration among Web entities. A good analogy would be the molecular bonds in chemical compounds, which are too simple yet extremely powerful to enable all sorts of basic and complex chemical compounds to exist naturally and to be manufactured artificially. Different atoms expose sites with certain number of either excess or shortage of electrons. For example, oxygen atom has two negatively charged sites, and hydrogen has a deficit of one electron, giving it a positively charged site. To form water molecule, therefore, two hydrogen atoms bond with an oxygen atom -each bond is just a sharing of an electron between a donor and a recipient site. The Web Services are simple or composite server objects situated on the Web with well-defined interfaces and are the "Web atoms." Molecules are, therefore, analogous to all collaborating processes involving individual Web Service components. The list of such "Web molecules" spans transient to long running collaborative processes -transactions, client-server and p2p distributed applications, workflows as well as virtual organizations. Taking the analogy further, the challenge is to (i) define the analogous "bonding sites" or simple "Web hooks" in the Web Service interface needed to mesh multiple Web entities together, and (ii) develop the analogous concept of a few simple yet powerful types of "Web bonds" which would be the coordination threads to bind and produce the "Web molecules" out of multiple "Web atoms."
These "Web bond" artifacts should allow rapid modeling and deployment of collaborative applications of all kinds and complexities. As things stand today, the hooks exposed by the Web Services are the basic methods published and the bonds available are no more capable than the one-time invocations of those methods by a client Web entity. Section 5 contains discussion on relevant technologies to enhance the threading/gluing of Web Services for transactions, workflows, etc. However, much remains to be done in terms of extracting the simple core bonding artifacts which are necessary and sufficient, or to prove that such an exercise in itself is flawed. This paper is a proposal for Web coordination bonds (also alternatively called Web bonds or coordination bonds, for short, or coordination bonds to generalize to Web and non-Web entities) as one such set of core artifacts for Web Service coordination/ choreography and has been born out of our experience with developing several collaborative peer-to-peer distributed Web applications. The idea of Web coordination bonds originated from our study of how to setup a meeting using online calendars of schedules of people with automatic negotiation among calendars in case of individual cancellations. The result was the artifact called coordination links to establish and enforce dependencies among collaborating entities [34, 35, 24] . While checking the relevant literature recently, a serendipitous find has been the "Coordination Theory" work in the Information Systems and Management literature [25] , which validated our approach: "coordination" is indeed about "establishing and enforcing dependencies." Much work remains to formalize the concepts of Web coordination bonds, and to rigorously prove their completeness (or, to complement these or down-size them further, if so needed). However, some preliminary artifacts and applications have already been designed and developed to warrant further investigation by the research community.
Contributions:
In what follows, therefore, we present the basic idea of Web coordination bonds and their usage in modeling a few aspects of collaborative Web applications. Section 2 defines Web bonds and describes an enhancement to the Web Service interface (Web hooks) to enable ability to bond to other Web processes and trigger those bonds at run-time. Web bonds can establish (model) and enforce (deploy and execute) dependencies of various kinds. Section 3.1 demonstrates this for producer-consumer relationships, and Section 3.2 does the same for shared-resource relationships. These two kinds of relationships have been shown to yield the fundamental categories of dependencies, of course with several flavors [25] . A detailed meeting setup example is also presented to further illustrate the resource-sharing paradigm. In Section 4, we briefly describe a middleware that we have developed and prototyped, called System on Devices (SyD), which, among its several modules, has a SyDLink module to enable Web Services with Coordination Bonds, as well as a SyDListner module acting as a light-weight wrapper and SOAP (Simple Object Access Protocol) server for enabling Web Service view for legacy data stores and server applications, even for mobile devices. Section 5 briefly discusses some relevant literature and Section 6 contains our conclusions and future work.
Note:
We use terms such as "coordination," "collaboration," and "choreography" interchangeably. The associated applications encompass all distributed Web applications wherein multiple constituent entities need to coordinate.
Concept of Web Coordination Bonds (Coordination Links)
Web bonds enable applications to create contracts between entities and enforce interdependencies and constraints, and carry out atomic transactions spanning over a group of Web entities/processes. While it is convenient to think of an entity as a row, a column, a table, or a set of tables in a data-store, the concept transcends these to any object or its component, and here we specifically consider Web Services. There are two types of Web bonds: subscription bonds and negotiation bonds. Subscription bond allows automatic flow of information from a source entity to other entities that subscribe to it. This can be employed for synchronization as well as more complex changes, needing data or event flows. Negotiation bonds enforce dependencies and constraints across entities and trigger changes based on constraint satisfaction.
A Web bond is specified by its type (subscription/ negotiation), status (confirmed/tentative), references to one or more Web entities, triggers associated with each reference (event-condition-action rules [32] ), a priority, a constraint (and, or, xor), a bond creation time and a bond expiry time, and a waiting list of tentative bonds (a priority queue). A tentative bond may become confirmed if the awaited confirmed bond is destroyed.
A bond may be tentative. This is useful, for example, if an attendee cannot commit for a meeting at the time meeting is scheduled, but if the initiator still wants to schedule a tentative meeting, pending changes in the schedule of the attendee at a later time. If this attendee is a must attendee, then there is a tentative bond created back to the initiator. Typically, the reason that an attendee cannot commit is because of a prior commitment, and hence a non-tentative confirmed negotiation bond. Many such tentative bonds may go out from an attendee, and therefore, these tentative bonds are in a priority queue of waiting list. If and when the confirmed bond is destroyed, the top tentative bond in the waiting list is converted to a confirmed bond, and the associated trigger is activated. This trigger could allow the initiator of the meeting to resolve the conflicts for this meeting and declare it committed.
Let an entity A be bonded to entities B and C, which may in turn be bonded to other entities. A change in A may trigger changes in B and C, or A can change only if B and C can be successfully changed. In the following, the phrase "Change X" is employed to refer to an action on X (action usually is a particular method invocation on Web Service X with specified set Note that locks are only for the explanation of the semantics. A reservation/locking mechanism to implement this usually will have an expiry time to obviate deadlocks. In a database Web Service, this would usually indicate a "ready to commit" stage.
Negotiation-or Bond:
Change A only if at least one of B and C can be successfully changed. (Implements atomic transaction with "or" logic and can be extended to at least k out of n).
Semantics:
Mark A for change and lock A Mark B and C for change; Obtain locks on those entities that can be successfully changed. If obtained at least one lock Then Change A; Change the locked entities.
Unlock entities
Negotiation-xor Bond: Change A only if exactly one of B and C can be successfully changed. (implements atomic transaction with "xor" logic and can be extended to exactly k out of n).
Semantics:
Mark A for change and lock A Mark B and C for change. Obtain locks on those entities that can be successfully changed. If obtained exactly one lock Then Change A; Change the locked entities. Unlock entities Notations: A subscription bond from A to B is denoted as a dashed directed arrow from A to B. A negotiation bond from A to B is denoted as a solid directed arrow from A to B. A negotiation-and bond from A to B and C is denoted by two solid arrows, one each to B and C, with a "*" in between the arrows. Similarly, a negotiation-or bond from A to B and C is denoted by two solid arrows, one each to B and C, with a "+" in between the arrows. A negotiation-xor bond from A to B and C is denoted by two solid arrows, one each to B and C, with a "^" in between the arrows. A tentative bond, which is a negotiation bond in a waiting list, is shown as a solid arrow with cuts.
Web Coordination Hooks
Current trend in Web Services is to embed behavioral information to the Web Service interface which enables complex interaction among Web Services [10] . We propose the concept of Web process (Figure 1 ), a simple but powerful modification to the current Web Service architecture. Web process enables Web Services to be bonded with other services via Web coordination bonds.
This essentially requires ability to establish subscription and negotiation coordination bonds to other Web Services, and be able to trigger them. This requires maintaining a storage to manage such coordination bonds (storage could be just a flat file), and be able to trigger any subscription and negotiation bonds, if present, when executing a method. The Web Service should allow creation and deletion of such bonds associated with a specific method with a specific set of parameters. Also, each public method ideally should have a sub-transaction-like behavior, i.e., an ability to partially execute the triggered method and go to "ready to commit" state, which can either be committed or aborted subsequently by the triggering entity. Alternatively, a reservation/locking facility on In order to support such behaviors, "Web Bond Manager" provides two kinds of method invocations. Assume a method/service S at a Web Service. One can (i) normally execute method S (invoke(S)) or, (ii) to support the dependency behavior of a negotiation bond, partially execute S and reserve/lock it (Mark(S)), and subsequently, based on a group decision, complete the execution of S (Change(S)) or abort its execution (Abort(S)).
Semantics: (may not be implemented this way)
Invoke (S) Execute (S)
Return response 
Mark (S) Lock (S)
Partially Execute S If successful Response Yes Else Unlock
Modeling Dependencies Using Coordination Bonds
The modeling and execution capabilities of Web bonds can be illustrated through typical scenarios of dependencies. In [25] , authors have identified common dependencies between activities such as shared resources, task assignment, task/subtask and producer/consumer. In this section, we illustrate how such dependencies can be modeled using Web coordination bonds. Figure 2 shows how a classic relationship of a producer and consumer Web process can be bonded using two negotiation bonds. The "Place Order( )" method at a consumer process needs to ensure that the producer has enough inventories such that the corresponding "Accept Order( )" method will get executed successfully. Before guaranteeing this, the "Accept Order( )" probably will check the current and projected inventory. A negotiation bond is created from consumer Web process to producer Web process. This is the basic situation for deploying a negotiation bond. Once order has been placed by the consumer and accepted by the producer, a subscription bond serves notice to "Dispatch Goods( )" method. Note that the Web bonds are useful within a Web process as well. Again before "Dispatch Goods( )" executes, it needs to ensure that consumers "Accept Delivery( )" method can be completed successfully (ensuring that enough space is available, for example). Figure 3 illustrates how multiple producer scenario can be easily integrated with a consumer. "Call for Bids (I, C)" is executed announcing solicitation of bids (at least I, an installment, but no more than C, the capacity). At all the producers, which have subscribed to this method at the consumer, their "Place Bid( )" method is activated. Those producers who are able and willing to place bids successfully activate the "Select Bid( )" method of the consumer. These two steps are carried out by the subscription bonds as no negotiation is needed. Once a successful bid of a Producer P i has been chosen, the subscription bond from "Select Bid( )" is triggered, which activates the "Place Order( )" method at the consumer, and the scenario as in the previous paragraph gets carried out. 
Producer-Consumer Dependencies

Shared Resource Dependencies
Modeling dependencies between competing entities for a shared resource is natural to Web bonds. Figure 4 shows the bonds: The "Acquire( )" methods of competing processes have a negotiation bond to the "Allocate( )" method of the shared resource Web process; unless "Allocate( )" can be guaranteed, "Acquire( )" can not succeed. Note that "Allocate ( )" will guarantee reservation/lock to only one requesting process, say A, by creating a negotiation bond back to A, while wait-listing B's request (using a tentative bond to back B). Subsequently A executes its "Release( )" thereby de-allocating its reservation and thus deleting the negotiation bond that was created from the shared resource to A. This will change the tentative bond to B into a confirmed bond, triggering a round of negotiation with "Acquire( )" process of B.
A Meeting Example
The potential of Web-bond-like artifacts and their utility in modeling and enforcing contracts among competing Web Services can be further illustrated by a calendar of meeting example. For this application, we demonstrate here how an empty time slot is found, how a meeting is setup (tentative and confirmed), and how voluntary and involuntary changes are automatically handled. A simple scenario is as follows: A wants to call a meeting between dates d1 and d2 involving B, C, D and himself. The first step is to find the empty slots in everybody's calendar. A then clicks the desired empty slot.
This causes a series of steps. A negotiation-and bond is created from A's slot to the specific slot in each calendar table ( Figure 5 ). Assume that C could not be reserved. Thus, C has a tentative back bond to A, and others have subscription bonds to A (Figure 6 ). Whenever C becomes available, if the tentative bond back to A is of highest priority, it will get triggered, informing A of C's availability, and will attempt to change A's slot to be reserved. This triggers the negotiation-and bond from A to A, B, C and D, resulting in another round of negotiation. If all succeed, then corresponding slots are reserved, and the target slots at A, B, C and D create negotiation bonds back to A's slot ( Figure 5 ). Thus, a tentative meeting has been converted to committed. 
Middleware Support: System on Devices (SyD) Middleware
Our SyD middleware is useful in enabling Web Service view of heterogeneous entities as well as in linking Web Services through coordination bonds.
SyD Design
SyD is a recently prototyped middleware for a novel Internet programming methodology and a framework for developing collaborative e-Service and other applications executing over a collection of independent, possibly mobile, and heterogeneous data stores, leveraging off the best in object-oriented design and middleware technologies [34, 35, 24] . Each data store is encapsulated as a SyD Web Service/SOAP object (even on a small mobile device employing a tiny SyD listener), and multiple SyD objects can collaborate in a p2p fashion using XML-based SOAP messages. SyD uses the simple yet powerful idea of separating device management from management of groups of users and/or data stores. Each device is managed by a SyD deviceware that encapsulates it to present a uniform and persistent object view of the device data and methods. Groups of SyD devices are managed by the SyD groupware that brokers all interdevice activities, and presents a uniform worldview to the SyD application to be developed and executed on. All objects hosted by each device are published with the SyD groupware directory service that enables SyD applications to dynamically form groups of objects hosted by devices, and operate on them in a manner independent of devices, data, and underlying networks. The SyD groupware hosts the application and other middleware objects, and provides a powerful set of services for directory and group management, and for performing group communication and other functionalities across multiple devices. Web bond is one of the key enabling components of the SyD framework. SyD coordination bonds enable applications to create and enforce interdependencies and constraints, and carry out atomic transactions spanning over a group of SyD and non-SyD entities/processes. 
Prototyped Modules
We have designed and implemented a modular SyD Kernel utility in Java. SyD Kernel includes the following five modules (Figure 7 We have used SyD Kernel and prototyped calendar of meeting application [35] and a mobile fleet management application [33] .
Relevant Literature
We briefly discuss some relevant work on workflow models, Web Service composition, and coordination theory without attempting to be exhaustive. Web Service composition and defining workflows over Web Services has drawn great deal of attention from the research as well as business community. Thus, there is already a large number of workflow modeling languages and Web Service composition standards.
Application of workflow management systems (WFMS's) spans large number of application domains including business process models [21] , scientific applications [26] , and health care systems [45] . Among WFMSs, FlowManager [5] is an open source system based on Petri nets. OpenFlow [31] is another open source WFMS. IBM's FlowMaker [22] , Xerox's InConcert and Fugitsu's Regatta are commercially successful WFMS's [3] . An extensive treatment of classifying WFMSs can be found in [17] . The workflow management coalition (WFMC) was formed in 1993 to set standard for WFMSs. In 1995, WFMC released the reference manual for workflow management systems [20] . One drawback of most WFMSs is they are based on database concepts [3] [2] using extended/ advanced transaction principles. They have the luxury of utilizing rich database functionalities to provide execution environment, correction criteria and communication. Thus, they do not have required functionality to cater to today's heterogeneous, autonomous, distributed computing paradigm. Another drawback of most workflow management systems is their inability to adjust according to runtime environment and QoS parameters.
[43] presents a QoS-aware transaction-processing model using our current work on SyD.
Among Web Service composition standards, IBM's WSFL (Web Service Flow Language) [42] , Microsoft's XLANG [38] , and Intalio's Web Service Choreography Interface [41] [22] .
Development of Web Service composition techniques has added a new dimension to the workflow management systems over Internet [21, 16] . In [36] , authors have pointed out the importance of integrating Web Services in to workflow management systems. [30] describes possible workflow application domains over the Internet. The model discussed in [21] is based on ODBC connectivity for data access, thus preventing the usage of heterogeneous data sources. As large number of existing workflow models are based on database concepts [3, 2] , different approaches are required to address issues that may arise from nondatabase Web Services environment.
Workflow and Web Service composition demand proper coordination between different entities to yield more efficient and effective output. Even if substantial number of Web Service composition languages and standards exists, till now there is no clear semantics to define dependencies among Web Services. In [25] , authors pointed out that the field of coordination theory consists of partial frameworks and scattered results. As suggested in [1] , it is necessary to critically evaluate such standards and develop unambiguous methodology to define Web Service composition. In [7] , authors have pointed out that the lack of fundamental framework to develop such collaborative applications has resulted in plethora of products and standards. They have taken good initiative toward such framework by identifying various interaction patterns in Web Service composition. Research efforts such as [19] and [4] try to define dependencies between component models using category theory. Nonetheless, much research work need to be done in this area.
Conclusion
Next generation of Internet applications will be various kinds of collaborative applications among heterogeneous, autonomous entities. In this paper, we have introduced the concept of Web coordination bonds. Web bonds extend the current Web Service architecture. Web coordination bonds enable Web Services to create and enforce interdependencies and constraints, and carry out atomic transactions spanning over a group of Web entities/processes. Much remains to be done, including theoretical treatment toward completeness of Web coordination bonds. Deploying workflows over Web Services has become an interesting research issue. However, such deployment should be augmented by well defined coordination techniques to make them efficient and effective. Web Coordination bond could provide such techniques.
