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El presente trabajo de grado describe, diseña e implementa un sistema de autenticación con énfasis en la
descentralización de credenciales. Para tal fin, se realiza un análisis del estado del arte de las tecnologías de
autenticación vía Internet con estándares abiertos, se identifican diversas debilidades en el paradigma y se solucionan
con el mecanismo propuesto.
El trabajo plantea que la descentralización de las credenciales se puede lograr utilizando criptografía asimétrica. Para elo
se asignan uno o más juegos de claves a cada usuario, se almacenan las claves públicas del lado del servidor y se
proporciona un mecanismo para que el usuario conserve las respectivas claves privadas en sus propios dispositivos. 
Finalmente, con el objetivo de eliminar la limitación de poder autenticarse únicamente desde los dispositivos que posean 
una clave privada asociada, se propuso un mecanismo que realiza el proceso de autenticación utilizando la cámara de un
dispositivo móvil del usuario para interpretar códigos QR y descifrar su contenido.
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Se ha desarolado un mecanismo de autenticación que
no centraliza credenciales, fomenta el uso de claves
distintas para sitios distintos y, por último, no depende de
una entidad externa para realizar el proceso de
autenticación.
Se reconoce que la adopción masiva de este sistema se
dificulta debido la complejidad inherente de requerir un
software adicional que cora del lado del cliente. Sin
embargo, existen ambientes de trabajo donde su
utilización es propicia.
Se diseñó un sistema de autenticación cuya principal
característica es la descentralización de las credenciales
entre sus usuarios. Se propuso una posible arquitectura
de la infraestructura del sistema de autenticación junto
con un protocolo de comunicación entre quien autentica
y quien debe ser autenticado. Finalmente, se
implementó una prueba de concepto funcional que
utiliza las ideas desaroladas en la tesina.
Como líneas de investigación a futuro se propone:
• Implementar módulos de autenticación en
diversas plataformas web.
• Brindar soporte a distintos tipos de algoritmos de
criptografía asimétrica.
• Extender la automatización de la asociación de
cuentas entre el sistema que se ejecuta
localmente y los sitios que utilizan el mecanismo
de autenticación propuesto.
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Esta obra fue realizada en su totalidad utilizando software libre y se encuentra bajo
licencia Creative Commons Atribución-Compartir Igual 4.0 Internacional.
Resumen
El presente trabajo de grado describe los principales métodos de autenticación
actuales en el ámbito de Internet, analiza sus fortalezas y debilidades y final-
mente ofrece un método de autenticación alternativo que pretende solucionar
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El presente trabajo de grado plantea la posibilidad de utilizar un mecanismo
de autenticación cuya principal característica sea que las credenciales no estén
centralizadas en una entidad externa. Por el contrario, y a diferencia de los
mecanismos actuales más utilizados, las credenciales serán almacenadas por los
usuarios en sus propios dispositivos.
Con el objetivo de demostrar el funcionamiento del mecanismo de autenticación
se desarrolló una implementación de la propuesta que pone en práctica los
conceptos expuestos en el siguiente capítulo. De esta forma se demuestra que la
utilización a gran escala de un sistema con estas características es posible.
1.1. Motivación
Sin duda el mecanismo de autenticación más utilizado hoy en día es un nombre
de usuario junto con su contraseña. Poco a poco se está empezando a tomar
conciencia de que no deben utilizarse las mismas contraseñas para distintos
sitios, y se sugiere a los usuarios que utilicen contraseñas distintas en cada
nueva cuenta que adquieran. Esto se debe principalmente a que, si un atacante
compromete la base de datos de usuarios que posee un sitio con seguridad
débil y, por ejemplo, las contraseñas se guardan en texto plano, entonces dicho
atacante dispondrá de acceso a todas las cuentas del usuario que utilicen la
misma contraseña.
Utilizar contraseñas distintas (y recordarlas) pierde escalabilidad a medida que




































El presente trabajo genera contribuciones, principalmente, de dos formas distin-
tas. Por un lado hay una contribución intelectual, una idea que ha sido escrita
de forma detallada. Por otro lado, hay una contribución material, que es todo
el software escrito. Estas contribuciones juntas aportan un nuevo mecanismo
de autenticación a los ya existentes en el ámbito de la autenticación vía Inter-
net. Sin embargo, a diferencia de la gran cantidad de mecanismos existentes,
este nuevo sistema tiene la particularidad de no centralizar las credenciales de
autenticación en un servidor externo al usuario, lo cual proporciona grandes
beneficios respecto a la privacidad del usuario.
La contribución intelectual es un protocolo que define cómo utilizar el meca-
nismo de autenticación propuesto. El protocolo explica cómo iniciar la comu-
nicación entre las partes, cómo intercambiar credenciales y challenges y cómo
determinar si la autenticación es o no correcta. Este protocolo es independiente
de la tecnología subyacente, por lo cual se ha puesto empeño en que sea lo más
genérico posible. De esta forma, el mecanismo propuesto podrá ser utilizado en
protocolos tan diversos como se quiera, como HTTP o SMTP.
Por otro lado, la contribución material será un sistema de software que imple-
mente el mencionado protocolo junto con el mecanismo propuesto. Como es
de esperar en un sistema con estas características, el sistema de software está
compuesto por varias partes que se ejecutan de forma independiente. Se ha
escrito software que corre del lado del servidor y software que corre del lado
del cliente. Se ha incluido un componente extra que elimina la limitación de
precisar un único dispositivo para realizar la autenticación. Todos los compo-
nentes del sistema de software implementado han sido liberados bajo la licencia
GPL versión 3, por lo cual el código genera un aporte a la comunidad de usua-
rios de software libre, permitiendo que se use, estudie, modifique y distribuya
libremente.
Finalmente, con el objetivo de que implementar el mecanismo de autenticación
sea lo más ameno posible, se han empaquetado las principales bibliotecas de
software de las cuales depende el proyecto para que su instalación resulte





























































Capítulo 2. Estado del arte
precisa pruebas de que un identificador pertenece a un usuario.
Proveedor de OpenID: este elemento representa a la entidad que se encar-
ga de autorizar y validar que un identificador pertenezca a un usuario.
También permite que nuevos usuarios se registren y adquieran sus identi-
ficadores.
OP Endpoint URL: este elemento representa la URL que debe proporcionar
un proveedor de OpenID para “conversar” utilizando los mensajes del
protocolo de autenticación.
OP Identifier: este elemento es un identificador que representa al proveedor
de OpenID.
User-Supplied Identifier: este elemento es un identificador provisto por el
usuario a una relying party. Cuando se inicia el protocolo de autenticación,
el usuario final podrá optar por proporcionar su propio identificador, o el
identificador del proveedor de OpenID. Si utiliza este último, entonces el
proveedor deberá asistir al usuario para que seleccione un identificador
para ser enviado a la relying party.
Claimed Identifier: este elemento es el identificador final que posee un
usuario, y sobre el cual las relying parties pedirán pruebas al proveedor de
OpenID de que pertenece a éste.
OP-Local Identifier: este elemento es un identificador local que asigna el
proveedor de OpenID al usuario.
Descripción del protocolo
El funcionamiento general del protocolo se describe en siete pasos:
1. El usuario final comienza el proceso de autenticación presentando su
User-Supplied Identifier a la Relying Party mediante su User-Agent.
2. Luego de recibir el User-Supplied Identifier, la Relying Party se encargará de
averiguar cuál es la Endpoint URL del proveedor de OpenID que utilizó el
usuario.
3. Opcionalmente, la Relying Party y el proveedor de OpenID podrán optar
por establecer una asociación, terminología utilizada por el estándar de
OpenID para referirse a un secreto compartido. Luego, el proveedor de
OpenID podrá utilizar esta asociación para firmar digitalmente los subse-




































































































































































































Capítulo 2. Estado del arte
Se considera que centralizar las credenciales en un único servidor es riesgoso,
ya que convierte al servicio en un blanco de ataques que intentarán adquirir esta
información. Siguiendo buenas prácticas en seguridad informática el riesgo de
que las credenciales sean robadas se reduce considerablemente. Sin embargo, de
forma constante se descubren nuevas vulnerabilidades que, si no se arreglan en
tiempo y forma, provocarán que existan ventanas de tiempo donde el servicio
sea vulnerable a ataques externos.
En conclusión, la centralización de credenciales no es un problema en sí mismo.
El problema son las consecuencias de que el servidor donde residen se vea
comprometido por un atacante y que éste adquiera las credenciales de los
usuarios. Si las credenciales están distribuidas, el impacto de un ataque se reduce
considerablemente ya que será más difícil para el atacante impersonalizar a los
usuarios. Por lo tanto, se considera conveniente que un sistema de autenticación
esté diseñado para que las credenciales de sus usuarios no se centralicen en un
único servicio.
2.2.2. Homogeneidad de credenciales
Otro problema presente en el paradigma actual de autenticación por Internet es
la homogeneidad de credenciales. Este concepto hace referencia a la característi-
ca de que un usuario utilice la misma credencial para autenticarse en distintos
sitios. El caso más común, por supuesto, es el uso de una misma contraseña para
ingresar en distintos sistemas. A pesar de que constantemente se sugiere utilizar
distintas contraseñas para cada nueva cuenta creada, este comportamiento es
muy común cuando el usuario posee muchas cuentas, y se da naturalmente
debido a la dificultad en recordar grandes cantidades de contraseñas.
La situación que convierte a la homogeneidad de credenciales en un problema
se da cuando un atacante compromete la base de datos de usuarios de un sitio.
Si las credenciales de este sitio consistieran en usuarios y contraseñas, y las
contraseñas no estuvieran hasheadas, entonces el atacante podría averiguar qué
otras cuentas tiene un usuario víctima de la base de datos robada e intentar acce-
der utilizando la contraseña adquirida. Si las contraseñas estuvieran hasheadas,
el atacante deberá realizar ataques de bruteforcing sobre cada hash para adquirir
la contraseña en texto plano. Dependiendo de la fortaleza de la contraseña,
el atacante podrá o no romper la clave. Aún con las contraseñas hasheadas, el
atacante estará más cerca de comprometer el resto de las cuentas de una víctima.
En los sistemas Single Sign-On este problema se ve solventado debido a que se
delega la tarea de autenticación a un proveedor dedicado a tal fin. Es de suponer
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que un proveedor de Single Sign-On seguirá buenas prácticas al momento de
implementar su sistema, y por lo tanto las contraseñas de sus usuarios estarán a
salvo almacenadas de forma hasheada. De esta forma, si el usuario sigue buenas
prácticas, su contraseña estará almacenada de forma segura únicamente en la
base de datos del proveedor de Single Sign-On.
Sin embargo, se considera que la solución al problema planteado es parcial ya
que, en el caso de los sistemas Single Sign-On, se utiliza la misma credencial
para acceder a distintos sitios. En consecuencia, el compromiso de esta clave
implicaría, una vez más, el compromiso total de las cuentas asociadas. Esta
situación es indeseable y, por lo tanto, al momento de diseñar un sistema de
autenticación se debe considerar evitar la homogeneidad de las credenciales.
2.2.3. Entidad de autenticación externa
El último problema a analizar en los sistemas de autenticación actuales en el
ámbito de Internet consiste en la confianza que deposita un usuario a una enti-
dad de autenticación externa. En los sistemas de Single Sign-On como OpenID,
cada vez que se desea ingresar a un nuevo sitio, éste debe solicitar permiso al
proveedor para conocer la identidad del usuario. Si el usuario está de acuerdo,
entonces el proveedor autorizará el requerimiento del sitio y así éste conocerá
la identidad requerida.
El problema que ocurre bajo este esquema se da producto de la comunicación
que debe existir entre el servidor que requiere autenticación y el proveedor
de Single Sign-On. Cuando ocurre este contacto, inevitablemente el proveedor
sabrá en qué momento y a qué sitios acceden sus usuarios, provocando así una
importante pérdida de privacidad.
Se puede objetar que en los sistemas de autenticación con estándares abiertos,
como OpenID, un usuario podría configurar su propio servidor para administrar
su entidad de autenticación. Pero, si bien esto es cierto, se debe tener en cuenta
que para llevar a cabo tal acción se requieren conocimientos de administración
de servidores que el usuario medio de Internet no dispone. Por ello, aún si
OpenID permite federalizar la autenticación, la verdadera independencia sobre
las entidades externas solo está al alcance de los usuarios con conocimientos
informáticos.
Actualmente la situación de este problema está empeorando ya que, como se
mencionó en la sección anterior, cada vez son más los sitios que dejan de imple-
mentar OpenID para dar lugar a los login sociales. En consecuencia, limitan a
los usuarios en sus opciones para realizar Single Sign-On a un reducido conjunto
18
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de redes sociales, sin siquiera darles la posibilidad de configurar su propio
servidor como era el caso de OpenID. La situación tal vez se revierta con el
advenimiento de OpenID Connect, pero en el mejor de los casos se volverá a la
situación descripta en el párrafo anterior.
Así pues, es deseable que al momento de diseñar un sistema de autenticación,
sus usuarios no deban depender de entidades externas que fácilmente puedan




Este capítulo presentará las soluciones propuestas a las problemáticas plantea-
das en el capítulo anterior. Se llegará a la conclusión de que se precisa cierta
infraestructura para implementar el sistema de autenticación propuesto, por
lo cual se describirán sus componentes y se explicará la arquitectura de una
posible implementación.
3.1. Solución a la problemática
La solución propuesta a los problemas expresados en el capítulo anterior se
enfoca en atacar las desventajas de la centralización de credenciales, de la
homogeneidad de credenciales, y de la delegación de la autenticación a una
entidad externa. Para solucionar el primer aspecto, inevitablemente se deberán
alojar partes de las credenciales de autenticación en el sistema operativo del
cliente. Para lograr el segundo cometido, se deberá disponer de un método que
permita generar credenciales distintas, preferentemente para cada nuevo sitio
en el que el usuario precise una cuenta, sin que ello provoque la desventaja
de recordar algo nuevo. Finalmente, con el fin de eliminar la necesidad de
una entidad de autenticación externa, el cliente deberá implementar cierta




















































































































Capítulo 3. Solución propuesta
víctima y averiguar qué otros servicios utiliza. Si las contraseñas adquiridas
están almacenadas en texto plano, entonces el atacante podría inmediatamente
probar suerte en otros servicios que utilice el usuario, como, por ejemplo, su
cuenta de correo electrónico. En caso de que el atacante solo hubiera conseguido
los hash de las contraseñas, se añadiría la dificultad de deducir el algoritmo de
hash utilizado y lanzarles ataques de fuerza bruta. Si la contraseña de la víctima
fuera buena y de una longitud aceptable (donde buena significa que tenga una
combinación de letras mayúsculas, minúsculas, símbolos y números, y longitud
aceptable significa que tenga ocho o más caracteres), entonces probablemente
las intenciones del atacante se verían frustradas, pero en caso de no ser así,
entonces la contraseña se podría romper con facilidad y podría continuar el
procedimiento ya mencionado.
Trivialmente, con la solución propuesta este problema se evita completamente,
pues del lado del servidor solo se almacena información pública, insuficiente
para que quien ataca pueda comprometer otras cuentas de una víctima. Sin
embargo, lo que un atacante sí puede lograr es identificar las diversas cuentas
de un mismo usuario a partir de su clave pública. Es decir, si el usuario optara
por tener varias cuentas, algunas con un nombre de usuario que identifique su
persona, y otras con un seudónimo, y a todas asociara la misma clave pública,
entonces su anonimato se vería fácilmente comprometido por todo atacante
que tuviera acceso a por lo menos dos bases de datos, una con su usuario real
y otra con su seudónimo. Por tanto, para evitar esta debilidad, la solución a
implementar debe tener como requisito la capacidad de generar nuevas cre-
denciales para cada cuenta, y evitar que por ello el usuario deba memorizar
nueva información. Esto se logra simplemente asociando un juego de claves
distinto a cada nueva cuenta que cree el usuario. Por las propiedades de la
criptografía asimétrica, el usuario no deberá recordar nueva información, como
una contraseña, y cada una de sus cuentas será completamente independiente
de las otras, lo que resultará en el anonimato requerido.
3.1.3. Entidad de autenticación externa
Hoy día, el problema ya expuesto de memorizar una gran cantidad de contra-
señas se tiende a solucionar mediante la delegación de la autenticación a una
entidad externa. De esta forma, el usuario mantiene una cuenta en dicha entidad
y asocia el resto de sus cuentas con ella. Como se mencionó anteriormente, esta
solución es cuestionable desde el punto de vista de la privacidad del usuario,
pues inevitablemente la entidad de autenticación externa conocerá todos los

































































































Capítulo 3. Solución propuesta
reutilizable por todos los módulos de autenticación.
A continuación se describe el procedimiento general del protocolo:
1. El cliente pretende autenticarse y se lo informa al servidor.
2. El servidor se comunica con el módulo de autenticación del cliente y le
indica que desea iniciar el procedimiento de autenticación.
3. El cliente identifica al servidor y consulta su base de datos local para
buscar la cuenta asociada a ese servicio. Luego, responde al servidor
indicando su nombre de usuario y fingerprint de la clave pública asociada
a la cuenta.
4. El servidor recibe la información enviada por el cliente y comprueba que
los datos sean correctos. Es decir, comprueba que el nombre de usuario
exista, y que el fingerprint recibido se corresponda con el de alguna de las
claves públicas asociadas a la cuenta.
5. Si la información es correcta, el servidor genera un challenge y lo encripta
utilizando la clave pública asociada al usuario. El challenge puede consistir
de letras mayúsculas, minúsculas, números y caracteres especiales. El
servidor asigna un timeout al challenge.
6. El servidor envía el challenge cifrado al cliente.
7. El cliente recibe el challenge y lo descifra utilizando la correspondiente
clave privada. Finalmente, envía la solución al servidor.
8. El servidor recibe la solución, comprueba que el timeout asociado no haya
vencido, y si la solución es correcta entonces autentica al cliente.
3.2.5. Servidor
El servicio que desee implementar el sistema de autenticación propuesto deberá
establecer la comunicación con alguno de los módulos de autenticación del
usuario. Por tal motivo, debe haber un preacuerdo sobre la metodología a
utilizar para establecer un canal de comunicación. El proceso de autenticación
comienza cuando el usuario informa al servidor que quiere autenticarse. El
servidor, siguiendo el protocolo propuesto, se identificará a sí mismo para
luego recibir por parte del cliente un nombre de usuario junto con uno de
sus fingerprints. Se deberá validar, entonces, que el nombre de usuario exista y
que esté relacionado con el fingerprint recibido. En caso afirmativo, el servidor
generará de forma aleatoria un challenge, y lo asociará a la sesión donde se esté
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manteniendo la comunicación con el cliente. Además, agregará un tiempo de
expiración relativamente corto para mitigar ataques de fuerza bruta.
Cuando el módulo de autenticación del cliente envíe la respuesta del challenge,
el servidor deberá comprobar que la solución recibida sea correcta, y que el
tiempo de expiración no haya caducado. El tiempo de expiración puede ser
corto, no más de una decena de segundos. Si se cumplen ambas condiciones,
entonces se afirma que la autenticación se ha realizado de forma correcta. De lo
contrario, si la solución es incorrecta, entonces el servidor deberá interrumpir la
comunicación y caducar la sesión junto con su challenge. Esta medida se toma
debido a que el proceso descripto es automático y por lo tanto no admite errores.
Si un error de este tipo es detectado, entonces claramente se está realizando un
ataque hacia el sistema.
Autenticación del servidor
Se habrá notado, tal vez, que en ningún momento se autentica al servidor.
Es decir, cuando el usuario le indica al servidor que quiere autenticarse, éste
responde informando quién es para que luego el cliente envíe su usuario y
fingerprint de alguna de sus claves públicas. Este comportamiento resulta en
una excesiva facilidad para realizar ataques de spoofing o man in the middle, pero
se ve rápidamente mitigado si el servidor envía su identidad junto con un token
generado por el usuario y firmado digitalmente por el servidor.
La solución al problema planteado implica que el servidor también deba manejar
un juego de claves asimétricas, lo que agrega la complejidad inherente de
mantener de forma segura una clave privada del lado del servidor. Por ello,
siempre que sea posible se autenticará al servidor utilizando el mecanismo
subyacente de la conexión. Es decir, en el caso del módulo HTTP, para que la
conexión evite ataques de spoofing se deberá utilizar la infraestructura de HTTPS.
De forma genérica, se podría usar SSL para todos los protocolos que lo soporten,
habiendo previamente verificado el correspondiente certificado.
Cuando el protocolo subyacente no provea autenticación será necesario au-
tenticar el servidor de otra forma. Para ello se podría utilizar una extensión
al protocolo propuesto que, como se mencionó anteriormente, autentique al
servidor mediante un nuevo juego de claves asimétricas instaladas del lado del
servidor. El procedimiento consistiría en que el cliente genere de forma aleatoria
un token y se lo envíe al servidor, para que éste luego de recibirlo lo devuelva
firmado digitalmente. De esta forma, como el usuario dispone previamente de
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La aplicación móvil podrá obtener las claves privadas del usuario importándolas
de la misma forma que recibe los challenges, utilizando códigos QR. Para ello, el
depósito de claves deberá implementar la funcionalidad que permita exportar
las claves privadas utilizando este tipo de codificación. La aplicación móvil
también podrá optar por generar nuevos juegos de claves, aunque se debe tener
en cuenta en estos casos que la asociación de las claves públicas a las cuentas se




La realización y puesta en marcha de la solución descripta en el capítulo anterior
requirió del desarrollo de tres componentes bien definidos. Cada componente
fue desarrollado utilizando un lenguaje de programación distinto, apto para la
solución al problema y la plataforma donde se ejecuta.
Servicio local: las principales funciones de este servicio son actuar co-
mo depósito de claves y comunicarse con los servidores que requieran
autenticar a sus clientes.
El almacén de claves es una aplicación web local, por lo cual es indepen-
diente a la interfaz gráfica que esté utilizando el usuario. Esta aplicación
permite al usuario generar juegos de claves asimétricas, y asociarles cuen-
tas en distintos sitios. También permite exportar los juegos de claves
a códigos QR, con el objetivo de que el usuario pueda importarlos en
dispositivos móviles.
Por otro lado, el servicio local posee un servidor websocket que escucha los
requerimientos de los servidores que requieran autenticarse. Esta parte
de la aplicación es la encargada de actuar como intermediario entre el
depósito de claves y estos servidores.
El desarrollo de este servicio se realizó utilizando el lenguaje de progra-
mación Haskell.
Servidor de ejemplo: se desarrolló un sencillo sitio con una sección res-
tringida a usuarios autenticados, una opción para registrarse en el sistema
y, por supuesto, la opción de autenticarse utilizando el sistema desarrolla-
do.
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El desarrollo de esta aplicación web se realizó utilizando los lenguajes de
programación PHP y Javascript.
Aplicación para dispositivos móviles: se desarrolló una aplicación que
permite importar juegos de claves. La importación se realiza mediante
códigos QR leídos utilizando la cámara del dispositivo. La aplicación,
además, permite al usuario leer challenges encriptados, utilizando la misma
metodología de códigos QR, y desencriptarlos, siempre que sea posible,
utilizando las claves privadas asociadas.
La aplicación está desarrollada para dispositivos móviles que utilicen
el sistema operativo Android y, por lo tanto, se programó utilizando el
lenguaje de programación Java.
Los tres desarrollos están liberados bajo la GNU General Public License.
4.1. Servicio local
Como se ha mencionado anteriormente, el uso del mecanismo de autenticación
propuesto requiere de una herramienta que se ejecute en el dispositivo del
cliente. Esta herramienta cumple el rol de depósito de claves y manejador de
challenges. En otras palabras, deberá encargarse de almacenar las claves privadas
del usuario y de recibir y solucionar los challenges enviados por los módulos de
autenticación.
4.1.1. Frontend de la aplicación
Si bien existen diversos tipos de interfaces para programar una aplicación con
estas características, se decidió utilizar una arquitectura web con el objetivo de
que su look and feel sea el mismo en todas las plataformas donde se ejecute, y su
portabilidad no requiera esfuerzo alguno.





Por defecto la aplicación web escucha peticiones en el puerto 3000. Por lo



























































































































id username site site_u_r_l comment
---------- ---------- ---------- ---------- --------------














id type comment size fingerprint
----- ------------ -------- ----- ------------------------

































id key_pair type time
---------- ---------- ---------- ------------------------------





















































































































































































































































































































































El objetivo teórico de este trabajo ha sido proponer un mecanismo de autentica-
ción donde las credenciales se almacenen de forma descentralizada utilizando
criptografía asimétrica.
Para tal fin, se han investigado las principales tecnologías de autenticación
con especificaciones abiertas y capacidades de Single Sign-On. Se encontró que
la tendencia actual en este ámbito es utilizar los llamados “logins sociales”,
que permiten a sus usuarios autenticarse en distintos sitios utilizando Single
Sign-On mediante una red social. Sin embargo, no hay una especificación que
estandarice una metodología para desarrollar un sistema de autenticación de
este tipo, y en general se implementa como un híbrido entre dos tecnologías
también analizadas, OpenID para realizar autenticación de forma federada, y
OAuth como framework de autorización. OpenID es una tecnología que permite
identificar a un usuario mediante una URL. De esta forma, los usuarios pueden
elegir un proveedor de OpenID, o incluso administrar uno propio, y utilizarlo
para autenticarse. El auge de OpenID ocurrió en el año 2008 cuando surgieron
varios proveedores y consumidores de esta tecnología, pero pronto vio su decli-
ve en pos de otras formas de autenticación. Por otro lado, OAuth surgió de la
necesidad de compartir funcionalidad entre distintas aplicaciones web sin por
ello tener que confiar las credenciales de acceso a una entidad externa. OAuth
ha progresado hacia su segunda especificación, OAuth 2.0, y actualmente es
utilizado como tecnología base de los logins sociales para proveer tanto autoriza-
ción como autenticación. Finalmente, en un intento de devolver federalización
a los usuarios, el grupo de desarrolladores de OpenID ha publicado en febrero
de 2014 la especificación de OpenID Connect, que se apoya sobre OAuth para
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proveer una capa adicional de identidad.
Se detectaron tres problemas importantes en el paradigma de autenticación
analizado. En primer lugar, se considera desfavorable que las credenciales estén
centralizadas en un servidor. Esto es una práctica habitual en aplicaciones web,
ya que generalmente mantienen una base de datos de sus usuarios junto con sus
contraseñas. No se critica el aspecto técnico de la centralización, sino el impacto
que produciría el compromiso del servidor que contiene las credenciales.
El segundo problema detectado en el paradigma actual de la autenticación por
Internet consiste en la homogeneidad de las credenciales de los usuarios, que
por comodidad o dificultad en recordar muchas contraseñas tienden a repetirlas
o utilizar patrones predecibles para generarlas, y por lo tanto el compromiso de
uno de los servidores donde el usuario tenga una cuenta implicaría un probable
compromiso del resto de sus cuentas con credenciales similares. Análogamente,
en sistemas de autenticación con capacidades de Single Sign-On, como Ope-
nID, el compromiso de la contraseña utilizada implicaría automáticamente el
compromiso del total de las cuentas asociadas a la identidad.
El último problema detectado consiste en la confianza que debe depositar
un usuario en un proveedor de Single Sign-On. Utilizando las tecnologías de
autorización y autenticación actuales, el proveedor de identidad sabrá en qué
sitios y en qué momento el usuario ingresa a otros servicios, lo cual constituye
una importante pérdida de privacidad. Además, aún si las tecnologías con
especificaciones abiertas como OpenID permiten a sus usuarios administrar
su propia entidad de autenticación, el conocimiento para hacer esto no está al
alcance ni es del interés de todos los usuarios.
Luego de analizar los problemas se planteó una infraestructura de trabajo que
permite resolverlos. El problema de la centralización de credenciales fue resuelto
utilizando criptografía asimétrica. La propuesta es que el usuario asocie claves
públicas a sus cuentas, y que conserven de forma separada la clave privada
correspondiente. De esta manera, el servidor no tiene la información de acceso
centralizada, si no que está distribuida entre cada usuario.
El problema de la homogeneidad de credenciales se solucionó, también, utili-
zando las propiedades de la criptografía asimétrica. Para ello, se propuso que el
usuario pueda crear y asociar fácilmente nuevos juegos de claves asimétricas
sin por ello tener que recordar nueva información. De esta forma se puede
obtener funcionalidad similar a la de Single Sign-On (manteniendo las claves
asimétricas simétricamente cifradas, y descifrándolas una única vez cuando,
por ejemplo, el usuario inicia sesión en su sistema operativo), pero sin utilizar
la misma credencial en los sitios asociados.
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Por último, el problema de la confianza obligada sobre una entidad externa se
solucionó proponiendo la utilización de un software del lado del cliente que
permita al usuario almacenar de forma segura sus claves privadas e interactuar
con los sitios que requieran autenticación. De esta forma la comunicación entre
quien quiere autenticar y quien quiere ser autenticado es bidireccional, sin
requerir la presencia de un tercero.
Luego de exponer la necesidad de una aplicación que corra del lado del cliente,
se propuso una posible arquitectura de software que cumple con los requisitos
expuestos. El software debe poseer varios componentes definidos. En primer
lugar se precisa un “Depósito de claves”, que almacenará de forma segura
las claves privadas del usuario. También se precisa un “Manejador de challen-
ges”, que se encargará de descifrar y responder los challenges recibidos. Estos
challenges se envían desde los “Módulos de autenticación”, que son el tercer
componente de la infraestructura y se encargan de establecer la comunicación
con los servidores que requieren autenticación. La comunicación se da mediante
un “Protocolo” común, también propuesto como parte de la infraestructura.
Con el objetivo de eliminar la limitación de poder autenticarse únicamente
mediante dispositivos que dispongan de una clave privada asociada, se propuso
un mecanismo para utilizar dispositivos móviles, como teléfonos celulares, para
asociarles claves privadas mediante códigos QR, y además permitir descifrar
challenges utilizando la misma metodología. De esta forma, el usuario podrá
ingresar manualmente la contraseña descifrada en cualquier dispositivo con el
cual se quiera autenticar, sin la necesidad de que éste tenga una clave privada
asociada.
Finalmente, luego de plantear la necesidad de un software dedicado y proponer
la arquitectura de su funcionamiento, se desarrolló una prueba de concepto que
permite almacenar y generar juegos de claves asimétricas, y recibir y decodificar
challenges propuestos por aplicaciones web. También se desarrolló una prueba
de concepto de un sitio web que implementa este tipo de autenticación, y una
aplicación para dispositivos móviles que permite importar claves privadas y
descifrar challenges. Los tres desarrollos fueron liberados bajo la licencia GNU
GPL, y por lo tanto son de libre distribución.
Así pues, se ha desarrollado un mecanismo de autenticación que no centraliza
credenciales, fomenta el uso de claves distintas para sitios distintos y, por último,
no depende de una entidad externa para realizar el proceso de autenticación.
Se reconoce que la adopción masiva de este sistema se dificulta debido la
complejidad inherente de requerir un software adicional que corra del lado del
cliente. Sin embargo, existen ambientes donde su utilización es propicia. Por
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ejemplo, ambientes de desarrollo, donde es de suponer que sus usuarios poseen
conocimiento técnico, o ambientes donde se precise un hardware token para
realizar la autenticación, ya que éste podría ser reemplazado por el mecanismo
desarrollado.
5.1. Trabajo futuro
Como trabajo a futuro se propone, en primer lugar, desarrollar módulos que
implementen el sistema de autenticación propuesto en distintas plataformas
libres, por ejemplo, gestores de contenidos como Joomla o Drupal, plataformas
educativas como Moodle, entre otros. Avanzar hacia la adopción de un sistema
de autenticación con estas características requiere que este mecanismo esté
disponible en una importante cantidad de sitios, ya que de esta forma se justifica
su uso.
Como segunda línea de investigación se propone que el sistema y protocolo
desarrollado permitan utilizar distintos algoritmos de cifrado. Actualmente se
están utilizando claves asimétricas RSA en crudo, es decir, sin ningún formato
en particular. Sin embargo, no sería complicado extenderlo para que utilice
claves GPG o incluso claves SSH. Si un sistema con estas características tiene
como precepto en su diseño el hecho de soportar distintos algoritmos de cifrado,
en caso de que se descubriera una vulnerabilidad en uno de ellos y se volviera
inservible, sería trivial migrar a otro que no lo sea.
Finalmente, una última propuesta es trabajar en la automatización de la asocia-
ción de cuentas entre el sistema que se ejecuta localmente y los sitios que utilizan
el mecanismo de autenticación propuesto. Actualmente, para que el sistema
funcione el usuario debe ingresar la información manualmente. Sin embargo,
no sería difícil establecer una convención o API entre cliente y servidor que
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