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Resumen. El presente trabajo plantea una propuesta metodológica para recupe-
rar sistemas monolíticos heredados, migrando hacia una arquitectura de micro-
servicios. La propuesta se basa en especificar con ejemplos, una práctica que ha 
se ha utilizado con éxito en el desarrollo de software nuevo, pero que también 
resulta ventajosa para la recuperación de software. La evolución hacia micro-
servicios trae aparejada también una mayor facilidad de mantenimiento futuro. 
Varias de estas ideas se encuentran en la literatura, pero no hemos encontrado 
evidencia de la validación empírica del planteo, por lo que estamos validando la 
propuesta en trabajos finales de carrera de alumnos de grado. 
Palabras clave: software heredado, recuperación, especificaciones mediante 
ejemplos, microservicios. 
1   Introducción 
En esta sección vamos a establecer a qué llamamos software heredado, explicare-
mos en qué consiste la práctica metodológica denominada Specification By Example y 
presentaremos la arquitectura de microservicios. La sección 2 explora trabajos rela-
cionados. La sección 3 es el planteo de la propuesta metodológica en sí, cuya valida-
ción empírica, que estamos abordando, se explica en la sección 4. Las conclusiones se 
presentan en la sección 5. 
1.1   Software heredado 
Llamamos software heredado (o legacy) a aquél que ha alcanzado un grado de éxi-
to relativo, pero que resulta difícil de mantener porque se ha perdido el conocimiento 
que permitiría hacerlo [1]. 
El haber caído en esta categoría se puede deber a una o más de las siguientes razo-
nes: 
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- Han sido desarrollados por equipos de trabajo que ya no trabajan en él. 
- No hay pruebas de aceptación ni técnicas que permitan probar el funciona-
miento del código o entender cómo funciona. 
- Tienen escasa documentación funcional, técnica o para usuarios. 
- Muchas funcionalidades son desconocidas por los desarrolladores y usuarios. 
- Mantienen un gran volumen de deuda técnica que impide probarlos y com-
prenderlos. 
1.2   Especificaciones mediante ejemplos como práctica de desarrollo 
Cuando Kent Beck presentó Extreme Programming hizo especial hincapié en espe-
cificar mediante historias de usuario acompañadas por pruebas de cliente [2]. Luego 
de ello, fueron surgiendo algunas prácticas, relacionadas entre sí, que se basan en uti-
lizar pruebas de aceptación para derivar el comportamiento del sistema [3, 4, 5, 6, 7]. 
De todas ellas, la que nos parece más adecuada para nuestro análisis es la denomi-
nada SBE (Specification By Example), que fue presentada originalmente como una 
práctica para mejorar la comunicación entre los distintos roles de un proyecto de desa-
rrollo, y ha ido evolucionando hasta transformarse en una práctica colaborativa de 
construcción basada en especificaciones mediante ejemplos que sirven como pruebas 
de aceptación [6]. 
El procedimiento propuesto por SBE consiste en trabajar de manera incremental, 
tomando de a una historia de usuario a la vez. Para cada historia de usuario se deter-
minan los criterios y las pruebas de aceptación. De allí en más, se trabaja mediante un 
enfoque de afuera hacia adentro, partiendo de funcionalidades y sus casos de acepta-
ción y refinando el diseño en varios ciclos de desarrollo basados en pruebas unitarias 
y de componentes, de las cuales se deriva el código. El éxito de los criterios de acep-
tación es el que permite conocer cuándo se ha satisfecho un requerimiento: hay que 
ver si todas las pruebas de aceptación de la historia de usuario están funcionando. 
Por lo tanto, la idea subyacente en SBE es usar ejemplos como parte de las especi-
ficaciones, y que los mismos sirvan para probar el sistema, haciendo que todos los 
roles (usuarios, analistas, desarrolladores, testers) se manejen con los mismos ejem-
plos. De esta manera, los ejemplos sirven como herramienta de comunicación, son 
más concretos para acordar en las conversaciones con clientes, no hay divergencia 
entre lo que comprende cada rol y sirven como especificaciones ejecutables (poten-
cialmente automatizables) que hacen de pruebas de aceptación. 
Una de las recomendaciones básicas de SBE es que las especificaciones se constru-
yan en talleres multidisciplinarios, de los cuales participan todos los interesados. La 
participación de distintos roles en una discusión abierta hace que los ejemplos que 
surjan del taller sean más ricos y cubran una mayor cantidad de casos particulares. 
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Un subproducto interesante de los talleres de especificaciones es la emergencia de 
un lenguaje común, en el sentido del lenguaje ubicuo que plantea Eric Evans en Do-
main Driven Design (DDD) [8]. Evans sugiere que el éxito de un proyecto está fuer-
temente relacionado con la calidad del modelo de dominio, que a su vez está soporta-
do por un lenguaje ubicuo que se usa en ese dominio. De esta manera, el lenguaje de 
los interesados es el que se utiliza durante todo el desarrollo, desde los requerimientos 
hasta las pruebas, de modo tal que se convierte en un proceso de construcción de co-
nocimiento [9]. 
1.3   Microservicios como patrón arquitectónico 
La arquitectura de microservicios plantea una aplicación como un conjunto de pe-
queños componentes, cada uno corriendo en su propio proceso y comunicándose me-
diante mecanismos livianos [10]. Los componentes pueden desplegarse independien-
temente mediante procesos totalmente automatizados. A la vez, cada uno puede ser 
escrito en un lenguaje de programación y usar un mecanismo de persistencia distintos. 
Cada microservicio puede verse como un componente cohesivo y autónomo trabajan-
do en conjunto con otros microservicios para entregar valor de negocio [11]. 
Se trata de una evolución de las arquitecturas SOA que emergieron en la década de 
1990 [12]. En efecto, ya SOA preconizaba separar la implementación de componentes 
con interfaces bien definidas, alentando el bajo acoplamiento, la reusabilidad y la au-
tonomía, pudiendo desarrollar distintos componentes con distintas tecnologías. La 
arquitectura de microservicios busca corregir los desvíos que se produjeron en la in-
dustria respecto de los objetivos originales de SOA [13]. 
Según una visión, la adopción de esta arquitectura ocurre por la necesidad de las 
organizaciones centradas en el software de aumentar la velocidad con la que liberan 
sus productos [14]. De esta manera, la necesidad de aumentar la velocidad de las libe-
raciones es la que provoca la organización de equipos polifuncionales (DevOps [15]) 
y cambios en los procesos, que a su vez lleva a la necesidad de entregar el producto en 
forma de microservicios independientes. 
Las características generales de esta arquitectura son: 
- Los servicios se organizan alrededor de capacidades individuales de negocio. 
- Los microservicios incluyen todas las capas del sistema, incluyendo acceso a 
datos persistentes, modelo de negocio e interfaces externas. 
- Los servicios deben ser desplegables en forma independiente, y posiblemente 
en plataformas diferentes. 
- Los límites entre microservicios deben estar bien definidos. 
- No hay un control centralizado de los servicios, sino que son los propios mi-
croservicios los que poseen la lógica de control. 
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En general, y si bien no es estrictamente necesario por definición, se requiere au-
tomatizar todo lo posible la infraestructura y los despliegues, como lo propone la 
práctica de Continuous Delivery [16]. Por otro lado, la comunicación suele basarse en 
eventos asincrónicos mediante eventos, más que en llamadas sincrónicas. 
Como contrapartida, los sistemas de software cuyos módulos no se puedan desple-
gar y ejecutar independientemente, los llamaremos sistemas monolíticos. 
Hay algunas ventajas que se han ido poniendo en evidencia de las aplicaciones ba-
sadas en microservicios, que han aumentado mucho su popularidad. Entre ellas se 
destacan: 
- Cada cambio en un microservicio se puede desarrollar y desplegar indepen-
dientemente del resto del sistema. 
- Reduce el tiempo de liberación para cada funcionalidad. 
- Cada microservicio puede ser desarrollado usando las tecnologías más adecua-
das en cada caso. Esto mismo permite adoptar nuevas tecnologías de a partes. 
- El sistema resultante será más escalable y tolerante a fallas. 
- Si se encuentra un problema en producción debido a un despliegue reciente, se 
puede aislar el microservicio y corregir sin afectar al resto del sistema. 
- Permite reemplazar partes de un sistema monolítico sin tener que atarse a tec-
nologías del monolito previo y sin desecharlo. 
No obstante, hay varios desafíos que se plantean también al usar microservicios. La 
mayor parte de los mismos surgen de la mayor complejidad de los sistemas distribui-
dos, que impactan en las pruebas, las depuraciones, la seguridad, el desempeño y la 
dificultad de las refactorizaciones, entre otros. Tanto es así que Fowler propone siem-
pre comenzar por un sistema monolítico y llevarlo a una arquitectura de microservi-
cios más adelante, incluso comenzando por servicios de grano grueso [17]. 
2   Trabajos relacionados 
Existen numerosos trabajos que destacan la importancia de la recuperación del 
software heredado con vistas a su evolución, así como también comienzan a aparecer 
artículos que tratan la migración de sistemas monolíticos hacia microservicios. En esta 
sección haremos un breve repaso de los más relevantes para nuestra propuesta. 
2.1   Sobre la importancia de la recuperación del software heredado 
Hace décadas que se reconoce la importancia del mantenimiento y la evolución del 
software [18]. Hay un antiguo estudio del Software Engineering Institute (SEI) que 
ASSE, Simposio Argentino de Ingeniería de Software
47JAIIO - ASSE - ISSN: 2451-7593 - Página 16
pone el énfasis en los sistemas heredados como activos de las organizaciones, que han 
incorporado conocimiento a lo largo de la vida de las mismas [19]. 
Más allá de todos estos antecedentes y del tiempo transcurrido, que parecen darle al 
mantenimiento cierta relevancia, el material disponible contrasta con la enorme canti-
dad de publicaciones dedicadas al desarrollo de nuevos sistemas. Tampoco en la in-
dustria se ha logrado una adopción de procesos o enfoques metodológicos para el 
mantenimiento acorde al volumen económico del mismo. Incluso hay bastante literatu-
ra que plantea técnicas y procesos para el reemplazo liso y llano del software hereda-
do, en vez de aplicarse a su recuperación [20, 21]. 
Sin embargo, algunos trabajos iniciales brindan algunas ideas para la recuperación. 
Peter Naur sostiene que programar es construir conocimiento, y que si un producto ya 
no cuenta con el equipo que tenía el conocimiento que aquél representa, el programa 
debe considerarse muerto, de modo tal que lo debemos encarar es un proceso de “re-
surrección” [22]. Si bien la analogía nos parece exagerada, toda vez que, en realidad, 
el software en cuestión no lo podemos considerar muerto si está siendo utilizado, ad-
herimos a las ideas del autor, cambiando el término por “recuperación”. 
Respecto de cómo recuperar ese conocimiento, el SEI viene estudiando a fondo el 
tema desde 1997, cuando por primera vez propone que para entender el funcionamien-
to de los programas debería prestarse más atención al comportamiento externo de los 
módulos que al funcionamiento interno de los mismos [23]. Unos años más tarde, el 
mismo SEI publicó un estudio de los distintos enfoques para modernizar sistemas he-
redados [19]. Aquí se aboga por lo que llama modernización de caja negra, basada en 
envolturas (wrapping) que deben rodear al sistema heredado con una capa de software 
que oculte la complejidad no deseada del antiguo sistema y exponga una nueva inter-
faz. A su vez, en 2001 el SEI comienza a tratar la modernización incremental de sis-
temas heredados, sobre todo debido a la necesidad de mantener operativos en todo 
momento a sistemas grandes y complejos [24]. 
Hay muchos elementos de estos primeros trabajos que son valiosos para nuestra 
forma de ver el mantenimiento del software heredado: 
- El foco en el comportamiento observable de los módulos por sobre el funcio-
namiento a menor granularidad. 
- El planteo arquitectónico de envolver comportamiento con capas que expon-
gan interfaces para las nuevas partes del sistema. 
- La necesidad de ir mejorando la mantenibilidad del sistema a la vez que se 
mantiene la funcionalidad heredada. 
- La necesidad de proceder con un enfoque incremental de reemplazo del soft-
ware heredado por el nuevo. 
El auge del movimiento ágil llevó a buscar planteos alternativos. El más conocido 
es el de Michael Feathers, que parte de la premisa de que el código heredado es aquél 
que carece de pruebas, refiriéndose mayormente a pruebas unitarias automatizadas 
[25]. Siguiendo el formato de los catálogos de refactorizaciones, plantea escenarios 
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típicos y elabora técnicas para ir rompiendo dependencias en el código mediante la 
introducción de pruebas automatizadas que cubran dicho código. 
Entendemos que ninguna de las propuestas anteriores es del todo satisfactoria: 
- El enfoque de tirar y reescribir nos permitiría reconstruir el sistema completo 
desde cero siguiendo buenas prácticas de ingeniería, de lo cual se esperaría que 
surja un producto de mejor calidad. Sin embargo, esta solución es poco facti-
ble por el costo y el tiempo de desarrollo. Además, en general, los clientes no 
están dispuestos a esperar el desarrollo de un nuevo sistema sin seguir pidien-
do cambios al anterior, lo cual convierte al producto en un blanco móvil. 
- El planteo de algunos autores, que sostienen que, dado que lo que hay que 
comprender es el comportamiento observable, habría que recurrir a los manua-
les de usuario y a la documentación de las interfaces programáticas (API), lo 
vemos riesgoso [23]. Uno de los problemas habituales de la documentación 
que ha sobrevivido separada del código mucho tiempo es que está desactuali-
zada o fuera de sincronía con el código. Resulta por lo tanto peligroso dar por 
buena a la documentación, sabiendo que el sistema funciona bien, y que lo que 
funciona está representado en el código, no necesariamente en documentos. 
- El enfoque basado en pruebas unitarias, o a lo sumo de componentes, tampoco 
lo vemos del todo satisfactorio. Necesitamos saber qué es lo que el usuario es-
pera del sistema, y para ello las pruebas más adecuadas son las de aceptación. 
Por otro lado, en el caso del software heredado, si bien sabemos que el sistema 
como un todo cumple su función satisfactoriamente, no podemos decir lo mis-
mo de cada porción de código y de las implementaciones particulares de las 
funcionalidades, que es lo que prueban las pruebas unitarias y de componentes. 
Por eso necesitamos pruebas que evidencien el comportamiento desde la pers-
pectiva de interacciones reales de usuarios. 
Por supuesto, existen planteos muy interesantes desde la academia. Uno de ellos 
aborda un enfoque metodológico más centrado en la gente que en los documentos 
[26]. La idea de trabajar en conjunto con usuarios, el planteo de tener herramientas 
que comparen resultados entre el sistema anterior y el migrado, y la noción de que las 
pruebas de aceptación automatizadas introducidas desde el comienzo del proceso po-
drían ser de gran ayuda – más allá de que ellos mismos sólo han probado trabajar con 
pruebas unitarias – va en línea con nuestro planteo. 
Mucho más cerca de nuestra idea está el trabajo desarrollado en la Universidad de 
Bari, en el que se pone a prueba un enfoque basado en pruebas de aceptación de histo-
rias de usuario [27]. El enfoque, planteado con el nombre de Storytest-Driven Migra-
tion (STDM), trabaja con las pruebas de aceptación a la manera de especificaciones 
ejecutables, que deben funcionar tanto en el sistema heredado como en su reemplazo. 
Hay un fuerte énfasis en la revisión de las especificaciones por todos los interesados, 
lo cual está en línea con nuestra propuesta. 
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2.2   Enfoques para la migración a microservicios 
Hay bastante literatura que refiere a migrar sistemas heredados a arquitecturas 
SOA, que es aplicable también a microservicios [28]. La mayoría de las propuestas 
sugieren que hay que empezar por separar contextos de negocio (similares a los 
“bounded contexts” de DDD [8]) que luego devendrán servicios. En cuanto a la mi-
gración incremental, una posibilidad es generar una capa de servicios, con su interfaz, 
alrededor de los componentes heredados. 
Asimismo, hay una publicación que plantea varios patrones de migración hacia mi-
croservicios [29]. La propuesta incluye el uso de DDD para identificar subdominios 
del negocio y convertir cada subdominio en una unidad de despliegue, separar por 
frecuencia de cambios y descomponer el monolito por el acceso a datos. Otras publi-
caciones sugieren otros modos de derivación de microservicios desde un monolito, 
como el planteo de una técnica basada en casos de uso que representen un conjunto de 
operaciones de diferentes subsistemas sincronizados por la acción de un actor [30]. 
Tal vez el planteo más interesante es el basado en el patrón Strangler Application, 
presentado someramente hace más de una década, y con pocas aplicaciones hasta hace 
pocos años [31]. La idea básica es ir rodeando al antiguo sistema con partes nuevas e 
ir estrangulándolo hasta que desaparezca. En los últimos años han ido surgiendo algu-
nos casos de estudio interesantes que plantean el uso de este patrón para la migración 
de un monolito heredado hacia una arquitectura más moderna [32, 33]. La idea que ha 
ido ganando aceptación es la de establecer un proxy que derive funcionalidad hacia el 
sistema viejo y también hacia las nuevas implementaciones, de modo tal de ir cam-
biando de a poco, hasta que el monolito quede sin uso y se pueda desactivar. Este 
planteo se puede ver en detalle en una tesina que propone interceptar las llamadas al 
sistema viejo y reenviarlas al nuevo a través de su interfaz programática (API) [34]. 
Una idea parecida surge en el marco de DDD, cuando Evans introduce la noción de 
una capa anti corrupción [8]. El autor plantea hacer una API del sistema monolítico, 
que así se convierte en un servicio gigante, que de a poco vamos estrangulando. 
3   Migrando hacia microservicios con la ayuda de ejemplos 
El presente trabajo encara una práctica metodológica para migrar de manera segura 
sistemas monolíticos heredados a una arquitectura de microservicios. 
Dado que en la mayor parte de las situaciones en que se debe trabajar con sistemas 
heredados el principal problema es la reconstrucción del conocimiento, la práctica de 
especificar con ejemplos, con su carga de actividad colaborativa y de descubrimiento 
de requerimientos se nos presenta como el enfoque ideal para ir recuperando el cono-
cimiento que los mismos representan. 
Uno de los autores que sugiere usar especificaciones con ejemplos para la evolu-
ción de software heredado es Ken Pough, que basa su propuesta en la afirmación de 
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que las pruebas de aceptación documentan cómo funciona realmente el sistema [35]. 
Sin embargo, como pasa en tantos otros casos, queda como una enunciación sin ejem-
plos concretos ni evidencia empírica de haberlo llevado adelante. Precisamente por la 
falta de trabajos que traten este tema a fondo y lo validen en casos concretos, es que lo 
hemos abordado como un tema de investigación. 
Nuestra propuesta consiste en ir acotando el sistema existente por funcionalidades, 
las cuales se deberán especificar con ejemplos que sirvan como casos de aceptación, y 
luego proceder a hacer los cambios.  
Siguiendo el procedimiento que indica SBE, cada funcionalidad o grupo de funcio-
nalidades separables del sistema deberán ser analizadas en talleres multidisciplinarios, 
y construir ejemplos que sirvan de documentación para luego refactorizar o cambiar el 
sistema. Esos mismos ejemplos servirán luego para probar la aplicación. 
Para evitar regresiones, frecuentes en sistemas monolíticos heredados, conviene 
realizar pruebas de regresión a menudo, y por lo mismo es importante automatizar las 
pruebas de aceptación, o al menos una proporción importante de las mismas. 
Proponemos también aplicar el método solamente por demanda, es decir, reuniendo 
a los talleres a medida que surgen pedidos de cambios sobre el sistema. Este enfoque 
tiene varias ventajas: vamos a lograr mayor compromiso de los usuarios, estaremos 
trabajando e invirtiendo dinero solamente en lo que es prioritario y no invertiremos 
esfuerzo en partes del sistema que no haya que cambiar. 
En el límite, puede que haya partes del sistema que queden sin tratar, pero sería 
porque no fue necesario cambiarlas, sea porque funcionan bien como están o porque 
no se usan demasiado. Una manera consistente de hacerlo es definir una API para esos 
fragmentos y convertirlos en servicios que queden implementados como estaban en el 
sistema monolítico. 
Esta forma de trabajo implica reemplazar el sistema de manera incremental, extra-
yendo módulos que pasan a interactuar con el sistema antiguo a través de alguna API. 
Estos módulos son los que se transforman en microservicios. La ventaja de este enfo-
que es que los módulos del sistema que más se usan y más cambios requieren irán 
mejorando su calidad poco a poco, por lo que cada vez resulta más sencillo mantener 
las partes más críticas del sistema. A la vez, el sistema heredado sigue vivo y la evolu-
ción no afecta a la base de usuarios. 
Podemos ver el procedimiento de manera gráfica en la Fig. 1. 
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 Fig. 1. Procedimiento propuesto. 
4   Sondeos experimentales 
El presente trabajo presenta una idea que ha sido validada sólo parcialmente, en el 
marco de algunas tesinas de grado dirigidas por el autor. Por ejemplo, la tesina de 
Nicolás Dascanio ya planteaba utilizar pruebas de aceptación para facilitar el mante-
nimiento de software heredado [36]. También se abordó un enfoque parecido en el 
trabajo final de carrera de Lionel Raymundi, en este caso previo a una reingeniería de 
un sistema bancario [37]. Pero no se ha seguido el procedimiento completo ni se ha 
intentado una migración hacia microservicios. 
Como creemos que las prácticas de la ingeniería de software deben descansar fuer-
temente en evidencia empírica, lo anterior no alcanza. Por lo tanto, para una valida-
ción más sólida de la metodología propuesta, estamos comenzando a trabajar con 
alumnos de grado que están desarrollando trabajos finales de la carrera de Ingeniería 
Informática de la Universidad de Buenos Aires. A continuación se enumeran los tra-
bajos que hemos comenzado: 
- Un Trabajo Profesional consistente en migrar un sistema sin documentación a 
una arquitectura parcialmente basada en microservicios, guiados por especifi-
caciones mediante ejemplos. En el mismo trabaja un equipo de tres alumnos 
que irán simulando los distintos roles del proceso. 
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- Otro Trabajo Profesional para modernizar un sistema de avisos clasificados en 
línea guiados por especificaciones mediante ejemplos. En el mismo trabaja un 
equipo de dos alumnos más uno o dos usuarios reales de la aplicación para va-
lidar los ejemplos y dar sustento real a la práctica. 
- Un tercer Trabajo Profesional que pretende la recuperación del conocimiento 
de un sistema del gobierno federal argentino, trabajando con especificaciones 
mediante ejemplos. En el mismo trabaja un alumno con varios usuarios reales 
de la aplicación para validar los ejemplos. 
- Una tesis de grado en la que un alumno estudiará patrones de migración a mi-
croservicios y su adecuación a un sistema existente, en parte implementado 
con esta arquitectura y monolítico por el resto. 
En los cuatro casos los alumnos trabajarán guiados por uno o más docentes del 
LIMET, que oficiarán de tutores o co-tutores de los mismos. 
Esperamos que estos experimentos nos sirvan para validar en mayor profundidad 
algunas prácticas que hemos planteado. También esperamos contar pronto con más 
trabajos que nos permitan seguir explorando nuestro planteo y encontrando limitacio-
nes al mismo. 
5   Conclusiones 
La arquitectura de microservicios se plantea como una respuesta a la necesidad de 
liberar más frecuentemente incrementos de producto en las organizaciones basadas en 
software. Por otro lado, en general, no se llega a la arquitectura de microservicios 
desde el primer momento del desarrollo, sino luego de haber desarrollado un sistema 
monolítico exitoso. Sin embargo, muchos sistemas monolíticos caen en la categoría de 
software heredado, en el sentido de que se ha perdido todo o parte del conocimiento 
que había sobre su funcionamiento. 
Por lo tanto, hemos elaborado una propuesta metodológica de recuperación de 
software heredado y monolítico hacia una arquitectura de microservicios. La propues-
ta plantea los siguientes requisitos: 
- La migración debe ser incremental. 
- Los incrementos deben encararse prioritariamente por demanda de los clientes. 
- Toda la funcionalidad no migrada seguirá como estaba en la versión previa a la 
migración hasta tanto se decida migrarla. 
- En todo momento se deberá trabajar con los usuarios mediante el procedimien-
to propuesto por SBE. 
- Las pruebas se deberán automatizar para permitir pruebas de regresión, a la 
vez que quedan especificaciones ejecutables para el futuro. 
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- La mejora en el diseño a medida que se avanza en la migración sirve para ir 
realimentando la sencillez y velocidad de las mejoras futuras. 
- La mejora en las especificaciones a medida que se avanza en la migración sir-
ve para ir realimentando la calidad de las mismas y facilitar las mejoras futu-
ras. 
Como también dijimos, la propuesta está comenzando a ser validada en trabajos fi-
nales de carrera en la UBA, todos ellos con un fuerte anclaje empírico y sobre siste-
mas existentes reales. 
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