Abstract. This paper elaborates on ontology-based end-user visual query formulation, particularly for users who otherwise cannot/do not desire to use formal textual query languages to retrieve data due to the lack of technical knowledge and skills. Then, it provides a set of quality attributes and features, primarily elicited via a series of industrial enduser workshops and user studies carried out in the course of an industrial EU project, to guide the design and development of successor visual query systems.
Introduction
Today the storage and retrieval of structured data is fundamental to organisations. Particularly, value creation processes rely on domain experts' ability to reach the data of interest in a timely fashion. However, usually an army of IT experts mediates between domain experts and databases in an inherently time-consuming way, since end users often lack necessary technical skills and knowledge and have low tolerance to formal textual query languages, such as SQL and SPARQL. A substantial time could be freed-up by providing domain experts with the flexibility to pose relatively complex ad hoc queries in an easy and intuitive way.
A visual query system (VQS) (cf. [8] ) is a visual programming paradigm (cf. [7] ) that uses visual representations to depict the domain of interest and data requests. A VQS allows its users to formalise their information needs into queries by directly manipulating (cf. [28] ) domain elements. VQSs are oriented towards a wide spectrum of users; however, people with no technical background are expected to benefit the most. In this respect, a VQS is also an end-user development/programming paradigm (cf. [22] ).
Early VQSs typically employ vocabulary extracted from database schemas; however, it is known that conceptual models are more natural than logical models for end users [29] (i.e., semantic gap). This is inherently evident, since ontologies are problem domain artefacts while models are solution domain artefacts (cf. [26] ). Therefore, ontology-based VQSs emerged (e.g., [9, 30] ) to address this conceptual mismatch. Yet, today a considerable amount of enterprise data resides in relational databases, rather than triple stores. Nevertheless, recent advances on ontologybased data access (OBDA) technologies (cf. [21, 33] ) enable in-place access to relational data over ontologies (e.g., [25] ), and hence raise ontology-based visual query formulation as a viable and promising approach for querying a variety of structured data sources.
A VQS, called OptiqueVQS [32, 30] , has been developed for non-technical users as a part of an OBDA platform for Big Data sources in the course of an industrial EU project, namely Optique 3 [14, 13] . And, in this paper, based on the results of requirement elicitation and evaluation efforts for OptiqueVQS, particularly a series of industrial end-user workshops and usability studies, notable concepts and aspects of ontology-based VQSs are reviewed and a set of quality attributes and features, backed with the relevant literature, are suggested.
Data Retrieval
A VQS is a data retrieval (DR) paradigm, which differs from information retrieval (IR) (cf. [2] ). In DR, an information need has to be exact and complete, and is defined over a deterministic model with the aim of retrieving all and only those objects that exactly match the criteria. However, in IR, an information need is typically incomplete and loosely defined over a probabilistic model with the aim of retrieving relevant objects. In other words, DR systems have no tolerance for missing or irrelevant results and a single erroneous object implies a total failure; while IR systems are variably insensitive to inaccuracies and errors, since they often interpret the original user query and the matching is assumed to indicate the likelihood of the relevance.
In ontology-based DR, ontologies, apart from being a natural communication medium, also act as superstructures to seamlessly federate distributed data sources and allow extracting implicit information from data with reasoning. And, data does not necessarily need to reside in triple stores anymore. OBDA technologies built on data virtualisation make it possible to query legacy relational data sources over ontologies, while enjoying the benefits of well-established query optimisation and evaluation support available for traditional database systems, without ever needing to migrate or transform (i.e., materialise) data into triples. A set of mappings relate the elements of the ontology to data sources (e.g., [25] ).
Visual Query Systems
A VQS should drive the capabilities of the output medium and human visual system optimally to increase the magnitude of preconscious processing (e.g., recognition vs. recall) and to foster innate user reactions (e.g., clicking vs. typing).
A VQS needs to support two complementary but adverse activities, that is exploration and construction. The former relates to the activities for understanding and finding domain concepts and relationships relevant to the information need at hand (aka understanding the reality of interest), while the latter concerns the compilation of relevant concepts and constraints into formal information needs (i.e., queries) (cf. [8] ). A primary concern in the design of a VQS is the selection of appropriate visual representation and interaction paradigms that support these two activities. The use of real life metaphors, and analogies with familiar situations or concepts are important. Interested readers are referred to Catarci et. al [8] and Katifori et. al [18] for an overview of representation paradigms, such as forms and diagrams, and interaction paradigms, such as navigation and filtering.
Finally, one should note that query formulation is an iterative process, that is a user explores the conceptual space, formulates a query, inspects the results, and reformulates the query until she/he reaches to the desired query, and each iteration could be considered an attempt.
On User Types
VQS users could be diverse, such as casual users, domain experts, and IT experts. Casual users use computers in their daily life/work for basic tasks (e.g., typing documents, sending e-mails, and web browsing); they have low tolerance on formal languages and are unfamiliar with the technical details of an information system. Domain experts have an in-depth knowledge and understanding of the semantics of their expertise domain, while IT experts have technical knowledge and skills on a wide spectrum of topics, such as programming languages, databases etc. Note that this categorisation is neither complete nor mutually exclusive -e.g., a domain expert could be also an IT expert.
Casual users and domain experts with no technical background are the primary group of users that could benefit the most from a VQS. The ultimate benefit of a VQS is questionable for IT experts, since in many cases they might find working on a textual language more efficient and non-limiting (cf. [8, 28] ). Noteworthy, the selection of representation and interaction paradigms should not only consider the user characteristics, but also the frequency of interaction, the variance of query tasks, and query complexity (cf. [8] ).
Usability and Expressiveness
VQS are built on two competing notions, namely usability and expressiveness.
Usability The usability of a VQS is measured in terms of the level of effectiveness, efficiency and user satisfaction. Effectiveness is measured in terms of accuracy and completeness that users can achieve while constructing queries. Note that, typically, in IR systems, effectiveness is measured in terms of precision, recall, and f-measure (harmonic mean of precision and recall) over the result set; however, as stated earlier, for a DR system, a single missing or irrelevant object implies failure. Therefore, for a VQS, effectiveness is rather measured in terms of a binary measure of success (i.e., correct/incorrect query), which could be accompanied with a fuzzy measure (i.e., rate of correctness) weighting and combining different type of query errors (cf. [36, 19] ). As far as SPARQL is concerned, the measure of correctness could be built on the semantic similarity between the user query and correct query (cf. [12] ). Since query formulation is an iterative process, allowing and incorporating multiple attempts into effectiveness measure is also a sensible approach.
Efficiency is typically measured in terms of the time spent to complete a query, while user satisfaction measured through surveys, interviews etc. (e.g., examining the attitude of users after experiencing with the subject system or language). The use of a standard questionnaire, such as system usability scale (SUS) [4] , is beneficial since it becomes possible to rank and compare SUS scores of similar tools.
Usability evaluation is usually done in terms of query writing and query reading tasks with respect to variable user and query types, such as the structure and lengths of queries. Query reading tasks could be replaced with query correction and completing tasks, since users are generally poor in articulating complex structures in human language, but better in doing, and a user needs to understand a query first in order to correct/complete it. For an end-user query tool, the representative target group should not include people with substantial technical background regardless of their expertise in the subject textual language and ontology language, since they possess semantic knowledge on programming languages, systems, frameworks, and tools, which is non-volatile and easily transferable while using a new tool/language (cf. [28] ).
Expressiveness The expressiveness of a VQS refers to its ability and breadth to characterise the domain knowledge and information needs and is bounded by the underlying formal language. A VQS is typically less expressive than the underlying formality, due to the usability-expressiveness trade-off. The design of a VQS should be informed by the type of query tasks and domain knowledge needed by the end users. Then, the perceived complexity plays a determining role. If a visually comprehensible solution for a query task or domain knowledge is not found, it is better left out and delegated to the IT experts. This is because, generally, the benefits gained by incorporating rarely used complex functionality does not make up for the loss in usability. In this respect, the categorisation of domain knowledge and query tasks are important for defining a scope and evolution path for a VQS.
As far as the domain knowledge is considered, for instance multiple inheritance, disjointness, subproperties, inverse properties, and multiple ranges are comparatively harder to communicate compared to classes/subclasses, instances, relationships, and attributes. One should also take into account the propagative effect of reasoning, that is, in an ontology, explicit restrictions attached to a concept are inherited by its subconcepts and the interpretation of a concept also includes the interpretations of all its subconcepts (cf. [10] ). This effect drastically increases the number of possible properties for and between concepts.
One could categorise queries into disjunctive and conjunctive queries with respect to logical connectives used; from a topological perspective into linear queries, queries with branching, and cyclic queries; and from a non-topological perspective into queries that involve aggregation, negation, and quantification (cf. [30] ). While the use of existential quantification remains implicit, queries including universal quantification, negation, and aggregation are quite esoteric for end users; this even applies to skilled users, particularly for universal quantifiers (cf. [20] ). In this regard, queries could be categorised into three levels with respect to need and perceived complexity. The first level refers to linear and tree-shaped conjunctive queries, while the second level refers to queries with disjunctions, aggregation and cycles. The third level refers to queries with universal quantifiers and negation.
Research Landscape
Formal textual languages, keyword search (e.g., [3] ), natural language interfaces (e.g., [11] ), and visual query languages (VQL) (e.g., [17] ) are other means for querying structured data. Formal textual languages are inaccessible to end users, since they demand a sound technical background. Keyword search and natural language interfaces remain insufficient for querying structured data, due to low expressiveness and ambiguities, respectively. VQLs provide a formal visual syntax and notation, and are comparable to formal textual languages in terms of their accessibility to end users. A VQS differs from a VQL, since it is built on an arbitrary set of user actions that effectively capture a set of syntactic rules specifying a (query) language, and hence offers a good usability-expressiveness balance. Existing approaches for ontology-based visual query formulation are either meant for semantic search and browsing of linked data (e.g., [6, 5] ) or purely for visual query formulation (e.g., [30, 15] ).
An example of the former paradigm is Rhizomer [5] , as shown in Figure 1 . Rhizomer combines faceted search with navigation to enable joining and filtering information from multiple objects. In the present context, a primary issue is that browsing is not the same as querying, although some commonalities exist. The fact that databases include large data sets makes browsing an inefficient mechanism and necessitates interaction at a conceptual rather than data level.
An example of the latter paradigm is OptiqueVQS [32] , as shown in Figure 2 . OptiqueVQS combines different representation and interaction paradigms through a widget-based architecture. OptiqueVQS employs OWL 2 ontologies and graph navigation forms the backbone of query formulation. Since OWL 2 axioms per se are not well-suited for a graph-based navigation, OptiqueVQS employs an approach projecting ontologies into navigation graphs [1] .
Quality Attributes and Features
Quality attributes are non-functional requirements that effect run-time behaviour, design, and user experience. From an end-user development perspective, the goal is to derive a set of quality attributes for VQSs, which effectively increases the benefits gained and decreases the cost of adoption for end users (cf. [34] ). The design and development process of OptiqueVQS and industrial partners involved provide a real-life basis for this purpose.
Optique strives to offer an end-to-end ontology-based data access platform that brings together different related components, such as for query formulation, transformation, and execution (see [14] ). In the course of the Optique project, a total of four industrial workshops were conducted with the use-case partners, namely Siemens AG 4 and Statoil ASA 5 . In the first set of workshops, unstructured interviews were conducted with domain experts and they were observed in their daily work routines. Shortly after the first set of workshops, a paper mock-up was demonstrated to the domain experts and further discussions were held. A running prototype was developed iteratively with representative users in the loop. At the second round of workshops, domain experts experimented with the prototype in a formal think aloud session and provided further feedback. A usability study with casual users was also conducted (see [32] ). Along with encouraging results, a set of interrelated and non-exhaustive quality attributes and features realising them were collected, which are reported in the following. Note that these quality attributes are strongly interrelated, for instance, usability of a VQS is generally positively affected by every other quality attribute, or adaptivity inherently supports visual scalability as it provides means to eliminate less important concepts and properties.
In Table 1 , the proposed quality attributes are mapped into the cost-benefit model suggested by Sutcliffe [34] for end-user development. The cost for adopting a specific end-user development tool includes: the actual cost of the software plus effort necessary to install it (technology), the time taken to understand the language or tool (learning), the effort necessary to develop applications using the adopted technology (development), and the time taken to test and debug the designed system (debugging); while the benefits set against include: the extent of functionality which using the technology can deliver (functionality), the flexibility to respond to new requirements (flexibility), the usability of applications produced (usability), and the overall quality of the applications produced (quality).
Quality attributes
Usability (A1) Usability is measured in terms of effectiveness, efficiency, and satisfaction. The effort required to learn and formulate queries is typically proportional to the usability of a VQS, which also transitively effects the usability and quality of the formulated queries, as it is the VQS that visualises them and provides necessary affordances.
Modularity (A2) Modularity is the degree to which a system's components are independent and interlocking. A highly modular VQS ensures flexibility and extensibility, so that new components could be easily introduced to adapt to changing requirements and to extend and enrich the functionality provided.
Scalability (A3)
In the present context, scalability refers to the ability of a VQS to visualise and deal with large ontologies, data sets, and queries. A scalable VQS increases the usability and quality of formulated queries by increasing their comprehensibility and makes formulation and debugging easier against large ontologies, queries and result sets.
Adaptivity (A4) Adaptivity refers to the ability of a system to alter its behaviour, presentation, and content with respect to context. A VQS could reduce the effort required for query formulation by adaptively offering concepts and properties for instance with respect to previously executed queries.
Adaptability (A5)
In contrary to adaptivity, adaptability is a manual process, where users customise application to their own needs and contexts. An adaptable VQS could provide flexibility against changing requirements, e.g., by activating a new presentation module.
Extensibility (A6) Extensibility refers to the ability and the degree of effort required to extend a system. An extensible VQS provides flexibility to extend and enrich functionality to meet changing requirements or to improve the system. Interoperability (A7) Interoperability for a VQS is its ability to communicate and exchange data with other applications in an organisation or a digital ecosystem. Interoperability contributes to the functionality of a VQS by allowing it to utilise or feed other applications.
Portability (A8) Portability refers to the ability of a VQS to query arbitrary domains, rather than only a specific domain, without high manual tuning and re-coding. A portable system reduces the effort required for installation and configuration.
Data quality (A9) Data is often imperfect, for instance, records might be missing/incomplete, new facts might derived as a result of reasoning process, and multiple data sources might be involved. The debugging of formulated queries becomes easier, if means to detect such situations are provided.
Reusability (A10) Reusability refers to the ability of a VQS to utilise queries as consumable resources. Reusability could decrease the learning effort by utilising stored queries as learning resources and increase the quality and usability by allowing more complex queries to be built by modifying the existing ones.
Features
A set of prominent features were identified to support the realisation of proposed quality attributes, and are presented in the following.
View and overview (F1) A VQS needs to provide a overview of the constructed query continuously and at the same time should focus the user to the active phase of the task at hand. This balance is to ensure maximum end-user awareness and control (cf. [8] ) (A1).
Exploration and construction (F2) Means for exploration and construction need to be intertwined adequately. Exploration does not necessarily need to be at the conceptual level in terms of concepts and properties, but also at the instance level, in terms of cues (i.e., sample results) and instance level browsing (cf. [8, 27] ) (A1).
Non-local navigation (F3)
The navigation in an ontology might be a tedious process, particularly when the source concept and the target concept(s) of an intended path are considerably distant from each other. Suggesting paths for given two distant concepts could enhance the user experience (cf. [24] ) (A1).
Collaborative query formulation (F4) Users can formulate more complex queries and/or improve effectiveness and efficiency by collaborating with each other actively or passively. Such collaboration could be between end users and IT experts or between end users (cf. [23] ) (A1).
Query-reuse (F5) An end user should be able to reuse an existing query stored in the system either as it is or could modify it to construct more complex queries and/or to improve the effectiveness and efficiency (A1 and A10). Query reuse could indeed be considered a passive form of collaboration (cf. [23] ) (F4). Spiral/layered design (F6) Complex functionalities could hinder the usability for less competent users. Therefore, system functionality should be distributed into different layers (cf. [28] ) (A1). With such an approach, users can also view ontology at different levels of detail (A3); the system or users can tailor available functionality with respect to their needs (A4 and A5), and new functionalities could be added without overloading the interface (A6).
Gradual access (F7) An ontology might represent a large conceptual space with many concepts and relationships, and the amount of information that can be communicated on a finite display is limited. Therefore, gradual and ondemand access to the relevant parts of an ontology is necessary to cope with large ontologies (cf. [18] ) (A1 and A3).
Ranked suggestions (F8) Even with a small ontology, users can be confronted with many options to choose from. Ranking ontology elements with respect to context, e.g., query log, improves the user efficiency and filters down the amount of knowledge presented (cf. [31] ) (A1, A3, and A4). Ranking is a form of passive collaboration as it utilises previously formulated queries to provide adaptive suggestions and gradual access (F4 and F7).
Domain-specific representations (F9) Variety in data necessities specific visualisation paradigms that suit well to the data at hand, such as maps for geospatial data. This ensures contextual delivery of data leading to immediate grasping (cf. [35] ) (A1). The availability of domain-specific representations provides users and system with the opportunity to select paradigm(s) that fits best to context (A4 and A5).
Multi-paradigm and multi-perspective (F10) A multi-paradigm and perspective approach combines multiple representation and interaction paradigms and query formulation approaches, such as visual query formulation and textual query editing, to meet diverse type of users, tasks, etc. (cf. [8, 18] ) (A1). Moreover, the system and users can adapt presentation (A4 and A5) and can select among various paradigms depending on their user role (F4), task (F2), and data (F9).
Modular architecture (F11)
A modular architecture allows new components to be easily introduced and combined in order to adapt to changing requirements and to support diverse user experiences (cf. [30] ) (A1, A2 and A6). This could include alternative/complementary components for query formulation, exploration, visualisation, etc. with respect to context (A3, A4, A5, F9, and F10).
Data exporting (F12) Domain experts usually feed analytics tools with the data extracted for sense-making processes, however they are not expected to have skills to transform data from one format to another. Therefore affordances to export data in different formats are required to ensure that the system fits into organisational context, workflows (A7) and broader user experience (A1). Domain-agnostic backend (F13) Domain independence is the key for a VQS to access different ontologies and datasets without any extensive manual customisation and code change (cf. [19] ) (A8).
Provenance (F14) Provenance support particularly should enable users to inspect the derived facts and the source of data if multiple data sources are involved (A9). Such a feature increases the user trust for the system and the returned results sets (A1).
Auxiliary support (F15) While formulating a query, users might benefit greatly from auxiliary support, such as cues (i.e., example results), numeric indicators (e.g., whether the query will return something or not), and autocompletion for text fields etc. (A1).
Iterative formulation (F16)
A query is often not formulated in one iteration, therefore a VQS should enable users to engage in a formulate, inspect, and reformulate cycle (cf. [16] ) (A1).
Conclusion
In this paper, a set of key concepts and aspects for ontology-based visual query formulation was reviewed and a set of quality attributes and features was suggested largely from an end-user perspective.
