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Resumen
Esta comunicación describe VAST, una herra-
mienta educativa que se ha diseñado para ser
utilizada en clases de compiladores y procesa-
dores del lenguaje. La versión actual permite
generar y visualizar los árboles sintácticos y su
proceso de construcción. Las principales venta-
jas de VAST son: independencia del generador
de parsers utilizado, permite que los estudian-
tes visualicen el comportamiento de los par-
sers que desarrollan y consta de una interfaz
diseñada para manejar cómodamente árboles
sintácticos muy grandes. Describimos diferen-
tes maneras educativas de utilizar VAST, así
como una evaluación de usabilidad.
1. Introducción
Asignaturas como Procesadores de Lenguajes
o Compiladores son tradicionalmente comple-
jas para los estudiantes. Su enseñanza se sue-
le estructurar en las fases de análisis léxico y
sintáctico, traducción dirigida por sintaxis y,
si se trata de asignaturas de compiladores, las
tablas de símbolos, análisis semántico, genera-
ción de código intermedio y final. Las fases de
análisis léxico y sintáctico se basan claramente
en la teoría de lenguajes formales. Sin embar-
go, la fase de traducción dirigida por sintaxis,
y su utilización en compiladores como análisis
semántico y generación de código intermedio,
no tienen una relación tan clara con la teoría
de lenguajes formales, sin embargo, necesitan
por parte del alumno la comprensión de la es-
tructura sintáctica subyacente.
La complejidad del diseño de parsers ha dis-
minuido gracias a las herramientas de genera-
ción automática de traductores, como la pare-
ja Lex y Yacc [11]. Estas herramientas están
orientadas a un uso profesional lo que puede
dificultar el aprendizaje de los alumnos.
La fase de análisis léxico está muy ligada con
la teoría subyacente y a las herramientas de ge-
neración automática correspondientes. Sin em-
bargo, en el caso del análisis sintáctico esta re-
lación parece cercana. Existen conceptos en la
asignatura cuya interpretación en este tipo de
herramientas es muy complicado, pues o ne-
cesita de un experto (tablas acción e ir-a) o
bien simplemente no los implementan (Árbol
Sintáctico (AS)).
En este artículo presentamos VAST1[2], un
software educativo que permite la visualiza-
ción de los AS de forma casi independiente de
la herramienta generadora utilizada. En esta
nueva versión VAST tiene soporte para anali-
zadores LL(1), visualización de la pila, opcio-
nes de configuración, mejora del interfaz y dife-
rentes distribuciones según las características
del árbol. Además, describimos una evaluación
de usabilidad y otra de observación que hemos
hecho de la herramienta.
El resto de la comunicación se estructura
como sigue. En la sección 2 describimos los
trabajos relacionados, en la sección 3 descri-
bimos la implementación de VAST. En la sec-
ción 4 detallamos las diferentes visualizaciones
que ofrece. En la sección 5 describimos su uso
educativo, en la sección 6 describimos las eva-
1http://www.lite.etsii.urjc.es/vast
XV JENUI. Barcelona, 8-10 de julio de 2009 
ISBN: 978-84-692-2758-9 
http://jenui2009.fib.upc.edu/
luaciones realizadas hasta el momento. Y para
terminar, en la sección 7 explicamos nuestras
conclusiones así como las líneas de trabajo fu-
turo.
2. Trabajos relacionados
Existen herramientas que tratan de cubrir el
hueco existente entre la teoría y la práctica del
análisis sintáctico, pero o lo hacen de forma
parcial o demasiado particular.
En un extremo encontramos una herramien-
ta educativa como JFlap [17]. Ésta represen-
ta una opción válida a nivel de fundamen-
tos teóricos, además su diseño persigue objeti-
vos específicamente pedagógicos. Sin embargo,
JFlap no permite que los alumnos generen sus
propios parsers.
En el otro extremo encontramos herramien-
tas que visualizan el proceso de reconocimiento
con un enfoque más práctico. Hemos encontra-
do nueve herramientas de este tipo.
ICOMP[3], VISICLANG[15], APA2[10] y
TREE-VIEWER[18] no permiten generación
de parsers. Por otro lado, VCOCO[16] genera
analizadores pero las visualizaciones que ofre-
ce están más orientadas a usuarios avanzados.
Por último, GYACC[12], CUPV[9], LISA[13]
y ANTLRWorks[4] presentan visualizaciones
más elaboradas, permitiendo además la ge-
neración de analizadores. Sin embargo, todas
ellas dependen de una notación propia, o de
un sistema con el que están íntimamente liga-
das. Este enfoque restringe su uso educativo
ya que hace al generador y las visualizaciones
totalmente dependientes.
Al no existir ninguna herramienta que con-
temple todos los tipos fundamentales de anali-
zadores y visualice sus distintas dimensiones –
algoritmo de funcionamiento, árbol sintáctico–
es probable que el profesor tenga que usar más
de una, cambiando de notación, visualización y
organización. En este contexto, los estudiantes
tienen que aprender cómo utilizar herramien-
tas diferentes: notación, proceso de construc-
ción, interpretación de los mensajes de salida
2Realmente esta herramienta no tiene nombre, he-
mos escogido el acrónimo del título del artículo donde
se describe
Figura 1: Esquema de funcionamiento de VAST
-conflictos, matriz de transición o conjunto de
items-. Además, el profesor tiene que dedicar
tiempo para familiarizarse con los diferentes
entornos, y para planear su integración en el
curso. Esto puede hacer más difícil su uso en
entornos educativos [14].
Por lo tanto, nuestros esfuerzos se centrarán
en cubrir el hueco entre la teoría y la práctica,
visualizando el árbol sintáctico, su proceso de
construcción, la recuperación de errores, ofre-
ciendo un interfaz adecuado para su manipu-
lación, pero además haciéndolo de forma casi
independiente3 del generador de analizadores
sintácticos que se utilice.
3. Implementación de VAST
El diseño de VAST permite separar la visua-
lización de AS de su proceso de generación.
Para ello VAST ofrece una API (VASTapi)
que sirve para la creación del AS y una inter-
faz gráfica (VASTview) para su visualización.
VASTapi se relaciona con el procesamiento
del lenguaje transformando llamadas del es-
tilo "Se ha aplicado la reducción/derivación
X::=Z" en la información que posteriormente
VASTview representará de forma visual. En
concreto VASTapi ofrece un método llamado
addProduction (antecedente, consecuente) que
permite comunicar qué producción se ha apli-
cado. Con este diseño se logra que VAST sea
independiente del generador de parsers que se
utilice.
VASTapi genera una representación inter-
media en XML del contenido del AS. Actual-
3Decimos casi independiente porque VAST está
desarrollado en Java, y por lo tanto el generador de
analizadores también deberá generar código Java
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(b)
Figura 2: Pasos de la animación del reconocimiento
de una cadena: en el paso (a) se muestra un estado
intermedio de reproducción y en el (b) se ha creado
completamente el AS
mente puede trabajar tanto con analizadores
LR(1) como con LL(1). Gracias al funciona-
miento interno de VASTapi, el usuario no tie-
ne que especificar de qué tipo de analizador se
trata, ya que esto se realiza automáticamente.
En el desarrollo de VASTapi se ha utilizado
JDOM [8]. Nótese, que en el caso de los anali-
zadores LR(1) el proceso de creación del AS es
inverso al de creación del XML, por ello no se
hará efectiva su creación hasta haber aplicado
todas las reducciones.
En la figura 1 se puede observar el esque-
ma básico de implementación y utilización de
VAST.
4. Trabajando con VAST
En esta sección explicamos el uso básico de
VAST. Primero, el usuario tiene que introdu-
cir su propia especificación usando los métodos
de VASTapi. Una vez que se ha generado el
parser, su ejecución producirá la información
necesaria para que VASTview visualice el AS
y anime su proceso de construcción.
4.1. Generación de las visualizaciones
El objetivo principal de VAST es permitir
la generación y manipulación del AS de ma-
nera independiente del generador de parsers
utilizado. La representación en XML creada
por VASTapi sirve de fuente de datos para
VASTview que visualizará el AS. Las llama-
das a VASTapi deben insertarse como parte
de las acciones asociadas a las reglas gramati-
cales.
4.2. Visualización del AS con VASTview
La representación gráfica que se ha elegido pa-
ra la visualización del AS es la estructura arbó-
rea resultante del reconocimiento de la cadena
de entrada. Además, durante el reconocimien-
to VAST puede distinguir entre los diferentes
tipos de nodos que componen el AS: nodos ter-
minales (T), nodos no terminales (NT) y no-
dos de error (NE). Véase la figura 3.
Los nodos T serán los nodos hojas del árbol,
los nodos NT serán aquellos nodos internos al
AS y los nodos NE representarán los puntos
en los que el analizador se recupera de un error
sintáctico. La representación de estos últimos
sólo aparecerá si el usuario utiliza la recupe-
ración de errores. La visualización de los no-
dos NE permite determinar el lugar exacto en
el que se ha recuperado un error y la canti-
dad de elementos reconocidos. Los elementos
que se han reconocido antes de producirse un
error sintáctico aparecerán como nodos hijos
del error correspondiente.
En la versión actual de VAST la recupera-
ción de errores se consigue de una forma más
eficiente con los generadores de analizadores
LR(1), ya que de los generadores de analiza-
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Figura 3: Ejemplo de representación de símbolos
terminales (Tx), no terminales(NTx) y nodos de
recuperación de errores
dores LL(1) utilizados, ninguno realiza de ma-
nera similar la recuperación de errores.
Probablemente, los AS generados por los
parsers creados por los estudiantes son gran-
des y sin ninguna estructura prefijada (sime-
tría, anchura o altura). Por ello, VASTview
está formada por conjunto de interfaces gráfi-
cas especialmente diseñadas para manejar este
tipo de árboles.
Las interfaces, ofrecen diferentes formas de
distribuir la visualización dependiendo de la
apariencia del árbol. Existe una distribución
para los árboles verticales y horizontales, ade-
más, cuando un AS no puede clasificarse como
horizontal/vertical VASTview ofrece una re-
presentación flotante.
Cada interfaz contiene una vista global y de-
tallada del AS, junto con la funcionalidad de
zoom, agregación de algunas partes del AS y
animación de su proceso de construcción. La
vista global y detallada permiten que el usua-
rio pueda manipular fácilmente el AS. La vista
global señala la parte visible del AS en la vis-
ta detallada. Las funcionalidades de la vista
detallada dan al estudiante la posibilidad de
examinar el AS con zoom, agregación y despla-
zamiento, todo esto sincronizado con la vista
global. El zoom en la vista detallada permite
a los estudiantes fijar su atención en determi-
nadas partes del AS y ajustar el nivel de deta-
lle. La agregación de subárboles -acciones de
expandir/resumir nodos- permite que los es-
tudiantes obtengan una representación del AS
en la que sólo son visibles las partes de inte-
rés. Por último, las barras de desplazamiento
Figura 4: Interfaz de VASTview
permiten que los estudiantes puedan despla-
zarse por la vista detallada (véase la figura 4).
El desplazamiento puede realizarse con las ba-
rras de desplazamiento de la vista detallada
o bien moviendo el área señalada en la vista
global.
Además de la visualización del AS, VAST-
view visualiza también la pila asociada a es-
te tipo de autómatas, incluyendo opciones de
configuración donde cambiar colores, tamaños,
fuentes etc, tanto para el AS como para la pila.
4.3. Animación de la construcción del AS
La animación del proceso de construcción del
AS se realiza usando diferentes estados inter-
medios generados y ordenados por VASTapi.
La animación de este proceso ayuda a los estu-
diantes a entender cómo la cadena de entrada
se reconoce por medio de desplazamientos y
reducciones -conexiones de un nodo existente
con otro nodo no terminal-, junto con la recu-
peración de errores.
Para reproducir una animación,VASTview
consta de unos controles VCR, junto con una
barra de desplazamiento que permite despla-
zarse rápidamente a un estado intermedio de
la animación. Durante el proceso de construc-
ción, el AS cambia su forma, área y contenido.
Por ello, la interfaz podría adaptarse a cada es-
tado usando la política "best-fit", cambiando
la localización de los nodos y otras propieda-
des de la representación gráfica. Hemos deci-
dido mantener esas propiedades a menos que
los estudiantes las cambien. Todos los nodos
mantendrán su localización desde su creación
hasta el final del proceso de construcción. Esto
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evitará que los estudiantes se distraigan, por
ejemplo, mientras buscan la nueva localización
de un nodo ya existente.
La animación del proceso de construcción
del AS está sincronizado con la visualiza-
ción de la pila para analizadores LR(1) y
LL(1)(véase la figura 2). Además, se incorpo-
ra otra visualización donde se permite ver el
histórico de la pila, es decir, los distintos esta-
dos por los que ha ido pasando esta durante la
reproducción del proceso de construcción.
5. Uso educativo de VAST
VAST permite que los estudiantes y profeso-
res observen y manipulen el AS y su proceso
de construcción. Desde el punto de vista del
profesor, VAST puede usarse de forma inde-
pendiente del generador de parsers utilizado,
tanto para LL(1) como para LR(1). Por es-
ta razón, el profesor sólo debe dedicar tiempo
una vez a aprender a generar visualizaciones
con VAST. Además, la representación gráfica
y la interfaz de visualización del AS es siempre
la misma, lo que evita que los alumnos tengan
que aprender una nueva para cada técnica de
análisis.
Desde el punto de vista de los estudiantes,
además de ver el comportamiento del parser
desarrollado por el profesor, pueden desarro-
llar sus propias visualizaciones y comprobar el
comportamiento de los parsers que han creado.
En un campo relacionado [7] se ha mostrado
que un uso más activo de las visualizaciones
por parte de los alumnos podría mejorar su
proceso de aprendizaje.
6. Evaluación de VAST
En esta sección describimos en la medida de
lo posible la evaluación realizada con VAST.
Describimos los estudiantes que participaron
en la evaluación, el diseño experimental de la
evaluación y las tareas realizadas en la evalua-
ción. Para más detalle existe un informe téc-
nico disponible en [1].
6.1. Asignatura
La evaluación se realizó en el desarrollo de la
asignatura Procesadores del Lenguaje de Inge-
niería Informática en la Universidad Rey Juan
Carlos. Participaron 59 alumnos de forma in-
centivada con un aumento del 2% en la nota
final sólo si aprobaban el examen.
Los alumnos realizaron un test de estilos de
aprendizaje [6] cuyos resultados establecen que
el estilo de aprendizaje de los alumnos es emi-
nentemente activo y visual.
6.2. Diseño del experimento
La evaluación se ha diseñado como un expe-
rimento controlado más un estudio de obser-
vación. Como se trataba de evaluar una herra-
mienta educativa hemos utilizado guías de un
verdadero estudio experimental [5]. Se trata de
una evaluación controlada porque se dividió la
asignatura en dos grupos, el grupo de trata-
miento, que trabajaba con VAST, y el grupo
de control, que utilizaba ANTLRWorks.
La creación de los grupos fue parcialmen-
te aleatoria, ambos estaban equilibrados en la
medida de lo posible, utilizando las puntua-
ciones de un pretest. Los estudiantes se cla-
sificaban usando las puntuaciones del pretest
pero la asignación de un grupo (tratamien-
to/control) era aleatoria.
En este caso, la variable independiente era
la herramienta utilizada: VAST para el grupo
de tratamiento o ANTLRWorks para el grupo
de control.
Las variables dependientes permitían saber
la opinión de los alumnos sobre cuatro as-
pectos diferentes: facilidad de uso, mejora de
aprendizaje, calidad de la herramienta y satis-
facción del estudiante.
6.3. Tareas
Todas las tareas realizadas por los estudiantes
debían estar documentadas con visualizaciones
y explicaciones textuales. Las tareas consistían
en tres ejercicios sobre conceptos de los anali-
zadores LL(1).
En el grupo de control los estudiantes de-
bían implementar la gramática utilizando el
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editor de ANTLRWorks. Para ver las visuali-
zaciones estáticas debían utilizar el intérprete.
Sin embargo, si querían ver el proceso de ani-
mación tenían que usar el depurador. En am-
bos casos era necesario especificar la cadena
de entrada, la regla de comienzo y el final de
línea de la plataforma.
Por otro lado, en el grupo de tratamiento
los estudiantes debían codificar la especifica-
ción utilizando un editor de propósito general.
Luego debían introducir las llamadas a VAS-
Tapi y generar el parser con ANTLR. Para
cada ejecución del parser, éste generaba una
representación XML que era visualizada con
VASTview.
En el primer ejercicio se pedía que los estu-
diantes cambiasen la precedencia de los opera-
dores binarios de una gramática. La gramática
original era:
S := F N
N ::= + F N | - F N | * F N | / F N |
F ::= id | cte | ( S )
La gramática resultante tenía que dar la ma-
yor precedencia a * y /, luego una intermedia
al - y la menor al +. Además, en todos los
casos la asociatividad era por la derecha.
En el segundo ejercicio, los estudiantes te-
nían que generar dos cadenas de entrada con
errores sintácticos generados por: el símbolo
de comienzo de la regla y el siguiente terminal
esperado.
Por último, en el tercer ejercicio se pregun-
taba por la recuperación de errores en modo
pánico. Para cada no terminal, se debía ge-
nerar una cadena errónea, de tal forma que
los símbolos de sincronización perteneciesen al
conjunto SIGUIENTE del no terminal en cues-
tión.
6.4. Resultados de la evaluación
Los resultados de la evaluación los podemos
dividir en observaciones por los profesores y
respuesta de los cuestionarios de los alumnos.
Durante el experimento, los profesores ob-
servaban cómo trabajaban los estudiantes con
las herramientas, encontraban errores y fun-
cionalidades útiles y otras que no lo eran tan-
to.
El grupo de control trabajaba con ANTLR-
Works, un entorno cerrado que encapsula el
editor y la generación de visualizaciones. A los
estudiantes les gustaban el editor y como dife-
renciaba entre reglas léxicas y sintácticas. Sin
embargo, detectaron algunos posibles errores:
ruta del fichero con blancos y final de línea pla-
taforma. En este último, los alumnos que usa-
ban Mac tenían que usar el final de línea de
Windows. Algunos estudiantes tuvieron pro-
blemas con el debbuger de ANTLRWorks, ya
que el puerto que requería libre no estaba dis-
ponible.
El grupo de tratamiento utilizaba ANTLR
para generar el parser y VAST para generar
y visualizar el AS. Los estudiantes utilizaron
editores estándares para especificar la gramá-
tica e incluir las llamadas a VASTapi. Por úl-
timo, utilizaron dos herramientas para compi-
lar/ejecutar el parser, algunos javac/java des-
de la consola y otros Eclipse IDE. A los estu-
diantes les gustaban las animaciones genera-
das por VAST y prestaban especial atención
al orden de construcción del AS. Detectaron
un error en el algoritmo de dibujo de árboles.
Se tuvieron serios problemas durante la com-
pilación debido a la versión del JDK, pues las
llamadas a VASTapi no se compilaban correc-
tamente. Algunos lograron solucionar este pro-
blema, otros decidieron utilizar Eclipse y otros
decidieron trabajar fuera del laboratorio.
Otro problema que se detectó, fue el número
de ventanas abiertas de forma simultánea: el
editor, la consola, la ventana de compilación
y VASTview. Nótese que los estudiantes no
encontraron que esta situación fuera realmente
un problema, sino que se trata de un punto
donde introducir una mejora.
Los resultados de los cuestionarios mues-
tran que la opinión de los estudiantes sobre
ANTLRWorks y VASTview es bastante simi-
lar, entorno a 4 (en una escala de 1 a 5). La
única diferencia que se detectó fue la ayuda
al aprendizaje del comportamiento de la pi-
la (ANTLRworks 2.38, VASTview 3.46). Sin
embargo, la opinión de los estudiantes acer-
ca de VASTapi es peor que la de ANTLR-
works, tanto en facilidad de uso (ANTLR-
works 4.36, VASTapi 3.15) como en satisfac-
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ción (ANTLRWorks 4.09, VASTapi 3.45).
7. Conclusiones
Hemos presentado la herramienta educativa
VAST que permite la visualización de AS. He-
mos identificado un hueco entre los conceptos
que se imparten en la teoría y las herramien-
tas generadoras utilizadas en la práctica. Pen-
samos que este hueco se puede llenar con la
visualización del AS y su proceso de construc-
ción. Además, dicha visualización puede ayu-
dar a la enseñanza/comprensión de la traduc-
ción dirigida por la sintaxis.
Hemos analizado muchas herramientas que
permiten a los usuarios generar sus propios
parsers. Sin embargo, estas requieren de un
experto para comprender correctamente las es-
tructuras generadas o están muy ligadas al en-
torno de ejecución. De hecho, cada herramien-
ta posee su propia sintaxis, mensajes de error
o distintas estructuras internas.
VAST ha sido desarrollado para solucionar
estos problemas visualizando el AS y su proce-
so de construcción casi de forma independien-
te del generador de parsers utilizado. Por esta
razón, un profesor puede elegir un generador
basándose en sus propios criterios -algoritmo
de parseo, sintaxis- y utilizar VAST para vi-
sualizar los AS. Hay que tener en cuenta que
VAST se desarrolló en dos partes por sepa-
rado: la API de generación -VASTapi- y la
interfaz de visualización -VASTview-.
VASTapi se diseñó para construir el AS y
generar un fichero XML con su representación.
VASTview se encarga de interpretar el fichero
XML y visualizar el AS y su proceso de cons-
trucción. En consecuencia tenemos dos niveles
de independencia: una entre el generador de
parsers y VASTapi, y la otra entre VASTapi
y VASTview. Hasta el momento hemos desa-
rrollado VASTapi con Java, por esta razón no
logramos completamente la independencia con
el generador de parsers. Sin embargo, simple-
mente exportando nuestra API a otros lengua-
jes o creando un nivel más de independencia
seremos capaces de utilizar VAST en otros en-
tornos de desarrollo.
Hemos evaluado la usabilidad de VAST en
un escenario real. Los resultados para la in-
terfaz de visualización, VASTview, han sido
positivos, además los alumnos piensan que: es
fácil de usar, les ayuda al aprendizaje y tiene
una buena calidad. También hemos observado
que a los alumnos les ha gustado las capaci-
dades de visualización y animación de VAST-
view.
ANTLRWorks obtuvo unos resultados simi-
lares. Sin embargo, observamos que algunos
aspectos como la elección de la regla de co-
mienzo, o el hecho tener dos herramientas di-
ferentes de visualización (intérprete y depura-
dor) podían ser confusos para los estudiantes.
Esto se debe a la orientación profesional de la
herramienta.
En cuanto a VASTapi, la opinión de los
alumnos es ambigua. Por un un lado, piensan
que la API es bastante fácil de usar. Por otro
lado, la puntuación en la facilidad de uso es
peor que la de VASTview y ANTLRWorks.
8. Trabajos futuros
Nuestras líneas de trabajo futuro se basan en
los resultados de la evaluación. Hemos obteni-
do pistas de cómo diseñar una herramienta pa-
ra la visualización del AS. Por un lado, la inter-
faz de visualización es adecuada para los estu-
diantes evitando características profesionales.
Sin embargo, debería incorporar otras funcio-
nalidades como la especificación de la gramá-
tica, explicaciones textuales de las diferentes
acciones realizadas y navegación avanzada a
lo largo del proceso de parseo, permitiendo a
los estudiantes seleccionar partes de la cade-
na de entrada y mostrar los correspondientes
estados.
Por otro lado, hemos detectado que la ge-
neración de las visualizaciones se realiza en
muchos pasos: edición de la gramática, adap-
tación de la gramática, generación del parser,
compilación del parser, edición de la cadena
de entrada, ejecución del parser y visualiza-
ción. Aunque no debería ser un problema pa-
ra los profesores, la integración de estos pa-
sos mejorará la interacción de los estudiantes
con la herramienta. Debido a esto, hemos plan-
teado una integración global basada en dos
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integraciones funcionales: edición-generación-
compilación y ejecución-visualización.
La primera integración deberá adaptar au-
tomáticamente la especificación de la gramáti-
ca, generar el código fuente del parser y com-
pilarlo. La segunda deberá permitir la edición
de la cadena de entrada, ejecutar el parser y
visualizar el AS usando la misma interfaz. De
esta forma, la visualización del parser se adap-
tará al proceso normal de su desarrollo: gene-
ración y ejecución.
La adaptación de la gramática se realiza-
rá con desarrollos específicos para cada herra-
mienta generadora. Desde el punto de vista de
los estudiantes, hacer la adaptación de la gra-
mática transparente, es más importante que
perder independencia con el generador de par-
sers. Desde el punto de vista el profesor, se
mantiene la independencia con la herramienta
generadora porque se podrá modificar la gra-
mática manualmente.
Por último, ampliaremos VAST para visua-
lizar la traducción dirigida por la sintaxis.
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