Abstract
Introduction
Multidimensional XML (MXML) [5] is an extension of XML which allows context specifiers to qualify element and attribute values, and specify the contexts under which the document components have meaning. MXML is therefore suitable for representing data that assume different facets, having different value or structure, under different contexts. Contexts are specified by giving values to one or more user defined dimensions. In previous work [4] , the problem of storing MXML in a Relational Database (RDB) has been studied. This problem has been extensively studied in the past [3, 7, 10] for XML. However, the problem of updating MXML documents has not been studied yet although the problem of updating conventional XML stored in relational databases has also been studied in the past [1, 2] . The goal of our approach is to develop a similar framework for MXML. The main contribution of the present paper is that we define a set of six basic change operations for updating MXML documents. We give algorithmic definitions of the operations in a way independent of any specific storage approach for MXML. Moreover, we discuss in detail the effect of those operations on MXML documents and give relevant examples. We also give an overview of an extension of XPath, called Multidimensional XPath (MXPath), which is used here to specify the nodes of the MXML tree on which the update operations are applied.
Preliminaries

Mutidimensional XML (MXML)
In Mutidimensional XML (MXML), data assume different facets, having different value or structure, under different contexts [5, 6] . Contexts are described through syntactic constructs called context specifiers and are used to specify sets of worlds by imposing constraints on the values that a set of user defined dimensions can take. A world, which represents an environment under which data obtain meaning, is determined by assigning a single value to every dimension, taken from the domain of the dimension. The elements/attributes that have different facets under different contexts are called multidimensional elements/attributes while their facets are called context elements/attributes, and are accompanied with a corresponding context specifier denoting the set of worlds under which each facet is the holding one. MXML documents can be represented in a node-based graphical model called MXML-graph [4] . The syntax of MXML is shown in Example 2.1.
Example 2.1. The MXML document shown below represents a book in a book store. Two dimensions are used in the document. The dimension edition whose domain is {greek, english}, and the dimension customer type whose domain is {student, library}.
[edition=greek]"0-13-110370- Notice that the name of a multidimensional elements is preceded by the symbol @ while the corresponding context elements have the same element name but without the symbol @. The MXML-graph representing the MXML document presented above is shown in Fig. 1 . For saving space, obvious abbreviations for dimension names and values are used. IDs assigned to nodes are used in this paper to facilitate the reference to the nodes. However, these IDs are also used when the MXML tree is stored in relational tables as explained in [4] . 
Properties of contexts
Context specifiers qualifying context edges give the explicit contexts of the nodes to which the edges lead. is the context intersection defined in [9] . ∩ c combines two context specifiers and computes a new one representing the intersection of the worlds specified by the original specifiers. The evaluation of the inherited context starts from the root of the MXML-graph. By definition, the inherited context of the root is the universal context [ ]. Contexts are not inherited through attribute reference edges. As in conventional XML, the leaf nodes of MXML-graphs must be value nodes. The inherited context coverage (icc) of a node further constraints its inherited context, so as to contain only the worlds under which the node has access to some value node. This property is important for navigation and querying, but also for the reduction of MXML to XML [6, 4] . The icc(n) of a node n is defined as follows: if n is a value node then icc(n) = ic(n); else if n is a leaf node but not a value node then icc(n)
where n 1 , . . . , n k are the child element nodes of n.
[−] stands for the empty context specifier which represents the empty set of worlds. ∪ c is the context union operator defined in [9] which combines two context specifiers and computes a new one representing the union of the worlds specified by the original context specifiers. 
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MXML Update Operations
In this section we define a set of basic update operations namely delete, insert, update label update context, update value and replace that are used to modify MXML documents (MXML graphs). These operations can be combined to perform any possible change on a document, and when the apply on a well-formed MXML document, the document obtained is well-formed.
a) Deleting subtrees:
The operation delete(P) is used to delete subtrees rooted at specific (context or multidimensional) nodes specified by the MXPath P . The operation is defined by: Example 4.1. The tree in Fig. 3(b) is obtained by deleting the subtree rooted at the node b) Inserting Subtrees: Inserting a (well-formed) tree T at specific points of the MXML tree, specified by an MXPath expression P , is done through the operation insert(P, T):
insert(P, T):
Input: P: MXPath expression. T: A well-formed MXML tree. 1. Let N P be the set of nodes returned by evaluating P.
For each n ∈ N P do
If n and root(T ) are multidimensional nodes and label(n) = label(root(T )) then -Let C n be the set of context specifiers of all context edges departing from n.
-Let C T be the set of context specifiers of all context edges departing from the root of T . -If C n ∪ C T is a context deterministic set of context specifiers then -Hang T on the node n (unify n with the root of T ). -Recalculate the icc's of all ancestors and descendants of n in the resulted tree. else If n and root(T ) are context nodes and label(n) = label(root(T )) then -Hang T on the node n (unify n with the root of T ). -Recalculate the iccs of n and all its ancestors and descendants in the resulted tree. 3. Delete the subtree rooted at each node m for which icc(m) = [−] as well as the edges leading to m.
Notice that: (a) Insertion applies only to nodes that are of the same type and have the same label with the root node of T . (b) If the root of T is multidimensional, the algorithm ensures that the tree obtained is context deterministic. (c) If P returns multiple nodes, the insertion of T is applied for each node separately. The sequence of the nodes does not play any role.
Example 4.2. The tree in Fig. 4(c) is obtained by inserting the tree T shown in Fig. 4(b) at the node 34 of the tree in Fig. 4(a) (which is a fragment of the tree in Fig. 1 ). By Note that update label applies only to multidimensional nodes. This is not a restriction when the MXML tree is in canonical form [8] . Besides, it prevents inconsistent situations in which a child context element has different label from its parent multidimensional element. The operation update context(P, E) is used to update the explicit context of the nodes returned by evaluating the MXPath expression P . E is a context expression which specifies, through the use of operations on contexts (e.g. context union, context
Figure 5: Updating label intersection etc.), how the new explicit contexts will be constructed. For space saving we will not refer in detail to the syntax of context expressions. This operation is defined as follows: The update context operation applies only to context element/attribute nodes as these nodes possess a (user defined) explicit context. Note that when the evaluation of P returns two or more context nodes which are all children of the same multidimensional node, these nodes are updated simultaneously because the final tree must be context deterministic.
Example 4.4. The tree in Fig. 6(b) is obtained by updating the context of the node 45 in the tree of Fig. 6 (a) (which is a fragment of the tree in Fig. 1 ). The MXPath expression P is: Figure 6 : Updating the context of a node e) Updating Values: The operation update value(P, C) replaces the value of the leaf nodes specified by the MXPath expression P , by a new value obtained by evaluating the value expression C. This operation is simple and its formal definition is omitted for space reasons.
f ) Replacing Subtrees: The operation replace(P, T), replaces the subtrees rooted at the (context or multidimensional) nodes returned by evaluating P , by the MXML tree T . The root nodes of the replaced subtrees must match in type and in label with the root node of T . Example 4.5. In Fig. 7 we see the tree obtained (see Fig. 7(c) ) by replacing the tree rooted at node 42 (see Fig. 7 (a) which is a fragment of the MXML graph of Fig. 1 ) by the tree shown in Fig. 7(b) . By recalculating the icc's we get icc(48)=icc (47) In this paper we investigated the problem of updating MXML documents and presented a set of basic change operations which can be used for any possible update of the document. The present work is part of a framework aiming at storing, querying and updating MXML documents using relational databases. Approaches for storing MXML in relational databases, where the nodes and edges of MXML-graphs are mapped to appropriately chosen relational table, are presented in [4] . In both storing approaches presented in [4] , extra tables are employed to store the explicit context and the inherited context coverage of each node. The target of our future work is twofold: (a) to see how the proposed update operations defined at the level of MXML-graph can be mapped to update operations on the relational tables which store the MXML data, and (b) to formally define MXPath, and translate MXPath expressions to equivalent SQL queries.
replace(P, T):
Input
