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Abstract— Nowadays, Petri net and this extensions has been used for modeling and verification of complex
systems, used as a sound description language. Algorithms derived from this modeling framework can facilitate
the analysis and verification of properties. Methods of verification based in invariants are among the most
computacionally efficient and allow the verification of other important properties. This work proposes the use of
invariants for the verification of desirable properties for an automatic system in the early design phase. Therefore
invariants are used to validate requirements assuming they are elicited using UML Diagrams and modeled also
in Petri Nets.
Keywords— Invariants, Verification, Petri net.
Resumo— A Rede de Petri e suas extenso˜es sa˜o amplamente usadas na modelagem, ana´lise e verificac¸a˜o
de sistemas complexos, devido fundamentalmente a` expressividade da linguagem de descric¸a˜o e aos algoritmos
derivados deste formalismo, que facilitam a ana´lise e verificac¸a˜o de propriedades. Os me´todos de verificac¸a˜o
baseados no ca´lculo de invariantes sa˜o considerados entre os algoritmos computacionalmente mais eficientes. Neste
trabalho mostraremos mais uma vertente para o uso de invariantes na verificac¸a˜o de propriedade deseja´veis em
sistemas automatizados. Neste caso, os invariantes sera˜o usados para validar requisitos ainda na fase preliminar
do processo de design, assumindo que estes requisitos sejam representados em UML e modelados tambe´m em
redes de Petri.
Palavras-chave— Invariantes, ana´lise de requisitos, validac¸a˜o, verificac¸a˜o formal, redes de Petri.
1 Introduction
The raising demand for complex systems inspired
recent developments in formal methods and com-
puter tools to support applications in this domain.
However, the challenge to treat large and complex
systems still persist as a need to improve some
analytical approaches based on property analysis
and verification. Discrete systems approach is a
promising path for the development and applica-
tion of such methods.
A well known formal representation for dis-
crete system is the schematic approach based on
Petri Nets. One of the reasons for the success
of Petri Nets is the expressive and simple way
it treats (simple or complex) problems and the
formal approach to concurrency, besides a sound
property analysis, based on graph theory. One
of these properties is invariant analysis, which is
present is several knowledge fields, ranging from
software engineering to physics or biology. In this
work we will explore the vision of invariants close
to software engineering.
In fact, invariants are properties that appear
in the whole design process. If a project of a dis-
crete target admit a dynamic behavior, it could
as well be described by a discrete representation
such as Petri Nets and associated to invariants 1.
Therefore it is a challenge and also a goal to in-
troduce invariant analysis in the early phases of
the design process to provide correctness and also
traceability. Specially when dealing with auto-
mated systems this approach would be advisable,
since it is imperative to guarantee correctness of
behavior to such systems since the begining of de-
sign.
Those are only some of the reasons why prop-
erty analysis of discrete systems - specially invari-
ant analysis - has received much attention in the
last three decades with the appearance of gen-
eral proposals (Murata, 1989), (Silva, 1998), dis-
regarding its insertion in the design process. The
computation complexity the invariant method has
attracted more attention due to its efficiency and
lead to proposals relaying on schematic approach
and providing algorithms to a next design phase
whth a formal modeling already done. Thus, in-
variant analysis is normally attached to the design
phase, that is, it is not present in the requirement
analysis and specification phase.
The main goal of the approach presented in
this work is just to provide support for the early
phase of project development, mainly the require-
1In other fields invariants could also be associate to for-
mal descriptions based on differential equations as well.
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ments analysis. We assume that requirements
are already elicited and represented in a classic
languagenotation as UML (Unified Modeling Lan-
guage). The relationship between the system and
its context environment would be described in Ob-
ject Constraint Language (OCL), which is very im-
portant to detach invariants. Prospective results
are illustrated by a case study based on a evapo-
ration system (Machado et al., 2007).
The paper is organized in the following way:
Section 2 describe some formal definitions con-
cerning invariants in Petri Nets representation.
Section 3 presents the main analysis methods ex-
isting in the literature based on classics Petri Nets
(Place/Transition). Sections 4 and 5 present the
proposal of the authors and a case study. Section
6 has some final considerations and oint to further
work.
2 Invariants in Petri nets: Definitions
Invariants are one of the structural properties of
Petri nets that depend only on its topological
structure and not on the net’s initial marking.
There are two kinds of invariants: place invari-
ants and transition invariants.
Definic¸a˜o 1 Place invariants are sets of places
whose token distribution remains always con-
stant.These invariants represent a conservative
component of the net. They are represented by
an n-column vector x, where n is the number of
places of the Petri net. The non-zero entries cor-
respond to the places that belong to the particu-
lar place invariant and the zeros to the remaining
places. Place invariants are a non-negative inte-
ger solutions of the homogeneous equation:
ATx = 0 (1)
Considering the state equation of a net sys-
tem, that means to have an integer vector solution
x that satisfies the equation:
MTx = MT0 x (2)
Where M0 is an initial marking and M be-
longs to R(M0).
Equation 2 means that the possibly weighted
sum of the tokens in the places of the invariant
remains constant in all markings and this sum is
determined by the initial marking of the Petri net.
Definic¸a˜o 2 Transition invariants denote a se-
quence of transitions which firing can reproduce
the initial marking in the sequence. These in-
variants represent the repetitive components of the
net and are represented by an m-column vector y
(where m is the number of transitions) that con-
tains integers in the positions corresponding to
the transitions belonging to the transition invari-
ant and zeros everywhere else. The integers de-
note how many times the corresponding transition
must fire in order to go back to the initial mark-
ing. They can be derived from the state equation
as:
Ay = 0 (3)
Transition invariant can be physically inter-
preted as a firing sequence of transitions that do
not modify the marking of the net. Therefore, the
existence of transition invariants in the Petri net
denotes some cyclic behaviour.
As with place invariants, any linear combi-
nation of transition invariants is also a transition
invariant for the Petri net.
3 Analysis of invariants in Petri nets
Invariants are fundamental algebraic characteris-
tics of Petri nets, and are used in various situa-
tions, such as checking (the necessary condition
of) liveness, boundedness, the presence of loops
and so on (Murata, 1989). There are sets of places
and transitions which behaviour do not change
during execution. The identification and inter-
pretation of each of these sets is important, be-
cause they reflect certain properties of the net that
might be of interest to the modeling system.
Place and transition invariants are important
issues for analysing Petri nets since they allow
for the net’s structure to be investigated inde-
pendently of any dynamic process (Lautenbach,
1987). Another advantage of the invariants is
that its analysis can be performed on local sub-
nets without considering the whole system, i.e.,
the analysis of invariants can furthermore be in-
serted into a hierarchical structured net 2. There-
fore invariants can be calculated in any abstrac-
tion level. Some works consider that invariants are
not much affected by refinements on the net. Be-
sides, the calculation of invariants is consistent in
the whole net, except by the dimension of the vec-
tor, which is proportional to the number of places
or transitions.
Invariants are also used for model validation
and verification. In addition, the invariant gives
us a mathematical tool for analysing other prop-
erties of the net. Currently, the calculation of
invariants has low computational cost, compared
with other methods of analysis, like the method
of reachability tree.
Two formal presentations have been exten-
sively used for structural analysis: graph theory
and linear algebra. Clearly,the main goal is to de-
velop techniques that can be easily implemented
2The project ISO/IEC 15.909 is developing a unification
of Petri nets, where the basic nets are the Place/Transition
(P/T), coloured nets, and asymmetric nets and where hi-
erarchical nets are considered extensions.
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on a computer. This has motivated the devel-
opment of methods and techniques to optimize
the analysis of the structural properties of Petri
nets. Techniques that have been considered effi-
cient are those based on linear-algebra, because of
their simplicity to obtaining invariants as a initial
step for studying the structural properties of Petri
nets.
For instance, many works have been devel-
oped to analyse properties of Petri nets using Lin-
ear Programing techniques. One of the main ad-
vantages of using this method is that the computa-
tional complexity of linear programming problems
is polynomial (Silva et al., 1998).
There are other works, such as (Bouyekhf and
Moudni, 2005), that considers some structural as-
pects of general Petri nets and tries to improve
the link between Petri nets and linear algebraic
techniques.
Regardeless the method used for analysis,
Petri nets has been used on many phases of soft-
ware development (Denaro and Pezze`, 2004), due
to its suitability to represent and understand the
behaviour of systems. Properties of Petri nets
can be used to the representation and verification
of requirements. Specifically, invariants are the
properties of Petri nets most used on the elicita-
tion and analysis of requirements, which allows to
analyse and validate the system in the early phase
of project. Invariants represent properties of the
systems that are satisfied in all reachable states of
the system, enabling the verification from several
dynamic properties.
Verification using invariants is very similar to
the use of invariants in programming verification:
the designer must find a set of equations that de-
notes the desired properties and test if they hold
in any reachable state.
4 Modeling systems using UML and
Petri nets
UML is a suitable language for modeling sys-
tems, which has been successfully used in different
projects of system design. Recent research shows
that UML has became the standard for the analy-
sis and design of object-oriented systems: in 2004
Allan Zeichick (Zeichick, 2004) published the re-
sult of an inquire among developers showning that
about 2/3 of software development organizations
were using UML, with 82% predicting they would
use it in future (totally or partially). According to
Gartner Inc., UML is now used by more than 10
million IT professionals. The existence of a stan-
dard notation set has released pent-up demands
and created an industry (Watson, 2008).
UML provides a broad set of diagrams to
model every aspect of an object-oriented appli-
cation design in sufficient detail, but lacks any
mechanism to rigorously check consistency be-
tween models, specially for dynamic semantics re-
lated to the system behaviour (Engels et al., 2002).
Petri nets can be attached to the analysis and veri-
fication object modeling systems in a very suitable
way.
There are several proposals to deal with UML
using Petri nets extensions as a formal intermedi-
ate model. In (Zhao et al., 2004) it is presented
some technical transformation of graphs, which
can be used to translate UML diagrams into Petri
nets. Other approaches (Yao and Shatz, 2006),
(Doll et al., 2004), are using the information of
some diagrams such as the sequence diagrams and
activity diagrams to transform them on a Petri net
and thereafter do a consistency checking.
The various diagrams which form the UML
model are rather correlated, and some relation-
ships among diagrams reflect the grammar rules
and semantics of UML itself. Therefore, when
transforming a UML model into a Petri net model,
not only the static structure and dynamic seman-
tic of every single diagram need to be transformed,
but also the relationships among them. In (Zhao
et al., 2004) three layers representing the relation-
ship among UML diagrams were identified: the re-
lationship among different contextual instances of
the same UML diagram; the relationship among
different diagrams from the same view of a sys-
tem; and the relationship among various diagrams
from different views of a system. This third layer
describes the relationship between the diagrams
of static structure view and the diagrams of dy-
namic behaviour view. According to Zhao et al.
(Zhao et al., 2004), the third layer of relationship
is rarely considered in the available works on ver-
ification and transformation of UML models. In
this paper our goal is verify models that integrate
diagrams with static and dynamic views, thus con-
tributing to the third relationship level.
The first step of our approach will be to elicit
and represent the requirements of a system using
UML class and statechart diagrams (or any other
state diagram). UML has a high power graphic
expression, but despite this, there are properties
and restrictions of systems that are very complex
or impossible to be adequately expressed in a di-
agram. Even though UML has extension mecha-
nisms such as stereotypes, tagged values and pre-
defined constraints, those could be enough. For
this reason, we will use OCL to formulate some
of the system requirements, primarily those rep-
resenting invariants.
When the UML modelling is done, the result-
ing models will be transformed into Petri net. The
transformation will be based on a method pro-
posed by (Baresi and Pezze`, 2001). Finally, a Petri
net will be built using the GHENeSys environment
3. We illustrate the proposed approach through a
3GHENeSys (General Hierarchical Enhanced Net Sys-
tem) is a general environment proposed to unify classic,
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case study.
4.1 Describing the case study
Figure 1 shows a Evaporator System which con-
sists of two tanks (one of them is heated and
mixed), a condenser, level sensors and on/off
valves, as stated in (Machado et al., 2007). In
the normal operation mode the system works as
follows.
• Tank1 is filled with two solutions by opening
valves V1 and V2.
• The mixer starts working in order to promote
the dilution.
• After two time units, the heated device is
switched on for 20 time units to increase tem-
perature solution. During this period part of
the liquid is evaporated and cooled by the
condenser. At that point the required liq-
uid concentration has been reached and the
heater is switched off.
• When Tank1 is full valves V1 e V2 are closed
.
• The remaining liquid is drained to tank2 by
opening valve V3.
• The mixing device is switched off when tank1
is empty and V3 is closed.
• The solution stays in tank2 for post-
processing, to stay liquid, for 32 time units
and then valve V4 is open to empty tank2.
Throughout normal operation mode, the sys-
tem may malfunction. During evaporation, the
condenser may fail: the steam cannot be cooled
and the pressure inside the condenser rises. There-
fore, the heater must be switched off to avoid the
condenser explosion. By doing so, the tempera-
ture of tank1 decreases and the solution may be-
come solid and cannot be drained in tank2. Hence,
valve V3 must be opened early enough, but after
opening first valve V4, for preventing tank2 over-
flow.
4.2 UML diagrams
The plant and the controller of the system will
be modeled separately. Figures 2 and 3 show the
class diagrams of the plant and the controller re-
spectively.
Figures 4 and 5 show the statechart diagrams
of the plant and the controller respectively.
high level and extensions of PetriNets, including object-
oriented nets.
Figure 1: Evaporator System
Figure 2: Class diagram of Plant
Figure 3: Class diagram of Controller
4.3 Transforming UML semantics diagrams in
Petri nets
According to (Baresi and Pezze`, 2001) the
statechart diagrams were transformed into a
Anais do XX Congresso Brasileiro de Automática 
Belo Horizonte, MG, 20 a 24 de Setembro de 2014
3514
Figure 4: Statechart diagram of Plant:(a)Tank1,
(b)Tank2, (c)Condenser
Figure 5: Statechart diagram of Controller
GHENeSys net (del Foyo, 2009). For this work
the time constraints of the system were disre-
garded. Some states of statechart diagrams and
their corresponding places into the GHENeSys net
are summarized on table 1.
Input signals of the controller
State Place
Tank1 Full/Tank2 Full T1F/T2F
Tank1 Empty/Tank2 Empty T1E/T2E
Output signals of the controller
OnHeater/OffHeater HOn/ HOff
OnMixer/OffMixer MOn/MOff
openV1V2 V1V2opened
closeV1V2 V1V2closed
openV3/V4 V3/V4opened
closeV3/V4 V3/V4closed
Malf malf
Table 1: Correspondence between the states of
statechart diagrams and their respective places in
the Petri nets.
Figures 6 and 7 show the nets of the plant
and the controller respectively. The model was
edited using the GHENeSys environment (Salmon
et al., 2011).
Figure 6: Petri net model of the Plant
Figure 7: Petri net model of the Controller
5 Verifying the system requirements
Representation and verification of requirements
using invariants is an approach that has been
widely discussed. The verification method based
on invariants has some advantages compared with
other methods of verification like the model check-
ing.
Model checking is a technique for verifying
systems which automatically check the validity of
a property of a modeled system. It has a number
of advantages over traditional approaches based
on simulation, testing, and deductive reasoning.
However, model checking is limited by the state
explosion problem, which occurs in large systems.
In such cases, as state variables in the system
increases, the size of its state space grows expo-
nentially. The main challenge in model checking
is therfore to deal with the state space explosion
problem during the state space generation.
Invariants are used for the analysis of some
structural properties of Petri nets, as well as for
the verification of system requirements. Unlike
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model checking, in the invariant-based verification
there is no need to compute all reachable states
of the system, which makes the method compu-
tationally efficient. However the verification us-
ing invariants is limited by the amount of prop-
erties that can be verified. On the other hand,
despite the fact that using invariant make it pos-
sible to check several structural properties of the
net, invariant analysis allows only to decide par-
tially about some properties, like as deadlock, i.e.,
it finds only necessary or just sufficient conditions.
On the other hand, invariants can also be used
in system specification (Yamalidou et al., 1996) to
express dynamic aspects, with the advantage of
being a schematic representation, that is, suitable
to a set of different artefacts and applications. So,
the analysis and verification of requirements using
invariants can be done before the system is mod-
eled (in design phase), with a low computational
cost . This is the main advantage the invariant-
based verification in this early phase.
If the properties that need to be checked can-
not be represented by invariants, then verification
using model checking is more suitable.
This section shows the use of invariants in the
property verification of systems modeled in Petri
nets. The invariants are used both in the repre-
sentation and verification of system requirements
as presented in (Salmon and Silva, 2012).
In (Salmon and Silva, 2012) invariants were
defined before the construction of a Petri net
model. In fact they were used in the construc-
tion of the Petri net model. Thus, the existence
of the desired invariants were ensured in the whole
design process. In this method, the amount of re-
quirements that can be verified is limited. There-
fore, in this paper we propose a variation on the
method presented in (Salmon and Silva, 2012): In-
variants continue to be defined before net model-
ing, as was shown in class diagrams of figures 2
and 3, but it will not be regarded in the synthesis
of the Petri net. Instead, the requirements to be
verified will be represented as formal rules, trans-
formed into a set of inequalities which represent
the invariants place.
To verify the existence of desired invariants
we use an algorithm to calculate the invariant,
which is based on linear algebra methods. The
proposed algorithm obtain the set of vectors that
represent the basic solution. This means that any
linear combination of these vectors is also a solu-
tion of the homogeneous system shown in equation
1. Thus we can obtain all possible invariants.
Following we will verify some of the desirable
requirements in the evaporation system shown in
figure 1.
5.1 Setting the invariant
In the following we define the requirement of the
Evaporator systems, shown in figure 1, which will
be verified using Petri net invariants. To do so, we
consider the information presented in the class di-
agrams shown in Figures 2 and 3, besides some ad-
ditional specifications described in OCL. System
specifications can be written as a sum of elements
of the marking vector:
r∑
i=1
pi ≤ k (4)
Equation 4 means that the sum of tokens in
the places p1, ..., pr of the Petri net can never
exceed the number k. This number k will de-
pend on the initial marking of the net (M0) with
k ≤ m(M0).
In this paper it was just verified those require-
ments considered the most important for the sys-
tem, however these properties are not the only one
that could be verified using the proposed method.
Table 2 shows specifications in OCL concern-
ing the Plant, whereas in table 3 the invariants of
the Plant are defined, corresponding to each spec-
ification described in table 2.
context CPalnt inv
Id OCL specification
1 (Condenser.SteamProd) implies
not ((Condenser.NoSteamProd)
and (Condenser.Error))
2 (Tank1.Full) or (Tank1.Empty)
or (Tank1.Filling) or (Tank1.Overflow) )
3 (Tank2.Full) or (Tank2.Empty)
or (Tank2.Filling) or (Tank2.Overflow) )
Table 2: OCL specification corresponding to the
Plant
Id Invariants
1 M(SteamProd) + M(NoSteamProd)
+M(Error) ≤ 1
2 M(T1F ) + M(T1E) + M(T1Filling)
+M(T1Overflow) ≤ 1
3 M(T2F ) + M(T2E) + M(T2Filling)
+M(T2Overflow) ≤ 1
Table 3: Definition of the inequalities that repre-
sent invariants of place for the Plant
Table 4 shows specifications in OCL for the
Controller, and in table 5 the invariants of the
Controller are defined, corresponding to each
specification described in table 4.
5.2 Computing the invariants
To verify the accuracy of the equations described
in tables 3 and 5 we first compute the invariants,
thereafter we verify that the sets of places of each
inequality belong to some vector in the solution
set of Petri net place invariants.
Anais do XX Congresso Brasileiro de Automática 
Belo Horizonte, MG, 20 a 24 de Setembro de 2014
3516
context CControler inv
Id OCL specification
1 ((Tank1.Empty) or (Tank2.Empty))
implies (not(V1V2.open))
2 (Tank1.Full) implies (Mixer.On)
3 (Tank1.full) implies (V1V2.close)
4 (Mixer.off) implies
( (V3.close) and (Tank1.Empty))
5 (Tank2.full) implies (V4.open)
6 ( (Tank1.Empty) and (Tank2.Empty)
and (malf.false) ) implies (alarm.off)
Table 4: OCL specification corresponding to the
Controller
Id Invariants
1 M(T1E) +M(T2E) + M(V 1V 2open) ≤ 2
2 M(auxT1F ) +M(Mon) ≤ 1
3 M(auxT1F ) +M(V 1V 2closed) ≤ 1
4 M(T1E) +M(V 3closed) +M(Moff) ≤ 3
5 M(T2F ) +M(V aopen) ≤ 1
6 M(T1E) + M(T2E) + M(NormalFun)+
M(Alarmoff) ≤ 4
Table 5: Definition of the inequalities that repre-
sent invariants of place for the Controller
Invariants were calculated by GHENeSys sys-
tem, which provides a set of invariants that rep-
resent the basic solution i.e. the generator set of
all possible invariants (Salmon et al., 2011). Thus,
any invariant of the net can be obtained as a linear
combination of the vectors of the generator set.
Using the invariants of the generator set ob-
tained by GHENeSys system, we calculate the in-
variants shown in the figures 9 and 11, which cor-
respond to the invariants of the plant and con-
troller respectively. These set of invariants coin-
cide with the equations defined in tables 3 and
5, therefore this demonstrate that the equations
described in these tables are true. Thus, it is pos-
sible to verify that the system meets the desired
requirements.
Note that equation 1 of table 3 is a subset
of equations that form the invariant 1 of Figure
9, and so the rest of the invariants respectively.
A similar relation occur for the equations of the
table 5 and figure 11
The invariants places that we want to verify
are coloured in orange in the figures 9 and 11.
Figure 8: Incidence matrix and invariants of the
Plant obtained by GHENeSys system.
Figure 9: Invariants of Petri net corresponding to
the Plant
Figure 10: Incidence matrix and invariants of the
Controller obtained by GHENeSys system.
Figure 11: Invariants of Petri net corresponding
to the Controller
6 Conclusion
In this work we have used requirements repre-
sented by class and state diagrams characteristic
of UML as a start point to insert property analysis
- and specifically invariant analysis - in the design
process of automated systems, where the holding
of the invariant property is assured since the very
beginning of the process up to the end. The in-
troduction of requirements is made using OCL as
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a complement of the UML representation.
The proposed method is promising and can
lead to a consistent way to design (discrete) auto-
mated systems. A comparison is made with model
checking showing that if timed system is the tar-
get the proposed approach can still provide good
guidance with a good computational performance.
However, model checking allow the verification of
a bigger and diversified set of properties specially
to real time systems. Thus, the idea here is not to
compete with model checking but just show that
for a class of system good results could be obtained
with less effort.
However, the great advantage or the proposal
is to be use invariants since the very beginning of
the process, introducing it in requirements analy-
sis. In this work we used the canonical represen-
tation based on UML complemented by OCL. In
further work it would be a good idea to explore
object-oriented representations with a structured
semantic such as the one used in the KAOS sys-
tem. In such case the synthesis of a Petri net
could be not so easy, but on the other hand the
use of invariants could fit even better in the design
process.
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