Abstract. Moving towards a global market of services requires flexible infrastructures that will deal with the inevitable semantic heterogeneity that occurs during the negotiation that precedes the trading of a service. In order to reach an agreement, the negotiating parties need to understand the concepts describing the Quality of Service (QoS) terms which are part of the Service Level Agreement (SLA). The use of semantic annotations can increase the level of flexibility and automation, allowing the two parties to use their own terminology as long as it is related to the commonly understood conceptual model. This paper discusses how SLA negotiation will benefit from the use of a lightweight backwards compatible semantic annotation mechanism.
Introduction
Since the 1980s, Service Level Agreements (SLAs) were established as tools for stating the Quality of a Service. Mainly used in the Telecommunication domain, and used as paper print-outs there was a tendency in the research community to try to adapt the SLA concepts on other domains [1] . Considerable research on SLAs and related technologies has been carried out in the Grid domain, especially in projects dealing with Virtual Organizations and Grids supporting relationships of its users.
Despite the extensive research on SLAs, the exact coverage of an SLA in terms of electronic contracts is still under debate. Some argue to use SLA as a complete replacement of contracts, but in reality the complexity and the sheer size of contracts has led us to assume that SLAs will cover statements of parts of electronic contracts defining the QoS terms, as well as the obligations on all involved business parties. The existence of SLAs is based on the assumption that an agreement can be reached. This may be simple to achieve when we consider services which can be represented on plain system parameters (e.g. lead time or number of containers in the domain of logistics) or when the business participants speak a common language. But with the involvement of different language domains the creation of SLAs gets more complex and with this increased complexity it looses the interest of business end-users.
The increase of the service market and the emergence of cloud computing requires tools that will efficiently handle the whole SLA lifecycle without the need for human interaction. One of the major obstacles in this attempt for automation is the lack of formal semantics associated with the SLA terminology. Ontologies and semantic technologies can address this obstacle to a large extent as we will demonstrate with this paper. The rest of the paper is structured as follows, Section 2 discusses related work. Section 3 presents the proposed specification, Section 4 the related ontologies and in Section 5 we explain its applicability for SLA negotiation. Section 6 provides the details about our implementation experiments. Finally, our conclusions and ideas for further work are presented in Section 7.
Related Work
The presented work targets mainly two different areas; SLA Negotiation protocols and Semantic Annotations of SLAs. In the following we give a short overview of identified work in these areas.
Fig. 1. Layers in SLA negotiation
With the advent of the usage of SLAs in e-business, several attempts have been made to support the creation (negotiation) of Service Level Agreements in an optimal way for all involved business entities. Hung et al [4] describe WS-Negotiation as an independent declarative XML language for Service Providers and Customers to come to an agreement. Their model was based on three layers (cf. Figure 1) , the Negotiation message (describing the contents of the exchanged message), the Negotiation Protocol (describing how to exchange these messages) and the Negotiation Decision Making (describing the decision taking based on internal strategies of the entity).
Defining the Negotiation Message, the most mature approaches are WSLA [3] and WS-Agreement [2] . WSLA, which was published by IBM in 2003 (no further updates), provides a specification for the definition and monitoring of SLAs in a Web Service environment. The other well established specification was provided by the Grid Resource Allocation Agreement Protocol Working Group of OGF (GRAAP-WG). WS-Agreement defines a language and protocol to represent the services of providers, creating agreements based on offers and also monitors the agreement compliance at runtime. Both specifications were already taken up by different research communities which tend currently to use a mix of both specifications. The value of using them together seems to be much higher than building only on one or the other individually (cf. TrustCoM [5] and BREIN [6] projects).
With respect to the Negotiation Protocol, a variety of specifications for that area are available. The most referenced one is WS-AgreementNegotiation [7] , even though it is still under discussion. So far it follows the Discrete Offer (also known as Take-ItOr-Leave-It) approach which is simple to implement but not efficient and flexible enough for complex application areas. Alternatives like multi-round negotiation or auctions are also examined, but have never reached the status of a well balanced specification for the Web Service domain. Especially auctions [8] are mainly settled in the multiagent domain but rarely examined by Web Service research activities.
Even though there were many thoughts about semantic enhancements of SLAs, not many activities really provided results originating from this research topic. Frankova et al [9] present an approach showing a formal definition of WS-Agreement, based on the concepts of finite automata. Even though the approach is very interesting, it uses semantic concepts in a different way and therefore a comparison with the work shown in this paper is nearly impossible.
Oldham et al [10] present the Semantic WS-Agreement Partner Selection (SWAPS). This approach covers how to overcome limitations of WS-Agreement with respect to syntactical matching; it enables intelligent partner selection based on SLA technologies. These limitations exist due to the scantly defined XML domain vocabulary of WS-Agreement. The main focus of SWAPS is on closing these gaps, by adding more structure to the original specification, to enable automatic parsing and reasoning. This additional structure is based on WSLA and introduces the OntConcept element in the schema, which clarifies the ambiguities of agreements by linking expression parameters directly to the concrete ontology concepts. This paper works further in the direction of SWAPS by using semantic annotation and also extending the idea towards negotiation. This work proposes a specification for semantic annotations in SLA files called Semantic Annotations for Service Level Agreement (SA-SLA), which is based on the Semantic Annotations for Web Service Description Language (SA-WSDL) [11] . SA-SLA provides a description format extending current WS-Agreement specification [2] with semantic annotations in order to provide dynamically linkable domain vocabularies for the SLA format. Thus, SLA elements can be linked to semantic concepts defined externally to the SLA.
As well as SA-WSDL, this specification is comprised mainly of: i) model reference, which is an association between a SLA schema and a concept in some semantic model, and ii) schema mappings, specifying mappings between semantic data and XML [11] . Figure 2 shows how it is possible to link elements in a SLA template file such as SLA Parameters or metrics (MaxWeight) with concepts belonging to the OWL QoS ontology (WeightCapacity, Kilogram) by using the SA-SLA specification. As a result, we have a SLA template annotated semantically.
Although we use the same elements as SA-WSDL, our approach is different since the annotated elements are different. The former is using WSDL elements while SA-SLA annotates WS-Agreement and WSLA elements. Concretely, these elements are service descriptions (terms related to functional properties), SLA parameters, metrics and service properties, since they constitute the basic vocabulary inside the SLA message structure. 
SA-SLA Related Ontologies
The SA-SLA allows to link SLA elements with concepts from a conceptual model formalized as ontologies. Thus, we also provide a common conceptual model for SLAs, which can be used to annotate SLA offers and bids, and which can be extended in local repositories according to the parties' requirements. The common conceptual model used in SA-SLA is mainly composed of concepts belonging to the core BREIN ontologies [6]; the business ontology and QoS ontology, whose main elements are summarized in Figure 3 .
The business ontology enables the representation of SLAs as OWL instances in the sense of WS-Agreement and WSLA specifications. The emphasis is made on the semantic representation of Service Level Objectives (SLOs). The internals of a SLO are left undefined in WS-Agreements. Thus, they are modeled according to WSLA (as under SLA parameter), and include the name and value of the quality attribute, plus the metric used to calculate the value. Moreover, the SLA parameter is related to the QoS Parameter in the QoS ontology.
The QoS ontology, which is also part of the business ontology, collects the metrics and quality attributes to be used in SLOs. The basic concepts are taken from the quality model defined by OASIS in the Web Services Quality Model (WSQM) specification [12] . WSQM complements existing SLA-related specifications with a general view on quality related roles, processes and attributes. WSQM uses the term Quality Factor for QoS parameters and further categorizes it into sub-factors and layers concerning the user's view, interoperability and management. In our ontology, each QoSParameter is associated with a Metric characterized by ValueType (float, integer, boolean, etc.), a Value and a MeasurementUnit (e.g. euro, kB, ms). Finally, the QoSParameter can have several statuses depending on if it is requested by a customer, or offered by a provider, etc.
Involved parties can extend the common ontology to consider their internal requirements forming local ontologies. These local ontologies extend the common ontology with locally used parameter types and also with local technological knowledge, which enables a better understanding of SLA requests by the provider in terms of its own local infrastructure. Service providers can add here the definition of locally used QoS parameters, metrics or measurement units. They can also add descriptions about local environment, such as available resource types and their parameters, licenses or platform dependencies. Furthermore, the mapping of received SLAs into the local environment can be supported with such local ontologies, either by new instances (such as conversion rates) or by conversion rules. In the next sections we present examples of these rules and demonstrate that the approach works on available Semantic Web technologies and it provides an adaptable solution without changing program code.
Application of SA-SLA for Negotiation
Based on WS-Negotiation [4] , our negotiation approach follows the three-layered approach (Figure 1 ), so that it provides a protocol-independent solution on the level of Negotiation Message and a practical framework on the level of Negotiation Decision Making. For the Negotiation Message layer initially a merge of WS-Agreement [2] and WSLA [3] is used, allowing rich SLA definition. The application of the framework for SLA negotiation is depicted on Figure 4 . The common part contains the SA-SLA specification defining how to annotate SLA files and the common conceptual model expressed as an ontology. The model consists of a generic quality model and the structure of SLA documents as well as metrics and measurement units for SLA parameters.
The parties involved in SLA negotiation usually have their existing frameworks supporting SLA management. The negotiation may take place between customer and provider and also between two providers (outsourcing scenario), by exchanging SA-SLA files. The role of the SLA Mediator component is to import received SLAs into the local SLA model, which is used by the SLA framework. To achieve this, the SLA Mediator combines the common model with local knowledge.
This approach allows to keep the original standard SLA formats, and to explain its elements semantically through semantic annotations in SLA template files. The ontologies used for annotations provide the common language of SLA negotiations, while the XML format files provide the common format or syntax. By this current approach, interoperability between entities involved in SLA negotiation is improved in a backward compatible way, so that components non aware of semantic annotations can continue working with SLA files. Furthermore, it is a lightweight and scalable approach, where participants can choose between various levels of adaptation to SA-SLAs. In the following we present the concrete implementation of the previously described generic approach on the basis of an existing negotiation framework, which is represented in Figure 5 with lighter shade. The framework is composed of the following components; the SLA Negotiator in the customer side which acts on behalf of the customer to achieve the agreement with the provider. It has to both create bids and evaluate the offers received from providers. The SLA Negotiatior in the Provider side processes incoming SLA requests from customers. The SLA Negotiator has been implemented with the Globus Toolkit 4 middleware. It follows the principles and designs of the WS-Agreement and provides the means of optional agent usage for negotiation. With this the possibility of going away from the traditional one-phase commit protocol to multiphase negotiation (e.g. with FIPA Iterated Contract Net Protocol [13] ) is given. Moreover, it optimizes the offers sent using the Optimizer component, which is able to map the high level terms of the SLA Offer to the low level infrastructure level (checking the resources availability with the Semantic Resource Lifecycle Manager, SRLM) and available templates in the repository).
The base framework is extended with new components represented in Figure 5 by the darker shade. A third party hosts the common conceptual model in the Ontology Repository, which stores the ontologies used to annotate the SLA templates files. With that it provides the semantic model in charge of improving the interoperability.
Each of the entities involved in negotiation has a Local Domain Knowledge, which includes all business and negotiation rules and enterprise knowledge involved in the negotiation. Finally, the SLA Mediator matches SA-SLA requests and offers, by importing SLAs into the local SLA model supported and used within the framework.
The SLA Mediator allows for matching customer SLA requests with providers' offers. It is implemented in Java, using Jena as the semantic platform. First, the TSLA Parser parses the incoming SLA files performing two kinds of matchmaking depending on whether the metrics are annotated or not: i) syntactically, which involves a keyword search and ii) semantically, which interacts with the ontology manager in order to match the semantic QoS metrics with the customer' requests.
The Parser creates the OWL representation of the incoming SLA by extending the local domain ontology with new facts through the Jena OntModel API [15] .
The Ontology Manager (Jena) allows the management of the local domain ontology. Pellet [16] is run inside Jena to provide OWL DL inferencing and SWRL support. The domain rules are formalized using SWRL [17] . The TSLA Selector provides a comparison (ranking) of local SLA templates (offers) and the incoming customer bid. This ranking is a number between 0 and 1 representing how well the template fits the request. This outcome is then used by the SLA Negotiator to create the offer and send it as a response to the customer.
Experimentation
The scenario chosen to demonstrate the applicability of the approach is obtained from the Airport Scenario of the BREIN project [6] . This scenario tries to demonstrate the coordination mechanism for ad-hoc resource allocation.
Different resource providers (ground-handling companies) are involved in the collaboration value chain of the airport ground handling. Among the different providers and customers an agreed SLA is required. Figure 6 shows examples for the parameters and metrics the customers and providers may use. It is apparent that the parameters are related, but they are not uniformly expressed, which demonstrates the heterogeneity problems in terms of: − Different service attribute and value abstractions: e.g. "capacity" (abstract) vs.
"max. number of passengers" (concrete), "jet-propelled aircraft" (abstract) vs. "B747-400" (concrete) − Different service attribute definitions: e.g. "price" without or with VAT or "price" based on distance from gate to position vs. flat distance, − Different service attribute names: e.g. "max. passengers", "passengers, max.", "passengers no.", and the problem of multi-linguality in names, − Different units of measurement (UOM) for service attributes: e.g. kilograms, tons, pounds, park position code vs. GPS coordinate.
In order to improve interoperability between all involved parties, providers and customers define the SLA template files relating their parameters and metrics to a common conceptual model by following SA-SLA (cf. Figure 2) . Both the customer's requests and providers' templates are formalized as WS-Agreement (plus WSLA elements) extended by the SA-SLA specification. Coming back to the example provided in Figure 6 , there are two providers with associated templates, which express the metrics and parameters commented in the example by using the SA-SLA specification. On the other side, the customer expresses the SLA customer request by using the same format. In order to formalize the local domain knowledge, the provider creates a set of rules by using concepts from the common ontology.
Fig. 6. Examples for SLA bid and offers
These SA-SLA files are then applied in the SLA negotiation, where the semantic annotations in SA-SLA files are used, so that the provider can understand the customer requirements and search for a relevant offer according to the customer bid.
Steps required in the process include the following:
Create SLA instances: All the SLA templates in the provider side are stored as OWL instances in the local domain knowledge repository.
Receive bid: when receiving a bid the (provider) SLA Negotiator evaluates if it can provide an offer to satisfy the bid. For this, it calls the SLA Mediator.
Bid conversion: The customer SLA request is parsed by the SLA Mediator and then converted into an OWL representation. An OWL instance represents the SLA request, containing instances for each SLO.
SLO translation: The SLOs of the bid are translated into the corresponding local SLOs using local metrics and units of measurement. In this phase SWRL rules are used to fill 'localized' instance properties. An example given here is a generic conversion rule where conversion 'rates' are defined in OWL: Naturally, the provider can define additional, custom rules to provide more complex metric conversions.
Matching phase: Available offers need to be related to the request in this step. First, a new Match instance is created for each offer template using Java code. Then, comparable pairs of SLOs in request and potential offers (from templates) are detected using an SWRL rule: This is again a place for local adaptation by rules; for example the provider may define a 5% threshold of SLO comparison instead of strict <= or >= comparisons.
Template Scoring: The previous evaluation is used to assign a numeric, normalized score to each SLA template, which represents the fitness of the template for the customer request.
Respond with offer: Finally, the SLA Negotiator collects the ranked list of templates, takes the one with the best score, and creates an offer from it, which is sent to the customer.
Conclusions
The paper presents a novel approach towards the improvement of SLA negotiation, which was driven from the need to improve the flexibility of existing SLA negotiation protocols by infusing semantic annotations in a non-intrusive manner. The annotation technique adopted in the proposed SA-SLA specification extends the idea introduced in SAWSDL. Our experimentation with SA-SLA and testing with existing SLA negotiation components proved its backwards compatibility which was the first objective of our approach. The second objective of our experimentation was to demonstrate how semantic interoperability issues found in the annotated WS-Agreement documents were automatically dealt with by the SLA mediator. Appropriate improvements to the SLA negotiation component were made in order to allow the use of the semantic annotations while new ontologies and rules were developed to capture the conceptual model related to the negotiation of logistics services. The conceptual model for our experimentation was derived from the analysis of real requirements from ground-handling services in an airport. The modified SLA negotiation component successfully used semantic technologies to overcome the semantic interoperability issues in an automated fashion.
