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yquant is a LATEX-only package—i.e., involving no external programs—that allows to typeset
quantum circuits in a simple and human-readable language. It is inspired by the well-known qasm
language and in fact even supports this language; however, the yquant language brings much more
flexibility. yquant is based on TikZ and, while producing high-quality output out-of-the-box, it is
highly configurable.
INTRODUCTION
There are already various TEX packages available that
allow to typeset quantum circuits. They can in general be
divided into two categories: Packages that use external
(usually Python) scripts will translate a rather well-under-
standable text file that specifies the quantum circuit into
TEX commands. Among them is qasm [1], probably the
first of these packages, which was also used to produce the
circuits in Nielsen and Chuang’s famous book on quantum
information [2]; and also 〈q|pic〉 [3].
The other kind of packages makes the creation of quan-
tum circuits in pure LATEX easier by providing a set of
macros that produce the required shapes, but the main
job of casting the “logical” circuit into a tabular layout
has to be done by the author. Among them is qcircuit [4]
and quantikz [5].
yquant combines both approaches into one: It is a pure
LATEX solution that nevertheless allows the circuits to be
entered in a human-readable language. It internally pro-
duces TikZ [6] commands and in fact, arbitrary interaction
with the TikZ layer is possible for manual intervention.
yquant will automatically determine all necessary posi-
tioning, something that external script usually cannot do
well—since they do not know how large the final elements
will be.
The yquant language is made to be particularly easy to
read, being thus more verbose than 〈q|pic〉. It at the same
time brings an enormous flexibility and great versatility
with regard to register addressing.
Not only does yquant bring its own language; it also
comes with a module that allows to directly read qasm
syntax, which eases the transition from qasm to yquant.
yquant is licensed under the LATEX Project Public Li-
cense 1.3c; its source code is freely available on GitHub [7],
and it is on the CTAN.
This announcement of yquant on the arXiv is only a
brief overview and summary; for more details and more
examples, refer to the yquant package documentation [8].
EXAMPLES
We need to \usepackage{yquant,braket}. TikZ is automatically loaded by yquant.
Simple teleportation circuit
|q0〉
|q1〉
|q2〉
H
H
Z X
\begin{tikzpicture}
\begin{yquant}
qubit {$\ket{\reg_{\idx}}$} q[3];
h q[1];
cnot q[2] | q[1];
cnot q[1] | q[0];
h q[0];
measure q[0-1];
z q[2] | q[1];
x q[2] | q[0];
\end{yquant}
\end{tikzpicture}
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2Phase estimation
|j0〉 = |0〉
|j1〉 = |0〉
|j2〉 = |0〉
|s0〉
|s1〉
H
H
H
U4 U2 U
H
S H
T S H
\begin{tikzpicture}
\begin{yquant}
qubit {$\ket{j_{\idx}} = \ket0$} j[3];
qubit {$\ket{s_{\idx}}$} s[2];
h j;
box {$U^4$} (s) | j[0];
box {$U^2$} (s) | j[1];
box {$U$} (s) | j[2];
h j[0];
box {$S$} j[1] | j[0];
h j[1];
box {$T$} j[2] | j[0];
box {$S$} j[2] | j[1];
h j[2];
measure j;
\end{yquant}
\end{tikzpicture}
FT error correction
|q0〉
|q1〉
|q2〉
|s0〉 = |0〉
|s1〉 = |0〉
c0 = 0
c1 = 0
H H |0〉
|0〉
H H
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R
\begin{tikzpicture}
\begin{yquant}
qubit {$\ket{q_{\idx}}$} q[3];
qubit {$\ket{s_{\idx}} = \ket0$} s[2];
cbit {$c_{\idx} = 0$} c[2];
h s[0];
cnot s[1] | s[0];
cnot s[0] | q[0];
cnot s[1] | q[1];
cnot s[1] | s[0];
h s[0];
measure s;
cnot c[0] | s[0];
cnot c[1] | s[1];
discard s;
init {$\ket0$} s;
h s[0];
cnot s[1] | s[0];
cnot s[0] | q[1];
cnot s[1] | q[2];
cnot s[1] | s[0];
h s[0];
measure s;
box {Process\\Syndrome} (s, c);
box {$\mathcal R$} (q) | s, c;
\end{yquant}
\end{tikzpicture}
QUICK GUIDE
General syntax
Every command in yquant may be prefixed by at-
tributes (command-specific and defined in the yquant
manual [7]) or TikZ options in square braces. After the
attributes, the name of the command/gate has to be given;
it is case-insensitive. The name may then be followed by a
value for this gate surrounded by curly braces. The value
is followed by one or multiple target registers; optionally,
and delimited by a pipe, one or multiple control registers
may follow; again optionally and delimited by a tilde,
one or more negative control registers may follow (i.e.,
conditioning on the bit not being set). Every command is
ended by a semicolon. Whitespaces and line breaks (as
well as ordinary TEX comments) can be used at any time
to make the code more readable.
Interaction with TikZ
Every command can take the name attribute, which will
assign a TikZ node name to the shape. Additionally, you
3may at any time inject TikZ or pure TEX code. Consider
the following example:
a[0]
a[1]
a[2]
a[3]
a[4]
\begin{tikzpicture}
\begin{yquant}
qubit a[5];
\foreach \x in {1, ..., 4} {
\yquant
[name=swapgate\x]
swap a[(0, \x)];
}
\draw[red, ->] (swapgate1-0-s1) --
(swapgate2-0-s0) to[in=70]
(swapgate3-0-s1.north east);
↪→
↪→
cnot a[1, 4] | a[2, 3];
\end{yquant}
\end{tikzpicture}
Here, we use the \foreach command from TikZ to
produce multiple gates at once. Since using a TEX com-
mand will stop the yquant engine, it has to be re-started
inside the loop with \yquant. We then declare named
gates in the loop. After the loop, we draw a line from the
first (and only) multi-qubit gate specified under the name
swapgate1; and, more precisely, from its second element.
The naming scheme which then leads to the full name
swapgate1-0-s1 is explained in detail in the manual. The
line then goes to the next gate, but this time to the first
element in the first—and only—multi-qubit part, and it
finally ends at the lower part of the third gate, for which
we even specify an anchor.
After all these actions, another yquant gate follows. In
principle, we would also have to say \yquant before this
last yquant command (and in fact, it does not harm to do
so); but yquant takes care of this after all TikZ \path-like
operations.
Register declaration
Before using a register, a name has to be assigned by
which it can be addressed at a later stage. yquant supports
the declaration of vector registers: Apart from a name, the
registers will get an additional zero-based index, given in
square braces. Upon declaration, the length of the register
is given in the square braces. If those are omitted, a scalar
register (length 1) is assumed by default.
yquant supports registers of the types qubit (quantum,
one line), cbit (classical, double-line), qubits (quantum
bundle, triple line—more common is to use qubit and a
slash at the beginning), and nobit (no line, for discarded
wires).
For simple circuits, one might want to just use
qubit registers without initial texts. In this case,
use the yquant* environment (with a star); yquant
will then create a qubit register whenever you re-
fer to an unknown register name for the first time:
X Y
\begin{tikzpicture}
\begin{yquant*}
x a;
y a;
cnot a | b;
\end{yquant*}
\end{tikzpicture}
yquant even supports discontiguous vector registers;
refer to the full documentation for more information on
this.
Register usage
In this subsection, we will assume that we declared a
vector register with name a and length 7, and a scalar
register with name b, in this order. For more complicated
cases (where, e.g., a might be continued after b), refer to
the full documentation.
A register is addressed by using its full name, i.e., the
assigned name followed by its vector index in square
braces: a[3] refers to the fourth register with name a.
More than one register can be used by joining mul-
tiple full names in a comma-separated list: a[3], a[6]
will perform the given operation twice at the same time—
once on the fourth, and once on the seventh register of a.
Multiple registers might also be given as a range, which
consists of a full name of the first, a dash, and the full
name of the second register: a[3]-a[6] is equivalent to
a[3], a[4], a[5], a[6]. The first name may be omit-
ted, which then implicitly refers to the first register in the
circuit: -a[2] is equivalent to a[0], a[1], a[2]. The
last name may be omitted, which then implicitly refers
to the last register in the circuit (at the time of using the
register, as registers may be declared at any time): a[5]-
is equivalent to a[5], a[6], b.
Apart from using comma-separated lists and ranges
with full names, they may also be used inside the indices:
a[1, 3-6] is equivalent to a[1], a[3], a[4], a[5],
a[6]. If, within a range in an index the first number
is omitted, this implicitly refers to the index zero; if
the last index is omitted, this implicitly refers to the
last index within this register (at the time of using the
register): a[-2] is equivalent to a[0, 1, 2]; and a[5-]
is equivalent to a[5, 6] (note in particular the difference
to a[5]-, which is highlighted in yellow in the example
circuit below).
If a register is addressed without any index, this is
equivalent to an open range: a means the same as a[-],
4which in turn here is a[0-6]. Scalar registers are treated
in the exact same way as vector registers of length 1; so
instead of b, one might also say b[0] or b[-].
Finally, if instead of acting on multiple registers individ-
ually, a gate should act on the specified registers jointly
(i.e., a multi-qubit gate), the relevant gates must be sur-
rounded by parentheses: (a[0], a[1]), (a[0]-a[1]),
a[(0, 1)], and a[(0-1)] will all give a multi-qubit gate
on the first and second register with the name a. (a) is
equivalent to a[(-)], or a[(0-6)]; (-) is equivalent to
(a-b) or (a[0]-b). Multi-qubit registers and single-qubit
registers can be mixed arbitrarily, as long as the gate in
use supports multi-qubit registers at all.
All the addressing techniques described before hold in
the same way for register targets, controls, and negative
controls; but multi-qubit registers can only be used as
targets.
The following circuit depicts the usages introduced
above.
a[0]
a[1]
a[2]
a[3]
a[4]
a[5]
a[6]
b
a[3] a[3], a[6]
a[3], a[6]
a[3]-a[6]
a[3]-a[6]
a[3]-a[6]
a[3]-a[6]
-a[2]
-a[2]
-a[2]
a[5]-
a[5]-
a[5]-
a[1, 3-6]
a[1, 3-6]
a[1, 3-6]
a[1, 3-6]
a[1, 3-6]
a[-2]
a[-2]
a[-2]
a[5-]
a[5-]
a
a
a
a
a
a
a
b
(a[0-1])
(a)
(-)
\begin{tikzpicture}
\begin{yquant}[operators/every box/.append
style={font=\ttfamily}, operator/minimum
width=0pt]
↪→
↪→
qubit a[7];
qubit b;
box {a[3]} a[3];
box {a[3], a[6]} a[3], a[6];
box {a[3]-a[6]} a[3]-a[6];
box {-a[2]} -a[2];
[fill=yellow]
box {a[5]-} a[5]-;
box {a[1, 3-6]} a[1, 3-6];
box {a[-2]} a[-2];
[fill=yellow]
box {a[5-]} a[5-];
box {a} a;
box {b} b;
box {(a[0-1])} (a[0-1]);
box {(a)} (a);
box {(-)} (-);
\end{yquant}
\end{tikzpicture}
LIST OF GATES
In this section, all gates natively shipped with yquant
are listed. A detailed documentation of all gates and
ways to define custom gates can be found in the full
documentation. Note that all default appearances may be
configured almost arbitrarily.
Visible gates
The gates listed here produce a distinct shape.
• barrier (vertical line)
• box (arbitrary text in a box)
• correlate ( )
• cnot (⊕)
• dmeter ( ), turns wire classical
• h ( H )
• measure ( ), turns wire classical
• not (⊕)
• phase (•)
• slash ( )
• subcircuit (nested circuit in a box)
• swap ( )
• x ( X )
• xx ( )
• y ( Y )
• z ( Z )
• zz ( )
5Pseudo-gates
The gates listed here have an impact on the circuit, but
do not produce shapes themselves.
• addstyle (add TikZ options to change the line style
of a register)
• align (horizontally align the next gates in the tar-
geted registers)
• discard (change a register into nobit)
• hspace (manually insert whitespace of a given di-
mension in a register)
• setstyle (modify TikZ options to change the line
style of a register)
• settype (manually change the type of a register)
Initializers and finalizers
• qubit, cbit, qubits, nobit (create a new register
of a given type)
• init (re-initialize a given register—also multi-qubit
registers, which will be connected by a curly brace—
with a certain value)
• output (put an output value at the end of the given
register—also multi-qubit registers, which will be
connected by a curly brace)
FOREIGN LANGUAGE SUPPORT: QASM
If you already have quantum circuits written in qasm,
you can switch to yquant very quickly. This will lead
to a better quality—lines now truly connect—and the
possibility to change your circuits without running an
external script. You may choose to inline your circuits
directly into the TEX file, but you may also leave them in
external files. Refer to the full documentation to see how
to use the macros \yquantimport and \qasmimport.
If you want to use the qasm module, you must ad-
ditionally say \useyquantlanguage{qasm} after load-
ing yquant in the preamble. Having done this, the tele-
portation circuit might for example also be written as
|q0〉
|q1〉
|q2〉
H
H
X Z
\begin{tikzpicture}
\begin{qasm}
qubit q0
qubit q1
qubit q2
h q1 # create EPR pair
cnot q1,q2
cnot q0,q1 # Bell basis measurement
h q0
nop q1
measure q0
measure q1
c-x q1,q2 # correction step
c-z q0,q2
\end{qasm}
\end{tikzpicture}
Note that here, compared to the same circuit written
in yquant’s own language, the two measurement gates
are independent and thus not exactly aligned horizontally.
This is due to the fact that circuits are not rendered using
a tabular layout, but each wire individually keeps track
of its own horizontal position. Consequently, the nop gate
is just an approximation.
PUBLISHING WITH YQUANT
At the moment, the arXiv uses TeXlive 2016. To use
yquant on the arXiv, all package files and a recent ver-
sion of etoolbox [9] have to be included. When the arXiv
switches to TeXlive 2020 in Fall 2020, yquant 0.1.1 will
be available out-of-the-box. The changelog in the full doc-
umentation reveals which features are missing compared
to the most current version and whether you might still
want to include all package files.
Since even TEX-based journals usually use very out-
dated versions of TEX, the circuits should be externalized
(e.g., using the standalone [10] package or TikZ’s exter-
nalization) into separate PDF files before submission.
Also note that old TEX versions will maybe raise some
compilation errors due to macro protection. For exam-
ple, it is not necessary to \protect matrix environments
(including the ampersands) in box gates in modern dis-
tributions, but older ones will require this. In general,
whenever compilation in the local and recent TEX en-
vironment works, but fails on the arXiv, try prefixing
all macros in the line that was reported as an error by
\protect.
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