












SENGA: LINE ART VISUAL PROGRAMMING LANGUAGE ON PAPER 
秋山草太 





Trick Reality is a technique that makes real things seems as if they are moving in reality. In Trick Reality, a 
high-level programming language for editing line art is introduced, and makes it possible for line ars to be seen 
as if transforming. In the conventional method, programs are described in ordinary text style on system 
side,which prohibits using the functionality on end-user side.. In this research, we propose a line-art-style 
programming language written on paper in the same way as the contents that manipulates the edited contents of 
line art. In this method, a function to edit line art has been added to the "line art". By using this method, the line 
art itself actually written has a function to edit the line art, so that the descriptive power of end-user’s line art is 
extended. 












































ｆ:Ｅ->power(N)  (1) 
 
ここで power(N)は N の冪集合をあらわす. 
ノード n に接続したエッジを時計回りで表す列を n の
結節辺環と呼ぶ。ノードに結節辺環を対応させる写像 
 














図 1 に部分同型の例を示す図 2，3 に同型ではない例を
示す. 
 
図 1 部分同型１ 図 2 内外 
 

















システム構成を図 4 に示す. 
 
 
図 4 システム構成 
 
現実世界に手書きの線画で本言語を書く. カメラを利
用して書いた線画を画像として PC に取得する. PC で
線画をグラフ化して解析することで本言語として理解す
















表 2 にトークンを示す. 
 





























動きの例を表 2 に示す. 
 


































表 4 特殊サークルの動作 
 
（５）利用例 
図 5 にプログラムの記述例を示す. 
    




述する. 図 5 に図 6 のプログラムをトークンごとに色分
けしたものを示す.サークルを赤、アローを青、コンテン






































//roop[n]: ノード n が閉路であったとき true 
//done[n]: ノード n について探索済みのエッジ集合 
//child[n]: ノード n の子の列 
for n in 全てのノード do 
child[n] ← {}   
done[n] ← {} 
loop[n] ← false 
end do 
 
function SubTree(n,e,stk)//n：ノード e: 親からのエッジ 
stk:親スタック 
if n in stk then do 
done[n]に e を追加  
loop[n] ← true 
n ← 新規ノード 
child[n] ← {}  
done[n] ← {} 
loop[n] ← true 
return n 
end do 
s ← n の結節辺環 
stk に n を追加 
for ne in s from e do 
  if ne is e then do 
  continue 
end do 
else if ne in done[n] then do 
  continue 
end do 
else then 
  done[n]に ne を追加 
  nn ← n から ne を進んだ先のノード 
  child[n]に SubTree(nn,ne,stk)の結果を追加 
end do 
end do 
stk から n を除去 
return n 
 
function Tree(n,e)//n:ノード e:アウターエッジ 
if n is Φ then do //線画が円であるとき 
n ← 新規ノード 
child[n] ← {}  
done[n] ← {} 
loop[n] ← true   
nn ← 新規ノード 
child[nn] ← {}  
done[nn] ← {} 
loop[nn] ← true 
child[n]に nn を追加 
end do 
else if e is Φ then do//点がであるとき 
n ← 新規ノード 
child[n] ← {} 
done[n] ← {} 
loop[n] ← false 
end do 
else do 
stk ← {n} 
s ← n の結節辺環 
for ne in s from e do 




done[n]に ne を追加 









//ga:線画グラフ gb:ga の部分グラフか調べる線画グラフ 
be ← gb のアウターエッジのうちどれか 
bn ← be に対応したノードのうちどちらか 
n ← Tree(bn,be) 
for ae in ga のアウターエッジ do 
for an in ae に対応したノード do 
stk ← {} 
ret ← SubST(ae,an,be,bn,stk) 
if ret is Φ then do 
continue 








s ← an の結節辺環 
if child[bn] is {} then do 
if loop[bn] is true then do 
if an in stk then do //ループ終り 
    done[an]に ae を追加 
loop[an] ← true  
n ← 新規ノード 
child[n] ← {} 
done[n] ← {} 




for ne in s from ae do 
if ne is ae then do 
continue 
end do 
 else do 
   nn ← an から ne を進んだ先のノード 
   stk に an を追加 
   ret ← SubST(ne,nn,be,bn,stk) 
   stk から an を除去 
   if ret is Φ then do 
     continue 
   end do  
   else do 
         done[an]に ae を追加 
     child[an]に ret を追加 
     return an 
   end do 
 end do 
end do 
 return Φ 
end do 
else do//子が無くてループでない 常に OK 
 done[an]に ae を追加 
 return an 
end do  
else do  
if loop[bn] is true then do//子に渡してはいけない 
 cbn ← child[bn]の先頭 
 for ne in s from ae do  
   if ne is ae then do 
     continue 
   end do  
   else do 
     nn ← an から ne を進んだ先のノード 
     stk に an を追加 
     ret ← SubST(ne,nn,be,bn,stk) 
     stk から an を除去 
     if ret is Φ then do  
       continue 
     end do  
   else do 
     done[an]に ne を追加 
     child[an]に ret を追加 
     cbn ← child[bn]の cbn の次 
     if cbn is Φ then do 
       return an 
     end do  
     else do  
       continue 
     end do  
   end do  
 end do 
   return Φ  
 end do  
 else do 
   cbn ← child[bn]の先頭 
   for ne in s from ae do  
     if ne is ae then do 
       continue 
     end do  
     else do 
       nn ← an から ne を進んだ先のノード 
       stk に an を追加 
       ret ← SubST(ne,nn,be,bn,stk) 
       stk から an を除去 
       if ret is Φ then do  
  continue 
       end do  
       else do 
  done[an]に ne を追加 
  child[an]に ret を追加 
  cbn ← child[bn]の cbn の次 
  if cbn is Φ then do 
           return an 
  end do  
  else do  
    continue 
  end do  
       end do  
     end do 
 //自分の子では出来ないので子に投げる 
     for ne in s from ae do  
       if ne is ae then do 
  continue 
          end do  
          else do  
 nn ← an から ne を進んだ先のノード 
 stk に an を追加 
 ret ← SubST(ne,nn,be,bn,stk) 
 stk から an を除去 
 if ret is Φ then do  
   continue 
 end do  
 else do 
   done[an]に ne を追加 
   child[an]に ret を追加 
   return Φ 
end do  
end do 




end do  
 
（２）線画グラフの合成 





b）負の線画グラフ A と負の線画グラフ B の合成 
正と正と同じ処理を行い、符号を負とする. 












である. この領域を領域 A とする. 領域 A に接している
線画をグラフ化したときに得られるノードが図 9 で赤く
示した点である. このグラフを作成したときノードの数
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