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Resumen
La Comprensio´n de Programas es una disci-
plina de la Ingenier´ıa de Software cuyo princi-
pal objetivo es facilitar el entendimiento de los
sistemas. Un aspecto importante en la Com-
prensio´n de Programas es la Visualizacio´n de
Software (VS). La VS es una disciplina de la
Ingenier´ıa del Software que provee una o varias
representaciones visuales de la informacio´n de
los sistemas permitiendo una mejor compresio´n
de los mismos. Dichas representaciones (tam-
bie´n conocidas como vistas) no son fa´ciles de
construir porque se deben tener en cuenta mu-
chos factores cognitivos y de implementacio´n.
Los primeros son importantes porque sirven co-
mo puente cognitivo entre los conocientos que
posee el programador y los conceptos usados en
el sistema que se pretende comprender. Los se-
gundos adquieren importancia porque la imple-
mentacio´n de los puentes cognitivos es comple-
ja y requiere de herramientas adecuadas para
su concretizacio´n en una herramienta de com-
prensio´n.
Este art´ıculo presenta una l´ınea de inves-
tigacio´n que aborda la Visualizacio´n de Soft-
ware, una componente fundamental para la
Comprensio´n de Programas. Dicha l´ınea estu-
dia: te´cnicas y estrategias de visualizacio´n, her-
ramientas de visualizacio´n y creacio´n de vistas.
Todas las tema´ticas mencionadas previamente
son basales en Comprensio´n de Programas y
son brevemente descriptas a lo largo de este
art´ıculo.
Palabras Claves: Visualizacio´n de Soft-
ware, Comprensio´n de Programas, Librer´ıas de
Visualizacio´n, Vistas.
Contexto
La l´ınea de investigacio´n descripta en este
art´ıculo se encuentra enmarcada en el contexto
del proyecto: Ingenier´ıa del Software: Concep-
tos, Me´todos, Te´cnicas y Herramientas en un
Contexto de Ingenier´ıa de Software en Evolu-
cio´n de la Universidad Nacional de San Luis.
Dicho proyecto, es reconocido por el programa
de incentivos, y es la continuacio´n de diferentes
proyectos de investigacio´n de gran e´xito a nivel
nacional e internacional. Tambie´n forma parte
del proyecto bilateral entre la Universidade do
Minho (Portugal) y la Universidad Nacional
de San Luis (Argentina) denominado Quixote:
Desarrollo de Modelos del Dominio del Proble-
ma para Inter-relacionar las Vistas Comporta-
mental y Operacional de Sistemas de Software
[4]. Quixote fue aprobado por el Ministerio de
Ciencia, Tecnolog´ıa e Innovacio´n Productiva de
la Nacio´n (MinCyT) [9] y la Fundac¸a˜o para a
Cieˆncia e Tecnolog´ıa (FCT) [12] de Portugal.
Ambos entes soportan econo´micamente la real-
izacio´n de diferentes misiones de investigacio´n
desde Argentina a Portugal y viceversa.
Figura 1: Modelo de Comprensio´n de Programas
1. Introduccio´n
Sin lugar a dudas, una de las tareas ma´s com-
plejas y que ma´s tiempo consume en el ciclo de
vida de una aplicacio´n es la de mantenimiento
[14]. Esta etapa se basa en muchas actividades
que necesitan de la comprensio´n de programas,
como por ejemplo: Ingenier´ıa Reversa, Reinge-
nier´ıa, entre otras tantas disciplinas de la In-
genier´ıa de Software (IS). La Comprensio´n de
Programas (CP) es una disciplina de la IS cuyo
objetivo es proveer modelos, me´todos, te´cnicas
y herramientas para facilitar el estudio y en-
tendimiento de los sistemas de software [20, 2].
A trave´s de un extenso estudio y ana´lisis de
herramientas de comprensio´n, se pudo compro-
bar que el principal desaf´ıo en esta a´rea consiste
en relacionar el domino del problema con el do-
minio del programa [2, 18]. El primero hace ref-
erencia a la salida del sistema. El segundo a las
componentes de software usadas para producir
dicha salida. La figura 1 muestra un modelo
de comprensio´n que sirve de base para repro-
ducir la relacio´n antes mencionada. Dicho mod-
elo declara que entre el Dominio del Problema
y el Dominio del Programa existe una relacio´n
real que sera´ reconstruida a nivel virtual con la
finalidad de facilitar la comprensio´n [8, 2].
La construccio´n de este tipo de relacio´n es
muy compleja e implica:
1. Construir una representacio´n para el do-
minio del problema.
2. Construir una representacio´n del dominio
del programa.
3. Elaborar un procedimiento de vinculacio´n.
Si bien los tres pasos antes mencionados son
de extrema importancia para elaborar “ver-
daderas” estrategias de comprensio´n, se debe
tener en cuenta una componente de similar rel-
evancia que permite visualizar las representa-
ciones y el proceso de vinculacio´n citado previ-
amente. Dicha componente es: La Visualizacio´n
de Software [2, 18].
2. L´ınea de Investigacio´n: Vi-
sualizacio´n de Software
La Visualizacio´n de Software (VS) es una
disciplina de la Ingenier´ıa de Software cuyo
propo´sito es visualizar la informacio´n relaciona-
da con los sistemas de software con el objetivo
de simplificar el ana´lisis y la comprensio´n de
los mismos.
Muchas te´cnicas de visualizacio´n de software
se utilizan para implementar sistemas de vi-
sualizacio´n de software (SVS) [18, 1]. Un SVS
es una herramienta que provee informacio´n del
sistema analizado generando ciertas visualiza-
ciones denominadas por muchos autores como
“vistas”. Una vista o visualizacio´n es una rep-
resentacio´n de la informacio´n de un sistema que
facilita la comprensio´n de un aspecto del mis-
mo, es decir es una perspectiva del sistema. Las
mismas actu´an como puente cognitivo entre los
conocimientos que posee el programador y los
conceptos usados por el sistema. Existen dis-
tintos tipos de vistas dependiendo de la infor-
macio´n que se desea visualizar.
Teniendo en cuenta los tres pasos presenta-
dos en la seccio´n anterior, muchos sistemas de
Visualizacio´n de Software exhiben diferentes vi-
sualizaciones del programa (Domino del Pro-
grama) que son u´tiles pero no contemplan otras
interesantes como es la de salida de sistema
(Dominio de Problema) y su relacio´n con los
componentes del programa. Este problema dio
origen a un nuevo tipo de Visualizacio´n de Soft-
ware: Los Sistemas de Visualizacio´n de Soft-
ware Orientados a la Comprensio´n de Progra-
mas (SVS-PC) [2]. Esta clase de sistemas tiene
las mismas caracter´ısticas que los de visual-
izacio´n de software tradicionales, con la difer-
encia que los nuevos deber´ıan incorporar vistas
especiales orientadas a los Dominios del Prob-
lema y del Programa y la relacio´n entre ellos
[3, 2].
Para concluir esta seccio´n cabe destacar que
esta l´ınea de investigacio´n abarca el ana´lisis
de los PC-SVS, las distintas vistas que pueden
generar, las diferentes estrate´gias de visual-
izacio´n que utilizan, las herramientas para la
construccio´n de dichas vistas y dema´s aspectos
relacionados a la VS.
3. Resultados y Objetivos
A continuacio´n se mencionan los resultados
obtenidos hasta el momento dentro del marco
de la l´ınea de investigacio´n:
a) Se encontro´ que existen numerosos SVS,
pero no presentan vistas orientadas al Dominio
del Problema y a la relacio´n de este con el
Dominio del Programa. En pocas palabras, no
existen en la actualidad numerosos PC-SVS.
Por lo tanto, el trabajo que se lleva a cabo
en la l´ınea de investigacio´n en conjunto con el
proyecto Quixote [4] toma relevancia desde este
punto de vista.
b) Se puede concluir que en la mayor´ıa de los
casos, las estrate´gias utilizadas por los PC-SVS
son esta´ticas. Por lo que ser´ıa de gran utilidad
incorporar estrate´gias de visualizacio´n dina´mi-
cas a las te´cnicas usadas por los sistemas ac-
tuales como propone Bero´n et. al. en [2]
c) Una clase de herramienta a tener en cuenta
a la hora de construir vistas son las librer´ıas de
visualizacio´n de software.
Como se menciono´ en el pa´rrafo precedente,
la construccio´n de vistas requiere el estudio de
diferentes librer´ıas de visualizacio´n para repre-
sentar fielmente los aspectos de software [7, 15].
Una librer´ıa de visualizacio´n de software es un
conjunto de subprogramas que proveen distin-
tas facilidades para el desarrollo de vistas. Ca-
da una de estas librer´ıas posee distintas carac-
ter´ısticas y atributos que las hacen diferentes
entre s´ı, por lo cual la eleccio´n de una librer´ıa
antes que otra es dependiente de la aplicacio´n
en donde se va a emplear.
Este proceso de seleccio´n de la librer´ıa ma´s
conveniente, es llevado a cabo por el progra-
mador de manera intuitiva, tomando como
posibles indicadores: la experiencia de progra-
macio´n en el a´rea, recomendaciones de otros
pares, librer´ıa utilizada en el ambiente donde se
trabaja, etc. Decir que tales indicadores no son
de utilidad, ser´ıa una falta de consideracio´n al
proceso que se ha llevando a cabo durante mu-
cho tiempo. Sin embargo, no proveen al progra-
mador un procedimiento sistema´tico a la hora
de la eleccio´n de la librer´ıa ma´s adecuada para
un caso particular.
Una manera de poder seleccionar la librer´ıa
de visualizacio´n ma´s adecuada para cada ca-
so, consiste en definir criterios de comparacio´n.
Para ello, deber´ıa tenerse en cuenta algunas
propiedades de los SVS, ya que muchas de es-
tas son significativas al momento de analizar
las librer´ıas de visualizacio´n. Entre los trabajos
relacionados con tales propiedades esta´n aque-
llos afines a las clasificaciones de los sistemas
de visualizacio´n de software [11, 16, 17].
Los trabajos referenciados en el pa´rrafos an-
terior son los ma´s influyentes en esta a´rea de
clasificacio´n de sistemas de visualizacio´n de
software. Pero todos ellos se refieren a la vi-
sualizacio´n del dominio del programa, da´ndole
poca importancia a la visualizacio´n del dominio
del problema. Recientemente, los integrantes
del proyecto PCVIA [13, 3] presentan una ex-
tensio´n a la taxonomı´a de Price (Considerada
la ma´s completa por la jerga de visualizacio´n
de software), proporcionando otra orientada a
los PC-SVS.
Con el propo´sito de utilizar un mecanismo de
evaluacio´n sofisticado y a la vez flexible para la
evaluacio´n de las librerias de visualizacio´n, se
procedio´ al estudio de diferentes me´todos de
evaluacio´n. El resultado de dicho estudio con-
sistio´ en la seleccio´n del me´todo de evaluacio´n
Logic Scoring of Preference (LSP) [5, 6]. LSP
es un mecanismo de comparacio´n, evaluacio´n y
seleccio´n de distintos sistemas. Recibe como en-
trada un conjunto de caracter´ısticas y atributos
que el usuario pretende que el sistema posea.
Luego por medio de un proceso de agregacio´n,
dichos atributos son evaluados y se elabora un
ranking de los sistemas evaluados de acuerdo al
resultado obtenido por el me´todo.
Si bien la l´ınea de investigacio´n no posee
mucho tiempo de creacio´n, los resultados
obtenidos hasta el momento, relacionados con
los datos necesarios para el funcionamiento de
LSP, constan de un cojunto de criterios que car-
acterizan a las librer´ıas de visualizacio´n de soft-
ware. Estos esta´n clasificados en criterios gen-
erales, que a su vez pueden contener subcrite-
rios ma´s espec´ıficos los cuales permiten cuan-
tificar el grado de satisfaccio´n de los criterios
ma´s generales. El lector interesado en cono-
cer cua´les son y que representan esos criterios
puede estudiar [6, 10].
A su vez, se desarrollo´ una aplicacio´n para la
evaluacio´n de distintos tipos de sistemas, basa-
da en el me´todo LSP. Para el desarrollo de la
misma se utilizo´, como parte del conjunto de
herramientas de desarrollo, la librer´ıa gra´fica
Prefuse [15], intentando con esto obtener expe-
riencia con las librer´ıas que luego sera´n someti-
das a evaluacio´n.
La aplicacio´n consta de cuatro etapas de-
scriptas a continuacio´n:
1. Definicio´n A´rbol de Criterios: se proveen
facilidades para la construccio´n de un
a´rbol de criterios correspondiente al tipo
de sistema a evaluar.
2. Disen˜o Estructura de Agregacio´n: per-
mite crear la estructura de agregacio´n del
conjunto de criterios definidos en la etapa
anterior (nodos hojas del a´rbol).
3. Definicio´n Funciones de Criterios: se brin-
dan facilidades para la definicio´n de las
funciones elementales correspondientes a
cada criterio ([5]).
4. Evaluacio´n: etapa final donde se evaluan
los sistemas teniendo en cuenta todo lo
definido en los pasos anteriores.
La herramienta devuelve como resultado un
ranking de los sitemas a evaluar, dependiendo
de los introducidos en cada etapa.
Como trabajo futuro a corto plazo se pre-
tende:
i) A partir de un ana´lisis profundo sobre el
a´rbol de criterios propuesto [6], se encontro´ que
la mayor´ıa de los atributos que lo componen,
caracterizan mas a los SVS que a las librer´ıas de
visualizacio´n. Por lo tanto, se pretende depurar
el conjunto de criterios propuesto incorporar un
grupo de criterios ma´s espec´ıficos de las libre-
r´ıas de visualizacio´n de software. Por u´ltimo, se
busca estandarizar el a´rbol de requerimientos
usando un estandard internacional.
ii) Evaluar distintas librer´ıas de visualizacio´n
y poner los resultados obtenidos a disposicio´n
de la comunidad de Ingenier´ıa de Software.
Para esto se utilizara´ la aplicacio´n desarrolla-
da y el a´rbol de criterios mencionado anterior-
mente.
iii) Estudiar, disen˜ar y construir diferentes
vistas con el propo´sito de obtener nuevas pers-
pectivas del software o mejorar algunas exis-
tentes.
iv) Seguir enfocando la l´ınea de investigacio´n
en los PC-SVS y ma´s precisamente en la uti-
lizacio´n de animacio´n y te´cnicas de visual-
izacio´n dina´micas ([19]), procurando enriquecer
algunos sistemas ya existentes que no poseen
estas caracter´ısticas.
4. Formacio´n de Recursos Hu-
manos
Las tareas realizadas en la presente l´ınea
de investigacio´n esta´n siendo desarrolladas co-
mo parte de diferentes tesis de Licenciatura
en Ciencias de la Computacio´n en la Universi-
dad Nacional de San Luis. Dichas tesis son su-
pervisadas por docentes de universidad de San
Luis y de la Universidade do Minho. Se pre-
tende que los resultados obtenidos durante el
desarrollo de las tesis den origen a estudios de
posgrado en Ame´rica del Sur o en Europa. Per-
mitiendo, de esta manera, tanto el crecimiento
acade´mico de los integrantes de esta l´ınea de in-
vestigacio´n, como as´ı tambie´n la continuacio´n
de trabajos de investigacio´n conjuntos entre la
Universidad de San Luis y la Universidade do
Minho.
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