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Recently online social services have began to utilize the location of a mobile device
to ﬁnd more relevant information for the user. Mobile devices have had capacity for
inexpensive wireless communication between neighbor devices, but the technology
has not been popular among users due to technical problems and missing applica-
tions. This thesis studies possibilities of using direct communication for local social
networking.
First, the requirements and use cases are derived for local social appliocations, and an
application design is presented which fulﬁlls the requirements. Secondly, a simulation
model is described for testing applications that utilize direct communication. The
simulation models the movement of a large population in an urban area.
The design was evaluated in a user trial with 250 participants, and the trial par-
ticipants named local conversations as the most important feature. The simulation
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Viime aikoina internetissä toimivat sosiaaliset palvelut ovat alkaneet hyödyntää mo-
biiliaitteiden paikkannusominaisuutta löytääkseen käyttäjille kiinnostavampaa sisäl-
töä. Mobiililaitteissa on ollut mahdollisuus langattomaan tiedon siirtämiseen lähellä
olevien laitteiden välillä, mutta se ei ole ollut suosittua johtuen teknisistä ongelmis-
ta ja puuttuvista sovelluksista. Tämä diplomityö tarkastelee suoran tiedonsiirron
mahdollisuuksien hyödyntämistä paikalliseen sosiaaliseen verkostoitumiseen.
Ensiksi paikallisille sosiaalisille sovelluksille määritellään vaatimukset ja käyttöta-
paukset, joiden pohjalta esitetään sovellusprototyyppi. Toiseksi, suoraa tiedonsiirtoa
hyödyntävien sovelluksien testaamista varten esitetään simulaatiomalli, joka mallin-
taa suuren ihmismäärään liikettä kaupunkialueella.
Sovellusta kokeiltiin 250 hengellä käyttäjätutkimuksessa ja tutkimuksen osallistujat
pitivät paikallisia keskusteluja tärkeimpänä ominaisuustena. Lisäksi simulaationmal-
lin todettiin vastaavan käyttäjätutkimuksen henkilöiden käyttäytymistä.
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11. INTRODUCTION
Social services have been one of the drivers for mobile Internet. The largest service,
Facebook, has more than a billion active users [13]. Status updates are complement-
ing phone calls and email between friends. Social services are often used to establish
new connections and to discover content related to one's personal interests. With
new smart phones that have social services integrated into the device, people can
access the services anytime and anywhere.
A recent trend [14] is to utilize location information in services, which can turn
the service more interesting to particular users. For example, one could ﬁnd in-
teresting people in same city or suburban area with similar interests. Continuous
use of location-based services requires constant Internet connection and positioning
(such as GPS). There are challenges involved with this, namely battery lifetime and
inaccurary of indoor positioning.
In addition to hosting client applications, mobile phones have capabilities to com-
municate directly (in a P2P fashion) with neighboring devices using ad hoc wireless
networking, such as Bluetooth [35] and WLAN. Inexpensive and relatively fast ad
hoc network complements making calls or sending SMSes. Devices can detect and
identify other devices in close proximity using wireless broadcast transmissions and
by scanning of other devices. New technologies like Wi-Fi Direct [42] are system-
atizing the interfaces and increasing the performance of media transfers between
user devices. Modern phones can also monitor their environment using various sen-
sors [22] to gather context and recognise the user.
Ad hoc communication has been available in the standard IEEE 802.11WLAN [36]
devices since the beginning, but it has not gained popularity among users. In gen-
eral, three main reasons for this can be identiﬁed. WLAN has been a power hungry
technology which reduces the operation time between recharging. Secondly, use
cases for ad hoc have been missing and no driver application has emerged. The
third issue generally raised is the privacy of the users.
Devices often lack the knowledge of their exact location, which poses a problem.
Mobile devices today can determine their position using GPS or WLAN access points
with the help of an online server. The accuracy of these methods is often limited,
especially when used indoors. Better accuracy is needed to determine if two users
very close to each other, e.g. in the same room. Another problem is that maintaining
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a constant connection to the online service consumes energy and reduces the battery
life of the device.
Direct communication between mobile devices can solve both of the problems.
The devices can communicate in background using an ad hoc wireless radios while
conserving energy [1]. When two persons carrying the devices encounter, the devices
use the opportunity to discover new information. Each device is carrying personal
information that might be interesting to others. The reach of information can be
further extended by using DTN, where other devices carry information between
disconnected devices [19; 24; 8].
An evaluation method is needed for developing applications that use direct com-
munication between mobile devices. Simulations are often used for investigating the
behavior of wireless networks. The reliability of the simulations depend on the ac-
curacy of the artiﬁcially created testing scenarios and movement patterns generated
for the users. The evaluation of wireless networks protocols are often focused on a
single session between devices, while social applications need a model of the whole
user population, where each user has its own interests and daily schedule.
This thesis studies possibilities of direct communication between mobile devices.
Direct communication is not seen as replacement for centralized infrastructure, but
an enabling extension for context-aware services.
The thesis presents the requirements and set of relevant use cases for local so-
cial applications. Based on the use cases, an application design is proposed, called
Proximate. Proximate implements user proﬁles, sharing of content, messaging and
chat. The application allows extensions with new features. A prototype was de-
veloped for the Nokia N900 mobiles device. It uses an experimental WLAN mesh
communication implemented by Nokia Research Center [29].
the Proximate application (called the "TWIN") was used to conduct a large-scale
user trial at the campus of Tampere University of Technology. The purpose was to
collect feedback on how the prototype worked in real life and ﬁnding out new use
cases [41]. Altogether 250 students and staﬀ members participated in the trial over
a period of two months.
As a second main result of the thesis, a simulation model and an architecture is
presented for simulating the movement of a large population in an urban movement.
The model derives from real-world map information which is analyzed to produce
movement patterns that match the behavior of average people. The average person
is modeled as having a regular daily schedule and mainly moving between home and
the oﬃce or school every day.
The mobility model was implemented in a mobility generator that uses map data
from OpenStreetMap [7]. The model was compared to recorded mobility behaviour
from the user trial.
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This thesis is organised as follows. Chapter 2 presents the requirements for local
social applications, and in chapter 3 the related work is analyzed based on the
requirements. Chapter 4 describes the design of Proximate, a local social application.
A simulator design for testing local applications in given in chapter 5. Chapter 6
presents the user trial and evaluation of the simulator. Finally, chapter 7 gives a
conclusion of the Thesis.
42. REQUIREMENTS FOR LOCAL SOCIAL
NETWORKING
Local communication is little used in mobile social networking, apart from occasional
ﬁle or business card transfers using Bluetooth. The requirements have been derived
for these kinds of applications to gain popularity, diving the analysis to functional
user requirements and technology platform performance. This chapter derives a set
of requirements for local social applications in general.
2.1 Functional requirements
Autonomous background operation Because of the opportunistic nature of
discovering new, short-lived content, the application must collect and analyze the
information without user interaction. The occurrence of discovering new, interesting,
unpredicatable information is called serendipity [39]. The application can combine
data shared by other users to previous knowledge. For example, the application can
suggest new interesting people or media available at this time and place. With new
mobile devices that support multitasking, the application can stay running in the
background.
Delay-tolerant networking In delay-tolerant networking (DTN), other devices
carry messages between devices that do not have direct connection. When two
devices encounter, they exchange the information they are carrying, store the in-
formation and forward it to next encountered devices. This type of opportunistic
delivery increases the reach of shared information to distant users or large group of
users.
Notifying a user when something happens The method of notifying a user
depends on the relevancy of the information for the user, which again derives from
context (e.g. time, place, other users in proximity). A user should have the control
to select (and teach) the application notiﬁcations according to personal preferences.
Less important events can be collected to a log that can be browsed at a later time.
Discover who is around The user study brought up that following nearby users
(friends and unknown) has been the most interesting use case for local social appli-
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cation. User information is stored in proﬁles that have a structure dictated by the
service.
Controlled privacy The user must be able to control the information revealed
to other users. For this, a user can use his/her real name, a pseudonym, or stay
anonymous with a random ID. Shared information must not leak to unintended par-
ties. Many existing services require that the user gives the real name to discourage
misuse.
Two diﬀerent kinds of communication are common: private between two or more
users in a restricted group and public where anyone can follow and participate.
Enough users Large user base tends to attract more users to the service, as many
existing friends are already there. Large networks present social inertia, which means
that the users are reluctant to move to new services, unless enough other users have
already switched.
A new application can be made interesting by oﬀering features other services do
not have, extending and complementing the existing social services. Easy availability
through application repositories makes the application more likely to be installed.
Flexibility for use cases Instead of forcing certain use cases, users should be
allowed to come up with new ways of using applications or services. The application
can act as a platform on which new ways of social interaction can be built upon,
without needing new software.
2.2 Technical requirements
Energy optimization The application should be always on, because the oppor-
tunity of ﬁnding something is limited. The application should have minimal impact
on the battery life of the device.
Every sent message consumes energy on the local device as well as on the receiving
devices because the devices have to wake up to process received messages. Especially
in mesh networks, sending a message consumes throughput and energy on all the
devices that participate to the forwarding.
Privacy Because the traﬃc in the wireless channel can be received by everyone
in reach, the application should make use of cryptography to control privacy. The
application should have a method to verify the identity of other users, whether it is
their real identity or the identity used in the social network.
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Scalability The application must scale up to thousands of active devices at the
same time, possible in very crowded area (e.g. a football stadium). The network
protocol should be designed so that the amount of traﬃc needed to maintain the
network does not grow exponentially.
Extendability The protocol used by the application should allow new function-
ality to be added without the need to update the software on every device. When
new versions of the application are released, the changes to the protocol must be
backwards compatible. Open source is one alternative for evolutionary development.
Large throughput on demand While using optimized communications for au-
tonomous background operation, the application must be able to utilize full through-
put for occasinoal media transfers. For example, the full speed of Wi-Fi Direct would
be suﬃcient for most ﬁle transfers.
73. RELATED WORK
This chapter summarises the main related work of this thesis on social mobile net-
working and mobility models for testing social mobile applications. Overall, the
topic is new and only few studies exist so far.
3.1 Related work on social applications
The related work consists of reported mobile applications utilizing P2P communica-
tion, with the main purpose being social networking. The related work in the area
is very versatile, having few common use cases or platform technologies. Many of
the related proposals use Bluetooth for ad hoc communication, or mobile Internet
access for communication. Security is usually omitted or requires a central trusted
party.
Social Net [37] runs in mobile devices and uses wireless communication to detect
the presence of other users and suggest new friends. The users are identiﬁed by
unique identiﬁers and each user enters a list of friends to the application. Each device
maintains a list of unknown identiﬁers, containing users who have been encountered
often but are not marked as friends. The devices exchange the lists of unknown
identiﬁers on encounter.
Hocman [12] is a mobile P2P application designed for social interaction between
motorcyclists, such as identifying the encountered bikers at fast speeds or planning
for gatherings. Each user has a personal web site stored inside the carried device and
the shared ﬁles are automatically to copied to the encountered devices using HTTP.
The application can be later used to browse the received web pages or discover users
that are in proximity. Hocman uses ad hoc WLAN for communication.
PeerHood [33] is a communication system that uses P2P between personal devices
on top of a wireless network, such as Bluetooth. PeerHood uses service discovery
to maintain knowledge of the immediate neighborhood and provides a method to
establish connections between devices. A prototype consisting of a background
process and an interface library for applications was presented for a Linux mobile
device.
Serendipity [10] performs a periodic Bluetooth discovery to ﬁnd other devices
and records the Bluetooth identiﬁers of the encountered devices. The identiﬁers are
then sent to a central server where each devices has an associated user proﬁle. A
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weight can be set for each ﬁeld in a proﬁle and the weights are used to calculate a
similarity score between two users. The users are then notiﬁed if the score is above
a certain threshold.
MobiSoft [21] is a middleware that uses Bluetooth or ad hoc WLAN to commu-
nicate with other mobile devices without a central server. Each device acts as an
social assistant that automatically exchanges information with encountered devices
on behalf of the user. All information is presented with a uniﬁed description for-
mat which the devices carry and forward to other devices. MobiSoft evaluates the
proﬁles of encountered users to suggest new potential communication partners and
tries to improve the suggestions by learning from the user. The middleware can be
also used to share news, private sales or recommendations.
Wireless Rope [28] is a mobile application that periodically scans to gather in-
formation of surrounding Bluetooth devices. Repeatedly encountered devices are
remembered and certain devices may be marked as contacts. The encounter infor-
mation is uploaded to a server when the device encounters a stationary device with
an online connection. The application displays the encountered devices graphically,
where the color represents the familiarity of the device.
WhozThat [3] is a system that connects together online social services and mobile
devices and the devices are assumed to have access to the local wireless network and
Internet at the same time. The devices periodically advertise the owner's unique
identiﬁer on a social network service. Other devices use the identiﬁers to establish
a social context by accessing the user proﬁles from the online services. One use case
for social context is a context-aware music player that adapts the playlist based on
the currently present users.
MyNet [20] is a security platform that allows the users to control the access to the
services and content of their devices. The owner of a resource can grant a permission
to access it by giving out a Passlet. A Passlet can give access to a single user, a group
of users or a unknown device over an NFC connection. The devices participate in a
global P2P network that allows a device to be reached from anywhere. The model
of granting access in MyNet matches the behavior of social relationships.
MobiClique [32] is a social networking middleware that uses Bluetooth or WLAN
for communication between mobile devices. MobiClique does not rely on central
servers and provides an API for third-party applications. The devices exchange
application-speciﬁc messages on encounter so that the messages travel over multiple
devices without infrastructure. Several applications were implemented with the API:
Social networking, messaging and distributed newsgroups.
P2Pnet [23] is a communication system for exchanging information in catas-
trophic disasters or in a battleﬁeld. P2Pnet uses a mesh network consisting of
battery-powered WLAN devices, such as laptops and smart phones. As the battery
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on mobile devices last for hours, P2Pnet can provide connectivity to rescue workers
when electricity is unavailable. P2Pnet implements a simple peer discovery on top
of standard Internet protocol.
PeerSoN [4] uses direct exchange between devices to solve the concerns of storing
proﬁle information in online social services. The devices are connected over the
Internet to form a global DHT, which can be used to exchange and store information
between the devices. PeerSoN can be used send messages and transfer large ﬁles
between users that are identiﬁed by email address.
Musubi [40] is a social networking application for Android that tries to solve the
privacy issues with existing online services. The application only relies on central
servers to exchange encrypted information between devices and there is no public
information. Two users can establish a connection or new members can be invited
to a group by pairing two devices. Musubi allows sharing media, sending messages
and reporting location to other users.
Table 3.1 shows a summary of the related work. Servers column speciﬁes whether
the related work uses central servers in addition to direct communication. Crypto
column tells if cryptography was used, for example to secure identities. Every work
allowed an attacker to track encountered users by collecting the identiﬁers of the
devices. DTN column gives whether delay-tolerant networking was used.
Compared to related work, the design presented in this thesis is completely decen-
tralized during use. All information is exchanged using the local wireless connection.
Similar to other proposals, such as [33] and [32], our design also provides interface
(plugins) for extending the features. Emphasis is on the security of the identities
and eﬃcient wireless communication, which are missing from related works. The
Proximate design has been evaluated with a large number of trial users, which gives
unique results on user acceptance and technical performance.
3.2 Related work on mobility models
The Random Walk Mobility Model is the most simplistic mobility model [5], but
is often used due to the good scalability and being easy to implement. The nodes
move inside a square area unpredictably by choosing a random direction and a
speed. The speeds and directions are changed at constant time intervals or after a
certain distance. When the boundary of the area is reached, the node bounces in
the reverse direction. To make the movement less random, Gauss-Markov model
allows the past directions and speeds to inﬂuence the future choices. The problem
with the models is that nodes are assumed to be independent and do not have any
restrictions aﬀecting their movement. Thus, they do not match the behavior of
humans carrying mobile devices.
[25] presents a mobility model that is based on the relationships between the per-
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sons carrying the mobile devices. Humans tend to organize themselves into closely
connected communities. The strengths of the links between the nodes are given as an
input to the model, which then clusters the nodes into separate communities. The
established communities are randomly associated to a speciﬁc square on a topology
grid. Each node moves randomly between the squares based on the calculated social
attraction for the node to visit diﬀerent squares. The model does not take into
account people interests or limitations imposed by layout of roads and buildings in
urban areas.
Working Day Movement Model [11] is a mobility model for delay-tolerant network
simulations, where the behavior is largely aﬀected by the distribution of the contacts
between the devices. The model captures the behavior of people going to work
regularly: They commute to work in the morning, spend the day at work and move
back to home in the evening. The model is divided into diﬀerent submodels deﬁning
the behavior of the people in each of the cases. The topology is given as a map
containing roads, places and bus schedules. The nodes move between the locations
either by walking or using a car or a bus.
Mobile Node Trace Generator (MoNoTrac) [16] is a framework allowing to im-
plement new mobility models based on topology information from OpenStreetMap.
The Random Walk Model was adapted to the framework by restricting the move-
ment only to take place along the roads in the map. Another presented model was
to pick a random position on the map and move to the position by the fastest route
by using a path ﬁnder that takes the speed limits of roads into account. The model
does not create personal proﬁle for each user, but improves random models by taking
urban layout into account.
The recent trend in the related work is to have more realistic models. The models
use map information and the road network to model the movement of people between
diﬀerent locations. This thesis combines the idea of daily schedules from Working
Day Movement Model to the use of real map information.
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4. PROPOSED DESIGN OF A LOCAL SOCIAL
NETWORK APPLICATION
In this chapter the use cases and the technical design are given for a local social
application, called Proximate. Parts of the design are implemented in the prototype
application, and its screen captures are used here for visualizing the features.
4.1 Communication network
Although the networking beneﬁts from energy optimized commnication, our design
does not require any particular networking protocol and can be used with a standard
Ad hoc WLAN, Bluetooth or other wireless networks. Each device must be able to
discover other devices when in radio range. The design does not depend on central
servers, nor requires infrastructure WLAN or cellular data commotions when in use.
The underlying network can provide a power saving mode. The prototype used
an experimental WLAN mesh communication implemented by Nokia Research Cen-
ter [29].
4.2 Proﬁles
Each user in the local network has a proﬁle that consists of an avatar and a nick
name, and additionally more information, such as address, age, and gender. Users
may choose to be completely anonymous. Fig 4.1 shows an example of a proﬁle
editor.
To implement peer discovery, each device periodically sends a broadcast message
that contains the user identiﬁer (UID) and the proﬁle of the user in encoded form.
The application displays the avatars of active users in a view that updates auto-
matically when devices join or leave the network. A user can be interacted with by
selecting the avatar of the user.
The proﬁle is a dictionary that consists of key-value pairs and there are no manda-
tory keys. When the proﬁle needs to transferred or stored, it can be encoded with
Bencode [6] or JSON [9] which allow arbitary recursive data structure. This way,
the proﬁle can be extended to contain more information when the application gets
more features or new modules are loaded to as plugins. Some of the ﬁelds have a
predetermined purpose, such as the display name and a phone number. In addition
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Figure 4.1: User proﬁle editor in Proximate.
to the information from the user, the proﬁle contains ﬁelds added by the application,
such as information on shared content.
4.3 Security and identity management
The identities in the network are veriﬁed with public-key cryptography, in which
each user has an asymmetric key pair that consists of a public key and a private key.
The public key can be transmitted to other users over an untrusted network while
the private key must be kept secure. The public key is used to encrypt messages, so
that only the intended recipient can read the contents. The private can be used to
sign messages, and everyone who has the matching public key can verify the identity
of the sender. RSA [34] was used as a public-key cryptography implementation, but
there are others available.
Every user is identiﬁed by a UID, which is a ﬁngerprint of the user's public
key, derived from a binary presentation of the key with a one-way hash algorithm
(such as SHA-1 [26]). Creating a new key pair that matches a previous UID is
practically impossible, which ensures that a UID always matches a single person.
The public keys are stored by other devices and automatically distributed to the
network alongside the UIDs. In case a user wishes to have the same identity on
multiple devices, the private key can be copied over a secure channel, such as using
a memory card.
When a device receives a message with an unknown UID, it tries to obtain the
matching public key. The request is broadcasted to the network, and can be an-
swered by any device. To avoid thundering herd problem with the replies, the devices
wait for a random amount of time before sending the reply. The replies are also sent
using broadcast, and if a reply is seen in the network during the timeout, the timers
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are cancelled to avoid sending any more replies. All devices that have a pending
request can beneﬁt from the broadcasted reply.
Using the public-key cryptography is CPU intensive because it involves arithmetic
operations with large numbers. For example, the recommended key for RSA is 2048
bits [27]. This is unwanted on mobile devices where processing power is very limited.
The problem can be partially compensated by using RSA, where verifying a signature
is typically multiple times less CPU intensive than signing a message.
Even with public-key cryptography a problem with ad hoc networks is associating
a UID to a person. A malicious user can pretend to be somebody else, because there
may be no previous knowledge to verify that users are the persons who they claim to
be. Each user needs to personally verify which UIDs in the network can be trusted.
The application can provide a button to mark a user proﬁle trusted in the UI, and
display the information later when the user is seen again.
A similar veriﬁcation scheme has been also used in social network services, where
the company that runs the service veriﬁes the identities of the users that claim to be
celebrities. For example, Twitter and Google+ [15] show an indicator in the proﬁle
page when a user has been veriﬁed. Also, SSH asks the user whether to trust the
public key of the server when the user connects to the server for the ﬁrst time.
To improve security, the broadcasted discovery messages can be signed with the
public key so that a malicious user can not forge the identity of a trusted user. The
signature should contain a time stamp so that a malicious user can not repeat the
message when the real user is not present.
4.4 Social groups
Social groups are implemented using the user proﬁles. The groups are identiﬁed
by arbitrary strings and the user proﬁle has a list of group identiﬁers that the user
belongs to. Anyone can declare being a member of a group simply by adding the
identiﬁer of the group to their proﬁle. An identiﬁer can be received from other users
or obtained by other means. For example, the web page of a concert could share
the identity of a group for people that are going to the concert.
Traditionally in online social services, the ﬁrst user to create a group becomes
the owner of that group, and can decide the members and the topic of the group.
Ad hoc network provides no central trust and it is impossible to determine who is
the owner of a group.
The groups can have extra information in a proﬁle similar to the user proﬁles.
The information of the groups is maintained in a cooperative way, which means that
anyone can modify the proﬁle of the group and distribute the modiﬁed version. The
proﬁles are cached in the devices and when a new group identiﬁer is seen in the
network, the proﬁle is requested from other devices using the same method as for
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Figure 4.2: A view that shows messages found from the local community.
public keys. The amount of traﬃc can be decreased by combining multiple requests
and replies to a single message.
To detect changes, the proﬁles contain a version number that is incremented
when the proﬁle is modiﬁed. An existing proﬁle is only overwritten when a proﬁle
is received from the network that has a higher version number, and the new version
of a proﬁle will eventually be synchronized and replicated to every device. Because
the proﬁles are untrusted, the scheme does prevent a situation where a proﬁle is
modiﬁed simultaneously in diﬀerent places. The UI should include a method to
disable automatic updates to prevent malicious updates.
4.5 Content Sharing
Figure 4.2 presents the UI view which shows messages from the local community.
Each message contains the name of the creator, the composition date and a title.
The content of the message is displayed when clicked. On the right hand side are
possible actions, such as composing a new message that will be published to others.
In viral distribution, people share content they have created or redistribute what
they have found interesting. Content can be e.g. music, videos, pictures, link, ad-
vertisement, a memo, a job oﬀer, or any kind of ﬁle. Distributing media to a local
community also allows podcasting with subscriptions. The local social communica-
tions combines the social, virtual presence with geographical proximity of users.
Figure 4.3 presents a view that displays the available ﬁles in the network. Each
row shows an icon for the ﬁle, the ﬁle name, the size of the ﬁle and the user sharing
the ﬁle. On the right hand side are actions that can be applied to the selected ﬁle.
For example, user can download the ﬁle to the device or stream the ﬁle directly from
the other device.
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Figure 4.3: A view that shows available ﬁles in the network.
Figure 4.4: A chat view with nearby users.
Figure 4.4 shows an example of a chat with nearby users. The user is having
two conversations at the same time: A private conversation with Hacke and group
conversation in a group called Proximate.
In the design, share types are uniﬁed so that a share can represent a directory, a
ﬁle, a chat message or a message board entry. The uniﬁcation gives more freedom
for diﬀerent use cases and content, for example a message board entry can have a
picture as an attachment.
Information about a share is stored as a dictionary of key-value pairs called share
metas. Typically the meta contains the title of the share and the UID of the creator.
In the case a ﬁle is attached to a share, the meta contains the ﬁle name, the size
of the ﬁle and information on how to retrieve the contents of the ﬁle. The user
can enter a list of keywords for the share so that other users can search for relevant
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Figure 4.5: An example conversation
shares.
The shares of a single user are identiﬁed by numeric IDs and the user proﬁle
contains a list share IDs the user has published. When a user proﬁle is transmitted to
the network, other devices can retrieve information about new shares by requesting
the associated share metas. The devices can cache the metas to avoid duplicate
work when a previously met user is encountered again.
The messages can be linked together by adding the share ID of the parent message
to the share meta. This can be used to implement conversations, so that a reply is
chained to the last seen message in the network. The chains are used to display the
messages in the correct order, without relying on having the correct time on each
device. When a message is received, the chain can be walked backwards to deter-
mine and request missing messages to gather context about the past conversation.
Figure 4.5 shows an example conversation with two branches. Alice and Bob have
seen the messages from each other, while Dave has answered to Alice's ﬁrst message.
The share meta can also contain a list of group identiﬁers for which the share
is intended. Other devices can ﬁlter shares and only display shares from certain
groups. Implementing a more secure way to share to diﬀerent groups is diﬃcult,
because there is no previous knowledge between the devices needed to implement
cryptography. Even if cryptography was used, a malicious user could join to an
existing group and learn the shared information.
The shares can be replicated and forwarded to a large number of devices using
DTN. When two devices encounter, they copy the shares of the other user and begin
to advertise the copied shares. Each share has a TTL value in the share meta that
is decremented each time a share is replicated to a new device. The TTL value
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can be used to limit the reach of information to a smaller geographical area. The
replication is only suitable for shares without ﬁles or shares with a small ﬁle, because
transferring large amount of data on each encounter consumes a lot of energy.
4.6 Notiﬁcations
Events are collected and presented using a uniﬁed notiﬁcation system. Event can
either be a query that requires an answer from the user, or a notiﬁcation that
contains information for the user. For example, if the user is invited to a social
group, a query is shown. Notiﬁcations are collected to a log. Each event contains
the UID of the user who caused the event. This way the user proﬁle can be later
accessed from the event log, in case an interesting event was noticed after the user
has moved away. The events are stored to permanent memory on the device, so that
closing the application or running out of power does not result in losing the log.
Each event has a priority. Important events are shown on top of the user interface
as pop-ups. Less important are shown on the status bar to avoid distracting the
user. The notiﬁcations can also include other actions, such as vibrating the device.
4.7 Amount of traﬃc
The proposed design uses as small as possible number of messages to reduce energy
consumption. The peer discovery causes a message to be sent on predeﬁned intervals.
The choice of the interval dictates the constant amount of traﬃc the application
causes, even when the environment does not change. A larger interval decreases the
traﬃc but increases the latency to ﬁnd a new device. The traﬃc can be minimized
by only sending the message when needed, if the underlying communication network
supports giving a signal when a device appears. For example, mesh networks usually
maintain a routing table and know when devices enter or leave the network.
Encountering a device causes further traﬃc when either device has published
new information after the previous encounter. The devices detect changes in the
discovery message and request the proﬁles of new groups and synchronize the share
metas. Each new group and meta cause a request and a reply.
It is common in wireless networks that the overhead of a single packet is large,
so it is more beneﬁcial to send a few large messages rather than many small ones.
Thus, all the requests and the replies should be combined to the smallest number of
message possible. The amount of information that ﬁts in a single message depends
on the encoding and the communication network.
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Figure 4.6: The architecture of the prototype.
Figure 4.7: The prototype application on a device.
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4.8 Prototype implementation
A prototype application was implemented for testing, demonstrations and user tri-
als. The prototype and the underlying communication platform were speciﬁcally
developed for Nokia N900, which uses Maemo Linux operating system [30]. Prox-
imate was written in Python, using GTK+ [38] for the UI. Figure 4.7 shows the
prototype running in a device.
The prototype implementation consists of 13,000 lines of Python code and 1,200
lines of comments in 2,775 commits. More than half of the application is imple-
mented in feature plugins, which contain 7,100 lines. The average size of a plugin is
400 lines, ﬁle sharing being the largest plugin with 1,300 lines. The smallest one is
a plugin that vibrates the device when a friend appears in the network, and consists
of 44 lines. The application size, including graphics, is 1.4 MB.
Figure 4.6 presents the architecture of the prototype. Each module in the diagram
uses the services of the layers below the module. The application consists of core
modules and a number of plugins, which can oﬀer an interface for other plugins to
use. The ﬁrst-level plugins implement core functionality that the more specialized
second-level plugins are build up on. All user interface-related functionality is in
separate plugins which interface with ﬁrst-level and second-level plugins. This allows
the user interface of the application to be changed without rewriting the underlying
functionality.
Public-key cryptography was not implemented in the prototype. Instead, the
UIDs were chosen randomly. The prototype consists of the following modules and
plugins:
Bencode A module to encode and decode information using Bencode. All com-
munication in Proximate uses Bencode, which is a compact serialization format for
transferring and storing recursive data structures.
RPC layer Oﬀers an RPC interface to hide the details of the underlying com-
munication network. Other modules can perform requests to a single device or a
group of devices or register as request handlers. The requests can either be per-
formed as reliable or unreliable. For reliable requests, the remote device sends an
acknowledgement message and unsuccessful requests are automatically retried.
Local database Data for the plugins can be stored to and retrieved from the local
database. It implements a high-level object interface which allows plugins to store
Python data types on the disk. Other modules can register new object types and
provide a schema which is used to validate the objects.
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File sharing A core plugin which implements sharing information to the local
community, including retrieving share metas, transferring contents of shared ﬁles
and DTN of the shares. The plugin contains both the server and the client side for
transferring ﬁles, and provides a method to store downloaded ﬁles or stream them
directly using the media player of the device. Figure 4.3 presents a screen shot of
the ﬁle sharing UI.
Community A core plugin containing user management and peer discovery. This
includes storing and tracking active users and social groups in the network. Other
modules can subscribe to events about changes in the network.
Conﬁguration Implements user preferences and an interface for plugins to read
and save conﬁguration settings that are stored into the conﬁguration ﬁle.
Community UI Provides UIs for browsing users and social groups, creating and
deleting groups, and viewing and modifying user proﬁles. Uses the services of the
community plugin.
Message board and Message board UI Contain the additional functionality
to implement a message board on top of the ﬁle sharing plugin. The message board
can be used for local announcements, questions or any relevant notices. The message
board UI plugin implements UIs for composing and browsing messages.
Chat and Chat UI Implement distributed private and public conversations. In
the prototype, the chat was implemented as a separate plugin, but could be instead
written to use the share architecture. The UI plugin implements a UI similar to
Internet chats and the ability to switch between diﬀerent conversations using tabs.
Radar UI Visualizes the currently active users in the local network. Uses the
community plugin to access information about the current state. Figure 4.8 presents
an example. The view is updated when users enter and leave the network. The
rings represent the number of routing steps needed to reach other users in the mesh
network.
The users in the innermost ring are one hop away and can be reached directly.
The users in the second ring are in two hops distance, meaning that the devices
are outside the reach of a radio signal and the traﬃc is routed over other users.
The number of hops can be used to estimate the physical distance to the user. For
example, assuming that the reach of a radio signal was 50 meters on average, the
users in the second ring would be 50100 meters away. The distance also indicates
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Figure 4.8: The radar view showing present users.
the unreliability of the connection to the other users because routing traﬃc over
multiple devices in a dynamic environment increases transfer errors.
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5. SIMULATOR FOR LOCAL SOCIAL
NETWORKING
This chapter is a description of a simulation model and a simulator architecture
which are designed to be used for large-scale testing of social mobile applications.
5.1 Simulation ﬂow
The simulation ﬂow consists of diﬀerent programs that read input from a ﬁle and
write output to a ﬁle in a format that the next program can process. The parameters
and the immediate ﬁles are stored in a disk and encoded for example with bencode
or JSON. This way, it is possible to implement the programs in diﬀerent languages
or write new programs to analyze the data. Also, testing individual programs is
easier. Any part of the ﬂow can repeated multiple times in a reproducible way and
the immediate ﬁles can be archived for later examination.
The simulator provides a common interface, called Client API, so that diﬀerent
applications can be tested without modifying the simulator. The API gives state of
simulated world from the point of view of a single device and provides means for
the application to communicate over the simulated network.
Figure 5.1 presents the ﬂow of the simulation model. The direction of the ﬂow
is downwards. The left side presents the components that are speciﬁc to the ap-
plication. Because each application depends on diﬀerent social information, the
generation of social information can not be generalized. The components on the
right belong to the simulator. The most important components in the ﬁgure:
Map A vector map of the urban area where the devices are moving. For example
an XML map from OpenStreetMap.
Mobility generator A program that implements the mobility model. The gen-
erator takes the map information, analyzes it and writes movement patterns for all
devices into a ﬁle.
Mobility information Contains the movement patterns of the devices for the
simulator. The ﬁle can be be either generated with the mobility generator or with
any random mobility model, because it does not contain the map.
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Figure 5.1: The ﬂow of the simulation model.
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Simulator server A program that takes the mobility information and executes
the simulation. The applications and the server are connected together via Client
API.
Application-speciﬁc social generator Program that generates social informa-
tion for the application. The program can optionally use the mobility information
if the social model depends on the locations of the devices.
Application-speciﬁc information Input for the application being tested, for
example user proﬁles or behaviour patterns.
Applications One or more applications being tested. The applications do not
necassarily have to use input. Applications can report various statistics via Client
API, such as how succeful the application was or what kind of impact it had on the
user.
Results The simulator server generates a results ﬁle that contains statistics about
the network traﬃc and the application and allows correlating between them.
5.2 Simulator architecture
During a simulation, the simulator server and the applications are in diﬀerent pro-
cesses which are executed simultaneously. The applications connect to the server by
using Client API which is implemented over UNIX or TCP sockets. Having separate
processes prevents accidentally leaking state between the applications and allows the
applications to written in diﬀerent languages.
UNIX sockets are used for communication between diﬀerent processes that are on
the same machine, while TCP can be used to run the simulation on several machines
connected to LAN or Internet. This allows better scalability and the simulation can
utilize multiple CPUs and machines without any changes. This way, the simulation
can scale up to thousands of simulated devices by using a cluster of interconnected
machines. Figure 5.2 presents the architecture.
The server is a discrete event simulator (DES) which models everything that
happens in the simulation as a sequence of events on a timeline [18]. The server
maintains the state of the simulation, which consists of the simulation time, positions
of the devices and state of the network. Whenever the application needs to obtain
the current time or schedule an event into the future, it uses the API instead of the
operating system. This allows the simulation speed to be faster or slower than the
wall clock. All events have to be known advance, but in turn it allows the simulation
to quickly step from an event to the next.
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Figure 5.2: The architecture of the simulator.
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Figure 5.3: The user interface of the simulator.
The server has a user interface that shows the state of the simulation and a view
where the devices are located on the map. The applications can optionally have
user interface so that the simulation be tested with real users. Figure 5.3 shows a
screen shot of a simulation. The panel on the left shows statistics on the selected
device, and the view on the center shows positions of the devices on map and the
reach of radio. The smaller window on right is the UI of an application connected
to the simulator.
Figure 5.4 shows a screen shot of the mobility generator. The panel on the left
is used to modify the parameters of the mobility model, and the view on the right
shows the currently loaded map. The map view can be used to ﬁnd problems like
missing weights or errors in the path ﬁnder.
5.3 Client API
The Client API has methods to send and receive packets from the network, similar
to what a real device would have. The packets are treated as arbitary binary strings.
The applications should not exchange information directly outside the API and the
API is designed to discourage this. Also, the applications can report statistics on
how succeful the application was, and all statistics are included in the results ﬁle.
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Figure 5.4: The mobility generator.
5.4 Mobility information
The mobility information of a single device is presented as path. A path is a series of
tuples in the form (Time, Position), Time is a time and Position is a 2D coordinate.
During a simulation, the position and the speed of a device can be calculated with
linear interpolation between two subsequent track points. Before the ﬁrst point in
a track the device is stationary at the position of the ﬁrst point and after the last
point in a track the device stays at stationary at the last position.
Figure 5.5 shows an example of the tracks that two devices will travel. The devices
will become in proximity when the distance between the devices is less than the radio
range and distant when they move outside the range. Because all events have to be
known in advance, the exact time when the tracks will collide are calculated in the
beginning of a simulation.
5.5 Network model
5.5.1 Multi-hop ad hoc network
The network model is an high-level abstraction, which means that it estimates the
radio channel and network protocol using a model that behaves statistically similarly.
Using an abstract model makes the simulation much faster than using very accurate
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Figure 5.5: An example mobility scenario.
model and allows scaling up to thousands of devices.
The model is based on ad hoc mesh network which incorporates power-saving.
The network automatically formed between proximate mobile devices and other
devices participate in forwarding traﬃc by re-transmitting packets. This allows
packets to reach devices that are outside of the radio range of a single device. Packets
are sent to the network by ﬂooding in which all devices in the network participating
in forwarding the packets to maximize coverage and reliability of the transmission.
Figure 5.6 shows an example of a multi-hop ad hoc network.
5.5.2 Packet loss model
Unreliability of a radio channel causes packets to be corrupted or lost during trans-
mission. Unreliability is caused by the background noise, transmissions from other
devices and the decay of the signal over long distances.
The packet loss is modeled by probability of lost packet over a direct radio chan-
nel. Because modeling a radio channel is diﬃcult problem, a linear model is used
instead which is easier to conﬁgure experimentally.
The packet loss is calculated as follows:
Pdist(d) =

(Prel − 1) ddrel + 1 if d < drel,
(0− Prel) ddrange−drel + Prel if d > drel ∧ d < drange,
0 otherwise,
(5.1)
where d is the distance between the devices, drange is the maximun reach of a
transmission, and drel is distance where the probability is Prel. Figure 5.7 shows
the packet loss as a function of distance. The constants can be chosen so that with
transmission distance shorten than drel, the packet loss is minimal, but after drel it
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Figure 5.6: A multi-hop ad hoc network between mobile devices.
Figure 5.7: Packet loss as a function of distance.
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Figure 5.8: An example of multi-path packet loss.
starts to grow fast. Finally, the transmissions are not possible at all over distance
drange due to the signal disappearing into the noise.
5.5.3 Multi-path packet loss
Because packets are transmitted over multiple radio channels, the packet loss de-
pends on the number of forwarding steps and diﬀerent paths between devices.
Figure 5.8 shows an example of a multi-path packet loss. device A is transmitting
a broadcast packet to every other device. There are two path over which the packet
can reach device E, which increases the reliability of the transmission.
The packet loss over multiple paths can be calculated using inverse probability,
as the events that the packet reaches the neighbor devices can be treated as being




(1− S(x)(1− P (N, x))) (5.2)
Where P (x, y) is the packet loss between devices x and y, S(x) is the probability of
a packet to reach device x andM is the set of devices that are in the route. Because
this assumes that the probability for the route is known, the probability must be
calculated for each device starting from the sender and going outward.
5.5.4 Latency
Devices are asleep as much of time as possible to save power and the devices wake
up periodically to send and receive traﬃc. All the devices that wish to communicate
with each other must be awake at the same time in order to receive and transmit
5. Simulator for local social networking 32
Figure 5.9: An illustration of the power save cycle.
packets. The devices follow a periodic cycle where the wake up periods of the devices
are syncronized so that a device that wishes to transmit a packet can predict the
time when the other devices are listening to the radio channel.
Figure 5.9 is an illustration of the power saving cycle. The duration during which
the devices are awake is called the routing window.
A packet is forwarded one step further on each routing window. The latency of
a transmitted packet to reach a device is determined from the shortest path from
the origin to the device, or the smallest amount of forwarding steps. Dijkstra's
algorithm can be used to determined the shortest path to every device in a zone.
The simulation time of a delivery of a transmitted packet to a device is calculated
as follows:
t(N) = t− (t+ toffset) MOD tinterval + tintervalhops(N) (5.3)
Where N is the receiving device, t is the current simulation time, toffset is the
oﬀset of the routing cycle, trinterval is the routing interval and hops(N) is the smallest
number of forwarding steps from the origin to the device N.
5.5.5 Communication zones
Communication zone is the set of devices that follow the same power saving cycle.
The zones are as large as possible in order to the traﬃc to reach the maximum
number of devices.
Figure 5.10 shows an example of a zone change. In the beginning the two devices
are distant from each other but move in to radio reach after a while. The devices
will not see each other instance, because they are in diﬀerent cycle. There may be
two or more overlapping zones in the same place due to movement of other devices.
A device sometimes stay awake during the whole routing interval cycle to be able
to ﬁnd devices in other zones. If a device detects a larger zone than the zone it
currently belongs to, it tries changes to the new zone. The neighbors of the device
notice the zone change after a delay, and change to the larger zone as well until all
nodes have migrated to the largest zone. Figure 5.11 shows the merge of two zones.
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Figure 5.10: An example of a zone change.
5.6 Mobility model
Figure 5.12 presents the steps during the creation of mobility information. Map
information is ﬁrst preprocessed so that it can be used for the mobility model. The
model then creates a proﬁle for each simulated person based on the map information
and weights from a conﬁguration ﬁle. As the simulation can consists of multiple
days, a set of activities is chosen for each person on beginning of each day. Then,
a travel plan is created for each person for the day. Finally, the resulting mobility
information is written to a ﬁle, which can used in a network simulator.
5.6.1 Map information
The mobility model requires a vector format map where all positions are represented
by map nodes with a geographic longitude and latitude coordinate. A node can
optionally have extra information attached, if it represents a point that has relevancy
in the map. Such positions are called points of interest and are used to point the
locations of businesses, landmarks, etc. The nodes are also used as the vertices of
polygons representing relevant areas larger than a single point. Each polygon has an
associated type and the polygons can be used to describe buildings, sites, parking
areas, parts of a city and other features.
Roads and other travel paths are represented as polylines, which consists of the
map nodes. The type and the speed limit of each road is given as extra information.
The roads must be connected together by common nodes to form a road network,
which can be used to ﬁnd paths between diﬀerent location.
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Figure 5.11: Two communication zones merging.
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Figure 5.12: Steps during the creation of mobility information.
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5.6.2 OpenStreetMap
The prototype uses XML map information from OpenStreetMap. As of 2012, the
project has half a million users, who have entered over a billion coordinates [31].
Because OpenStreetMap is updated by volunteers, the map tends to be very
detailed in dense urban areas while having only the main roads in less populated
areas. As we are interested in simulating movement of devices in urban areas, the
map information is suﬃcient for the prototype.
5.6.3 Map preprocessing
The map information is preprocessed to be more suitable for path ﬁnding and cre-
ating proﬁles for the simulated persons. All geographic coordinates in the map
information are translated to a two-dimensional plane where the axes use the same
scale, e.g. 1 meter. This allows the use of simple vector arithmetic for faster com-
putation. The polygons are estimated with bounding boxes. The optimal bounding
box can be obtained by ﬁtting boxes with diﬀerent rotations around the polygon and
choosing the box with the smallest area. For each polygon with interest information,
a matching POI is created at the geographic center of the bounding box.
The bounding boxes are used to determine the polygon to which each POI belongs
to. This is done because POIs often point places that are inside a larger area, and
the models needs to know which POIs belong to which polygon. For example, shops
placed inside a building are treated as being inside the building. Bounding boxes
allow some degree of human error in case there are POIs that should be inside a
polygon but are placed outside e.g. a concave polygon. Each POI is treated to
belong to the smallest polygon that is at that position, because there are often
overlapping polygons. For example, in case a building is part of a larger property,
the POI is connected to the building. Also, the polygons representing city borders
and bodies of water are ignored in this step.
5.6.4 Simulated persons
The mobility model creates personal information for each simulated device using
the map information. For each person, a home is randomly selected from the all
buildings in the map, while ignoring buildings that have interest information, such
as shopping malls and oﬃce complexes. A weight is assigned for each building, and
the probability of choosing a building is the weight divided by the sum of weights
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where Abox is the area of the bounding box that represents the building, and
nbuilding is the number of interests that are inside the building. Thus, larger buildings
are preferred because they tend to have more people living in them, while a number
of POIs decrease the amount of living area. The exact position of the home inside
the building is randomly chosen from uniform distribution inside the bounding box
of the polygon.
The simulated persons represent average humans who have a single important
place the go to on daily basis, such as an oﬃce or a school, and spend a large
portion of the day at the same location. The place is chosen using a similar method
to choosing the home, independently from other persons. The available POIs in the
map are categorized by their type, and weights are assigned based on the category.
The weights are part of the conﬁgurable settings of the model. The weight for each





where Apolygon is the area of the bounding box of the polygon that the POI belongs
to, npolygon is the number of POIs inside the same polygon andWcategory is the weight
deﬁned for the category. If the POI does not belong to any polygon, default area
(Adefault) will be used. Larger polygons are preferred while the area is divided evenly
for each POI that belongs to the polygon.
Wdist is the weight factor of the distance. Home of a person is considered to be
the anchor point, from which the person travels to diﬀerent places and thus prefer
locations closer to home. It is calculated as
Wdist(d) =
(Wnear −Wzero) ddnear +Wzero if d < dnear,Wnear(dneard )2 otherwise, (5.6)
where d is the distance from home to the POI,Wzero is the weight at zero distance,
and dnear is distance where the weight is atWnear. The willingness to travel decreases
linearly inside the circle deﬁned by the near distance, which matches intuition. For
example, if dnear was 2 km, Wzero was 10 and Wnear was 1, the probability to visit a
close location would be 10 times the probability of a location 2 km away. The value
of the constants depend on whether the person is traveling with a car or walking.
After dnear the distance weight gradually decays towards zero, so that POIs outside
the near distance have at least a small probability to be chosen. When the distances
doubles, the weight is decreased to one quarter. The factor never reaches zero, so
far away locations are not complete ignored. Figure 5.13 shows the curve of the
distance weight.
The exact position to visit inside the oﬃce or the school is chosen using a Voronoi
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Figure 5.13: The distance weight.
Figure 5.14: An example of a Voronoi diagram of a polygon, used to choose a position
inside the polygon.
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diagram [2]. The space inside the bounding box of the polygon is divided to cells
around each POI. A cell is the area where the distance to other POIs is greater than
distance to the POI of the cell. The position to visit is selected from the uniform
distribution inside the cell. To avoid constructing a Voronoi diagram, the position
can be selected by randomly trying diﬀerent points until one is found that is inside
the correct cell. Figure 5.14 shows an example of a Voronoi diagram of a polygon
with three POIs.
5.6.5 Choosing interests
In addition to home and oﬃce, each simulated person has a set of interesting places
to visit after spending the day at the important location. People tend to have a small
number of familiar places to which they like to go. Each person has a predeﬁned
number of interests which are selected independent from other persons. For example,
each person could have 510 interests.
The interests are chosen using a similar method as choosing the oﬃce or the
school. The POIs are categorized and assigned with conﬁgured weights, and the
interests are randomly chosen based on the weights. The weights are calculated
using (5.6) with the diﬀerence that Wdist is calculated using the distance from home
or the daily place to the POI, depending on which of the distances is smaller. Once
people have traveled to the oﬃce or the school, the resist to travel to a place further
away from home becomes smaller. Also, this increases the probability of visiting
interests in the area between home and the oﬃce. Wcategory is adjusted to match the
willingness to visit an interest. For example, the weight of grocery stores could be
increased because people visit the shops daily.
5.6.6 Traveling
The simulated persons move between the locations by traveling along the roads. The
traveling happens either by a vehicle or by walking, depending on the distance and
whether the person has a car available. The map information contains the type of
each road, and the model conﬁguration gives the maximum travel speeds of diﬀerent
road types. The speeds limit depend on whether the person is traveling with a car
or walking. Impassable roads are marked by setting the speed limit to zero, for
example, to deny using a vehicle on pedestrian paths.
The persons move between two locations using the fastest route, determined with
A* pathﬁnder [17]. The cost function for an edge between two road nodes is the
travel time between them, calculated from the speed limit. The path ﬁnder must
also take into account the one-way roads and separate that can be present in the
map information. The path ﬁnder produces the same routes as a real navigation
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device would.
The persons enter and leave the visited locations using a direct path to the nearest
road node. The speed to enter and leave is set to very low, because it takes time to
enter a large building.
5.6.7 Daily schedule
For each day of the simulation and for each simulated person, a schedule consisting of
the visit to the oﬃce and to a randomly chosen set of the person's interests is created.
The number of interests to visit each day is selected using uniform distribution from
a predeﬁned range, e.g. 13. The exact positions to visit on each day are chosen
randomly using the same method as for selecting the position of the home.
After the interests have been selected, the total distance to travel on the day is
determined to choose whether the person walks or uses a vehicle to move between









where d is the total distance to travel on the day, and dwalk is the maximum
distance everyone would walk. Outside that distance, the probability of walking
halves when the distance to travel is doubled, matching intuition. For example, if
dwalk is 500 meters, the probability to walk 1 km would be 0.5.
The schedule consists of a sequence of visits with diﬀerent weights. Leaving from
home and coming back are represented as visits to home in the beginning and end
of the schedule.
The weight represents the proportion of time the person is willing to spend at
the location on that day. The weight of the oﬃce or the school is typically larger
than the weights of the visits to diﬀerent interests. In case the weight unit was
approximated to be 1 hour, the weight of an interest could be 1 and the weight
the oﬃce would be 8. Longer visit can be divided to a sequence of shorter visits to
model the movement inside a building during the day.
The path ﬁnder is used to determine the shortest path and travel time between
the positions in the schedule. Then, the travel time is subtracted from the total
time available for the day. The remaining time is divided to traveling and diﬀerent
visits based on the weights. The time when the day of a person begins is randomly
selected from a uniform distribution to avoid everyone traveling at the same time by
increasing the variation of the visiting times. For example, each person could leave
between 6:00 and 7:00 in the morning and have total of 16 hours time available,
including traveling.
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Figure 5.15: An example schedule of a simulated person.
Fig. 5.15 shows an example of a schedule. The person visits two places during
the day: The oﬃce or the school and one randomly chosen interest. The visit to the
oﬃce is divided into two visits with diﬀerent randomly chosen positions, to represent
changing the position around lunch time.
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6. EVALUATION
This chapter presents the evaluation of Proximate with real user trials and compares
the results to the simulator.
6.1 User trial
In the user trial each participant was given an N900 device with the prototype
application pre-installed. The members were recruited using a web form asking for
basic details of the person and a list of friends. Friends were identiﬁed by their
email addresses, which were then used to advertise the trial and to ﬁnd connections
between the applicants. The participants were selected from students and staﬀ
members who actively spend time in the same buildings at TUT campus and already
had some common friends (social networks).
User and technical feedback were continuously collected by automated logs, sep-
arate feedback application, online discussion forum, IRC channel and interviews.
The applications on the devices were automatically updated and the logs were up-
loaded to a server when the device was connected to the campus-wide infrastructure
WLAN. Figure 6.1 shows how the new versions spread among the participants.
Table 6.1 shows the results of the feedback collected during the trial. The ﬁrst col-
umn is an application feature, and the second is the proportions of 218 participants
who selected the property as being one of the best three features of the application.
Over a half othe participants named locality as the most important feature. Of
these people, 36% named the radar view and 46% of the participants reported that
Table 6.1: Summary of three best properties in the prototype application.






Easier to meet new people 12%
Zero price communication 9%
Message board 8%
Sharing information with others 7%
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Figure 6.1: Distribution of installed versions of the prototype application on each day of
the user trial.
conversations are one of the best properties. 13% of these participants speciﬁed
that chatting with unknown people is especially important. 12% speciﬁed that
community wide chats are important. 9% speciﬁed that chatting with friends is
important. 6% speciﬁed that chatting in the same physical event (for example,
lecture) is important. 5% speciﬁed that chatting in private is most important.
The private and the community conversation are the most important application
features in Proximate. The lack of reliability in networking protocols caused 28% of
users to complain in feedback, especially about chat.
6.1.1 Technical evaluation
The devices logged information about encounters during the user trial. Figure 6.2
presents the number of times a user has encounter another user each day of the
user trial. The trial started on Monday, and the weekends are clearly visible as less
active periods. In the beginning, some of the users encountered almost all other
devices. The startup meeting held on the 8th day is also clearly visible as a spike.
On that day, each user encountered on average half of the other participants. The
long weekend on the third week caused the ﬁrst longer inactive period, after which
the activity stabilized to a lower level for the rest of the trial.
The logs were used to analyze DTN in local social networking. The reach of
information from a single device can be extended by delay-tolerant communication,
where other devices participate in carrying and replicating messages between users
that have no direct contact. The analysis was done with a simulation reusing the trial
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Figure 6.2: The number of other users each user has encountered on each day of the user
trial, on average and at maximum. The highest possible count is 249.
Figure 6.3: The average number of indirectly reached users on each day of the user trial,
on average and the maximum. The highest possible count is 249.
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Table 6.2: Distribution of diﬀerent actions an average user performed during the user trial.
Feature Number of times used
Send a conversation message 88.6
Download a shared ﬁle 4.6
Create a new share (incl. messages) 2.9
Publish a new message 1.3
Direct upload of a ﬁle 0.4
data. It was assumed that the devices exchanged every message on each encounter.
Figure 6.3 shows the number of indirectly reached users on each day of the user
trial. The number tells how many other users would receive a message during a
24-hour period after being published. The ﬁgure indicates that DTN improves the
reach of information by having on average twice the number of reached users when
compared to direct communication. The average reach is also almost as high as
the maximum reach during the ﬁrst three weeks when almost every device were
reachable.
Table 6.2 presents the number of times diﬀerent actions were performed during
the user trial. The ﬁrst column gives the feature, and the second the number of times
a user invoked the feature. As the chat was implemented in a plugin independent
from the share system, the number is presented separately. Publishing a message
implies creating a new share, and the number of created shares includes published
messages.
The prototype had the ability to directly upload ﬁles to other users, without ﬁrst
sharing the ﬁle. The numbers do not include unsuccessful attempts, and many of
the actions failed due to the wireless multi-hop communication. The upload and
download numbers also include attempts that failed in the middle of the transfers.
The most commonly used feature was sending a message, and an average participant
sent almost one hundred messages using Proximate during the trial.
Table 6.3 shows the diﬀerent ﬁle types that were transferred, identiﬁed by the
ﬁle extension. The ﬁrst and the second columns represent the ﬁle extension and a
description, the third column gives the number of times a shared ﬁle was downloaded
and the fourth column shows the number of times a ﬁle was directly uploaded to
another user. Sharing copyrighted content, such as commercial music and videos,
was denied during the trial.
The most often transferred ﬁles were pictures in JPEG format, such as the pho-
tos taken built-in camera in N900. The second most common ﬁle type was mp3,
which is the most common format for storing digital music. MPEG-4 ﬁles were also
transferred often, most likely because it is the format in which videos taken with
the N900 are stored. People also used the prototype to exchange software packages
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Table 6.3: Distribution of ﬁle name extensions that were downloaded and uploaded during
the trial.
Suﬃx Description Downloads Direct uploads
jpg/jpeg Picture (from a camera) 540 46
mp3 Music and audio 208 19
mp4 Video 167 9
aac Music and audio 102 1
png Image and graphics 44 7
deb Software package for N900 37 2
3gp Video taken with N900 22 0
pdf PDF-document 9 1
nes Nintendo ROM image 7 2
avi Video 7 0
html Web page 5 0
and ROM images for a Nintendo simulator between the devices.
6.1.2 What was learned
Many of the participants complained about reliability of communication during the
user trial. Network packets were sometimes lost, which caused chat messages not to
reach other people, which participants found annoying in private chats. The users
often had to repeat what they said to get the message over.
The underlying WLAN mesh network did perform retranmissions, but it was
found that they were not suﬃcient when the devices became unreachable for a
longer periods of time. The share system was improved by adding acknowledges,
and distributed a new version during the trial. An icon was included next to a chat
message in the user interface to indicate state of delivery.
Another problem with is that information can disappear at any time. When the
user wants to download an interesting shared ﬁle, it might be already gone from
the network. This can be solved by automatically downloading contents when it
becomes available. The user could subscribe to content in advance by entering a set
of keywords of interest. When a shared ﬁle matching a keyword is found, it would
be automatically downloaded and the user would be notiﬁed.
Subscriptions depend on the user knowing the exact keywords that might be
interesting before hand. This is against the requirement of serendipity, where the
application can suggest new interesting content that the user was previously unaware
of. A better alternative would be use learning methods to evaluate how interest-
ing available content is. The user could direct the learning by giving feedback on
suggested content.
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Table 6.4: Mobility model parameters
Parameter Symbol Value
Weight at zero distance Wzero 10
Weight at near distance Wnear 1
Near distance, vehicle dnear 10 km
Near distance, on foot dnear 2 km
Walking distance dwalk 1 km
Default area Adefault 36m2
Enter/leave speed - 1.0 m/s
Number of interests - 10
Interests to visit - 1  4
Number of nodes n 250
Day length - 16 hours
Day begins - 6:00  7:00
Number of days - 5
Nodes with a car - 50%
6.2 Simulations
The behavior of the mobility model was compared to a user trial. Data collected from
the pilot was analyzed to determine which devices were connected at any particular
time. A period between the midnights of Monday and Friday from the third week
of the trial was used for comparison.
The mobility model was conﬁgured to use the map of Tampere from Open-
StreetMap. The model was adjusted to match the participants of the user trial.
The number of nodes to simulate was set to 250, and length of the simulation was
5 days. The weight of the interest presenting the campus was increased so that the
nodes would visit the campus often. The campus is located 10 kilometers from the
city center, and while many participants reside near the university, others commute
daily from other parts of Tampere. It was assumed that 50% of the participants
owned a car. Table 6.4 shows the simulation parameters.
A simple simulation tool was created to record the encounters from the mobility
patterns. The simulator plays back the movement according to the given paths and
simulates peer discovery between the devices. The simulation happens in 10 second
intervals, and every device sends a single discovery packet on each step. The devices
that receive the packet are considered to be visible. Multi-hop networking or DTN
were not included in the simulation.
The simulation tool applies a simple packet loss model, which is modeled after
IEEE 802.11 WLAN with at the lowest data rate of 1 Mbps [36]. The length of the
discovery packet is 500 bits. Table 6.5 lists the radio parameters.
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Table 6.5: Radio parameters
Parameter Symbol Value
Transmitter power Pt 15 dBm
Signal loss Lc −20 dB
Background noise N0 −84.4 dBm/MHz
Frequency f 2.4 GHz
Bit rate Rb 1 MHz
Bandwidth B 20 MHz
Packet length l 500 bits
6.3 Analysis
The encouters from the user trial were compared to the data gathared from the
discovery packets of the simulation. The interval between subsequent encounters
and the duration of the encounters gives information on how strongly the nodes
are connected [25]. The distribution of intervals indicates how often two nodes
can exchange information. The more often the nodes encounter, the faster new
information will spread which can be important in social applications. There can
be a set of nodes which encounter often and a long tail of nodes that may encounter
just a couple of times. Especially in DTN, the ﬂow of information depends on the
encouner patterns of all nodes.
The duration of the encounters deﬁnes how the information is exchanged. Short
encounters require fast synchronization of information while longer encounters allow
session-based communication, such as chatting and browsing shared content. Longer
encounters are also needed to transfer large ﬁles.
Figure 6.4 shows the cumulative distribution of time between subsequent encoun-
ters of node pairs. A node pair is an unordered combination two diﬀerent nodes.
Thus, the number of node pairs for n = 250 nodes is n(n− 1)/2 = 31,125.
The distributions from user trial and the simulation follow the same shape. The
proportion of encounters that have interval of over 1.16 days (100,000 s) have the
same distribution, but below that the intervals are longer in the simulation than in
the trial.
Figure 6.5 shows the cumulative distribution of the duration of encounters be-
tween node pairs. In case a node has multiple encounters active at the same time,
each are counted separately.
The distribution is the same for the user trial and simulation for durations in
range of less than 16 minutes (1,000 s). For longer durations, the simulation tends
to produce longer encounters than were observed in the user trial. The longest
encounter in the simulation and in the trial was 14 hours.
Figure 6.6 shows the distribution of number of other nodes a node has seen
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Figure 6.4: Cumulative distribution of time between subsequent encounters of node pairs.
The horizontal axis gives an interval in seconds, and the vertical axis gives the proportion
of encounters which were longer apart than the interval.
Figure 6.5: Cumulative distribution of the duration of encounters between node pairs.
The horizontal axis gives an encounter duration in seconds, and the vertical axis gives the
proportion of encounters that were longer than the duration.
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Figure 6.6: Time distribution of encountered nodes. The horizontal axis gives a number
nodes, and the vertical axis gives the proportion of time that many nodes were in proximity.
on average. Most of the time the nodes were alone, which is the highest spike
in the graph. Nodes in the simulation tend to see more nodes in proximity and
the maximum number of nodes seen was smaller than in the trial. This may be
explained by the use of multi-hop routing in the user trial, which increases the




This thesis deﬁnes the requirements and use cases for social applications that use
local communication. Because of the opportunistic nature, the application should be
always active, automatically discovering new contents with small impact on battery
life. This can be accomplished by minimizing the required network traﬃc. The
application should implement cryptography to secure the users' private information.
To account for future popularity, the application should be scalable and allow the
communication protocols to be extended.
This thesis also proposed a design to implement the use cases. The design does
not require any particular communication network but can beneﬁt for having power
saving mode that increments the battery life at the cost of increased latency and
smaller throughput. When required, a higher throughput can be obtained by switch-
ing to ad hoc WLAN or similar between the devices.
Sharing of information is uniﬁed into a single share architecture, where the same
data format is used for diﬀerent types of shares. A share has an optional text
content and can have ﬁles attached. The shares can be linked to form continuous
conversation chains and small shares can be automatically replicated to increase the
reach to a larger area using DTN.
Findings from the trial reports local conversations as the most important use case
of the application. The trial analysis show that DTN almost doubles the average
reach of published information.
Future research topics were raised by the design social application and user trial.
First, we need a method for automatically learning user preferences to screen and
suggest content. Second, we need to develop a distributed database for optimizing
the traﬃc load when replicating content. Third, new use cases and user trials should
be developed.
7.2 Simulator
The simulation model presented in the thesis can be used to quickly evaluate pro-
totype applications that use direct communication between mobile devices. The
model gives more accurate results over previously used random models because it
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simulates the behavior of average people commuting between home, oﬃce and inter-
ests either by walking or using a vehicle. The model uses weighted random selection
to match the intuition of how people are likely to behave. The model was compared
against mobility behaviour gathered from a user trial, where it was found out that
the model matches the average person living in an urban environment.
Another advantage is that the conﬁguration of the model happens a high level
instead of requiring each simulation person to be conﬁgured individually. This allows
comprehensive testing in multiple diﬀerent scenarios can be carried out by adjusting
the parameters.
In the future, the model could include the social network between persons and
use the relationships to increase the the probability of people visiting the same
place at the same time. People often use public transportation to travel in urban
environments, and the path ﬁnding can be made more accurate by including real
time tables and routes of public transportation.
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