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Avant- propos 
Les connaissances acquises sur la rnacrogénération, ~uire au précéd ent 
m é 111 o i r e , o n t m i s e II é v i d e n c e l a 1 e n t e u r d es ni a c r o g é n é r a t e u r s . 
Notre o b jec t if de bas e est d'étudier les causes de cette le nteur afin 
de voir dans quelle mesur e elle es t inh é r ente à leur principe même ou si, au 
contraire, il ne serait pas possib le d'y reméd ie r . 
Après une brève introduction à ce p roblèm e généra l, tro p aste pour 
un simple travail de fin d'études, n ou s abord er ons un de ses aspects particuli e rs 
la r e c o n n a i s s an c e d c m a c r o ré f é r e n ce s p a r n o m s d i s t ri b u é s ( T e rn pl a t c M a t ch i ng) . 
Le cor ps de notre mémoire consistera en une proposition d'extension à 
un macrogénérateur ex i stant (Stttge 2 ) permettant d'utiliser un a l gorithme de Tem-
plate M.1tching plus efficient, tout en conserv Jn t sa souplesse d'utilis ati on, voire 
même en l'augmentant . 
Da n s le texte, no u s avons adopté les c onv e nti ons s u ivantes : l es ap-
pellations " Macrogénérateu r à but s multiples" e t "1._emp lat e Ma tchin g " se ront rem-
placées par les abréviations "GPMG" (Qeneral _Eu rpo se Macro Q enerat or) et "TM". 
• 
1. 1 
1. Introduction 
1.1 Principe de la- macrogénération 
1.2 Evolution de la conception de la macrogénération 
1. 2. 1 Macroassembleurs 
1. 2. 2 Macrogénérate urs à buts multiples 
1. 2. 3 Macrogénérate urs à buts spécifiques et extensions aux macrogéné -
rateurs existan ts 
1.3 Avantages et inconvénients des macrogénérateurs 
J.. ~ 
1,1 Principe de la macrogénération 
Un macrogé n érate u r prend en considération un texte sou rce et produit un 
texte objet. Cette transformation s'effectue su r un principe de RE MPLACEMENT. 
·, 
Rappelons que le macromécanism e dirigeant la généra tion consiste à re-
connaftre une macroréférence dans le texte source analysé, à ide ntifier la macro-
définition invoquée (la procédure de transformation), à pass er les ar gum e nts et à 
évaluer le texte de remplacement . 
Il n'y a donc génération que s'il y a macroréférence et le texte généré rem-
place généralement cette macroréfére nce dans le texte obje t • 
..,.- L A' L , / / 
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d""-"- ..... èC.,.c:,;..,,si-.,_.,,Jo~~ 
0-----------0 
Q 1~ 
0------------·o 
1. 2 Evolution de la conce ption d e la macrogénération 
1.2.1 Macroassembleur s 
Ils fure nt les premiers à utiliser un principe de rempl acement. 
Le macromécanisme consistai t en une simple règl e de recopie textuelle 
après passage d'arguments. Cette r èg l e pe rmettait une manipu latio n plus aisée des 
fonctions systèmes (I/0 • •. ), mais la macrodéfinition restait l'ap anage du système. 
Il s 'a gissait d'une extension prédéfinie du répertoire d'instru ctions du l angage d'as-
semblage. 
fr~..-.}hot~e 
S'J'-boJ:ë'{lle 
~---t> 
----•· 
Très vite, on prit en consi d éra tion le "macro-tim e", l ' utilisateur pu déf i n 
ses propres macros la règle de re copie étant toujours de rig ueur. 
1. 3 
1 . 2 . 2 :_ 1 ~c i_ o g é ..!:1 é_r ~t ey ~_;; _à _ b _!:! t ~ _t]_l !:!_ l .U eJ e2 _ 
P l u s tard, l e prin c ip e d e rempla ce m e nt · fut i sol é d e l' assem bla g e , ce 4u 1 
don na l es pr e mi e r s macrog é n é r at e urs à buts multipl es (GPM G ). 
tc.xh~ 
$.:),h~~ • 
p-i,s C:.•"' '"4C 
sh:~. 
• 
P a rall è l e ment au développement des GPMG apparais s ait la notion d e c omp i -
l a t e ur e t d e langage de haut niveau , riche s en nouv e aux prin c ipe s . 
I l e n découla que l e "macro-time" bén é ficia g é n é ralement des not i on s d e 
va r iab l es , d e te st s et de bran c h e ment s , de calculs et d'itérations des lan gag e s de 
ha u t nivea u. 
Q uant aux langages d e haut niveau, on leur adjoignit le princip e d e r e m-
pla c eme nt c r é ant ainsi la gamme des macrog é n é rateurs à buts spécifiques ( Sp e c ial 
Purp o s e }.[acroGenerator) 
1 . 3 Ava ntages et inconvénient s d e s macrog é n é rat e urs 
Sur le plan vitess e de traitem e nt, on constate que les macrog é n érateu r s sont 
c onsid é ra blement plus lourds que les compila t eurs, à un point tel que ce d éfaut peut 
par a ftr e ré dh i bitoire pour la majorit é des applications. 
O n peut cependant se poser la question de savoir si ce défaut est i nh é rent 
aux prin c ipes des macrog é néra t eurs. Sans pouvoir enco re r é pon d re à c e tt e qu e stion, 
no u s pe ns o ns qu'il e s t possible d'améliorer c o nsidérabl e ment les p e rfo rma n c es sa n s 
n u ire aux avantages off e rts à l'utilisateur. 
U n e première analys e nous a conduit s aux remarques suivant e s 
a ) la m ac rogén é ration es t simple e t é léga n te dans son prin ci p e . Ce lui - ci pr é s e n t e 
une c e r t a i n e g é néra 1 i té : supposant peu de chos e s, i 1 possè d e n é anmo i n s un d om ai n <! 
t hé ori q ue ét endu d ' appli c ation. 
Cepe n d a nt, d a ns ce rtains macrog é nérat e ur s , l a volonté de n'utilis e r qu e l e pri ncipe 
d e r e mp la c: em e nt à l'exclusion de tout autre, c onduit à la fois à un m a n 4u e de sou-
p l e ss e et d' e ffica c it é . 
N ou s rappelons à cet e ffet l e long détour n é cessair e pour génér er un si m pli.: 
lF e n G PM à l'aid e d e ce princip e . 
1. 3. b 
IF X;: y then V ELSE w 
(X et , Y étant des _strings quelconques) 
Pour effectuer une telle instruction " at macro-time", la macr or é fér ence 
e t 1 e s m a c r o d é fi n i t i o n s s u i v ·a n t e s d o i v e nt ê t r e p r é s e n t é e s : 
-#: X, .#- DEF, X, ..:::::. V>- ; :tj::. DE F , Y, <. W > ;; 
Rappelons qu'en GPM, le préfixe "# " indique le début d'une macroréféren -
ce; suivent le nom identifiant la ma c rodéfin i tion appelée et, enfin, l'ensemble des 
paramètres séparés par une virgule. 
Les macrodéfinitions présentent le form at suivant 
;#-D EF, nom - de - macro, <corps - de - mac ro); 
Le délimit eur ";" indiquant la fin d'un e macroréférence ou d'une macrodéfi nition. 
Rappelons que les paramètres sont évalués avant g é nération, ce qui va per-
mettre l'ex écuti on du "IF" 
1. Le préfixe ":tt X" est reconnu et constitue un appel de macrodéfini tion. 
2. L'évaluation du premier paramètre implique l 'acceptation d'une nouvelle dé-
finition de nom "X" et de corps"V'; 
3. Le second paramètre indique une macrod éfini tion de nom "Y" et de corps "W': 
4. Une fois l'indicateur de fin de macroréférence rencontré, la généra tion com-
mence. On parcourt la table des noms en débutant par les plus récentes macrodéfi-
nitions. 
Si X est lexicographiquement identique à Y, W est donc généré; sinon , ne . 
pouvant plus être identique qu'à lui-même, V est considéré. 
5. Les macrodéfinitions passées comme paramètre sont alors supprimées des tables 
et 1 e m ac r o g é né rate u r poursuit l ' an a 1 y se du source à 1 a ligne suivante. 
1. 4 
Pour "exécuter" un simple "IF'' par le princ ipe de r e mplacement, 11 fallut 
faire appel à la définition dynamique de macro 5 qui est toujours d'un emploi très 
peu naturel. 
b) Comme les m _11crogénér11teurs sont in terpr étati fs en ce se ns que, lors d'une 
génération, non seulement le texte source est analysé pour y détecter les appels de 
macros, mais le corps des macrodéfinitions est lui aussi interprété à chaque appel, 
·on conçoit aisément à quelles pertes de performances ce mécanisme peut conduire, 
surtout si la macrogénération peut être effectuée récursivement - ou même itérati-
vement . 
C'est dire aussi que l'adjonction de certains principes, propres aux langag es 
de haut niveau, à celui de 111 macrogénération fut pour une part dans la perte en 
efficacité des macrogénérateurs. 
c) Dans le but d'augmenter 111 souplesse d'utilisation, certains système s ac-
cept ent que les macroréférences de l'utilisateu r puissent prendre des formes très di-
verses. Cela conduit à l'emploi d'algorithmes de reconnaissance très généra ux donc 
très lents . 
Dans la plupart des langages de ·• haut niveau, au contr-aire, la rigidité de 
la syntaxe permet l'emploi d'algorithmes et de techniques d'implémentatio n très 
spécif iques (tables de précédence, par exemple), donc plus rapides. 
Puisque ce sont, néanmoins, les macrogénérateurs offrant la plus grande 
libert é quant aux formes syntax i ques des app_els de macros qui présentent le plus 
d'avan tages à l'utilisateur au n i veau de la souplesse (par exemple, ML/1 et Stage 2), 
nous t~cherons de tenir compte de cette remarque. 
d) Enfin, l'objectif de construire des GPMG a le plus souvent cond uit les implé-
menteurs à considérer le texte source comme une simple suite de caractères. Cett e 
façon de faire prive le macrogénérateur d'informations qui pou vraient lui être pré-
cieuses pour son efficacité . 
Le point (a) .. cité ci-dessus, est d'ores et déjà assez nettement dé pas-
sé par beaucoup de macrogénérateurs qui offrent à l'utilisateur la possibilité d'u ti-
lise r d'autres mécanismes que la simple expansion proprement dite. 
Quant aux autres points que nous avons soulevés - et bien d'autres: sans 
dout e - , il nous semble qu'une étude app rofondie reste à faire. Dans le cadre d'un 
mémo ire, nous avons bien été obligés de nous limiter. 
1. 5 
Partant d'un subset du GPMG, conçu par Monsieur B. Pirotte (l) nous avons 
abordé un aspect particulier des points (c) et (d). Ces deux points sont effective-
ment liés, dans un tel macrogénérateur, dans la mesure o ù ne fournir au macrogé-
n é r a t e u r , a u c u n e i'n d i c a t i o n c o n c e r n a n t 1 e s i n t e n t i o n s d u p r o g r a m m e u r ( e n c o n si d é -
rant le texte source comme une simple suite de car actères) est d'autant plus nuisi-
ble aux performances que les structures syntaxiques possibles sont plus complexes. 
Not r e t r av ai 1. s e 1 i mi te ra don c à une e x péri en ce : p a r tant d ' u n G P M G 
existant et offrant une grande souplesse dans la syntaxe des appels de macrodéfini-
t i o n ( n o m s d i s t ri b u é s o u T e m p la t · e s ) , t e n t e r d ' y a d j o i n d r e u n o ut il p e r m e t t a nt à 
l'utilisat eur de fournir au macrogénérateur des indications sur ses intentions, de 
fa ç o n à lu i fa c i 1 i t e r 1 ' a n a 1 y se . Et c e , t o u t e n n e d i m i n u an t p a s , , 1 a s o u p l e s s e d ' e m -
ploi, voire même en cherchant à l'améliorer. 
(1) Nous avons pris cette implémentation comme base de travail puisque, d'une part, 
nous désirions implémenter, au départ, le macrogénérateur étendu sur le modular 1 
de 1 'Université de Warwick (projet qui dut être abandonné par manque de place) et 
dès lors, nous étions tenus de l'écrire en BCPL: et que d'autre part, ne nous inté-
ressant pas aux problèmes fondamentaux d'une implémentation, nous avons évité de 
travailler sur l'implémentation de Stage 2 conçue par Poole et Waite, car elle 
fonctionnait par Boot Strap. 
Nous reporterons fréquemment le lecteur à la définition de métalangage Stage 2 
qu'il trouvera dans 
"Th e Stage 2 macroprocessor user reference manual" de MMr P.C. Poole et W. M. 
Waite. 
2 . 1. 0 
2 . Proposition d'amélioration d'un macrogénérateur et sa réalisat i on 
2.1 lnefficience de l'algorithme de T. M. 
2.2 Macrogénérateur étend u 
2. 3 M a nue 1 d e ré f é r en c e d u m a c ro g é n é r a te u r S ta Je 2 é te n du 
2.4 I m p 1 é m enta t ion / 
1 , 
2. 1 lnefficience de l'algorithme de T. M. 
2.1.1. Macroréférences pures (sans paramètre) 
2. 1. 2. Passage de pa r amètres 
2 .1. 3. Conclusion 
-
1 
! 
· I 
1 
2.1.2 
2.1 Inefficience de l'algorithme de T.M. 
Nous allons présenter en . un court exemple le fonctionnement de l'algo-
rithme de T. M. 
Lors de l'analyse du texte source, le macrogénérateur possède un réper-
toire de templates. 
Supposons le répertoire et le texte source suivant 
Ligne 19 -
20 -
Source Répertoire 
Template 9 -
10 -
21 - STOP . 
22 - STORE. 
23 - PRINT ABCDE IN HEXA. 
24 - PRINT INABCDEFGH. 
11 - PRINT' IN DEC. 
12 - PRINT' IN HEXA. 
13 - STOP. 
14 . -
25 -
Il t 11 
J /1 i;...J..7,,._ ..t... ~CA. JI,, 1"1M,wt' · ~-IN~·~... -e:.. {uv o1 'e4,. v;-, {&"""-
Le but de l'algorithme e -st de détecter les macroréf_érences, 
15 -
en extraire 
les paramètres actuels et communiquer ceux-ci aux routines d'expansion. Aussi, 
chaque ligne est considérée comme une référence possible et comparée lexicogra-
phiquement aux templates du répertoire. 
2.1.1 Macroréférences pures (sans paramètres) 
-----------------
La ligne 21 concordera avec le cliché 13. Par contre, pour la ligne 22, 
l'ensemble du répertoire est parcouru en pure perte. 
Dans un cas, comme dans l'autre, un certain nombre de templates, selon 
la représentation interne du répertoire, s c11 t proposé.sinutilement,C1 ) Ces tests se 
terminent souvent par la discordance du premier caractère. Mais un préfix e 
peut être commun à la ligne source et au template (préfixe "STO", dans 
"STORE" et "STOP"), ce qui contraint !'.' algorithme à poursuivre. 
(1) En Stage 2, les templates sont triés selon leurs préfixes communs. 
2. 1. 3. 
2.1.2 Passage de paramètres 
Si la macroréférence contient des paramètres, le macrogénérateur doit cr éer 
les relations : 
Paramètre formel i Paramètre actuel i 
Testée à l'aide du template 11, la ligne 23 présente le préfixe désiré 
"PRINT". L'algorithme est informé de l'existence d'un paramètre par la présence de 
l'indicateur " ' " dans le template. 
Le paramètre actuel est supposé de longueur "O" et le suffixe "IN DEC" est 
proposé avec c ertains aléas qui retardent l ' abandon du t e mplate 11 : un préfixe "I N", 
dans le suffixe "IN DEC", peut être reconnu dans le paramètre actuel " ll!fABCDE ,G ." 
mais non pas l'entièreté du suffixe désir é . 
La longueur supposée du paramètre est incrémentée à chaque test négatif. 
D ans notre c as, 1 • al go rit hm e sera amené à poser une 1 on g u eu r de 9 et r e con na ftr a 
à cet instant l'indicateur de fin de ligne. Comme le caractère sous-test dans le 
te mplate ne lu i correspond pas, n'ayant plus de caractères disponibles, l'algorithm e 
reprend la ligne avec l'élément suivant du répertoire et obtient finalement un suc-
cès total. 
En ce qui concerne la dernière ligne source (24) tous les éléments du ré-
pertoire sont testés, avec, si nécessaire, les hypothèses de longueur - en pure 
perte. 
Remarquons que si le template contenait plusieurs 
travaillerait selon les règles suivantes : 
" ' " (1), l'algorithm e 
Règle 1 : Le premier paramètre actuel est supposé de longueur "O" et la règl e 2 
lui est appliquée. 
Règle 2 - Si l'incrémentation de la longueur supposée du paramètre ( m } 
(1 ~ m :Sn) permet la reconna i ssance dans l a ligne source du 
s t ri n g ( m. + 1 ) 1 e s é p ara nt d u p ara m è t r e ( m + 1 ) , c e de rn i e r r eç. o i t 
une longueur "O" et l'on reprend la règle 2. 
- Sinon, l'indicateur" " est atteint dans la ligne source et le 
template en cours est abandonn é . 
(1) Nous adoptons pour les templates la forme conve ntionnelle 
/ 
string(l).__ _ __, string( 2 )" .. -· - · 
î 
string . 
(m) 
param(l) 
-
Donc, pour chaque paramètre, le même travail laborieux reprend au décri-
ment de la rapidité du macrogénérateur. (Remarque : certaines ambigu1'tés peuvent 
même se présenter. Par exemple, il est généralement impossible à l'utilisateur de 
flôlSS èr, Pour un paramètre actuel le string aui · le sépare du p aramètr e (m) ' (m + 1) ' · 
ac tuel suivant : ( m + 1) 
Soit h macroréférence 
et le template 
ABBEFC. 
A' B' C. 
Le premier paramètre formel sera supposé vide et le second paramètre for-
mel reprendra les deux paramètres actuels concaténés. 
Po ur l'algorithme la ligne se découpe comme ceci : 
A LJ B I B E F/ C. 
et pour l'utilisateur : 
A L!_j B c. ) 
2. 1 . 5 
Lors d'une macroréférence l'algorithme ne peut sélectionner directement l e 
bon t e mplat e, mais surtout, il ne dispose pas d'une information suffisante en ce q ui 
concerne la délimitation des paramètres actuels. 
Sous un certain point de vue, un template n'est rien d'autre que la définition 
d'un contexte permettant le passage des paramètres actuels et dans lequel l'indicateur 
de paramètres formels est une information pauvre que l'on pourrait associer à un pré-
dicat d'existence;ou en terme de BNF, à un "non-terminal" auquel nulle règle de pro-
duction n'accorderait une structure autre que celle de strings de longueur indéterminé e 
et de composants quelconques. 
Une séri e de te s ts pourtant simples, se multiplient annihilant l'eff i cacit é d e 
l'al gori th m e . 
r~ 
1,1. t 
, 
2, 2, 1 
2. 2 Macrogénérateur étendu 
Nous venons de montre r l'inefficacité inhérente à l'algorithme de TM. Finalem ent , 
cette inefficacité est cons~quente aux deux pri_ncip e s sous-jacents à l'algorrithm e , 
1, Le texte source est perçu comme un ensemble de. strings. 
2 . Les macroréférences se présentent sous l'une des formes définies par les noms 
distribués. 
Dans un compilateur, les tests sont plus complexes mais moins nombreux : il 
existe un ensemble de règles permettant de sélectionner très tôt, dans l'analyse d'une 
instruction, un nombre restreint de possibilités . 
La différence réside donc au niveau de l' en vironnement dont ce lui -c i dispose: 
tabl e de p ré céd e nce d'opérat e urs, d esc ription grammatic a l e , déclaration, .. . 
2 • 2 • 1 P a s s a g}! d e s _p ar a m è tr e s _ 
Les paramètres actuels jouent souvent un rôle particulier lors de l'anitlyse 
d'un problème : ils ne sont généralement pas perçus par l'utilisateur comme de simpl es 
strings, mais comme des objets appartenant à certaines classes, comme des êtres d'un 
certain ty-pe. 
Dès lors, ne peut-on pils permettre à l ' utilisateur de décrire ses classes de 
,i c., Cf"" ), ,,.. ....... 6'..., .. ,,.. 
fa ç o n\~ fë n t i r e p r o fi t p o u r 1 i m i t e r 1 e s t e s t s i n ut i l e s ? 
Cette idée nous a conduits à imaginer des classes de paramètres actuels. 
Nous pro p o s o n s d e r e m p la c e r, d an s s on te m p 1 a te , u n i de .nt i fi c a te u r d e p ara m è tr e 
formel par une référence à une classe. A cette classe serait associé l'ensemble d es 
par am è tr es ac tue 1 s pou v Il nt a pp ara ft r e pour ce par am è tr e forme 1 précis dans ce te m p 1 at e . 
Nous devons donc fournir à l'utilisateur la possibilité. 
• 1. de définir le contenu des classes de pitritmètres actuels 
2. d'indiquer dans la d éfi nition d'un template les clitsses auxquelles doit appartenir , 
chacun de ces paramètres . 
{
3. 
4. 
de déclarer des classes de macros. 
de référencier la clas se de macrodéfinitions à considérer pour l ' analyse d'un e l ign e . 
2. 2. 2. Correspondance Macroréférence - Tem plate 
·une macrodéfinition est généralement invoquée dans un certain contexte: en 
d'autres termes, en fon c tion de la logique sous-jacente à un texte source ou génér é, 
l'utilisateur sait que seules certaines macrodéfinitions sont susceptibles d'être ap pe l ées. 
2. 2. '.2 
Ce qui nous condui1 à c onsidérer que les macrodéfinitions pourraient être 
r angé('s en classes. 
:Jo us obtiendrions ainsi un répertoire partitionn é 
kom de. c:.lès.sc."'1 -tJ cl ;c~ / 1 --1> Zovt.'v.c.."1 {c.Ll< . --,-:.. 'l..>~t:..,e .,, 
. 
' . 
ho 1-\1 Clle c.fas.s~...., 
- f---pt•;-~·~ -'> c.,J:-·~ •• 
<:..I:c..ht'P -t> 2oJt.~e,-~ 
Au niveau des lignes du texte, nous pourrions indiquer, non se ul ement si nous 
désirons, ou non, la considération de la lign e en tant que macroréférence possibl e, 
mais encore pourrions-nous lui associer une classe de templates susceptible d e cor-
respondre à la ligne source. 
L'analyse porterait uniquement sur le sous-ensemble indiqué. 
2.2.3. Ces moyens sont fournis à l'aide de ce que nous appelons le métalangage. 
Nous allons présenter au c ours des chapi tres suivants : 
1) La syntaxe du métalangage utilisé dans notr e implémentation et la ju stifi-
cation de la forme adoptée. 
2) Quelles extensions de ce métalan gage ser.!ient susceptibles d'êtr e ajoutées 
afin d'augmenter l'efficacité du TM e t la souplesse d'utilisation. 
3) Présenter l'algorithme de TM répondant aux nouv elles possibilités d'analys <' . 
-
2. 2. 3 
La figur e 2 . 2 rés u n1 e l e f l ot d' in for m a t ion dans _un m ac r o g é né rat e u r é t end u. 
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2. 3 . 1 
2 . 3 Manuel de référence du macrogénérateur Stage 2 étendu 
2·.3.1 Choix du macrogénérateur 
Notre métalangage n' a été créé que pou r des m ac r or é f é r en ces identifia b 1 es 
par noms distribués. Dès lors, . deux macrogénérateurs pourraient convenir : ML/1 
et Stage 2. 
- L'en-tête d'une macrodéfi nition en ML/1 est compatible avec ce que nous ap-
pelons template, puisqu'elle spécifie un préfixe et des délimiteurs qui doivent être 
reconnus dans la ligne source afin de permettre la détermination des paramètres 
actuels. 
- En outre, le préfixe c orrespond à ce que nous appelions un "nom de classe" 
de macrodéfinition. 
Si nous présentons la macrodéfinition 
Mac de f if N1 then 
{
Optelse with if .::1. J 
~ {Opt else N2J ALL 
-- -- ALL 
or N2 ENp --
As [ routine d'expansion} 
elle prééise le préfixe "if" et le graphe de délimiteur 
N1 
if ==t> -::t--•• -----J•~ 
if ..._ e 1 se .,.41a------' 
th e n 
• 
ELS E • • • ===f> END 
Dans cette macrodéfinition, "if" est un nom de classe car, une fois recon-
nu, le graphe associé permet plusieurs formes syntaxiques pour la partie restante de 
la ligne source. 
Ainsi : 
if 
if 
if 
Then 
Then 
Then 
... ' 
e ls e 
••• t 
else if •. Then, 
sont accep·tés comme macroréférence à la macrodéfinition donnée. 
Conséquemment, ML/1 pourrait être envisagé comme macrogénérateur de 
base aux extensions que nous proposons. 
2. a. e 
Néanmoins, la détermination du graphe n'est pas toujours chose aisée et le 
préfixe, étant une .partie intégrante d'un template, constitue une limitation à la 
généralité des formes que peuvent · prendre les macroréférences et aux possibilités 
d'utilisation des classes de macrodéfinition. 
Stage 2 ne souffre pas de t~lles limitations. Parmi · les macrogénépteurs 
exposés lors du précédent mémoire, il présente, dès que l'on s'est habitué à la 
syntaxe des conversions de paramètres et des fonctions systèmes, la plus grande 
souplesse d'utilisation et la meilleure lisibilité, 
2. 3. 2 Description de la syntaxe du métalangage 
A__J Ligne des caractères de c o ntrôle 
La première ligne prop o sée aux macrogénérateurs étendus définit les carac-
tères de contrôle. 
Elle assure son indépendance par rapport à la machine et au texte source. Ces ca-
r a c t è r e s n e f o n t p a s p a rt i e i n t é g r a n te d u ~ m é t4 l a n g a g e , m a i s s o nt n é c e s s a i r e s à 1 a 
reconnaissance de ses éléments par le système 
Il y a deux formats possibles 
l e p r e m i e r p e r m et l ' u t i 1 i s a t i o n d u S t a ge 2 c l a s s i q u e • 
- le second, celle du macrogénérateur étendu 
Voici ces formats, reprenant le choix des caractères utilisés dans ce mémoire 
Format 1 
:/, S I jT e O LJ ( + - * / ) ~ N 
(Cette ligne p e ut être précédée par un nombre quelconque de blancs. Le st .. ing "* N " 
r e présenter a 1 a fin physique d' une 1 i g ne ( c arr i age r et u rn, end of b l o k )) 
Format 2 
f; S 1 :p T e O U (+ - * /) , < > [. :J comment * N 
(Le string "comment" représente une zone pouvant contenir un string quelconque, 
habituellement des commentaires) 
Une ligne de contrôle contient donc, à partir d'une position quelconqu e , 
dix sept caractères, choisis par l'utilisateur, dont la signification est donnée par l e 
tableau 1 
0 rd re Fonction 
1 - indicateur . de fin de l i gne source 
2- indicateur de paramètre formel 
3- indicateur de fin de ligne construite 
4- caractère dit "escape" 
5- chiffre O (les autres sont pris dans l ' ordre croissant 
du code interne ) 
6- caractère de remplissage ("padding") 
7- parenthèse gauche (Fonction sys tè me eF 1 , expres sio ns 
8 - .• 
et paramètres) 
opérateur d'addition (Fonction système eF6 et expres-
sion) 
9- opérateur de soustraction (Foncti.on système eF6 e t 
1 0-
11-
expression) 
.opérateur de multiplication (expression) 
opérateur de division (expression) 
12- parenthèse droite 
13- séparateur "or" d'alternatives 
14- séparateur gauche de nom de classe de paramètres 
actuels 
15- séparateur droit de nom de classe de paramètres 
16-
17-
actuels 
séparateur gauche des noms de classes de macrodéfi-
nitions 
séparateur droit des noms de classes de macrodéfi-
nitions 
Tableau 1 
Représentation 
utilis ée 
e 
0 
u ou .t_ ( blanc = caractère) 
+ 
* 
/ 
< 
> 
C 
J 
2. 3. 4. 
Les c a r a c tè res " $S " et " $ T " perm e ttent de défi n i r la fi n logique d es 
li g nes (pa r oppos i ti o n à l e u r fin physique) du texte so urce e t du texte généré. 
Le c aractère n ser t 
templates e n Stage 2 cl as sique . 
à indique r la position des i d sa t ifiea tieas dans les 
f -~ ..... ~
Nous avo n s d éjà p ré s enté ces trois types d ' in d i c ate ur s ; pa r contre, les 
cinq der ni ers séparateurs servent p ri n c i p a 1 e ment p o ur 1 a syntaxe du méta 1 an gag e. 
Nous a vions introduit de u x formats de ligne de c ontrôle afin de pouvo i r 
utiliser le système comme u n macrogénérateu r Stage 2 cla ssi qu e, pour être à 
même de procéder à u ne é tude de performanc e . 
Cette dual i té se ret r o uvera encore dans ce man u e l , m ai s, dans la suit e , 
nous ne discuterons que l e cas du format 2. 
B..J M é t a d é c la r a t i o n d e s c 1 a s s e s 
1 Classes de paramètres 
Le langage utilisé po ur décrire les classes de pa ramètres actuels est si-
milaire à la forme de Backu s - Naur (BNF). 
Les non terminaux e t les terminaux de la BNF sont utilisés et redéfinis 
c o mme noms de classe et pa ra m ètres actuels, respectivemen t. Chaque production 
est utilisée pour associer un n o m de classe à son contenu . 
Le BNF, utilisable av ec l'implémentation telle q u' e lle est à l'heure ac-
tuelle, est cependant lim i té. 
a } Productions 
Elles ont la form e bien connue 
LH S = RH S 
- La parti e g a uch e c o n t ient l e nom de la c lasse ent o urée d e s sépa r a te urs " < 
e t " > 
<class-name) = RHS 
Le nom de classe e st un string c o mposé de six caractères m a ximum, parmi les 
soixante quatre po s sibles ( cf. annexe 2), à l'exception de "> ". Un nom de 
c 1 asse e st toujours i n s c ri t d e cette man i ère, que 1 que soit 1' e nd ro i t où il a pp ara rt . 
- La partie droite spé c ifi e l e c o ntenu de la classe. 
Ell e prend la · forme : 
Alternative 1 , Altern a t ive 2 , . . .. , Alt er native n où c haque alterna-
tive définit un élém e nt d i s tin c t de ce t te cl a ss e. 
2. 3 . 5 
La restriction sur le BNF est de n'admett r e qu ' une "énum é ration simpl e " . 
C'est:..à-d ire que la concaténation de terminaux et de non-termina ux n'est pas per-
mise au sein d ' un e même alternative. Comme cette énuméra tion peut ê tre plus o 
moins longue, il est permis de l'écrire sur plusie urs lignes physiques (par l' e mpl oi 
de " // 
.._ N en un endroit quelconque de la partie droite). 
Exemple <caract) = <ALPHA) , 0' 1, 2, 3, 4 , 5, 6, 7, 8, 9 
.js 
(ALPHA) : = A, B, c, D, E, F, G, H, I • J, K, L, M, N 
* 
N 
o, P, Q, R, s' T, u, V, w. X, Y, z $s 
b) Parenthérisation du BNF 
Pour ê tr e plus aisément acceptable pdr le système e t plus l isi ble pour 
l'utilisateur, l'ensemble du BNF est contenu dans un seu l bloc défini comme 
suit : 
PHRA SES COMMENT *N 
< ) = . ., ... ::fs *N 
< > = $s *N 
< >: = !is ¾N 
:Ps fs ;::t<-N 
(Rem arque 
"Phrases" est synonyme de "produc t ion" ) 
2. 3. 6 
2) Classes de macrodéfinitions 
a) Déclaration expJicite_d'un nom Q_e_cJa~s~ 
L'écriture des macrodéfinitions est semblable à celle utilisée pour Stage 2. 
La différence se situe au niveau de la "parenthérisation". Les classes et leurs sous-
classes sont délimitées par une structure syntaxique de bloc. A chaque bloc est as-
socié un nom de classe et les macrodéfinitions qu'il contient forment les éléments 
de sa classe. 
Format class [c 1 as s - na m eJ c o m m e nt * N 
comment *N 
(Format est synonyme de macrodéfinition). 
Le nom de classe est soumis aux mêmes règles de construction que le nom d e 
classe de paramètres actuels. Une seule différence : le caractère" .:J" est, cette fois 
interdit et non plus " > ". Le nombre limite de macrodéfinitions lexicographiquement 
inclues dans la classe est de cent. 
Pour indiquer qu'une classe cont"ient une sous-classe, il suffit d'imbriquer 
leur bloc respectif : 
Format c la SS 
' [r•;T class 
1 
1 
Format class 
[ cl 1 J comment 
[ cl 1 - 1] 
[cl · 1. 2] 
[cl 1. 2. :[) 
*N 
*N 
*N 
*N 
*N 
-llE-N 
t' 
2. 3. 7 
Le niveau maximum d'imbrication est de cinq. Dans l'exemple, la numé-
rotation utilisée comme nom de classe indique l'imbrication. Le contenu d'une 
classe imbriquée fait également partie du contenu de la classe de niveau directe-
men.!_ supérieur . 
Un nombre de classes est réservé au macrogénérateur : [ fJ $ $ o/> 'p /; J 
Il permet de travailler avec un nom de classe indéterminé (cf métainstructions de 
directives au TM). 
Cette classe fictive n'est pas habituellement déclarée. Le macrogénérateur 
1 'a c r é é e a ut o m a t i q u e m e nt e t c o n s i d è r e q u • e 11 e c o n t i e n t t o u t e s 1 e s a u t r e s c 1 a s s e s . 
Il n'est qu'un seul cas explicite de déclaration de la classe[1/>'/,$$ÎiJ 
par le bloc : 
Format set comment tl! N 
comment lt N 
Ea seule utilité est de définir par sa classe fi ctive la totalité des macrodéfinitions 
d'un problème traité en Stage 2 classique. Car l'utilisateur n'a plus alors la pos-
sibilité de déclarer ni classes de macrodéfinitions, ni: classes de paramètres ac-
tuels. 
La différence entre nos templates et ceux de Stage 2 classique, réside en 
ce que les indicateurs de paramètres " sont remplacés par une indication préci-
sant à quelle classe doit appartenir le paramètre correspondant : "(class-name) " 
pour les paramètres formels si mples, ou "[Format - class - nameJ " pour les p a -
ra m è tres formels co nstituant des macroréférences. 
Ceci détermine les formats possibles : 
- le form a t pour l'utilisation de Stage 2 comme sous-système : 
string 1 ' string 2 string 3 •• string 9 string10 $ s comment 
- le format pour l'utilisation de Stage 2 étendu devient : 
string 1 
{
( class-name)J 
[class-name] 
string 9 
string 2 f <cl a s s - na m e) J 
[[class-nameJ 
[
(class-name)} 
[ cl a s s - n a m eJ 
string10 ls Comm-enr *l'i 
• 
2. a. a 
. , t~· , J,,l 1 ... 4.~_..,qt.. ,/(~ 
,u,r~.... r t-t . 
Inutile de préciser que ~ nom h de classe .. doivent a•loir été àéela..E-és a-tt 
p..r..é a l a e l-e e t q u e 1 e ·s c a r a c t è r e s r é s e r v é s a u s e i n d • u n t e m p 1 a t e s o n t : % s, 
,'(. C,.tN 
La routine d'expansion est constituée à l'aide des strings et des métainstru c -
t i o n s n é c e s s a i r e s p o u r d i r i g e r 1 a c o n s tr u c t i o n d ' u ne o u d e p 1 u s i e u r e s li g n e s d e t e x t e . 
Chaque ligne est terminée par : 
comment * N 
*N 
Outre " :/,T " et " * N", le caractère d'escape (" e ") annonçant la présence d'un e 
métainstruction est réservé. t 
t?.,.. <»f' ,{ ,,,,__<->., /4-:f..., 'i,,. 
.Yne définition sémantique se termine par une ligne restreinte à 
comment *N 
_,.,. N (1) 
{!)(Lorsque la macrodéfinition est la dernière d'une classe) 
C) t,,létainstruction. 
l) _!?i@c_tlv~s gu_TM _ 
La métainstruction : 
e C [ class-name J 
écrite à la fin d'une ligne do source ou du généré spécifie la classe des templates 
pouvant correspondre à cette lig ne . 
Si l'utilisateur ne désire pas proposer la ligne comme m acroréférence pos-
sible, il peut utiliser les métainstructions 
(/ 
-'s (pour les lignes du texte source) 1 /J 1, /4_,, urz,;. PL<.~ RU'r'Ac.,7/i:J,r,. 
- eF1 (pour les lignes du texte cle..s-d-é+i-n-it-io--ns - sém-,a,.n-tiq--u.o~) écritent à la fin de la 
ligne. Ceci soulage le macrogénérateur de - recherches inutiles. 
2) Directives à l'algorithme de génération 
Ces méta in s t r.u c t ions sont ce 11 es de Stage 2. Nous reportons 1 e 1 e c te u r au 
manuel de Poole et Waite. 
-
2. 3. 9 
Rappelons simplement que les "conversions de paramètr e s" forment un lan gage 
de manipulation de . string et de gestion des valeurs associées aux param è tres a ct u e l s. 
Le s fonctions - systèmes assurent, elles, des opérations de branchement, d'i -
t~r a cicn, d'assignation et de calcul d ' expressions. 
Nous avons repris la syntaxe et la s é m a ntique de c e s instru c tio ns dans l es 
t ableaux un ê/- d'2u,x de l'annexe 2. 
Nous avons décrit ainsi l'entièreté du métalangage. La parti e d é cla r a t i ve 
e s t séparée du texte source proprement dit par l'en-tête. 
EPM comment ~ N (End of frimary Material) 
-
D) Exemple 
L'exemple présenté au§ 2.1 peut s'écri r e schématiquement 
~s · ? - e o w ( + - * / ) < > C =1 
phrases 
*N 
*N 
,t-N 
-<(DECI> 
< string> 
= ABCDE, •.. Ji5s 
IN ABCDEFGH, B, 
*N 
E F, •.• Jfs ~ N 
~T $T 
Format class LMAC DEC] 
rtint <DECI> IN DEC $s 
$T 
.%~ .jST 
Format class [MAC STR] 
(string) / 5 
B ( string) /s 
$T /T 
Format class [x] 
riote 1 
:/T ['~P fs (macro stoppant le macrogénérateur) à l'aide de la fonction système e FO 
~T 
$T iT 
EPM 
print IN ABCDEFGH IN DEC ec [MAC DEg 1s 
*N 
* N 
.Jf: N 
.:;fr N 
* N 
*N 
* N 
:)jf N 
*N 
~ N 
* 
N 
* 
N 
* 
N 
~ N 
~ N 
* N 
2. 3 .10 
T 
-
~. a .,1 
p ri nt ABC DE e C [ MAC STR] .;5S 
ABBEF eC [MAC STRJ 1s 
Store e C [x J fs 
Stop e C [x] 1 
- Pour une macroréférence, le nombre de templates possibles est plus réduit. 
- L' a 1 go rit hm e dispose da,; par am è t r e s ac tue 1 s pouvant a pp ara rtr e pour chaque p a ra mètr e 
formel dans chaque templ ate; les hypothèses de longueurs sont, à présent, inutiles. 
- Le passage des paramètres pour la macroréférence "A' B' C /s" s'effectue correcte -
ment. 
Les points soulevés dans le § 2. 1 semblent, à première vue, av(,')ir trouvé 
leur solution 
Les notions de base étant décrite.~. nous pouvons examiner l'implémentation 
du macrogénérateur Stage 2 et en tirer des conclusions plus concrètes. 
Nous renvoyons à l ' annexe 1, le lecteur désireux de comparer syntaxiquement 
un même programme destiné au macrogénérateur Stage 2 dépouillé et au macrogénéra-
teur Stage 2 étendu. 
E) Rem argue : c 1 asses de ·m ac ro d é finit i o 11 s de base 
Nous avons déjà souligné que la forme syntaxique des conversions de paramètr es 
et des fonctions-systèmes demande une certaine pratique, et ce pour deux raisons 
1. Elles s'écrivent généralement à l'aide de chiffres qui rendent la signification de l a 
métainstruction. 
2. Il existe une numérotation par laquelle on spécifie au macrogénérateur quel para-
mètre il doit considérer. Cette numérotation est basée sur l'ordre d'apparition des 
paramètres formels dans un template. 
Implicitement, les fonctions-systèmes travaillent, en général, sur les param è-
tres un à trois. Or, au niveau du texte source, nous ne pouvons pas toujours décid er de 
la syntaxe de l'utilisation des fonctions-systèmes. 
A titre indicatif, nous proposons la classe des macrodéfinitions ... [ BASIC] " 
permettant l'utilisation des fonctions-systèmes pH le biais de macros.(v . an nex,? ·1) 
2. 3. 12 
1 . A l a 1 u r.i i è : ~ d u m a r. u e ! d e r é f é r e n c e , il n o u s s e m b l e q u e la s o u p l e s s e i n h é r e nt e 
au macro3é nérateur Sta ge 2 serait prés e·rvéè, si nous acceptions la concaténation. 
(N ou, r ev i en dr on s sur ce point au paragraphe 2. 3. 4). 
2. Une des caractéristiques essentielles des macrogénérateurs est de p e rmettr e 
à l'utilisateur une appr.:,che modulaire des problèmes. Il peut, en effet, à chaque 
ni veau de résolution dégager les fon c tions (macros) qui lui sont nécessaires et les 
co nsidérer c "m me é 1 é ment aires, c' est - ~ - dire suppos é es déjà d é finies. Ch a eu ne de 
c es f.:,nc tions ne se défi ni ra explicitement qu 'au ni vea u suivant, a ssuran~ ain~i un e 
grande transparence à l'ensem b le. 
Cett e démarc he conduira générale me n t l'utilisat e ur à c o ns idé rer des clas-
ses, des types d'objets. Notre système permet, gr ace aux métadéclarations, d'in-
d i q u e r c es cl ass e s au m ac r o g é né rate u r et par 1 e s m é t ai n s t ru c t i o ns et les te m p 1 a te s, 
d' en préciser leur utilisation. 
Le métalangage a donc pour but de pr é ciser, dans une certaine mesure, 
l es intentions du programmeur. 
La souplesse d'utilisation des nom s de c las ses est d'abord fonction de leur 
signification pour l'utilisateur. 
A première vue, il y a, nous semble-t-il, quatre principes que l'on peut 
d égager quant à l'utilisation du métalangage . 
Prin cipe 1 
Prin cipe 2 
Un type sera associé à une classe de param è tres si ce type ne de-
mande pas de génération et, dans le cas contraire, à une classe d e 
macros. 
Quant aux indicateurs de paramètr es , ils pr é s e ntent alors l'avantag e 
de servir de mnémoniques, rendant cette fois la sigqification du pa-
ramètre. 
En ce qui concerne les noms de classes de paramètres dans l e con-
texte spécifique d'un template, il s précisent mieux l'idée du traite-
ment dont ils seront l'objet. 
Prin cipe 3 · : Si des macrodéfinitions sont d'utilisation standard (macro5 utili taire'=' 
à types de paramètres très généraux), leurs noms de cla s ses rapp e l-
leront le type de généré auquel on peut s'attendre pour ces macros-
définitions, quelque soit l'endroi t où il est utilisé (Les maçros "de 
base" en sont un bon exemple). 
-
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Principe 4 Dans le cas de macros à buts spécifiques (type(s) de paramètres pré-
cis), on peut également utiliser un nom de class e , ré\ppellant l e ( s ) 
type(s) des par a mètres sur lesquels elles travaillent. (Par exempl e , 
une fonction de calcul d'expressions booléennes serait contenue dans 
la classe [ Boo.Q) 
Si nous désirons étendre un langage d'assemblageavec l'aide d'expres si on s 
entières, il semble naturel de penser aux types (ou mnémoniques) suivant : 
"Variables, Strings, caractères alphabétiques, caractères numériques; assignation ~. 
expressions, facteurs, termes, opérateurs " .•. 
Si l'on applique le principe 1, parmi les types cités, seuls l'affectation 
e t l e s o p é r a t e u r s d e m a n d e nt u n e g é n é r a t i o n . 0 n po u r r a i t d o n c é c r i r e l e t e x t e s u i -
vant (e n a ppliquant les principes 2 et 4), sans que les corps même des macrodé-
finitions soifnfnécessaire!:>à la compréhension. 
Format class [stat] $T 
(VAR) = [ExpR ]!s 
fT !T 
Format class Gxpr] /T 
[FAci) + [èx pr] ~s 
[FACD GxprJ ~s 
[FACTJ fs 
$T fT 
Format class [FAciJ .:j.T 
([expr J) f s 
(v AR> *fJA CT J -f s 
(vAR) /s 
• 
Loin d'être une contrainte additionnelle pour l'utilisateur, cette fé\çon de 
faire conduira généralement à une facilité supplém e ntaire pour celui-ci, 
l<l, 0. l4 
La seconde partie de la remarque ci-dessous montrera que l'utilisation de 
classes nous permet de résoudre le problème de conversion compl~xe 
réel et 
des tests pour l'application de cette conversion. De fait, une seule macro effectu e 
ce travail et est appelée implicitement chaque fois que nécessaire. 
Remarque : 
a. Dans l'exemple ci-dessus, le template <VAR.) ~S " est pratiquement inutilisa-
ble en Stage 2 classique car un tel template s'écrirait : I .. T • 
C'est-à-dire qu'une ligne quelconque du texte source, ne répondant pas à l'un 
des autres templates, serait acceptée comme une simple variable. 
b. Une remarque similaire peut s'appliquer à la reconnaissance d'un template ré-
duit à un appel de macro passée comme paramètre . 
Supposons que nous disposions de deux classes de macros dont l'une est de 
type réel et l'autre, de type complexe. On pourrait imbriquer la classe réelle 
dans la classe complexe 
Format class [COMPLEX] /T 
CALCUL des racines de l'équation du second degré 
\ Format class [ REAL J $T 
1 <vAR) = [coMPLExJ ls 
$T :tT 
.,(EX PR > 0 ~ 
Dans la structure ci-dessus, le résultat de la macro <le 
calcul des racines 
d'une équation du second degré est complexe, en toute généralité. La macro 
d'assignation à une variable réelle porte, en toute logique, sur des résultats 
réels, de même que toutes les macros de cette classe. Nous sommes donc en 
présence d'un problème de conversion de type. 
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La solution est très simple quand on prend en considération la remarqu e 
précédente. 
Format class [coMPLEX] fT 
C al c u l de s r a ci ne s de < EX PR > = 0 ~ S 
, 
Format class [REAL] fT 
[COMPLEXJ 1s 
L a c o n v e rs i o n d ' u n t y p e c o m pl e x e à u n t y p e r é el e s t a s su ré e par l a no u -
velle macrodéfinition" [coMPLEX] !s"· 
Lors du TM de la ligne source, le te m plate "< V AR > : = [RE AL J Js " 
est évalué. Pour le paramètre" [REAL]" le templat e " [COMPLEX] 1s" va cette 
fois concorder avec la partie de la ligne source demandant le calcul de racines. 
Le macrogénérateur assurera ainsi l es différentes fonctions (par le biais de 
la macro de transformation). 
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3, L'approche modulaire permise par un macrogénérateur présent e la caracté-
ristique suivante : lorsque l'on s'attache à la description explicite d'un module, 
plus son niveau est profond, plus on se pr é ocupe de problèmes propres à la ma~ro-
génération et non plus, par opposition,' aux problèmes soulevés par l 'a pplication qui 
sont plutôt traités à l'occasion des premiers niveaux. 
Ceci a deux conséquences : 
a) la sémantique des noms de classes suit l a même évolution, c'est-à-dire que, 
par exemple, on aboutit finalement à des classes du genre des maci;odéfinitions 
de base proposées pr é cédemment; 
b) Si l'on change de machine ou, plus exactement, de macrogén éra teur étendu, la 
logique des classes devrait demeurer. Seules l es métadéfinitions seraient sans 
doute à modifier qu a nt à l eur syntaxe et l es métainstru ctio ns à transpos e r en 
fonction du nouveau macrog é nérateur sous-jacent. 
4. Au point où· en sont le s études réalisées sur les possibilités de démonstr ation 
de la fiabilité des programmes (et spécialement si l'on cmsidère la méthode des 
assertions inductives), on con tate que la plus sOre garantie de la validité d'un pro-
gramme résiderait encore dan s la logique d e conception sous-jacente à la rédaction 
de ce programme. 
D'une part, le macrogénérateur étendu aide l'utilisateur dans sa conception , 
en favorisant une vue à la fo i s globale et modulaire: et d'autre part, le métalan ga -
ge l'amène à approfondir la l ogique de sa découpe par l'affectation de types . 
La qualité que nous e spérons de cette approche et sa mémorisation aisée 
par l'usage de mnémoniques ( n oms de classes) devraient être la meilleure garantie 
de la fi abilité d'un travail, de l'absence d'err eu r pa r omission. 
-
2.3.4 Orientation syntaxique d es métadéfinitions et leurs justifications 
l, Classes de paramètres actuels 
Pour définir le contenu d'un ensemble de strings, il y a deux modes pos-
sibles : 
- par énumération 
- par la définition d'une structure syntaxique commune aux éléments de l' e n-
semble. 
Nous avons choisi l'é umération. Une structure plus élaborée exige la con -
ception d'un analyseur syntaxique plus évolué. Tel n'était pas le but fondamental 
d e c e m é m o i r e q u i n e c o n s t i t u e q u ' u n e e x p é ri e n c e • D e fa i t , n o t r e b u t e s t d e t est e r 
l' effe t d ' un p ri n ci p e sur l' e ff ic i en ce d' une c la s s e d e m a c r o g é n é rateu r et no de 
fournir dès maintenant un outil opérationnel. 
L'énumération simple ne permet pas de pré server l'indépendance total e vis 
à vis du texte source. Elle n' e st réalis~.ble que si l'on peut relever dans ce texte 
les strings passés comme para m èJ;re. 
A titre d'exemple, supposons que nous désirions transformer 4es programmes 
FORTRAN, contenant des spéc if ications non standard par rapport au compqateur que 
nous possédons; c'est-à-dire q u e le texte source sera volumineux, sinon, 11 serait 
plus simple d'effectuer cette transformation manuellement. 
En extraire les paramètres actuels de chaque classe sera long, impossible 
à priori, et source d'erreurs. D'autant plus que certains paramètres peuvent être 
générés au sein d'une macrodéfinition et utilisés par un~ macroréférence interne. 
Ceci tend déjà à prouver que récursion et concaténation seraient le mini-
mum auquel on pourrait s'attendre pour la description d'une classe de paramètr~s. 
Supposons une macrodéfinition utilita i re 
EDIT < STRING > -'5 . ' 
qui est valable pour tous strings. Elle ne serait utilisable que si l'on a déclaré 
tous les strings possibles. La concaténation serait d'une grande facilité (**) 
(*i R e m a r q u o n s q u ' i m p o s e r à u n ut i l i s a t e u r l a r e d é fi n i t i o n d u co n t e n u d e s d i f f é r e n t e s 
classes de paramètres, à chaque proposition d'un texte source au sein .d'une même 
application ("Application" doit être pris ici comme "types de traitement") ne l'a-
mène pas à remanier la structure de ses mét a déclarations (noms de classes, inter-
. 
relation des classes, template et corps de m a cros) puisqu'elles sont spécifiq'ùes à 
l'application. 
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L'énumération pr ésent e l'a vantage d e dé f inir un e nsemble d e str in gs 
"con cre ts". C' e st-à-dire que ses élém e nts sont c r éé s phy s iqu e ment dès l'accepta-
ti on du métalangage, ce qui faci li te la logique d e l'impl émentatio n e t permet 
u n déb ug g age plus aisé pour tous. 
Nous avons c hoisi un BNF pour défin i r ces én umérations car no us tenions 
à garder une certaine ouvertur e . 
Le s extensions possibles du BNF (concaténation, récursivité, but not, 
int ersec t i on) seront présentées dans le chapitr e concernant l'implémentation. Leur 
acceptation ou leur rejet sera fonction de l'accroissement en souplesse e t de la 
perte e n efficacité q tiHles occas i onnent. 
D ésorm ais, nous utiliserons le terme "déclaration" lorsque nou s f er ons 
ré fér e:: ce à l' é numé rat i o n e t "défi n ition" lorsque nous ferons référence à une struc-
ture de plus haut ni ve a u . 
2. Clas ses de macrodéfinitions 
Le but fondamental de no s class es de m a crod é finition (et de notre m é moi-
re) est d'accélérer le TM. Ce qu i explique : 
- qu e nous ayons conservé la forme des macrodéfinitions d e Stage 2 
- et d'autre part que nous ayons partitionné le répertoir e à l'aide d'une structure 
synt axi que de blocs qui rendait finalement l'image de la structure interne . 
P e n s a nt q u e c e t o ut i l é t a i t . s u ff i s a m m e nt m a n i a b 1 e , n o u s n e n o µ s s o m m e s 
pas préoccupés d'ajonctions (intersection , complémentarité, ••• ) autres qu e ce ll es 
déjà permises : 
- union d'ensembles disjoints 
- subdivision d'ensembles 
Nous pensons même qu'il serait préférab l e que deux ensembles ne puissen t 
parti e llem e nt se chevaucher afin d'assurer au type une certaine homogénéité. 
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2.4 Implémentation 
2.4.1. Plan de travail 
2.4. 2. Gestion des classes de paramètres actuels. 
2.4.2.1 Structure de la table des symbôles et représentation d'un e classe 
A) Table des symbôles 
B) Représentation d'une classe 
2.4.2.2 Possibilités d'extensions offerte par la structure de la table d es 
symbô les 
1) Concatén a tio n 
2) Récursivité 
3) But Not 
4) Intersection 
2.4. ·2.3 Critique de la représentation des données 
1) Key Words 
a) Représentation interne 
b) Construction 
c) Recherche dans la table des symbôles à l'aid e de s Key Words 
2) Autres représentations 
a) Table des paramètres actuels triés 
b) Correspondance par graphe (grammaire énumérative) 
c) Correspondance par g raphe (grammaire régulière) 
2.4.3 Gestion des c lasses d e ma c rodéfin iti ons 
1) Structure des données en St.age 2_ 
2) Structure donnée aux classes de macrodéfinitions. 
-
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2.4.4 Template Matching modifié 
1) Vue générale sur l'algorithme 
2) Sélection d'arbre 
3) Gestion de la chafne de paramètres et de copy-stack. 
4) Recherche en table des symbôles 
5) Recherche en arbre 
2.4.5. Organigramme du template Matching 
2.4. 6. Gé nération. 
-
2. 4. 1 
2. 4. 1 Plan de travail 
Nous présentons ci - après 1 e schém a du mac ro générateu r te 1 q u' i 1 es t i m p 1 é me n t é. 
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2.4.1 bis 
Ce par a graph e ne reprend que les parties de l'implémentation conséquen te s 
aux i n form a tions additionnelles fournies par le métalangage, ce qui se concrétis e 
e n 2 v ol ets 
- sous le terme gestion, nous allons r eprendre la structure interne associ é e 
aux 2 type s d e classes; 
- dans le second volet, nous montrerons les modifications ou les additions 
néce ss ai r e s au template matching et à la génération. 
-
2. 4. 2 
2.4.2. Gestion des classes de paramètres actuels. 
2.4. 2. 1 Structure de la table des symboles - représentation d'une classe 
Lors du T. M d'une référence, nous désirons une table de symbôles c onte -
nant notamment les noms de cla sse de paramètres afin d'assurer la reconnaissance 
des paramètres actuels dans la ligne. 
A) Table des Symboles. 
On accède directement aux éléments de la table des symbôles, à l'aide 
d'une fonction de randomisation ( "'° ). 
La table elle-même c ontien t la totalité des informations dues aux méta-
déclarations. 
Comme il peut exister de s synonymes ayant une sémantique toute différente, 
I quatre bits ont été récupére t> pour indiquer cette sémantique (tag). Excepté certai-
nes divergences sur le contenu, la forme de la table est semblable à celle utilisée 
par le mémoire précédent. 
Notamment, l'affectation se fait encore p<ltt ï le biais de la chafne des 
zones libres et on ne peut affecter que par blocs fixes (Anciennement, ils étaient 
de cinq mots de 16 bits; ils sont portés à trois mots de 32 bits). 
(**) Nous avons repris la H - fonction de Monsieur B. PIROTTE utilisant les cinq 
d e rniers bits du premier caractère du symb0 le et les deux bits finaux du d ernier , 
pour former l'adresse dans la H - table de longueur 2 7 contenant elle-m ême l'a-
d r es se d u p rem i e r é lé m e nt d e l a ch a fn e des s y non y m es au ni v e au de ces de u x c a -
ractères. Les deux bits du dernier caractère forment les bits de plus faibles poids 
e t assurent une bonne répartition dans la H - table. 
2.4.3 
Un bloc, indépendamment de son conte nu se présente com m e s uit 
PR. l:llc. p;~ i . ~ 
~IT_~~---L.1~_t~_o~~~~~-t~, ____ .,__ ___ _._ ____ ..._ ____ ___._ ___ ___., (~) 
t. Il ,~ IG. 
·~ Ir. 
Où "PR" désigne le string "pointeur relatif". C'est-à-dire un déplacement 
r ~1 r rapport au début de la table (12 bits lui so nt nécessaire). (Nous avo ns essayé 
d ' utiliser le plus souvent un adressage absolu (PA) afin d'améliorer la rapidité du 
s y sr~ me (adresse Siemens sur 2 4 bits)). 
Outre le Tag, le pointeur de synonyme assure l e ch arnage des éléments 
présentants une synonymie au niveau de la H - Fonction. N ous donnerons les for-
mats des blocs, parce qu'ils permettent de présent er les attributs associés à chaque 
e:1tité et aiderons à la compréhension des extensions proposées au métalangage. 
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B) Rep r ése ntation d'une classe 
Une cl a s se d e p ara m è t r es ac t u e l s né cc s s i te t roi s t y p c s d e b I o c s 4 u e n ous a p -
p Jle rons, pour la facilité, nom d e c l asse, ma ster d 'a ltern atives et p a ram èt r e actu el. 
U n bloc d e nom de c las se se représent e par ; 
(l) 
"L - l" e s t la lon g ueur e n c ar ac t ères - 1 du nom de la classe q ui suit 
paqu é sur cinq caractère s m ax i mum. 
( Le pr e m ie r des six ca ract è res p e rmis pour 1 sym b ôle étant testé lors de l'utilis ation 
de l a fonc tion de randomi sa tion). 
Un bloc de paramè ~ s ac tue l s p e ut s'é c rire: 
~" 
L ~' p~,-~'"'~ t"'~ àcJ,_,c.f :hH. S G~,-~~.tt'.:c ~ 
-"Ci 8 4o 
iJ~c'.6 
V.a l.ev I" 8S5oc,'-ee 
-16 
--1<, 
L a même sig nif icati on e s t donnée a u x qu atre zones d'informa tion, Le bloc 
de ma s t e r d'alt e rnatives n e suit pas la form e Standard de la fig 2.4. 
Ce type d e blo c assure l e l ien e ntr e l e nom d'une classe et son c ontenu . 
U ne a lt e rn ative est soit un param èt r e actuel, soit un pointeur vers un autre nom de 
c l as se. Le ~ste r d'alternativ es p er m et d e ram en e r à un pointeur toutes l es alter -
nati ves e t d e g arder cel l es-ci dan s d es blo cs st and .:1rds d e types (2) er (3) . 
r 
La s tru c ture est : 
d-f ~c.~ "'~ ~. ue ~ 
P,1 ~,Pc. 
PRR,lM . iJ,bc. ( o" le 
1-,c,. .. , d ~..,.cl~J.le 
<'i 
l /,·:J .!., 
<; 
8 8 
(3) 
j 
·1 
1 
.. 
2 . ..J . 5 
f èfY'-'V-. 
Les deux d~ers mots correspo nd e nt à deu x alt e rnatives. La premi è r e 2011<: 
indiqu e s i l'alternative est un nom d e classe à considérer récursivement (zone mi;e 
à " - l "), sinon l'alternative est un param ètre a c tu e l dont l e premier ca ra ctè r e est 
c on i e n 
dans ce tte zone. ( [ 1 a pp ara ft ra lors du T. M. que cette récursion est p e u 
co ûteus e du fait qu'elle es t gérée sans qu'au c un e fon c tion n e soit appelée; seule s 
l es informations susceptibles d'être détruit es sont sau vées dans un stack). 
Initialement, nous espérions bloquer quatre a lt e rn atives sur deux mot s afin 
de c ombattre les longues énumérations, mais nous avons é té obligés de re streindr e 
ce nombre. Nous verrons c omment conserver cet a v ant age par l'utilisation des " Key 
\vords" ( § 2 .3.1) 
Le troisième mot des bloc s de t y pes ( .2. ) et (4) sert à l'acc ès des différents 
masters d' alternatives . Il co nti e nt : 
où " # - 1 donne le nom b r e d ' al te r na t i v e s pré se nt e s à l ' a d r es s e d u p o i nt e u r . A u n i v e a u 
d'un bloc de noms de classe (type (.2,) ), cette expr ession décrit le premier mast e r 
d'alternatives et grâce aux expressions contenues dan s 
don~ à un ch arnage. 
L'exemple 
< INT > 
< FLOAT) 
= 
= 
= 
<(_ I NT>, 
..(_ FLOAT > $s 
B B, AA t s 
xxls 
chaque maste r, nous procé-
-
2 , 4 • IJ 
va donner la st ru ctu r e suivante 
0 
0 Al ~ i 31., ~ 1'1 
'-i 
(o/10 le, 1 1 l ,A R ~ 1 ~ 11 
À1 _ , 1 1 ~-1~ -1 1 1 (ê)-1~ 0 1 _, 
1 1 ~ t N T ,e 1 @ .. ,1-1 
t., 1 L a d T 1 1 ~17 1 1 
@1~ B, @ l$' A , @ 1~ û 1 _, 
1 1 -1 .~ 
~• :3 1 1 
--1 , A 
')( 
' 
@--,g 1 t 0 1 
-· 
1 J "l 1 X 
où "@N" désig ne l'adresse de val eu r N d'un po i nteur absolu. 
2 . 4 . 2. 2 Possibili t és d' ex t ension offertes par la structu re d e la table des symboles 
On peut aisément accepter l a con ca t é nation, e n re pr é sentant des atom e s 
et non plus des alternatives. 
Un atome est : 
- s o i t u n no m de cl a s se, 
- soit un string1 figurant dan s une mêm e alt e rn a ti ve e n partie droit e d e la B NF . 
Supposons la production suivante 
( vAR):: = string < c l ass e 1 > string 2 , strin g 3 , strin g 4 %s 
la d é composition en atom e s se présent e comm e s uit 
atom e 1 atome 2 atome 3 ato m e 4 at om e 5 
~ t • St ri Il g c la ss e string 2 l • string 3 t s tr i n g 4 
Alt e rnative 1 A l te rn a t ive 2 Alt e rnativ e 3 
UJ 
4 
'.) 
J 
-i. 
2. :J . 7 . 
Afin de rendre cette découpe, un bit uit "de vir g ul e " e s t introduit dans 
le s masc e r s (ainsi appelé ca r il r e nd la vi r gu l e du BNF). 
1î I P,j t. 
-1 Pw -1~C~I PA p.q -1~ f'A PA: 
Cè? ... 
-=, 
-l'1 ... ...,. 
-l'f -1 :, ,lt, "1 
" 
.t .. -'1 1 ~'f 
L es masters conti e nnent don c d es atom es , et l e bit de v ir gule i ndiqu e la 
fin des alternatives. 
Ce bit sera testé e n même t e mps que la premièr e zone c ontenant le pr e -
mier caractère de l'atome. Cependant, un e alternative peut conten ir plusieurs a to-
m es ; aussi, pour représenter une production d écrite à l' aide de la c oncat é nation , l e 
nombre de masters augmente et, conséquemment, l e nombr e de tests nécessaire s à 
l a reconnaissance d'un p aramètre actuel. Il y a don c avantage à n'utiliser de tell es 
productions que pour d écri re la structure commune aux paramètres actuels d 'un e 
longue énuméra tion. Ce fait s'accorde parfaitement avec l'un des avantages en sou-
ple sse cité précédemment pour cette extension. 
La concaténation de s trin gs pour former un paramètre ac tu e l est don c pos-
s ible. 
N ous avons c onstaté qu e l'habituel probl è me de s d é finitions e t de s réf é r e n-
ces aux non-t e rminaux du BNF est très s impl e m e nt r és olu ici. 
Si 1 a dé finition d • un nom de c l a sse a pp ara ft a v an t toute r é f é r e n ce , 1 e s 
trois blocs de noms de classes, d e masters d'alt e rnatives et d e paramètres a ctuels 
sont insé ré s dans la table des sy mbol es. 
Si une référence à 1 nom d e c las s e pr écède sa d éf inition, ce tt e d e rn ière 
e s t c r é é e t o u t e n 1 a i s s a n t à v i d e l e t r o i s i è. m e m o t d u b l o c ( n o 1n b r e - 1 d · a 1 t c r n a t i -
ves et pointeur vers le premier mast e r). Ce qui donn e l'al g orithme bien c onnu : 
b 
' 
'1df (C. ~ 4'e\)(. 
fc.. .t~ 14. ol-
d " bl.:x:. 
. 
,0\1. 
t>l~c.'-"- l"~d~~$-"t.dJ 
bloc. d~k ~ /c. 
Mb.)~ d'Jhi.h,èF.-1'1! 
e"' ev.\~s. 
2. 4 . '7 b 
P~t.J 
-
2 . l . 8 
Pour r é aliser ces deux traitl!m e nrs, il suffil ù'un e fonction d e Les t e t ù·u:,c: 
fonct ion d o.: cré ation donl nou s nou s rcssl!rviron s e n c or e , vu qu e Lou s l e s bl o cs pr é -
s en t enL lJ même stru c tur e s tandard . 
D i sposa nt de la c on c at é n at ion e t de la possibilité ù e faire référen c e à u n 
no 111 de c l :i s se av an r sa d é c l a ra rio n , le s di f f é r e nt es form es de r é c u si v i té so n t d ès lor s 
pos s ibl e . 
Par e xemple = 
= AA < AA > $5 
= BB (cc> fs 
cc < B B > J55 
Les c lasses se représenteront par 
"10 , .., 1 ~ ---:t @-11 
-1-1 1 ~ 1 ~-i.e I -f 1--( 1 @-10 ô 1-, I 
12 --1 1 (.l 1 
-1~ 
1 ~ ,~1 1 1 1 @--,<t 
-16 l -1 
7 ' 
Joj C 1@ --Ql l-11-11 @1.s f b l-1 1 
~....,_-t_,__I c.__._l _ ____._ _ _ ___..! r ~ i .lo . 
2. ·L v 
La p e rte en efficacité de la récursivi té repose sur la nécessité de re c l,1.:r c1•c: 
à ch:i4ue mention d'un nom ùe classe, par l'ut i lisateur, si celui - ci existe déjà d., ,1~ 
la table des symboles. 
En fa i t , c e c i é t a i t d é j à né c e s s a i r e à c a u se d e 1 a s y no n y m i e d u e a l a f o II L t i ,, : 
li :i s h. 
La récursivité est essentielle à la de scription de certains st ring s. 
3) "But not" 
Nous pourrions aisément utiliser le concept de "But not", dû à Broocker et 
~!orris. Il vise à fournir à l'utilisateur la possibilité de décrire une classe par com-
, 
plémenta rj/-(:) : 
é cri re dans l e BNF 
reviendrait à définit l'ensemble 
U 11 A . 
1 
<VAR) = C i = 1 uT = 1 13 . () J 
En fait, l ' al go rit hm e pro posé p a r Br o o c k e r et Morris ne p o s s è de pas la si g ni -
fication exacte de cette écriture mathémati que : l'ordre des alternatives, dans u ne 
définition, est significatif, parce qu'elles sont toujours utilisées de gauche à droite 
•par la procédure d'accès qui tente de reconnaftr e une alter nati ve donnée pour un pa-
ramètre formel donné 
Le "But not" est employé pour exclure des membres spécifiques d'une c lass e 
définie précédemment. Ainsi, écrire 
< 11 ) ABC, ADE, ACE $ 5 
(12 >: G ( 11) but no t G ADE /s 
sig n if ie que <12> contient en fait "GABC" et GACE". 
Cette facilité doit ~tre implém e nt ée de façon à tester les altern ativ es défc: 
dues en premier et dans l'ordre indiqué par le BNF. 
S i nous dé si r on s t ra n s poser l ' i m pl é in e nt a t ion de B r o oc k e r et 1\1 or ris di r e c t L' -
ment en ter m e de notre s tru c tu r e de donné c s, nou s pour rions i m p 1 é m c: nt cr I e "l3 ut n ,, c ., 
en dé di c a 'ia nt un premier en se m b 1 c d c Mast ers aux a 1 ter nat ives con cc r né c s par l l' •· Bu t 
not". Un bit, pris dans le dernier mot du nom de classe et d es blocs dt:: 111astcrs, tr.-
diquerait que les masters sont à considérer en mode "but not", ou non. 
Ils so nt placés en pr emier ca r l'algorithme suit l'ordre de la chafnc de s mastcn. 
L'exemple ci -dessus devient 
-
2, 4, 1 0 
<1t): 
-1 '',2" 
C .:1 
,, 
GAt>ë." 
0 0 -1 
kC, ,, +~-~--11 
Nous émettons des réserves quant à l' emp loi du "But not", étant donné la 
prudence avec laquelle il doit être manié. Ce fait nous est démontré à traver s 
l' exemp le de Broocker et Morris : 
étant donné 
(A) 
<B.'> 
= AB -7>s 
= ( A > G, < A / DE , < A > is 
= <n > G, but not <A> G /s 
alors <c> représente seulement "ADDEG", car si une alternative présente un préfix e 
c orncidant avec l'un des strings d éfe ndu s , elle sera automatiquement exc lu e de l'en-
se mble admis. 
Une meilleure solution d'impl émenrat i on serait de tenir compte de s inùi c a-
tion s du "But not" et de recréer ph ysiquemen t , par le biais des masrer s , le c ont e nu 
r é e l de la c lasse. 
4) I nt e rs e c t i on 
U n mêm e typ e d'algorithme qu e ce lu i du "But not" pourrait ~tre conçu pour 
l'intersection. 
2.4.11 
Selon l e s deux é numérations ind iqué es par l'utilisateur, cet alg orithm e ne 
créerait physiquement que le contenu de la classe 
2. 4. 2. 3 Critique de la représentation des donn ées 
Nous désirons lever ! 'inefficacité inh.é re n te à l'algorithme d e T. M. Ce but 
sera atteint dans la mesure où l'algorithme, mod i fié, travaillera avec l'aide d'un e 
s truc tu r e de données dans 1 a que 11 e 1 e nombre .de tests né cessai r es à 1 ' an al y se se r a 
li m i l<e' 
Dans notre implémentation expériment a le, notre structure d' a ccès est s uscep-
tible de rendre la recherche relativement longue en dehors d'énumérations courte s . 
Afin d'améliorer la structure de données que nous venons de p r és e nter, nous 
proposons la technique des " K ey Words" de Broock er et Morr is , qui est d éjà partiel-
lem en t r éa lisé e. 
Est adjointe à chaque nom de clas se , u ne zone contenant un bit associé à 
chaque symbole de l'alphabet disponible pour écrire les terminaux d e BNF. 
Un bit à "un" indique qu'un élément de cette classe (à un niveau d e pro-
fondeur quelconque) commence par ce symbole. Un état "zéro" indique, par contre, 
qu'un tel élément n'existe pas. 
Dès lors, le T. M. se simplifie si le premier caractère, disponibl e dan s 
la macroréférence, n'existe pas dans le I<!ey Words, le template· courant peut être 
aband o nné (un seul nom de classe de param ètres actuels par paramètre formel dans 
un template). 
Le principe de construction de c ette zone est assez simple et permet le 
blocage de quatre alternatives ou de quatre atomes par master. 
a) Représentation interne 
La capacité d'information d'un blo c master d'alternatives est suffisant e pour 
nos Key Words. (Sur les cent vingt huit caractères de BCPL, soixante quatre sont dis-
p o n i b 1 e s p o u r 1 e s p a r a m è t r e s a c t u e 1 s , s o i t 1 e s d e u x p r e m i e rs m o t s d ' u n m a s t e r ) . 
" . 4 . 1 2 
La s tructure d'acc è s d e vi e nt 
L _ / / '" om de classe? j 8 1 
Key word $ ~ 
6'1/-
birde 'sou5- cl.asse " 
1t RR p R. 1 p Q_ -1 1 
-1 ,15 // >15 -4S -1 A5 8 :2 </-
<. c:Ja,os~1> sr;. rn.9 .i s fy r;, 9 !> <c. asse,R,) 
( Le bit de sous-classe perm e t la différen c; i a tion d u t y p e d e l' é lém e nt a c céd é 
Bi t à "l" bloc de sous-classes de param è tr es " 
- Bit à "O" bloc de paramètr~s actu e ls" 
La "zone M" . contient un nombr e d e val e ur zé ro à h uit, 
zon e s de huit bits, formant les Key Words , n e son t pas à zé ro) 
b) Gonstruction_ 
Soit l'exemple 
= B C, < D > , ( F ) , X Y :Ps 
Le s bits des clefs sont construits en d eux p a s ses. 
indiquant quell e s 
Si nous notons "Katome" la zone ·des cl e fs n écessa ir es pou r l'a tome con s idér é e t"+" 
l ' opérateur logique "ou inclusif'", nous obt e nons l a r e lati o n 
K (A) = + K + K + K 
.(F) !lC XY 
La constcuqion de K <A>ne p e ut s' e ff e c tu e r d è s l ' a cce ptation d e la l igne du 
B N F d é f i n i s s a n t ( /\ .) E 11 e n é c e. s s i t e l a c o n n a i s s a n c e d e s c l e f s K < Dy~ t K < F ) : o r , 1 ~ s 
d é fi n i l i o n s d e (o > e t d e ( r- ) n e s o n t p a s n é c e s s a i r c m e n t c o n n u c s ( p r o b l ~ m e d e s r é -
fér e n ces et des définitions). 
A ce stade, nous nous bornons à e ff ec tu e r 
K + K 
BC X Y 
La seconde passe utilisera, après l'ac ceptation comp_lète du 13NF, les cl e fs 
référenciées pour exécuter 
Par cette construction en deux passes, le problème des définitions récursiv es 
est facilement résolu : 
Soit 
<c> : = z fos 
-
lors de la première passe, nous obtenons 
K 
<A) = KA + K BC 
c'est•l·dire les Key Words 
!11 0 - - -
- la seconde passe effectue : 
ou les Key Words 
z 
Ce qui nous rend bien l'image des premiers caract è res permis pour toute référence 
1· 1 a classe ( A ) . 
D'autres propriétés sont présentées par Broock e r et Morris, mais nous les 
jugeons hors du cadre de cette implémentaJ;ion . 
(Notamment·, les clefs deviennent inutiles lo rsqu ' un string vide peut apparaftre com-
me alternative dans le BNF; les clefs correspon dantes devraient être toutes mises à 
un). 
c) Recher-che dans le symbole table à l'aide d es Key Words 
Soit <VAR> = < INT), <FLOAT u> ts 
< INT > = BB, AA /s 
<FLOAT} = XX, YY fs 
et le Templafe 
Calculate <VAR) - - - - - - - ls 
Le string "calculate" étant reconnu dans la ligne source, nous disposons des 
informations suivantes 
- un pointeur spécifiant le début d'un paramètre actuel dans la lign e 
source; 
- le nom de la classe attendue pour ce paramètre. 
Ne connaissant pas la longueur réelle du string passé comme paramètre, 
l'algorithme se présente comme suit : 
/ 
-
.. . . ~ 
.J\l'Pt•c.~t.0.,.._ <!~ p_,.._ H.Ç'o._ .. 1-:-.!>.. -1) 
S"t ·<vA~> 
A«i~ è->,. \-,..Ï ...i ô✓.J ~ l'"""- 1., pi! ale, 
6f<>c. d._ ...f.,,_,H (,/,"\il.> 'è/ 
e-.,, 
fkut, .r'""' ?'\, 
è>v ""a. >f'-" 
.s .., ; v ...... ~ 
;h<t'~ p, "'-" .e.._ pf-t .a_u 
~~i--:1. 5.;,: ùc>.,_f. , 
~n'~ j>-'.,. pR ..>v bl<>< <•'\!•> ) 
1'.. 1:,:1-o1 .... so,,.d,u ._ ~-,.) 
-"c 
----~~-...--~ .. -1 '>) 
6) 
c..1~f-,c1,, 'SoJ) .. ,,~ s1~· , 
;;._ ~) 
A"<i>p""'-?~ ~-.,.,. 
p~,. .. ..... .,_t~ o...c,/--.,._f, i) ~t 1"' ) 
'1,1 P. ' .. t-a-s' 
Coi,-.~,:-,,_ v~f..,._ d,J /-._....._1--,1:a. 
",- """c!t,....02.. ;-...t.r :.!) '-4 o1--
-f :.....:_h .. I s ~ ,,L., !,f.,,,<. d ... 
f'"'-'-"" l...•Ï"n o!>.-<t"~ ... l. 
1 c c.ès pu PR ~..J 
~oc. <Fl~~I > 
Ac.(."-\•·,"f'•.,.. PR , ~.J" 
k~~ wo-...d~cJ._ ('.'Fl0c1 
____J 
\/) 
9) 
~,.,., ... J: .. ~("J,,t1..") 
-1) ---
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, ----,--,---~----,-----, 
~ AR · PA 
PA 
PA 
p 4-
_, 
1-i-1~ . l 
0 -1 
-
'..::. ·1 . 1 C 
( Les demis c ercles indiquent la fin ou l e d ébu t d'un npp e l r éc ursif). ( Réc 11r sivi t é 411, 
nou s avo ns traduit e . à l'aide d'une : fonction it érative e t d'un sta c k pour sa uv e r l es 
J L1nn ,' es indispensables J 
2 . Autres repJése ntation s 
Notre implémentation repos e s ur un princip e on ne con n aft pas la lon gueur du 
strin g faisant fonction de paramètre actuel dans la lign e sour ce. 
C e f a i t n o u s a a m e n é à t r a v a i 11 e r d i r e c t e m e n t à ! 'a i d e d u t y p e a t t e n d u : 
tout en parcourant le graphique correspondant à ce type, (d éfl ni ' par la g r a mmair e 1 
on tt!St4' le s feuilles, ( le s param ètres actuels po ssi bl es,) avec le s trin g so urc e . suivant 
l e préfixe d éjà reconnu. 
On pourrait propos e r la t ec hniqu e inverse : lors de l'ac cep tation du m éta l an-
gage, les paramètr e s actuels se r aient immédiatement asso ciés à leur type et l es nom s 
de c l a ss e , associés à ceux de leu rs so us- c l asses. 
L'exemple précédent donnerait l es r e l ati ons 
BB ='> <fi..-f) 
A A .::) < f., ~> 
',( ')( 
-=-'> <Flot) 
'/y 
-='> < çL Odf> 
<_VA~){-:') < ;,.J) 
< F L<>~t > :::.'> 
Av ec la ligne sourc e : 
Calculate AA : "' --- --- ~ 
nous obtiendrons la rec herche 
y 
Rec.he..,cho du t"ype ré.5u/ tan 1-
4 ldicle du .:;tv•ïng soull"c,e 
Il A A" 
C.,on5(21f"llatro,, de., templ .. J-r2 
· è!t- mémo t-Î.5.ii t"c°o,, d ~ 
/ '.a.dresst:t clc.1 p.a,..an,~r.--e 
de. t"ue l cl.ans la t.;;.,b/e 
d~5 .sy,,,., bole.s 
'Rt?Je~ d.u 
f-o tn/~ la. l·e 
2 . -t . 1 7 
-
2. ·î . Hl 
C 'e st-à-dir e qu e l es te s r s porccnt sur l e typ e rés ul :i nt d u s rr 111 g sou rce el 
l t: t y p e att e ndu; 
-1) 
• 
f> 
f-e:.~d~ < ~1.f>' ètt1t .. J.i> 
E:,t-d.., 
Le probl è m e à r é soudr e éta n t l a c orr espo nd a n ce 
String - sourc e ----it,(r~nom d e c l as se'> 
p ui s qu e l a longueur du string, pour c orrespondr e au param è tr e a ctu el , e st inconnu e . 
La s t ruc ture permettant cette corr es pond a nce ser a dét e rmi nant e quant à l' e ffi c a ci t é . 
~o u s nous bornerons à citer ce ll es qui nous semblent l es plus val a bl es à priori. 
a ) T abl e de param è tres actuels triés (gramm a ire énumérat i v e ). 
L'algotithme de recherche serait dichotomique sur un e n se mbl e " co ncr e t" tr ié . 
Le ty p e se rait associ é à c haque param è tre par l e biais de l a tabl e . 
b ) Cor r es pond a n c e par gr a ph e ( g rammair e é nu mé rative) 
L'al g orithm e d e r e cherch e parcour e r a it l'arbre. A c h aq u e no e ud, l a dir ec t ion 
prise se r a it fon c tion d e l'information c ont e nu e dans l e s br a nch es issu e s d e ce no e u d . 
e t te info r m ation <consist e e n un c ar actè r e; s i l ' al g orithm e p e u t a bo u tir à u n e fe u i ll e. 
l e he mi n par c ouru c on c orde av e c l e par amè tr e a ctu e l pré se nt d a n s l a l igne s o urce . 
La fe uill e indiquerait alors le typ e d e ce param è tre. 
c ) Co rr e spondance par graphe ( g rammair e ré g ulière) 
R a p p el on s q u e , p o u r to ut e g ra m m a i J e r é g u l i è r e , o n p e ut c o n s t ru i r e u n a u t o m ai , 
fini n o n d é t e rminist e . 
L'ensemble d es états forment les no e u d s d'un graph e qu e l' o n parcourt e n 
fonc t ion d es symbôlc s d ' entré e . 
Dan s notre c as, la valeur de la fonction d e répon se, as sociée à chaqu e é t at, 
ne p ren d r a plu s un e simpl e val e ur binair e . 
2. 'Ll9 
Lorsque l'automat e e st dans un état ne correspondant pas à un nom de c l a s se 
dé terminé, la réponse sera négative; dans le c as contraire, le type est donn é. 
Nous ne nous étendrons pas sur la structure que l'on pourrait donner à des 
types de grammaire plus évoluées, puisque notre métalangage doit rester très élé men-
taire dans un travail qui ne constitue qu'une expérience. 
2 . 4.3 Gestion des classes d e macrodéfinitions 
l) Structure des données en_St!!_g_e 2 
Les templates, fournis à Stage 2, sont organisés en a r bre où chaque çaract è r e 
ou indicateur de paramètre ( " • ") correspondent à une branche. 
C'e s t cet arbre qui constitue ce que nous avons appelé le répertoire . 
Si nou s avons l'ensemble de Templates : 
= Js 
corps 
1T 
X = is 
corps 
$T 
y' J>s X = 
corps 
$T 
Nous obtenons l'arbre suivant où S . PARAM et S. EHL représentent l'indic ateur 
de paramètre (" ' ") et le marqueur de fin de ligne source (" .fs "). 
Nous les di s tinguons car ces branches n'ont pas une représentation intern e 
correspondant à un des caractères BCPL (nombres entiers en dehors de l'intervall e 
[32 - 9.5]) elle présente une sémantique toute différente, 
... = 
~y • ,-.S. 
4s. PARAM ~•--,•• S. EQ'L 
PARAM • • S,EQ'L 
corps 
corps _JT 
~T 
S. PARAM • ~ = • • S.PARAM • • S.E.0L c orps $T 
-
/ 
2.4.20 
Les fl èc hJ, dans la fig 2.17 b représentent les noeuds de l'arbre. Un no eud 
est d inlngué : La racine. Il sert de point de départ à la reconnaissance. Quand un e 
lign e conc orde avec les branches depuis la racine jusqu'à - et y compris un S. E0L, 
ell e est acceptée comme référence au template correspondant l:l ce S. E~L, et la rou-
tine d ' ,e :qi ans ~c:1 qui suit est "inte r prétée " après passage de s paramètres actu els. 
Ra p;,el o:1s que cette dispo si ti on en arbre ordonne les temp l ates selon lez 
règles suivan~e~ : 
a) D e 2 templat e5 présentant un préfixe identique 
1. Si le caractère qui suit ce préfixe est un indicateur de pa ramè tre, son 
t e m p~::!: ·~ est pla cé en ba s d'arbre 
X 
X = y = 
· I s 
don ne : 
R a c in e -->--> X ~ = ~y~~ -<>-C> S. PJllRAM~ 5 .E.ol-
~. PA RAM -<>-> S. E O L 
2. Si no n , le plus long template est placé au début 
X = A ' <J.. 
-rs 
X=Y+'fs 
~. 4. 21 
donne 
Racine -+X--,... • "S.PARAM • ,_.,.S,EOL 
... S . PARAM _...,._..,.,,.,.. 5, EOL 
b) Les templates sans préfixe commun sont placés dans l'ordre décroiss an t de leur 
longueur . 
Soit, l'exemple 
s = Y + ' fbs 
B = C + D + E /s 
donne 
Racine • • E ---~s. EOL IBX -.= 
L. . .,-= • • y .... + • • S. PARAM • .. s.EOL 
Nous reportons à l'annexe 2, quant à l'algorithme de reconnaissance d'une 
macroréférence qui se base sur ces remarques. 
2) Structure donnée aux_classes_de macrodéfinition 
Afin d'être à même d'utiliser un Stage 2 classique 
~ à chaque bloc 
Format class ( nom J /T 
ou Format 
Â /)1u~,.., ~~,,fu.. c-/(M,1,,. 
o u les faeilités de 
va, ce tte fois, correspondre un arbre reprenant les macrodéfinitions de la classe . 
Au début de chaque arbre, deux pointeurs absolus sont présents. Ils concré-
tisent la racine. 
2 .4. 22 
Par exemple Format class [ essais] $T 
= 1's 
[ c o rp s 
,\ 
X 
= 
:%s 
[ corps /T 
X = y = 
.fs ['o,p, 
~T IT 
1EJ ~xs · __ P_A ..... R-A_M __ • • -:: 
L • • = I sY .. ~ s. PARAM ---.-...s .EOL Co r p s 
• PARAM • • S . EOL Co rps 
• )Il> S. PA RAM • ...-s . EO L Corps 
Ces deux pointeurs assurent l'imbri c ation : 
le premier pointeur correspond à la classe dé c larée au mêm e niveau 
- le se c ond pointeur à la classe déclarée comme sous-niv e au à l a class e e n co urs . 
-
2 . 4 . 2 3 
La tab l e tl e s sy m bo l es assure l a liaison e ntre un 110111 tl e I a sse e t l ' arbr e 
as s o c ié . Un blo c de c la sses s e r e pr ésen t e comme s uit, dans ce tt e tab l e 
+\~ f.1~ 
L-1 ~ ~t:c..At. l .P.:J "u.i. ,~ ..r.,>~i..tl 
4 4-o 
Se ule l a prés en tation, décidé e p a r l' utilisateur , détermin e l es ad r e s ses a s-
soc ié e s aux pointeurs des racin e s. 
:\1 ns i l e texte : 
F orm at c lass [ l ] $T 
Format c las s [1. 1 J !\ 
C 1 a SS 
-
2. -J. 2 -J 
prést!nte r a la structure d'a ccè s suivant e 
(Rapp e lons q u e le nom d e classe ['/,f::,c/:, $ $ ':t>] ct ans la fi g ur e ci - dessu s /S t in a éré 
autom at iquement) 
2 . 4 . -L T e m p 1 a te m akdü n g m o di f i é 
N ous disposons de quatre stacks distincts : 
a ) Le premier ("VE") est utilisé pour l'acc e ptation des lign es de t e xte source, 
pou r la construction des lignes du généré et pour l es pointeurs donnant l e début et 
l a fin des paramètres (9 a u ma x imum) . Ce st à ck est rest é tel qu e l'avait conçu 
Mon sie ur Pirotte à l'exc e ption des pointeurs d e paramètres . 
Rappelo ns sa forme 
7 L 
/ 
I 
1 liJ ll<t) 1 ...... 1_/,c;__ __ _ 
7 
/ 7 
1 
1 (.-1) l{lJ f/f/ ((',,.(/Ill{ /1{ I ( I ',,1 s .4'9Lt 
._ cL 
+ :; 
/ I 
L 7 (1) 
(2) 
(3) 
(4) 
2. 4. 25 
En VE, se trouve l'ensemble des arbres c réés lors d e l'acceptation du 
métalangage - En AD _R, comme nce ·1e stlick proprement dit. Le cas r eprésenté ici 
montre une ligne de source (1) (!_ n put l!ine) après reconnaiss·ance par l'algorithme, 
suivie :le ses pointeurs de para m ètres implémentés sous forme de chafne (2); finale-
ment une ligne du généré (f._onstrueted l!ine) (4) vient tout juste d' être construite. 
Les pointeurs marqués (l) et (2) sont réservés pour représenter respective-
ment le début de la chafne des paramètres et le début de la chafne des symboles 
génétés. 
( L a fin de ces ch a fn es étant indiquée par une mise à "1 " des derniers é 1 é ment s 
pointés (" - 1 "). Les pointeur s (3) et (4) servent à la gestion du st O.c k. 
Le pointeur "point" est libre et sert d'index. 
b ) A c h a q u e I . L . o u C . L . e s t a s s o c i é , p o u r 1 e t e m p s d u T . M • , u n s t o..c k ( " S . T . " ) 
utilisé pour mémoriser les branches de l'arbre dépassées pendant la rech e rche . ST 
assure les retours en arrière da n s l'arbre .?es Templates. Le sto.ck assure également le 
sauvetage des données, afin de permettre différentes recursivités internes du T. M. 
c) "Tree-stack" mémorise les doublets à la racine des arbres déjà rencontrés. 
Il permet la gestion des métainstructions donnant des directives au T. M. 
d) Copy-stack" permet la reconnaissance des macroréférences passées comme para-
mètres. Celles-ci sont évaluées récursivement à la macroréférence qui les contient 
et leur chafne de paramètres est placée dans Copy-Stack. 
Il reste encore deux po inteurs : "NC" qui donnent le noeud courant dans 
l'arbre actuel des Templates et "C:'C." qui représente le caractère courant dans la ligne 
testée (IL ou CL). 
La figure 2.22 représente l ' ordinogramm e complet de l'algorithme dans le 
but d' en donner une vue d'ensemble. Nous n 'en discuterons que les points importants. 
N 
N 
2. -1 , 27 
2) Sé l ec tion d'arbrl' ' 
-- ----- -
C'e st i c i qu e les métainstructions (e r- 1 , cS, e C [ c la ss -n amc ] 
3 la fin d' un e IL ou d'un e CL) jouent l e ur rôle 
p ré se n tes 
{cf Fig 2.22) 
Rè gle 1 : a) "eF 1 "rend la main à la génération , après avoir sorti la lign e sur le 
support extérieur 
b) "eS" fait de même, mais la main est rendue à l'initiali sa tion 
d'une ligne source. 
c) "eC [cl a ss - nam eJ" indiq ue su r quel identificateur doit port e r la 
fonction de randomisation,[~$$ 'i, 1, '$ J étan t pris à défaut d'un e 
des tro i s métain s t ruc tions, afin de d é termin er la racin e d'un arbre 
par le b ia is d e la table d es symb ol e s - Le sélec teur introduit la 
racine (doublet de pointeur) au début d e copy-stack 
Si la c lass e a été précis ée , l e pre mi e r pointeur est mas qué afin 
de refuser l'a ccè s aux arbre s d e m ême niveaux. 
f><I l 
- S i non , i 1 u t i 1 i s e 1 a c 1 as s [$ $ % i /, ,iJ et ce m a s q u e n • es t p a s 
introduit 
~t-i.~~ . .st~<.k 
f ! , , 1 
Règ l e 2: Lor s qu e l e TM annonce un niismat clt pour l'arbr e e n co ur s , J e 
point e ur libr e, indiquant la d e rnière case o cc upé e d a n s c op y-
stack est utilisé : 
- S i u n s o lis - a r b r e e xi s t e , 1 e d o li b l e t e s t a 1 o r s i n s é r é d an s .\ e 
s ta c k, r e c o livrant 1 · ad r esse dé j à ut i 1 i s é e ; 1 e p oi nt e u r l i br e , est 
incrémenté et nous ret oc:irn10ns à la règle~ 
- Sinon, la règ le 3 es t appliqué e , o n obtient ai n si tous l es sous-
niveaux. 
Règ le 3: Quand le sous-arbre n'existe pas, le doublet conti e nt m masqu ~ en 
seconde position : 
Cof>j. ~t~J<. 
t f IXI 
L c p o i nt e u r libr e e st r ec ulé d • une p os i t ion et l a r è g le -! est a pp l i q li L' • 
-
Rt:g l e 4 
Règle 5 
Elle effectue un travail identiqu e à celui de l a règ l e 2 , m,11s Je · 
conséquences sont différentes 
- Si l'él ément pointé nl! st pas masqué, nou s inséron s la r acine 
dans le stack, comme précédemment et retournons à la règ l e 2; 
- Si non, la règle 5 est appliquée. 
I de nt i q u e à 1 a règle 3 , e 11 e ~ es te cep end an t si le dé but d u s ta c k 
n'est pas atteint. 
C e te st n ' a pp a ra ft q u e l o r s du r e c u l du p o i nt e u r li b r e d e d e u x u ni t é s , c a r 
nous sommes toujours certains de posséder deux éléments dans l e stack d ès son in·a-
t i illisation . D'où la raison de l'existen ce de s r èg les 4 et 5. 
Nous avons donc là un automate fini, résol va nt la gestion des accès a u x classes 
et aux s ous-classes. 
En fait, il y a une différence fondamentale en tre une macrodéfinition ap -
partenant lexicographiquement à une classe et l'appartenance telle qu'elle est co n-
çue par le sélecteur d'arbres. 
Si toutes sont adressables par l e nom de cette classe, il y a un e priorité 
dans leur accès par le Sélecteur. 
L'exemp le de la fig 2.20, de la structure syntaxique du bloc correspond à l'ens emble: 
'-\~ f .(/ 
ttff~t-!t ,._ ~,,_c.t, 1 ~ ~ GOJ~è rl.~i U e 
où 't (class-name] représente l'ens em ble des templates d e la classe. 
Dès qu'une ra ci ne est accédée, l es tests p rennent i111médi,1tcmcnt cours sur 
1 · a r b r e a s s o c i é a v a n t d e co n s i d é r c r , à <l é f a u t d ' u n s u c c è s , 1 c s s o u s - c n s e 111 b l e s c x i s t a n r . 
2. 4. 3 0 
Par exemple 
a c cédés seraient 
si la classe (1J était proposée au T M, 1 a suite des ensembles 
I 
t'r1 J G[1J C G[ï . D LJ t{I: . 2] 
, CGg.ï] 6C1.1J = 
ë[1. 1fl 
., 
&[1.1.11 = GQ..1D 
I 
tû- 2) = tf!-~ 
Donc les véritables ensembles reconn4s p ar le système se réduisent à 
I 
b) Efficacité_durant le TM 
L'efficacité du T. M modifié est fonction de la manière dont l'utilisateur im-
brique ces différentes classes et l es r.éférence . La manière dont sont utilisées les ra-
cines (p oint eu r de même niveau et de sous-niveau) peut rendre l e macrogênérateur r e -
lativement lent ("""). 
(") Dans un c as e x t r ê m e, on p e ut o b te ni r u n m a c r o g é n é ra te u r t r è s r a p i d e m ais t r o p ri g i d e 
(Une s eu le macrodéfinition par c l asse et aucune imbrication),. car nous en retourne rions 
à l'identification d'une macroréférence par nom. 
; 1 
2 . ..J . 3 1 
A l · ut il i sati o n, il y a donc avant a g c, lors d c la d é finition d · u n·c: c las se d e 
Templates, à é viter toutes imbrication s inutil e s e t une r é f é r ence p ar un e dir ecti v e 
"e [ clas s -nam e]" doit indiquer la class e la plu s imbriqu é e po ssi ble p o uvant co n-
v e nir à la macroréférence. 
Chaque élément de la chafne correspond à un p aramètr e . Il s sont c ré é s au 
fur e t à mesure qu'ils sont reconnus. 
-~-1/ l / 
_i __,___ _ / 1 + 1 i1 
La figure 2. 29 reprend l'un de ces éléments, Il contient g énéralement quarr e 
inform a tions. 
( 1) L 
"link" de chafne 
(2) Le numéro d'ordre du paramètre 
(3) : (4) Les pointeurs de début et fin, du paramètre actu e l, contenu dans l'IL 
ou la CL à laquelle est associée la chafne. 
L'information donnée par l e s zones (3) et (4) est toutefois diff é r e nte lors du 
p a s s a g e d ' u n e mac no t é f é r e n c e c o m m e p ia ra m è t r e . L e t c m pl a te , c o r r e s p o n d a nt à la l i g n e 
sous-test, indique la présence d'un tel paramèt r e par " [ cla ss -nam eJ" ( au li e u d e 
l'ha b ituel" ( Clèlss-nam e > "). 
Le macrogénérat e ur étendu sait donc qu'il dispos e là d'un param è tre s p éc ial 
qu i d e mande un TM. A cette occa sion, il y a sauvetage d e certain es donné es dans " ST " 
e t la pro c édur e du TM est réappelée. 
A cet app e l résult e ra, dans copy stack, la chafne d es p ar amèt r es c on ce rnant la 
ma c roréfér e nce sous - éva l uée. 
1 
-
~ . -J. ~i '.! 
La raiso n profond e d e cc travail app a r afrra l ors de l ' é t11dc de l,1 gé n ération 
(§ 2 - 5 ). Nous obteno ns d ans co py- stac k un é l éme nt d e la forme 
Dans la chaîne des param è tre s , de la macror éfé rence primair e , l' accès à l a 
z on e de copy-stack est assurée par l' é lément : 
l ,b I 1 ~0 1 C 1 @~? 
\--1) ( t> l.s I C4/ 
Les informations (3) et (4) ont été modifiées d e façon à rappeler le type d 
" [ ") et à donner l 'adresse dans copy-stack de la zone construite . Cela paramètre 
évite ra au macrogénérateur l e TM de ce tt e macroréf é ren ce pouvant ê tr e gé nér ée un 
g r and nombre de fois (dans une bou c l e, par e xempl e ). 
Il n'y a qu'un e r estriction à l'usa ge des m.'.lcror é férences pa s sées co mm e pa-
ram èt r es . Ell e est inhérente à S ta ge 2 qui oblig e l'utilisateur à fra g menter s on texte 
sour ce à l 'ai de d'indi c ateurs de fin de ligne (S. EiL) ca r, le TM d 'un e lign e n e s e 
ter m in e qu e gr ace à cet ide nt if i c a t e u r. I 1 doi t don c être n é ces s .'.l i rem en t prés en t dàtul .'.l 
lrtç;ic.ro ré îé rence sous-évaluée. 
(E n fait " esca p e " es t utilisé c omme id c ntifi- cateu r d e fin d e li gne .) 
Le bloc (fig 2.4 - 9 2.1) montr e l' ex is te nce d'une certaine s tand :ir dis.'.lt iu n 
ta table des symboles. 
dan ~ 
-
1) è s q u · u n s y rn b lil <~ do i t ê t r e t l' sr é , l a f o n c r i on d · r i.1 n d (1111 i s a t I o n ( c r pl' , J , (' • 1 , · 
la c hafn e de s synon y me s ) 01 1 u n ma s rer d'nl t cr nnri v c s , c s r u c l11s é pour o bc e n ir 1~ , u-. 
t ..: n li i n i r m a r i f d li b l o c . N o u s :1 p p c l o n s , " c o 11 l c 11 u i II f o r rn a t i f " J ' 11 ; 1 1., 1 u c · 1 a n ll..t r u , i . , 
zone qu ! contit!n t l e t ag donnant l e type du blo c , l e s t r in g r c pr és niant l e syn h o l L· 
e t l ::t lo n gueur - ou <.:ncore l es informati on s néc e ss a ires à l a re c onn a i ssa n ce . 
~i-.h. ... 0 0 ~ , --. • .... .0;: ~ <1"; +- Co..., t c L.. ù ~~ ::, ~ t.,"~ f.: f 
~ ,,,-------.-
-.... ~ 
'ÏAG 1 Pi< VCTLl 5'f""" r L-1 ! [" c...k..,.,..~ r~ e. 3~ 4 1<', 
'-t o j~ 
L 'expression "conten u assouiatif" s era l a zone tl · stin (;c a u tr a irem e nt néc es -
s itanr l a rec h erche du symbole dans la table. 
,;r1<h,, .. 
a) L o r s d e l · a c c è s p a r f o r m u l e d e r a n d 0111 i s a t i o n , ïà.V"'fo n c t i o n d e r cher che 
est u t ilisée, qui permettait l'ac ce pt at ion d ' une r éférence avan t la définition associ ée . 
C ette fonction trav a ille s ur l e principe suivan t : 
- C omme argume nt, lui e s t passée u n e zone de travai l d e deux mots, r e nfermant l e 
con t en u inform at if du b l o c d és iré d e l a "symbol table ". 
- C omm ~ secon d argume nt lui es t pas s é l' identificateur du symbol e rech e r c h é . 
Rè g I e l 
Règ le 2 
Règle 3 
La fonction Ifash est appliqué e à l'identific a teur du sym b ol e e t l es 
différents b lo c s s ynonymes son r par c our u s. 
Afin d e détermin e r l e bloc re c h e rch é dans c e tte chafn c , l e premi,n 
m o t d · u n b l o c c s r c o m p :i r é à c e l u i d e l a z o n c d e t r :i \ ' a i l , l e p o i n t c u r 
de la cha fn e d e s s ynonymes ét:1nr ma s qué. 
Ell e assure la co n cord::tnce d e "ra g " , de l ongueur c' l du SL'C onc.l c ar:i c-
t è r c d u s y m bol c ( l c p r e m i cr é t. an t t c s r ~ p a r l l' b i a i s d e t a r .1 11 d 0111 i s ,1 - _ 
t i O 11) 
Si le pr emie r t s r n' est p::ts c o n cluant, ta règ l e~ e s t a p pli 4 u é c• ,111 
b l o c s u i v a n t tl e l a c h :i f n c , s i n n n o u s c x é c u t o n s l ;1 r ,:- g J e :l . 
Le deuxi è m e mot du bl oc en c o u t s es t alors rc tl' :i l 'a iJ c J e l a ;: ,• '1, 
d e t r a v a i l • S i c c s rn o r s n c s o n t r a s i tl c 11 t i 4 u e s , J ;i r ;:, g 1 ·• :: e , t r l ' 11 r i ·, , 
a v ec l e bloc sui van t , si non l ' a d r c s s e du b J o c c s r tl on née a 11 r r o Sr :i m ri , 
11ppcl:1nt, afin qu ' il pu is se bénéfi c i e r tl11 c ont l· rtu .:i sso ti a1Jf . 
2 . 4 . 34 
Quand la fin d e chatne est a tt e in t e sa ns qu 'au cu n blo c n e ré po nd e à la d e -
mande, l' i 11 di Q at e ltr e 1 o e He r ~de à la de m-H4e? 1' in di c a te u r est r e t o u r n é au pr o -
gramme avec la valeur "faux". 
b) Qu and l · accès es t exé c uté à l' aid e d' un m as ter d ' a lternatives, le m t me type 
de test est e xécuté. 
Le pr e mi e r caractère de l ' ident i f i ca te u r est v é rif i é au niv e au du maste r 
lui-mêm e . 
Quand a u trait e ment du contenu asso c iatif d e s cl a ss e s d e p a r a m ètres, il a dé j à é t é 
a bordé a u § 2. 3. 
Dans ce par ag raph e nous pr é se nto ns : 
- quelques remarques concernant l a form e qu e pre n nent les indi c ateur s d e p a ra m ètre s 
formels au s e in d'un arbre. 
les rettri ctions qui ont été né ce ss ai r es p ar su ite de cette repré s entation. 
la ju s ti'ti cat i on de ces restrictions. 
- l ' org a nig r amme global du T. M lorsqu'il b énéficie des i nformations d es m éta défi-
nitions . 
1 j 
1 
/ 
,\ 
/ 
e. 1L 3 5 
1. Remnrque 
Lo r, d e l a c r é a t i o n d ' u n a r b r e , l e s y s t è m e a s s u r e d é j à u n e p a rt i e d u t r a i t e m e ,. ~ 
r e l ~t if aux paramètr es . C'est-à-dire que le nom d'une class e indiquant la pré sence d'u n 
p.1r .1mèt re va être dès à pr ése nt r emplacé par un pointeur absolu : 
- d ans l e cas d'un nom de classe de paramètr e s a ctuels, l'adresse du bloc d e typ e (2) 
(cf figure 2. 5 du § 2. 1) correspond au début de sa définition; 
- pour une classe de macrodéfinitio ns, l'adre sse d e la racine de ' l 'a rb re donné. 
Au sein de l'arbre, nous obtenons ainsi des éléments identiques à ce ux de l a 
fi gure 2. 33 et 2. 34 (lesquels éléments remplacent le S. PARAM en Stage 2 classiq ue) 
F i g 2. 33 représe ntation d' une 
classe de paramètres actuels 
< ---o----C>: PA v e r s ~ la définition 
Fig 2. 34 r e présentation d'un e 
class e d e ma c rodéfi n itio ns 
--~1>--1C> PA v e r s ---,> 
la racine 
On remarquera que la représentation d'un nom de classe est ramenée à d e ux 
b ran ch es " < " ou " [" suivit du pointeur absolu .5ilno us faisons intervenir l e 
tri nécessité par la construction de l'arbre, nous pouvons obtenir d e s structur es assez 
complexes (cf figure 2. 35) C[Ui nous ont amen!S.. à fair e des restrictions vis{lnt à al-
léger l'algorithme de TM. 
2. Li ste des restrictions 
.. 
-
X~----c:o>---P,-
"x/' est mis fOUr un caractère quelconque (cf au sein d es options) 
-
1 
2. 4. 3 6 
- Option 1 · 
La ·premièré des branches associées à un nom de classe sert à indiquer l e t ype 
de 1 a c 1 asse é < " ou c 1 à s se de para.mètres ac tue 1 s ; " [ " ou c 1 asse de macro défin i -
tions). Ces · deux caractères ont été réservés au niveau des templates afin de facili ter 
la reconnaissance d'un nom de classe. 
Lors de l'acceptation des noms distribués, tout caractère ".( "(ou " C.") 
implique la recherche d'un caractère">" (ou "J ") et le string ainsi délimité 
est considéré comme le nom d'une classe. 
Plusieurs caractères " < " (ou 
dans un arbre (fig 2. 35 b) 
" C:. " ) ne peuvent donc se suivre directem en t 
<. --....------ PA 
1-----~ PA 
i-----§~PA 
Fig 2. 35 b (cas particulier de la fig 2. 35 avec x 2 = "<:., " ) 
puisque, à un nom de classl!, correspond une paire de branch e ~. 
Dans la fig 2. 35, les caractères "X 2 " et "X3" ne peu ven t ~tre que des poin-
teurs associés à un paramètre. 
C'est par le biais d ' une représentation interne pour u.<, .... " et " C::._" n e co r-
re s pondant pas à l'un des 64 caractères normaux connu du macrogénérateurs ét e ndu qu e 
l'algorithme de TM sait qu'il doit reconnartre un paramètre actuel dan s la ligne so ur c 
- Option 2 
Dans un arbre, il a été décidé que, verticalement , n'apparaftra jamais qu e , 
ou des paramètres contenus dans une classe, ou un paramètre sans type particulier (c a s 
du Stage 2 classique) 
On remarquera, dans la figure 2.35 que "Xi, .. < ... "C" " S. PARA M " 
sont ordonnés verticalement au sein d'un arbre. Ce qui permettra à l ' algorithme d e 
tester les différentes branches suivant un noeud dan~ l'ordre croissant de·s difficultés 
de traitement (le TM utilise les branches quittant un noeud de haut en bas et sans 
jamais en revenir aux branches déjà testées). 
~.4.87 
- Justification de l'option 2 
La r a i s o n d e c e c h o i x s e conçoit à l'examen de la figure 2.36 
x. 1---~->-< ---• 
1--__,.. [----.t> 
----• 5 . PAR .R M- --l>-
}
para actuel 
avec type 
paramètre actuel 
sans type 
Dans cette figure, à défaut de reconnattre un paramètr e de type donné, 
l'algorithme finirait néanmoins par accepter n'importe quel string en tant que pa-
ramètre. 
- Option 3 
La m ê m e a t t i t u d e a é té a d o pt é e e n c e q u i c o n c e r n e 1 e m é 1 a n g e d e p a r a m è t r e , 
avec et sans type, horizontalement dans l'arbre. 
Par exemple 
---·< ------1 .... a. p A -----..- S. PARAM --->- -- - -
- Justification de l'options 
'., Cette option a été admise car, finalement, même s'il est impossible à l'uti-
s.a..t~ur- de - définir les paramètres - d-'-une classe,- !' extension du BNF par la possibilité 
de co ·ncaténation lui permettrait la définition d'une classe partï'cu lière : 
= 
- Conclusions tirées des options 1 à 3 
Ces restrictions aHurent l'indépendance d'utilisation du $tage ~ classique et 
du Stage 2 étt,ndu par les métadéclarations . 
- Option 4 
Une grammaire associée à un paramètre actuel est utilis ée d'upe _ manièr e 
"first fit" (le premier paramètre actuel reconnu dans la ligne source est consid éré 
comme le dernier pouvant conv·enir) 
Option 5 
Il en les macroréférences passées comme paramètre ~ 
-
2.4.38 
- Conséquences des options 4 et 5 
Les conséquences de ces deux options sont assez lourdes par la perte en 
s o u p le s s e q u • el le s en t r a rn en t • 
a ) Option 4 : 
Bien qu'une solution définitive n'ait pas encore été élaborée, nous en 
proposons ici une approche, par une ambiguïté implicite mais typique due à l'ap -
plication de la règle "firt fit" portant ~ur les alternatives d'une classe d e ·p aramètr e s. 
Supposons la reconnaissance de la ligne source • 
de l'arbre représenté par la figure 2. 37. 
de la figure 2,38 à l'aid e 
Nous insistons sur le fait que la ligne est, dans la réalité, une macroréfé., 
rence ~u template aboutissant à la feuille 1. 
Dans la figure 2. 37, une branche est spécifiée par un cadre reprenant son 
contenu; les lettres majuscules précédées de "~" et situées au dessus d'un cadre re-
pr é se nte l'adresse physique de la branche. 
Un noeud est représenté par une flèche. Les pointeurs "NC" et "CC" (_!!oeud cour ant 
et ~aractère ~ourant) indiqu·ant l'endroit où le TM est arrivé avec succès .• 
Il nous reste à défin i r le contenu des classes de paramètres associées aux 
pointeurs pAl et pA2 
- pA1 contient, dans l'ordre, les alternatives AB et ABD. 
- pA2 contient : ABDF, 
La seule branche quittant le noeud cou r ant étant un indicateur de paramè t r e , 
l'algorithme de TM · compare le caractère courant "A" avec le premier caractère de 
"AB", puis vient la comparaison de "B" avec le second caractère. 
Réussissant à retrouver "A,B" dans la ligne source, selon la règle "first fit" 
seule cette alternative peut convenir, sinon l'algorithme rejetera le template en c ou rs. 
(En réalité, la seconde alternative est réellement l'image , du paramètre actuel). 
L e s ta c k " VE " e st ch a r g é av e c l a v a l e u r de " CC " ( ad r esse d e " A ") et l e s t a c k 
"ST" avec l'adresse de la branche que l'on va dépasser : 
VE. 
1 1 f I l l l 1 
"'NC pointe à présent vers la branche[fJet "CC" vers le caractère source "D". Ceux-ci 
n'étant pas identiques, l'algorithme abandonne le template. 
"CC" et "NC" sont remis à jour avec l'aide des éléments supérieurs de "VE" et "ST". 
On reprend la règle "firllt fit", avec succès, sur les alternatives pointées par 
pA 2 et le paramètre actuel supposé est "ABCDF" 
Nous avons arrangé la figure 2. 38 de manière à ce que la feuille ~ soit 
atteinte. 
Jamais le paramètre actuel et le template1 ne seront acceptés, 
La seule manière de lever ce type d'ambiguité serait de revenir dans la 
grammaire initiale (pA 1 ) dans la table des symboles pour reprendre les tests à partir 
de l'alternative où •ils furent délaissés. 
b) Option 5 
Résoudre le problème soulevé par la règle "first fit" sur les alternatives d'une 
classe de paramètres imp·oserait et justifierait l'option 5. En effet, il ne peut y avoir 
méprise lors de la reconnaissance d'une maèroré f érence passée comme par_amètre </"-'-
fi /,:t /... ,,.-;,,,,,Pp-,,.:u ~ I •I. " re.. /f'Ul'A r-·.,,...., 
Par la présence de l'indicateur de fin de ligne, dans la source ou le généré, un e rè-
gle "first fit" convient, puisque le début et la fin de la macroréférence sont connus 
contrairement au cas d'un paramètre actuel. 
-
1 
1 
1 
1 
I' 
1 
1 
1 
1 
1 
2,4 ,4 0 
2. 4. 5. O ~ n, i c:: .:i_ r:i me d 11 T ~! -:, r o o r e rn ~ n ~ à~~ 
La figu i~ 
duit es ) . 
Dar.:i,··!:i situ:it!on nctuellc::, n:)'.JJ avon, dt!c ,d . il to~s le3 p o i nts de l'algo rithme. 
2. ,p 
} 
en d nn~ le ;ésumé (Au,cune des e::tensions proposées n"y sonî lntro-
Les règl~, 1 et~ sont iden?iqu~s ù ce!Jes de l'algorithme de TM de Stage 2 
(CF Annex= 2) 
La règle 3 r<!mpl,:ice les :règles 3 0 4 e t 5, Elie assure la recherche selon le 
pri ncip~ '"Fir. t Fit", app!.l ude:i .iu;; cl n~~e 3 de paramètxes actuels et au;c classes de 
-
Tri. 
S ït-1 Rï 
~c.-. JA~~vd .=,,,,; v,:!. ,..l-
lc!l !:ilôtZ.;,.,,,r,.. 
cc...= -1~ t,s:>;\.~1.;! 
d 11 f~ 1:J,,,,c-1.. 
, 11) 1 
C. ~~C.l:- 0 .... 1t 1%. -
h,H~t- d~ ,~ 
G h ,\:!,\~ dt 
pôv~'°"~/--t.L 
e.<::kl: f: ~"' d I 
UL.. e'fe~e.._f-
do..-..s 
c.,o t'Y- ~ t e.d< 
" C C " : c a r a c t è r e c ou r a n t d e 1 a li g n e à t e st e r 
"NC" : noeud courant 
"BQ" : branche quittant "NC" 
R.G 
"S. EOL" : Représentation i nte rne de l'indicateur de fin de ligne. 
J 
C.1.A.G'\. V~ 
,,(t.,i.,,4<:.t..4- d.c)~!,. 
le) cJ.b.' .. 't- de.~ 
'f>c\.V"..k i.i,.~f-,,c.~ 
t,JC ':. 1,,c,e..d 
~ ..,; \)~~+ f~ ~,q 
do"'"~,.. r-e(l 
~~hl.. 
' . 
' 
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2.4. 6. Génération 
Les changements nécessa,ires à la génération ne sont pas fort importants, 
exceptés les deux points suivants : 
1 - a) En Stage 2, il est déjà possible d'associer une valeur aux paramètr es ac-
tuels pris comme une adresse symbolique en mémoire. Nous appellerons "iden-
ficateurs de paramètres" un tel paramètre actuel. 
La fonction eF 3 et la conversion ed 6 assurent l'assignation. Les conver-
sions ed 1 , ed 2 reprennent la valeur et la copie dans la ligne en construction à 
l'endroit de leur appel. 
Un paramètre actuel passé à une macrodéfinition n'est accessible qu'au 
niveau de cette macro, par le biais de la chafne des p a ramètr e s d e la macro-
références. (Rappelons que, dans le format "edn" d'une conversion de paramè-
tres, "d" indique le numéro d'ordre du paramètre dans le template et "n" iden-
tifie la fonction. La conversion de p~ramètre travaille à l'aide du de élément 
de la ch afne des paramètres.) (Les fonctions travaillent généralement sur l es 
éléments un à trois de cette chafne; les valeurs associées aux identificateurs 
actuels ne sont donc accessibles qu'à ce niveau, à moins que ces identificateurs 
ne soient passés également comme paramètres à une macro de niveau plus intern e). 
Pour utiliser un identificateur de paramètres comme un global, il doit ê tr e 
généralement régénéré explicitement dans la macrodéfinition qui désire l'utili ser 
et les métainstructions doivent être appelées par le biais d'une macrodéfinition de 
"base" (cf 2.3.2. du chapi tre 2). 
- b) Dans le macrogénérateur étendu, par énumération simple, l'ensemble d es 
paramètres actuels est concret. 
Par l'usage d'un pseudo nom de classe réservé, une ligne de production 
pourrait redéfinir les identificateurs de paramètres à considérer comme globaux 
<GLOBX) = A, B C 1s 
Une telle productio assurerait une chafne qui serait utilisée par les m é ta-
instructions d'assignation ou de recopie._ 
Par exemple, si dans une macro, nous désirions faire référence à la valeur 
associée à l'identificateur de paramètre global "BC", nous éc ririons : 
- la métainstruction 
e (Glob x Cl)) 1 ./T 
dans le corps 
- et dans la grammaire 
(Globx > 
2.4.42 
Lors de l': génération, le macrogénérateur sait qu'il s'agit d'un global et 
qu'il est décrit comme premiè~e alternative de la classe de nom ,<Globx) 
2 - La remarque (1) n'est qu'une proposition d'amélioration de la soupl e sse d e 
Stage 2. 
D a n s 1 e c a d r e d e n o t r e i m p 1 é m· e n t à t i o n , i 1 n o u s r e s t e à d é fi n i r 1 ' ut i l i s a -
tion des éléments de copy-stack par le macrogénérateur. 
Lorsque l'utilisateur nous spécifie par le template qu'il passera comme p a-
ramètre une macroréférence, c'est que celle-ci sera toute prête à l'emploi. Seul e 
la conversion de paramè t re "edo" peut donc logiquement êtr e util i sée (copie tex-
tuelle d'un paramètre actuel dans une ligne de construction). 
Rappelons les informations stockées lors de l a re c o nn a issance d'un tel pa-
l param è tre : 
- charne des paramètres de la ligne source (dans le stack "VE") 
j+l 1 ~o I C l@!J~ 
\...,) ( t.> l~ J l'-1/ 
f~"' dl t.. 
chafne de-;Vm acroréférence/ passées comme paramètre s (dans "copy-stack") 
La demande de copie d'une macroréférence passée comme paramètre est 
-(,t\, 
ce que nous appelons une directive implicite au t&mplate, par opposition aux 
directives explicites ( èF1 , eS, eC [_class-nameJ ). 
Comme indiqué précédemment, la fonction associé à la demande "edo" peut dé-
terminer si le paramètre est, :,u non, une macror.éf é re nce gdlce aux informations 
existantes dans 1 a ch a rn e de 1 a 1 i g ne source (cf fig 2 . 31) . 
2.4.43 
En fait, la macroréfé,e nc e es t r é - écr it e t extue ll e m e nt dans la CL. e n 
co urs d e construction dans l e s t a clc "VE". Les p oint eurs d e ch af n es de param è tr e s 
et d e cha f ne s d e symbol e s g é n é r és de c e tt e CL son t initi a lisé s gr a c e aux 
p o int e ur s pl a c é s pr é céd e mment dans co py -st ac k. C'est-à-dire que l'on assure a i n s i 
une c h a f n e "ficti ve " grac e à la chafne d e p a r a m è tr e d e la CL d é jà e·x istant e d a n s 
cop y-s t ack . 
En utilisant directem e nt la chafne d e param è tr e s d é j à d é crit e dans copy-
stack, nous n'avons aucune adress e à reloger, mais simpl e ment à mettre à jour 
les 2 point e urs de début de chafne. 
Ce p r océ d é est év i demme n t fort effica c e, s urtout si la m é tain s truction " e do" a p -
pa r af t d a ns une boucle contenue dans l a routi11e d'expansion. 
N e di sposant p as d' i nfo r mations su ffisan te s s ur l ' em pl oi d es paramètre s 
dan s u n cor p s de macrodéfinition, le c o n tenu d e Copy-Sta c k ne sera détruit qu'à 
la f i n d e l a génération d'une IL. 
Ce type de directive s implicite} au TM est le seul qui permette la spé-
cification dynamique d'une ciasse . 
-
3. 1 
3. Conclusions et projers d'cxtendons 
Nous pensons avoir montré que les modifications propo~ées sont susceptibles d' amél1o rt- r 
considérablement les performanct:s d'un algorithme de TM dans ·un macrogénérateur 
de type Stage 2. 
Nous regrettons beaucoup de n'avoir pu obtenir des comparaisons chiffrées d e 
p e r f o r m a n c e : n o u s n e p o u v i o n s , fa u t e d e t e m p s , r.Qll n d u i r e n o tr e i m p 1 é m e n t a t i o n à t e r m ~ . 
Il n'en reste pas moins que les ar g uments développés dans le texte permett e nt, nous 
semble-t-il, d'espére.r une amélioration substantielle. 
Cette expérience menée à terme, et pour lutant que les résultats obtenus 
correspondent à notre attente, il .se rait nécessaire de développer le système selon l e s 
directions que nous avons déjà indiquées, en particulier 
permettre la concaténation dans le métalangage 
abandonner. la règle "first fit" (option 4) grace à un stack supplémentaire per-
mettant de poursuivre la reconnaissance d'un paramètre actuel au point où on l'avait 
arrêtée 
Améliorer la détermination des paramètres actuels, en remplaçant la techni-
que de scanning par une recherche basée sur un graphe traduisant la grammaire. 
Ensuite, d'autres extensions seraient envisageables. 
On . ourrait étudier l'opportunité de ne plus distinguer les ·classes de paramètres des 
c 1 asses de m 11 c rodé fi nit ions, ce qui permet t r 11 i t sans doute une 11 m é li or a t ion de la sou-
plesse. Une autre ouverture est proposée par Symple,. 
(_§_yntax Macro E_reprocessor for .!::anguage !valuations)où un BNF décrit la grammaire du 
texte source jusqu'à un niveau tel ::iue l'on puisse cerner les unités syntaxiques, pou-
vant contenir une macroréférence, e t où l'on dispose par unité d'un ensemble de t e m-
plates admissibles. 
Cette technique nous libérerait de la contrainte des marqueurs de ligne. 
Mais~ notre objectif essentiel étant l'amélioration des performances, il nous 
semblerait plus utile, d'envisager d'abord certaines modifications à l'algorithme d e 
macrogénération. 
En premier lieu, les macrodéfinitiôns n'étant p as, dans un système tel que 
Stage 2, générées dynamiquement, n e pourrait-on envisager de "précompiler" le s rou-
tines d'expansion, de manière à transformer ces dernières en un texte directement e xé-
cutable, dont le produit serait le remplacement lui-même. De cette façon nous évit e., 
rions leur interprétation lors de chaque macroréférence. 
Une autre voie que nous avons _laiHée totalement inexplorée serait de tenter 
d'appliquer une mÙhode du type "table de précédence" en utilisant les différents 
atomes significatifs des templates fournis pour générer une telle table à l'aide d e 
laquelle s'effectuerait le TM. 
Comme conclusion finale, nous serions tentés de dire que notre travail nous 
a conduit à considérer que la lenteur des macrogénérateurs existant n'est peut être 
pas inhérente au principe de macrogénération mais bien plutôt à la façon dont c e 
principe est généralement appliqué. Nous pensons qu'un vaste champs d'investigation 
s'offre au chercheur désireux d'aborder le problème de l'efficience des macrogénérat eurs . 
Et qu'une telle étude, serait non seulement intéressante sur le plan de ses résultats 
pratiques mais, croyons-nous, déboucherait de plus sur une meilleure compréhension d e 
mécanismes essentiels au traitement de l'information. 
Annexe 1 
a) Ex e mple de classe de macrodéfinitions de base 
b)Exemple syntaxique complet 
al 
a) Exemple de macrodéfinitions de base 
Au début de notre stage , nous avons v ou 1 u nous fa mil i ariser avec 1 es out i 1 s 
solftwares dont nous disposions, principalement 
BCPL et Stage 2. 
_No us p r o p o s o n s i ci 1 ' e n s e m b 1 e d e s m a c r o d é fi ni t i o n s d e b a s e q u e n o u ~ a v i o n s 
alors choisies. 
La classe [BA SIC J qui 1 es présentent se subdivise en deux sous - c 1 ass e s : 
1)- (!DT - DBci] dont le contenu fournit des facilités d'impression et/ou const itue 
une aide à la mise au point de l'écriture des corps de macrodéfiniti o n s . 
(Stage 2) ne détecte pas les fautes de logique). 
2)- [!NsYsTJ reprend les fonctions utilitaires concernant uniquement la macro-
expansion. 
- A ch a que dé c 1 ara t i on de 1 a c 1 asse fy a si cJ nous 1 ais s (!) n s le soin 
à l'utilisateur de redéfinir et préciser les classes ..('string) et 
<numbe~. 
- La ligne de contrele suivante est utilisée dans cette liste 
$ ~ e (j (+ - * / ), < > [ 1 
1. 
J Format class 
Format class 
[Basic} 
[_ËDt - DBcil 
Write out <string) J 
11 eU 
t5 
eFl / 
Edition - Debvgging 
edition de message sans réi:c:a n 
Error : <strings> / 
elO :/ 
j, 
Let copy source until 
eF21 f 
Ldition de message d'erreur avec re~ cAl't 
<string) $ 
f 
!Edition sans ré.scan jusqu'à détection d'une 
l:_n-tête 
Let deletc source until <string) -;i 
eF20 .:/, 
$ 
Output . (number) Lines beginning with <string> .j, 
el O cF7 / 
e2i f 
eF8 / 
:/ 
print value of <string) 
11 value of el O is ell eFl .p édition de la valeur associée à un paramètre f 
Evaluate expression <string)J 
11 value of elO is e14 eFl j 
I 
How long is 
el5 J 
$ 
Break list · 1tring':>, 
e1 0 el7, ./ 
II el O .j, 
eF8 f 
f 
a 2 
-
peel characters ofi (String>/ 
el0 el7 j, 
/ / el 0 J 
0FB f j 
Find internai re presentation of <string) j 
// internai representation of el 0 is el 8 eFl !jt 
$ 
Tabulate ~tring), ~tring), ~tring) , (string>} 
eFl :j 
1 11 1 2 --- 2 
r Format class 
Let adress ~tring) 
eF3 f 
% 
Skip <number) /, 
3 --- 3 4 --- 4' 
Fonctions systèmes. 
contain <'.[tring) i> 
Assignation à un paramètre d ' une ' valeur 
eF4 f Saut inconditionnel 
:j, 
IF <string) ID ~tring> Skip 
eF50 j, 
<number) j, 
Saut conditionnel à une identité lexicogra-
phique $ 
IF <string) 
EF51 / 
NOT.ID (string) Skip < number) f 
f 
IF <number) < ~umber) 
EF6 _:} 
1> 
Ski p 
IF <number > (= (number) S kip 
IF el 0 < e20 Ski p e30 + 1 I 
eF6~ / 
< number) / 
$ 
IF <number) = ~umber) Skip <number) JS 
eF601 
$ , 
a 3 
IF <number) Not. = <number') Skip <number > j 
eF61 j 
IF <?umber)) 1umber) Ski p {number) / 
eF6 +j 
~ 
IF < number) )'= <number) S kip (riumber ) ·$ 
IF elO ) e20 
eF60 t 
j 
END I 
/ / END eFl f 
eFO 1 
t 
Exit 1 
eF9 t 
t-- Il 
-+- 11 
S kip e30 + l :/ 
Arrêt de la macrogénération 
Saut inconditionnel ~ la fin de la routine 
d'expansion 
a 4 
-
b) Exemple synta~ique comp l et 
Cet e xemple est extrait du Manuel de Stage 2. 
Nous le présentons ici en deux volets : 
- le premier est destiné au macrogénérateur Stage 2 classique 
- le second, au macrog é nérateur étendu 
Un même texte source traduit évidemment le même généré que nous n e 
reprenons pas. 
b 1 
Les macrodéfinitions ont pour but de traduire en langage d'assemblage des 
exp ression s arithmétiques simples. 
1) Te xt e néc e ssaire pour l'utili sation du Stage 2 classique 
Format Set 
- END :t 
END eF1 / 
eF fJ I 
t 
1
EQU ' I 
eF3 
' ! 
- SKIP 
' / 
eF4 J fi 
IF ' = ' SJ< I P ' t 
eF5 fJ 1 
$ 
IF ' NE ' SKIP 'y5 
eF51 f, 
j, 
VAR ' 
':/, 
eF1 / 
1111 Réserve 222222; 
• $ 
-
D fJ ' ' SKIP ' ,$ 
IF e41 = e2,0 SKIP 2 j 
IF e41 = 23,0 SKIP J,t $ 
FetcH e2.0 eFl ~ 
cFl j 
11111 3333333 d 
SKIP ' 50 f 
SAVE ' .fo 
IF eI~ = AC SKIP 1$ 
STORE eI f eF1 j 
Ac EQU el.0 f 
$ 
. =. • . I 
D ,0· A D D e 2 ,0 e 3 fJ A_ C S K I P 1 ./ 
ADD e2fJ eF1-, 
SAVE 
!f, el.0 / 
• = 
DO MULT e2,0 e3(/ AC SKIP 1 j 
MULT e2.0 eFl ;i 
SAVE el,0? 
$ 
• = • / • j 
DO DIV e2,0 e3 (/ AC SK_IP 2 /' 
F ET CH e2fJ eFl , 
DIV e3fJ cf} ~ 
SAVE ,1!.1_0.-JS 
$$ 
B 2 
( ' =- ' - ' $ 
.:t) o S/.lf'J e.. fo e. 3o tu. 4 k.i f ,e_ e. c flcu.1 
/JEC,i/l Te ~ F1 / 
• l O· e. F--:i t 
,4 <)2) '-
SA 1/t e, 4 -0 
1 
EPM 
A = 
DOG 
DOG 
AC 
VAR 
VAR 
VAR 
VAR 
VAR 
END 
= 
B + C I 
= EAST+ A i 
= DOG / EAST I 
B - AC ;i 
A, 1' 
B ' 1 /, 
C, 1 I 
DOG, 1 / 
EAST, 1 / 
1 
2)ier-e xte nécessaire pour le système éfendu est , par exemple 
$' j,eOU( + - ~ I ) , < > [ l 
Phrases 
<VAR>: = A, .(Ac> 
' 
B, c, EAST, DOG 
·I 
<oper): = ADD, sus, MULT, DIV ft 
~c) = AC I 
<N) = 1, 2, 4 J $/, 
Format class Œ_ - INSTJ "instruction source" -11 N 
e 2 o 1 
SA VE e 1 ,fi e C CAC CU J ~ 
VAR <VAR) •( N)' 
~ F 1 / 
1 
$ 
END $ 
eFO ./:. 
ti $ ~ 
Rése rve 2 ____ 2 f 
END eF1 f 
Format class ["EXP J 
"traitement d'une expression" 
<VAR) +_ ·<'VAR>} 
De/ ADD e20 e30 AC SKIP 1 e C [Accu]/ 
ADD e20 eFI J 
DO SUB e20 e30 AC SKIP 2 e C 
NEGATE eFI f 
~ccuJ f 
ADD e20 
eF1 / 
D~ MULT e20 e3 0 Ac SKIP I e c LAccu] t 
MULT e20 efl t 
j 
<'.:VAR>/ <VAR> ;J 
1) ~ DI V e 2 0 e 3 0 AC SKI P 2 e C [ACCU] j 
DIV , e 20 eFI J 
Format class [F""ccuJ "Gestion de l'accumulateur" 
D~ (0PER > .( VAR ><vAR ') <_'Âc> [FN Sys~ .j 
IF e 4 1 = e20 SKIP 2 eC L_!N Sys""iJ j 
IF e 4 1 = e30 SKIP 4 eC UN Syst] ,t 
FETCH e20 eFI J 
e Fl I 
1 1 3 3 
e50 I 
I 
SAVE 
IF elO = AC SKIP 1 e C [!:N Syst] / 
STORE el O eFl r 
b 4 
-
b 5 
AC EQ U e 1 0 e C [F N S y s~ j 
$ i 
Format cl as s [!N S yst] :j "Fonction système" 
SK IP <'N > j, 
eF4 /, 
$ 
IF <VAR) = <_VAR) SK IP 
e F 5 0 I 
I 
<Ac) EQU <'VAR> J 
eF3 .p 
$ 
IF <vAR) NE .(_vAR) SKIP <:N / / 
eF51 $ 
;t j 
EPM 
A = B + C e C [ S - inst] / 
DO G = E AS T + A e C [s - i n s t ] $ 
DOG = DOG / EAST e C [ S - insti} 1> 
AC = B - Ac e C {!, - instr] $ 
VAR A, 1 e e C [s - instrJ / 
VAR B, 1 e C [s 
- ins t 0 ~ 
VAR C, 1 e C [s 
- insti:[ ;$ 
VAR DOG, 1 e C [s - inst] / 
VAR EAST, 1 e C [s - instJ / 
END e C [s 
- instr] j 
Annexe 2 • Extraits 
a) - Algorithme de template matching en Stage 2 
b) - Fonctions systèmes et conversions de paramètres 
c) - Code utilisé par BCPL USASCII à 7 moments ou lsocode 
-
f 
a) Algorithme de Template Matching en Stage 2 
" Une ligne source est testée à 1' aide de 1 ' arbre des te m p 1 a tes se 1 on 1 ~ s 
règles suivantes 
Règle 1. Initialisation 
A 1 
La règle 2 est appliquée à la racine de l'arbre et au premier caractère 
de la ligne source 
Règle 2. Gestion des strings dans les templates 
sil'une des branches quittant le noeud courant (CC) est identique au 
caractère courant (NC), alors cette branche répond au caractère cou-
rant dans la ligne source. 
- sinon, la règle 3 est appliquée au noeud courant et au caractère cou-
rant. 
- si la branche, répo n dant au caractère courant, est un S. EOL, ta li-
gne source est reconnue. 
- sinon, la règle 2 e st réappliquée au noeud atteind, depuis le noeud 
c o u r a n t , p a r c e tt e b r an c h e e t a u c a r a c t è r e s u i v a n t d a n s lA li g n e s o u r c e • 
Règle 3. Hypothèse de longueur "O" pour un paramètre actuel 
• si l'une des branches quittant le noeud courant est un S. PARAM, alors 
la règle 2 est appliquée au noeud atteint par · cette branche et au ca-
ractère courant. 
Un string vide est supposé comme paramètre actuel. 
- Sinon la règle 4 es t appliquée au noeud courant 
Règle 4 : Retour dans l'arbr e 
Si le noeud courant est la racine, l es tests se terminent sur un insuçcès 
total 
- Sinon, si la branche conduisant au noeud courant, n'est pas un S. PARAM, 
alors la règle 3 est appliquée au noeud précédant et au caractère sourc e 
qui répondait à cette branche. 
A 2 
Règle 5: Modification des hypothèses de longueur 
- Le substring associé à la branche entrante au noeud courant, est prolongé 
par l'addition du plus court substring balancé (**) dans 'IL qui commen ce 
au caractère courant:-
La règle 2 est alors appliquée au noeud courant et ~u caractère source 
su ivan t le nouveau substring 
- Si un tel substring ne peut être trouvé, la règle 4 est appliquée a u 
noeud précédent et a u premier caractère accepté par le S. PARAM ou, 
bien, si le S. PARAM 
a reconnu un stringuide ,au caractère cou rant. 
Si la recherche échoue, l'IL est écrite sur le support extérieur . 
Sinon, l e substring co n sidéré pour le S . PARAM le plus à gauche devi ent 
le paramètre actuel 1 , le substring considéré pour le S. PARAM suiva nt 
devi e nt le paramètre
2
, etc .•. 
(Un maximum de neuf S·. PARAM est permis par template). 
.. Quand les paramètres sont tous numérotés, l'interprétation commence. 
("'") C ' e s t - à - d i r e u n c a ra c t è r e o u b i e n u n s t r i n g d é b u t a n t p a r u n e p a r e nt h è s e g a u c h e 
et se terminant par une pa r enthèse droite. L e nombre de parent h ès e.5 g au ch e.s étant 
égal au nombre de parenthèses droites. 
-
b 1 
b) - Fonctions systèmes et conversion de paramètres 
Format 
eF0 
eFl 
eF2 
eF3 
eF4 
eFSK 
eF6K 
Action 
Termine la génération 
- Si elle est placée en début de ligne 
est ignoré. 
- le reste de la ligne 
- la ligne suivante est 
interprétée comme une tabulation contrlHant un 
format d'édition. 
- Sinon la CL est recopiée sur le support externe sans l'appli -
cation du TM 
Copie le texte source directement sur le support externe jus-
qu'à la détection du paramètre 1 comme début d'une ligne. 
Cette dernière étant effacée. 
Le paramèt r e actuel 2 est assigné comme valeur string au 
paramètre 1 
évalue le JDaramètre 1 comme une expression pour déterminer le 
nombre de lignes à sauter dans la macrodéfinition 
évalue le paramètre 3 et effect·ue le saut si : 
- le paramètre 1 est identique au paramètre (K = 0) 
ou s'ils sont distinct (K = 1) 
de · même,· mais le saut est exécuté si 
- paramèt r e 1 <. paramètre 2 (K = -) 
- paramèt r e 1 = paramètre 2 (K = 0) 
- paramètre 1 fa pa~amètre 2 (K = 1) 
- paramètre 1 > paramètre 2 (K = +) 
• 
eF 7 
eF 8 
eF9 
b 2 
i nit i a i se u r. compteur d ' itérati,)n à la va l eur d e la CL évalu~e 
. co r:,me un e ex pr es s i on ("D.0" Fortran ) 
in cdmente d 'u ne u n ité l e c ompteur d' i t é ration 
("Cont i nu e " Fo rtr an) 
point d e so r t ie da n s un mac r ocorps. 
Tableau 1 
Fo n c tions Système 
Fo r m a: Action 
ed0 
e dl ) 
ed'.t __, 
e d :J 
ed 4 
Copie le de paramètre dans 1 a CL 
Copi e l a va l eur string associée au de paramètre dans ta CL 
~ string vide à défaut d'existence, 
( symbOle généré 
cop i é dans C L et assign_é au paramètre à 
d é faut d'existence d'une valeur . 
c .,pie, dans CL, le caractère suivant immédiatement le p ar a mè tre d 
d ans l e templ ate ( s tring vide par défaut) 
Co p ie la v a : eur d'un paramètre évalué comm e une expre ssion 
arithm ét iq ue 
ed5 
ed6 
ed7 
ed8 
b 8 
C opie la longueur du paramè t re 
Assigne, au p aramètre _d, la CL comme valeur associée, 
J mitialise une itération lexicographique sur la CL en s'arrêtant 
sur les caractères indiqués après "ed7" 
(Le paramèt r e d est utilisé comme mémoire temporaire) 
C pie, dans CL, la représentation décimale du premier caractère 
formant le p a ramètre d. 
Tableau 2 
C o n v e r s i o ns d e • p a r a m è t r e 
-
j3CL 
0 
[~,__, 1·0 
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.lŒRATA 
0\ p. 1.4 ligne 26 lire "qui pourraient" au lieu de "qui pouvaient" 
t:/ P• 
Ill p. 
0( P• 
ligne .lts.: lire "le point(a), cité ci-dessus," au lieu de "le noint 
2.1.~ ligne 
ligne 
2.1.3 ligne 
2.1.5 ligne 
(a),cité cité: ci-dessus," 
14 : ajouter entre "25- ••• " et "LP but de ••. ", la phrase: 
11 
' "indique la présence d'un paramètre formel et" 11 
la fin d'une ligne source. 
.24- : lire "Mais un prefixe peut-être commun" au lieu de 
"Mais un prefixe commun peut-être 
10 : ,-1.près, 11 actuel II lire " ABCLE" au 
8 :lire "existence; ou en terme" au 
en tP.rme". 
commun". 
lieu de "INABCDEFGH" 
lieu de "exi i:;tence ;. 
D\. P• ~-2-1 ligne 18 :lire "de façon à ceque le macrogénérateur en tire" au 
lieu . de "de façon qu'il en tire profit". 
__ , 
ligne 27 
~ p. 2.3.4 ligne 3 
: reporter les points 3. et 4. à la fin du paragraphe 2.~ • . 
lire II la position des paramètres formel" au lieu de 
"la position des identifications" 
~ p. 2.3.8 ligne 1 : à remplacer par : "Inutile .de préciser que tout nom de. 
classe référencé doit finalement être déclaré et ••• ". 
11 : lire "Un corps de macro définition" au lieu de "Une 
définition sémantique". 
y P• 2. 3:.J ~ 
r P• 2.4.21 
V P• 2 .4.31 
d-- P• 2 .4.33 
J-- P• 2.4.34 
ligne 
ligne 
ligne 
ligne 
ligne 
ligne 
ligne 
~4 : lire "des corps de macrodéfinitions" au lieu de "des 
définition sémantiques" 
13 : lire "soient nécessaires" au lieu de 11·soi t nécessaire". 
15 : lire "ou le macrogénérateur étendu" · au lieu de "ou les 
f acilités de cla sses". 
1 :lire "lors de la définition" au lieu de "lors de définiti 
10 : lire "la même fonction" au lieu de "le fonction même". 
2 : lire "un indicateur· est" au lieu de ", l'indicateur 
bloc ne réponde à la demande, l'indicateur est". 
~ p. ~.4.37 dernière ligne : lire 11 pour la recherche au sein d'un arbre de 
templa tes (notament pour les mac roréférences passée s 
comme paramèt.Y'P.)" au lieu de "pour les macroréférences 
passées comme par amètre". · · • 
~ P• 2.4.3~ av-an-fi 
'\ P• L.4.42 ligne 
ligne 
{X ann.l p.b2 . . 
dernière phrase ·: ajouter à la sui te de "passée comme para-'1111111 
mètre","que s'il y a méprise sur l'un de ces propres 
paramètres". 
15 : lire "-chaine a es pa r a~mètres de 1,J. macroré1'ér ence" 
au lieu de "-chaine des macroréfé rences". 
18 : lire ·".implicite au TM" au lieu de "implicite au templa-
te". , 
lire l'entête de macro"'='+'-/:," au lieu de'"='±'.$" 
ajouter, à sa suite, la macrodéfinition: 
Il f =•·-• !J, 
DO sub e20 e30 ac skip .2 eC ACCUJ 
NEGATE eFlf 
1~DD e.20 eFl / 
SitVE elO 
t Il 
