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Abstrakt 
Tato práce se zabývá přístupností webových stránek a možnostmi její validace.  
Základní částí je analýza současných metodik používaných ve světě – se zaměřením na USA, Evropu, 
a hlavně Českou republiku. Na ni navazuje přehled nejznámějších nástrojů pro kontrolu přístupnosti, 







This thesis deals with the accessibility of websites and its validation capabilities. 
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V dnešní době jsme si zvykli, že se náš svět přizpůsobuje hendikepovaným lidem, ať už se jedná o 
fyzické či psychické postižení. Nikoho již nepřekvapí bezbariérové budovy, upravená vozidla MHD, 
knihy psané Braillovým písmem nebo chodníky s vodící linií. 
Na druhou stranu, kolik z nás se, v dnešní době internetu a multimédií, pozastaví nad tím, zda 
jsou ty či ony webové stránky přístupné pro hendikepované? Kolik lidí vůbec ví, že něco jako 
„přístupný web“ existuje, a podle čeho se pozná? Těmito a dalšími otázkami se bude, mimo jiné, 
zabývat tato bakalářská práce. 
Ve druhé kapitole této práce se seznámíme s pojmem přístupný web, jeho definicí, a 
rozebereme si, proč bychom měli takové weby tvořit, co nám přinesou a naopak, co se může stát, 
pokud naše stránky nebudou splňovat pravidla přístupnosti. Těmto pravidlům se bude věnovat 
následující, třetí kapitola. Postupně nás provede jak standardy celosvětovými, tak platícími v Americe 
a Evropě. Poté se detailněji zaměříme na pravidla přístupnosti, které upravují české zákony, a jsou 
pro nás proto nejdůležitější. 
Abychom mohli jednoduše poznat, které internetové stránky splňují tato pravidla a nařízení, 
bez jejich dokonalé znalosti, je vhodné znát nástroje pro validaci přístupnosti webových stránek. 
Právě na takové nástroje a programy je zaměřena tato bakalářská práce, konkrétně čtvrtá kapitola nás 
provede těmi již existujícími, a více či méně fungujícími. 
Následující kapitoly se již budou věnovat samotnému návrhu, implementaci a zhodnocení 
aplikace pro validaci přístupnosti webových stránek. 
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2 Přístupnost webových stránek 
Cílem této kapitoly je vysvětlit pojem přístupný web, a budeme se v ní zabývat tím, proč bychom 
měli takové stránky tvořit a co nám, jako majiteli webu, můžou přinést. 
2.1 Co je to přístupný web? 
Pro vysvětlení tohoto pojmu si vypůjčíme definici z knihy Davida Špinara [1]. „Pod pojmem 
přístupnost můžeme chápat takový stav, kdy daná věc neklade svým uživatelům při používání žádné 
zásadní překážky. Přístupnou budovu mohou tedy například používat vozíčkáři a přístupný web zase 
například slabozrací.“ 
Z toho vyplývá, že přístupným webem je takový, který neklade svým návštěvníkům žádné 
překážky a nebrání jim v normálním používání. 
2.2 Proč tvořit přístupný web? 
Důvod proč tvořit přístupné weby je na první pohled jasný – ze stejného důvodu, proč bychom měli 
stavět bezbariérové budovy nebo nízkopodlažní vozidla hromadné dopravy – abychom ulehčili život 
hendikepovaným lidem a nebránili jim ve využívání obyčejných věcí. 
Druhům důvodem, proč by měl provozovatel internetových stránek po svém programátorovi 
požadovat, aby jeho web byl přístupný, jsou samozřejmě peníze. Ač si to většina majitelů nechce 
přiznat, i na jejich stránky zavítají hendikepovaní návštěvníci, a ti zároveň tvoří až 30% uživatelů 
internetu. Mezi ně se počítají i uživatelé s dočasným omezením, např. zlomenou rukou, kdy můžou 
ovládat počítač pouze myší, nebo uživatelé používající netypický operační systém nebo prohlížeč, se 
kterým nemusí nepřístupný web spolupracovat. A který majitel internetového obchodu nebo jiného 
webu, kde je hlavní příjem závislý na návštěvnosti, si může dovolit přijít o každého třetího 
zákazníka? 
V neposlední řadě je v dnešní době přístupnost webu nedílnou součástí optimalizace webových 
stránek pro vyhledávače. Je potřeba si uvědomit, že i internetový prohlížeč, resp. jeho vyhledávací 
roboti, jsou také svým způsobem „hendikepovanými“ návštěvníky, protože umí pracovat pouze 
s textovou formou stránek, a obrázky nebo flash animace bez alternativních textů jsou pro ně 




3 Pravidla přístupnosti 
V devadesátých letech dvacátého století docházelo zejména ve Spojených státech k řadě počtu 
soudních sporů, ve kterých organizace bojující za práva menšin žalovaly provozovatele internetových 
portálů, že na svých webech diskriminují hendikepované uživatele.  
Koncem této dekády se začali hendikepovaní uživatelé, a organizace bojující za jejich práva, 
dožadovat po pravidlech a zásadách pro tvorbu bezbariérových webových stránek. Jako první 
zveřejnilo W3C1 5. května 1999 Web Content Accessibility Guidelines. Tato pravidla byla později 
částečně či úplně převzata řadou ostatních států, o kterých se dozvíme v následujících kapitolách.  
V poslední části kapitoly se potom zaměříme na pravidla přístupnosti, která platí v České republice. 
3.1 Web Content Accessibility Guidelines 
Pravidla pro tvorbu bezbariérového webu Web Content Accessibility Guidelines (dále WCAG2) byla 
sestavena speciální skupinou Web Accessibility Initiative (dále WAI3), která byla utvořena v rámci 
konsorcia W3C. 
3.1.1 WCAG 1.0 
První verze WCAG s označením 1.0, která byla zveřejněna v květnu roku 1999, obsahuje 14 
základních pravidel, která jsou dále rozčleněna na kontrolní body [2]. Tyto body mají vždy 
přiřazenou nějakou prioritu, která vyjadřuje jejich závažnost. 
 Priorita 1 určuje, že tvůrce webu musí body s touto prioritou splnit. V opačném 
případě budou informace v dokumentu nepřístupné pro jednu nebo více skupin 
uživatelů. 
 Priorita 2 určuje, že tvůrce webu by měl body této priority splnit. V opačném případě 
budou informace v dokumentu obtížně přístupné pro jednu nebo více skupin uživatelů. 
 Priorita 3 určuje, že tvůrce webu může takové body splnit. V opačném případě budou 
informace v dokumentu poněkud obtížně dosažitelné pro jednu nebo více skupin 
uživatelů. 
Jak jsme se již zmínili, WCAG 1.0 obsahuje 14 základních pravidel, která jsou ovšem poměrně 
obecná a ve svém smyslu pouze informativní. Jádrem této metodiky jsou až samostatné kontrolní 
body, které obsahuji konkrétní rady a zásady, kterých je potřeba se držet. Těchto 14 pravidel má 
následující strukturu. 
1. Poskytujte ekvivalentní alternativy zvukového a vizuálního obsahu. 
2. Nespoléhejte se pouze na barvu. 
3. Používejte značky a styly, a dělejte to správně. 
4. Objasňujte použití přirozeného jazyka. 
5. Vytvářejte tabulky, které se snadno transformují. 
6. Zajistěte snadnou transformaci stránek využívajících nové technologie. 
7. Zajistěte uživatelské ovládání změn obsahu závislých na čase. 
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8. Zajistěte přímou přístupnost vloženého uživatelského rozhraní. 
9. Navrhujte stránky nezávisle na zařízení. 
10. Používejte prozatímní řešení. 
11. Používejte technologie a pravidla W3C. 
12. Poskytujte informace napomáhající orientaci a udržení souvislostí. 
13. Používejte jasné navigační mechanismy. 
14. Zajistěte, aby dokumenty byly jasné a jednoduché. 
I přesto, že jsou WCAG 1.0 brána jako základ všech navazujících metodik, která po roce 1999 
vznikala, žádná země neaplikovala do svých norem upravujících přístupný web WCAG 1.0 jako 
celek, ale pouze některé kontrolní body. Zároveň jsou zde obsaženy body, které jsou v dnešní době 
sporné, zastaralé nebo mají přiřazenou příliš nízkou prioritu, i když se v reálném používání jeví 
hendikepovaným uživatelům jako zásadní. Nebo naopak, některé důležité body přístupného webu zde 
nejsou obsaženy vůbec. 
3.1.2 WCAG 2.0 
Z výše uvedených důvodů se skupina WAI rozhodla, že WCAG přepracuje a následně bude 
představena nová verze těchto pravidel – WCAG 2.0, která podobu oficiálního doporučení W3C 
dostala 11. 12. 2008. Na rozdíl od verze 1.0 se změnila základní struktura pravidel. Nová verze jich 
neobsahuje 14, a v nich jednotlivé kontrolní body, ale nově je metodika rozdělena do čtyř základních 
principů [3]. 
1. Obsah musí být vnímatelný. 
2. Prvky v rozhraní musejí být ovladatelné. 
3. Obsah a ovládací prvky musí být pochopitelné. 
4. Obsah musí být natolik  robustní, aby pracoval s dnešními i budoucími 
technologiemi (vč. kompenzačních pomůcek). 
Každý z těchto principů obsahuje několik z celkových 12 pravidel, na která jsou navázána 
„kontrolní kritéria“, vůči kterým je web a jeho obsah testován a ověřován. Existují tři úrovně, které 
určují, stejně jako u verze 1.0, do jaké míry web daným kritériím vyhovuje, a jsou označovány jako A 
(nejnižší), AA a AAA (nejvyšší). 
Kompletní seznam a popis všech zmiňovaných kritérií je možné si prohlédnou na internetu jak 
v anglické verzi [4], tak v češtině, díky projektu Blind Friendly Web [5]. 
3.2 Section 508 
Druhým významným krokem v oblasti přístupnosti webových stránek, byla metodika sestavena 
v USA v prosinci 2000. Důvodem jejího vzniku byl dodatek k zákonu Rehabilitation Act4, konkrétně 
jeho část 508, která stanovila povinnost bezbariérového poskytování informací federálními orgány. I 
přesto, že se tento soubor pravidel jmenuje Electronic and Information Technology Accessibility 
Standards, je znám spíše jako Section 508, podle části č. 508 zákona Rehabilitation Act. 




3.3 Přístupnost v Evropské Unii 
Země Evropské Unie byly po boku USA a Japonska jedním z hlavních přispěvatelů na WAI, které 
začalo vznikat pod záštitou W3C. V otázce přístupnosti webových stránek přijala Evropská Unie 
pouze několik doporučení, na základě zpráv z výborů a komisí zřízených zejména z řešení tohoto 
problému [6]. 
Otázku přístupnosti se EU snažila řešit od zasedání ve Feiře v roce 2000, kdy Evropská rada 
přijala tzv. „eEurope action plan 2002“5, který měl za cíl zlepšit úroveň internetu pro lidi se 
zdravotním postižením. Tato iniciativa vyvrcholila v červnu 2006 v Rize, kdy členské země přijaly 
závazek k provádění opatření vedoucích k zajištění přístupnosti webových stránek. 
Vzhledem k tomu, že se ze strany Evropské Unie jedná pouze o doporučení, se každý členský 
stát k této problematice postavil po svém, a proto každý z nich přijal svá vlastní doporučení, nařízení, 
vyhlášky nebo zákony. Na několik z nich se, za pomoci [6], nyní podíváme. 
3.3.1 Francie 
V roce 2005 byl vydán právní předpis požadující, aby všechny webové služby veřejného sektoru byly 
v souladu s mezinárodními směrnicemi přístupnosti. V článku 47 zákona č. 2005-102, který stanovuje 
rovnost práv a příležitosti osob se zdravotním postižením, je nepřímo odkazováno na metodiku 
WCAG. Všechny webové stránky veřejného sektoru se musely, do tří let od vydání, stát přístupnými. 
V případě nedodržení těchto povinností hrozily institucím sankce definované v „Kodexu práva“. 
3.3.2 Německo 
Spolkové ministerstvo zdravotnictví a sociálního zabezpečení vydalo v roce 2002 zákon o rovných 
příležitostech pro zdravotně postižené osoby6, jehož součástí je i Vyhláška o bezbariérových 
informačních technologiích. Pravidla přístupnosti jsou založena na WCAG 1.0, a definují 14 
základních požadavků, jejichž body jsou rozděleny do dvou kategorií priorit. 
3.3.3 Itálie 
Italská vláda v lednu 2004 přijala tzv. „Law 4“7, ustanovující podporu přístupu k informačním 
technologiím pro osoby se zdravotním postižením a přístupný design veřejných webových stránek. 
Tento zákon se vztahuje na orgány veřejné správy, soukromé firmy poskytující veřejné služby, 
regionální městské společnosti, dodavatele informačních a komunikačních technologií, agentury 
zprostředkovávající asistence a rehabilitace, a dopravní a telekomunikační společnosti, ve kterých má 
stát převažující podíl. 
Článek 11 zákona 4 nařídil, aby se prostřednictvím vyhlášky Ministerstva pro inovace a 
technologie uskutečnili následující kroky. 
 Vydání pokynů pro různé úrovně dostupnosti a technických požadavků 
 Vydání technických metod pro ověření dostupnosti webových stránek, stejně jako 
hodnotícího programu pro tyto účely 








3.4 Pravidla přístupnosti v České republice 
Nejuznávanějšími pravidly přístupnosti jsou v České republice Pravidla pro tvorbu přístupného 
webu, která vznikla v roce 2004 za účelem novely zákona č. 365/2000 Sb8. Ta byla navrhnuta 
skupinou tvořenou zástupci bývalého Ministerstva informatiky České republiky, specialisty na 
přístupnost webových stránek, internetového marketingu, webdesignu a zástupci Sjednocené 
organizace nevidomých a slabozrakých České republiky9. 
Tato pravidla jsou tvořena 37 body rozdělenými do 6 skupin, a již v době svého vzniku byla 
kritizována, především kvůli nezohlednění návrhu metodiky WCAG 2.0. Pravidla byla navíc 
vytvořena bez předchozího výzkumu potřeb postižených v České republice. 
V roce 2007 byla zveřejněna nová verze českých pravidel přístupnosti, která vznikla na základě 
veřejné zakázky, a obsahuje nově 30 bodů rozdělených do 5 skupin [7]. Cílem bylo ověřit platnost 
stávající metodiky z roku 2004, a její sjednocení s návrhem WCAG 2.0. 
Konečný návrh vyhlášky Ministerstva vnitra České republiky má oproti původním Pravidlům 
tvorby přístupného webu celkem 33 pravidel rozdělených do 6 kategorií. Navíc byly stanoveny dvě 
úrovně závaznosti pravidel – povinné, a podmíněně povinné pravidlo. U této metodiky bohužel došlo 
k vypuštění některých zásadních pravidel, která mají dopad na přístupnost webu. Ta mohou způsobit 
špatné zobrazení textu, a tím úplnou nečitelnost dokumentu. 
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4 Existující nástroje 
Nyní se zaměříme na již existující nástroje, které by měli sloužit k automatizované validaci 
přístupnosti webových stránek. Automatizovaně lze ovšem validovat omezené množství pravidel, 
ostatní je nutno projít a kontrolovat ručně. 
Nejdříve se zaměříme na nástroje, které jsou dostupné online, a poté projdeme vybrané 
desktopové aplikace. 
4.1 Online validátory 
V dnešní době existuje celá řada nástrojů pro online validaci přístupnosti webových stránek. Jejich 
seznam můžeme, mimo jiné, najít i na webu společnosti W3C [8]. Některé z nich se zaměřují na 
kompletní analýzu zdrojového kódu webu a jeho přístupnost. Jiné slouží pouze ke kontrole kontrastu 
a jasu barev, ať už přímo použitých na webu nebo zadaných do této aplikace. Většina odkazů je, 
bohužel, již nefunkčních. 
4.1.1 WAVE 
Prvním validačním nástrojem, na který se zaměříme, je WAVE10. Ten umožňuje určit zdrojový kód 
pro kontrolu několika způsoby – zadáním adresy webu, nahráním lokálního souboru na server, nebo 
zadáním části HTML11 kódu, který chceme zkontrolovat. Poté zobrazí kontrolovanou stránku 
doplněnou o vlastní ikony. Ty dělí na čtyři kategorie. 
Červené ikony jsou nejdůležitější. Upozorňují na chyby v přístupnosti, které mají za následek 
vznik bariér. Jedná se například o chybějící textový popis obrázků, chybějící atribut label u 
formulářů, hýbající se (marquee) nebo blikající (blink) text a další. 
Ikonky se žlutým pozadím upozorňují na místa na stránkách, kde může dojít k problémům 
s přístupností. Zde je doporučována následná manuální kontrola. 
Zeleně podbarvené ikony označují místa, která ošetřují přístupnost, a WAVE pouze vybízí ke 
kontrole přesnosti. Jedná se např. o alternativní texty obrázků, obrázkových map a další. 
V neposlední řadě modrá barva označuje místa se strukturálními, sémantickými nebo 
navigačními elementy, které mohou pomoci se zvýšením přístupnosti, a doporučuje kontrolu jejich 
správného použití. 
Informačních ikon každé barvy je velké množství, ale WAVE na svých stránkách nabízí jejich 
kompletní přehled s popisem a radou, jak se u takto označeného elementu zachovat, čímž pomáhá 
vývojářům v orientaci v těchto varováních a radách. Jak vypadá výstup validátoru WAVE si můžeme 
prohlédnout na obrázku 4.1. 
                                                     
10
 WAVE – Web Accessibility Evaluation Tool <http://wave.webaim.org/> 
11
 HyperText Markup Language <http://www.w3.org/TR/html4/> 
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Obrázek 4.1 Výsledek validace nástrojem WAVE 
 
WAVE pro validaci používá množinu vlastních pravidel s přihlédnutím k pravidlům v Section 
508 a WCAG, a obsahuje i testy, které nevychází z žádných pravidel přístupnosti webů. 
Krom výše uvedeného způsobu zobrazení výsledků umožňuje WAVE několik dalších metod 
pro kontrolu přístupnosti. Volba Structure/Order vloží do stránky číselné označení elementů podle 
jejich pořadí na kontrolované stránce. Metoda Text-only zobrazí stránku v čisté textové podobě – bez 
obrázku a bez stylů. Poslední z možností – Outline – zobrazí všechny nadpisy, pro snadnou kontrolu 
struktury webu. 
4.1.2 TAW Online 
TAW
12
 je zkratkou španělského překladu názvu Test přístupnosti webu. V dnešní době je již dostupný 
i v anglické verzi, a umožňuje validovat web dle WCAG 1.0 s možností nastavení priorit. Navíc 
umožňuje v beta verzi validovat na základě nových standardů WCAG 2.0 nebo ověřit, zda je web 
plně přístupný i pro mobilní zařízení. 
Výslednou zprávu tvoří, stejně jako u WAVE, zobrazení kontrolovaného webu s ikonami, které 
reprezentují jednotlivé úrovně pravidel WCAG. Navíc jsou zde zobrazovány ikony s otazníkem, které 
doporučují manuální kontrolu daného pravidla. 
Další částí výstupu je textový výpis obsahující body, kde nastala chyba, anebo je nutná jejich 
manuální kontrola. K nim zobrazí i příslušné části zdrojového kódu. 





Obrázek 4.2 Výstup validátoru TAW Online 
 
V porovnání s WAVE nabízí TAW Online pouze tři druhy informačních ikon, které samy o 
sobě nevypovídají nic o dané chybě nebo varování. Pro podrobnější informace je proto nutné buď 
přejet přes ikonu myší, nebo nahlédnout do textové zprávy. 
4.1.3 Cynthia Says 
Na rozdíl od předchozích validátorů generuje Cynthia Says13, vyvíjená společností HiSoftware, čistě 
textový výstup. Na vstupu očekává, krom URL14 adresy testovaného webu, i údaj, proti jakým 
pravidlům má být stránka validována. Na výběr je metodika Section 508, nebo WCAG s výběrem 
jedné, dvou nebo všech tří úrovní pravidel. 
Dále je zde možnost čtyř volitelných položek Jedna z nich například přiloží k výsledku zprávu 
o kvalitě alternativních textů (Alternative Text Quality Report), která kontroluje tyto texty na 
implicitní hodnoty různých editorů, nebo zda neobsahují slovo „Image“, název samotného obrázku 
s koncovkou, a jiné. 
Další možnou volbou je „Include file source on accessibility failures“ , neboli možnost vložení 
zdrojového kódu testované stránky k výsledné zprávě. A v neposlední řadě můžeme zvolit za jaký 
prohlížeč se má Cynthia Says při kontrole vydávat. To je užitečné, pokud jsou stránky generovány 
v závislosti na prohlížeči uživatele.  
4.2 Desktopové aplikace 
Tato kapitola obsahuje ekvivalenty online nástrojů, které mají v porovnání odlišné nástroje a 
možnosti pro kontrolu validace přístupnosti. 
4.2.1 TAW3 standalone 
Tato aplikace, jak již název napovídá, je desktopovou variantou online validátoru TAW Online, 
popsaného v kapitole 4.1.2. Pracovní okno TAW3 je rozděleno na 2 části, kdy v horní části je 
zobrazen seznam chyb a varování, které jsou seřazeny podle priorit WCAG 1.0, a v dolní části 
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aplikace je zdrojový kód webu se zobrazením jeho úseku, ve kterém se vyskytuje právě označená 
chyba. 
Před samotným testem můžeme, oproti online verzi, nastavit počet stránek, které program 
otestuje, a do jaké hloubky odkazů se zanoří. Díky tomu je možno při jednom spuštění otestovat celý 
web nebo jeho hlavní část, a usnadnit si tím práci. Po skončení testu se v záložce Summary zobrazí 
přehled všech testovaných stránek, včetně nalezených chyb a doporučení. 
4.2.2 Total Validator 
Aplikace Total Validator
15
 je dostupná v několika verzích. První dvě – základní a rozšířená – jsou 
desktopové verze. Třetí z nich je vydána jako rozšíření pro internetový prohlížeč Firefox. 
Základní verze validátoru je zdarma, a obsahuje pouze základní možnosti validace. Oproti 
tomu rozšířená verze, která je zpoplatněná, navíc zahrnuje například výstup ve formě screenshotů 
validované stránky z různých prohlížečů a operačních systémů, validaci CSS16 dle standardů W3C a 
další. Výsledná zpráva je poté zobrazena ve formě HTML dokumentu. 
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5 Návrh validátoru 
Na základě analýzy existujících nástrojů si v následující podkapitole stanovíme funkce, které by měl 
umět i námi vytvořený validátor. V dalších částech této kapitoly se podíváme na případy užití našeho 
nástroje, na vlastní proces validace, a také navrhneme uživatelské prostředí. 
5.1 Specifikace požadavků 
Hlavním požadavkem na námi tvořený nástroj je validace webových stránek na základě aktuální 
verze českých pravidel přístupnosti. Vedle toho by měl nástroj podporovat i kontrolu dle základních 
pravidel WCAG 2.0, s možností kdykoli přidat nová pravidla nebo upravit stávající, bez nutnosti 
zásahu do kostry programu. 
Kromě toho by měl nástroj poskytnout uživateli dostatečně přehledný výstup s jasným 
označením chyb, pro jejich snadné nalezení a odstranění. Další požadavky jsou shrnuty 
v následujícím seznamu. 
 Validace na základě českých pravidel přístupnosti a WCAG 2.0 
 Volitelná volba typu a úrovně metodiky 
 Oddělit pravidla od hlavní kostry programu pro jejich snadnou správu 
 Validace zadáním URL nebo nahráním HTML dokumentu 
 Výstupní zpráva ve formě přehledné tabulky, a zobrazení testované stránky 
s vyznačením chybných míst 
 Možnost zpětného zobrazování starých výsledků pomocí dodaného odkazu 
 Možnost označit validní stránku ikonkou s touto informací 
 Česká a anglická lokalizace 
5.2 Diagram případů užití 
Z diagramu případu užití validátoru, který je znázorněn na obrázku Obrázek 5.1, vidíme, že se jedná o 
velmi jednoduchou aplikaci, co se možností uživatelů týče. V celém systému existují tři uživatelské 
role – Uživatel, Správce pravidel a Administrátor. 
Uživatel může v systému provádět pouze úkony spojené s validací – nastavit aplikaci podle 
svých požadavků, tj. hlavně výběr příslušných pravidel a metodiky, podle kterých se bude kontrolovat 
HTML kód; validovat webovou stránku, ať už zadáním URL adresy nebo načtením HTML souboru 
z lokálního počítače; a v neposlední řadě zobrazovat výsledky minulých validací na základě zadání 
příslušné adresy do prohlížeče. Uživatel se, na rozdíl od správce pravidel a administrátora, nemusí do 
systému přihlašovat. 
Správce pravidel (anglicky „Rules manager“) má, po přihlášení do skryté části systému, 
možnost spravovat pravidla, na základě kterých aplikace validuje webové stránky. Může je buď 
přímo upravit nebo odstranit, a nahrát jejich novou verzi z lokálního počítače. Stejně tak může jenom 
nahrát nová pravidla a rozšířit tím možnosti aplikace, bez zásahu do zdrojových souborů. 
Administrátor má stejné pravomoci jako správce pravidel. Navíc má přístup do sekce se 




Obrázek 5.1 Diagram případů užití 
5.3 Validace 
Nejdůležitější částí aplikace je samotná validace přístupnosti. Automatickou validací, bohužel, nelze 
zkontrolovat všechny body pravidel přístupnosti, a je proto vhodné na ně alespoň uživatele upozornit 
a doporučit mu manuální kontrolu daných prvků. Mezi taková pravidla patří např. „Rozsáhlé 
obsahové bloky jsou rozděleny do menších, výstižně nadepsaných celků.“ nebo „Obsah všech tabulek 
musí dávat smysl čtený po řádcích zleva doprava.“ – zde by bylo zapotřebí vyspělé umělé inteligence, 
a ani poté by nebylo zaručeno, že by validátor poznal, zda text opravdu dává smysl. 
Pro samotnou validaci, tedy procházení zdrojového kódu webové stránky a kontrolování, zda 
neobsahuje chyby, se nabízelo hned několik vhodných přístupů, některé z nich si v následujících 
podkapitolách rozebereme. 
5.3.1 Konečný automat 
Prvním z možných řešení je konečný automat, který by dokázal projít zdrojový HTML kód znak po 
znaku, a podle aktuální pozice upravovat svůj stav. Během toho by do pomocných polí a struktur 
ukládal strom HTML tagů a jejich atributů, čímž by dokázal objevit hledané chyby a nedostatky. 
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Na druhou stranu by měl tento přístup řadu nevýhod. První a zásadní nevýhodou by byla 
samotná složitost takového automatu. Pro jeho práci by byla potřeba spousta pomocných struktur, 
proměnných a polí, a automat sám o sobě by měl spoustu stavů a podmínek, které by průběh validace 
řídily. Druhou významnou nevýhodou by byla nemožnost jednoduché úpravy pravidel. Ta by musela 
být napevno definována v automatu, a kvůli každé změně by musel být upravován celý automat, resp. 
pro každá nová pravidla vytvářen jejich vlastní, což nepovažuji za nejlepší řešení. 
5.3.2 Regulární výrazy 
Regulární výrazy jsou, na rozdíl od konečných automatů, přehledné, rychlé a snadné na jejich 
modifikaci. Pravidla by bylo možné uložit hromadně do jednoho XML souboru, se kterým by potom 
aplikace pracovala, a který by stačilo, v případě úprav, přehrát novým souborem. 
Ale i tento postup má své nevýhody. V první řadě jsou to komentáře v HTML kódu, které 
mohou obsahovat prakticky cokoli, tudíž i samotný HTML kód. Tento problém by se dal jednoduše 
odstranit předpřipravením kódu a odstraněním těchto komentářů, ale následují další, kterých se tak 
jednoduše nezbavíme. Je to hlavně rozmanitost HTML, kdy výběr určitého tagu jedním regulárním 
výrazem může být větší problém, než se zdá. 
5.3.3 XSLT 
Dalším řešením, které se nabízelo, bylo použití XSLT, neboli transformací pomocí XSL šablon. Tato 
transformace slouží převážně k převodu zdrojových dat ve formátu XML, za pomocí XSL šablony, 
do jiného libovolného formátu, kterým je nejčastěji HTML nebo znovu XML. 
Zcela zásadní nevýhodou tohoto přístupu je nutnost validního XML dokumentu na vstupu. 
Těmto podmínkám vyhovuje i validní XHTML soubor, který jsem schopni získat za použití několika 
nástrojů a funkcí v jazyce PHP pro převod HTML na XHTML, ale ani tak to není vždy dokonalé. 
Jednou z překážek převodu bylo tzv. „křížení tagů“17, se kterým si uvedené funkce nedokázaly 
poradit, a převod skončil chybou. Stejně tak došlo k chybě v případě, že zdrojový kód obsahoval 
nestandardní tagy18, nejčastěji z různých sociálních sítí. 
5.3.4 jQuery 
Validace pomocí JavaScriptu19 a knihovny jQuery20 se, na rozdíl od předchozích metod, odehrává v 
klientské části aplikace, v internetovém prohlížeči. Hlavní výhodou této metody je automatické 
předpřipravení zdrojového HTML kódu ze strany prohlížeče, během které je mimo jiné odstraněno i 
např. křížení tagů, a další chyby. 
Díky tomu můžeme se zdrojovým kódem pracovat pomocí DOM21 stromu, jednoduše ho 
procházet, pracovat s jednotlivými uzly – tagy HTML kódu, jejich atributy a obsahem. Pravidla pro 
testování přístupnosti jsou uložena v jednoduchém JavaScriptovém poli, které je postupně 
procházeno, a jsou aplikována všechna pravidla. 
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Po porovnání kladů a záporů jednotlivých metod jsem se rozhodl pro použití právě této 
metody, a za pomocí knihovny jQuery implementovat online validátor přístupnosti webových 
stránek. 
5.4 Volba implementační technologie 
Jak již z předchozích odstavců vyplynulo, validátor bude implementován jako online nástroj, a po 
dokončení vývoje bude umístěn na internet pro širokou veřejnost. 
Pro samotnou implementaci bude použit skriptovací programovací jazyk PHP, společně 
s JavaScriptem a knihovnou jQuery. Jádro aplikace bude, po grafické stránce, doplňovat HTML a 
CSS. Statistiky validátoru a informace o uživatelských účtech pro přístup do administrace budou 
uchovány v MySQL databázi22.  Podrobně se samotné implementaci budeme věnovat v kapitole 6. 
5.5 MVC 
Jádro aplikace je vystavěno na PHP frameworku CodeIgniter, který je založen na architektuře model-
view-controller. Nyní se zaměříme na popis právě této architektury, a samotnému frameworku se 
budeme věnovat v kapitole 6.1.1. 
Tento přístup rozděluje aplikaci na datový model, uživatelské rozhraní a řídící logiku, tedy na 
tři nezávislé komponenty. Proto modifikace některé z nich má minimální vliv na ostatní. Jednotlivé 
komponenty si rozebereme v následujících kapitolách. 
Model v této struktuře reprezentuje informace, se kterými aplikace pracuje. Dochází zde 
například k propojení samotné aplikace s databází, k přípravě a odesílání E-mailů, a dalším funkcím, 
potřebným pro běh té dané aplikace. 
V architektuře MVC plní controller funkci řadiče, který reaguje na události, většinou 
přicházející od uživatele – kliknutí myší, odeslání formuláře, atd. Na jejich základě potom zajišťuje 
změny v modelu nebo uživatelském rozhraní. 
Uživatelské rozhraní, neboli view (pohled), má na starosti zobrazení dat uživateli. Jeho 
hlavním úkolem je tedy převod dat z modelu na, pro uživatele smysluplné, informace. Pro jeden 
model může existovat několik různých pohledů, které se použijí na základě jejich účelu. 
5.6 Uživatelské rozhraní 
Validační nástroj, vzhledem k tomu, že se jedná o webovou aplikaci, obsahuje jednoduché 
uživatelské rozhraní. Celý projekt je pomocí menu rozdělen do čtyř částí – úvodní stránky 
s formulářem, a tří statických stránek, které obsahují pojednání o přístupnosti a pravidlech, informace 
o validátoru, a kontaktní formulář. Vedle menu se nachází možnost změny jazykové lokalizace – 
aktuálně mezi angličtinou a češtinou, přičemž defaultním jazykem aplikace je první jmenovaný. 
Úvodní stránka aplikace obsahuje samostatné menu, pro výběr mezi validací zadáním URL 
nebo nahráním souboru z lokálního počítače na server. Obě možnosti obsahují již zmiňovaný 
formulář, který slouží pro výběr pravidel použitých pro validaci, a zadání URL adresy nebo výběru 
požadovaného souboru. 
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Po proběhnutí samotné validace dojde k vypsání počtu chyb v jednotlivých kategoriích, jejich 
přehlednému výpisu formou tabulky a zobrazení kontrolované stránky s označením chybných prvků. 
Toto označení je barevně rozděleno podle úrovně pravidel – červená barva pro povinná, oranžová pro 
podmíněně povinná, zelená pro podmíněně doporučená, a modrá pro varování a doporučená pravidla. 
 
 
Obrázek 5.2 Úvodní stránka validátoru – anglická lokalizace 
 
Obrázek 5.3 Úvodní stránka validátoru - česká lokalizace 
 
Obrázek 5.4 Validace webu www.fit.vutbr.cz - Výpis počtu chyb 
 
Obrázek 5.5 Validace webu www.fit.vutbr.cz – Zobrazení stránky s označením chyb 
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Obrázek 5.6 Validace webu www.fit.vutbr.cz - Výpis nalezených chyb 
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5.7 Uchovávání výsledků validace 
Jedním ze základních požadavků na validátor byla možnost zobrazování starých výsledků validace. 
V praxi to znamená, že je potřeba ukládat zdrojové kódy kontrolovaných stránek, protože ty mohly 
být mezi tím upraveny. Validátor by tak kontroloval aktuální verzi, a výsledek by nebyl shodný 
s předchozí kontrolou. Ukládat zdrojový kód validovaných stránek lze dvěma způsoby – využít 
databáze, nebo potom přímo na disk jako soubor. Oba dva způsoby mají své výhody i nevýhody, 
rozdíly mezi nimi si nyní rozebereme. 
Využití databázového serveru nám, oproti ukládání zdrojových kódů do souborů, šetří místo na 
disku. Na druhou stranu se toto projeví na celkové velikosti databáze, což může, společně s velkým 
počtem záznamů, vést ke zpomalení práce s ní, a pomalejšímu vyhledávání požadované položky. 
Velikost ukládaných souborů, která se pohybuje v desítkách kB, je ovšem při dnešních 
parametrech serverů zanedbatelná. Ani větší počet souborů nevytěžuje server, protože se v tomto 
případě nepracuje s celou databází, ve které se vyhledává, ale pouze s jedním určitým souborem, 
který se otevře pro čtení. 
Jak vyplývá z výše uvedeného, šly by použít oba dva přístupy. Vhodnější pro uchovávání 
kontrolovaných stránek se mi zdálo ukládání zdrojových kódů do souborů, a jejich uložení na disk. 
Aby nedocházelo k nechtěnému přepsání souborů se stejným názvem, je každému z nich náhodně 
vygenerováno z malých písmen a číslic výsledné jméno o délce 14 znaků. 
5.8 Formalizace pravidel 
Formalizovaná pravidla použita v tomto dokumentu byla převzata z práce Kateřiny Konečné [9]. 
V následujícím textu projdeme všechny zvolené metodiky, a ukážeme si způsob zpracování 
vybraných a zajímavých pravidel. 
5.8.1 Česká pravidla přístupnosti 
a[href^='javascript:window.open']          
Pravidlo č. 11: Načtení nové webové stránky do nového okna prohlížeče musí být možné jen v 
odůvodněných případech a uživatel na to musí být předem upozorněn. 
Výraz testuje existenci odkazu, který začíná voláním JavaScriptové funkce window.open(). 
 
NOTCONTAINS|A|Site Map>Mapa webu 
Pravidlo č. 20: Pokud se jedná o rozsáhlejší webové stránky, musí být kromě navigace k dispozici 
rovněž vyhledávání nebo odkaz na mapu webových stránek. Odkaz na mapu webových stránek nebo 
vyhledávací formulář musí být k dispozici na každé webové stránce. 
Pro tento, a další podobné výrazy, musela být vytvořena výjimka a možnost vlastní formy zápisu. Při 
vykonání dochází k prohledání webu na neexistenci odkazu s uvedenými texty. 
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5.8.2 WCAG 2.0 
applet:empty:not([title][alt]) 
Pravidlo č. 1.1.1: Všechny netextové prvky musí mít i svou textovou alternativu. 
Tímto pravidlem jsou vyhledány všechny elementy <applet>, které jsou prázdné a zároveň 
neobsahují ani jeden z atributů title nebo alt. 
 
meta[http-equiv='refresh']:not([content^='http://']):not([content^='0']) 
Pravidlo č. 2.2.1: Elementy <meta> obsahující atribut „http-equiv“ s hodnotou „refresh“ nesmí 
obsahovat atribut „content“ s hodnotou vyšší než nula. 
Výrazem jsou zachyceny všechny zmíněné elementy, které způsobí automatické přesměrování 
zobrazené stránky za dobu delší než 0 vteřin. 
 
5.8.3 Section 508 
form:has(input:text):not(:has(label + input:text)) 
Pravidlo „N“ týkající se vyplňování elektronických online formulářů. 
Uvedené formalizované pravidlo kontroluje existenci formulářového prvku input a s ním 
souvisejícího elementu label. 
 
body:has(script):not(:has(script + noscript)) 
Pravidlo „L“: Pokud stránka využívá skriptovací jazyky pro zobrazení obsahu nebo vytvoření prvků 
uživatelského rozhraní, musí být tato informace také identifikovatelná textem, který lze číst pomocí 
asistenčních technologií. 
Výše uvedený zápis kontroluje, zda je při existenci elementu <script> uvedena i jeho alternativa 




V této kapitole navážeme na předchozí informace, a zaměříme se na samotnou implementaci  
validačního nástroje. Postupně se podíváme na použité technologie a knihovny, a poté provedeme 
rozbor jednotlivých funkcí systému a jejich testování. 
6.1 Použité technologie 
Jak již bylo řečeno v minulých kapitolách, validátor bude implementován jako webová aplikace. 
Jádro projektu proto bude vystavěno na skriptovacím programovacím jazyku PHP, společně 
s JavaScriptovou knihovnou jQuery, která slouží ke kontrole zdrojových kódů podle pravidel 
přístupnosti. Samozřejmostí je zde použití HTML a CSS, které slouží pouze k doladění vzhledu 
vlastní aplikace. 
6.1.1 PHP 
V dnešní době se při vytváření projektu založeného na PHP musíme zamyslet nad tím, jakým 
způsobem bude implementován. Možnosti máme v zásadě dvě – použít tzv. „čisté PHP“, a celý 
zdrojový kód projektu si napsat sami, nebo využít některý z PHP frameworků, kterých je k dispozici 
nemalé množství. 
Vzhledem k faktu, že se celý proces validace provádí na straně klienta a samotné PHP je 
využito minimálně, by se dal validátor jednoduše implementovat bez použití frameworku. Já jsem se 
ovšem rozhodl pro druhou možnost, a to hlavně z důvodů jednoduché modifikovatelnosti a budoucího 
rozšiřování projektu. Do budoucna plánuji validátor dále rozvíjet a doplňovat o další funkce, a 
v tomto ohledu mi framework nabízí více možností, než kdybych celý zdrojový kód psal od základu. 
Při výběru vhodného frameworku u mě zvítězil CodeIgniter23pro svou jednoduchost, malou 
velikost, a hlavně rozsáhlou podporu a komunitu. Právě komunita mu dodává nové a nové knihovny a 
vylepšení, díky kterým dokáže pracovat s nejnovějšími technologiemi a nástroji. Více o něm si 
povíme v následující kapitole. 
6.1.2 Framework CodeIgniter 
Open source
24
 framework CodeIgniter je založen na principu MVC, o kterém jsem se zmiňoval 
v kapitole 5.5, a je určen pro vývoj webových aplikací v PHP. První verze byla uvolněna pro 
veřejnost již v roce 2006, a za tu dobu si získal rozsáhlou internetovou komunitu, která se podílí na 
jeho vývoji. 
Jako všechny podobné projekty, je i CodeIgniter určen k tomu, aby šetřil vývojářům čas a práci 
díky nástrojům a knihovnám, které řeší často se opakující úlohy, jako např. práce s databází, 
formuláři, odkazy, a jiné. Jako ukázku si můžeme uvést některé nejpoužívanější třídy a knihovny: 
 Database Class – slouží k jednoduchému vytváření databázových dotazů 
 Email Class – třída pro posílání zpráv, správu příloh, aj. 
 File Uploading Class – zajistí snadnější a bezpečnější přenos souborů na server 
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 The Open Source Definition <http://www.opensource.org/docs/OSD> 
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 Form Validation Class – provádí kontrolu formuláře na základě předem určených 
pravidel, zobrazuje chybové zprávy a může filtrovat nebezpečné vstupy 
 CAPTCHA Helper – knihovna pro snadné vytváření CAPTCHA25 obrázků 
 File Helper – usnadňuje práci se soubory na serveru 
 URL Helper – obsahuje funkce pro práci s řetězcem URL 
CodeIgniter má přehlednou a rozsáhlou dokumentaci26, jejíž obsah vždy odpovídá aktuálně 
vydané stabilní verzi. Vedle toho disponuje diskusním fórem a projektem Wiki, které jsou spravovány 
nemalou uživatelskou základnou. Ta se stará o zdokumentování všech, i neoficiálních, knihoven a 
rozšíření, a řešení většiny možných problémů. 
6.1.3 jQuery 
Jak již napověděla kapitola 5.3, která rozebírá vhodné přístupy pro samotnou validaci, je knihovna 
jQuery [9] nejdůležitější části aplikace. Právě na ní stojí celé jádro klientské části, které se stará o 
kontrolu zdrojových kódů. 
Celá knihovna je reprezentována jediným souborem jquery-1.7.2.min.js, uloženým ve složce 
scripts. Číselná část názvu - 1.7.2 – označuje verzi knihovny, a sufix min nám říká, že se jedná o verzi 
upravenou pro co nejmenší datové přenosy – byly odstraněny mezery, komentáře a další nepotřebné 
části. Připojení knihovny je, pomocí tagu <script>, možné třemi způsoby 
1. Načtením uložené verze knihovny z lokální složky na serveru 
2. Načtením zvolené verze knihovny ze vzdáleného serveru, například z adresy 
http://ajax.googleapis.com/ajax/libs/jquery/1.7.2/jquery.min.js 
3. Načtením poslední aktuální verze knihovny ze vzdáleného serveru, např. z adresy 
http://code.jquery.com/jquery-latest.min.js 
Osobně preferuji první z vyjmenovaných, protože zbylé dva přístupy by mohly v budoucnu 
přinést nemalé problémy. Například při použití druhého způsobu by mohl nastat výpadek vzdáleného 
serveru, čímž by došlo k omezení funkčnosti celého projektu. V případě třetího možného přístupu by 
samozřejmě také mohlo dojít k výpadkům serveru se zdrojovým souborem, ale navíc by mohlo dojít i 
ke komplikacím způsobeným nekompatibilními verzemi jQuery. Zde by se mohlo stát, že bude 
projekt vyvíjen na aktuální verzi knihovny, ovšem u některé z budoucích verzí může dojít k zásadní 
změně některé z potřebných funkcí, čímž dojde opět k nefunkčnosti celého projektu. 
6.1.4 HTML + CSS 
Drtivá většina webových aplikací se v dnešní době neobejde alespoň bez minimálních úprav vzhledu 
pomocí kaskádových stylů. Stejně tak je tomu i u implementovaného validátoru přístupnosti 
webových stránek. 
Nebylo zapotřebí vytvářet složitou grafickou šablonu pomocí profesionálních programů, popř. 
shánět již hotové grafické řešení, bez toho se tato aplikace obejde, ale některé úpravy pomocí CSS 
byly zapotřebí. Jedná se převážně o obarvení textu a pozadí, změna fontů písma, popř. změna 
velikosti a pozice HTML elementů na stránce. 
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 CodeIgniter User Guide <http://codeigniter.com/user_guide/> 
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6.2 Popis součástí aplikace 
V následujících kapitolách si rozebereme důležité součásti aplikace – jak samotný skript pracující 
s validací, tak jednotlivé soubory architektury MVC, konfigurační soubory frameworku CodeIgniter a 
části podporující multilingválnost aplikace. 
6.2.1 Konfigurační soubory 
Pro správnou funkci celé aplikace bylo potřeba upravit a doplnit některé konfigurační soubory 
z defaultní šablony frameworku CodeIgniter, které se nachází ve složce application/config/. Na dva 
z nich se nyní podíváme a popíšeme si provedené změny. 
Mezi nejdůležitější z těchto souborů patří config.php, který se stará o nastavení základních 
proměnných při spuštění aplikace. V něm byly změněny hodnoty následujících proměnných 
 $config['base_url'] 
o Zde je potřeba nastavit URL adresu kořenové složky projektu 
 $config['index_page'] 
o Tato proměnná obsahuje název indexového souboru projektu (defaultně 
index.php). V případě validátoru je ovšem prázdná, protože je zde použit 
soubor .htaccess s vlastními pravidly. 
 $config['uri_protocol'] 
o Hodnota v proměnné určuje, jakým způsobem bude server získávat URI 
řetězec. Pro většinu serverů stačí ponechat základní hodnotu „AUTO“, 
v našem případě ovšem bylo potřeba ji změnit na „QUERY_STRING“. 
 $config['encryption_key'] 
o Šifrovací klíč je potřeba zadat v případě, že je použita Encryption class nebo 
Session class. Validátor využívá druhou jmenovanou třídu pro správu jazykové 
lokalizace pomocí session, a proto bylo potřeba tento klíč vyplnit. 
Druhým z upravovaných souborů byl routes.php, který se stará o přesměrování vybraných URI 
žádostí na zvolené funkce kontroleru. Obsahuje dvě reservované hodnoty – „default_controller“ pro 
zvolení řadiče, který bude použit při načtení úvodní stránky a „404_override“, díky níž můžeme 
přepsat jméno původního souboru, který se zobrazuje, pokud server vrátí chybu 404, a nahradit ho 
naším vlastním. Pro potřeby validátoru byla, jak z důvodu multilingválnosti, tak z důvodu použití 
kratších URL, doplněna mimo jiné tato přesměrování 
 $route['validate_url'] = 'frontend/validate_url'; 
 $route['validovat_url'] = 'frontend/validate_url'; 
 $route['validate_file'] = 'frontend/validate_file'; 
 $route['validovat_soubor'] = 'frontend/validate_file'; 
 $route['accessibility'] = 'frontend/accessibility'; 
 $route['pristupnost'] = 'frontend/accessibility'; 
 $route['about'] = 'frontend/about'; 
 $route['o-projektu'] = 'frontend/about'; 
 $route['contact'] = 'frontend/contact'; 
 $route['kontakt'] = 'frontend/contact'; 
 $route['administration/uvod'] = 'administration/home'; 
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Tyto úpravy nám například zaručí, že při kliknutí na odkaz Accessibility v anglické verzi, nebo 
Přístupnost v české verzi, se zavolá stejná funkce Accessibility v řadiči Frontend. 
6.2.2 Jazyková lokalizace 
Jedním z požadavků ve specifikaci byly dvě jazykové lokalizace – česká a anglická verze. 
Nejvhodnějším řešením je použití vestavěné funkce Language Class, která nám zabezpečí načtení 
souboru s texty v příslušném jazyce a jejich použití v kódu. Kontext jazykové lokace je udržován 
pomocí session, o kterou se stará již zmiňovaná Session Class. 
Pro načtení souboru je použita funkce load, která se volá pomocí zápisu $this->lang-
>load('filename', 'language'), kde filename je název souboru, který obsahuje příslušné 
překlady a language jazyk, a zároveň název podsložky, která je umístěna ve složce 
application/language. Dále už jsou za použití $this->lang->line('language_key'), kde 
language_key označuje index pole $lang, vypisovány texty v požadovaném jazyce. 
6.2.3 Architektura MVC 
Validátor, jak jsem se již zmínil dříve, je vystavěn na architektuře MVC frameworku CodeIgniter, 




Aplikace je ovládána dvěma řadiči – Frontend, který je nastaven jako defaultní, a 
Administration. Na základě reakcí od uživatele a hodnoty URL jsou jimi volány příslušné soubory ze 
složky application/views, připojovány modely, vyhodnocovány formuláře, nebo nahrávány soubory 
na server. 
Struktura views je pro lepší přehlednost rozdělena na dvě podsložky podle částí aplikace. 
Složka application/views/admin obsahuje zdrojové kódy pro jednotlivé části administrace, stejně tak 
v application/views/frontend jsou všechny potřebné pohledy pro samotný validátor. 
6.2.3.1 Models 
O zpracování a reprezentaci informací se starají tři modely - Preprocessing pro frontend 
aplikace, Admin_model, který poskytuje funkce potřebné pro administrační rozhraní, a Results pro 
uložení informací o provedených validacích. Modely Admin_model a Results zajišťují pouze správu 
uživatelů a souborů s pravidly, výpisy různých statistik, a práci s databází. Proto se zaměříme pouze 
na první ze zmiňovaných modelů, který se stará o zpracování a přípravu zdrojového kódu před 
validací, a rozebereme si jeho funkce. 
 get_url($url) 
o Vstupní parametr: Vstupním parametrem je URL adresa zadaná uživatelem ve 
vstupním formuláři 
o Popis funkce: Pokud funkce zjistí, že URL nezačíná „http“ nebo „https“, dojde 
k doplnění prefixu http:// k zadané adrese. Návratovou hodnotou této pomocné 
funkce je opět URL. 
 get_server($url) 
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o Vstupní parametr: Vstupním parametrem je URL adresa zadaná uživatelem do 
vstupního formuláře 
o Popis funkce: Funkce „očistí“ vstup od všech parametrů a příp. adresy 
dokumentu, a vrátí pouze adresu vzdáleného serveru. 
 get_code($url) 
o Vstupní parametr: URL zadané uživatelem do vstupního formuláře 
o Popis funkce: Nejprve dojde k zavolání výše zmíněné funkce get_url, která 
nám vrátí použitelnou internetovou adresu. Z té je následně zavoláním 
@file_get_contents stažen zdrojový kód webu, překódován do UTF-
8
27
, a vrácen jako návratová hodnota funkce. 
 checkURL($xhtmlCode, $url) 
o Vstupní parametry: Funkce má dva vstupní parametry – zdrojový XHTML kód 
validované stránky a URL adresu webu, zadanou uživatelem  
o Popis funkce: Účelem funkce je upravit adresy všech atributů src a href na 
absolutní cesty, které primárně zajistí vzdálené načtení obrázků a kaskádových 
stylů. K volání dvou pomocných funkcí – checkSRC a checkHREF - 
využívá preg_replace_callback. 
 checkSRC($match) 
o Vstupní parametr: Část řetězce, který odpovídá zadanému regulárnímu výrazu 
ve funkci checkURL 
o Popis funkce: Pokud funkce zjistí, že se jedná o relativní cestu, doplní k ní 
adresu serveru, čímž zajistí správné zobrazení všech obrázků na webu. 
 checkHREF($match) 
o Vstupní parametr: Část řetězce, který odpovídá zadanému regulárnímu výrazu 
ve funkci checkURL 
o Popis funkce: Pokud funkce zjistí, že se jedná o relativní cestu, doplní k ní 
adresu serveru, čímž zajistí správné připojení všech kaskádových stylů. 
 html_to_xhtml($text) 
o Vstupní parametr: HTML kód validované stránky nebo souboru 
o Popis funkce: Funkce se stará, jak název napovídá, o konvertování HTML na 
XHTML, a to doplněním chybějících uvozovek, změnou doctype28 na správný 
zápis, doplněním ukončovacích lomítek u vybraných tagů, a převodem všech 
tagů na malá písmena. Návratovou hodnotou je upravený vstupní kód.  
 small($matches) 
o Vstupní parametr: Část řetězce, který odpovídá zadanému regulárnímu výrazu 
ve funkci html_to_xhtml, pomocí preg_replace_callback. 
o Popis funkce: Na základě regulárního výrazu na vstupu jsou nalezeny všechny 
tagy ve zdrojovém textu. Veškerý jejich obsah, nacházející se mezi znaky „<” 
a „>” je převeden na malá písmena. Vynechány budou hodnoty atributů, tedy 
text, který je v uvozovkách.  
 quote_attr($var) 
o Vstupní parametr: Proměnná $var obsahující jeden tag zdrojového textu 
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o Popis funkce: Funkce nalezne všechny atributy a uzavře jejich hodnoty do 
uvozovek. 
 quote_attrs($string) 
o Vstupní parametr: Zdrojový HTML kód webu 
o Popis funkce: Postupně jsou vybrány všechny tagy zdrojového kódu, a je pro 
ně volána pomocná funkce quote_attr, jejíž popis je uveden výše. 
 rand_char($count = 14, $chars = 62) 
o Vstupní parametry: Vstupem funkce jsou dvě hodnoty – délka výsledného 
řetězce a číselné vyjádření, zda mají být použity číslice, malá písmena, nebo i 
velká písmena. 
o Popis funkce: Na základě vstupních parametrů je vytvořen náhodný řetězec 
libovolné délky, který je vrácen jako výstup funkce. 
Zdrojové kódy funkcí html_to_xhtml, small, quote_attr a quote_attrs byly převzaty z [11], kde 
jsou poskytnuty autorem volně k dispozici. Funkce rand_char byla převzata z [12], na základě 
podmínek daných autorem. 
6.2.4 MySQL 
Pro potřeby administračního rozhraní je aplikace propojena s databází MySQL, která obsahuje dvě 
tabulky – users a statistics. 
Tabulka users obsahuje přístupové údaje (uživatelské jméno, heslo a oprávnění), potřebné 
k přihlášení do administrace. Druhá jmenovaná slouží k uchování statistických informací o 
provedených validacích. Do tabulky statistics se ukládá URL validované stránky, označení 
použitých pravidel, IP adresa, ze které byla kontrola provedena, a čas kontroly. Dále je zaznamenán 
název souboru, ve kterém je zdrojový kód uložen, pro možné zobrazení výsledků pomocí veřejného 
odkazu, a počet zobrazení daného souboru. Obě tabulky obsahují primární klíč29 ID. 
 
 
Obrázek 6.1 Schéma databáze 
6.2.5 Skripty 
Nejdůležitější částí samotného validátoru jsou soboury JavaScriptu – knihovna jQuery, samotný 
validátor, a soubory s pravidly. Knihovnu jsme si rozebrali v kapitole 6.1.3, proto se nyní zaměříme 
na ostatní zmiňované. 
                                                     
29
 Primární klíč je jednoznačný identifikátor každého záznamu v tabulce. Obsahuje jedinečnou hodnotu, která 
nesmí být NULL. V každé tabulce musí být přesně jeden primární klíč. 
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6.2.5.1 Soubory s pravidly 
Všechny soubory obsahující pravidla pro validátor jsou uloženy ve složce data/rules/, a mají stejný 
formát. Na prvním řádku každého z nich je uveden povinný údaj o názvu pravidel, který je potom 
použit při výběru pravidel uživatelem. Například česká pravidla přístupnosti zde mají uvedeno /* 
Czech accessibility guidelines */. 
Následuje volitelný údaj o popisu jednotlivých úrovní chyb. Pod ním se již nachází samotná 
deklarace pravidel, pro něž byl zvolen datový typ pole (var rules = new Array). Jednotlivá 
pravidla jsou samostatná pole ve tvaru [„pravidlo“, „úroveň pravidla“, „chybová zpráva“], například 
["img:not([alt])", "1", "01: Image without alternative text. The 
img's alt attribute is mandatory."], jako pravidlo pro kontrolu existence 
alternativního textu u obrázků, a jsou od sebe oddělena čárkou. 
6.2.5.2 Skript validátoru 
Ve složce scripts je, kromě knihovny jQuery, uložen i soubor validator.js, který obsahuje dvě funkce 
pro bezproblémový chod aplikace - validate(fileName, scriptName) a findPosition(element). 
První z uvedených má dva vstupní parametry – název souboru se zdrojovým HTML kódem a 
název souboru s pravidly, která se mají aplikovat. Právě na základě proměnné scriptName je pomocí 
dokument.createElement(‘script’) vytvořen nový element <script>, a jsou mu 
funkcí setAttribute přiděleny atributy type a src. Druhý jmenovaný obsahuje cestu k souboru 
s pravidly. Následně je funkcí appendChild vložen celý element do tagu <head>. 
Poté, co máme úspěšně připojena pravidla, dojde k načtení zadaného kontrolovaného souboru 
pomocí jQuery funkce $.ajax(). Ta se nám postará i o vytvoření vnořeného plovoucího rámce 
<iframe>, do kterého vloží načtený zdrojový kód. Právě tento rámec je pro celý průběh validace 
zásadní, protože v něm probíhají veškeré kontroly a označování chybných prvků. 
Jakmile funkce zjistí, že se v rámci nachází prvek, který odpovídá některému z načtených 
pravidel, dojde postupně k následujícím událostem. 
1. Nalezený prvek je uložen do proměnné element 
2. Na základě úrovně použitého pravidla jsou nastaveny pomocné proměnné pro úpravu 
kaskádových stylů tabulky s výpisem chyb a objektu označujícího chybný element 
v rámci. 
3. Je zavolána pomocná funkce findPosition, která vrátí souřadnice elementu. 
4. Na těchto souřadnicích je potom vytvořen nový element <div>, označující chybnou 
část stránky. 
5. Jako poslední je do tabulky chyb přidán nový záznam obsahující úroveň a chybovou 
zprávu použitého pravidla. 
Jak již bylo zmíněno, pomocná funkce findPosition slouží ke zjištění souřadnic zadaného 
elementu. Nejdříve je do proměnných posX a posY načten offset30 hledaného prvku. Poté již 
následuje cyklus while, ve kterém přičítáme vlastní „offsety“ rodičovských prvků k původním 
hodnotám, dokud se nedostaneme na prvek <body>. Výsledné souřadnice jsou vráceny jako 
návratová hodnota funkce. 
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Vlastní testování probíhalo v několika etapách. Nejdříve bylo potřeba ověřit korektnost zpracování 
kontrolovaného webu nebo souboru, a zdrojového kódu. Poté byla testována vhodnost zvolené 
metody, vlastní funkčnost navrhnutých pravidel, a v poslední řadě bylo nutné porovnat výsledky 
aplikace s již existujícími validátory, čemuž se bude věnovat kapitola 7. 
6.3.1 Získání a zpracování zdrojového kódu 
Načtení zdrojového kódu z nahraného souboru nebylo potřeba nijak testovat, protože se jednalo o 
jednoduché čtení ze souboru. Proto jsem se zaměřil na testování druhého způsobu – zpracování 
stránky ze vzdáleného serveru. 
O načtení obsahu ze zadané adresy se stará PHP funkce @file_get_contents, která 
zároveň zajišťuje ověření, zda požadované URL existuje, a dá se k němu připojit. V případě, že je vše 
v pořádku, dojde ke stažení zdrojového kódu. Pokud ovšem dojde k jakékoli chybě během připojení, 
je návratová hodnota funkce prázdná, což nám značí neexistující URL nebo nedostupný server. Co se 
zpracování kódu týče, nastalo několik problémů způsobených odlišným kódováním kontrolovaných 
stránek oproti webu validátoru, a špatnou interpretací znaků „<“ a „>“ v HTML tazích. První 
jmenovaný se vyřešil načítáním zdrojových souborů do vnořeného rámce, a uvedené znaky byly 
nahrazeny zástupnými entitami „&lt;“ a „&gt;“. 
6.3.2 Metody validace 
Jak jsem již uvedl v kapitole 5.3, existuje několik možných způsobů validace zdrojového kódu. Ze 
všech uvedených jsem se pokusil implementovat a otestovat dva - XSLT a jQuery. 
Validace pomocí XSLT se, na základě [13], zdála vhodnou a zajímavou alternativou 
regulárním výrazům nebo konečnému automatu. Díky uvedenému zdroji a dvěma dalším – článku 
Petra Břízy na portálu Interval.cz [14] a webové prezentace Jiřího Koska [15] – nebyl větší problém 
formalizovat pravidla přístupnosti pro jejich následnou implementaci. Poté ovšem došlo na samotnou 
implementaci, která se, bohužel, ani po použití několika různých přístupů, nezdařila. Hlavním 
důvodem, proč jsou šablony s XSL transformacemi nevhodné k validaci webových stránek, je nutnost 
jejich užití společně s XML souborem. Tímto souborem sice může být i XHTML dokument, ale ne 
každý zdrojový kód lze převést na validní XHTML strukturu. Z toho důvodu jsem od použití tohoto 
přístupu upustil. 
Druhou zvolenou metodou byla validace pomocí knihovny jQuery, o které jsem se zmínil již 
několikrát. Implementace tohoto přístupu, díky práci se samotným DOM stromem, odstranila potřebu 
validního XHTML dokumentu a ošetřování různých nestandardních elementů. V průběhu testování 
byla postupně kontrolována všechna navrhnutá pravidla, u kterých bylo zjišťováno, zda opravdu 
najdou všechny požadované elementy na zkušebních internetových stránkách, a zda nezachytí i 
prvky, které by danému pravidlu odpovídat neměly. Na základě těchto testů byla některá pravidla 
upravena do správného tvaru, ale vyskytla se i taková, která nešla implementovat standardním 
způsobem. 
Mezi taková pravidla například patří všechna, která vypisují chybovou zprávu, pokud ve 
zdrojovém kódu neexistuje ani jeden element, který by obsahoval požadovaný textový řetězec. Pro 
takové případy musela být v aplikaci vytvořena výjimka, která tato pravidla ověřuje jiným způsobem, 
než všechny ostatní. Jako další se nepodařilo úspěšně otestovat pravidla, která kontrolovala existenci 
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neprázdného atributu xml:lang v tagu <html>. Právě dvojtečka v názvu atributu se v jQuery 
využívá jako oddělovač jednotlivých selektorů při vyhledávání požadovaného elementu – z toho 




7 Zhodnocení aplikace 
7.1 Porovnání s existujícími aplikacemi 
V této kapitole porovnáme hotovou aplikaci s již existujícími validátory. Ovšem těch, které by byly 
pro srovnání vhodné, mnoho není. Většina již existujících nástrojů validuje webové stránky na 
základě starých pravidel WCAG 1.0, a proto jsou, v porovnání s aktuální verzí WCAG 2.0, jejich 
výsledky rozdílné. Jednou z výjimek je online nástroj AChecker31, který bude použit pro srovnání 
správnosti aplikace pravidel právě zmíněné metodiky. Stejně tak je problém najít vhodný nástroj pro 
ověření výsledků na základě českých pravidel přístupnosti. Vzhledem k tomu, že žádný takový online 
nástroj neexistuje, tak je jedinou vhodnou aplikací desktopový validátor K-VAL od Kamila Krásného 
[16]. Protože mezi online nástrojem a aplikací pro použití na lokálním počítači je několik zásadních 
rozdílů, jako například možnost uživatelské úpravy použitých pravidel, zaměříme se pouze na 
porovnání výsledků obou validátorů. Pro tyto účely bylo zvoleno dostatečné množství náhodně 









Při zkušebních validacích metodikou WCAG 2.0 došly oba nástroje k velice podobným 
výsledkům. Případné odlišnosti byly způsobeny tím, že ani jedna z aplikací nekontroluje všechna 
možná pravidla, a jejich vzájemné seznamy se mírně liší. AChecker používá pro výpis nalezených 
chyb mírně nepřehledný seznam, který krom samotného chybového hlášení obsahuje i pozici chyby 
ve zdrojovém textu, a v některých případech i výpis té míněné části kódu. 
Česká pravidla přístupnosti byla testována na stejných zkušebních stránkách, jako předchozí. 
Vzájemné porovnání výsledků dopadlo podobně, jako v případě nástroje AChecker – většina chyb a 
upozornění byla, s mírnými odlišnostmi, odhalena oběma aplikacemi. Pro zobrazení nalezených chyb 
je v obou případech použit textový tabulkový výpis, který je v případě aplikace K-VAL doplněn 
kontrolovaným zdrojovým kódem, ve kterém jsou vyznačeny chybná místa. Oproti tomu nově 
vytvořený nástroj zobrazuje skutečnou podobu kontrolované stránky, a pomocí grafických prvků 
v tomto náhledu přesně vyznačuje chybná místa. 
Co se samotné validace týče, jsou si zmíněné aplikace více méně rovny. Mírné rozdíly jsou, jak 
již bylo řečeno, způsobeny odlišnou implementací formalizovaných pravidel přístupnosti, která není 
ani v jednom případě úplná. Patrné odlišnosti jsou ovšem v grafickém zpracování výstupu. Zatímco 
mnou navrhnutý nástroj, stejně jako K-VAL, vypisuje chybové zprávy v přehledné tabulce, a mimo ni 
zobrazuje nalezené chyby přímo v náhledu kontrolované stránky, u Acheckeru dochází k zobrazení 
souřadnicové pozice chyby ve zdrojovém kódu přímo do samotného výpisu, čímž ho, společně 




s dalšími prvky, nečiní moc přehledným. Další výhodou, v porovnání s ostatními online validátory, je 
možnost zpětného zobrazení dříve provedené validace pomocí přímého odkazu. 
 
Obrázek 7.1 Ukázka výstupu validátoru AChecker – web www.fit.vutbr.cz 
 
Obrázek 7.2 Ukázka výstupu validátoru K-VAL – web www.fit.vutbr.cz 
 
Obrázek 7.3 Ukázka výstupu validátoru AChecker – web www.chrtivnouzi.cz 
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7.2 Rozšíření 
Vzhledem k faktu, že se v současnosti jedná o jedinou online aplikaci pro kontrolu validace 
webových stránek pro česká pravidla přístupnosti, bylo by jistě vhodné ji dále rozvíjet a rozšiřovat. 
Stejně tak validátor doplnit o metodiky používané v dalších zemích. Uveďme si nyní seznam 
rozšíření, která by mohla být v budoucnu do aplikace přidána. 
 Podrobnější statistiky pro jednotlivé kontrolované stránky – přehled vývoje počtu chyb 
při jednotlivých kontrolách a jeho zobrazení v grafu 
 Možnost zobrazení kontrolovaného zdrojového kódu s vyznačením nalezených 
problémů 
 Přidání kontroly kontrastu mezi barvou textu a pozadím jednotlivých elementů 
 Propojení s API32 organizace W3C pro kontrolu validity HTML a CSS kódu 
 Formalizovaná pravidla jednotlivých států Evropské unie 
 Jazyková lokalizace pro některé další státy – např. Německo, Francie, Itálie 
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 Application Programming Interface <http://validator.w3.org/docs/api.html> 
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8 Závěr 
Hendikepovaní lidé tvoří v dnešní době nemalou část naší populace. Z toho důvodu, stejně jako u 
ostatních situací a činností, je nutné přikládat přístupnosti webových stránek odpovídající důraz. 
Cílem této práce bylo provedení specifikace, návrhu a implementace vlastního validátoru přístupnosti 
na základě rešerše vlastností již existujících nástrojů. Nová aplikace by měla provádět kontrolu 
zdrojových kódu bez ohledu na použitou metodiku, respektive umožnit kdykoli přidat novou 
metodiku nebo upravit stávající, bez potřeby úpravy jádra programu. 
Výsledkem je tento rozsáhlý dokument, jehož přínosem je rozbor existujících validačních 
nástrojů, zevrubný popis nejznámějších a nejzajímavějších metod pro validaci přístupnosti, a hlavně 
samotná implementace nové aplikace pro validaci přístupnosti webových stránek, na základě 
formalizovaných pravidel. 
Z vlastností všech zkoumaných validátorů byly vybrány ty nejpodstatnější, a na nich byla 
vystavěna nová aplikace, která, na rozdíl od většiny existujících, kontroluje zdrojové kódy webových 
stránek vůči nejnovějším verzím zvolených metodik. 
Celý nástroj je implementován jako webová online aplikace, jejíž jádro je postaveno na PHP 
frameworku CodeIgniter. Nejdůležitější část, samotná validace, je ovšem prováděna na straně klienta, 
za pomocí JavaScriptové knihovny jQuery. Po grafické stránce je nástroj upraven za pomocí HTML a 
CSS. Dále byl využit i databázový server MySQL pro ukládání informací o provedených statistikách 
a podporu administrace. 
Díky provádění samotné validace na straně klienta – ve webovém prohlížeči – odpadla nutnost 
kontrolovat a případně upravovat zdrojový kód, což by bylo potřeba v případě použití jiných přístupů. 
Vše je zajištěno právě webovým prohlížečem, který každou stránku, před zobrazením klientovi, 
upraví na validní DOM strom, s nímž poté naše aplikace pracuje. 
Nástroj podporuje zadání URL adresy, nebo nahrání souboru, který chceme zkontrolovat, 
z lokálního počítače na server. Po provedení samotné validace dojde k výpisu nalezených chyb, jejich 
počtu, a k zobrazení náhledu kontrolované stránky, ve kterém jsou vyznačeny všechny elementy, 
které neodpovídaly pravidlům vybrané metodiky. 
Dle mého názoru by bylo vhodné, kdyby vývoj aplikace i nadále pokračoval, a to hlavně 
z důvodu absence podobné online aplikace pro česká pravidla přístupnosti. Pro další postup v rozvoji 
nástroje bude potřeba doplnit minimálně některá zmíněná rozšíření, zveřejnit aplikaci na rozumně 
zvolené doméně, a případně se spojit se společnostmi zabývajícími se přístupností webových stránek 
v České republice. 
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Příloha 1. CD se zdrojovými kódy aplikace, strukturou databáze a ukázkami výstupu aplikace 
