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Resumen
Este trabajo tiene como objetivo realizar un
análisis preliminar de la programación de robots
físicos por medio de interfases gráficas. Se des-
cribe el diseño de un compilador que toma como
entrada un programa generado desde una inter-
fase visual y genera como salida un programa en
código intermedio. Luego, este programa inter-
medio puede ser interpretado por el robot para
ejecutar las acciones indicadas en el programa
fuente.
1. Introducción
El vertiginoso avance de la robótica en los últi-
mos años, ha provocado un desarrollo notorio en
las herramientas de software relacionadas. Una
de ellas, los lenguajes de programación, han sido
adaptados para soportar la programación de ro-
bots. El caso más común se da en los lenguajes
de programación tradicionales. Estos fueron, en
su mayoría, extendidos con el fin de proveer al
programador las funciones necesarias que le per-
mitan programar robots físicos.
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La utilidad y flexibilidad de un robot está de-
terminada, en gran medida, por la potencia del
software que posee. Esto ha dado lugar a una
clasificación basada en el nivel del lenguaje de
programación en el que fueron programados. Es-
ta clasificación[5] se presenta de la siguiente
manera:
Sistemas guiados: el usuario conduce el ro-
bot a través de los movimientos a ser reali-
zados.
Sistemas de programación de nivel-robot: el
usuario escribe un programa en un determi-
nado lenguaje, especificando los movimien-
tos y sensores.
Sistemas de programación de nivel-tarea: el
usuario especifica la operación por medio de
las acciones sobre los objetos que el robot
manipula. Esto es, solo se programan las ac-
ciones que el robot realizará sobre determi-
nados objetos. Por ejemplo, un robot grúa
tendrá funciones para levantar un determi-
nado objeto y funciones para girar, siempre
en un lugar fijo.
La segunda categoría de esta clasificación
es de especial interés, puesto que involucra a
lenguajes de programación tradicionales, exten-
didos para soportar la programación de robots.
Estos lenguajes contienen funciones que per-
miten programar las distintas acciones que el ro-
bot debe realizar. La programación con lengua-
jes tradicionales es ampliamente conocida[6]. En
este caso, el programador introduce sentencias
(código propio de cada lenguaje), que le per-
miten especificar las acciones que el robot debe
realizar. Estas sentencias permiten controlar los
motores y sensores y determinan el compor-
tamiento mediante el cual, el robot se desem-
peñará en un entorno determinado y predefinido.
De esta manera, el software que controla las
acciones del robot puede ser construído como
cualquier otro programa, solo debe conocerse el
lenguaje en el que se va a programar y las fun-
ciones que permiten controlar los distintos ele-
mentos que conforman un robot, sus sensores y
motores.
Pero la manera tradicional de programar robots
tiene una limitante importante. El interesado en
realizar esta tarea debe conocer en detalle el soft-
ware que controla el robot.
Una alternativa a la programación de robots físi-
cos con lenguajes tradicionales extendidos, es la
de programar mediante una interfase gráfica vi-
sual. En este caso, no es necesario introducir
código de programación, sino elementos que re-
presenten bloques de código que realizan alguna
acción concreta.
El objetivo de este trabajo es mostrar cómo,
la utilización de la interfase gráfica de Lego
MindStorms[7], nos permite facilitar la progra-
mación de robots físicos. Con este objetivo como
guía, realizamos el análisis de la interfase gráfi-
ca de Lego y presentamos el diseño de un com-
pilador. La tarea fundamental de nuestro compi-
lador es tomar como entrada un programa ge-
nerado desde la interfase visual y generar otro
programa equivalente en código intermedio que
luego puede ser interpretado por el robot.
El artículo está organizado de la siguiente man-
era. En la sección siguiente describimos la inter-
fase gráfica de Lego. En la sección 3 introduci-
mos los conceptos que hacen referencia al código
intermedio LASM. La siguiente sección contiene
el principal aporte de este trabajo. Se presenta el
diseño de un compilador que nos permite gene-
rar código intermedio LASM, a partir del progra-
ma fuente realizado desde la interfase gráfica de
Lego. La sección 5 contiene las conclusiones del
trabajo y se describen las líneas de trabajo futuro.
2. La Interfase Gráfica de Lego
El Sistema de Invención Robótica de Lego
Mindstorms[7], fue pensado, en principio, para
niños1. El lenguaje oficial del RCX2 se caracteri-
za por su simplicidad y legibilidad.
Este sistema propone programar robots montan-
do bloques de comandos gráficos. Estos bloques
de comandos se conocen como Lego bricks y
representan instrucciones para el robot. Mediante
estos bloques puede lograrse que el robot se mue-
va, emita un sonido o que reaccione a distintos
eventos.
El entorno de programación es una interfase de
programación visual orientada a objetos. Exis-
ten íconos que representan bloques de código
que realizan acciones concretas. El usuario puede
elegir de una lista de comandos y colocarlos en
un orden lógico que el RCX puede ejecutar.
2.1. Tipos de Comandos
Los tipos de comandos que se pueden utilizar
desde la interfase son los siguientes:
Movimientos y sonido: Con estos coman-
dos se logra animar al robot. Permiten que
se mueva en diferentes sentidos, que gire y
realice determinados sonidos.
Variables: Las variables son utilizadas para
personalizar al robot. Por ejemplo, las varia-
bles pueden ser utilizadas para especificar la
duración de algunas de las acciones.
Esperar y repetir: Estos comandos son usa-
dos para hacer que el robot responda y reac-
cione al mundo que lo rodea.
Condicionales: Los comandos condi-
cionales permiten seguir diferentes cursos
de acción.
Comandos personalizados: Estos comandos
sirven para crear bloques de códigos perso-
nalizados.
Sensores: Los sensores son usados para que
el robot realice testeos y reaccione a su en-
torno.
1Según Lego, “... es un entorno de programación visual
que permite a los niños recoger, soltar y apilar comandos y
trozos de código.”
2 RCX es el microprocesador de cada robot Mindstorms.
2.2. Descripción del Recipiente de Blo-
ques
El recipiente de bloques contiene los distintos
comandos que pueden ser utilizados. Determina-
dos bloques están habilitados o no, dependiendo
del tipo de robot que se requiere programar.
Los distintos bloques que se encuentran en el
recipiente de bloques son:
Bloques Grandes: Con estos se logra con-
trolar las partes móviles del robot. Aquí te-
nemos comandos que, por ejemplo, deter-
minan movimientos hacia delante o hacia
atrás.
Bloques Chicos: Hacen posible un control
total sobre el robot. Permiten manipular
variables y personalizar al robot.
Mi Bloque: Este tipo de bloques permiten
mantener un programa de manera eficiente
y ordenada.
Esperar (Wait): Este bloque permite que el
programa espere una determinada cantidad
de tiempo o que espere a que un sensor sea
disparado.
Repetir: Este bloque permite repetir un con-
junto de comandos.
Condicionales: Estos bloques permiten ad-
herir un salto en el programa basado en la
lectura de un sensor.
Sensores: Estos bloques sirven para moni-
torear los diferentes sensores y disparar una
tarea de comandos cuando se cumple deter-
minada condición.
La programación de los robots con la interfase
gráfica se basa en apilar estos bloques en el orden
en que serán ejecutados. Cada uno de estos, co-
mo ya fue mencionado, representan un conjunto
de comandos que conforman una acción concre-
ta que el robot puede realizar. De esta forma, en
ningún momento el programador introduce códi-
go, solo interactúa con los elementos (bloques)
que ofrece la interfase.
3. El Código Intermedio LASM
Como se describió en la introducción, el ob-
jetivo de este trabajo es mostrar cómo la inter-
fase gráfica de Lego nos permite programar ro-
bots físicos. Nuestra propuesta de compilador
toma como entrada un programa realizado desde
la interfase visual y genera un programa equiva-
lente en código intermedio. Luego, el programa
intermedio es enviado, a través de la herramien-
ta MindScript[8], al procesador del robot, para
ejecutar las acciones indicadas en el programa
fuente.
Para este trabajo, el código intermedio elegido
es el LASM (Lego Assembler)[1]. LASM con-
tiene instrucciones que permiten manipular los
distintos componentes de un robot. Componentes
físicos, como motores y sensores y componentes
no físicos, como los eventos.
Los comandos de LASM, como por ejemplo,
WAIT, EVENT y SETV, tienen 2 (dos) paráme-
tros. Uno, el denominado fuente, indica el tipo de
parámetro. El otro parámetro es el valor e indica
el índice del tipo del parámetro. A continuación,
se exhibe un comando típico de LASM:
wait 0,5
donde 0 (cero) indica que el tipo de parámetro es
una variable. El segundo parámetro es el índice
donde esa variable está alojada.
El código LASM no contiene instrucciones
que permitan almacenar valores en una pila. To-
dos los valores están alojados en variables que
luego son accedidas mediante un índice como se
explica arriba.
Algunas de las instrucciones más importantes
en LASM, son las que permiten controlar los sen-
sores, los eventos y los motores del robot. La
instrucción EVENT, para el caso de los eventos,
permite inicializar un evento. La instrucción DIR
permite controlar los motores del robot.
Para mayores detalles referidos al código
LASM se recomienda [1].
4. El Compilador
Los programas generados desde la interfase vi-
sual de Lego contienen una estructura similar a
un programa realizado en lenguaje C. Esto es,
luego que un programa es diseñado desde la in-
terfase visual, se genera un archivo con un pro-
grama fuente que contiene la estructura que se
muestra a continuación:
program ejemplo {
declaraciones
main {comandos}
watcher {}
}
Un bloque global (program ejemplo {}), que
encierra todo el código que el robot ejecutará y
en donde se declaran las variables, sensores, mo-
tores y eventos. Un bloque principal (main {}),
que contiene las acciones específicas que reali-
zará el robot, por ejemplo, las acciones que hacen
que un evento se dispare o aquellas que se ejecu-
tan ante la percepción de algún sensor. Por últi-
mo, un bloque opcional de tareas (watcher {}),
permite ejecutar tareas en paralelo. El lengua-
je del programa generado por la interfase es el
lenguaje Script[1].
Nuestro compilador toma como entrada un
programa, con la estructura indicada arriba, reali-
zado desde la interfase gráfica. El primer paso en
la construcción de la herramienta, fue especificar
la gramática que genera los programas que se
pueden obtener desde la interfase. El diseño ge-
neral del compilador sigue los lineamientos bási-
cos de [9], referencia obligada en el tema.
El compilador cuenta con cuatro etapas bien
definidas. La primera de ellas es la que corres-
ponde al análisis léxico. En esta primera etapa,
el compilador lee el programa de entrada carac-
ter a caracter identificando componentes léxicos.
La segunda etapa es la que corresponde al análi-
sis sintáctico. En esta fase el compilador, a par-
tir de la secuencia de componentes léxicos, im-
pone una jerarquía de acuerdo a la gramática es-
pecificada. La tercera instancia está marcada por
el análisis semántico. Aquí se analiza si exis-
ten errores semánticos y se genera la informa-
ción necesaria para la última etapa de este com-
pilador. Esta última fase genera el código inter-
medio LASM, teniendo en cuenta la información
generada en la etapa anterior.
El programa de entrada del compilador es
recorrido en su totalidad, realizando las veri-
ficaciones sintácticas y semánticas. Conjunta-
mente, se genera el programa de salida en códi-
go LASM. En el recorrido del programa fuente
se genera una tabla de símbolos que almacena,
tanto los nombres de las variables, como el de
los eventos, sensores y motores. De esta tabla se
extrae la información necesaria que es utilizada
para generar el código LASM. A su vez, la infor-
mación contenida por la tabla también es usada
para realizar el análisis semántico.
5. Conclusiones
Hemos podido comprobar, después de varias
pruebas, que los programas realizados desde la
interfase Lego son tomados correctamente por el
compilador y que se genera el código LASM co-
rrespondiente. De esta manera, usando una inter-
fase visual como la del Lego, se puede progra-
mar robots físicos sin introducir código de pro-
gramación. La interfase visual permite al usuario
independizarse de ciertos detalles de los lengua-
jes de programación.
Las distintas salidas generadas por el compi-
lador muestran a los programas generados des-
de la interfase gráfica en código LASM. Cada
una de estas salidas fue enviada al robot a través
del software MindScript[8] y fueron ejecutadas
con éxito. Esta característica permite programar
los robots desde el ambiente visual de Lego sin
necesidad de introducir código.
Un trabajo futuro es realizar un ambiente vi-
sual de prueba que tome el código LASM ge-
nerado desde el compilador y simule el fun-
cionamiento que el robot realizaría. De esta ma-
nera, no será necesario un robot físico para rea-
lizar las pruebas de lo programado desde la in-
terfase. Un trabajo adicional a considerar sería
modificar la etapa inicial del front-end del com-
pilador para permitir tomar como entrada progra-
mas desde alguna otra interfase visual.
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