Abstract: Visualization can be of significant value in improving the verification, validation, and communication of discrete-event simulation models of construction operations, which in turn can make the models more credible and thus useful in operations planning. The presented work extends the state-of-the-art of visualizing simulation models of construction operations in three-dimensions. The writers present efficient methods and a tool, ViTerra, that can be used to automatically generate photorealistic, digital, three-dimensional ͑3D͒ terrain computer-aided design databases to represent construction job sites in animations of simulated construction processes. The work capitalizes on the availability of detailed topographical and aerial imagery data that are readily available in digital format from several government and private organizations. In addition to automated terrain generation techniques, the presented work implements animation methods to describe the evolution of virtual jobsites by depicting deformations to the visualized terrains in response to common construction operations such as earthmoving and trenching. The writers' first contribution alleviates the need to manually create 3D terrain models for use in animations as has been the case hitherto. The writers' second contribution ͑1͒ enhances realism in animations of several common construction operations; and ͑2͒ allows the visualization of several other construction processes that were hitherto impossible to animate accurately in 3D.
Introduction
Visualization of simulated operations can be of significant value in the verification, validation, and communication of discreteevent simulation ͑DES͒ models ͑Law and Kelton 2000͒. This is especially true in construction, where typical decision makers are experts in their domain, but are generally not proficient in simulation itself to be able to verify and validate models based only on numerical and statistical simulation output. Visualization can also provide decision makers with valuable insight into subtleties of planned construction operations that are otherwise nonquantifiable and nonpresentable. The necessity to accurately communicate simulated construction operations and the resulting evolving products ͑i.e., the constructed facilities͒ in three-dimension is the motivation behind the writers visualization research efforts. These efforts focus on designing automated, process simulation-driven methods to accurately animate construction processes and the evolving facilities in dynamic virtual worlds.
Description of the Problem
The creation of three-dimensional 3D visual simulations ͑i.e., visualizations͒ requires 3D computer-aided design ͑CAD͒ models of the involved simulation entities. These models are instantiated and manipulated in virtual environments to represent dynamic, 3D synthetic worlds. In the case of 3D construction process visualizations, the required CAD models include the terrain ͑i.e., the jobsite͒, various pieces of construction equipment ͑e.g., trucks, loaders, and cranes͒, construction materials ͑e.g., steel beams, concrete blocks, and rebar͒, and virtual humanoids to portray construction workers. 3D CAD modeling is, by definition, an intricate and time-consuming activity and has often been cited in the literature as a deterrent to 3D visualization in general ͑Brooks 1999͒ and to 3D visualization of simulated construction processes in particular ͑Zhang et al. 2002͒ .
Acquiring 3D models of equipment, materials, and humanoids for use in visualizations does not pose a significant problem, as several CAD model vendors sell libraries of precreated models at reasonable prices ͑e.g., www.3dcadbrowser.com, www.digimation.com͒. In addition, CAD models of constructed facilities ͑i.e., the construction products͒ can also often be inherited from the work done in the design stages of the project ͑Brooks 1999͒. These 3D models can be instantiated at varying levels of detail in virtual worlds and can be manipulated in a straightforward manner by monitoring and modifying their geometric transformations ͑i.e., translation and three-dimensional orientation͒ ͑Kamat and Martinez 2002a͒. In addition, because of their generic nature, acquired and/or created CAD models of equipment, materials, and workers can be easily compiled into a library and directly reused in other, future visualizations.
Because animation is primarily a communication tool, engineers must be able to see accurate depictions of all simulated processes ͑Farr and Sisti 1994͒. In particular, the graphics displayed in animations must be faithful and complete, and should not need any verbal or textual clarification ͑Rohrer 2000͒. Despite these expectations, depicting a jobsite terrain accurately in 3D is a challenging proposition that can be attributed to the following factors: 1. Most construction is carried out outdoors and every jobsite is different ͑i.e., different layout, topography, and scenery͒. Thus, a separate, unique, 3D CAD model of the terrain must be available for every jobsite on which construction processes are animated. 2. The topography of the jobsite terrain is dynamic and can change shape dramatically over the course of construction ͑Lipman and Reed 2000͒. Many processes ͑e.g., digging and dumping soil, trenching, tunneling, blasting, etc.͒ directly alter the jobsite topography. The current state of knowledge in scientific, simulation-driven, 3D construction process visualization has the following limitations related to virtual jobsite terrains: 1. 3D models of jobsite terrains must be manually created ͑i.e., hand-modeled͒ using CAD modeling programs ͑e.g., AutoCAD, 3dsmax͒ and then exported in interoperable formats ͑e.g., VRML͒ that can be loaded during visualization. This activity requires significant effort and time and is often impossible to execute due either to the unavailability of data ͑e.g., terrain elevations͒ in the appropriate form or the inability to process it manually. 2. There are no methods to visually depict the deformation and evolution of the jobsite terrain in response to animated construction operations. For example, in animations of earthmoving operations, loaders appear to dig at loading sites. However, the terrain itself does not deform, change shape, or evolve over time. This compromises realism in situations where the changing topography is central to the involved processes. In addition, this limitation of being unable to modify the terrain CAD database and visually depict a deforming jobsite terrain precludes existing animation methods from describing operations such as tunneling and blasting that dramatically alter the jobsite topography.
Main Research Contributions
The research this paper presents directly addresses the aforementioned issues. First, mechanisms designed to automatically generate photorealistic, digital, 3D CAD databases of construction jobsite terrains are described. The work capitalizes on the availability of detailed topographical ͓e.g., digital elevation map ͑DEM͔͒ and aerial imagery ͓e.g., National Aerial Photography Program ͑NAPP͔͒ data that is readily available in digital format from several government ͓e.g., United States Geological Survey ͑USGS͔͒ and private organizations. Second, designed animation methods that allow engineers to describe the evolution of virtual jobsites by depicting deformations to the loaded terrains in response to common construction operations such as earthmoving and trenching are presented. By implementing techniques to integrate many sources of information and automatically generate photorealistic virtual jobsite terrains, this paper's first contribution alleviates the need to manually create 3D terrain CAD models for use in visualizations, as has been the case hitherto. By designing methods to describe the deformation and evolution of instantiated terrain CAD databases, this paper's second contribution ͑1͒ enhances realism in the visualization of several common construction operations; and ͑2͒ allows the visual depiction of several other simulated construction processes that were hitherto impossible to describe in 3D virtual worlds.
Theoretical Motivation and Contributions
The design of simulation-driven methods to automatically generate and then visualize the deformation and evolution of jobsite terrains in response to common construction processes in smooth, continuous, dynamic, 3D virtual worlds presents numerous interesting challenges. Digital elevation and aerial imagery data is readily available for the entire United States and several other parts of the world. However, this data is archived in several different digital formats at varying levels of detail ͑Burrough and McDonnell 1998͒. In order to automatically generate virtual jobsite terrains from disparate sources of archived digital data, techniques must be implemented to ͑1͒ parse ͑i.e., read͒ and interpret streams of elevation and imagery data in all commonly available formats; and ͑2͒ convert interpreted elevation and imagery data into a standard internal representation that can be visually depicted in 3D virtual worlds and can also be locally modified as needed to portray actions such as terrain deformation.
The resultant locally deformed shape and appearance of a virtual terrain in response to an animated elemental construction task ͑e.g., digging͒ cannot be determined a priori by animationauthoring processes ͑e.g., discrete-event simulation models͒ or by the visualization engine itself. Each deformation a virtual terrain must undergo in response to an animated construction task ͑e.g., digging͒ depends on ͑1͒ the type, size, and configuration of the involved piece of virtual equipment ͑e.g., backhoe͒; and ͑2͒ the amplitude of the motion of its components ͑e.g., boom, stick, bucket͒ in the particular animated instance of that task.
For instance, simulation models that describe earthmoving operations in animated 3D worlds indicate the location ͑as a 3D coordinate͒ where a virtual piece of equipment ͑e.g., backhoe͒ must "dig" in each loading pass ͑Kamat and Martinez 2002b͒. However, the exact trajectory that a piece of equipment's digging implement ͑e.g., bucket edge͒ will follow in each virtual digging stroke cannot be determined beforehand by either the authoring process ͑i.e., simulation model͒ or the visualization engine. The computation that determines the shape of an evolving terrain in response to animated construction processes must thus be performed during animation in real time and is solely the responsibility of the visualization engine.
Finally, from the implementation point, virtual terrains are computationally intensive to maintain and render. Terrains typically consist of several thousand textured polygons that, in the absence of any optimizations, can create a graphics pipeline bottleneck ͑Garland and Heckbert 1995͒. Rendering terrains at interactive frame rates has thus been a long-studied problem in computer graphics ͑Turner 2000͒. In order to depict large pieces of dynamic terrain in 3D, the number of river polygons that must be displayed must be limited without compromising detail. This is particularly important in the visualization of construction operations because, unlike many other visual simulations ͑e.g., flight simulators͒, the terrain on a jobsite is seen and manipulated at close range. In construction, because most of the action takes place on the ground, the simplification of the terrain to improve performance cannot compromise the fidelity of the terrain's appearance.
From the research standpoint, this work thus had to address four related issues. First, techniques to automatically generate ter-rain CAD databases by combining data from disparate elevation and imagery data sources into a unified, consistent data set had to be investigated. Second, feasible data structures to internally maintain and locally manipulate ͑on demand͒ the generated terrain databases had to be explored. Third, methods to ͑1͒ compute the amount, location, and resultant shape of deformations that virtual terrains undergo in response to animated construction processes; and ͑2͒ apply those deformations to the terrain databases in real time had to be designed. Finally, computationally efficient techniques to maintain and render the dynamic 3D terrain CAD databases in a way that precludes performance bottlenecks in the graphics pipeline and helps maintain interactive animation frame rates had to be identified and adopted.
Digital Representation of Terrains
A terrain can be mathematically conceived as the graph of a continuous function f : R 2 → R that assigns an elevation to every point on the plane ͑De Berg and Dobrindt 1995͒. The surface of the earth is a continuous phenomenon ͑field͒ rather than a discrete object. However, to fully model even a small portion of the earth's surface continuously on the computer, an infinite number of points would be needed. In order to describe continuous surfaces digitally on the computer using a finite amount of storage, terrains are represented in discrete formats that are generically called digital terrain models ͑DTMs͒ ͑Giger 2002͒.
A commonly used format of digitally representing a terrain surface ͑i.e., DTM͒ is the digital elevation model ͑DEM͒. The term DEM has often been used interchangeably with DTM to describe "any digital representation of the continuous variation of relief over space" ͑Burrough and McDonnell 1998͒. Strictly speaking, however, a DEM specifically refers to a raster or regular grid of spot heights ͑USGS 2001͒. DEMs consist of a sampled array of elevations for a number of ground positions at regularly spaced intervals to describe an axis-aligned grid of terrain. The distances between the sampled positions ͑i.e., the grid spacing͒ defines the resolution of a DEM and is the major determinant of its accuracy ͑USGS 2001͒.
The DEM format is a compact and efficient way of representing terrain surfaces and lends itself well to computer computations. A variety of DEMs are available from several government and private organizations. For instance, the United States Geological Survey ͑USGS͒ freely provides DEM data for the entire United States ͑USGS 2002a͒. The best resolution commonly available in the USGS DEMs is 10 m, with a vertical resolution of 1 m. In addition, several private organizations ͑e.g., quarry owners͒ regularly update and maintain detailed ͑i.e., with fine resolution͒ DEMs of their property for use in planning, quantification, and record-keeping ͑Zalubowski, personal communication, 2002͒.
A DEM is generally archived in one of two common digital formats. The standard method of archiving a DEM is through the use of numerical height maps. A numerical height map is simply a two-dimensional array of numerical values. Each numerical value in the array indicates the elevation of the terrain's surface at that array position. This is graphically presented in Fig. 1 . The table on the left presents an example of a numerical height map. The image on the right presents the interpretation of the data in that height map. A digital terrain is interpreted as a mesh generated by iterating through the two planar indices of the height map array and setting the height of each vertex to the numerical value of the height map ͑i.e., elevation͒ at that point.
Another common method of archiving DEMs is through the use of digital, grayscale image height maps. In grayscale images that represent DEMs, the brightness of each image pixel corresponds to the height of the terrain at that point. Generally, dark regions on the image represent lower elevation values and lighter regions indicate high elevation values. The calibration of the gray scale ͑i.e., the numerical elevation values of pure black and pure white regions͒ is often implementation dependent. Fig. 2 graphically presents a grayscale image height map. The image on the left is comprised of various shades of gray. The mesh on the right depicts a possible interpretation of the image height map. The black areas on the image are interpreted as low-lying areas, whereas the brighter alphabets are interpreted as peaks.
Visualizing Dynamic Terrains
In order to capitalize on the availability of archived digital terrain data in visualizing simulated construction operations, the following key technologies are necessary: 1. Generation of 3D CAD terrain databases ͑i.e., CAD models͒ from DEM data; 2. Maintenance of the generated 3D terrain models in efficient, modifiable format; and 3. Computationally efficient rendering of the current 3D CAD terrain databases.
Generating Three-dimensional Terrains from Digital Elevation Models
The geometry of uneven surfaces is generally represented on the computer as a continuous polygon mesh ͑usually triangles͒ ͑Woo et al. 1997͒. The process of converting DEM data into a 3D terrain CAD model thus requires interpretation of input data and construction of a corresponding continuous 3D mesh. The coordinates of each vertex in the mesh can be directly obtained from the DEM if it is archived as a numerical height map ͑e.g., Fig. 1͒ . In cases where the DEM data is archived as a grayscale image ͑e.g., Fig. 2͒ , the extraction of coordinates from the height map requires two, implementation-dependent calibration factors. The first is the numerical value of the horizontal spacing ͑i.e., distance͒ between sampled positions. This value defines the horizontal resolution of the grid by indicating how the distance between adjacent pixels in the input image must be interpreted. The second calibration factor is for vertical scaling. This factor defines the vertical resolution of the image height map. For instance, if the color scale assigns 0.0 to pure black and 1.0 to pure white and the vertical scaling factor is 1,000 m, then a pure white pixel on the grayscale image is interpreted as an elevation of 1,000 m. A pure black pixel is similarly interpreted as 0 m. Shades of gray ͑color values ranging between 0 and 1͒ are linearly interpolated to decipher the elevations indicated by each pixel in the image height map.
Once the coordinates of the vertices are extracted from the image height map, a 3D polygon mesh can be constructed in a similar manner to that of numerical height maps. A grayscale image height map must thus be implicitly converted to a numerical height map before 3D mesh vertex coordinates can be extracted from the data. In both cases, the extraction of vertex coordinates from the height maps and construction of a corresponding 3D mesh generate a computer-interpretable geometrical shape of the terrain segment that is archived in the input DEM.
Specifying the Appearance of Generated Terrains
The 3D polygon mesh constructed from DEM elevation data merely specifies the shape of a patch of terrain. In order for this mesh to "look" like a real terrain, information that indicates its appearance must be specified. A common computer graphics technique for determining the appearance of 3D polygonal objects is to use texture mapping. Texture mapping is a classical technique for image synthesis wherein a two-dimensional ͑2D͒ image ͑called a texture map͒ is superimposed on a three-dimensional ͑3D͒ geometric object ͑Haeberli and Segal 1993͒. The visual outcome of this process is that the 3D geometrical object acquires a surface appearance similar to that of the superimposed 2D image. Conceptually, texture mapping is thus the electronic equivalent of applying wallpaper, paint, or veneer to real-world objects.
Texture mapping is almost exclusively used to specify the appearance of 3D terrain CAD objects in virtual environments. This is accomplished by superimposing a 2D image that represents an aerial view over the corresponding 3D geometrical terrain mesh. This process is graphically presented in Fig. 3 . The geometry ͑i.e., 3D mesh͒ and the appearance ͑i.e., texture map͒ together define the visual representation of terrain objects. In the presented work, where the terrain's geometrical representation can be constructed from actual DEM data, texture mapping presents interesting possibilities of specifying the appearance of instantiated 3D terrain objects.
For instance, constructed terrain geometry can be overlaid by satellite or aerial imagery corresponding to the same geographic area represented in the input DEM. This powerful technique can yield impressive images and useful results. Similar to elevation data, several government ͑e.g., U. S. Geological Survey, National Aeronautics and Space Administration͒ and private agencies ͑e.g., www.digitalglobe.com͒ have archived digital, high-resolution aerial imagery for the entire United States. In addition, because the applied texture is simply a 2D image of the overhead view, custom images may readily be used to drape 3D terrain meshes. This is useful when actual imagery at the desired resolution is inaccessible or when specific, synthetic appearances must be applied to the instantiated 3D terrains.
Maintaining 3D Terrain Databases
In order to display virtual terrains on the computer during animation, constructed 3D terrain models must be stored in efficient, accessible formats. At each frame, rendering ͑i.e., drawing͒ algorithms access the models and render an image of their current state. In general, 3D terrain models are unique as compared to other geometrical objects because of their typical large size and extent. For this reason, efficient data structures for storing and maintaining 3D terrain databases have been widely studied in computer graphics ͑Kofler 1998͒.
In general, there are two commonly used formats for storing and maintaining 3D terrain models in computer memory. The first format is a regular grid height field that is very similar in structure to regular grid DEMs. The height field storage model stores a regular grid of 3D vertex coordinates to encapsulate terrain geometry ͑Guedes et al. 1997͒. Fig. 4͑a͒ presents an example of this model. The vertices are connected by lines to form connecting triangles ͑i.e., polygons͒ that together describe the surface geometry. In the case of terrains generated from regular grid DEMs, the height field storage model simply stores each vertex coordinate extracted from the input data. The constructed mesh retains the vertices extracted from the base DEM data.
The second common format of maintaining 3D terrains is the triangulated irregular network ͑TIN͒ model. A TIN model represents a terrain surface as a set of nonoverlapping, contiguous triangular faces that are of irregular size and shape ͑Peucker et al. 1978͒. Fig. 4͑b͒ presents an example of such a representation. In terrains stored as TINs, irregularly spaced vertices are adapted to the surface, with more points in areas of rough terrain and fewer in smooth, even areas. Thus, in terms of vertex count, TINs are often more efficient at maintaining terrains. The process of storing a terrain surface constructed from a regular grid DEM as a TIN model consists of heuristically choosing "important" points on the surface and discarding other extracted vertices ͑Chen and Guevara 1987͒. Few points are chosen in areas of smooth terrain, and large numbers of points are chosen in areas of rough terrain. The points that remain are assumed to be connected together to form triangles. Thus, in the case of TINs, the constructed ͑and rendered͒ 3D polygon mesh may not retain all the original vertices extracted from the base DEM data. Storing 3D terrains as TINs is essentially optimizing the generated terrain databases so that minimum triangles are retained for rendering.
Choosing the Appropriate Storage Model
The choice of a particular terrain database storage model for a visualization application depends on the type of terrains that are instantiated in virtual worlds and on the expected interaction of other 3D scene objects with the terrain databases. For instance, in several common visual simulations ͑e.g., flight simulators͒, the terrain databases only serve as static 3D models that are viewed in the background. In such visualizations, there is typically no interaction between other scene entities ͑e.g., airplanes͒ and the terrain databases. In addition, the 3D terrain models themselves remain unmodified over the course of visualization. Such 3D terrain databases whose physical properties ͑geometry and appearance͒ remain unchanged over the course of visualization are termed static terrains ͑He 2000͒. In the visualization of simulated construction processes, the 3D terrain models are typically expected to be modified as a result of their interaction with different pieces of construction equipment ͑e.g., excavators, dozers͒ or due to the performance of certain virtual construction processes ͑e.g., blasting͒ that in the real world drastically change the surface topography. Such 3D terrain databases whose geometric and other properties may change during visualization are termed dynamic terrain surfaces ͑He 2000͒.
In terms of computer graphics, dynamic terrains involve possible modifications to the geometry, color, and texture of the 3D terrain databases during visualization. The ability to modify ͑i.e., deform͒ terrain databases in response to virtual construction processes requires unobtrusive and efficient interfaces to the stored 3D terrain models, because such manipulation of the terrains must be accomplished in real time without an adverse effect on the animation frame rate and quality. In addition, in the case of simulated construction process visualization, the modification interfaces to the stored terrain databases must be generic in nature. This is necessary because, unlike other terrain-modifying visual simulations ͑e.g., equipment training simulators͒, the possible range and types of interactions between virtual equipment pieces and the terrain databases cannot be determined a priori. In simulated construction operations visualization, the type and range of interaction between other scene entities and the terrain databases depend on: ͑1͒ the particular pieces of virtual equipment active in the visualization; and ͑2͒ the types of processes modeled in the underlying simulations that drive the visualization.
The ability to efficiently modify ͑i.e., deform͒ and render instantiated 3D terrain databases in visualizations largely depends on the storage model that is adopted to maintain the terrain models on the computer ͑Lipman and Reed 2000͒. The regular grid 
Rendering Three-Dimensional Terrain Models
The major challenge with any 3D terrain model rendering approach is to depict a visually accurate and detailed representation of the current terrain database while maintaining interactive frame rates ͑ideally Ͼ24 frames per second͒. The simplest way to render a regular grid height field terrain model is to generate strips of triangles to cover the entire set of model vertices ͓e.g., Fig. 4͑a͔͒ . However, this seemingly straightforward approach is not practical when used with typically large terrain models. For large terrains, the amount of geometry that must be rendered at each frame will cause severe performance bottlenecks ͑Lindstrom and Pascucci 2001͒. Several optimization methods, called level-of-detail ͑LOD͒ techniques, have been designed over the years to reduce the amount of terrain geometry that must be rendered at each frame in visualizations ͑e.g., Lindstrom et al. 1996; Duchaineau et al. 1997; Hoppe 1998͒ . The general strategy used in all LOD terrain rendering techniques is that portions of a terrain model that are farther away from the visualization viewer require less geometry to be accurately represented than do terrain portions that are comparatively closer to the viewer. In addition, terrain portions that are very rough and uneven need more detailed geometry ͑i.e., triangles͒ to be accurately represented than do terrain portions that are smooth, flat, and/or even.
View-Dependent Terrain Model Triangulation
In interactive animations such as the visualization of simulated construction processes, the viewpoint of the viewer͑s͒ can change over time as the viewer͑s͒ navigate around the virtual construction sites; thus, the amount of geometric detail ͑i.e., number of triangles͒ necessary to accurately represent the 3D terrain models can change over time. Therefore, terrain rendering LOD techniques are often dynamic in nature. Such techniques allow portions of the terrain that are currently far away to be rendered with few triangles. However, the same portions of terrain are dynamically rendered in more detail ͑i.e., with more triangles͒ as the viewer͑s͒ navigate closer to those portions. Such dynamic render-ing methods that gradually change a terrain's LOD are often called continuous level-of-detail ͑CLOD͒ techniques ͑Roettger et al. 1998; Ogren 2000͒. In general, the aim of view-dependent terrain model rendering is to create a simplified version of the 3D terrain model using a small subset of the original mesh triangles such that, for a given view, the simplified triangulation is a good approximation of the original, dense mesh. This computation is performed continuously during visualization each time the viewpoint changes. At each frame, then, the simplified version of the terrain model for the current viewpoint is rendered ͑i.e., drawn͒ on the screen. For any viewpoint, the number of original mesh triangles retained in the simplified terrain triangulation increases as the distance between the viewer and the triangles decreases. In addition, the triangulation also increases in areas where the terrain is comparatively irregular.
View-dependent CLOD techniques thus present efficient methods of rendering large 3D terrain models at interactive animation frame rates in dynamic virtual environments. The presented work adopted a method of real-time, view-dependent, adaptive tessellation ͑i.e., triangulation͒ to render dynamic 3D terrain models that represent virtual construction jobsites. The adopted technique helps maintain interactive frame rates during visualization by dynamically reducing visually insignificant regions of instantiated 3D terrain models to fewer polygons ͑i.e., triangles͒. This computation is performed in real time as viewer͑s͒ navigate around virtual construction jobsites. Thus, at each drawn frame, a highfidelity image of the current 3D terrain model is rendered with the fewest possible polygons for that particular view.
Technical Approach for Computing Terrain Deformations
Several common construction processes such as excavation, filling, blasting, and tunneling are performed with the deliberate intention of altering the jobsite topography. In such operations, the evolving terrain topography is central to the continuous performance of the involved processes. For instance, excavators change their position frequently depending on how digging progresses. Similarly, haul distances and routes dynamically evolve on earthmoving jobsites as cut and fill operations progress. Accurate visualization of the evolving jobsite terrain is thus of significant importance to the accurate portrayal and credibility of several animated construction processes.
The need to dynamically modify instantiated 3D terrain models introduces two challenges to the visualization of simulated construction processes. The first is the computation of the deformations that 3D terrain models must undergo in response to the performance of virtual topography-modifying construction processes. The second is the application of the computed deformations to the current 3D terrain models in real time. Several strategies were considered in designing methods to visualize dynamic jobsite terrains in simulated construction process visualizations. The initially contemplated technique was the design of animation statements to allow running simulation models to explicitly communicate the simulation time, location, and extent of the deformations to be applied to the terrain models. For instance, each time an excavator's digging stroke is communicated ͑using existing animation methods͒, the location and amount of terrain deformation could also be explicitly communicated by the simulation models.
This seemingly straightforward approach is, however, impractical to implement. A discrete-event simulation model that communicates a piece of equipment's digging stroke cannot determine beforehand the resultant locally deformed shape and appearance of the terrain model in response to the communicated construction task ͑i.e., digging stroke͒. The deformation that the virtual terrain model must undergo to accurately depict the outcome of a particular digging stroke depends on ͑1͒ the type, size, and configuration of the digging implement of the pertinent virtual piece of equipment ͑e.g., backhoe͒; and ͑2͒ the amplitude of the motion of its components ͑e.g., boom, stick, bucket͒ in the particular animated instance of digging. In addition, the deformation of the terrain in response to tasks such as digging is a continuous process. For instance, the deformed shape of the terrain in response to an excavator's digging pass evolves continuously during the performance of the digging stroke and is not an instantaneous discrete event. Discrete-event simulation models can only communicate when a particular instance of digging began and how long it lasted ͑Schriber and Brunner 1999͒. A simulation model is unaware ͑i.e., encapsulates no knowledge͒ of the exact trajectory that a virtual equipment's digging implement ͑e.g., bucket edge͒ will follow in any particular instance of digging. It was therefore concluded that the computation to determine the shape of the evolving terrain in response to communicated construction processes must be performed during animation in real time and must be relegated to the visualization engine. Fig. 5 outlines the algorithm designed to compute deformations to jobsite terrains in construction process animation. This scheme relies on the authoring simulation models to communicate con- struction tasks ͑e.g., digging͒ to virtual pieces of instantiated construction equipment ͑e.g., backhoes͒. Then, during visualization of those communicated construction tasks, the position of the involved virtual equipment's digging implement ͑e.g., bucket edge͒ is continuously monitored to detect whether or not the virtual terrain has been penetrated.
Detecting and Displaying Surface Penetration
To dynamically update deformation changes to the 3D terrain database when surface penetration is detected, a generalized form of the implement-terrain interaction model outlined in Lipman and Reed ͑2000͒ was adopted. At each instant during animation of a digging stroke, the global position of the digging implement ͑e.g., bucket edge͒ inside the 3D virtual world is computed. Once an implement's position is determined, its height is compared to the elevation of the virtual terrain below. If the elevation of the terrain at that point is greater than the implement's current height, it is concluded that the implement has penetrated the terrain's surface.
Computing Digging Implement Positions
Typical pieces of construction equipment can be thought of as articulated hierarchies. For instance, as Fig. 6 presents, a backhoe can be kinematically described on the computer as consisting of a bucket that is connected to the stick, which in turn is connected to the boom. The boom is further attached to the slewing cabin that in turn rests on the crawler tracks. This is a hierarchical arrangement where each component can move independently, affecting components lower in the hierarchy. For instance, the position of a virtual backhoe's bucket inside a 3D world depends on the rotations of all the backhoe components ͑i.e., stick, boom, and cabin͒ higher in the hierarchy, and on the position and orientation of the backhoe's crawlers ͑Lipman and Reed 2000͒. The computation to determine the global 3D position of a virtual digging implement ͑e.g., backhoe bucket's edge͒ must then be performed using these inputs.
In order to determine each component's position and orientation relative to its parent component in a kinematic hierarchy, a mathematical notation and result from elementary computer graphics literature is adopted. In particular, four 4 ϫ 4 matrices are associated with each component of a virtual piece of equipment's kinematic hierarchy. Fig. 7 presents such a matrix set for the bucket on a virtual backhoe. These matrices encapsulate a component's position, horizontal rotation ͑yaw͒, vertical rotation ͑pitch͒, and side rotation ͑roll͒ with respect to its parent component's local space ͑i.e., coordinate system͒. In case a component ͑e.g., backhoe crawlers͒ is at the root of a hierarchy ͑i.e., has no parent component͒, then the associated matrices represent its position and orientation in global 3D space ͑i.e., the global coordinate system͒.
In the bucket's position matrix P, the 3D coordinate defined as ͑T x , T y , T z ͒ represents the bucket's position ͑i.e., translation͒ relative to the backhoe's stick ͑i.e., the bucket's parent component͒. The bucket's rotation matrices ͑H , V, and S͒ similarly encapsulate the bucket's axial rotations relative to the virtual stick. In particular, the angles ␣ , ␤, and ␥ represent the bucket's relative rotations about the stick's local Y, Z, and X axes, respectively. In a virtual bucket's case, ␣ and ␥ will have a value of zero, because a backhoe's bucket only has one degree of freedom ͑in the vertical plane͒ relative to a backhoe's stick.
The mathematical result that is exploited in our computation is that the product of a component's matrices, L = S ϫ V ϫ H ϫ P completely describes the configuration of that component relative to its parent. For instance, if ͑x , y , z͒ is any 3D point on the virtual bucket, its position relative to the parent stick can be mathematically computed as ͑x r , y r , z r ͒ = L ϫ ͑x , y , z͒ ͑Woo et al. 1997͒.
In addition, the product of the stack of matrices of all components higher in the hierarchy completely describes the configuration of a particular component in global 3D space. In case of the same point ͑x , y , z͒ on the bucket, its position relative to the global coordinate system can be mathematically computed
This is that point's location in global 3D space.
The process by which the global 3D position of a piece of equipment's digging implement ͑e.g., bucket edge͒ is computed is thus straightforward. Critical points ͑i.e., coordinates͒ are chosen on the digging implement and then multiplied by the stack of matrices of all components higher up in the equipment's hierarchy. This computation provides the global 3D position of those points, which can then be compared with the elevation of the terrain model at those projected locations. 
Updating Terrain Models
To reflect the outcome of any detected surface penetrations, the elevation value of the terrain model at that point is then set to be equal to the digging implement's current global height. The adopted regular grid terrain database storage model makes such local elevation modification straightforward. The numerical elevation value of the pertinent point͑s͒ in the regular grid terrain model being maintained is thus directly manipulated. The outcome of continuously performing this computation and updating the terrain database during visualization is a terrain deformation whose shape conforms to the digging implement's trajectory during the particular digging stroke. Deposition ͑i.e., dumping͒ of dirt is similarly computed and depicted during the visualization of dumping strokes. At each instant, the position of a piece of equipment's bucket is monitored during dumping. The elevations of projected terrain points along the trajectory followed by the involved bucket are then increased as it dumps soil. The visual outcome in this case is the depiction of a heap whose shape and size is proportional to the virtual bucket dumping dirt.
Influence of Grid Resolution on Deformation Computations
The results obtained by employing the presented computation scheme are significantly influenced by the grid resolution of the 3D terrain model being manipulated. In particular, the technique only produces accurate results if the horizontal resolution of the maintained terrain grid is significantly dense as compared with the width of virtual digging implements that deform the terrain models. In general, the finer the terrain grid model, the better are the produced visual results ͑Lipman and Reed 2000͒. This is because, as the grid resolution increases, the computation scheme can manipulate more closely spaced points on the terrain models in depicting the shape of deformations. On the other extreme, the algorithm may have no terrain points to manipulate if the resolution of the grid is larger than the width of a virtual digging implement.
The elevation data from which 3D terrain models are intended to be automatically constructed is, however, rarely available in the order of such high grid resolutions. For instance, as mentioned previously, the highest horizontal resolution available in most USGS DEM data is 10 m. This distance is significantly large as compared to the width of digging implements ͑e.g., bucket edges͒ on common construction equipment pieces. This issue is addressed in this work by constructing high resolution meshes while building 3D terrain models from input elevation data.
In particular, a mesh of a high, user-defined resolution is constructed from the comparatively lower resolution input elevation data. This is accomplished by simply interpolating data points along the two horizontal axes of the input data. This operation generates additional, intermediate elevation data points so that the resolution of the resulting grid is sufficiently finer than the width of virtual digging implements expected to be utilized in particular visualizations. The generated denser grid is perfectly smooth between the original input DEM data points. For this reason, the generated extra points are disregarded by the terrain simplification ͑i.e., CLOD͒ and rendering algorithms until a deformation actually takes place within the more densely defined grid. This is achieved dynamically at the visualization run time on an "asrequired" basis.
ViTerra
The writers' implementation of techniques that automatically generate and then manipulate 3D terrain models in visualizations is a powerful tool that greatly increases the credibility of several visualized simulated construction operations. This tool, called ViTerra, is implemented as an extension ͑add-on͒ to the VITASCOPE visualization system. VITASCOPE is an acronym for Visualization of Simulated Construction Operations. VITAS-COPE is a user-extensible 3D animation language designed specifically for visualizing simulated construction operations in smooth, continuous, animated 3D worlds ͑Kamat 2003͒. A limited subset of the VITASCOPE language and the corresponding prototype implementation were referred to as the dynamic construction visualizer ͑DCV͒ in prior publications ͑Kamat and Martinez 2001, 2002a͒.
The ViTerra add-on extends the VITASCOPE animation language by implementing the animation statements presented in Table 1 . In particular, the add-on defines animation statements that automatically construct 3D terrain models by combining elevation and imagery data. In addition, the add-on presents statements to manipulate the created terrain models by explicitly changing the elevation at any point on the terrains. For reasons described in the previous section, these latter methods are, however, not intended to be directly used in animation trace files by visualization-authoring simulation models. Instead, they are implemented so that other VITASCOPE modules can manipulate the 3D terrains by executing these statements internally.
Terrain Model Construction
ViTerra automatically constructs a 3D terrain model by combining the data sources specified as arguments to the TERRAIN statement. In particular, the TERRAIN statement takes two arguments as input. The first argument is a string that specifies the source of the digital elevation data ͑i.e., DEM͒ to be used in constructing the terrain model geometry. The second argument is Lower the elevation of the specified point on the terrain by the indicated amount TERRAIN.SetElevation ͓X͔ ͓Z͔ ͓TargetY͔; Set the elevation of the specified point on the terrain to the indicated value a reference to the aerial image that is to be draped on the constructed geometry to describe its appearance. An example of a TERRAIN statement is as follows:
In the preceding statement, the terrain geometry is to be constructed from a DEM that is archived in the popular USGS Spatial Data Transfer Standard ͑SDTS͒ format ͑USGS 2002b͒. In this case, the elevation data argument specifies the root SDTS filename ͑*CATD.DDF͒, the horizontal resolution of the input DEM ͑10 m͒, and its vertical resolution ͑1 m͒. The second argument to the statement specifies the image ͑in standard JPEG format͒ that is to be draped over the constructed terrain model to describe its appearance. ViTerra can construct the geometry of 3D terrain models from several different DEM sources ͑numerical and grayscale image height maps͒. The Appendix provides a listing of all DEM input formats ViTerra supports. ViTerra exploits the services of the Geospatial Data Abstraction Library ͑GDAL͒ for parsing and interpreting input DEM height fields. GDAL ͑Warmerdam 2003͒ implements algorithms to translate raster DEMs in several common geospatial data formats presented in the Appendix. ViTerra can similarly set the appearance of constructed terrain geometries from image files archived in several common formats. ViTerra relies on the Simple DirectMedia Layer ͑SDL͒ library ͑Lantinga 2003͒ for reading the texture image files specified as arguments to the TERRAIN statement. A specified input texture image is clamped to the corners of the constructed 3D terrain geometry. Thus, in cases where the specified texture is an actual aerial image of the terrain area, the exact lateral correspondence between the image corners and the input DEM must be ensured beforehand.
Terrain Model Manipulation
The algorithms that manipulate ViTerra terrains to visually depict surface deformations in response to performed construction tasks are implemented in the VITASCOPE KineMach add-on module. KineMach implements "smart" pieces of virtual construction equipment that can be instantiated and manipulated in visualizations using simple text statements in a higher-level, contextual, construction terminology ͑Kamat and Martinez 2002b͒. Engineers can use KineMach provided statements to instantiate multiple pieces of equipment such as backhoes and instruct them to perform virtual construction processes using a high-level construction work terminology. Fig. 8 presents an animation trace with statements that instantiate a virtual backhoe and instruct it to perform construction tasks. As indicated by the last argument in the DigAt and DumpAt statements, both tasks in this example are to be performed in 10 simulation time units. During the performance of each digging and dumping stroke, KineMach monitors the position of the virtual backhoe's bucket using the approach described in the previous section. KineMach then internally invokes ViTerra's elevation-setting statements ͑TERRAIN.SetElevation͒ to instantly modify the 3D terrain model at points corresponding to the backhoe bucket's trajectory. In addition, at each terrain point modified in response to digging, ViTerra splats ͑i.e., pastes͒ a texture image that gives the terrain model an appearance of digging implement ridge marks. Fig. 9 presents a strip of animation snapshots taken during the animation of the digging task. The snapshots presented are not successive computer frames. The discretely captured frames are displayed in a filmstrip format merely to depict a sense of motion. The smooth motion of the backhoe during animation and the corresponding smooth deformation ͑evolution͒ of the terrain cannot be fully captured in static snapshots. Only the animation can convey that information.
Terrain Model Rendering
ViTerra utilizes the Demeter terrain engine for the data structures required to maintain 3D terrain models on the computer as regular grid height fields. The Demeter library ͑Fowler 2002͒ implements data structures and algorithms to visualize vast 3D terrain models in virtual environments using OpenGL ͑Woo et al. 1997͒. ViTerra also relies on Demeter to depict a visually accurate and detailed representation of the current 3D terrain database at interactive frame rates. In particular, ViTerra adopts the Demeterimplemented, view-dependent, adaptive triangulation algorithm to render the dynamic 3D terrain models it maintains. At each frame in the visualization, the implemented algorithms render a highfidelity image of the current 3D terrain model with the fewest possible polygons ͑i.e., triangles͒ for that particular view. 
Future Work
DEM data and the uniform grid height field terrain models constructed from that data both describe a terrain surface by sampling elevation values at regularly spaced positions along two perpendicular directions in the horizontal plane. Such a representation works well for relatively flat and even terrains. However, several problems arise when the terrain being modeled is highly irregular. In particular, the uniform grid terrain model is unable to accurately represent steep, vertical cliffs and overhangs in modeled 3D terrains. Fig. 10 presents the source of this problem. In the case of vertical cliffs, sampled positions on the terrain's surface can each have two different elevations depending on where the elevation values are sampled ͑i.e., at the cliff's base or peak͒. The problem is more acute in the case of overhanging terrains. In this case, sampled points potentially need multiple elevations to accurately represent the true surface. The presented work does not consider such extreme cases. In particular, only methods of constructing regular, even 3D terrains from input DEM data have been designed and implemented.
However, such topography is often encountered on construction sites such as quarries and tunnels, in which cases the presented methods fall short in being able to accurately model and portray the evolving 3D terrain. Research is ongoing to design DEM formats that can accurately archive such terrain configurations. Future work can capitalize on these new DEM formats and design methods to construct accurate 3D models of dynamic terrain that feature the aforementioned conditions ͑i.e., cliffs, overhangs, tunnels, etc.͒.
Another interesting opportunity for future research is improving the physics in describing the interaction between virtual digging implements and the 3D terrain models. The presented work implements a simple soil-equipment interaction model to compute the deformations that terrain models are subjected to while performing virtual construction. The adopted model has no physical significance ͑e.g., conservation of dirt͒ and is intended purely for visual simulation purposes. Recent research ͑Park 2002͒ formulates an improved mathematical model of virtual excavator digging and presents physically meaningful soil-bucket interaction techniques for virtual reality equipment simulators. Future work can explore techniques of incorporating such detailed, physicsbased models within a simulated construction process visualization framework.
A third interesting opportunity exists in designing techniques to automate the procedure of matching elevation and imagery data sources for creating 3D terrain models. In this work, the task of matching an aerial image with the elevation data used is manual ͑i.e., the responsibility of the user͒. In the case of actual aerial imagery textures, the presented terrain construction methods assume a lateral correspondence between the two ͑i.e., elevation and imagery͒ input data sources. However, several problems are encountered in achieving such lateral correspondence.
First, high-resolution aerial and satellite imagery of any desired area of interest is not as readily and freely available as is digital elevation data ͑Childs 2002͒. In addition, proper lateral alignment of an aerial image with a DEM database ͑called GeoReferencing͒ is difficult to achieve, because most of the available aerial images have no reference data such as latitude and longitude or Universal Transverse Mercator ͑UTM͒ coordinates to allow for easy correspondence with a particular DEM database. The design of such matching techniques is also an active area on research in other geodetic sciences. Future work can capitalize on this research to facilitate automated matching of elevation and imagery data in 3D terrain model construction. 
Summary and Conclusions
The presented research extends the state-of-the-art of simulationdriven construction process visualization. The work puts in place the technology that engineers can use to ͑1͒ automatically create 3D terrain databases ͑i.e., CAD models͒ from archived digital elevation and imagery data; and ͑2͒ dynamically manipulate constructed terrain models to visually depict landscape deformations in response to virtual construction processes such as digging and dumping soil. The design of techniques to automatically generate dynamic, deformable 3D terrain databases in simulated construction process visualizations requires the integration of four key technologies: 1. Combination of data from disparate digital elevation and imagery data sources into a unified, consistent, and accurate 3D terrain database; 2. Efficient data structures ͑i.e., storage models͒ to internally maintain and locally manipulate the constructed 3D terrain databases on demand; 3. Effective equipment-terrain interaction models to compute the amount, location, and resultant shape of terrain deformations in response to performed virtual construction tasks; and 4. Fast, efficient rendering procedures to draw the dynamic terrain models in 3D virtual worlds such that the results look visually convincing and can be animated in real-time. Commonly available DEM elevation data is archived in simple, regular grid numerical or grayscale image height maps. The geometry of a 3D terrain database can be extracted from the available DEM data for that region. An actual or synthetic aerial image of the corresponding area can then be superimposed on the geometry to specify the appearance of the 3D terrain model. The availability of input elevation data in regular grid formats presents several distinct advantages. First, it allows straightforward extraction ͑from DEM archives͒ of 3D positional coordinates required to construct the geometric meshes that represent the terrains. This facilitates and guides the critical choice of the storage model to be adopted in maintaining constructed 3D terrain databases in a dynamic, modifiable format on the computer during visualization.
The adopted regular grid height field storage model, in turn, guides the design of the interaction scheme between the 3D terrains and virtual pieces of construction equipment. In particular, the adopted storage model facilitates the design of a simple deformation computation scheme that monitors virtual digging implements during visualization and locally manipulates the terrain model elevations to visually depict the deformed landscape. The regular grid height fields also form the foundation of hierarchical data structures that are required to be built by rendering algorithms for efficiently drawing 3D terrains at interactive frame rates. The implemented view-dependent, dynamic terrain triangulation and rendering algorithm and the visually appealing results it displays demonstrates that the approach is not only possible, but also very effective.
Appendix. ViTerra Supported Elevation Data Input Formats

