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Abstract—With the emergence and spread of agile processes,
the practices of writing and maintaining documentation have
drastically changed in the last decade. In this work, we performed
a qualitative study to explore the current practices for manag-
ing two related types of software documentation: requirements
and acceptance tests. We interviewed twenty practitioners from
seventeen business units in ﬁfteen companies to investigate the
companies’ practices for writing, maintaining and linking re-
quirements and acceptance test documentation. The study yields
interesting and partially unexpected results. For example, we
had expected that tests would be more extensively documented
than requirements, while we found a strong linear correlation
between the number of requirements and tests in our sample.
We also found that technical people are usually not involved
in the requirements engineering activities, which often results
in misunderstood or underestimated requirements. Acceptance
tests are written, in many cases, based on requirements that
are not necessarily detailed enough. Also, acceptance tests are
not regularly maintained, which occasionally results in confusing
features and bugs.
I. INTRODUCTION
Requirements engineering and testing are related activities
that show much synergy. Linking the testing and requirements
activities can beneﬁt both sides and save money and time [1].
For example, conceiving test scenarios concurrently with the
elicitation and documentation of requirements helps uncover
potential problems earlier, thus leading to better software
quality [2].
Among the different types of tests, acceptance tests are
those which are most related to requirements as they strive
for “comparing the program to its initial requirements and the
current needs of its end users” [3]. Due to this strong relation,
several advocates of agile software development even suggest
to write requirements in the form of acceptance tests [4][5].
In this work, we explore the current practices related to
requirements engineering and acceptance testing.
Whenever we talk about tests, testing, or test documentation
in the remainder of this paper, we always mean acceptance
testing. The term “requirements” denotes product requirements
in the context of this paper.
In contrast to previous studies on requirements and test-
ing (e.g [6][7]) our study focuses speciﬁcally on the docu-
mentation aspect of the requirements and acceptance testing
activities. Concretely, we investigated how the requirements
documentation and the tests documentation are written, by
whom they are written, in what format they are speciﬁed
and how useful they are for the requirements engineering and
acceptance testing activities.
We also examined how the documentation is evolved and
maintained. For instance, we looked for the main triggers for
change in requirements and tests, the current update proce-
dures and the factors that support or hinder the documentation
update. The results of this paper are based on semi-structured
interviews with twenty practitioners.
The paper is organized as follows. In Section II we describe
the research methodology, including study design, research
questions and threats to validity. Section III presents the key
ﬁndings of our study, which are then discussed in Section IV.
Section V presents related work. Section VI concludes the
paper with a summary and directions for future work.
II. RESEARCH GOAL AND METHODOLOGY
Our goal is to understand the current practice of require-
ments and acceptance test documentation management, as
well as the challenges faced during this process. As a ﬁrst
step towards this goal, we conducted a qualitative exploratory
study, using semi-structured interviews [8]. The interviews
were based on a predeﬁned interview instrument1, composed
of ﬁve parts. The ﬁrst and the second part focus on the
characterization of the interviewees and the companies, respec-
tively. In the third part we investigate the company practices
for writing requirements and test documentation. Next, we
explore the practices related to the evolution and update of
the documentation. Finally, we asked the participants about
the characteristics of the perfect tool for supporting the doc-
umentation management. We also gave the participants the
opportunity to freely talk about matters that they think could
be related to the topic of the interview and which have not
been addressed.
A. Research Questions
From our research goal, we derived the following two
research questions:
RQ1. How are requirements and test documents written
in practice? With this question, we aimed at exploring how
1http://www.iﬁ.uzh.ch/rerg/people/hotomski/InterviewInstrument.pdf
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requirements and test documents are written, who writes them
and in which format they are speciﬁed. Besides, we looked into
the factors that inﬂuence the documentation practices, such as
the company organization, the used process models and the
available tools.
RQ2. How are requirements and acceptance tests updated
and what difﬁculties are faced? With this question, we aimed
at examining how the requirements documentation and the test
documentation are maintained and evolved. For example, we
investigated what are the main triggers for change in require-
ments and in tests. We also explored the current documentation
update practices as well as the factors that support or hinder
the documentation update.
B. Study design
1) Preparation: Based on a review of the existing literature
about the management and use of software documentation
in practice, we shaped our research questions and created
the interview instrument to answer the research questions.
The interview instrument was validated and improved in two
rounds: ﬁrst it was reviewed and discussed within our research
group. Second, we conducted two pilot interviews, one with
a researcher from our group and one with a practitioner who
was not involved in the study design.
2) Participants: For the selection of participants, we used
a purposeful sampling strategy [8]. The selected participants
needed to satisfy the following two criteria: [C1] they work
for a company in which requirements and test documentation
exist in some form, [C2] they are knowledgeable about and/or
directly involved in the requirements engineering and design
processes and the test planning process.
We interviewed twenty practitioners from seventeen busi-
ness units in ﬁfteen companies, located in seven countries. The
interviewees had between two and twelve years of experience
in their respective ﬁelds. The geographic distribution and the
size of the companies are shown in Figure 1 and Figure 2,
respectively.
Companies C4 and C7 both consist of two units that have
signiﬁcantly different characteristics in terms of the software
process model applied, the team structure and the type of
the produced software. In both companies we interviewed one
representative from each unit separately. Therefore we treated
these units as separate companies, named C4.a, C4.b and C7.a,
C7.b, respectively. Thus, for simplicity, we report about a total
of seventeen companies in the remainder of this paper.
We interviewed the participants individually, except for
companies C3, C8 and C12, where we interviewed participants
in pairs. Since these interviewees had different roles in their
respective companies, we could obtain two complementary
views of the practices in these companies. An overview of
the participants and their companies is shown in Table I.
40% 20% 13.3% 
East Europe Central and West Europe North Europe USA 
26.7 % 
Fig. 1. Geographical distribution of companies
TABLE I
OVERVIEW OF THE PARTICIPANTS AND THEIR COMPANIES
Comp. ID & role Domain Type SPM
C1 P1 - Test developer Outsourcing project S
C2 P2 - Test engineer Games and technology product S
C3 P3 - Test developer
P4 - Prod. manager
IT consulting,
outsourcing
project S
C4.a
C4.b
P5 - Prod. manager
P6 - Test lead
Electricity distribution,
automation management
product
project
SAF
W
C5 P7 - Test engineer Technology services,
custom application
product S
C6 P8 - IT Consultant ERP systems,
ECM systems
project W
C7.a P9 - IT Consultant Cloud storage services product S
C7.b P10 - IT Consultant Performance optimization
services, mobile app
development, outsourcing
project K
C8 P11 - RE engineer,
P12 - Software dev.
App for car sharing,
business consulting
project S
C9 P13 - Proj. manager IT services in ﬁnance,
insurance and media
project S
C10 P14 - Business analyst Assurance, consulting,
ﬁnancial, legal
project S
C11 P15 - Test engineer Storage platform and
services, security
product S
C12 P16 - Proj. manager,
P17 - Test engineer
Medical and logistics
software
project S
C13 P18 - Business analyst Health insurance project W
C14 P19 - QA/Test lead Payment services project S
C15 P20 - Business analyst Invoicing, marketing,
customer care platforms
project S
SPM - Software process model S - Scrum K - Kanban
SAF - Scaled Agile Framework W - Waterfall
TABLE II
DIFFERENCES BETWEEN PRODUCT AND PROJECT ORIENTED COMPANIES
Product-oriented company Project-oriented company
The software is developed for and
driven by the market
Bespoke software is developed for
a speciﬁc customer
The company speciﬁes the require-
ments based on a market analysis
Requirements are elicited from the
stakeholders
Developing the software is a con-
tinuous and iterative process
The development ends when the
stakeholders’ requirements are met
and the product is delivered
Developing the software is a long-
term process
Developing the software is a short-
term process
The company owns the software The customer owns the software
We distinguish two types of companies: product-oriented
companies develop market-driven software products, while
project-oriented ones develop bespoke software for speciﬁc
customers. The main differences between the two types are
summarized in Table II.
Only three of the interviewed companies use a waterfall
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software process model; all others employ different types of
agile development models (see Figure 3).
3) Data collection and analysis: The interviews were car-
ried out between July and November 2015. All interviews were
conducted by the ﬁrst author. Face-to-face interviews were
used whenever possible. In total we had ten face-to-face in-
terviews and seven interviews via Skype. The interviews were
conducted in English, except for two interviews, which were
in Serbian because the interviewees felt more comfortable to
use their native language.
The duration of the interviews was between 55 and 120
minutes. The face-to-face interviews were generally longer,
because participants showed us their documentation. All in-
terviews were audio recorded (with permission from the
interviewees). For analyzing the data, the interviews were
transcribed and coded. Serbian interviews were translated to
English during transcription. We created an initial list of codes
based on the interview questions and complemented it with
codes that emerged during data analysis. We used the codes
to group related answers, compare them to each other and
derive hypotheses.
4) Threats to validity: As for every qualitative study, the
validity of the ﬁndings is subject to several threats [9].
Below we explain the main design decisions we made with
the aim of limiting the potential threats.
Construct validity is threatened if the answers from the
participants do not accurately reﬂect the real practice. This
could be due to the interviewees not feeling comfortable talk-
ing about certain topics or to the interviewer inﬂuencing the
discussion. To limit these threats, we avoided judgement and
evaluations during the discussions, we assured the interviewees
about the anonymity of the study and we abstained from
communicating our hypotheses to the participants.
In order to collect reliable data about the companies’ prac-
tices, we only selected participants who are knowledgeable
about requirements and testing procedures on the company
level and not only within their team (criterion C2). When
we interviewed participants from different units of the same
company, we asked them not to talk about the interview to
others in order to avoid bias. Unclear questions and misunder-
standings between the interviewee and interviewers are also
possible threats that cannot be completely ruled out. To limit
these threats, we discussed the interview questions with RE
researchers from our research group before conducting the
interviews and conducted two pilot interviews. Thus we could
revise the questions that turned out to be unclear or generated
misunderstandings. We also tried re-explaining the questions
differently to the interviewees whenever we thought that the
participant misunderstood us.
However, reliability threats that relate to researcher bias
cannot be completely ruled out, because the interviews and
analysis were conducted by only one researcher.
External validity issues are related to the inability to gener-
alize the results of the study beyond the studied companies. In
order to achieve reasonable generalizability, during the sam-
pling, we selected companies that have different characteristics
in terms of size, domain of activity, internal organization and
location.
Internal validity issues appear if a causal relationship be-
tween treatment and outcome is wrongly established. Possible
factors that could negatively impact the internal validity in
our case are selection bias and interview instrument change.
Although we started the selection of participants with our
personal contacts, the network was soon spread with indirect
contacts, thus decreasing the selection bias threat. All par-
ticipants were contacted directly and none of them declined.
This decreases the threat of having only participants who are
interested in the topic. Regarding the interview instrument
change, we evaluated the interview questions with two pilot
interviews and revised them before starting the real data
collection. So we avoided any changes to to the interview
instrument during the actual interviews.
III. KEY FINDINGS
In this section, we present the key ﬁndings of our study,
grouped by research question. As our our ﬁndings are not
statistically representative, we formulate them in terms of
hypotheses, for which we have evidence from our study data.
A. Writing the requirements and test documentation in prac-
tice - RQ1
Hypothesis H1.1: Technical people are not involved in the
requirements engineering activities.
Except for one company (C3), where the requirements
are provided by the client directly, all companies have the
requirements speciﬁed by a person in a managerial position,
such as project manager, product owner, business analyst or
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consultant. These managers may have a technical background,
but their engagement is only managerial and they are not aware
of technical details. Managers elicit, specify and maintain
the requirements based on communication with stakeholders
or their own, market-driven views. Engineers, who will be
responsible for the development and testing of the product,
are not involved in any of these activities. As managers do
not always have the necessary technical knowledge about the
project, this results in two major problems: (1) the require-
ments are often misunderstood and (2) their complexity is
underestimated.
A few participants mentioned the amount of work as a pos-
sible reason for not involving technical people in the require-
ments engineering activities: “One person cannot worry about
what is needed and also how it will be implemented. That
is just too much” (P20). Additionally, in many companies, a
strict separation of roles is applied, which limits the domains
of responsibility of the practitioners to only one aspect such
as design, implementation or testing. This is especially true
for participants who are involved in many projects.
The organizational hierarchy could also have a negative
impact here: “People do not want to ruin the hierarchy.
Business people are on a higher level of hierarchy, even if
they are not capable sometimes to make the right decisions.
Giving the opportunity to the developers or testers to decide
about features would bring less power to the business people
and they are not willing to accept that” (P3). In one company,
ﬁnances are the problem. Since their customers are spread
over different continents, “it is costly that the whole team
attends design meetings and this is why only business people
are involved” (P19).
Hypothesis H1.2: The format of requirements speciﬁca-
tions depends on the software process applied.
The companies following a waterfall process document
requirements in a traditional format: In C4.b and C6, the
requirements are written in prose and stored as text documents.
In C6, these documents contain not only the requirements,
but also test cases. In C13, the requirements are speciﬁed as
structured use cases: “It is much easier to keep requirements
up to date if they are not in prose text, but in form of use
cases, because it is easier to spot the part that needs to be
changed” (P18).
In the companies employing an agile process, user sto-
ries [10] are the most common way for documenting re-
quirements. User stories contain acceptance criteria, which are
further used for writing the acceptance tests. Eight companies
use user stories only, four combine user stories with sticky
notes or index cards and two companies augment the user
stories with detailed explanations. Sometimes, requirements
are written on index cards or sticky notes only, which are
then arranged on walls or tables to facilitate planning and
discussion (C2). However, in none of the companies this was
a standard format for requirements.
Most of the companies store and manage user stories in
JIRA or Conﬂuence. An overview of the tools and repositories
used for managing and storing requirements and test documen-
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Fig. 4. Repositories and tools for storing and managing requirements and
acceptance test documentation in the interviewed companies
tation is given in Figure 4. Some companies use more than one
tool for managing acceptance tests.
None of the agile companies produce a vision document.
Companies C8 and C9 produce requirements documents that
contain a detailed explanation of every requirement, in addition
to user stories. However, these requirements documents do not
contain information regarding the strategic intent of the prod-
uct to be built and thus, these are no vision documents [10].
In C9, more detailed requirements documentation is requested
from the clients: “Sometimes, clients are willing to apply agile
methodologies in terms of continuous delivery of software
and their involvement during all phases, but they insist on
having more documentation in traditional form of prose text”
(P13). However, due to time limitations and difﬁculties to
handle changes in an unstructured text, this document usually
becomes outdated when the requirements change. In C8,
well established procedures and habits result in having more
detailed requirements documentation, which will be discussed
later (see Hypothesis H2.5).
Hypothesis H1.3: There is a strong linear correlation
between the number of requirements and acceptance tests.
In all companies, requirements are speciﬁed ﬁrst and each
test case is derived from the associated requirement. The
companies aim at covering each requirement by at least one ac-
ceptance test case. However, the results show that the number
of acceptance tests is only marginally larger than the number
of requirements. In none of the companies, requirements are
covered by more than two acceptance test cases. Moreover, in
C3 and C6, the number of tests and requirements is reported
to be equal: there is only one test case for each requirement.
Figure 5 illustrates the strong linear correlation between the
number of requirements and acceptance tests per project, with
an average ratio of 1:1.27.
The estimates were given by the participants.
Acceptance test-driven development (ATDD), is reported as
a good practice by practitioners. Therefore, except for one
company (C4.a), where the tests are written at the end of
every sprint, all companies following an agile process write
the acceptance tests before the source code, whenever possible.
Tests would be written in parallel with the source code only
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in the case of time constraints. Writing the acceptance tests
before the code is the ﬁrst principle of ATDD. However, the
second principle of ATDD, which states that requirements doc-
umentation should be speciﬁed in the form of acceptance tests
[11], is not applied among the interviewed companies, because
every test case covers one, separately written requirement.
Hypothesis H1.4: Test engineers write acceptance tests
based on the requirements that are not necessarily complete.
According to Humble and Farley [12], testing is a cross-
functional activity that involves the whole team and should be
continuously done from the beginning of the project. However,
our study shows that tests are usually speciﬁed only by a
dedicated, technical role, such as test engineer or, sometimes,
a developer (C7.a). The rest of the team is not included in this
process. Only in companies C6 and C13 tests were speciﬁed by
the same person who speciﬁed requirements. That person has
a managerial role. In C10 the acceptance test were speciﬁed
by the client.
When writing the test documentation, test engineers ﬁrst
refer to the requirements speciﬁcation. Only if something is
not clear, they communicate with managers or developers.
However, participants admit that this additional communica-
tion is often needed: the test cases cannot be derived from the
requirements documentation alone, because it is not detailed
enough. “We have requirements in form of user stories with
acceptance criteria deﬁned. Sometimes, this is not enough for
me to write the test cases, so I need to communicate with
developers or the product owner. They are not always easy to
catch, since we are distributed and people are busy. Then, I
just wait for the next weekly meeting” (P7). Participants also
said that sometimes this results in postponing deadlines.
Oral communication is not always the optimal solution. In
fact, participants stated that having a more detailed require-
ments document would also help them in writing tests.
Hypothesis H1.5: Acceptance tests are mostly written man-
ually, using the typical format.
Typical manual tests are written in natural language and
contain the usual elements: name, prerequisites, ID, descrip-
tion, steps (actions) and expected results. Except for one com-
pany (C1), which uses more automated tests than manual ones,
all companies either use manual tests only (11 companies) or
manual tests combined with automated tests (C2, C4, C10).
The automated tests contain the scenario and the code
related to this scenario via annotations. A scenario is written
in natural language using the Given-When-Then template [13].
Therefore, the test speciﬁcation for automated tests does not
differ much from the manual test speciﬁcation in terms of
structure and format:
• Given describes the state of the world before starting the
behavior. It corresponds to prerequisites in manual tests.
• When describes the key action the user performs. It
corresponds to steps (actions) in manual tests.
• Then describes the expected outcome of the behavior. It
corresponds to expected result in manual tests.
Cucumber and Selenium are the main tools that companies
use for creating and executing the automated tests. None of
the companies uses tools for automatically generating tests.
Hypothesis H1.6: Mixed and centralized teams produce less
documentation than distributed ones.
We found a relation between the amount of documentation
and the team organization and structure. The structure of the
teams differed much from one company to another. While in
some companies teams are mixed, in others they are separate.
By separate we mean that each team has a speciﬁc responsi-
bility for the software, such as development, testing and QA,
deployment or technical writing. Mixed teams include people
responsible for various roles, or a representative for each of the
roles. In distributed teams, the members are located in different
cities or countries. In centralized teams, the members are in
the same ofﬁce or building.
In agile companies, teams are mostly centralized. In fact,
in some companies, testers and developers were co-located,
while the product owner and scrum master were distributed.
In distributed teams, daily or weekly meetings are regularly
held via tools for web conferencing, but both managers and
engineers rely more on the existing documentation when they
write or execute tests, create tasks or implement features.
This usually results in these teams having more detailed
documentation than co-located ones.
In mixed and centralized teams, people rely more on (in-
formal) communication than in distributed or separate teams.
In two agile companies, participants said that requirements
are documented as user stories, but in some cases, the re-
quirements documentation exists only in the form of sketches,
drawings on whiteboards or sticky notes: “Sometimes we
do not even have requirements in form of user stories. We
capture only what is important in form of notes and drawings
and discuss them during meetings, so we know how to test
the features and developers know how to implement them.
User stories are only a call for discussion. This is possible
because we are all here; we communicate” (P2). By “call for
discussion”, P2 meant that the user stories only trigger further
communication and are used as a reminder of current sprint
elements that need to be discussed during the meeting.
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B. Updating the requirements and acceptance test documen-
tation in practice - RQ2
Hypothesis H2.1: Changes of requirements are mainly trig-
gered by the inability to implement the speciﬁed requirements.
When discussing the triggers for changing requirements, we
found that the majority of the change requests that impact
requirements did not come from external stakeholders (e.g.,
clients), but rather from the internal ones. In fact, as technical
engineers were usually not involved in the elicitation of the
requirements (see Hypothesis H1.1), the complexity of the
requirements was frequently underestimated: “Business people
often see only where we should get, but not what it takes to
get us there. They do not know if something is possible to
implement and how.” (P12). Underestimated complexity often
results in the inability to implement the speciﬁed requirements.
In nine companies, this inability was reported as the cause for
more than 70% of the changes in requirements.
Internal change requests can also be triggered by changes
in the used platforms, frameworks and tools. Sometimes, such
changes in the infrastructure require a redesign of the software
architecture and also the requirements, as reported in two
companies.
Changes in requirements can also be requested by external
stakeholders if they previously were not sure about what
they need or if they changed their mind later on: “At the
beginning, clients sometimes cannot imagine how something
will really look like or how it will really work and ﬁt to the
rest of the system.” (P19). Furthermore, changes may happen
due to misunderstandings between the people eliciting the
requirements and the external stakeholders.
The main triggers for changing requirements in the investi-
gated companies are presented in Table III. In these companies,
the trigger contributes to more than 70% of the requirements
changes. In C1, C3 and C15, internal and external triggers
impact requirements equally. Therefore, these companies are
not included in Table III.
Hypothesis H2.2: Existing requirements are updated in
waterfall-style projects while new user stories are created in
agile ones.
In all three waterfall projects that we covered in the
interviews, the requirements are usually kept up-to-date. In
two of them, the participants claimed that requirements are
always changed before the code is changed: “We update the
documentation ﬁrst, and later the code. Otherwise there is no
point to have any documentation if nobody can trust it. We
put a lot of effort sometimes to track changes, but that is all
part of the job” (P6). In the third company, the requirements
are updated after the code is changed, and mainly because the
external stakeholders require it.
Agile companies handle the requirements differently. In fact,
instead of updating existing requirements, they usually create
new user stories whenever a change is required. Even if the
change occurs in the middle of a sprint, the procedure is the
same: the work on the old user story is stopped, and a new
user story is created, prioritized and put in the backlog. The
TABLE III
MAIN TRIGGERS FOR CHANGING REQUIREMENTS DOCUMENTS IN
COMPANIES
Trigger
type Reason Companies
Internal
Underestimated complexity of
requirements
C2, C4.b, C5, C6, C7.a,
C7.b, C8, C9, C11
Infrastructure/architectural
change
C4.a, C13
External
Clients are not sure about their
needs at the beginning
C12, C10
Clients change their mind
about what they require or re-
quirements are misunderstood
C14
new user story might then be assigned to the next sprint or
not, based on its priority: “After change and prioritization,
that new user story is sometimes not developed for months,
or even years. By then we will for sure forget what was the
original requirement, but do we even care?” (P5).
An exception is made in the case of minor changes, as no
new user story is created: “We will make new user stories
only if the change is not, for example, changing the label from
’Email’ to ’E-mail’ or a similar cosmetic change. Otherwise,
although we know this is not by the book, we will change
the existing user story and continue the sprint, because it
would take much more time to create a new user story in
this case.” (P16). Similarly, P9 explained:“We will create a
new user story instead of updating the existing one only if the
change is greater than 20%” (P9).
Although most of the companies keep the old user stories
in the backlog, a few companies do not. In fact, in three
companies, the user stories are cut from the backlog into the
sprint instead of being copied. When the story needs to be
changed, a new one is created, placed in the backlog, and the
one from the sprint is deleted. In one company (C12), user
stories are copied from the backlog into the sprint, but deleted
from both, backlog and sprint, when they are replaced by new
ones.
Only in company C8 new users stories are linked to the old
ones in the backlog, which is also the original requirement.
The others reported no need for linking the old and the
new user stories: “We do not need to know what was the
requirement in the past. The only relevant reference point is
the source code. It [the source code] is the requirement from
the past and then we start from that reference point and make
changes” (P11).
Hypothesis H2.3: Acceptance test documentation is less
frequently updated in teams with good communication.
The practices regarding the update of acceptance tests vary
considerably among the companies. Some companies keep
their acceptance tests regularly up-to-date by updating them
either before the code is changed or in parallel with the code.
However, about half of the participants mentioned that in their
projects, the acceptance tests are only updated after the code is
changed. For these projects, it also happens that the acceptance
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tests do not get updated. This is mainly because the testers rely
much on the communication with the engineers and developers
to run the tests. This is especially true for small and centralized
teams where the testers gather information about the changes
in meetings with the developers and managers, manually test
the changed features, and often leave the test documentation
unchanged.
Although relying on informal communication works rather
well with small and centralized teams, sometimes this also
leads to problems. For instance, when the change is not
well communicated, a feature could be mistaken for a bug:
“Sometimes we need a lot of time to realize that it is not a
bug, but a feature. We need to communicate with developers
and check with the product owner in order to be sure that the
requirement has changed, which can take quite some time”
(P19).
Another cause for outdated test documentation is the use of
exploratory testing [14], where testers mainly rely on their
own experience and intuition in order to ﬁnd weak areas
and, therefore, do not use the test documentation much. Our
study conﬁrms the usage of exploratory testing, especially in
centralized teams with good communication.
Hypothesis H2.4: The update of documents is hindered by
missing traceability links and limited tool support.
The majority of participants agreed that without the support
of traceability links, updating the requirements is a cumber-
some manual task: “One requirement is usually spread over
many user stories. Then, if requirements change, we need to go
through all user stories and ﬁgure out which of them cover that
requirement. Moreover, every user story is covered by one or
sometimes even more tests. Finding the appropriate tests when
the requirement is changed is sometimes an art” (P10).
Although modern management tools like Jira, TFS or Con-
ﬂuence offer features for creating traceability links between
artifacts, these features are not used in more than half of the
companies. In one company, the interviewees were even not
aware of the existence of such features. Other participants who
knew about them would still not use them due to the lack of
time: “We know about the option, but sometimes documents
are not linked because of a lack of time. It depends on how
much time the consultant has” (P19).
These tools provide limited or even non-existent support
for change propagation and updates. For example, in Jira and
Conﬂuence, there is a change notiﬁcation option. In more than
half of the companies that use these tools, the notiﬁcation
option is not used, but practitioners rather choose to rely on
communication to ﬁnd out that some documentation artifacts
need to be updated: “Even if we get an email automatically
when some artifacts change, we can see in that email only what
has been changed and not why, so we do not know what to do
with that change without additional communication. Also, we
do not know what else is impacted. We anyway need to check
the changed artifact, to see which artifacts are impacted and
to manually search one by one in order to change them. This
is why the email option does not help much and we decided
not to use it, because it will only spam us” (P20).
Only one participant mentioned that considering the trace-
ability links is unimportant and unnecessary: “We have small
projects and small teams. Everything is based on communica-
tion, so we discuss everything in our daily meetings. This is
how we know which tests cover which requirements and we do
not need to spend additional time to link them [requirements
and tests] in tools” (P17).
Participants stated that a perfect tool for handling require-
ments and test documentation “keeps all documents at the
same place” (P4), “is able to automatically detect impacted test
cases when requirements change” (P4, P7), “has a notiﬁcation
system providing a decent level of information” (P20, P6),
“has an integrated chat to support better communication” (P4),
and “is able to automatically generate test cases from code and
requirements” (P3, P7, P4).
Hypothesis H2.5: Organizational culture has a strong
impact on the quality and quantity of documentation.
In the previous paragraphs, we have discussed factors that
inﬂuence the quality and quantity of documentation in com-
panies, such as the distribution of the teams and the software
development model. However, we also found that in one
company (C8), organizational culture has a stronger impact
on the quality and quantity of documentation than the other
factors discussed above.
In C8, a product-oriented, agile company, the amount of
documentation is much higher than in the other companies.
The requirements are ﬁrst speciﬁed in the form of text
documents that contain descriptions of the features. These
descriptions are then transformed into user stories with deﬁned
acceptance criteria. The descriptions and the user stories are
then used to write acceptance tests. In this company, all
the documents are linked to each other and stored in their
document management tool set. If the requirements change,
then the original user stories are kept in the backlog and new
user stories are created and linked to the original or previous
version. The process is part of the organizational culture of the
company and is therefore followed by the employees: “This
is how we worked from the beginning” (P12), “I joined this
company three months ago. The ﬁrst thing they showed me is
this book [the book written by CEO of the company, which
contains a set of process patterns that worked for them in
the past, with an aim to make all workers familiar with those
patterns]. Then you just follow the good practices and you
realize quickly that it works” (P11).
IV. DISCUSSION
The main ﬁndings of this study are summarized in Table IV.
In this section, we relate our ﬁndings to each other as well as
to similar earlier studies.
A. Engineering could beneﬁt from involving testers.
Several researchers and practitioners (e.g., [1][15][16]) have
stressed the importance of bringing requirements and testing
activities closer together and suggested that this would be ben-
eﬁcial for both sides. Despite the importance of such a prac-
tice, it seems not to be widely applied. In fact, for the majority
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TABLE IV
SUMMARY OF THE KEY FINDINGS
1 Requirements and tests writing practices - RQ1
H1.1 Technical people are not involved in the requirements engineering
activities.
H1.2 The format of requirements speciﬁcation depends on the software
process applied.
H1.3 There is a strong linear correlation between the number of
requirements and tests.
H1.4 Test engineers write acceptance tests based on the requirements
that are not necessarily complete.
H1.5 Acceptance tests are mostly written manually, using the typical
format.
H1.6 Mixed and centralized teams produce less documentation than
distributed ones.
2 Requirements and tests updating practices - RQ2
H2.1 Changes of requirements are mainly triggered by the inability to
implement the speciﬁed requirements.
H2.2 Existing requirements are updated in waterfall-style projects while
new user stories are created in agile ones.
H2.3 Acceptance test documentation is less frequently updated in teams
with good communication.
H2.4 The update of documents is hindered by missing traceability links
and limited tool support.
H2.5 Organizational culture has a strong impact on the quality and
quantity of documentation.
of the interviewed companies, writing the requirements and
writing the acceptance tests are separate activities performed
by different people. The roles of the people involved in writing
the requirements and the tests are summarized in Figure 6.
Not only testers are not involved, but also other internal
stakeholders with technical background, such as developers,
do not participate in the requirements engineering activities
(H1.1). We found that this results in two major problems.
First, the complexity of the requirements is underestimated,
which then results in a need to change the requirements
later (H2.1). Second, the speciﬁed requirements are frequently
incomplete, which hinders the writing of tests (H1.4). Similar
challenges have also been reported by [17][6][7]. Uusitalo et
al. [7] identiﬁed the unavailability of the testers as one of the
reasons for not involving testers in the requirements process.
In addition to that, we also identiﬁed that the strict separation
of roles and the imposed hierarchical structure negatively
impacts the practice of including testers in the requirements
engineering process.
B. There is a linear correlation between the number of accep-
tance tests and the number of requirements in all companies
– tests have not replaced requirements.
In an attempt to further consolidate the requirements and
testing activities, some agile advocates suggest specifying the
requirements in the form of acceptance tests [11][5]. When
evaluating this practice with a series of experiments, Ricca
et al. [18] found it to increase the understanding of the
requirements among different roles. We found that this practice
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Fig. 6. Responsible roles for writing the requirements and acceptance test
documentation in the companies
is not applied by any of the companies we interviewed.
Although many companies are using acceptance test-driven
development (H1.3), the acceptance tests are created based
on the requirements (H1.4) and do not replace them (H1.3).
The limited use of acceptance tests as requirements could be
explained by the non-technical background of the stakeholders
who perform the requirements activities. This relates to the
results from the study of Bjarnson et al. [19] who found
that customer involvement was one of the challenges that a
company faced when using tests as requirements.
We were surprised to ﬁnd that in the companies we studied,
the ratio between the number of requirements and acceptance
tests lies between 1:1 and 1:3.3 only, with an average of 1:1.27
(Fig. 5). This indicates that acceptance testing is not done
properly, since a requirement cannot be fully covered by only
one test case. Furthermore, this implies that a similar amount
of effort is invested in acceptance testing and in requirements
engineering.
C. The vision document is missing.
In theory, agile approaches propose to create a vision
document that (1) represents the strategic intent of product
that is built, (2) contains a description of the features to be
implemented, (3) clearly deﬁnes the problem to be solved
and the stakeholders who will beneﬁt from the developed
solution, and (4) provides a description of the software in
terms of performance, platforms supported, scalability and
reliability [10].
In practice, we found that such a document does not exist
and even when a similar document exists, it is not kept up-to-
date when the requirements change (H1.2). This indicates that
in agile development, the focus is on the current goals, while
the big picture of the product is missing.
D. User stories are not sufﬁcient to support tasks dependent
on the requirements speciﬁcation.
With the spread of agile processes, the format used to
specify requirements has evolved (H1.2). In agile companies
we interviewed, user stories are now the standard way to doc-
ument requirements. Although user stories have a predeﬁned
form, we found evidence that their content is not complete
and detailed enough to support the development and testing
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tasks. This is partially due to not involving technical people
in the requirements phase (H1.1). Incomplete requirements
hinder the testing process (H1.4) and result in delays. A
similar problem has been reported by previous studies who
found that requirements documents and test plans do not
always provide enough information to perform the testing
accurately and thoroughly [7] and that, due to incomplete
requirements, “testers need to guess and make up the missing
information” [6]. Of course, the quality and usefulness of the
requirements does not only depend on their completeness, but
also on their clarity and level of abstraction as reported by [6].
E. Agile development not only changed the format of require-
ments; it also brought new documentation update practices.
A survey study about the use of documentation reported that
requirements documents are mostly not kept up-to-date while
tests are usually updated [20]. Things seem to have changed
over time. In fact, the agile practices did not only result in
changing the requirements format (H1.2) but also changed the
update practices for requirements and tests. For instance, we
found that user stories are not updated when the requirements
change, unless the change is minor. Instead of updating stories,
practitioners create new ones (H2.2). Creating new user stories
when changes occur, results in having requirements that are
up-to-date. However, as old user stories are usually kept, the
new requirements are then combined with obsolete ones. In
some cases the old user stories are deleted, which means that
the history of the change is lost.
The management of tests is different though as they stay
outdated in some cases (H2.4). One of the reasons for not
updating tests is to the use of exploratory-based testing and
the reliance on informal communication. A few companies
mentioned creating new tests instead of updating the existing
ones in case the change is non-trivial. This could, however, be
costlier than updating the old scripts as shown by [21] [22].
F. Traceability links between documents are not necessarily
created.
Traceability links between requirements and test docu-
mentation support several activities in software development,
testing and evolution [7] [23]. Nevertheless, such links are
rarely created. Bjarnason et al. [6] report that traces between
requirements and tests can be lacking (even in thought),
although they are considered by practitioners as the most basic
kind of traceability. This ﬁnding is conﬁrmed in our study, as
the companies we interviewed also did not have traceability
links between requirements and tests. We also found that the
lack of traces is an important factor that negatively inﬂuences
the documentation update practice (H2.4). We identiﬁed two
main reasons for missing traceability: the lack of time and
the limited tool support. Although current tools provide func-
tionalities for trace management, the creation of the links is
still a manual task, which requires time and effort. Tools that
researchers developed for generating candidate traces seem not
to be used in practice yet.
G. Communication over documentation.
Documentation is in many cases not sufﬁcient to support
the software development activities. For example, incomplete
requirements (H1.4) force the developers and the testers to
recurrently communicate with the requirements engineers in
order to specify the tests. Communication is also needed
when the documentation is not kept up-to-date (H2.4). We
also found that the quality of the communication impacts
the documentation practices in companies. In fact, teams that
are mixed and centralized usually produce less documentation
than distributed ones (H1.6). Furthermore, test documentation
seems to be less frequently updated in teams with good
communication (H2.3). However, although these factors play
an important role in the documentation practice, their inﬂu-
ence does not overrule the companies’ established procedures
(H2.5). In fact, we found that well established procedures
and habits in terms of documentation management have the
greatest inﬂuence on the amount and quality of documenta-
tion within a company. In project-oriented companies, clients
dictate the amount of documentation and the level of details
within documents (H1.2), but our results showed that product-
oriented companies can also produce high-quality documenta-
tion if the right procedures are established. Interestingly, this is
the only difference we found between the practices in product-
oriented vs. project-oriented companies.
V. RELATED WORK
Over the past two decades, many researchers tried to assess
the state of practice in the industry, regarding the management
of software documentation. Singer [24] and Lethbridge et
al. [20] investigated how software engineers use software
documentation. Our study covers similar aspects, but uses
a qualitative method that allows gaining a more in-depth
knowledge on the documentation practice.
Several studies (e.g. [25][26][27]) have analysed the man-
agement of requirements change. These studies analysed
changes in terms of their cause, type, implementation and
veriﬁcation. The results of our study, regarding the causes for
a change in requirements, are different and surprising as we
found that changes are mostly triggered by the inability to
implement the speciﬁed requirements.
Stettina and Heijsteck [28] studied the time and effort
needed for software documentation management in Scrum
development teams. In our study, we also investigate docu-
mentation management in agile projects, but with a different
focus, which is identifying the factors that inﬂuence the
documentation management process.
Several researchers (e.g. [7][11][4][23]) studied the align-
ment between requirements engineering and testing. In this
work, we also explored the alignment of requirements and tests
during software evolution, with the focus on the link between
requirements and acceptance test documentation.
Although the question of “how much documentation is
enough”, has drawn the attention of researchers since more
than ten years [29], the knowledge in this ﬁeld is still limited.
Our study expands this knowledge by providing insight into
124
the documentation practices for requirements and acceptance
tests in a sample of companies.
VI. CONCLUSION AND FUTURE WORK
This paper reports the results of an exploratory study about
the handling of requirements and acceptance test documenta-
tion in seventeen business units from ﬁfteen companies. Our
study shows that the processes for managing documentation
have changed over the past years. Therefore, new challenges
are faced, which requires further research. In this section, we
discuss three of these challenges.
First, we found that writing requirements and acceptance
tests are performed as two separate tasks by different people.
This could result in underestimating the complexity of the
requirements and also having incomplete speciﬁcations that
are not sufﬁcient for performing the testing. Therefore, practi-
tioners need to rely much on oral or informal communication.
When communication is hindered or when misunderstandings
occur, it often happens that the project gets delayed. Exploring
ways to bridge this communication gap is an interesting
research area.
Second, in agile companies, the requirements are usually
documented in the form of user stories only, while a vision
document, which provides a long-term perspective, is usually
missing. A deeper understanding of the risks and challenges
caused by this practice is worth exploring in the future.
Third, modern documentation management tools do not pro-
vide enough support for documentation update. Although they
allow tracing artifacts to each other, linking documents is still
a manual task that is usually not done due to time constraints.
The lack of links hinders analyzing and propagating changes
among artifacts. Our study also shows that keeping the history
of a change is widely seen as an unnecessary or secondary
task, although it improves the quality of requirements docu-
mentation and could be used in retrospective analysis, in order
to prevent repetition of mistakes.
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