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1.Introducción	  	  
	  
1.1.	  Objetivos	  
	  
Este	  proyecto	  nace	  con	  el	   fin	  de	  ayudar	  a	  personas	  discapacitadas	  o	  que	  no	  pueden	  
valerse	  por	  sí	  mismas,	  integrándose	  en	  el	  marco	  de	  las	  nuevas	  tecnologías.	  Es	  por	  ello	  
que	   se	   pretende	   diseñar	   un	   dispositivo	   de	   seguridad	   portátil,	   con	   el	   que	   se	   pueda	  
monitorizar	  la	  posición	  de	  dicha	  persona	  si	  se	  aleja	  de	  nuestro	  denominado	  límite	  de	  
seguridad.	  
	  
1.2.	  Motivación	  
	  
Como	   todo	   buen	   ingeniero	   que	   siente	   devoción	   por	   la	   tecnología,	   la	   razón	   que	  me	  
impulsó	  a	  realizar	  este	  proyecto	  es	  el	  sueño	  de	  emprender,	  crear	  algo	  por	  mi	  mismo	  
que	  pueda	  ayudar	  a	  las	  personas	  y	  a	  la	  vez	  me	  pueda	  ayudar	  a	  mí	  a	  creer	  y	  confiar	  que	  
con	  trabajo	  y	  esfuerzo	  se	  puede	  conseguir	  el	  difícil	  objetivo	  de	  emprender.	  	  
	  
Por	  lo	  que	  esta	  no	  es	  más	  que	  otra	  idea	  de	  un	  loco	  que	  sueña	  con	  mostrar	  al	  mundo	  lo	  
que	  vale	  por	  sí	  mismo.	  
	  
	  
1.3.	  Fases	  
	  
El	  desarrollo	  seguido	  para	  este	  proyecto	  responde	  a	  los	  siguientes	  puntos:	  
	  
• Investigación	  de	  la	  tecnología	  actual	  orientada	  a	  la	  idea.	  
• Documentación	  del	  material	  disponible	  y	  su	  adecuación	  o	  no	  para	  ser	  utilizado.	  
• Elaboración	   de	   un	   primer	   prototipo	   que	   cumpla	   las	   funcionalidades	   básicas	  
para	  comenzar	  a	  realizar	  las	  primeras	  pruebas.	  
• Una	   vez	   superadas	   dichas	   pruebas,	   mejorar	   la	   presentación	   y	   exposición	   del	  
desarrollo	  para	  que	  pueda	  ser	  presentado.	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2.	  Breve	  historia	  del	  GPS	  
	  
2.1.	  Introducción	  
	  
El	   Sistema	   de	   Posicionamiento	   Global	   o	   GPS	   es,	   como	   bien	   su	   nombre	   indica,	   un	  
sistema	   global	   de	   navegación	   por	   satélite,	   el	   cual	   permite	   obtener	   la	   posición	   de	  
cualquier	   persona	   u	   objeto	   alrededor	   del	   mundo,	   con	   una	   precisión	   que	   puede	  
alcanzar	   los	   centímetros,	   usando	   el	   GPS	   diferencial,	   aunque	   el	  más	   usado	   tiene	   una	  
precisión	  de	  metros.	  
	  
A	  pesar	  de	  que	  se	  hizo	  mundialmente	  conocido	  al	   ser	  desarrollado	  y	  utilizado	  por	  el	  
Departamento	   de	   Defensa	   de	   los	   Estados	   Unidos,	   su	   invención	   se	   atribuye	   a	   los	  
gobiernos	  de	  Francia	  y	  Bélgica.	  
	  
Además	   del	   ya	   mencionado	   GPS	   utilizado	   por	   los	   Estados	   Unidos,	   cabe	   la	   pena	  
mencionar	  que	  la	  antigua	  Unión	  Soviética	  también	  desarrolló	  un	  sistema	  similar	  al	  cual	  
llamó	   GLONASS	   y	   del	   cual	   se	   encarga	   actualmente	   la	   Federación	   Rusa.	   La	   Unión	  
Europea	  no	  ha	  querido	  quedarse	  atrás	  y	  este	  mismo	  año	   lanzó	  su	  propio	  sistema	  de	  
posicionamiento	  por	  satélite	  llamado	  Galileo.	  
2.2.	  Funcionamiento	  	  
Para	  entender	  su	  funcionamiento	  primero	  debemos	  entender	  de	  qué	  está	  compuesto;	  
pues	  bien	  el	  sistema	  GPS	  está	  formado	  por	  27	  satélites	  (24	  en	  funcionamiento	  y	  3	  de	  
respaldo)	   que	   giran	   en	   órbita	   alrededor	   de	   la	   Tierra	   a	   20.200	   km	   con	   trayectorias	  
sincronizadas	  para	  así	  poder	  cubrir	  toda	  la	  superficie	  terrestre	  en	  cualquier	  momento.	  
Estos	  satélites	  están	  continuamente	  transmitiendo	  su	  situación	  orbital	  y	  hora	  exacta,	  
de	   modo	   que	   cuando	   se	   desee	   determinar	   una	   posición,	   el	   receptor	   de	   dicha	  
información	   localiza	   automáticamente	   al	   menos	   tres	   satélites	   de	   los	   cuales	   recibe	  
señal	  y	  gracias	  a	  la	  cual	  calcula	  la	  distancia	  al	  satélite,	  valiéndose	  para	  ello	  del	  retraso	  
entre	  la	  emisión	  de	  la	  señal	  por	  parte	  del	  satélite	  y	  la	  recepción	  del	  receptor	  (el	  tiempo	  
se	   expresa	   en	   nanosegundos).	   Una	   vez	   se	   conoce	   esta	   distancia,	   mediante	  
“triangulación”	   se	   obtiene	   la	   posición	   que	   el	   receptor	  GPS	   ocupa,	   expresado	   en	   dos	  
coordenadas	   llamadas	   longitud	   y	   latitud	   (2	   dimensiones).	   Dicho	   mecanismo	   de	  
“triangulación”	  mencionado	  anteriormente	  se	  basa	  en	  determinar	  la	  distancia	  de	  cada	  
satélite	  respecto	  al	  punto	  de	  medición	  y	  una	  vez	  conocidas	  las	  distancias	  determina	  de	  
forma	  sencilla	  la	  posición	  del	  receptor	  GPS.	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Las	  dos	  coordenadas	  antes	  mencionadas,	   longitud	  y	   latitud,	  pueden	  venir	  expresadas	  
en	  grados,	  minutos,	  segundos	  o	  en	  unidades	  de	  medición	  utilizadas	  por	  otros	  sistemas	  
geodésicos.	  
Cabe	  la	  pena	  mencionar	  que	  además	  de	  las	  coordenadas	  de	  longitud	  y	  latitud,	  también	  
obtenemos	   la	   hora.	   Toda	   esta	   información	   puede	   ser	   expresada	   en	   diferentes	  
formatos,	  más	  adelante	  veremos	  el	  que	  utiliza	  nuestro	  recetor	  GPS.	  
Gracias	   a	   la	   utilización	   de	   un	   satélite	  más,	   podríamos	   además	   conocer	   la	   altura	   del	  
receptor	  sobre	  el	  nivel	  del	  mar,	  lo	  cual	  nos	  permitirá	  tener	  una	  tercera	  dimensión.	  
A	   continuación,	   vamos	   a	   ver	   un	   ejemplo	   gráfico	   de	   la	   obtención	   de	   la	   posición	   de	  
cierto	   receptor	  GPS	  en	   función	  del	  número	  de	   satélites;	  para	  ello	  vamos	  a	  desglosar	  
este	   proceso	   de	   forma	   que	   empezaremos	   por	   un	   satélite	   e	   iremos	   aumentando	   el	  
número	  de	  ellos	  viendo	  como	  afecta	  eso	  a	  la	  localización:	  
	  
	  
Figura	  2.1.	  Área	  de	  cobertura	  de	  1	  satélite.	  
Con	  un	  satélite	  se	  obtiene	  como	  vemos	  en	  la	  figura	  2.1	  una	  distancia,	  esto	  quiere	  decir	  
que	   la	  posición	  a	  determinar	  puede	  estar	  en	   cualquier	  punto	  de	  una	  esfera	  hueca	  a	  
una	  distancia	  “x”	  desde	  el	  satélite.	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Figura	  2.2.	  Área	  de	  cobertura	  de	  2	  satélites.	  
Si	  aumentamos	  a	  dos	  satélites	  como	  se	  muestra	  en	  la	  figura	  2.2,	  el	  punto	  puede	  estar	  
en	  algún	  lugar	  del	  círculo	  de	  intercepción	  de	  las	  dos	  distancias	  de	  los	  satélites.	  
	  
	  
Figura	  2.3.	  Área	  de	  cobertura	  de	  3	  satélites.	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Observando	  la	  figura	  2.3	  en	  la	  que	  utilizamos	  tres	  satélites	  vemos	  como	  la	  distancia	  se	  
puede	  reducir	  a	  dos	  puntos	  en	  el	  espacio,	  con	  lo	  cual,	  una	  de	  las	  dos	  será	  la	  posición	  
correcta	  del	  receptor	  GPS	  y	  la	  otra	  no.	  El	  sistema	  ya	  puede	  determinar	  cual	  es	  el	  punto	  
correcto	  y	  cual	  no	  porque	  el	  punto	  incorrecto	  no	  esta	  cerca	  de	  la	  Tierra.	  	  
	  
	  
	  
Figura	  2.4.	  Área	  de	  cobertura	  de	  4	  satélites.	  
	  
Finalmente	  en	  la	  figura	  2.4	  vemos	  como	  si	  utilizamos	  un	  cuarto	  satélite,	  obtenemos	  de	  
forma	  rápida	  e	  inequívoca	  la	  posición	  correcta.	  
	  
Una	  vez	  explicado	  el	  método	  por	  el	  cual	  se	  consigue	  determinar	  la	  posición	  exacta	  del	  
individuo	   u	   objeto	   a	   localizar,	   debemos	   saber	   que	   cada	   satélite	   que	   forma	   la	  
constelación	  está	  continuamente	  enviado	  dos	  señales	  de	  datos	  diferentes,	  ambas	  en	  
formato	  digital.	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Una	  de	  ellas	  es	  de	  uso	  exclusivo	  militar	  por	  lo	  que	  no	  tendremos	  acceso	  a	  su	  contenido	  
ya	  que	  no	  es	  captado	  por	  nuestros	  receptores	  GPS,	  en	  cambio,	  el	  segundo	  código	  sí	  es	  
de	  uso	  civil	  y	  será	  el	  que	  recibamos	  en	  nuestro	  receptor	  GPS.	  Dicho	  código	  transmite	  
dos	  series	  de	  datos:	  
	  
• Los	   datos	   conocidos	   como	   Almanaque,	   que	   consiste	   en	   una	   serie	   de	  
parámetros	  generales	  sobre	  la	  ubicación	  y	  la	  operatividad	  de	  cada	  satélite	  con	  
relación	   al	   resto	   de	   satélites	   de	   la	   red.	   Esta	   información	   puede	   ser	   recibida	  
desde	   cualquier	   satélite,	   y	   una	   vez	   el	   receptor	   GPS	   tiene	   la	   información	   del	  
último	  Almanaque	  recibido	  y	  la	  hora	  precisa,	  sabe	  donde	  buscar	  los	  satélites	  en	  
el	  espacio.	  	  
	  
• La	  otra	  serie	  de	  datos	  conocida	  como	  Efemérides,	  hace	  referencia	  a	   los	  datos	  
precisos,	  únicamente,	  del	  satélite	  que	  está	  siendo	  captado	  por	  el	  receptor	  GPS,	  
son	  parámetros	  orbitales	  exclusivos	  de	  ese	  satélite	  y	  se	  utilizan	  para	  calcular	  la	  
distancia	  exacta	  del	  receptor	  al	  satélite.	  
Es	   obvio	   que	   dichos	   Almanaques	   y	   Efemérides	   serán	   “personales”	   de	   cada	   satélite	  
puesto	  que	  además	  de	  la	  información	  citada	  con	  anterioridad,	  también	  informarán	  de	  
qué	  satélite	  se	  trata	  mediante	  un	  código	  de	  identificación	  específico	  para	  cada	  uno	  de	  
ellos.	  
Cabe	  la	  pena	  mencionar	  que	  cada	  satélite	  está	  a	  su	  vez	  equipado	  con	  relojes	  atómicos,	  
los	   cuales	   garantizan,	   como	   ya	   hemos	   dicho	   antes,	   una	   precisión	   casi	   perfecta,	  
ofreciendo	  un	  error	  estimado	  en	  un	  segundo	  cada	  70.000	  años.	  
Estos	  datos	  (Almanaques	  y	  Efemérides)	  serán	  almacenados	  en	  nuestro	  receptor	  GPS,	  el	  
cual	   debe	   tenerlos	   en	   todo	   momento	   actualizados	   para	   poder	   localizar	   así	   a	   los	  
satélites	   en	   la	   constelación,	   si	   no	   fuese	   así,	   se	   actualizarían	   automáticamente	   en	  
cuanto	  el	  receptor	  sintonizase	  las	  señales	  emitidas	  por	  al	  menos	  tres	  satélites	  de	  dicha	  
constelación.	  
Como	   ya	   he	   mencionado	   con	   anterioridad,	   las	   coordenadas	   que	   nos	   servirán	   para	  
localizar	   la	   posición	  de	  nuestro	   receptor	  GPS	   sobre	   la	   capa	   terrestre	   son	   la	   latitud	   y	  
longitud,	   las	  cuales	  vienen	  expresadas	  en	  segundos	  y/o	  minutos	  en	   lo	  que	  se	  conoce	  
como	  sentencia	  NMEA	  (National	  Marine	  Electronics	  Association).	  
En	   nuestro	   caso,	   nuestra	   shield	   de	   Arduino,	   tal	   y	   como	   indica	   la	   página	   donde	  
adquirimos	  dicha	  shield1,	  nos	  mandará	  dicha	  información	  con	  el	  siguiente	  formato:	  
1	  https://www.cooking-­‐hacks.com/documentation/tutorials/3g-­‐gps-­‐shield-­‐arduino-­‐
raspberry-­‐pi-­‐tutorial/C:\Users\Propietario\Downloads\TFG-­‐FINAL	  (1).docx	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Figura	  2.5.	  Formato	  de	  información	  del	  GPS.	  
	  
	  
2.3.	  Limitaciones	  	  
Como	  toda	  herramienta	  o	  dispositivo,	  el	  GPS	  no	  está	  falto	  de	  limitaciones,	  algunas	  de	  
las	  cuales	  paso	  a	  comentar	  brevemente	  a	  continuación:	  
• Precisión	  
Como	   ya	  he	   expuesto	   anteriormente,	   un	   receptor	  GPS	  necesita	   al	  menos	   3	   satélites	  
para	  poder	  obtener	  correctamente	  su	  posición,	  es	  por	  ello	  que	  si	  no	  se	  cuenta	  con	  ese	  
mínimo	  se	  producirá	  un	   fallo	  en	   la	  posición.	  Así	  mismo,	  si	   se	  aumenta	  el	  número	  de	  
satélites	   como	   también	   hemos	   visto	   con	   anterioridad,	   se	   conseguirá	   aumentar	   la	  
precisión	  de	  la	  localización	  del	  receptor.	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• Posicionamiento	  de	  los	  satélites	  
Como	  hemos	  dicho	  antes,	  la	  técnica	  utilizada	  para	  determinar	  la	  posición	  del	  receptor	  
se	   denomina	   “triangulación”,	   pero	   dicha	   técnica	   necesita	   que	   los	   satélites,	   desde	   el	  
punto	   de	   vista	   del	   receptor,	   se	   encuentre	   en	   posiciones	   distintas	   puesto	   que	   como	  
sabemos,	  la	  “triangulación”,	  en	  geometría,	  es	  el	  uso	  de	  la	  trigonometría	  de	  triángulos	  
para	  determinar	  posiciones	  de	  puntos,	  medidas	  de	  distancias	  o	  áreas	  de	  figuras.	  Por	  lo	  
que	  si	  se	  encuentran	  en	  una	  misma	  dirección	  desde	  el	  punto	  de	  vista	  del	  receptor	  no	  
se	  obtendrá	  una	  buena	  medida.	  
§ Clima	  y	  geografía	  
Puesto	   que	   estamos	   trabajando	   con	   señales	   que	   se	   transmiten	   por	   radiofrecuencia,	  
estamos	   expuestos	   a	   sufrir	   una	   degradación	   en	   la	   señal	   y	   con	   ello	   una	   pérdida	   de	  
información	  debida	  a	  un	  mal	  clima,	  por	  ejemplo	  con	  abundantes	  lluvias	  o	  nevadas,	  las	  
cuales	  degradarían	  el	  nivel	  de	  la	  señal.	  Pero	  también	  podemos	  sufrir	  problemas	  debido	  
a	   la	  geografía	  del	  terreno,	  puesto	  que	  una	  zona	  con	  altos	  edificios,	  si	  se	  trata	  de	  una	  
ciudad,	  o	  altos	  valles	  y	  montañas,	  si	  se	  trata	  de	  un	  terreno	  sin	  edificar,	  pueden	  afectar	  
a	  nuestra	   señal	   ya	  que	  pueden	  obstruir	   la	   línea	  de	  visión	  directa	  entre	  el	   satélite	  en	  
cuestión	  y	  el	  receptor	  GPS.	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3.	  Breve	  historia	  del	  Bluetooth	  
3.1.	  Historia	  	  
	  
En	   el	   año	   1994	   la	   empresa	   de	   origen	   sueco	   Ericsson	   tenía	   como	   objetivo	   lograr	   la	  
interconexión	  entre	  dispositivos	  móviles	  y	  otros	  accesorios	   con	   la	   finalidad	  de	  poder	  
eliminar	  así	  los	  cables	  que	  suponen	  los	  enlaces	  entre	  dichos	  aparatos.	  Es	  por	  esto	  que	  
inició	  un	  estudio	  para	  investigar	  la	  viabilidad	  de	  una	  interfaz	  vía	  radio,	  de	  bajo	  coste	  y	  
consumo.	   Este	   estudio	   partía	   de	   un	   largo	   proyecto	   que	   investigaba	   sobre	   unos	  
multicomunicadores	   conectados	   a	   una	   red	  móvil,	   hasta	   que	   se	   llegó	   a	   un	   enlace	   de	  
radio	  de	  corto	  alcance	  llamado	  MC	  link.	  Gracias	  a	  este	  avance,	  quedó	  demostrado	  que	  
estos	  enlaces	  serían	  clave	  en	  un	  futuro	  no	  muy	  lejano	  ya	  que	  poseían	  cualidades	  antes	  
descritas	   como	   su	   bajo	   coste	   o	   su	   independencia	   de	   cables	   que	   lo	   hacían	   ser	  
indispensable	  como	  podemos	  ver	  en	  la	  figura	  3.1.	  
	  
	  
	  
	  
	  
Figura	  3.1.	  Conexión	  que	  se	  esperaba	  conseguir	  con	  el	  Bluetooth.	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Tres	  años	  más	  tarde	  ,	  en	  1997	  otros	  fabricantes	  se	  dieron	  cuenta	  de	  la	  importancia	  y	  	  
futuro	  de	  este	  desarrollo.	   Es	   por	   eso	  que	  en	  1998	   se	  dio	   lugar	   a	   la	   creación	  del	   SIG	  
(Bluetooth	   Special	   Interest	   Group,	   en	   español,	   Grupo	   de	   Especial	   Interés	   en	  
Bluetooth),	  el	  cual	  estaba	   formado	  por	  cinco	  grandes	  empresas	  mundiales	  como	  son	  
Ericsson,	  IBM,	  Intel,	  Nokia	  y	  Toshiba.	  La	  idea	  principal	  era	  lograr	  un	  conjunto	  adecuado	  
de	  áreas	  de	  negocio,	  ya	  que	  entre	   los	   integrantes	  antes	  mencionados	  se	  encuentran	  
dos	  líderes	  del	  mercado	  de	  las	  telecomunicaciones	  (Ericsson	  y	  Nokia),	  dos	  líderes	  en	  el	  
mercado	  de	   los	  portátiles	   (IBM	  y	  Toshiba)	  y	  uno	  de	   los	  mayores	   líderes,	   si	  no	  el	  que	  
más,	  en	  el	  mercado	  de	  la	  fabricación	  de	  chips	  (Intel).	  
	  
Este	   grupo	   cuenta	   en	   la	   actualidad	   con	   muchos	   más	   miembros	   importantes,	   tales	  
como	  Microsoft	  	  y	  Motorola	  entre	  otros,	  además	  de	  el	  respaldo	  de	  1900	  empresas	  de	  
tecnología	   y	   2000	   empleados	   (delegados	   en	   el	   Congreso	   convocados	   por	   el	   SIG)	   de	  
otras	  tantas	  empresas	  que	  investigan	  productos	  y	  servicios	  basados	  en	  el	  desarrollo	  y	  
funcionalidades	  del	  Bluetooth.	  
	  
Por	  último,	  aunque	  no	  menos	   importante,	  debo	  contar	  que	  el	  nombre	  de	  Bluetooth	  
para	   este	  método	   de	   transmisión	   de	   información	   viene	   dado	   por	   el	   nombre	   del	   rey	  
vikingo	  danés	  Harald	  Blatand	  el	  cual,	  durante	  su	  reinado,	  consiguió	  unir	  antes	  del	  año	  
mil	  a	  diferentes	  regiones	  como	  las	  danesas,	  suecas	  y	  noruegas	  bajo	  el	  cristianismo.	  	  
	  
Fue	  por	  esto	  que	  Jim	  Kardach	  de	  Intel	  propuso	  el	  nombre	  de	  Bluetooth	  en	  su	  honor	  y	  
Ericsson	  aceptó.	  
	  
En	  la	  figura	  3.2	  podemos	  ver	  la	  representación	  de	  las	  iniciales	  del	  rey	  danés	  que	  dieron	  
nombre	  al	  Bluetooth.	  
	  
	  
	  
Figura	  3.2.	  Representación	  de	  la	  H	  y	  B	  en	  el	  alfabeto	  rúnico.	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3.2.	  Funcionamiento	  	  
	  
La	   comunicación	   Bluetooth,	   al	   igual	   que	   pasa	   con	   la	   comunicación	   WiFi,	   utiliza	   la	  
técnica	  FHSS	  (Frequency	  Hopping	  Spread	  Spectrum,	  en	  español,	  Espectro	  Ensanchado	  
por	  Saltos	  de	  Frecuencia)	  ,	  la	  cual	  consiste	  en	  dividir	  la	  banda	  de	  frecuencia	  de	  2.402	  –	  
2.480	   GHz	   en	   79	   canales,	   denominados	   saltos,	   de	   1MHz	   de	   anchura	   cada	   uno	   para	  
después	  transmitir	  la	  señal	  deseada	  utilizando	  una	  secuencia	  única	  de	  canales	  que	  sea	  
conocida	  por	  ambas	  estaciones,	  tanto	  emisora	  como	  receptora.	  
	  
La	  figura	  3.3	  y	  3.4	  representan,	  respectivamente,	  el	  esquema	  de	  un	  transmisor	  y	  un	  
receptor	  FHSS	  utilizados	  por	  la	  tecnología	  Bluetooth.	  
	  
	  
	  
	  
Figura	  3.3.	  Esquema	  transmisor	  FHSS.	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Figura	  3.4.	  Esquema	  receptor	  FHSS.	  
	  
	  
El	   establecimiento	   de	   una	   conexión	   entre	   dos	   dispositivos	   Bluetooth	   sigue	   un	  
procedimiento	  relativamente	  complicado	  para	  garantizar	  un	  cierto	  grado	  de	  seguridad,	  
como	  el	  siguiente:	  
	  
• Modo	  pasivo	  
• Solicitud:	  Búsqueda	  de	  puntos	  de	  acceso	  
• Paginación:	  Sincronización	  con	  los	  puntos	  de	  acceso	  
• Descubrimiento	  del	  servicio	  del	  punto	  de	  acceso	  
• Creación	  de	  un	  canal	  con	  el	  punto	  de	  acceso	  
• Emparejamiento	  mediante	  el	  PIN	  (seguridad)	  
• Utilización	  de	  la	  red	  
	  
Durante	  el	  uso	  normal,	  un	  dispositivo	   funciona	  en	  "modo	  pasivo",	  es	  decir,	  que	  está	  
escuchando	  la	  red.	  
	  
El	   establecimiento	   de	   una	   conexión	   comienza	   con	   una	   fase	   denominada	   "solicitud",	  
durante	  la	  cual	  el	  dispositivo	  maestro	  envía	  una	  solicitud	  a	  todos	  los	  dispositivos	  que	  
encuentra	  dentro	  de	  su	  rango,	  denominados	  puntos	  de	  acceso.	  Todos	  los	  dispositivos	  
que	  reciben	  la	  solicitud	  responden	  con	  su	  dirección.	  
	  
El	   dispositivo	   maestro	   elige	   una	   dirección	   y	   se	   sincroniza	   con	   el	   punto	   de	   acceso	  
mediante	   una	   técnica	   denominada	   paginación,	   que	   principalmente	   consiste	   en	   la	  
sincronización	  de	  su	  reloj	  y	  frecuencia	  con	  el	  punto	  de	  acceso.	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De	   esta	   manera	   se	   establece	   un	   enlace	   con	   el	   punto	   de	   acceso	   que	   le	   permite	   al	  
dispositivo	  maestro	   ingresar	   a	   una	   fase	  de	  descubrimiento	  del	   servicio	  del	   punto	  de	  
acceso,	   mediante	   un	   protocolo	   denominado	   SDP	   (Service	   Discovery	   Protocol,	   en	  
español,	  Protocolo	  de	  Descubrimiento	  de	  Servicios).	  
	  
Cuando	  esta	   fase	  de	  descubrimiento	  del	   servicio	   finaliza,	   el	   dispositivo	  maestro	   está	  
preparado	  para	  crear	  un	  canal	  de	  comunicación	  con	  el	  punto	  de	  acceso,	  mediante	  el	  
protocolo	  L2CAP.	  
	  
Según	  cuales	  sean	  las	  necesidades	  del	  servicio,	  se	  puede	  establecer	  un	  canal	  adicional,	  
denominado	  RFCOMM	  que	  funciona	  por	  el	  canal	  L2CAP,	  para	  proporcionar	  un	  puerto	  
serie	   virtual.	   De	   hecho,	   algunas	   aplicaciones	   se	   han	   diseñado	   para	   que	   puedan	  
conectarse	   a	   un	   puerto	   estándar,	   independientemente	   del	   hardware	   utilizado.	   Por	  
ejemplo,	   se	   han	   diseñado	   ciertos	   programas	   de	   navegación	   en	   carretera	   para	   la	  
conexión	  con	  cualquier	  dispositivo	  GPS	  Bluetooth.	  
	  
El	   punto	   de	   acceso	   puede	   incluir	   un	   mecanismo	   de	   seguridad	   denominado	  
emparejamiento,	  que	  restringe	  el	  acceso	  sólo	  a	  los	  usuarios	  autorizados	  para	  brindarle	  
a	   la	   piconet	   cierto	   grado	   de	   protección.	   El	   emparejamiento	   se	   realiza	   con	   una	   clave	  
cifrada	  comúnmente	  conocida	  como	  "PIN"	  (PIN	  significa	  Personal	  Information	  Number,	  
en	  español,	  Número	  de	  Identificación	  Personal).	  Para	  esto,	  el	  punto	  de	  acceso	  le	  envía	  
una	  solicitud	  de	  emparejamiento	  al	  dispositivo	  maestro.	  La	  mayoría	  de	  las	  veces	  se	  le	  
solicitará	   al	   usuario	   que	   ingrese	   el	   PIN	   del	   punto	   de	   acceso.	   Si	   el	   PIN	   recibido	   es	  
correcto,	  se	  lleva	  a	  cabo	  la	  conexión.	  
	  
En	  el	  modo	  seguro,	  el	  PIN	  se	  enviará	  cifrado	  con	  una	  segunda	  clave	  para	  evitar	  poner	  
en	  riesgo	  la	  señal.	  
	  
Cuando	  el	  emparejamiento	  se	  activa,	  el	  dispositivo	  maestro	  puede	  utilizar	  libremente	  
el	  canal	  de	  comunicación	  establecido.	  
	  
	  
3.3.	  Limitaciones	  	  
	  
• Velocidad	  de	  transferencia	  lenta	  
	  
Sin	  duda	  una	  de	   los	  primeros	  problemas	  que	   te	  encuentras	   y	  en	  el	   que	  piensas	  a	   la	  
hora	  de	   realizar	   una	   conexión	  Bluetooth	  es	   su	   velocidad	  para	   transferir	   datos	  de	  un	  
dispositivo	   a	   otro,	   y	   es	   que	   esta	   tecnología	   transmite	   alrededor	   de	   3	   megabits	   por	  
segundo,	  una	  cifra	  muy	  inferior	  a	  la	  de	  la	  otra	  tecnología	  predominante	  en	  el	  ámbito	  
inalámbrico	  como	  es	  WiFi	  que	  transmite	  a	  54	  megabits	  por	  segundo.	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Este	   principal	   problema	   se	   ha	   solventado	   en	   parte	   con	   los	   nuevos	   estándares	   de	  
Bluetooth,	   el	   3.0	   y	   4.0	   ya	   que	   con	   el	   primero	   de	   ellos	   se	   consiguen	   velocidades	   de	  
transmisión	   de	   hasta	   24	   megabits	   por	   segundo	   mediante	   el	   uso	   de	   una	   conexión	  
separada	   de	   Bluetooth	   (para	   la	   negociación	   y	   establecimiento)	   y	   una	   conexión	  WiFi	  
(para	   la	   transferencia	   de	   datos	   a	   alta	   velocidad).	   Por	   su	   parte	   el	   Bluetooth	   4.0	   trae	  
como	  principal	  característica	  un	  bajo	  consumo,	  implementado	  sobre	  todo	  de	  cara	  a	  las	  
nuevas	  aplicaciones	  de	  pulseras	  inteligentes.	  
	  
• Limitaciones	  de	  distancia	  
	  
Otro	   de	   los	   principales	   problemas	   que	   nos	   encontramos	   sin	   duda	   a	   la	   hora	   de	  
plantearnos	  una	  posible	  comunicación	  Bluetooth	  es	   la	  distancia.	  Estos	  dispositivos	  se	  
pueden	  clasificar	  en	  el	  rango	  de	  3	  distancia:	  
	  
o Clase	  1:	  Tienen	  el	  mayor	  alcance	  (alrededor	  de	  los	  100	  metros)	  y	  la	  más	  
alta	   potencia	   de	   transmisión	   (20	   dBm)	   pero	   también	   conllevan	   un	  
mayor	  consumo	  de	  energía.	  
	  
o Clase	   2:	   Tienen	   menor	   potencia	   y	   alcance	   que	   la	   clase	   anterior	  
(alrededor	  de	  10	  metros	   y	  4	  dBm)	  pero	   conllevan	  un	  menor	   consumo	  
energético.	  
	  
o Clase	   3:	   Sin	   duda	   es	   la	   peor	   clase	   de	   las	   tres	   en	   cuanto	   a	   alcance	   y	  
potencia	  de	  transmisión	  (alrededor	  de	  1	  metro	  y	  0	  dBm)	  pero	  tienen	  a	  
su	  favor	  su	  bajo	  consumo	  energético,	  el	  menor	  de	  los	  tres.	  
	  
Para	  nuestro	  TFG	  hemos	  adquirido	  el	  módulo	  HC-­‐06,	  el	  cual	  presenta	  una	  limitación	  de	  
distancia	  de	  la	  clase	  2.	  
	  
• Interferencia	  
	  
El	  último	  de	  los	  problemas	  que	  comentaremos	  es	  la	  interferencia	  que	  se	  produce	  entre	  
dispositivos	  y	  es	  que,	  si	  lo	  pensamos,	  Bluetooth	  fue	  diseñado	  para	  trabajar	  en	  la	  banda	  
de	   frecuencias	   2.4	   GHz,	   la	   cual	   es	   una	   banda	   muy	   utilizada	   por	   muchas	   otras	  
tecnologías	   inalámbricas.	   Si	   bien	   obviaremos	   las	   otras	   tecnologías,	   tan	   solo	   nos	  
plantearemos	  que	  si	  hay	  varios	  dispositivos	  Bluetooth	  en	  una	  misma	  zona	  que	  están	  
utilizando	   dicha	   banda,	   se	   producirán	  muchos	   errores	   y	   colisiones	   de	   información	   y	  
esta	  tendrá	  que	  ser	  reenviada.	  Es	  cierto	  que	   la	  técnica	  que	  utiliza	  Bluetooth	  conlleva	  
saltos	  en	  frecuencia	  para	  evitar	  esto,	  pero	  al	  final	  si	  muchos	  dispositivos	  están	  saltando	  
en	  un	  rango	  tan	  pequeño,	  eso	  conllevará	  a	  interferencias.	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Con	   el	   Bluetooth	   3.0	   se	   ha	   intentado	   solucionar	   este	   problema	   y	   ha	   permitido	   que	  
además	  de	  utilizar	  la	  banda	  de	  los	  2.4	  GHz	  se	  utilice	  también	  la	  de	  6.9	  GHz	  con	  el	  fin	  de	  
no	   tener	   estos	   problemas	   ya	   que	   al	   disponer	   de	   dos	   bandas	   se	   presuponen	  menos	  
interferencias	  entre	  dispositivos.	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
17	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
	  
18	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
4.	  Breve	  historia	  de	  Arduino	  
	  
4.1.	  Historia	  del	  microcontrolador	  
	  
Un	   microcontrolador	   es	   un	   circuito	   integrado	   programable,	   compuesto	   de	   las	   tres	  
principales	  unidades	   funcionales	  de	  un	  ordenador	   (unidad	  central	  de	  procesamiento,	  
memoria	  y	  periféricos)	  y	  capaz	  de	  ejecutar	  las	  instrucciones	  grabadas	  en	  su	  memoria.	  
	  
A	  la	  hora	  de	  hablar	  del	  nacimiento	  del	  primer	  microcontrolador	  nos	  encontramos	  dos	  
historias,	  las	  cuales	  sucedieron	  y	  atribuyen	  su	  invención	  a	  distintas	  personas.	  	  
	  
La	   primera	   opción	   es	   la	   que	   expone	   el	   Instituto	   Smithsoniano,	   el	   cual	   dice	   que	   los	  
ingenieros	   Gary	   Boone	   y	   Michael	   Cochran	   de	   Texas	   Instruments,	   lograron	   crear	   el	  
primer	  microcontrolador	  en	  1971,	  al	  que	   llamaron	  TMS	  1000	  y	  el	  cual	  constaba	  de	  4	  
bits	  con	  función	  de	  ROM	  y	  RAM.	  Este	  dispositivo	  fue	  utilizado	  de	  forma	  interna	  desde	  
el	   1972	  hasta	   el	   1974,	   con	   lo	  que	   se	   consiguió	  mejorar	  para	  que	  en	  ese	  mismo	  año	  
(1974),	  el	  Texas	  Instruments	  lo	  pusiese	  a	  la	  venta.	  A	  partir	  de	  1983,	  cerca	  de	  un	  millón	  
de	  TMS	  1000	  se	  habían	  vendido.	  
	  
La	  otra	  posibilidad,	  según	  he	  encontrado,	  expone	  que	  en	  1969	  un	  equipo	  de	  ingenieros	  
japoneses	   llegaron	   de	   la	   compañía	   Busicom	   a	   Estados	   Unidos	   como	   respuesta	   a	   la	  
propuesta	  que	  había	  hecho	  Intel	  para	  conseguir	  usar	  en	  sus	  proyectos	  pocos	  circuitos	  
integrados.	  Esta	  propuesta	  originó	  que	  tiempo	  más	  adelante,	  Federico	  Faggin	  se	  uniera	  
a	   Intel	   y	   en	   tan	   solo	  9	  meses	   tuviese	   listo	   su	  primer	  microcontrolador.	  Antes	  de	   ser	  
lanzado,	   Intel	   compró	   la	   licencia	   de	   la	   compañía	   Busicom,	   pues	   sus	   ingenieros	  
japoneses	   habían	   estado	   trabajando	   en	   el	   proyecto,	   y	   una	   vez	   comprada,	   en	   1971	  
lanzaron	  al	  mercado	  su	  microcontrolador	  al	  que	  llamaron	  Intel	  4004,	  el	  cual	  constaba	  
de	  4	  bits	  con	  velocidad	  de	  6.000	  operaciones	  por	  segundo.	  
	  
La	  figura	  4.1	  muestra	  la	  composición	  de	  un	  microcontrolador,	  detallando	  cada	  uno	  de	  
sus	  componentes.	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Figura	  4.1.	  Estructura	  del	  microcontrolador.	  
	  
Tanto	  si	  es	  una	  historia	  cierta	  o	  la	  otra,	  como	  si	  lo	  son	  ambas	  dos,	  lo	  que	  está	  claro	  es	  
que	  este	  hecho	  supuso	  un	  gran	  avance	  tecnológico	  ya	  que	  un	  tiempo	  después	  de	  que	  
fuese	   lanzado	  el	  primer	  microcontrolador,	   Intel	   y	  Texas	   Instruments	   se	  unieron	  para	  
crear	  el	  Intel	  8008,	  el	  primer	  microcontrolador	  de	  8	  bits	  que	  podía	  direccionar	  16kb	  de	  
memoria,	  con	  un	  conjunto	  de	  45	  instrucciones	  y	  una	  velocidad	  de	  300.000	  operaciones	  
por	  segundo.	  Este	  es	  el	  predecesor	  de	  todos	  los	  que	  existen	  hoy	  en	  día.	  
	  
De	  la	  basta	  familia	  de	  microcontroladores	  que	  existen,	  Arduino	  usa	  el	  Atmega328.	  La	  
mayor	  ventaja	  que	  tiene	  este	  procesador	  es	  que	  no	  necesita	  ningún	  tipo	  de	  grabador,	  
ya	  que	  Arduino	  lo	  incorpora	  sin	  problema	  alguno. El	  concepto	  del	  microcontrolador	  es	  
el	   mismo	   que	   cualquier	   PIC,	   que	   requiere	   un	   script	   que	   será	   almacenado	   en	   su	  
memoria	  EEPROM,	  cuya	  función	  será	  la	  requerida	  por	  el	  diseñador	  o	  programador.	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4.2.	  Software	  libre	  	  
Al	   igual	   que	   pasa	   con	   otras	   tecnologías	   llegamos	   a	   la	   problemática	   de	   encontrar	  
tecnologías	  de	  ecosistema	  libre	  y	  cerrado.	  Entendemos	  por	  ecosistema	  el	  hardware	  y	  
software	  que	  conlleva	   la	  mayoría	  de	  aparatos	  electrónicos	  programables,	  es	  por	  ello	  
que	   vamos	   a	   hacer	   ahora	   una	   pequeña	   introducción	   a	   estos	   términos	   tratando	   de	  
justificar	  así	  el	  por	  qué	  de	  nuestra	  elección.	  
El	  software	  libre	  se	  define	  como	  el	  software	  que	  respeta	  la	  libertad	  de	  los	  usuarios	  y	  la	  
comunidad,	   pues	   tienen	   la	   posibilidad	   o	   libertad	   de	   copiar,	   distribuir,	   estudiar,	  
modificar	   y	   mejorar	   el	   software.	   Los	   usuarios	   de	   esta	   manera	   pueden	   controlar	   el	  
programa	  y	  lo	  que	  éste	  hace.	  	  
Los	  usuarios	  de	  un	  software	  libre	  tienen	  cuatro	  libertades	  esenciales:	  	  
• Libertad	  0: la	  libertad	  de	  usar	  el	  programa,	  con	  cualquier	  propósito	  (Uso).	  
	  
• Libertad	   1:	  la	   libertad	   de	   estudiar	   cómo	   funciona	   el	   programa	   y	  modificarlo,	  
adaptándolo	  a	  las	  propias	  necesidades	  (Estudio).	  
	  
• Libertad	  2:	   la	   libertad	  de	  distribuir	   copias	  del	  programa,	  con	   lo	  cual	  se	  puede	  
ayudar	  a	  otros	  usuarios	  (Distribución).	  
	  
• Libertad	  3:	  la	  libertad	  de	  mejorar	  el	  programa	  y	  hacer	  públicas	  esas	  mejoras	  a	  
los	  demás,	  de	  modo	  que	  toda	  la	  comunidad	  se	  beneficie	  (Mejora).	  
	  
Las	   libertades	   1	   y	   3	   requieren	   acceso	   al	   código	   fuente	   porque	   estudiar	   y	   modificar	  
software	  sin	  su	  código	  fuente	  es	  muy	  poco	  viable.	  
	  
Para	   nuestro	   proyecto,	   hemos	   usado	   como	   software	   libre	   Android	   para	   la	  
implementación	  de	  la	  aplicación	  móvil,	  del	  cual	  hablaremos	  más	  tarde,	  y	  el	  entorno	  de	  
desarrollo	  de	  Arduino	  para	  el	  dispositivo	  electrónico.	  
	  
En	  la	  figura	  4.2	  podemos	  ver	  las	  libertades	  y	  ventajas	  de	  las	  que	  goza	  la	  utilización	  de	  
software	  libre.	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Figura	  4.2.	  Ilustración	  software	  libre.	  
	  
	  
4.3.	  Hardware	  libre	  
Se	   llama	   hardware	   libre,	   hardware	   de	   código	   abierto,	   electrónica	   libre	   o	   máquinas	  
libres	   a	   aquellos	   dispositivos	   de	   hardware	   cuyas	   especificaciones	   y	   diagramas	  
esquemáticos	   son	   de	   acceso	   público,	   ya	   sea	   bajo	   algún	   tipo	   de	   pago,	   o	   de	   forma	  
gratuita.	  La	  filosofía	  del	  software	   libre	  es	  aplicable	  a	  la	  del	  hardware	  libre,	  y	  por	  eso	  
forma	  parte	  de	  la	  cultura	  libre.	  	  
Los	   dispositivos	   de	   hardware	   libre	   usados	   para	   la	   interconexión,	   programación	   y	  
obtención	  de	  información	  son	  los	  siguientes:	  	  
1. Placa	  Arduino	  Uno.	  
2. Shield	  Modulo	  3G	  +	  GPS.	  
3. Antena	  3G/GPRS.	  
4. Antena	  GPS.	  
5. Módulo	  Bluetooth.	  
6. SIM.	  
7. Cable	  USB.	  
8. Portátil.	  
9. Móvil	  Android.	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4.4.	  Plataforma	  Arduino	  	  
4.4.1.	  Introducción	  	  	  
Antes	  de	  hablar	  de	  la	  historia	  de	  este	  gran	  dispositivo,	  el	  cual	  es	  el	  centro	  de	  nuestro	  
desarrollo,	   daremos	   una	   pequeña	   definición	   de	   él.	   Arduino	   es	   una	   plataforma	   de	  
hardware	   libre,	   basada	   en	   una	   placa	   con	   un	   microcontrolador	   y	   un	   entorno	   de	  
desarrollo,	   diseñada	   para	   facilitar	   el	   uso	   de	   la	   electrónica	   en	   proyectos	  
multidisciplinares.	  
Su	  nacimiento	  se	  remonta	  al	  año	  2005,	  donde	  el	  joven	  estudiante	  del	  Instituto	  IVREA,	  
Massimo	   Banzi,	   decidió	   crear	   un	   dispositivo	   de	   bajo	   coste	   al	   que	   pudieran	   acceder	  
todos	  los	  estudiantes	  ya	  que	  por	  aquel	  entonces	  el	  acceso	  a	  este	  tipo	  de	  dispositivos	  
tenía	   un	   alto	   coste.	   En	   este	   proyecto	   también	   participó	   Hernando	   Barragán	   quien	  
desarrollo	  la	  tarjeta	  electrónica	  Wiring,	  el	  lenguaje	  de	  programación	  y	  la	  plataforma	  de	  
desarrollo.	  	  
Pasado	  el	   tiempo,	   se	  unió	  a	  este	  equipo	  el	   español	  David	  Cuartielles,	  quien	  ayudó	  a	  
mejorar	   la	   interfaz	   de	   hardware	   de	   la	   placa,	   agregando	   los	   microcontroladores	  
necesarios	  para	  brindar	  soporte	  y	  memoria	  al	  lenguaje	  de	  programación.	  
El	  siguiente	  en	  unirse	  al	  equipo	  y	  dotar	  a	  Arduino	  de	  una	  mayor	  funcionalidad	  es	  Tom	  
Igoe,	   estudiante	   de	   Estados	   Unidos,	   quien	   tras	   recibir	   un	   correo	   de	  Massimo	   Banzi	  
invitándole	  a	  participar	  en	  el	  proyecto,	  agregó	  a	  éste	  puertos	  USB	  con	   los	  que	  poder	  
conectar	  la	  placa	  al	  ordenador	  y	  le	  sugirió	  que	  se	  comenzase	  a	  distribuir	  el	  producto	  a	  
nivel	  mundial.	  
Para	  llevar	  a	  cabo	  dicha	  distribución	  se	  contrató	  al	  publicista	  que	  más	  tarde	  pasaría	  a	  
formar	   parte	   del	   equipo	   Gianluca	  Martino,	   quien	   comenzó	   a	   distribuirla	   dentro	   del	  
centro	  y	  entre	  amigos	  y	  conocidos	  para	  luego	  más	  tarde,	  tras	  su	  gran	  aceptación,	  pasar	  
a	  venderse	  a	  nivel	  mundial.	  
La	  figura	  4.3	  muestra	  al	  equipo	  fundador	  de	  la	  plataforma	  Arduino.	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4.3.	  Equipo	  creador	  de	  Arduino.	  
El	  proyecto	  Arduino	  se	  puede	  resumir	  en	  tres	  principios:	  	  
• Arduino	   es	   un	   circuito	   electrónico	   compatible	   con	   cualquier	   ordenador	   que	  
incluya	  un	  puerto	  de	  comunicación	  USB	  o,	  alternativamente,	  un	  puerto	  serie.	  	  
	  
• Arduino	  es	  un	  sistema	  de	  programación	  compatible	  con	  cualquiera	  de	  los	  tres	  
sistemas	  operativos	  principales	  existentes:	  Windows,	  Macintosh	  y	  Linux.	  	  
	  
• Existen	   una	   serie	   de	   ejemplos,	   tutoriales,	   recomendaciones	   y	   publicaciones2	  
con	  licencias	  abiertas	  y	  disponibles	  para	  ser	  descargas	  por	  Internet.	  	  
Dado	  su	  versatilidad	  y	  su	  compatibilidad	  con	  diferentes	  sistemas,	   las	  posibilidades	  de	  
realizar	   dispositivos	   electrónicos	   basados	   en	   Arduino	   tienen	   como	   límite	   la	  
imaginación	   de	   los	   usuarios.	   Asimismo,	   gracias	   a	   su	   sencillez	   y	   su	   bajo	   coste,	   se	  
recomienda	   su	   uso	   como	   elemento	   de	   aprendizaje	   e	   iniciación	   en	   el	   mundo	   de	   la	  
electrónica	  digital.	  Además,	  es	  exhaustiva	  la	  documentación	  que	  hay	  de	  éste,	  tanto	  por	  
la	  existencia	  de	  una	  referencia	  del	  lenguaje	  de	  programación	  propio	  que	  debe	  usarse,	  
como	  por	  la	  posibilidad	  de	  leer	  diversos	  tutoriales	  sobre	  diferentes	  aplicaciones,	  como	  
también	  por	  la	  disponibilidad	  de	  foros	  de	  ayuda	  en	  distintos	  idiomas.	  	  
2	  https://www.arduino.cc/en/Tutorial/BuiltInExamples	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Toda	  placa	  Arduino	  está	  compuesta	  de	  un	  microcontrolador	  Atmel	  AVR	  y	  puertos	  de	  
entrada/salida.	   Los	   microcontroladores	   más	   usados	   son	   el	   Atmega168,	   Atmega328,	  
Atmega1280	  y	  Atmega8	  por	  su	  sencillez	  y	  bajo	  coste,	  los	  cuales	  permiten	  el	  desarrollo	  
de	  múltiples	  diseños.	  Por	  otro	  lado,	  el	  software	  consiste	  en	  un	  entorno	  de	  desarrollo	  
que	   implementa	   el	   lenguaje	   de	   programación	   Processing/Wiring	   y	   el	   cargador	   de	  
arranque	  que	  es	  ejecutado	  en	  la	  placa.	  
A	  continuación	  vamos	  a	  ver	  algunas	  de	  las	  placas	  más	  usadas	  en	  Arduino:	  
• Arduino	  Uno	  
Es	   la	   plataforma	   más	   extendida	   y	   la	   primera	   que	   salió	   al	   mercado.	   Se	   basa	   en	   un	  
microcontrolador	  Atmel	  Atmega320	  de	  8	  bits	  a	  16	  MHz	  que	  funciona	  a	  5	  voltios,	  32	  Kb	  
son	  correspondientes	  a	  la	  memoria	  flash	  (0.5	  Kb	  están	  reservados	  para	  el	  bootloader),	  
2	  Kb	  de	  SRAM	  y	  1	  Kb	  de	  EEPROM.	  Las	  salidas	  pueden	  trabajar	  a	  voltajes	  superiores,	  de	  
entre	  6	   y	  20	   voltios	  pero	   se	   recomienda	  el	   uso	  de	  entre	  7	   y	  12	   voltios.	  Contiene	  14	  
pines	  digitales,	  6	  de	  ellos	  se	  pueden	  emplear	  como	  PWM.	  También	  cuenta	  con	  6	  pines	  
analógicos	   que	   pueden	   trabajar	   con	   intensidades	   de	   corriente	   de	   hasta	   40	   mA.	   La	  
conexión	  de	  la	  placa	  es	  USB.	  La	  figura	  4.4	  muestra	  una	  imagen	  de	  la	  placa.	  
	  
	  
Figura	  4.4.	  Arduino	  Uno.	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• Arduino	  Duemilanove	  
Apareció	  en	  2009	  con	  un	  microcontrolador	  Atmega168	  o	  368,	  14	  pines	  digitales	  (6	  de	  
ellos	   puede	   ser	   usados	   por	   PWM)	   y	   6	   analógicos.	   En	   la	   figura	   4.5	   podemos	   ver	   una	  
imagen	  de	  la	  placa	  descrita.	  
	  
	  
	  
Figura	  4.5.	  Arduino	  Duemilanove.	  
	  
	  
• Arduino	  Leonardo	  
Placa	  basada	  en	  el	  microcontrolador	  Atmega32u4	  de	  bajo	  consumo	  y	  que	  trabaja	  a	  16	  
MHz,	  contiene	  memoria	  flash	  de	  32	  Kb	  de	  capacidad	  (4	  Kb	  para	  el	  bootloader),	  2.5	  Kb	  
de	  SRAM	  y	  1	  Kb	  de	  EEPROM.	  Tiene	  20	  pines	  digitales,	  de	  los	  cuales	  7	  de	  ellos	  pueden	  
trabajar	  en	  PWM	  y	  12	  pines	  analógicos.	   La	   conexión	   implementada	  en	  esta	  placa	  es	  
mini-­‐USB.	  La	  figura	  4.6	  muestra	  la	  placa	  en	  detalle.	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Figura	  4.6.	  Arduino	  Leonardo.	  
	  
	  
• Arduino	  Yun	  
Basada	  en	  el	  microcontrolador	  Atmega32u4	  y	  un	  chip	  Atheros	  AR9331	  (que	  controla	  el	  
host	   USB,	   el	   puerto	   para	   micro-­‐SD	   y	   la	   red	   Ethernet/WiFi),	   ambos	   comunicados	  
mediante	  un	  puente.	  El	  microcontrolador	  es	  de	  16	  MHz	  y	  trabaja	  a	  5	  voltios,	  contiene	  
una	  memoria	   de	   32	   Kb	   (4	   Kb	   reservados	   al	   bootloader),	   SRAM	  de	   2.5	   Kb	   y	   1	   Kb	   de	  
EEPROM.	  El	  chip	  AR9331	  es	  de	  400	  MHz,	  contiene	  RAM	  DDR2	  de	  64	  Mb	  y	  16	  Mb	  flash	  
para	  un	  sistema	  Linux	  embebido.	  Se	  trata	  de	  una	  placa	  similar	  a	  Arduino	  UNO	  pero	  con	  
capacidades	   nativas	   para	   conexión	   Ethernet,	  WiFi,	   USB	   y	  micro-­‐SD	   sin	   necesidad	   de	  
agregar	  shields.	  Dicha	  placa	  la	  podemos	  ver	  en	  la	  figura	  4.7.	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Figura	  4.7.	  Arduino	  Yun.	  
	  
	  
• Arduino	  Mega	  
Su	  nombre	  proviene	  el	  microcontrolador	  que	  tiene	   instalado,	  el	  Atmega2560,	  el	  cual	  
trabaja	  a	  16	  MHz	  y	  con	  5	  voltios.	  Este	  microcontrolador	  de	  8	  bits	  contiene	  una	  SRAM	  
de	  8	  Kb,	  EEPROM	  de	  4	  Kb,	  y	  256	  Kb	  de	  flash	  (8	  Kb	  para	  el	  bootloader).	  Tiene	  54	  pines	  
digitales	  (15	  de	  ellos	  pueden	  ser	  usados	  como	  PWM)	  y	  16	  pines	  analógicos.	  La	  figura	  
4.8	  muestra	  la	  placa	  con	  todos	  sus	  detalles.	  
	  
	  
	  
	  
	  
	  
	  
28	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
	  
	  
Figura	  4.8.	  Arduino	  Mega.	  
	  
	  
• Arduino	  Nano	  
Comenzaron	   con	   el	   microcontrolador	   Atmega328	   pero	   fue	   sustituido	   por	   el	  
Atmega168	  a	  16	  MHz.	  Cuenta	  con	  16	  Kb	  de	   flash	   (2	  Kb	  para	  el	  bootloader),	  1	  Kb	  de	  
SRAM	   y	   512	   bytes	   de	   EEPROM.	   También	   incorpora	   14	   pines	   digitales	   (6	   de	   ellos	  
pueden	   ser	   usados	   por	   PWM)	   y	   8	   analógicos.	   Sus	   dimensiones	   son	   de	   las	   mas	  
reducidas,	  siendo	  tales	  de	  18.5	  x	  43.2	  milímetros.	  Cuenta	  también	  con	  conexión	  mini-­‐
USB.	  Esta	  placa	  puede	  observarse	  en	  la	  figura	  4.9.	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Figura	  4.9.	  Arduino	  Nano.	  
	  
	  
• Arduino	  LilyPad	  
Diseñado	  especialmente	  para	  ser	  integrado	  en	  prendas	  y	  textiles.	  Basado	  en	  los	  
microcontroladores	  Atmega168V	  y	  Atmega328V.	  Ambos	  trabajan	  a	  8	  MHz,	  pero	  el	  
primero	  con	  2.7	  voltios	  y	  el	  segundo	  con	  5.5	  voltios.	  Dispone	  de	  14	  pines	  digitales	  (6	  de	  
ellos	  para	  PWM)	  y	  6	  analógicos.	  Además	  tiene	  16	  Kb	  de	  memoria	  flash,	  1	  Kb	  de	  SRAM	  y	  
512	  bytes	  de	  EEPROM.	  La	  figura	  4.10	  muestra	  una	  imagen	  de	  la	  placa.	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Figura	  4.10.	  Arduino	  LilyPad.	  
A	  pesar	  de	  que	  podría	  parecer	  que	  la	  placa	  más	  adecuada	  para	  realizar	  el	  proyecto	  es	  
la	   Arduino	   Nano,	   no	   es	   así	   ya	   que	   dicha	   placa	   no	   nos	   permitiría	   combinar	   sus	  
funcionalidades	   con	   las	   de	   otras	   shields	   como	   por	   ejemplo	   la	   que	   hemos	   usado	   en	  
nuestro	   proyecto	   (shield	   3G	   +	   GPS).	   El	   Arduino	   Nano	   está	   pensando	   para	   realizar	  
funciones	  por	  sí	  sólo,	  sin	  complementos.	  
4.4.2.	  Puerto	  de	  comunicaciones	  USB	  	  
Una	   de	   las	   características	   que	   tienen	   en	   común	   todas	   las	   placas	   Arduino	   es	   que	   su	  
comunicación	  con	  el	  ordenador	  para	  cargar	  el	  sketch	  se	  realiza	  mediante	  una	  conexión	  
USB.	  
El	  Bus	  Universal	  en	  Serie	   (BUS)	   (en	   inglés	  Universal	  Serial	  Bus),	  más	  conocido	  por	   las	  
siglas	  USB,	  es	  un	  bus	  estándar	  industrial	  que	  define	  los	  cables,	  conectores	  y	  protocolos	  
usados	  en	  un	  bus	  para	  conectar,	  comunicar	  y	  proveer	  de	  alimentación	  eléctrica	  entre	  
ordenadores,	  periféricos	  y	  dispositivos	  electrónicos.	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Su	   desarrollo	   comenzó	   a	   mediados	   de	   los	   años	   1990	   debido	   al	   interés	   que	   tenían	  
algunas	  empresas	  por	  unificar	   la	  forma	  de	  conectar	  periféricos	  a	  sus	  equipos,	  ya	  que	  
por	   aquella	   época	   pocos	   eran	   compatibles	   entre	   sí.	   Entre	   estas	   empresas	   cabe	  
mencionar	   a	   algunas	   como	   Intel,	   Microsoft,	   IBM,	   COMPAQ,	   DEC,	   NEC	   y	   Nortel.	   La	  
primera	   especificación	   completa	   1.0	   se	   publicó	   en	   1996,	   pero	   en	   1998	   con	   la	  
especificación	  1.1	  comenzó	  a	  usarse	  de	  forma	  masiva.	  
El	  USB	  es	  utilizado	  como	  estándar	  de	  conexión	  de	  periféricos	  como:	  teclados,	  ratones,	  
memorias	   USB,	   joysticks,	   escáneres,	   cámaras	   digitales,	   teléfonos	   móviles,	  
reproductores	   multimedia,	   impresoras,	   dispositivos	   multifuncionales,	   sistemas	   de	  
adquisición	   de	   datos,	   módems,	   tarjetas	   de	   red,	   tarjetas	   de	   sonido,	   tarjetas	  
sintonizadoras	   de	   televisión	   y	   grabadoras	   de	   DVD	   externa,	   discos	   duros	   externos	   y	  
disqueteras	  externas.	  Su	  éxito	  ha	  sido	  total,	  habiendo	  desplazado	  a	  conectores	  como	  
el	  puerto	  serie,	  puerto	  paralelo,	  puerto	  de	  juegos,	  etc.	  
Por	   ultimo,	   mencionaremos	   una	   pequeña	   clasificación	   de	   los	   dispositivos	   según	   su	  
velocidad	  de	  transferencia	  de	  datos:	  
• Baja	  velocidad	  (1.0)	  
	  
Tasa	  de	  transferencia	  de	  hasta	  1,5	  Mbit/s	  (188	  kB/s).	  Utilizado	  en	  su	  mayor	  parte	  por	  
dispositivos	  de	  interfaz	  humana	  (Human	  Interface	  Device,	  en	  inglés)	  como	  los	  teclados,	  
los	  ratones,	  las	  cámaras	  web,	  etc.	  
	  
• Velocidad	  completa	  (1.1)	  
	  
Tasa	  de	  transferencia	  de	  hasta	  12	  Mbit/s	  (1,5	  MB/s).	  Esta	  fue	  la	  más	  rápida	  antes	  de	  la	  
especificación	  USB	   2.0.	   Estos	   dispositivos	   dividen	   el	   ancho	   de	   banda	   de	   la	   conexión	  
USB	  entre	  ellos,	  basados	  en	  un	  algoritmo	  de	  impedancias	  LIFO.	  
	  
• Alta	  velocidad	  (2.0)	  
	  
Tasa	  de	  transferencia	  de	  hasta	  480	  Mbit/s	   (60	  MB/s)	  pero	  con	  una	  tasa	  real	  práctica	  
máxima	  de	  280	  Mbit/s	   (35	  MB/s).	   El	   cable	  USB	  2.0	  dispone	  de	   cuatro	   líneas,	  un	  par	  
para	   datos,	   y	   otro	   par	   de	   alimentación.	   Casi	   todos	   los	   dispositivos	   fabricados	   en	   la	  
actualidad	  trabajan	  a	  esta	  velocidad.	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• Superalta	  velocidad	  (3.0)	  
Tiene	  una	  tasa	  de	  transferencia	  de	  hasta	  4,8	  Gbit/s	  (600	  MB/s).	  La	  velocidad	  del	  bus	  es	  
diez	   veces	   más	   rápida	   que	   la	   del	   USB	   2.0,	   debido	   a	   que	   han	   incluido	   5	   contactos	  
adicionales,	   desechando	   el	   conector	   de	   fibra	   óptica	   propuesto	   inicialmente,	   y	   será	  
compatible	  con	  los	  estándares	  anteriores.	  En	  octubre	  de	  2009	  la	  compañía	  taiwanesa	  
ASUS	  lanzó	  la	  primera	  placa	  base	  que	  incluía	  puertos	  USB	  3.0,	  tras	  ella	  muchas	  otras	  le	  
han	   seguido	   y	   actualmente	   se	   ve	   cada	   vez	  más	   en	   placas	   base	   y	   portátiles	   nuevos,	  
conviviendo	  junto	  con	  el	  USB	  2.0.	  
Nuestra	  placa	  Arduino	  Uno	  necesita	  de	  un	  cable	  USB	  tipo	  B	  Macho	  para	  la	  placa	  y	  tipo	  
A	  Macho	  para	  el	  ordenador,	  dicho	  cable	  nos	  permite	  una	  conexión	  de	  alta	  velocidad	  
(2.0).	  
4.4.3.	  Entorno	  de	  Programación	  	  
El	   entorno	   de	   desarrollo	   de	   Arduino,	   llamado	   Arduino	   Environment,	   es	   una	  
herramienta	  que	  permite	   la	  edición	  y	  descarga	  de	  programas	  en	   la	  placa	  Arduino.	  Se	  
dispone	  de	  versiones	  para	  Windows	  y	  para	  Mac,	  así	  como	  las	  fuentes	  para	  compilarlas	  
en	   Linux.	   Dicho	   entorno	   es	   el	   que	   hemos	   utilizado	   para	   el	   desarrollo	   de	   nuestro	  
programa	  para	  Arduino.	  La	  descarga	  se	  puede	  hacer	  a	  través	  de	  su	  página	  web3	  y	  es	  
totalmente	  gratis.	  
El	   software	  Arduino	  está	  basado	  en	  el	  uso	  de	  Processing,	  que	  está	  hecho	  en	   Java.	  El	  
código	  que	  se	  ejecuta	  en	  las	  placas	  está	  basado	  en	  las	  librerías	  de	  aplicación	  Wiring	  API	  
y	  en	  las	  de	  desarrollo	  de	  los	  integrados	  AVR.	  	  
El	  IDE	  (entorno	  de	  desarrollo	  en	  Arduino)	  es	  el	  mostrado	  en	  la	  figura	  4.1.	  
	  
	  
	  
	  
	  
	  
3	  https://www.arduino.cc/en/Main/Software	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Figura	  4.11.	  Pantalla	  inicial	  del	  IDE	  de	  Arduino.	  
	  
Vemos	   que	   la	   mayor	   parte	   del	   entorno	   es	   para	   la	   escritura	   de	   nuestro	   código,	  
estructurado	   mediante	   las	   funciones	   que	   se	   ven	   y	   que	   más	   tarde	   pasaremos	   a	  
comentar.	  
En	   la	   barra	   de	   herramientas	  mostrada	   en	   la	   figura	   4.12	   encontramos	   las	   siguientes	  
opciones:	  	  
	  
Figura	  4.12.	  Barra	  de	  herramientas.	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Podemos	  observar	  que	  esta	  formado	  por	  6	  iconos.	  Vamos	  a	  ver	  que	  hace	  cada	  uno	  de	  
ellos.	  
• Verificar	  
Con	  él,	  una	  vez	  escrito	  todo	  nuestro	  programa	  o	  una	  parte	  de	  él,	  podremos	  comprobar	  
que	  todo	  está	  bien	  escrito	  y	  listo	  para	  cargar	  al	  Arduino.	  De	  no	  ser	  así	  nos	  marcará	  los	  
posibles	   fallos	   de	   código	   en	   la	   ventana	   inferior	   de	   color	   negra,	   también	   llamada	  
consola.	  
	  
Figura	  4.13.	  Botón	  verificar.	  
• Subir	  
Este	  botón,	  además	  de	  realizar	  la	  función	  antes	  descrita	  para	  el	  botón	  de	  verificar,	  de	  
estar	  dicho	   código	   correctamente	  escrito	   y	   listo	  para	   cargar,	   es	   subido	  a	   la	  placa	  de	  
Arduino	  conectada	  al	  PC.	  
	  
Figura	  4.14.	  Botón	  subir.	  
• Nuevo	  
Como	  casi	  todos	  los	  editores	  de	  texto,	  el	  IDE	  de	  Arduino	  también	  cuenta	  con	  un	  botón	  
para	  crear	  un	  sketch	  nuevo.	  
	  
	  
Figura	  4.15.	  Botón	  nuevo.	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• Abrir	  
Con	   este	   botón,	   podremos	   abrir	   sketch	   que	   ya	   tengamos	   editados	   anteriormente	   y	  
previamente	  guardados.	  
	  
Figura	  4.16.	  Botón	  abrir.	  
• Salvar	  
Una	  de	  las	  funciones	  más	  comunes	  que	  podemos	  encontrar	  y	  a	  la	  vez	  necesaria,	  con	  él	  
podremos	  guardar	  nuestro	  sketch	  en	  la	  carpeta	  o	  directorio	  que	  deseemos.	  
	  
Figura	  4.17.	  Botón	  salvar.	  
• Monitor	  Serie	  
	  
Este	  quizás	   es	  uno	  de	   los	  botones	  más	  particulares	  de	  este	  entorno	   y	   es	  que	   con	  el	  
podremos	  visualizar	  ciertas	  operaciones	  que	  se	  realizan	  en	  el	  Arduino	  a	  través	  de	  una	  
conexión	  con	  el	  puerto	  serie	  de	  nuestro	  PC.	  Dicha	  funcionalidad	  nos	  ha	  sido	  de	  ayuda	  
ya	   que	   así	   hemos	   podido	   visualizar	   la	   actividad	   que	   realizaba	   Arduino	   en	   todo	  
momento,	  tal	  	  y	  como	  se	  ve	  en	  el	  video	  de	  demostración.	  
	  
	  
Figura	  4.18.	  Botón	  monitor	  serie.	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Al	   estar	   trabajando	   en	  Mac	   la	   visualización	   del	  menú	   se	   hace	   de	  manera	   distinta	   a	  
como	   se	   puede	   ver	   en	  Windows.	   En	   nuestra	   plataforma	   utilizada	   para	   el	   desarrollo	  
tenemos	  el	  siguiente	  menú:	  
	  
	  
Figura	  4.19.	  Menú	  Arduino.	  
	  
Donde	  si	  seleccionamos	  la	  pestaña	  Arduino	  obtenemos:	  
	  
	  
Figura	  4.20.	  Pestaña	  Arduino.	  
	  
Como	  vemos	  en	  esta	  pestaña	  mostrada	  en	  la	  figura	  4.20	  tenemos	  información	  sobre	  el	  
entorno	  instalado	  y	  preferencias	  del	  sistema.	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En	  la	  pestaña	  mostrada	  en	  la	  figura	  4.21	  se	  puede	  acceder	  a	  diferentes	  opciones	  para	  
la	  gestión	  de	  archivos:	  
	  
	  
Figura	  4.21.	  Pestaña	  archivo.	  
	  
Aquí	  encontramos	  toda	  una	  colección	  de	  opciones	  sobre	  nuestros	  documentos,	  como	  
son	   la	   opción	   de	   guardar,	   abrir	   uno	   ya	   creado	   o	   uno	   nuevo,	   pero	   quizás	   lo	   más	  
interesante	  puede	  ser	  Ejemplos,	  donde	  la	  propia	  aplicación	  nos	  da	  pequeños	  códigos	  
de	  aplicaciones	  simples	  con	  las	  que	  poder	  comenzar	  a	  familiarizarnos	  con	  el	  entorno	  y	  
a	  la	  vez	  poder	  utilizarlos	  para	  un	  uso	  futuro	  nuestro.	  
Pasamos	  a	  ver	  las	  opciones	  que	  nos	  da	  la	  pestaña	  editar	  mostradas	  en	  la	  figura	  4.22.	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Figura	  4.22.	  Pestaña	  editar.	  
Como	  podemos	  observar,	  nos	   trae	   funciones	  básicas	  que	   todo	  programa	  tiene	  como	  
son	  cortar,	  pegar,	  etc.	  
A	  continuación	  tenemos	  la	  pestaña	  de	  programa	  mostrada	  en	  la	  figura	  4.23.	  
	  
	  
Figura	  4.23.	  Pestaña	  programa.	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Aquí	   tenemos	   la	   opción	  de	   verificar	   y	   compilar	   como	   ya	   hemos	   visto	   en	   la	   barra	   de	  
herramientas,	   pero	   aquí	   lo	   más	   importante	   a	   comentar	   es	   la	   opción	   de	   incluir	   una	  
librería,	   acción	   gracias	   a	   la	   cual	   extenderemos	   las	   posibles	   funciones	   de	   nuestro	  
programa.	  
La	  siguiente	  pestaña	  se	  muestra	  en	  la	  figura	  4.24.	  
	  
	  
Figura	  4.24.	  Pestaña	  herramientas.	  
	  
En	  esta	  pestaña	   lo	  más	  destacable	  a	   la	  hora	  de	  pensar	  en	  su	  utilización	  es	   la	  opción	  
que	  nos	  permite	  elegir	  la	  placa	  de	  Arduino	  con	  la	  que	  estamos	  trabajando	  y	  la	  opción	  
del	  puerto,	  donde	  seleccionaremos	  el	  puerto	  de	  nuestro	  PC	  utilizado	  por	  dicha	  placa.	  
Recordemos	  que	  en	  nuestro	  caso	  la	  placa	  utilizada	  es	  la	  Arduino	  Uno.	  
Por	  último	  tenemos	  la	  pestaña	  ayuda	  mostrada	  en	  la	  figura	  4.25.	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Figura	  4.25.	  Pestaña	  ayuda.	  
	  
Una	   vez	   que	   hemos	   visto	   el	   funcionamiento	   de	   todas	   las	   opciones	   que	   nos	   da	   el	  
entorno	  de	  programación	  de	  Arduino	  vamos	  a	  ver	  ahora	  un	  poco	  en	  profundidad	  como	  
funciona	   la	   escritura	   de	   el	   código,	   para	   ello	   veremos	   algunos	   pequeños	   ejemplos	  
demostrativos:	  
	  
4.4.3.1.	  Estructura	  básica	  de	  una	  aplicación	  para	  Arduino	  
	  
La	   programación	   en	   Arduino	   viene	   derivada	   de	   la	   programación	   en	   C	   y	   tiene	   como	  
estructura	  básica	  la	  siguiente:	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Donde	   observamos	   dos	   partes	   claramente	   diferenciadas	   y	   siempre	   necesarias.	   La	  
función	  setup	  es	  la	  encargada	  de	  recoger	  la	  configuración	  de	  la	  placa,	  es	  decir,	  obtiene	  
la	  información	  del	  modo	  de	  trabajo	  de	  los	  pines	  de	  la	  placa,	  el	  puerto	  serie,	  etc.	  	  
Además	   y	   a	   diferencia	   de	   la	   función	   loop,	   esta	   solo	   se	   ejecuta	   una	   vez	   al	   cargar	   el	  
programa.	   En	   cambio,	   la	   función	   loop	   como	   su	   propio	   nombre	   indica,	   se	   ejecuta	   de	  
forma	   cíclica	   (lo	   que	   permite	   que	   el	   programa	   responda	   continuamente	   ante	   los	  
posibles	   eventos	  que	   se	  puedan	  producir	   en	   la	  placa)	   y	   contiene	  el	   código	  que	  dará	  
sentido	   a	   nuestra	   implementación	   (lectura	   de	   entradas,	   activación	   de	   salidas,	   etc.).	  
Dicha	  función	  loop	  será	  por	  tanto	  la	  encargada	  de	  realizar	  la	  comprobación,	  en	  nuestro	  
caso,	  de	  que	  estamos	  conectados	  vía	  Bluetooth	  a	  un	  dispositivo	  móvil	  por	  medio	  del	  
módulo.	   También	   será	   la	   encargada	   de	   interactuar	   con	   la	   shield	   para	   realizar	   la	  
búsqueda	  de	  las	  coordenadas	  GPS	  y	  su	  envío	  mediante	  el	  SMS	  cuando	  sea	  requerido	  
por	  el	  programa.	  
	  
4.4.3.2.	  Funciones	  
	  
Como	   hemos	   visto	   con	   los	   dos	   ejemplos	   anteriores,	   una	   función	   no	   es	  más	   que	   un	  
bloque	  de	  código,	  el	  cual	  posee	  un	  nombre	  y	  un	  conjunto	  de	  instrucciones	  que	  serán	  
ejecutadas	   cuando	   sea	   llamada	   dicha	   función.	   Si	   nos	   fijamos	   en	   su	   estructura,	   lo	  
primero	  con	  lo	  que	  nos	  encontraremos	  al	  declarar	  una	  función	  será	  con	  el	  tipo	  de	  valor	  
que	  va	  a	  devolver	  dicha	  función	  (int,	  floar,	  boolean,	  etc.),	  en	  el	  caso	  de	  que	  devuelva	  
alguno,	  o	  como	  hemos	  visto	  anteriormente,	  la	  palabra	  void	  marcará	  que	  la	  función	  no	  
va	  a	  devolver	  ningún	  valor	  o	  parámetro.	  Lo	  siguiente	  que	  debemos	  elegir	  es	  el	  nombre	  
de	   la	   función,	   el	   cual	   nos	   servirá	   solamente	   para	   cuando	   necesitemos	   hacer	   una	  
llamada	  a	  dicha	  función.	  Por	  último	  debemos	  añadir	  entre	  paréntesis	   los	  parámetros	  
previos	   que	   necesita	   nuestra	   función	   para	   poder	   ser	   ejecutada,	   en	   caso	   de	   que	   los	  
necesite,	  ya	  que	  en	  muchos	  casos	  no	  son	  necesarios	  y	  basta	  con	  poner	  los	  paréntesis	  
vacíos.	  A	  continuación	  vemos	  la	  estructura	  de	  la	  cual	  estamos	  hablando:	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void	  setup()	  
{	  
código;	  
}	  
void	  loop()	  
{	  
código;	  
}	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
	  
Como	   vemos,	   las	   instrucciones	   que	   contiene	   nuestra	   función	   deberán	   ir	   contenidas	  
entre	  dos	  llaves,	  de	  forma	  que	  una	  marca	  el	  inicio	  y	  la	  otra	  el	  final	  de	  la	  misma.	  En	  el	  
caso	   en	   el	   que	   alguna	   de	   estas	   llaves	   estuviera	   ausente	   en	   nuestro	   código,	   el	  
compilador	  nos	  dará	  error	  y	  no	  se	  podrá	  ejecutar	  nuestro	  código.	  Una	  ayuda	  que	  nos	  
da	   el	   entorno	   de	   Arduino	   es	   que	   al	   situarnos	   encima	   de	   una	   llave	   de	   apertura,	   nos	  
marcará	  automáticamente	  su	  correspondiente	  llave	  de	  cierre,	  lo	  cual	  nos	  ayudará	  a	  la	  
hora	  de	  detectar	  posibles	  llaves	  ausentes.	  
	  
Otro	   aspecto	   importante	   a	   destacar	   es	   el	   punto	   y	   coma	   “;”,	   el	   cual	   nos	   servirá	   para	  
separar	  líneas	  de	  código	  y	  así	  poder	  tener	  una	  estructura	  clara.	  También	  es	  usado	  para	  
separar	   los	   elementos	   de	   la	   instrucción	   del	   bucle	   for	   y	   producirá	   un	   error	   de	  
compilación	  si	  no	  está	  presente	  al	  final	  de	  cada	  línea	  de	  código.	  
	  
Un	   programa	   no	   es	   un	   buen	   programa	   si	   no	   cuenta	   con	   los	   comentarios	   necesarios	  
para	   facilitar	   la	   comprensión	   del	   código,	   tanto	   al	   programador	   que	   lo	   ha	   realizado	  
como	  a	   cualquiera	  que	  pretenda	  aprender	  de	  él.	   En	  el	   entorno	  de	  Arduino	   tenemos	  
dos	  opciones	  para	  añadir	  comentarios	  a	  nuestro	  código,	  o	  bien	  añadimos	  un	  bloque	  el	  
cual	  irá	  entre	  /*	  y	  */	  o	  bien	  optamos	  por	  una	  línea	  de	  comentarios	  la	  cual	  irá	  precedida	  
de	  //	  (método	  más	  cómodo).	  
	  
• Contenido	  de	  una	  función	  
	  
Una	  vez	  vista	  la	  estructura	  de	  una	  función,	  vamos	  a	  ver	  los	  elementos	  de	  código	  de	  los	  
que	  nos	  servimos	  para	  manipular	  nuestra	  aplicación,	  es	  decir,	  las	  variables.	  
	  
Una	  variable	  no	  es	  más	  que	  una	  manera	  de	  nombrar	  y	  almacenar	  un	  valor	  para	  poder	  
ser	   usada	   en	   cualquier	   momento	   por	   parte	   del	   programa.	   Dicha	   variable	   debe	   ser	  
declarada	  y,	  opcionalmente,	  también	  se	  le	  puede	  asignar	  un	  valor.	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tipo	  nombreFunción(parámetros)	  
	  
{	  
instrucciones;	  
}	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
Demostración:	  
	  
	  
Al	  asignarle	  un	  valor	  a	  la	  variable,	  no	  quiere	  decir	  que	  ese	  valor	  sea	  inmutable	  puesto	  
que	  puede	  ser	  modificado	  en	  infinitas	  ocasiones	  por	  nuestro	  programa.	  Como	  consejo	  
cabe	  la	  pena	  mencionar	  que	  a	  la	  hora	  de	  declarar	  una	  variable,	  es	  conveniente	  elegir	  
un	   nombre	   que	   sea	   descriptivo	   en	   referencia	   al	   propósito	   de	   dicha	   variable,	   puesto	  
que	  nos	  ayudará	  posteriormente	  a	  su	  compresión	  en	  el	  código.	  
	  
Como	  vemos,	  hay	  una	  pequeña	  similitud	  entre	  una	  variable	  y	  una	  función,	  y	  es	  que	  lo	  
primero	   que	   encontramos	   en	   ambas	   declaraciones	   es	   el	   tipo,	   en	   este	   caso	   no	   se	  
devolverá	   nada	   pero	   si	   debemos	   elegir	   el	   tipo	   de	   dato	   que	   será	   almacenado	   por	  
nuestra	  variable.	  Otro	  aspecto	  importante	  a	  destacar	  es	  que	  dependiendo	  de	  la	  zona	  
de	  nuestro	  código	  donde	  realicemos	   la	  declaración,	  permitirá	  que	  sea	  accesible	  o	  no	  
en	  futuras	  funciones	  o	  línea	  de	  código.	  Para	  esto	  tenemos	  la	  siguiente	  clasificación	  de	  
variables:	  
	  
-­‐	   Globales:	   Son	   aquellas	   variables	   que	   son	   declaradas	   antes	   de	   la	   parte	   de	  
configuración	  setup()	  y,	  por	  lo	  tanto,	  son	  accesibles	  desde	  cualquier	  parte	  de	  nuestro	  
código.	  
	  
-­‐	  Locales:	  Son	  las	  variables	  declaradas	  dentro	  de	  una	  función	  y	  que	  por	  lo	  tanto	  
solo	  serán	  accesibles	  dentro	  de	  dicha	  función,	  fuera	  de	  ella	  no	  podrá	  ser	  utilizada.	  
	  
-­‐	  De	  bucle:	  Son	  variables	  que	  solo	  son	  utilizadas	  dentro	  de	  un	  bucle,	  como	  por	  
ejemplo	  if/else	  y	  fuera	  de	  este	  no	  existirán.	  
	  
Lógicamente	  debemos	  tener	  en	  cuenta	  cual	  va	  a	  ser	  el	  cometido	  de	  nuestra	  variable	  
antes	  de	  ser	  declarada,	  para	  luego	  no	  encontrarnos	  con	  errores	  en	  la	  planificación	  de	  
nuestro	  código.	  
	  
A	  continuación	  mostramos	  unos	  ejemplos	  de	  distintos	  tipos	  de	  declaración:	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int	  valor	  =	  20;	  	  //	  Declaramos	  la	  variable	  y	  le	  asignamos	  un	  valor,	  terminando	  con	  ;	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
	  
Como	  vemos	  en	  el	  ejemplo,	  hemos	  definido	  tres	  variables	  y	  cada	  una	  de	  ellas	  presenta	  
un	   tipo	   de	   datos	   distintos,	   por	   lo	   tanto	   vamos	   a	   ver	   en	   que	   se	   diferencian	   los	  
diferentes	  tipos	  de	  datos	  existentes:	  
-­‐	  Byte:	  Almacena	  un	  valor	  numérico	  de	  8	  bits	  sin	  decimales.	  Opera	  en	  un	  rango	  
entre	  0	  y	  255.	  
	  
-­‐Int:	  Es	  de	  los	  más	  usados,	  almacena	  valores	  enteros	  de	  16	  bits	  sin	  decimales.	  
Su	  rango	  es	  de	  -­‐32.768	  a	  32.767.	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int	  valor;	  	   //	  La	  variable	  valor	  es	  accesible	  desde	  cualquier	  parte	  de	  
nuestro	  código	  
void	  setup()	  
{	  
}	  
void	  loop()	  
{	  
}	  
for	  (int	  i=0;	  i<46;	  i++)	  
{	  
//	  'i'	  sólo	  es	  accesible	  dentro	  del	  bucle	  for	  
	  
}	   	  
float	  f;	  	   	   	   	   //	  'f'	  es	  accesible	  sólo	  dentro	  de	  loop()	  
}	  
byte	  variable	  =	  180;	  	   	   //	  declara	  'variable'	  como	  tipo	  byte	  	  
int	  variable	  =	  1500;	  	   	   //	  declara	  'variable'	  como	  una	  variable	  de	  tipo	  entero	  	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
	   -­‐Long:	   Almacena	   números	   enteros	   de	   32	   bits	   sin	   decimales.	   Su	   rango	   de	  
operación	  es	  de	  -­‐2147483648	  a	  2147483647.	  	  
	  
-­‐Float:	   También	   llamado	   “Punto	   flotante”	   se	   utiliza	   para	   números	   con	  
decimales	   con	   una	   resolución	   por	   encima	   de	   los	   32	   bits.	   Su	   rango	   de	   operación	   va	  
desde	  -­‐3.4028235e+38	  a	  3.4028235e+38.	  
	  
-­‐Array:	  Un	  array	  es	  una	  colección	  de	  valores	  que	  son	  accedidos	  con	  un	   índice	  
numérico.	  Cualquier	  valor	  en	  el	  array	  debe	  llamarse	  escribiendo	  el	  nombre	  del	  array	  y	  
el	  índice	  numérico	  del	  valor.	  Los	  arrays	  están	  indexados	  a	  cero,	  con	  el	  primer	  valor	  en	  
el	   array	   comenzando	   con	   el	   índice	   número	   0.	   Un	   array	   necesita	   ser	   declarado	   y	  
opcionalmente	  asignarle	  valores	  antes	  de	  que	  puedan	  ser	  usados.	  	  
	  
Asimismo	  es	  posible	  declarar	  un	  array	  declarando	  el	  tipo	  del	  array	  y	  el	  tamaño	  y	  luego	  
asignarle	  valores	  a	  una	  posición	  del	  índice.	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long	  variable	  =	  90000;	  	   	   //	  declara	  'variable'	  de	  tipo	  long	  	  
float	  variable	  =	  3.14;	  	  	   	   //	  declara	  'variable'	  de	  tipo	  flotante	  	  
	  	  	  	  	  int	  myArray[]	  =	  {value0,	  value1,	  value2...};	  
int	  myArray[5];	  	  	  	  	  	  	  	  //declara	  un	  array	  de	  enteros	  con	  6	  posiciones	  
	  
	  	  	  	  	  myArray[3]	  =	  10;	  	  	  	  //asigna	  a	  la	  cuarta	  posición	  del	  índice	  el	  valor	  10	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
Para	  recibir	  un	  valor	  desde	  un	  array,	  asignamos	  una	  variable	  al	  array	  y	  la	  posición	  del	  
índice:	  	  
	  
Ya	  hemos	  visto	  todos	  los	  tipos	  de	  variables	  que	  tenemos	  para	  usar,	  ahora	  vamos	  a	  ver	  
como	  las	  podemos	  usar,	  es	  decir,	  las	  operaciones	  que	  podemos	  llevar	  a	  cabo.	  
	  
4.4.3.3.	  Aritmética	  
Los	   operadores	   que	   incluye	   el	   entorno	   de	   programación	   de	   Arduino	   son	   los	   que	  
encontramos	  en	  cualquier	  otro	  entorno;	  suma,	  resta,	  multiplicación	  y	  división.	  
	  
Las	   operaciones	   entre	   los	   distintos	   tipos	   de	   datos	   se	   efectúan	   teniendo	   en	   cuenta	  
precisamente	  que	   tipo	  de	  dato	  es,	  por	  ejemplo,	   si	   se	   realiza	   la	  división	  de	  dos	  datos	  
previamente	  definidos	  como	  int	  (3	  y	  2)	  el	  resultado	  de	  esta	  división	  nos	  dará	  1	  y	  no	  1.5	  
ya	  que	  estamos	  trabajando	  con	  dos	  variables	  declaradas	  como	  enteros	  sin	  decimales.	  	  
Otro	  curiosidad	  a	  tener	  en	  cuenta	  es	  que	  las	  variables	  pueden	  sufrir	  lo	  que	  llamamos	  
desbordamiento,	   esto	   se	   produce	   cuando	   se	   sobrepasan	   los	   limites	   para	   un	   tipo	   de	  
variable,	  dichos	  limites	  han	  sido	  expresados	  con	  anterioridad.	  También	  debemos	  saber	  
que	  sucede	  si,	  al	  contrario	  que	  se	  ha	  comentado	  antes,	  se	  realiza	  una	  operación	  con	  
dos	  tipos	  de	  datos	  distintos,	  ya	  sean	  float	  e	  int,	  el	  resultado	  de	  esta	  operación	  será	  del	  
tipo	  de	  dato	  más	  grande	  utilizado,	  en	  este	  caso	  sería	  float.	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x	  =	  myArray[3];	  	  	  	  	  	  	  	  	  //x	  ahora	  es	  igual	  a	  10	  	  
y	  =	  y	  +	  3;	  	  x	  =	  x	  -­‐	  7;	  	  	  i	  =	  j	  *	  6;	  	  	  r	  =	  r	  /	  5;	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
• Asignaciones	  compuestas	  
Las	   asignaciones	   compuestas	   combinan	   una	   operación	   aritmética	   con	   una	   variable	  
asignada.	   Son	   comúnmente	   utilizadas	   en	   el	   uso	   de	   bucles	   como	   veremos	   mas	  
adelante.	  Algunos	  ejemplos	  son	  los	  siguientes:	  
	  
• Operadores	  de	  comparación	  	  
Estos,	  como	  su	  propio	  nombre	  indica,	  comparan	  una	  variable	  o	  constante	  con	  otra.	  Al	  
igual	  que	  las	  anteriores	  son	  utilizadas	  comúnmente	  en	  el	  uso	  de	  bucles	  como	  veremos	  
posteriormente.	  Algunos	  ejemplos	  son	  los	  siguientes:	  
	  
	  
• Operadores	  lógicos	  
Los	   operadores	   lógicos	   son	   usualmente	   una	   forma	   de	   comparar	   dos	   expresiones	   y	  
devolver	  un	  VERDADERO	  o	  FALSO	  dependiendo	  del	  operador.	  Existen	  tres	  operadores	  
lógicos,	  AND	  (&&),	  OR	  (||)	  y	  NOT	  (!),	  que	  a	  menudo	  se	  utilizan	  en	  bucles,	  sobretodo	  de	  
tipo	  if:	  	  
	  
	  
48	  
x	  ++	  	   	   	   //	  igual	  que	  x	  =	  x	  +1,	  o	  incremento	  de	  x	  en	  +1	  
x	  -­‐-­‐	  	   	   	   //	  igual	  que	  x	  =	  x	  -­‐	  1,	  o	  decremento	  de	  x	  en	  -­‐1	  	  
x	  +=	  y	  	   	   	   //	  igual	  que	  x	  =	  x	  +	  y,	  o	  incremento	  de	  x	  en	  +y	  	  
x	  -­‐=	  y	  	   	   	   //	  igual	  que	  x	  =	  x	  -­‐	  y,	  o	  decremento	  de	  x	  en	  -­‐y	  	  
x	  *=	  y	   	   	   	  //	  igual	  que	  x	  =	  x	  *	  y,	  o	  multiplica	  x	  por	  y 	  
x	  /=	  y	  	   	   	   //	  igual	  que	  x	  =	  x	  /	  y,	  o	  divide	  x	  por	  y	  	  
x	  ==	  y	   	   	   	  //	  x	  es	  igual	  a	  y	  
x	  !=	  y	   	   	   	  //	  x	  no	  es	  igual	  a	  y	  
x	  <	  y	  	   	   	   //	  x	  es	  menor	  que	  y	  
x	  >	  y	   	   	   	  //	  x	  es	  mayor	  que	  y	  
x	  <=	  y	   	   	   	  //	  x	  es	  menor	  o	  igual	  que	  y	  
x	  >=	  y	  	   	   	   //	  x	  es	  mayor	  o	  igual	  que	  y	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
4.4.3.4.	  Constantes	  
El	  lenguaje	  Arduino	  tiene	  unos	  cuantos	  valores	  predefinidos	  que	  se	  llaman	  constantes.	  
Se	  usan	  para	  hacer	  los	  programas	  más	  legibles.	  Las	  constantes	  se	  clasifican	  en	  grupos.	  	  
• Input/Output	  
Estas	   constantes	   son	   quizás	   de	   las	   más	   especificas	   y	   las	   cuales	   no	   encontramos	  
comúnmente	   en	   otros	   entornos	   de	   programación.	   Su	   función	   consiste	   en	   definir,	  
dentro	   de	   la	   función	   setup,	   el	   modo	   de	   funcionamiento	   de	   los	   pines	   mediante	   la	  
instrucción	  pinMode.	  
	  
• High/Low	  
Estas	  constantes	  nos	  indicarán	  los	  niveles	  de	  salida,	  altos	  o	  bajos,	  y	  se	  utilizarán	  para	  la	  
lectura	  o	  escritura	  de	  los	  pines	  digitales.	  La	  constante	  HIGH	  se	  asocia	  con	  la	  lógica	  de	  
nivel	  1,	  ON	  o	  5	  voltios	  mientras	  que	  LOW	  se	  asocia	  a	  0,	  OFF	  	  o	  0	  voltios.	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Lógica	  AND:	  	  
if	  (x	  >	  0	  &&	  x	  <	  5)	  	   	   //	  cierto	  sólo	  si	  las	  dos	  expresiones	  son	  ciertas	  	  
Lógica	  OR:	  	  
if	  (x	  >	  0	  ||	  y	  >	  0)	   	   	  //	  cierto	  si	  una	  cualquiera	  de	  las	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	   	   	   	  //	  expresiones	  es	  cierta	  
Lógica	  NOT:	  	  
if	  (!x	  >	  0)	  	  	  	  	  	  	  	  	  	  	   	   //	  cierto	  solo	  si	  la	  expresión	  es	  falsa	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
pinMode(13,	  OUTPUT);	  	   //	  designamos	  que	  el	  PIN	  13	  es	  una	  salida	  	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
• True/False	  	  
Son	  las	  constantes	  booleanas	  que	  encontramos	  en	  muchos	  entornos	  de	  programación	  
y	   se	  asocian	  a	   los	  niveles	  HIGH	  y	  LOW	  en	   las	   salidas	  digitales.	   FALSE	  se	  asocia	  con	  0	  
mientras	   que	   TRUE	   se	   asocia	   con	   1,	   pero	   también	   puede	   tener	   cualquier	   otro	   valor	  
siempre	  que	  sea	  distinto	  de	  cero.	  
	  
4.4.3.5.	  Control	  de	  flujo	  (Bucles)	  
• If	  
Este	   es	   quizás	   el	   bucle	   más	   usado	   en	   los	   entornos	   de	   programación	   ya	   que	   su	  
funcionamiento	  es	  sencillo,	  evalúa	  la	  condición	  que	  se	  encuentra	  dentro	  del	  paréntesis	  
(dicha	   condición	   puede	   ser	   de	   cualquier	   tipo,	   comparación,	  mejor	   que,	   etc.)	   y	   si	   se	  
cumple	   ejecuta	   el	   código	   existente	   dentro	   de	   las	   dos	   llaves	   siguientes.	   Si	   por	   el	  
contrario	   la	   condición	   no	   se	   cumple,	   el	   programa	   se	   saltara	   las	   líneas	   de	   código	  
encerradas	  entre	  dichas	  llaves	  omitiendo	  así	  su	  funcionamiento.	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digitalWrite(13,	  HIGH);	  	   //	  activa	  la	  salida	  13	  con	  un	  nivel	  alto	  (5v.)	  	  
if	  (b	  ==	  TRUE)	  
{	  
ejecutar	  las	  instrucciones;	  
}	  
if	  (unaVariable	  ??	  valor)	  
{	  
ejecutaInstrucciones;	  
}	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
• If/Else	  
Este	   bucle	   es	   una	   variante	   del	   comentado	   anteriormente	   ya	   que	   añade	   más	  
funcionalidad.	   Al	   igual	   que	   el	   bucle	   if,	   el	   programa	   ejecutará	   la	   parte	   de	   código	  
existente	   entre	   las	   dos	   llaves	   siempre	   y	   cuando	   la	   condición	   se	   cumple,	   si	   no,	   el	  
programa	  omitirá	  esas	  líneas	  de	  código	  y	  ejecutará	  de	  manera	  inmediata	  y	  sin	  ningún	  
tipo	  de	  comprobación	  el	  código	  existente	  dentro	  de	  las	  dos	  llaves	  siguientes	  al	  else.	  
	  
Cabe	  mencionar	  que	  este	  else	  podría	  ir	  seguido	  de	  una	  nueva	  condición	  if	  y	  por	  tanto	  
se	   podrían	   ir	   anidando	   varias	   condiciones	   seguidas	   de	   forma	   que	   podamos	  
cerciorarnos	  de	  que	  si	  se	  ejecuta	  el	  último	  código	  correspondiente	  al	  else	  es	  porque	  no	  
ha	  cumplido	  ninguna	  de	  todas	  las	  condiciones	  anteriores.	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if	  (inputPin	  ==	  HIGH)	  
	  	  	   	   	   	   {	  
	  	  	   	   	   	   	   instruccionesA;	  
}	  	  
else	  	  
	  	  	   	   	   {	  
	  	  	   	   	   	   instruccionesB;	  
	  	  	   	   	   	   	   	   	   }	  
if	  (inputPin	  <	  500)	  
	  	  	   	   	   	  {	  
	  	  	  	   	   	   	   instruccionesA;	  
	  	  	   	   	   	   	   	   	   	  }	  
else	  if	  (inputPin	  >=	  1000)	  
	  	  	   	   	   	  {	  
	  	  	  	   	   	   	   instruccionesB;	  
	  	  	  	   	   	   	   	   	   	   }	  
else	  	   	   	   {	  	  
	  	  	  instruccionesC;	  
}	  	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
• For	  
El	  bucle	  for	  se	  usa	  para	  repetir	  un	  bloque	  de	  código	  encerrado	  entre	  llaves	  un	  número	  
determinado	   de	   veces.	   Cada	   vez	   que	   se	   ejecutan	   las	   líneas	   de	   código	   del	   bucle	   se	  
vuelve	  a	  comprobar	   la	  condición.	  El	  bucle	   for	  tiene	  tres	  partes	  separadas	  por	   ;	  como	  
vemos	  en	  el	  ejemplo	  de	  su	  sintaxis.	  
	  
La	   inicialización	   de	   una	   variable	   local	   se	   produce	   una	   sola	   vez	   y	   la	   condición	   se	  
comprueba	  cada	  vez	  que	  se	  termina	  la	  ejecución	  de	  las	  instrucciones	  dentro	  del	  bucle.	  
Si	   la	  condición	  sigue	  cumpliéndose,	   las	   instrucciones	  del	  bucle	  se	  vuelven	  a	  ejecutar.	  
Cuando	   la	   condición	   no	   se	   cumple,	   el	   bucle	   termina.	   La	   expresión	   se	   utiliza	   para	  
incrementar	  el	  valor	  de	  la	  variable	  de	  forma	  que	  en	  algún	  momento	  deje	  de	  cumplirse	  
la	  condición	  y	  se	  salga	  del	  bucle.	  
A	  continuación	  vamos	  a	  ver	  un	  ejemplo:	  
	  
• While	  
Un	   bucle	   del	   tipo	   while	   es	   un	   bucle	   de	   ejecución	   continua	   mientras	   se	   cumpla	   la	  
expresión	   colocada	   entre	   paréntesis	   en	   la	   cabecera	   del	   bucle.	   La	   variable	   que	   se	  
encuentra	   en	   ese	   paréntesis	   tendrá	   que	   cambiar	   para	   salir	   del	   bucle.	   La	   situación	  
podrá	  cambiar	  a	  expensas	  de	  una	  expresión	  dentro	  del	  código	  del	  bucle	  o	  también	  por	  
el	  cambio	  de	  un	  valor	  en	  una	  entrada	  de	  un	  sensor.	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for	  (inicialización;	  condición;	  expresión)	  
	  	   	   	   	   	  {	  
	  	   	   	   	   	   	   	  Instrucciones;	  
	  	  	   	   	   	   	   	   	   	   	   	   }	  
for	  (int	  i=0;	  i<20;	  i++)	  	  	   	   	   	   //	  declara	  i	  y	  prueba	  si	  es	  
{	   	   	   	   	   	   //	  menor	  que	  20,	  incrementa	  i.	  
digitalWrite(13,	  HIGH);	  	   	   //	  enciende	  el	  pin	  13	  
delay(250);	   	   	  	  	  	   	   	  //	  espera	  1⁄4	  seg.	  
digitalWrite(13,	  LOW);	  	   	   //	  apaga	  el	  pin	  13	  
delay(250);	   	   	  	  	   	   	  //	  espera	  1⁄4	  de	  seg.	  
	  
}	  	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
• Do-­‐While	  
El	  bucle	  do-­‐while	  funciona	  de	  la	  misma	  manera	  que	  el	  bucle	  while,	  con	  la	  salvedad	  de	  
que	  la	  condición	  se	  prueba	  al	  final	  del	  bucle,	  por	  lo	  que	  el	  bucle	  siempre	  se	  ejecutará	  al	  
menos	  una	  vez. 	  
	  
4.4.3.6.	  Entradas/salidas	  digitales	  
Esta	  instrucción	  es	  utilizada	  en	  la	  parte	  de	  configuración	  setup	  y	  sirve	  para	  configurar	  
el	  modo	  de	  trabajo	  de	  un	  pin	  pudiendo	  ser	  input	  (entrada)	  u	  output	  (salida).	  	  
	  
Los	   terminales	   de	   Arduino,	   por	   defecto,	   están	   configurados	   como	   entradas,	   por	   lo	  
tanto	  no	  es	  necesario	  definirlos	  en	  el	  caso	  de	  que	  vayan	  a	  trabajar	  como	  tal.	  Los	  pines	  
configurados	  como	  entrada	  quedan,	  bajo	  el	  punto	  de	  vista	  eléctrico,	  como	  entradas	  en	  
estado	  de	  alta	  impedancia.	  	  
Estos	  pines	  tienen	  a	  nivel	  interno	  una	  resistencia	  de	  20	  KΩ	  a	  las	  que	  se	  puede	  acceder	  
mediante	  software.	  Estas	  resistencias	  se	  accede	  de	  la	  siguiente	  manera:	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While	  (unaVariable	  <	  200)	  	   	   //	  comprueba	  si	  es	  menor	  que	  200	  
	  	   	   	   {	  	  
instrucciones;	  
unaVariable++;	  
}	  
do	  {	  	  
x	  =	  leeSensor();	  
	   	   delay(50);	  
}	  	  
while	  (x	  <	  100);	  
pinMode(pin,	  OUTPUT);	   	   	  //	  configura	  ‘pin’	  como	  salida	  	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
Las	   resistencias	   internas	   normalmente	   se	   utilizan	   para	   conectar	   las	   entradas	   a	  
interruptores.	   En	   el	   ejemplo	   anterior	   no	   se	   trata	   de	   convertir	   un	   pin	   en	   salida,	   es	  
simplemente	  un	  método	  para	  activar	  las	  resistencias	  interiores.	  	  
Los	   pines	   configurados	   como	   salidas	   se	   dice	   que	   están	   en	   un	   estado	   de	   baja	  
impedancia	   y	   pueden	   proporcionar	   40	   mA	   (miliamperios)	   de	   corriente	   a	   otros	  
dispositivos	   y	   circuitos.	   Esta	   corriente	   es	   suficiente	  para	   alimentar	   un	  diodo	   LED	   (no	  
olvidando	  poner	  una	  resistencia	  en	  serie),	  pero	  no	  es	   lo	  suficiente	  grande	  como	  para	  
alimentar	  cargas	  de	  mayor	  consumo	  como	  relés,	  solenoides,	  o	  motores.	  	  
Un	  cortocircuito	  en	  las	  patillas	  del	  Arduino	  provocará	  una	  corriente	  elevada	  que	  puede	  
dañar	  o	  destruir	  el	  chip	  Atmega.	  A	  menudo	  es	  una	  buena	  idea	  conectar	  en	  la	  salida	  una	  
resistencia	  externa	  de	  470	  o	  1000	  Ω.	  	  
• digitalRead(pin)	  	  
Lee	  el	  valor	  de	  un	  pin	   (definido	  como	  digital)	  dando	  un	  resultado	  HIGH	  (alto)	  o	  LOW	  
(bajo).	  El	  pin	  se	  puede	  especificar	  ya	  sea	  como	  una	  variable	  o	  una	  constante	  (0-­‐13).	  	  
	  
• digitalWrite(pin,	  value)	  	  
Envía	  al	  ‘pin‘	  definido	  previamente	  como	  OUTPUT	  el	  valor	  HIGH	  o	  LOW	  (poniendo	  en	  1	  
o	   0	   la	   salida).	   El	   pin	   se	   puede	   especificar	   ya	   sea	   como	   una	   variable	   o	   como	   una	  
constante	  (0-­‐13).	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pinMode(pin,	  INPUT);	  	   	   //	  configura	  el	  ‘pin’	  como	  entrada	  	  
digitalWrite(pin,	  HIGH);	  	   	   //	  activa	  las	  resistencias	  internas	  	  
valor	  =	  digitalRead(Pin);	  	   //	  hace	  que	  ‘valor’	  sea	  igual	  al	  estado	  leído	  en	  ‘Pin‘	  	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
El	  siguiente	  ejemplo	  lee	  el	  estado	  de	  un	  pulsador	  conectado	  a	  una	  entrada	  digital	  y	  lo	  
escribe	  en	  el	  ‘pin‘de	  salida	  LED:	  	  
	  
4.4.3.7.	  Entradas/salidas	  analógicas	  
• analogRead(pin)	  
Lee	   el	   valor	   de	   un	   determinado	   pin	   definido	   como	   entrada	   analógica	   con	   una	  
resolución de	   10	   bits.	   Esta	   instrucción	   sólo	   funciona	   en	   los	   pines	   (0-­‐5).	   El	   rango	   de	  
valor	  que	  podemos	  leer	  oscila	  de	  0	  a	  1023.	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digitalWrite(pin,	  HIGH);	   	  //	  coloca	  en	  el	  'pin'	  un	  valor	  HIGH	  (alto	  o	  1)	  	  
int	  led	  =	  13;	   	   	   	   	  //	  asigna	  a	  LED	  el	  valor	  13	  
int	  boton	  =	  7;	   	   	   	   	  //	  asigna	  a	  botón	  el	  valor	  7 	  
int	  valor	  =	  0;	  	   	   	   	   //	  define	  el	  valor	  y	  le	  asigna	  el	  valor	  0	  	  
void	  setup()	  
{	  
pinMode(led,	  OUTPUT);	   	   	  //	  configura	  el	  led	  (pin13)	  como	  
salida	  
pinMode(boton,	  INPUT);	  	   	   //	  configura	  botón	  (pin7)	  como	  
entrada	  
}	  
void	  loop()	  
{	  
valor	  =	  digitalRead(boton);	  	   	   //lee	  el	  estado	  de	  la	  entrada	  botón	  
	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  
digitalWrite(led,	  valor);	   	  //	  envía	  a	  la	  salida	  ‘led’	  el	  valor	  leído	  
}	  	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
Estos	   pines	   analógicos	   (0-­‐5)	   a	   diferencia	   de	   los	   pines	   digitales,	   no	   necesitan	   ser	  
declarados	  como	  INPUT	  u	  OUPUT	  ya	  que	  son	  siempre	  INPUT	  ́s.	  	  
• analogWrite(pin,	  value)	  	  
Esta	   instrucción	   sirve	   para	   escribir	   un	   pseudo-­‐valor	   analógico	   utilizando	   el	  
procedimiento	   de	   modulación	   por	   ancho	   de	   pulso	   (PWM)	   a	   uno	   de	   los	   pines	   de	  
Arduino	  marcados	  como	  “pin	  PWM”.	  El	  Arduino	  más	  reciente,	  que	  implementa	  el	  chip	  
Atmega168,	  permite	  habilitar	  como	  salidas	  analógicas	  tipo	  PWM	  los	  pines	  3,	  5,	  6,	  9,	  10	  
y	  11.	   Los	  modelos	  de	  Arduino	  más	  antiguos	  que	   implementan	  el	   chip	  Atmega8,	   sólo	  
tienen	  habilitadas	  para	  esta	  función	  los	  pines	  9,	  10	  y	  11.	  El	  valor	  que	  se	  puede	  enviar	  a	  
estos	   pines	   de	   salida	   analógica	   puede	  darse	   en	   forma	  de	   variable	   o	   constante,	   pero	  
siempre	  con	  un	  margen	  de	  0-­‐255.	  	  
	  
Si	   enviamos	   el	   valor	   0	   genera	   una	   salida	   de	   0	   voltios	   en	   el	   pin	   especificado,	   por	   el	  
contrario,	   un	   valor	   de	   255	   genera	   una	   salida	   de	   5	   voltios	   de	   salida	   en	   el	   pin	  
especificado.	  Para	  valores	  de	  entre	  0	  y	  255,	  el	  pin	  saca	  tensiones	  entre	  0	  y	  5	  voltios	  (el	  
valor	  HIGH	  de	   salida	   equivale	   a	   5	   voltios).	   Teniendo	  en	   cuenta	   el	   concepto	  de	   señal	  
PWM	   ,	   por	   ejemplo,	   un	   valor	   de	   64	   equivaldrá	   a	   mantener	   0	   voltios	   durante	   tres	  
cuartas	  partes	  del	  tiempo	  y	  5	  voltios	  una	  cuarta	  parte	  del	  tiempo,	  en	  cambio,	  un	  valor	  
de	   128	   equivaldrá	   a	  mantener	   la	   salida	   en	   0	   la	  mitad	   del	   tiempo	   y	   5	   voltios	   la	   otra	  
mitad	  del	  tiempo,	  y	  un	  valor	  de	  192	  equivaldrá	  a	  mantener	  en	  la	  salida	  0	  voltios	  una	  
cuarta	  parte	  del	  tiempo	  y	  5	  voltios	  las	  tres	  cuartas	  partes	  del	  tiempo	  restante.	  	  
Debido	  a	  que	  esta	  es	  una	  función	  de	  hardware,	  en	  el	  pin	  de	  salida	  analógica	  (PWN)	  se	  
generará	  una	  onda	  constante	  después	  de	  haber	  ejecutado	  la	   instrucción	  analogWrite	  
hasta	   que	   se	   llegue	   a	   ejecutar	   otra	   instrucción	   analogWrite	   (o	   una	   llamada	   a	  
digitalRead	  o	  digitalWrite	  en	  el	  mismo	  pin).	  	  
El	  siguiente	  ejemplo	  lee	  un	  valor	  analógico	  de	  un	  pin	  de	  entrada	  analógica,	  convierte	  el	  
valor	  dividiéndolo	  por	  4,	  y	  envía	  el	  nuevo	  valor	  convertido	  a	  una	  salida	  del	  tipo	  PWM	  o	  
salida	  analógica:	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valor	  =	  analogRead(pin);	  //	  asigna	  a	  valor	  lo	  que	  lee	  en	  la	  entrada	  ‘pin’	  
analogWrite(pin,	  valor);	   	  //	  escribe	  ‘valor’	  en	  el	  ‘pin’	  definido	  como	  analógico	  	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
4.4.3.8.	  Gestión	  del	  tiempo	  
• delay(ms)	  	  
Detiene	  la	  ejecución	  del	  programa	  la	  cantidad	  de	  tiempo	  en	  milisegundos	  que	  se	  indica	  
en	  la	  propia	  instrucción.	  De	  tal	  manera	  que	  1000	  equivale	  a	  1seg.	  	  
	  
• millis()	  	  
Devuelve	   el	   número	   de	   milisegundos	   transcurrido	   desde	   el	   inicio	   del	   programa	   en	  
Arduino	  hasta	  el	  momento	  actual.	  Este	  valor	  viene	  dado	  en	  formado	  long	  sin	  signo.	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delay(1000);	  	   	   	   	   	   //	  espera	  1	  segundo	  	  
int	  led	  =	  10;	   	   	   	   //	  define	  el	  pin	  10	  como	  	  ́led	  	́  
int	  analog	  =	  0;	  	   	   	   //	  define	  el	  pin	  0	  como	  	  ́analog	  	́  
int	  valor;	   	   	   	   //	  define	  la	  variable	  	  ́valor	  	́  
void	  setup(){}	   	   	   	   //	  no	  es	  necesario	  configurar	  
	   	   	   	   	   //	  entradas	  y	  salidas	  
	  
void	  loop() 	  
{	  
 valor	  =	  analogRead(analog);	   	   	  //	  lee	  el	  pin	  0	  y	  lo	  asocia	  a	  la	  variable	  
valor	  
	   	   	   	   	   	   	  	  
valor	  /=	  4;	   	   	   	   	   //	  divide	  valor	  entre	  4	  y	  lo	  reasigna	  a	  
valor	   	  
	   	   	   	   	   	   	  	  
	  
analogWrite(led,	  valor);	   	   	   //	  Escribe	  en	  el	  pin10	  valor	  
}	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
Este	   número	   se	   desbordará	   (si	   no	   se	   resetea	   de	   nuevo	   a	   cero),	   después	   de	  
aproximadamente	  9	  horas.	  	  
	  
4.4.3.9.	  Comunicación	  serie	  
• Serial.begin(rate)	  	  
Abre	  el	  puerto	  serie	  y	  fija	  la	  velocidad	  en	  baudios	  para	  la	  transmisión	  de	  datos	  en	  serie. 
El	   valor	   típico	   de	   velocidad	   para	   comunicarse	   con	   el	   ordenador	   es	   9600,	   aunque	  
pueden	  utilizarse	  otras	  velocidades	  para	  comunicarse	  con	  otro	  tipo	  de	  plataformas.	  	  
	  
Es	  obligatorio	  mencionar	  que	  cuando	  se	  utiliza	  la	  comunicación	  serie	  los	  pines	  digitales	  
0	  (RX)	  y	  1	  (TX)	  no	  puede	  utilizarse	  al	  mismo	  tiempo	  para	  otro	  cometido.	  
• Serial.println(data)	  	  
Imprime	   los	  datos	  en	  el	  puerto	   serie,	   seguido	  por	  un	   retorno	  de	   carro	  automático	   y	  
salto	  de	  línea.	  Este	  comando	  toma	  la	  misma	  forma	  que	  Serial.print(),	  pero	  es	  más	  fácil	  
para	  la	  lectura	  de	  los	  datos	  en	  el	  Monitor	  Serie.	  
El	   siguiente	   ejemplo	   toma	   de	   una	   lectura	   analógica	   pin0	   y	   envía	   estos	   datos	   al	  
ordenador	  cada	  1	  segundo.	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valor	  =	  millis();	  	  	   	   	  //	  valor	  recoge	  el	  número	  de	  milisegundos	  
void	  setup()	  	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  {	  
Serial.begin(9600);	   	  //	  abre	  el	  Puerto	  serie	  configurando	  la	  velocidad	  en	  9600	  bps	  	  
	  
}	  	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
	  
• Serial.available()	  
Devuelve	  un	  entero	  con	  el	  número	  de	  bytes	  disponibles	  para	  leer	  desde	  el	  buffer	  serie	  
o	  0	  si	  no	  hay	  ninguno.	  Si	  hay	  algún	  dato	  disponible,	  Serial.available()	  será	  mayor	  que	  0.	  
El	  buffer	  serie	  puede	  almacenar	  como	  máximo	  64	  bytes.	  	  
A	  continuación	  veremos	  un	  ejemplo	  de	  su	  uso:	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void	  setup()	  
{	  
Serial.begin(9600);	  	   	   //	  configura	  el	  puerto	  serie	  a	  9600	  bps	  
}  
void	  loop()	  	  
{ Serial.println(“Recibido”);	   	  	  
	  delay(1000);	   	   	   	   	  //	  espera	  1	  segundo	  
 }	   
int	  incomingByte	  =	  0;	  	   	  //	  almacena	  el	  dato	  serie	  
void	  setup()	  {	  
Serial.begin(9600);	   	  //	  abre	  el	  puerto	  serie,	  y	  le	  asigna	  la	  velocidad	  de	  9600	  bps	  
	  
}  
void	  loop()	  {  
if	  (Serial.available()	  >	  0)	  	   	   //	  envía	  datos	  sólo	  si	  los	  recibe	  
	  {	  incomingByte	  =	  Serial.read();	   //	  lee	  el	  byte	  de	  entrada:	  	  
Serial.print("I	  received:	  ");	  	   	   //lo	  muestra	  en	  pantalla	  
Serial.println(incomingByte,	  DEC);	  
}	  
}	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
	  
• Serial.read()	  	  
Lee	  o	  captura	  un	  byte	  (un	  carácter)	  desde	  el	  puerto	  serie. Devuelve	  el	  siguiente	  byte	  
(carácter)	  desde	  el	  puerto	  serie,	  o	  -­‐1	  si	  no	  hay	  ninguno.	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int	  incomingByte	  =	  0;	  	   	   	  //	  almacenar	  el	  dato	  serie	  
void	  setup()	  {	  
Serial.begin(9600);	  	   //	  abre	  el	  puerto	  serie	  y	  le	  asigna	  la	  velocidad	  de	  9600	  bps	  
	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  }	  	  
void	  loop()	  {	  
if	  (Serial.available()	  >	  0)	   	   //	  envía	  datos	  sólo	  si	  los	  recibe	  
{	   incomingByte	  =	  Serial.read();	   	  //	  lee	  el	  byte	  de	  entrada	  
Serial.print("I	  received:	  ");	  	   	   //	  y	  lo	  muestra	  en	  pantalla	  	  
Serial.println(incomingByte,	  DEC);	  
}	  
}	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
5.	  Programación	  en	  Android	  
5.1.	  Introducción	  	  
Android	   es	   un	   sistema	   operativo	   inicialmente	   diseñado	   para	   controlar	   dispositivos	  
móviles	   como	   pueden	   ser	   teléfonos	   (Smartphones),	   tablets,	   o	   los	   recientes	  
Smartwatches.	  Aunque	  a	  día	  de	  hoy	  existen	  versiones	  utilizadas	  en	  otros	  dispositivos	  
multimedia,	   como	   por	   ejemplo	   televisores	   (fenómeno	   SmartTV).	   En	   este	   TFG	   será	  
necesario	   usar	   Android	   para	   desarrollar	   una	   aplicación	   conjunta	   al	   programa	   escrito	  
para	  Arduino,	  la	  cual	  nos	  permita	  vincularnos	  y	  comunicarnos	  con	  él.	  
5.2.	  Historia	  
Desarrollada	  su	  primera	  versión	  por	  la	  compañía	  Android	  Inc.	  (una	  compañía	  ubicada	  
en	   Palo	   Alto,	   California)	   en	   2003,	   el	   objetivo	   era	   crear	   dispositivos	   móviles	   más	  
inteligentes,	  que	  presten	  atención	  a	  las	  preferencias	  y	  ubicación	  del	  usuario.	  Aunque	  el	  
trabajo	  de	  la	  compañía	  permaneció	  en	  relativo	  secreto,	  esta	  fue	  adquirida	  en	  2005	  por	  
Google,	   que	   ya	   por	   entonces	   mostraba	   especial	   interés	   en	   el	   mercado	   de	   los	  
dispositivos	  móviles	   inteligentes.	   Android	   Inc.	   pasó	   a	   convertirse	   en	   filial	   de	  Google,	  
respetándose	  la	  mayoría	  de	  la	  plantilla	  original	  (programadores	  y	  directivos).	  	  
Se	   empieza	   en	   ese	   momento	   a	   buscar	   acuerdos	   comerciales	   con	   operadores	  
telefónicos	  y	  fabricantes	  de	  dispositivos	  móviles,	  presentándose	  como	  una	  plataforma	  
abierta,	   actualizable	   y	   personalizable.	   El	   objetivo	   es	   la	   inclusión	   de	   Android	   como	  
sistema	  operativo	  por	  defecto	  en	  dispositivos	  de	  nueva	  manufactura.	  En	  noviembre	  de	  
2007	   Android	   es	   presentado	   al	   público	   por	   la	   Open	   Handset	   Alliance,	   consorcio	   de	  
reciente	   creación	   que	   incluye	   más	   de	   70	   empresas	   del	   sector	   de	   las	  
telecomunicaciones	   (Samsung,	   HTC,	   Qualcomm,	   Texas	   Instruments,	   Intel,	   Motorola,	  
etc.)	   lideradas	   por	   Google.	   El	   objetivo	   del	   consorcio	   es	   el	   desarrollo	   de	   estándares	  
abiertos	  para	  dispositivos	  móviles.	  Siguiendo	  esta	  filosofía	  Google	  libera	  la	  mayor	  parte	  
del	  código	  fuente	  de	  Android	  bajo	  licencia	  Apache,	  la	  cual	  es	  libre,	  gratuita	  y	  de	  código	  
abierto.	  	  
Desde	  su	  primera	  versión	  estable	  (Android	  1.0)	  presentada	  en	  septiembre	  de	  2008,	  la	  
evolución	   de	   este	   sistema	   operativo	   ha	   sido	   tan	   vertiginosa	   como	   espectacular,	  
incorporándose	   funcionalidades	   como	   pantalla	   multi-­‐táctil,	   reconocimiento	   facial,	  
búsqueda	   y	   control	   del	   dispositivo	  mediante	   comandos	   de	   voz,	   soporte	   nativo	   para	  
VoIP	   (Voice	   Over	   Internet	   Protocol),	   compatibilidad	   con	   HTML5,	   soporte	   NFC	   (Near	  
Filed	  Communications)	  y	  Bluetooth	  Low	  Energy	  y	  un	  largo	  etc.	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En	   2010	   Google	   adquiere	   Motorola	   Mobility	   (escisión	   de	   la	   compañía	   original)	  
marcando	  su	  inclusión	  en	  la	  fabricación	  hardware	  de	  dispositivos	  móviles.	  	  
En	  la	  actualidad,	  los	  últimos	  datos	  indican	  que	  Android	  acapara	  casi	  un	  80%	  de	  cuota	  
global	   de	   mercado,	   seguido	   por	   iOS	   con	   un	   13%.	   Otros	   sistemas	   operativos	   como	  
Windows	  Phone,	  BlackBerry	  OS	  o	  Symbian	  apenas	  alcanzan	  un	  7%	  en	  conjunto.	  	  
Como	  hemos	  hecho	  con	  los	  anteriores	  temas	  expuestos,	  vamos	  a	  buscar	  el	  origen	  del	  
logo	  y	  del	  nombre	  de	  este	  sistema	  operativo.	  En	  cuanto	  al	  nombre,	   la	  compañía	  que	  
desarrolló	  el	   sistema	  se	   llamaba	   también	  Android	   Inc,	  y	  ellos	  mismos	  explicaron	  que	  
este	   denominativo	  hace	   alusión	   a	   la	   novela	   de	  Philip	   K.	  Dick,	   ¿Sueñan	   los	   androides	  
con	  ovejas	  eléctricas?,	  que	  posteriormente	  fue	  adaptada	  al	  cine	  como	  Blade	  Runner.	  
Tanto	   el	   libro	   como	   la	   película	   se	   centran	   en	   un	   grupo	   de	   androides	   llamados	  
replicantes	   del	  modelo	  Nexus-­‐6.	   Google	   utilizó	  más	   adelante	   esta	   referencia	   para	   la	  
denominación	  de	  su	  producto	  Nexus	  one.	  
Con	  respecto	  al	  símbolo,	   Irina	  Blok,	   la	  diseñadora	  de	  este	  logotipo,	  aclaró	  la	  cuestión	  
sobre	  qué	  fue	  lo	  que	  realmente	  inspiró	  la	  creación	  del	  simpático	  robot,	  apodado	  Andy:	  
	  
“Este	   logo	   fue	   diseñado	   para	   ser	   el	   símbolo	   internacional	   de	   Android.	   No	   hubo	  
referencias	   culturales	   a	   ningún	   otro	   personaje	   o	   icono…	   El	   proceso	   fue	  muy	   sencillo:	  
hablamos	   con	   el	   fundador	   del	   sistema,	   que	   ya	   lo	   había	   bautizado	   como	   Android,	   y	  
claramente	   supimos	   que	   necesitábamos	   un	   logotipo	   relacionado	   con	   el	   nombre,	   y	   el	  
primer	   paso	   fue	   crear	   un	   enorme	   panel	   de	   referencias	   con	   todo	   tipo	   de	   robots.	   El	  
siguiente	   paso	   fue	   explorar	   una	   amplia	   variedad	   de	   lenguajes	   y	   direcciones	   visuales,	  
desde	   pixeladas	   a	   realistas	   o	   caricaturescas.	   Éramos	   dos	   diseñadores	   trabajando	   en	  
esto,	   pero	   al	   final	   fue	   mi	   diseño	   el	   seleccionado.	   Lo	   irónico	   es	   que	   seleccionaron	   el	  
símbolo	  más	  básico,	  de	  hecho,	  fue	  el	  primer	  boceto	  que	  creé	  en	  5	  minutos,	  y	  después	  
de	  eso	  pasé	  semanas	  ideando	  y	  bocetando	  mucho	  más”.	  
	  
En	   la	   figura	   5.1	   vemos	   algunas	   imágenes	   de	   otras	   representaciones	   visuales	   que	  
formaron	   parte	   del	   proceso	   de	   construcción	   del	   logotipo.	   En	   ella	   podemos	   ver	   un	  
amplio	  rango	  de	  formas	  robóticas.	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Figura	  5.1.	  Logotipos	  creados	  para	  la	  compañía	  Android	  
	  
5.3.	  Arquitectura	  	  
En	  la	  figura	  5.2	  podemos	  ver	  un	  diagrama	  que	  muestra	  los	  principales	  componentes	  de	  
la	  arquitectura	  de	  Android:	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Figura	  5.2.	  Arquitectura	  Android	  
	  	  
Ahora	  pasaremos	  a	  describir	  cada	  una	  de	  las	  capas	  mostradas	  en	  la	  figura.	  
	  
5.3.1.	  Aplicaciones	  
Android	   incluye	   una	   serie	   de	   aplicaciones	   básicas	   como	   un	   cliente	   de	   correo	  
electrónico,	   un	   programa	   para	   mandar	   SMS,	   calendario,	   mapas,	   navegador	   web	   o	  
contactos	   entre	   otros.	   Todas	   las	   aplicaciones	   están	   escritas	   en	   el	   lenguaje	   de	  
programación	  Java	  y	  su	  desarrollo	  es	  posible	  gracias	  al	  Android	  SDK	  que	  provee	  de	  las	  
herramientas	  e	  interfaces	  de	  programación	  necesarias.	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5.3.2.	  Framework	  de	  aplicaciones	  	  
Android	   ofrece	   a	   los	   desarrolladores	   la	   capacidad	   de	   utilizar	   cualquier	   característica	  
presente	  en	  el	  teléfono	  para	  desarrollar	  una	  aplicación,	  pudiendo	  acceder	  por	  ejemplo	  
a	  información	  de	  geolocalización	  a	  través	  del	  GPS,	  ejecutar	  servicios	  en	  segundo	  plano,	  
establecer	   alarmas,	   añadir	   notificaciones	   a	   la	   barra	   de	   estado,	   entre	   otras	   muchas	  
cosas.	  	  
Este	   sistema	  está	  pensado	  para	  poder	   reutilizar	   de	   la	   forma	  más	   sencilla	   posible	   los	  
componentes	  de	  cualquier	  aplicación	   (incluso	  de	   las	  aplicaciones	  básicas	  de	  Android,	  
ya	  que	  los	  desarrolladores	  tienen	  acceso	  total	  a	   la	  API	  utilizada	  por	  las	  mismas),	  y	  de	  
esta	  forma	  cualquier	  aplicación	  puede	  hacer	  públicas	  sus	  características	  para	  que	  otras	  
aplicaciones	  puedan	  utilizarlas	  (sujetas	  a	  posibles	  restricciones	  de	  seguridad).	  	  
En	   este	   nivel,	   situado	   entre	   las	   aplicaciones	   de	   usuario	   y	   las	   librerías	   del	   sistema,	  
encontramos	  los	  siguientes	  servicios	  disponibles:	  	  
§ Gestor	   de	   Actividades:	   se	   encarga	   de	   gestionar	   el	   ciclo	   de	   vida	   de	   las	  
aplicaciones	   así	   como	   de	   establecer	   un	   sistema	   de	   navegación	   entre	   las	  
mismas.	  	  
	  
§ Gestor	  de	  Ventanas:	  servicio	  que	  se	  encarga	  de	  ofrecer	  una	  interfaz	  de	  acceso	  
al	  gestor	  de	  ventanas	  del	  propio	  sistema	  operativo.	  	  
	  
	  
§ Proveedores	  de	  Contenido:	  que	  permiten	  a	  una	  aplicación	  acceder	  a	  los	  datos	  
de	  otras	  aplicaciones,	  como	  por	  ejemplo	  los	  datos	  de	  los	  contactos,	  y	  a	  su	  vez	  
compartir	  los	  datos	  de	  la	  propia	  aplicación	  con	  el	  resto.	  	  
	  
§ Sistema	  de	  Vistas:	  Ofrece	  un	  gran	  número	  de	  vistas	  que	  pueden	  ser	  usadas	  para	  
desarrollar	   las	   aplicaciones.	   Las	   vistas	   disponibles	   van	   desde	   las	   listas	   o	   las	  
galerías	  pasando	  por	  formularios	  para	  introducir	  texto,	  botones	  o	  un	  navegador	  
web.	  	  
	  
§ Gestor	   de	   Paquetes:	   permite	   obtener	   información	   relativa	   a	   las	   aplicaciones	  
que	  están	  instaladas	  actualmente	  en	  el	  dispositivo.	  	  
	  
§ Gestor	  de	  Telefonía:	  provee	  de	  acceso	  a	   la	   información	  relativa	  a	   los	  servicios	  
de	  telefonía	  del	  dispositivo	  como	  el	  estado	  de	  los	  mismos	  (si	  se	  está	  realizando	  
una	  llamada	  o	  no,	  etc.).	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§ Gestor	  de	  Recursos:	  da	  acceso	  a	  los	  recursos	  usados	  por	  las	  aplicaciones	  como	  
las	  imágenes,	  las	  cadenas	  de	  texto	  mostradas	  o	  los	  archivos	  XML	  en	  los	  que	  se	  
especifica	  el	  diseño	  de	  la	  interfaz.	  	  
	  
§ Gestor	   de	   Localización:	   este	   componente	   permite	   que	   las	   aplicaciones	  
obtengan	  información	  sobre	  la	  localización	  geográfica	  del	  dispositivo	  y	  puedan	  
lanzar	  algún	  evento	  en	  función	  de	  esta	  información.	  	  
	  
§ Gestor	  de	  Notificaciones:	  permite	  que	  una	  aplicación	  muestre	  una	  notificación	  
en	  la	  barra	  de	  estrado.	  	  
	  
§ Servicio	  XMPP:	  API	  que	  sirve	  para	  poder	  acceder	  a	  este	  servicio	  de	  intercambio	  
de	  mensajes	  en	  formato	  XML.	  	  
	  
5.3.3.	  Librerías	  	  
El	  conjunto	  de	  librerías	  de	  las	  que	  se	  compone	  Android	  es	  muy	  variado	  y	  extenso.	  Por	  
un	   lado	  encontramos	   las	   librerías	  base	  de	  Android,	  escritas	  en	  Java	  y	  que	  ofrecen	  un	  
conjunto	  de	   funcionalidades	   comunes	  a	   cualquier	   sistema	  operativo	  que	  pueden	   ser	  
utilizadas	   en	   tiempo	   de	   ejecución	   por	   las	   aplicaciones.	   Estas	   librerías	   se	   encuentran	  
empaquetadas	  en	  el	  archivo	  “android.jar”	  que	  se	  distribuye	  junto	  al	  SDK	  de	  Android.	  	  
Por	   otro	   lado,	   Android	   incluye	   un	   conjunto	   de	   librerías	   escritas	   en	   C	   o	   C++	   que	   son	  
usadas	   por	   los	   distintos	   componentes	   que	   lo	   integran	   y	   que	   además	   pueden	   ser	  
utilizadas	  por	  las	  aplicaciones	  a	  través	  del	  framework	  de	  aplicaciones.	  A	  continuación	  
se	  describen	  las	  principales	  características	  de	  algunas	  de	  las	  librerías	  del	  sistema:	  	  
§ Librerías	   del	   sistema	   “Bionic	   libc”:	   desarrolladas	   a	   partir	   de	   las	   librerías	  
estándar	  de	  C	  creadas	  por	  el	  organismo	  BSD	  y	  modificadas	  especialmente	  para	  
sistemas	  empotrados	  basados	  en	  Linux.	  	  
	  
§ Librerías	   multimedia:	   basadas	   en	   las	   librerías	   de	   OpenCore,	   soportan	   la	  
reproducción	  y	  grabación	  de	  un	  gran	  número	  de	  formatos	  de	  audio	  y	  video,	  así	  
como	  de	  imágenes,	  entre	  los	  que	  se	  incluyen	  MPEG4,	  H.264,	  MP3,	  AAC,	  AMR,	  
JPG	  y	  PNG.	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§ Librerías	   “Surface	  Manager”:	  estás	   librerías,	  usadas	  por	  el	  gestor	  de	  ventanas	  
del	   nivel	   superior	   de	   la	   arquitectura	   de	   Android,	   gestionan	   el	   acceso	   a	   los	  
servicios	   del	   sistema	   relacionados	   con	   la	   composición	   de	   ventanas	   para	   las	  
aplicaciones	  que	  estén	  activas	  en	  algún	  momento.	  	  
	  
§ WebKit:	   es	   un	   motor	   de	   renderizado	   utilizado	   en	   los	   navegadores	   web	   que	  
ofrece	   una	   serie	   de	   características	   básicas	   que	   permite	   el	   visionado	   de	   las	  
páginas	  web	  y	  otras	  funcionalidades	  como	  por	  ejemplo	  mantener	  un	  historial.	  	  
	  
§ SGL:	   es	   la	   librería	   utilizada	   por	   Android	   para	   dibujar	   gráficos	   en	   dos	  
dimensiones,	  texto	  o	  imágenes.	  Las	  siglas	  se	  corresponden	  con	  los	  términos	  en	  
inglés	  Skia	  Graphics	  Library,	  siendo	  Skia	  la	  compañía	  encargada	  del	  desarrollo	  
de	  esta	  librería	  escrita	  en	  C++	  y	  distribuida	  bajo	  una	  licencia	  de	  código	  abierto.	  	  
	  
§ Librerías	   3D:	   las	   cuales	   utilizan	   el	   API	   Open	   GL	   para	   sistemas	   empotrados	   y	  
permiten	  que	  los	  dispositivos	  muestren	  gráficos	  tridimensionales	  haciendo	  uso	  
de	  hardware	  específico	  para	  la	  aceleración	  de	  gráficos	  3D	  (cuando	  el	  terminal	  
lo	  posea)	  o	  bien	  mediante	  software.	  	  
	  
§ FreeType:	   estas	   librerías	   son	   utilizadas	   como	   motor	   de	   renderizado	   de	   las	  
distintas	  fuentes	  disponibles	  en	  el	  sistema.	  	  
	  
§ SQLite:	  motor	  de	  base	  de	  datos	  disponible	  para	   todas	   las	  aplicaciones	  que	  se	  
caracteriza	  por	  ser	   ligero	  y	  muy	  competo,	   implementando	  la	  mayor	  parte	  del	  
estándar	  SQL-­‐92.	  	  
	  
§ Librerías	   SSL:	   posibilitan	   la	   utilización	   de	   este	   protocolo	   para	   establecer	  
comunicaciones	  seguras.	  	  
5.3.4.	  Maquina	  Virtual	  Dalvik	  	  
Dalvik	  es	  la	  máquina	  virtual	  utilizada	  por	  los	  dispositivos	  móviles	  basados	  en	  Android.	  
La	   mayor	   diferencia	   de	   Dalvik	   frente	   a	   otras	   máquinas	   virtuales,	   o	   con	   la	   propia	  
máquina	   virtual	   de	   Java,	   es	   que	   su	   arquitectura	   está	   basada	   en	   registros	   en	  
contrapartida	   con	   la	   arquitectura	   basada	   en	   pila	   de	   estas	   otras	   máquinas	   virtuales.	  
Cada	  aplicación	  de	  Android	  ejecuta	  su	  propio	  proceso,	  con	  una	  instancia	  propia	  de	  la	  
máquina	   virtual,	   no	  obstante	  Dalvik	  ha	   sido	  diseñada	  para	  que	  un	  dispositivo	  pueda	  
ejecutar	  varias	  instancias	  de	  la	  maquina	  virtual	  de	  una	  forma	  muy	  eficiente.	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Entre	   otros	   cambios	   introducidos	   con	   el	   objetivo	   de	   optimizar	   la	   máquina	   virtual	  
Dalvik,	  esta	  se	  ha	  diseñado	  para	  ocupar	  poco	  espacio	  en	  memoria,	  como	  consecuencia	  
de	   estar	   pensada	   para	   ser	   utilizada	   por	   dispositivos	   que	   no	   disponen	   de	   una	   gran	  
cantidad	  de	  memoria	  o	  velocidad	  de	  procesamiento.	  	  
5.3.5.	  Kernel	  Linux	  	  
El	   “cerebro”	   de	   Android	   se	   basa	   en	   el	   kernel	   de	   Linux	   2.6.X	   (la	   versión	   suele	   ser	  
actualizada	   con	   cada	   nueva	   iteración	   de	   Android)	   sirviendo	   como	   una	   capa	   de	  
abstracción	  entre	  el	  hardware	  y	  el	  resto	  de	  capas	  de	  la	  arquitectura	  de	  Android.	  	  
A	  parte	  de	  esto,	   el	   kernel	   está	   encargado	  de	   gestionar	   los	   servicios	  de	   seguridad,	   la	  
gestión	  de	  la	  memoria,	  de	  los	  procesos,	  del	  protocolo	  de	  red	  o	  los	  drivers	  del	  sistema,	  
entre	  otras	  funciones.	  
5.4.	  App	  Inventor	  	  
Como	   hemos	   dicho	   anteriormente,	   el	   desarrollo	   de	   aplicaciones	   móviles	   para	   el	  
sistema	  Android	  se	  realiza	  mediante	  Java,	  pero	  para	  nuestro	  proyecto	  hemos	  buscado	  
otras	  alternativas	  a	   la	  programación	  en	  sí	  y	  hemos	  encontrado	  una	  herramienta	  que	  
nos	   parece	   realmente	   interesante	   y	   la	   hemos	   elegido	   para	   el	   desarrollo	   de	   nuestra	  
aplicación.	  
Google	   App	   Inventor	   es	   una	   plataforma	   de	   Google	   Labs	   para	   crear	   aplicaciones	   de	  
software	  para	  el	  sistema	  operativo	  Android.	  De	  forma	  visual	  y	  a	  partir	  de	  un	  conjunto	  
de	  herramientas	  básicas,	  el	  usuario	  puede	  ir	  enlazando	  una	  serie	  de	  bloques	  para	  crear	  
la	   aplicación.	   El	   sistema	  es	   gratuito	   y	   se	  puede	  descargar	   fácilmente	  de	   la	  web4.	   Las	  
aplicaciones	   fruto	   de	   App	   Inventor	   están	   limitadas	   por	   su	   simplicidad,	   aunque	  
permiten	  cubrir	  un	  gran	  número	  de	  necesidades	  básicas	  en	  un	  dispositivo	  móvil.	  
La	  aplicación	  se	  puso	  a	  disposición	  del	  público	  el	  12	  de	  julio	  de	  2010	  y	  está	  dirigida	  a	  
personas	  que	  no	  están	  familiarizadas	  con	  la	  programación	  informática,	  que	  aunque	  no	  
es	   nuestro	   caso,	   debido	   a	   la	   simplicidad	   de	   la	   aplicación	   y	   los	   pocos	   recursos	   que	  
necesita	   hemos	   decidido	   probar	   este	   nuevo	   sistema	   de	   diseño	   creado	   por	   Google	  
(símbolo	  de	  eficiencia	  y	  seguridad).	  
El	  editor	  de	  bloques	  de	  la	  aplicación	  utiliza	  la	  librería	  Open	  Blocks	  de	  Java	  para	  crear	  un	  
lenguaje	  visual	  a	  partir	  de	  bloques.	  Estas	  librerías	  están	  distribuidas	  por	  Massachusetts	  
Institute	  of	  Technology	  (MIT)	  bajo	  su	  licencia	  libre	  (MIT	  License).	  	  
	  
4	  http://appinventor.mit.edu/explore/install-­‐app-­‐inventor-­‐software.html	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El	   compilador	   que	   traduce	   el	   lenguaje	   visual	   de	   los	   bloques	   para	   la	   aplicación	   en	  
Android	   utiliza	   Kawa	   como	   lenguaje	   de	   programación,	   distribuido	   como	   parte	   del	  
sistema	  operativo	  GNU	  de	  la	  Free	  Software	  Foundation5.	  
A	  continuación	  vamos	  a	  mostrar	  algunas	  capturas	  de	  pantalla	  del	  programa,	  donde	  se	  
puede	  observar	  el	  proceso	  de	  elaboración	  de	  una	  aplicación.	  La	  figura	  5.3	  muestra	  una	  
visualización	  completa	  de	  la	  interfaz	  de	  desarrollo	  que	  nos	  ofrece	  App	  Inventor.	  En	  la	  
figura	  5.4	  podemos	  ver	  la	  paleta	  de	  elementos,	  los	  cuales	  podremos	  añadir	  a	  nuestra	  
aplicación	  y	   la	  dotarán	  de	  mayor	  funcionalidad	  (Bluetooth,	  notificaciones,	  etc.).	  En	   la	  
figura	   5.5	   vemos	   las	   características	   de	   cada	   elemento	   introducido	   en	   nuestra	  
aplicación.	  
	  
	  
Figura	  5.3.	  Interfaz	  de	  App	  Inventor	  
	  
	  
	  
	  
	  
5	  https://www.fsf.org/	  
69	  
	   	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	  	   	   	  
	  	  	  
	  
	  
Figura	  5.4.	  Paleta	  de	  elementos.	  
	  
	  
Figura	  5.5.	  Paleta	  de	  características.	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Cabe	   destacar	   que	   disponemos	   de	   dos	   vistas,	   la	   de	   la	   interfaz	   de	   aplicación,	   la	   cual	  
podremos	   modificar	   añadiendo	   tantos	   elementos	   como	   creamos	   necesarios,	  
seleccionados	   previamente	   de	   la	   paleta	   de	   la	   parte	   izquierda	   de	   la	   pantalla	   y	  
modificando	  sus	  atributos	  a	  través	  de	  la	  paleta	  de	  la	  derecha.	  
Para	   acceder	   a	   la	   vista	   de	   los	   bloques	   donde	   dotaremos	   de	   funcionalidad	   nuestra	  
aplicación	  debemos	  cambiar	  de	  vista	  gracias	  a	  los	  botones	  situados	  arriba	  a	  la	  derecha	  
según	  indica	  la	  figura	  5.6.	  
	  
Figura	  5.6.	  Interfaz	  de	  bloques.	  
	  
Una	   vez	   dentro,	   podremos	   seleccionar	   de	   la	   parte	   izquierda	   de	   la	   pantalla	   los	  
elementos	  que	  queramos	  utilizar	  y	  que	  hayan	  sido	  previamente	  añadidos	  en	  la	  interfaz	  
(podemos	   acceder	   a	   sus	   propiedades	   buscando	   el	   bloque	   correspondiente	   a	   dicha	  
propiedad).	   También	   hay	   que	   mencionar	   que	   aparte	   de	   contar	   con	   los	   elementos	  
previamente	   añadidos	   a	   la	   interfaz,	   tenemos	   otra	   serie	   de	   ellos	   sin	   los	   cuales	   la	  
programación	  se	  hace	  imposible,	  estos	  son	  los	  bucles,	  los	  comparadores,	  etc.	  	  
La	  figura	  5.7	  muestra	  algunos	  de	  los	  elementos	  que	  nos	  podemos	  encontrar	  para	  una	  
estructura	  de	  control	  como	  son	  bucles	  if	  y	  for.	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Figura	  5.7.	  Elementos	  de	  bloque	  de	  control.	  
	  
Una	   vez	   tenemos	   nuestra	   aplicación	   diseñada	   tenemos	   la	   opción	   de	   probarla	   en	   el	  
simulador	  que	  incorpora	  App	  Inventor,	  aunque	  personalmente	  (es	  la	  opción	  por	  la	  que	  
se	  ha	  optado	  durante	  nuestro	  proceso	  de	  desarrollo)	  hemos	  preferido	  descargar	  el	  apk	  
correspondiente	  a	  la	  aplicación,	  conectando	  nuestro	  dispositivo	  Android	  al	  ordenador,	  
instalarla	  y	  probarla	  de	  una	  forma	  más	  real	  que	  a	  través	  de	  un	  simulador.	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6.	  Desarrollo	  del	  proyecto	  
6.1.	  Fase	  de	  implementación	  
Una	  vez	  expuestas	  todas	  las	  tecnologías	  que	  se	  han	  usado	  en	  nuestro	  proyecto	  vamos	  
a	   ver	   como	   se	   han	   implementado,	   empezando	   por	   la	   pieza	   central	   de	   nuestro	  
desarrollo:	  el	  hardware	  Arduino.	  
6.1.1.	  Hardware	  
Al	  ser	  una	  tecnología	  nueva	  para	  nosotros	  puesto	  que	  lamentablemente	  no	  la	  hemos	  
visto	  durante	  el	  desarrollo	  de	  nuestra	  carrera,	  se	  realizó	  un	  estudio	  acerca	  de	  todas	  las	  
placas	  existentes	  y	  cual	  se	  adecuaba	  más	  a	  nuestro	  desarrollo	  (dichas	  placas	  han	  sido	  
expuestas	  en	  la	  teoría),	  para	  finalmente	  concluir	  con	  la	  decisión	  de	  escoger	  la	  Arduino	  
Uno,	  por	  ser	  la	  mas	  universal	  y	  de	  características	  aceptables	  ya	  que	  nuestro	  desarrollo	  
se	  basa	  más	  en	  las	  shields	  utilizadas	  que	  en	  la	  placa	  en	  sí.	  
6.1.1.1.	  Placa	  Arduino	  
En	  la	  figura	  6.1	  podemos	  ver	  dicha	  placa	  y	  especificar	  un	  poco	  más	  en	  profundidad	  sus	  
partes.	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Figura	  6.1.	  Especificaciones	  placa	  Arduino	  Uno.	  
	  
Como	   vemos,	   en	   la	   fila	   donde	   tenemos	   los	   pines	   digitales,	   tenemos	   al	   principio	   los	  
pines	  0	  y	  1	  que	  serán	  utilizados	  para	  la	  transmisión	  y	  recepción,	  y	  también	  tenemos,	  si	  
nos	  fijamos	  bien,	  algunos	  pines	  con	  una	  marca	  delante	  del	  número,	  estos	  son	  aquellos	  
que	  pueden	  ser	  utilizados	  como	  analógicos,	  aparte	  de	  los	  que	  ya	  tenemos	  analógicos	  
de	  por	  sí,	  que	  se	  encuentran	  en	  la	  fila	  de	  abajo.	  En	  esa	  misma	  zona	  tenemos	  los	  pines	  
de	   tierra	   (GND),	   tensión	   (5V)	  y	   reset	   (entre	  otros).	  Además	  como	  podemos	  observar	  
tenemos	   el	   conector	   para	   la	   fuente	   de	   alimentación,	   y	   el	   puerto	  USB	   para	   conectar	  
nuestra	   placa	   al	   ordenador	   (este	   mismo	   puerto	   nos	   dará	   la	   energía	   suficiente	   para	  
poder	   hacer	   funcionar	   nuestro	   proyecto	   sin	   necesidad	   de	   comprar	   una	   fuente	   de	  
alimentación).	  De	  todos	  estos	  elementos	  en	  el	  TFG	  se	  han	  usado	  varios	  pines	  digitales	  
para	   la	   conexión	   del	   módulo	   Bluetooth,	   los	   pines	   GND	   y	   VCC	   para	   alimentar	   dicho	  
módulo	  y	  el	  puerto	  de	  comunicaciones	  USB.	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6.1.1.2.	  Placa	  de	  comunicaciones	  y	  geolocalización	  	  
Justo	  encima	  de	  esta	  placa,	  colocaremos	  nuestra	  shield	  (3G	  +	  GPS	  shield),	  la	  cual	  
vemos	  en	  la	  figura	  6.2:	  
	  
Figura	  6.2.	  Especificaciones	  placa	  de	  comunicaciones	  y	  geolocalización.	  
Como	  podemos	  observar	   a	   simple	   vista,	   hemos	   escogido	   una	   de	   las	  mejores	   shields	  
que	  podemos	  encontrar,	  por	   la	  gran	  variedad	  de	  conexiones	  que	  presenta	  y	  con	  ello	  
implementaciones	   diferentes	   que	   permite.	   Entre	   todas	   estas	   cabe	   destacar	   que	  
permite	  la	  conexión	  de	  una	  cámara,	  micrófono	  y	  altavoces	  entre	  otros.	  
Por	   supuesto	   hemos	   dejado	   para	   el	   final	   las	   conexiones	  más	   importantes	   desde	  mi	  
punto	  de	  vista	   (y	   también	   las	  que	  utilizaré	  para	  el	  desarrollo)	   como	  son,	   la	  conexión	  
3G,	  GPS	  y	  la	  ranura	  para	  tarjeta	  SIM.	  
Vamos	   a	   ver	   ahora	   una	   imagen	   de	   las	   dos	   antenas	   que	   utilizaremos	   para	   las	  
conexiones,	   3G	   y	   GPS	   y	   una	   tabla	   con	   sus	   respectivas	   características.	   La	   figura	   6.3	  
muestra	  una	  imagen	  de	  la	  antena	  3G	  utilizada	  mientras	  que	  en	  la	  tabla	  6.1	  podemos	  
ver	   las	   características	   de	   dicha	   antena,	   en	   la	   que	   podemos	   ver	   datos	   como	   la	  
polarización	  horizontal,	   la	   frecuencia	  de	   trabajo	  de	  2.1	  GHz,	   la	  ganancia	  de	  2.14	  dBi,	  
etc.	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Figura	  6.3.	  Antena	  3G.	  
Frecuencia	   3G	  (UMTS	  2.1	  GHz)	  
Impedancia	   50	  Ohms	  
Polarización	  	   Horizontal	  
Ganancia	   2.14	  dBi	  
VSWR	   <2:1	  
Potencia	   25W	  
Conector	   UFL	  
Tamaño	   114mm	  x	  9mm	  
Temperatura	  de	  funcionamiento	   -­‐40ºC	  to	  +85ºC	  
	  
Tabla	  6.1.	  Características	  antena	  3G.	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A	  continuación	  podemos	  ver	  en	  la	  figura	  6.4	  una	  imagen	  de	  la	  antena	  utilizada	  para	  la	  
localización	  GPS	  mientras	  que	  en	   la	   tabla	  6.2	  podemos	  ver	   sus	   características	  que	  al	  
igual	   que	   para	   la	   anterior	   antena	   podemos	   destacar	   su	   frecuencia	   de	   trabajo	   de	  
1575.42	  MHz,	  la	  impedancia	  de	  50	  Ohms,	  la	  ganancia	  en	  el	  rango	  de	  24-­‐26	  dBi,	  etc.	  
	  
	  
Figura	  6.4.	  Antena	  GPS.	  
Frecuencia	   GPS	  1575.42	  MHz	  
Impedancia	   50	  Ohms	  
Polarización	  	   RHCP	  
Ganancia	   24-­‐26	  dBi	  
Voltaje	   3V	  to	  5V	  
Conector	   UFL	  
Tamaño	   14mm	  x	  14mm	  x	  8.1mm	  
Temperatura	  de	  funcionamiento	   -­‐40ºC	  to	  +85ºC	  
	  
Tabla	  6.2.	  Características	  antena	  GPS.	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Estas	  dos	  antenas	  irán	  conectadas	  a	  la	  shield	  por	  medio	  de	  los	  siguiente	  conectores	  tal	  
y	  como	  se	  muestra	  en	  la	  figura	  6.5.	  
	  
	  
Figura	  6.5.	  Conectores	  Shield-­‐Antenas.	  
En	  la	  figura	  6.5	  podemos	  ver	  3	  conectores	  de	  antena	  donde	  dos	  son	  para	  el	  3G	  y	  uno	  
para	  el	  GPS.	  El	  main	   	  antenna	  connector	  será	  el	  que	  utilicemos	  como	  norma	  general	  
para	  la	  antena	  de	  3G	  teniendo	  el	  sub	  antenna	  connector	  para	  utilizarlo	  en	  los	  casos	  en	  
los	  que	  la	  cobertura	  o	  rendimiento	  de	  la	  antena	  conectada	  a	  main	  antenna	  connector	  
no	   sea	   el	   adecuado.	   En	   este	   caso	   se	   puede	   conectar	   una	   segunda	   antena	   al	   sub	  
antenna	  connector.	  
	  
6.1.1.3.	  Módulo	  Bluetooth	  
El	  siguiente	  dispositivo	  que	  complementará	  a	  nuestro	  Arduino	  y	  potenciará	  su	  
funcionalidad	  es	  el	  módulo	  Bluetooth,	  en	  este	  caso	  hemos	  escogido	  el	  módulo	  HC-­‐06	  
tal	  y	  como	  se	  muestra	  en	  la	  figura	  6.6.	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Figura	  6.6.	  Módulo	  Bluetooth.	  
En	   dicho	   módulo	   podemos	   observar	   varias	   patillas	   para	   las	   conexiones,	   las	   cuales	  
indicaremos	  a	  continuación.	  La	  patilla	  RXD	  la	  conectaremos	  a	  nuestro	  pin	  digital	  de	  TX	  
de	   Arduino,	   lo	   mismo	   haremos	   con	   la	   patilla	   TXD	   pero	   en	   sentido	   contrario,	   la	  
conectaremos	   con	   el	   pin	   digital	   RX	   utilizado	   en	   Arduino,	   después	   conectaremos	   la	  
patilla	   GND	   al	   pin	   GND	   propio	   del	   Arduino	   y	   por	   último	   alimentaremos	   el	   módulo	  
conectando	  la	  patilla	  VCC	  al	  pin	  5V	  de	  Arduino.	  
Una	   vez	   expuestos	   todos	   estos	   componentes,	   nuestro	   diseño	   hardware	   para	   el	  
Arduino	  estaría	  listo	  a	  falta	  solo	  de	  introducir	  una	  tarjeta	  SIM	  de	  cualquier	  operador	  en	  
la	  ranura	  correspondiente.	  
	  
6.1.1.4.	  Ensamblado	  	  
Ahora	   vamos	   a	   ver	   el	   proceso	   de	   ensamblado	   de	   los	   distintos	   componentes	   del	  
hardware.	  
En	  la	  figura	  6.7	  se	  muestra	  el	  primer	  paso,	  la	  unión	  de	  la	  placa	  Arduino	  Uno	  y	  la	  shield	  
3G+	  GPS.	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Figura	  6.7.	  Ensamblado	  Arduino	  Uno	  y	  shield	  3G	  +	  GPS.	  
En	  la	  figura	  6.8	  añadiremos	  al	  bloque	  de	  hardware	  las	  antenas	  3G	  y	  GPS.	  
	  
Figura	  6.8.	  Incorporación	  de	  las	  antenas	  3G	  y	  GPS.	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Para	  terminar,	  añadiremos	  el	  módulo	  Bluetooth	  el	  cual	  vemos	  en	  las	  figuras	  6.9	  y	  6.10.	  
	  
Figura	  6.9.	  Conexión	  de	  los	  pines	  TXD	  y	  RXD	  a	  los	  pines	  6	  y	  7	  de	  la	  shield.	  
	  
Figura	  6.9.	  Conexión	  de	  VCC	  y	  GND	  del	  módulo	  a	  la	  shield.	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Mientras	  que	  en	  la	  figura	  6.10	  podemos	  ver	  el	  ensamblado	  final.	  
	  
Figura	  6.10.	  Ensamblado	  final.	  
6.1.2.	  Software	  
Una	   vez	   seleccionado	   y	   descrita	   la	   interconexión	   del	   material	   con	   el	   que	   vamos	   a	  
desarrollar	   nuestro	   proyecto,	   es	   necesario	   desarrollar	   un	   código	   que	   nos	   permita	  
implementar	   cada	   una	   de	   las	   distintas	   funcionalidades	   anteriormente	   descritas	   y	  
validar	  que	  dicho	  código	  es	  compilado	  y	  ejecutado	  correctamente	  por	  nuestra	  placa	  y	  
shields.	  
La	   forma	   en	   la	   que	   hemos	   abordado	   este	   desarrollo	   ha	   consistido	   en	   dividir	   las	  
funcionalidades,	  es	  decir,	  hemos	  trabajado	  por	  separado	  con	  el	  GPS	  y	  con	  el	  envío	  del	  
SMS	  por	  parte	  de	  Arduino	  para	  luego	  poder	  integrarlo	  todo	  junto	  en	  un	  solo	  sketch	  (se	  
denomina	   sketch	   a	   una	   parte	   de	   código	   fuente	   listo	   para	   abrir	   con	   el	   entorno	   de	  
desarrollo	  integrado	  de	  Arduino	  y	  ser	  cargado	  sobre	  nuestro	  dispositivo).	  
Para	   la	   comprobación	   del	   funcionamiento	   del	   dispositivo	   GPS	   no	   ha	   sido	   necesario	  
diseñar	   ninguna	   aplicación	   en	   App	   Inventor	   puesto	   que	   el	   mismo	   ordenador	   nos	  
permitía	  ver	  su	  correcto	  funcionamiento	  a	  través	  del	  Monitor	  Serie.	  
Una	  vez	  probado	  que	   la	   funcionalidad	  básica	  de	  nuestro	  dispositivo	  era	   la	  esperada,	  
hemos	  procedido	  a	  desarrollar	  la	  siguiente,	  el	  envío	  SMS.	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Para	  ello	  hemos	  desarrollado	  conjuntamente	  un	  código	  que	  permitiese	  enviar	  un	  SMS	  
a	   un	   número	   introducido	   desde	   nuestra	   aplicación,	   y	   se	   ha	   enlazado	   previamente	  
ambos	  dispositivos	  (móvil	  y	  Arduino)	  por	  medio	  del	  Bluetooth.	  	  
Tras	  comprobar	  que	  este	  apartado	  del	  desarrollo	  también	  se	  realizaba	  correctamente,	  
no	  nos	  quedaba	  más	  que	  combinar	  ambas	   funcionalidades	  en	  un	  solo	  sketch	  y	  crear	  
una	   aplicación	   Android	   final,	   con	   la	   que	   se	   pudiese	   enlazar	   el	   dispositivo	  móvil	   con	  
Arduino,	  para	  poder	  enviarle	  una	  vez	  comunicados,	  el	  número	  de	  teléfono	  al	  que	  debe	  
enviar	  el	  SMS	  en	  caso	  de	  pérdida	  de	  conexión	  de	  manera	  inesperada.	  
Vamos	  a	  ver	  en	  la	  figura	  6.11	  el	  aspecto	  final	  de	  nuestra	  aplicación	  en	  App	  Inventor.	  
	  
Figura	  6.11.	  Aplicación	  Android	  final.	  
	  
En	   la	   figura	   6.12	   se	   muestra	   un	   flujograma	   que	   representa	   la	   lógica	   de	   nuestro	  
programa	  en	  Arduino.	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Figura	  6.12.	  Flujograma	  del	  programa	  de	  Arduino.	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El	   funcionamiento	   del	   flujograma	   tal	   y	   como	   se	   puede	   ver	   en	   la	   figura	   6.12	   es	   el	  
siguiente.	  Tras	  cargar	  el	   código	  en	  Arduino,	   se	  conectan	   todos	   los	   componentes	  y	   lo	  
que	  hace	  Arduino	  es	  ponerse	  en	  espera	  hasta	  que	  recibe	  algún	  dato,	  esto	  se	  da	  una	  
vez	  hemos	  vinculado	  la	  aplicación	  por	  medio	  del	  Bluetooth.	  
Hecho	   esto,	   mandamos	   el	   número	   de	   teléfono	   a	   Arduino	   quien	   esta	   comprobando	  
constantemente	  si	  se	  ha	  recibido	  algo	  por	  medio	  del	  Bluetooth,	  y	  si	  es	  así,	  lo	  almacena	  
en	   la	   variable	   correspondiente	   al	   número	   de	   teléfono	   y	   pasa	   al	   siguiente	   bloque	   de	  
código	   donde	   está	   testeando	   constantemente	   que	   la	   conexión	   Bluetooth	   con	   la	  
aplicación	  sigue	  estando	  activa	  por	  medio	  de	  la	  recepción	  por	  parte	  de	  Arduino	  de	  un	  
carácter	  (en	  este	  caso	  la	  letra	  c)	  enviado	  periódicamente	  desde	  la	  aplicación.	  
Una	  vez	  llegados	  a	  este	  punto	  pueden	  ocurrir	  dos	  situaciones:	  
• Que	  desde	  la	  aplicación	  se	  elimine	  la	  vinculación	  entre	  dispositivos	  por	  medio	  
del	  envío	  de	  un	  comando	  a	  Arduino	  el	  cual	  lo	  reconoce	  y	  vuelve	  a	  ponerse	  en	  
modo	  escucha	  para	  esperar	  a	  que	  se	  le	  envíe	  otro	  número	  de	  teléfono.	  	  
• La	  otra	  opción	  es	  que	  se	  pierda	  la	  conexión	  de	  forma	  inesperada,	  si	  esto	  ocurre,	  
el	  hardware	  Arduino	  comienza	  a	  activar	  su	  modo	  GPS	  y	  lo	  primero	  que	  hace	  es	  
localizar	  la	  posición	  en	  la	  que	  se	  encuentra	  y	  una	  vez	  la	  tiene	  entra	  en	  el	  modo	  
SMS	  y	  se	  la	  envía	  al	  móvil	  almacenado	  previamente.	  Por	  último,	  una	  vez	  hecho	  
el	  envío,	  el	  Arduino	  vuelve	  al	  modo	  escucha,	  el	  cual	  es	  su	  modo	  principal	  y	  a	  
partir	  del	  cual	  comienza	  a	  trabajar.	  
Todo	  el	  desarrollo	  de	  Arduino	  esta	  estructurado	  en	  bloques	  de	  código	  divididos	  según	  
la	  funcionalidad	  que	  realice	  cada	  uno	  ya	  que	  de	  esta	  manera	  nos	  es	  mas	  fácil	  localizar	  
posibles	  fallos	  o	  incluir	  mejoras	  sin	  afectar	  a	  otras	  funcionalidades.	  
En	   cuanto	   a	   la	   aplicación	   Android,	   está	   diseñada	   para	   que	   lo	   primero	   que	   haga	   sea	  
cargar	   la	   lista	   de	   dispositivos	   Bluetooth	   que	   detecta,	   una	   vez	   hecho	   esto	   pasa	   a	   la	  
vinculación	  del	   teléfono.	   Cuando	   ya	   se	   ha	   realizado	   todo	  esto	   tiene	  dos	   opciones,	   o	  
desvincula	   el	   teléfono	   y	   añade	   otro	   o	   directamente	   se	   desconecta	   del	   dispositivo	  
Arduino.	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6.2.	  Comentarios	  del	  los	  vídeos	  
En	  los	  archivos	  adjuntos	  al	  PDF	  se	  puede	  ver	  el	  funcionamiento	  del	  proyecto	  que	  paso	  
a	  describir	  ahora.	  
• TFG-­‐1:	  
Lo	  primero	  que	  hacemos	  una	  vez	  están	  conectados	  ambos	  dispositivos	  es	  vincularlos	  
por	   medio	   del	   Bluetooth.	   Esto	   se	   puede	   comprobar	   porque	   el	   led	   del	   módulo	  
Bluetooth	  deja	  de	  parpadear	  para	  ponerse	  fijo.	  
Una	  vez	  vinculados,	  añadimos	  el	  número	  de	  teléfono	  al	  que	  queremos	  que	  le	  llegue	  el	  
SMS.	  Se	  puede	  ver	  en	  el	  vídeo	  que	  cuando	  lo	  introducimos	  y	  se	  lo	  enviamos	  nos	  da	  un	  
error	  aunque	  a	  continuación	  nos	  deja	  enviarlo	  perfectamente.	  Este	  error	  es	  debido	  a	  la	  
baja	  calidad	  del	  teléfono	  móvil	  (tiene	  mucho	  tiempo	  y	  no	  funciona	  correctamente)	  y	  a	  
la	  del	  módulo	  ya	  que	  se	  puede	  ver	  que	  cuando	  se	  produce	  este	  error	  el	  led	  del	  módulo	  
parpadea	  lo	  que	  quiere	  decir	  que	  por	  un	  momento	  se	  ha	  perdido	  la	  conexión	  aunque	  
como	  vemos	  al	  volver	  a	  darle	  a	  vincular	  vuelve	  a	  estar	  fijo.	  	  
Una	   vez	   introducido	   el	   número,	   simulamos	   que	   perdemos	   la	   conexión	   Bluetooth	   de	  
forma	  inesperada	  quitando	  la	  alimentación	  del	  módulo.	  
Una	  vez	  hecho	  esto,	  vemos	  en	  la	  pantalla	  como	  el	  GPS	  comienza	  a	  buscar	  su	  ubicación	  
(tarda	  un	  poco	  porque	  el	  dispositivo	  no	  funciona	  bien	  en	  lugares	  con	  edificios,	  aunque	  
creo	  que	  aun	  así	  el	  tiempo	  de	  reacción	  es	  bueno).	  
Por	   último,	   una	   vez	   localizado	   el	   punto,	   lo	   envía	   por	   SMS	   al	   móvil	   introducido	  
previamente.	  
• TFG-­‐2:	  
El	  procedimiento	  es	  similar	  al	  vídeo	  descrito	  anteriormente.	  	  
Lo	   primero	   que	   hacemos	   es	   establecer	   la	   conexión	   por	   medio	   del	   Bluetooth	   entre	  
Arduino	  y	  el	  dispositivo	  móvil.	  
Una	  vez	  conectados	  pasamos	  a	  vincular	  el	  número	  de	  teléfono	  en	  la	  aplicación	  móvil	  
encontrándonos	  el	  mismo	  problema	  que	  en	  el	  primer	  video	  y	  es	  que	  falla	  en	  el	  primer	  
intento	  de	  vinculación	  y	  es	  necesario	  darle	  otra	  vez	  al	  botón	  de	  vincular.	  Este	  problema	  
es	  ajeno	  a	  la	  aplicación	  y	  es	  problema	  del	  móvil	  (antigüedad,	  fallo	  en	  su	  sistema,	  etc.)	  	  
como	   se	   puede	   ver	   por	   la	   notificación	   que	   no	   sale	   por	   parte	   del	   sistema	   operativo	  
Android.	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Una	   vez	   hemos	   conseguido	   la	   vinculación,	   con	   el	   dispositivo	   móvil	   en	   la	   mano,	  
comenzamos	  a	  andar	  y	  nos	  alejamos	  de	  Arduino	  para	  buscar	  el	  límite	  de	  la	  conexión.	  
Este	  límite	  los	  encontramos	  en	  el	  intervalo	  aproximado	  de	  50-­‐60	  metros.	  
Cuando	   hemos	   perdido	   la	   conexión	   pasamos	   a	   observar	   la	   pantalla	   del	   ordenador	  
donde	   vemos	   como	   el	   dispositivo	  GPS	   busca	   su	   ubicación	   y	   una	   vez	   la	   tiene	   pasa	   a	  
enviarla.	  
Por	   último,	   podemos	   ver	   como	   recibimos	   el	   SMS	   en	   el	   número	   de	   teléfono	   elegido	  
previamente.	  
En	  las	  figuras	  6.13	  y	  6.14	  podemos	  ver	   la	  distancia	  (50-­‐60	  metros)	  entre	  Arduino	  y	  el	  
dispositivo	  móvil	  con	  la	  que	  se	  logra	  perder	  la	  conexión	  Bluetooth.	  
	  
	  
Figura	  6.13.	  Pérdida	  de	  conexión	  superando	  límite	  de	  distancia	  (1).	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Figura	  6.14.	  Pérdida	  de	  conexión	  superando	  límite	  de	  distancia	  (2).	  
	  
6.3.	  Resultados	  y	  Conclusiones	  
El	  objetivo	  de	  este	  proyecto	  era	  el	  desarrollo	  simultaneo	  de	  un	  programa	  en	  Arduino	  
que	   cumpliese	   las	   funcionalidades	   del	   uso	   del	   GPS	   y	   envío	   SMS	   bajo	   ciertas	  
condiciones.	  A	  su	  vez	  se	  debía	  desarrollar	  una	  aplicación	  para	  Android	  con	   la	  que	  se	  
pudiese	  vincular	  el	  Arduino	  y	  de	  esta	  manera	  comunicarse	  con	  él.	  
Si	   dividimos	   el	   desarrollo	   según	   la	   tecnología	   utilizada	   (aunque	   a	   la	   hora	   de	  
desarrollarlo	  es	  imposible	  hacerlo	  así	  pues	  es	  necesaria	  la	  comunicación	  entre	  ambas	  
plataformas)	  para	  poder	  hacer	  una	  evaluación,	  diremos	  que	  con	  Arduino	  se	  cumplen	  
todos	   los	   propósitos	   marcados	   y	   ello	   permite	   que	   este	   proyecto	   haya	   podido	  
desarrollarse,	  pues	  es	  la	  pieza	  fundamental	  del	  desarrollo.	  	  
Cierto	  es	  que	  también,	  como	  era	  de	  esperar,	  fue	  la	  parte	  que	  más	  trabajo	  costó	  ya	  que	  
entre	  otras	  dificultades	  está	  la	  de	  hacer	  distintas	  comunicaciones	  en	  un	  mismo	  sketch	  
para	  el	  uso	  del	  GPS	  y	  posteriormente	  el	  envío	  del	  SMS	  mediante	  comandos	  AT.	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En	  cuanto	  a	  la	  parte	  de	  Android,	  quizás	  fue	  la	  “más	  sencilla”	  de	  implementar	  debido	  a	  
que	   encontramos	   la	   plataforma	   App	   Inventor	   que	   nos	   permitió	   no	   tener	   que	  
desarrollar	  grandes	  cantidades	  de	  código	  si	  no	  que	  gracias	  a	  su	  sistema	  de	  bloques	  se	  
pudo	   implementar	   la	   funcionalidad	   básica	   de	   manera	   eficiente,	   habiendo	   realizado	  
antes	  pequeños	  ensayos	  para	  adaptarnos	  a	  esta	  plataforma	  y	  descubrir	  hasta	  donde	  
podíamos	  llegar.	  
	  
Como	   se	  muestra	   en	   los	   vídeos	   adjuntos	   al	   PDF,	   se	   cumple	   el	   objetivo	   de	   recibir	   la	  
ubicación	   de	   la	   persona	   portadora	   del	   Arduino	   mediante	   el	   SMS	   al	   móvil	   receptor	  
previamente	  introducido	  en	  la	  aplicación.	  Por	  supuesto	  esto	  es	  sólo	  un	  prototipo	  de	  lo	  
que	   puede	   convertirse	   en	   un	   gran	   proyecto	   de	   desarrollo,	   el	   cual	   se	   estudiará	  
posteriormente.	  	  
En	   la	   figura	   6.15	   se	   muestra	   una	   imagen	   del	   SMS	   recibido	   en	   el	   móvil	   que	   es	   el	  
resultado	  final	  del	  proyecto.	  
	  
Figura	  6.15.	  Ubicación	  recibida	  mediante	  el	  SMS.	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El	  proyecto	  ha	  sido	  motivante	  y	  excitante	  desde	  el	  punto	  de	  vista	  del	  ingeniero,	  pues	  
aparte	  de	  poder	  demostrar	  todo	   lo	  que	  uno	  es	  capaz	  de	  desarrollar	  por	  si	  mismo,	  se	  
han	  descubierto	  nuevas	   tecnologías	  no	  vistas	  en	   la	   carrera	  que	  abren	  un	  abanico	  de	  
posibilidades	  a	  futuros	  desarrollos.	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http://comohacer.eu/analisis-­‐comparativo-­‐placas-­‐arduino-­‐oficiales-­‐compatibles/	  
https://es.wikipedia.org/wiki/Universal_Serial_Bus	  
-­‐ Android	  
https://www.unocero.com/2013/09/23/la-­‐historia-­‐de-­‐android/	  
http://www.androidsis.com/la-­‐verdadera-­‐historia-­‐de-­‐android-­‐nacimiento-­‐del-­‐
sistema-­‐operativo-­‐2003/	  
http://androidos.readthedocs.org/en/latest/data/historia/	  
http://martinmolina.net/ecuador/AppInventor.pdf	  
https://es.wikipedia.org/wiki/App_Inventor	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8.	  Anexo:	  Especificaciones	  hardware	  
En	   este	   Anexo	   se	   mostrarán	   las	   especificaciones	   técnicas	   de	   algunos	   de	   los	  
componentes	  de	  este	  desarrollo	  hardware	  que	  no	  han	  sido	  vistas	  en	  el	  proyecto.	  
Comenzaremos	  por	  el	  Arduino	  Uno,	  donde	  veremos	  en	  la	  figura	  8.1	  la	  propia	  placa	  con	  
cada	  una	  de	  sus	  distintas	  partes	  identificadas,	  en	  la	  figura	  8.2	  veremos	  un	  esquemático	  
de	  las	  conexión	  y	  por	  último,	  en	  la	  tabla	  8.1,	  veremos	  algunas	  de	  sus	  especificaciones	  
más	  importantes.	  
	  
Figura	  8.1.	  Componentes	  placa	  Arduino	  Uno.	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Figura	  8.2.	  Esquemático	  Arduino	  Uno.	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Microcontrolador	   Atmega328P	  
Voltaje	  de	  operación	  	   5V	  
Voltaje	  de	  entrada	  (recomendado)	   7	  V	  –	  12	  V	  
Voltaje	  de	  entrada	  (límite)	   6	  V	  –	  20	  V	  
Pines	  para	  entrada/salida	  digital	   14	  (6	  pueden	  usarse	  como	  salida	  de	  
PWM)	  
Pines	  de	  entrada	  analógica	  	   6	  
Corriente	  continua	  por	  pin	  IO	   20	  mA	  
Corriente	  continua	  en	  el	  pin	  3.3V	  	   50	  mA	  
Memoria	  Flash	   32	  KB	  (0.5	  KB	  ocupados	  por	  el	  
bootloader)	  
SRAM	   2	  KB	  
EEPROM	   1	  KB	  
Frecuencia	  de	  reloj	   16	  MHz	  
Longitud	  	   68,6	  mm	  
Anchura	   53,4	  mm	  
Peso	   25	  g	  
	  
Tabla	  8.1.	  Especificaciones	  Arduino	  Uno.	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A	  continuación	  vamos	  a	  ver	  en	  la	  figura	  8.3	  un	  esquemático	  de	  la	  shield	  3G	  +	  GPS	  y	  una	  
visualización	  detallada	  de	  la	  placa	  en	  la	  figura	  8.4.	  
	  
	  
Figura	  8.3.	  Esquemático	  shield	  3G	  +	  GPS.	  
	  
	  
	  
Figura	  8.4.	  Shield	  3G	  +	  GPS	  detallada.	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Por	  último	  veremos	  en	  la	  figura	  8.5	  el	  esquemático	  del	  módulo	  Bluetooth	  HC-­‐06	  
utilizado	  y	  la	  tabla	  8.2	  con	  sus	  especificaciones.	  
	  
	  
	  
Figura	  8.5.	  Esquemático	  módulo	  Bluetooth.	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Protocolo	  Bluetooth	   V	  2.0	  
Frecuencia	   2.4	  GHz	  
Potencia	  de	  emisión	  	   ≤	  6	  dBm	  
Alcance	   5	  a	  10	  m	  
Sensibilidad	   ≤	  -­‐80	  dBm	  
Seguridad	   Autenticación	  y	  encriptación	  (Contraseña	  por	  
defecto:	  1234)	  
Consumo	  de	  corriente	   30	  mA	  -­‐	  40	  mA	  
Voltaje	  de	  operación	  	   3.3	  V	  -­‐	  6	  V	  
Temperatura	  de	  operación	  	   -­‐25	  ºC	  -­‐	  +75	  ºC	  
Tasa	  de	  baudios	   1200,	  2400,	  4800,	  9600,	  19200,	  38400,	  57600,	  
115200	  
Longitud	   4,4	  cm	  
Anchura	   1,6	  cm	  
	  
Tabla	  8.2.	  Especificaciones	  módulo	  Bluetooth.	  
	  
	  
Las	  especificaciones	  de	  los	  demás	  elementos	  hardware	  utilizados	  (antenas)	  ya	  han	  sido	  
expuestas	  en	  su	  apartado	  correspondiente	  del	  trabajo.	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