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Abstract. As software becomes more complex, more sophisticated development and maintenance methods are 
needed to ensure software quality. Computer-aided prototyping achieves this via quickly built and iteratively up- 
dated prototypes ofthe intended system. This process requires automated support for keeping track of many in- 
dependent changes and for exploring different combinations of alternative changes and refinements. This article 
formalizes the update and change merging process, extends the idea to multiple changes to the same base pro- 
totype, and introduces a new method of slicing prototypes. Applications of this technology include automatic 
updating of different versions of existing software with changes made to the baseline version of the system, in- 
tegrating changes made by different design teams during development, and checking consistency after integration 
of seemingly disjoint changes to the same software system. 
Key Words: Software, automation, computer-aided prototyping, maintenance, formal models, oftware engineering, 
software merging, change integration, case tools, slicing. 
1. Introduction 
Software development is an ever-increasing and complex industry. As software systems gain 
sophistication and maintaining them becomes more difficult, automated software develop- 
ment methods and the supporting formal models must be devised to increase reliability 
and decrease post-development maintenance effort. 
Computer-aided prototyping is one such method to reduce maintenance costs by making 
the original requirements conform more closely to the real needs of the users. Systems 
correctly implementing an accurate set of requirements have lower maintenance osts because 
there are fewer surprises when the system is put into actual use. An appreciable part of 
the maintenance activity can be carried out by changing and updating the prototype rather 
than repeatedly updating the production version of the intended system. This is useful because 
the prototype description can be significantly simpler than the production code if the pro- 
totype is expressed in a notation tailored to support modifications, and the software tools 
in the computer-aided prototyping environment can help carry out the required modifica- 
tions rapidly [12]. Prototyping a software system using tools decreases development time 
and increases maintainability because it reduces customer dissatisfaction with the delivered 
system [14]. 
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The designers construct and change prototypes of the intended systems quickly to meet 
the customer's desires during the requirements analysis phase. The designers need automated 
tools that will allow several changes to a base version of a software prototype to be 
automatically combined as well as automatically propagated through multiple alternative 
versions of the prototype. Formal models are the keys and foundations for building such 
automated tools. 
Change merging is the process of automatically combining the effects of several changes 
to a software system. Change merging has been studied in the context of software maintenance 
and conventional methods for software development. Early version control systems uch 
as SCCS [18] and RCS [20] provide primitive change merging facilities based on string 
editing operations on the source text without considering the effects on program behavior. 
However automated tools must provide guarantees regarding program behavior to be trusted 
by designers. Semantically based change merging seeks to construct a program whose 
behavior agrees with the changed version in all situations where the behavior of a changed 
version differs from the behavior of the base version. The behavior of the constructed pro- 
gram should agree with the base version for all situations where the behaviors of all the 
changed versions agree with the behavior of the base. The problem for functional pro- 
grams was considered in [2]. Semantically based change merging based on program slic- 
ing [21] and data-flow analysis has been studied for imperative while-programs [16, 10]. 
A general theory of change merging that can apply to any kind of programming language 
is described in [4], along with a high resolution approach to change merging for while- 
programs based on specifications and meaning functions [3]. An initial exploration of change 
merging models for the prototyping language PSDL can be found in [8]. 
Change merging is an important aspect of computer-aided prototyping because the pro- 
totyping process is characterized byrapid and extensive changes. The computer-aided pro- 
totyping system (CAPS) [12] is a computer-aided prototyping environment comprised of 
a software database system, an execution support system, and a user interface that helps 
designers to develop rototypes. The software database system manages changes to multi- 
ple versions of prototype designs and provides an expert system to select and retrieve reusable 
components from the software base. The design database provides concurrency ontrol func- 
tions, which allow multiple designers to update the parts of the prototype without risk of 
unintentional interference. In the interests of minimizing delay, the design database will 
not lock out access to any part of the design, even while the design is being updated. In- 
stead, the system will allow the previous version of the component to be examined and 
updated. Such a parallel update will split off a new branch or variation in the version history 
[13]. The system will provide a warning that a new version is currently in preparation and 
information about he reason the component is being modified (i.e., some particular new 
or modified requirement) on request. The methods proposed in this article provide automated 
support for combining both branches of a split resulting from parallel updates to produce 
a version that incorporates the effects of both of the updates. 
Our goal is to develop a tool for the CAPS system that will support automatic merging 
of different versions of a prototype. We have developed a model that shows that it is possi- 
ble to correctly perform a merge operation in most cases [8]. This article formalizes the 
change process for the Prototyping System Design Language (PSDL), a design-based 
language written specifically for CAPS, and uses this formalization to strengthen our merging 
model. 
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2. Prototyping in CAPS 
Computer-aided prototyping allows the user to get a better handle on his or her requirements 
early in the conceptual phase of design development and use automated tools to rapidly 
create "a concrete xecutable model of selected aspects of a proposed system" [12], to 
allow the user to view the model and to make comments early. The prototype is then rapidly 
reworked and redemonstrated to the user over several iterations until the designer and the 
user have a precise view of what the system should do. This process produces a validated 
set of requirements hat become the basis for implementing the final product [12]. The 
prototype can also become part of the final product. In some prototyping methodologies, 
the prototype is an executable shell of the final system, containing only a subset of the 
system's ultimate functionality. After the prototype is approved by the customer, the holes 
are filled in and the system is delivered. In this approach to computer-aided prototyping, 
software systems can be delivered incrementally as parts of the system become fully opera- 
tional [12]. 
CAPS, a computer-aided software development environment, supports prototyping of 
embedded hard real-time systems [12]. CAPS reduces the effort of the prototype designer 
by providing an integrated set of tools that help design, translate, and execute the prototypes, 
along with a language in which to design and program the prototypes. 
The Prototype System Description Language (PSDL) is the prototyping language 
associated with CAPS [11]. It was created to provide the designer with a simple way to 
abstractly specify software systems. A PSDL program is a set of PSDL operators and data 
types, containing zero or more of each. PSDL operators and types consist of a specifica- 
tion and an implementation. The specification defines the external interfaces of each operator 
through a series of interface declarations, provides timing constraints, and describes the 
functionality of the operator through the use of formal and informal descriptions. The im- 
plementation can either be in PSDL or Ada. PSDL implementations are data flow diagrams 
augmented with a set of data stream definitions and a set of control and timing constraints. 
3. Changing Prototypes 
A current focus of CAPS is formalization of the change process. To discuss the merging 
of changes made to a prototype, we must first provide a mathematical model of the change 
process. 
PSDL prototypes can be considered iterative versions of a software system. If S is the 
intended final version of the software system, then each successive iteration of the proto- 
type can be viewed as an element of a sequence Si, where l im i~ Si = S. Each prototype 
Si is modelled as a graph Gi = (Vi, Ei, Ci), where 
1. Vi is a set of vertices. Each vertex can be an atomic operator or a composite operator 
modelled as another graph. 
2. El is a set of data streams. Each edge is labelled with the associated variable name. 
There can be more than one edge between two vertices. There can also be edges from 
an operator to itself, representing state variable data streams. 
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3. Ci is a set of timing and control constraints imposed on the operators in version i of 
the prototype. 
The prototype designer repeatedly demonstrates versions of the prototype to users, and 
designs the next version based on user comments. The change from the graph representing 
the ith version of the prototype to the graph representing the (i + 1)st version can be 
described in terms of graph operations by the following equations: 
Si+ 1 = (V i+l ,  E i+ l ,  C i+ l )  = S i + AS  i 
ASI = (VAi, VRi, EAi, Eei, CAi, cei) where  
Vi+ 1 - V i = VAi: The  
Vi - Vi+l = VRi: The 
E i+ 1 - E i = EAi: The 
E i - Ei+ 1 = ERi: The 
Ci+ 1 - C i = 
C i -- Ci+ 1 
set of vertices to be added to Si. 
set of vertices to be removed from Si. 
set of edges to be added to Si. 
set of edges to be removed from Si. 
CAi: The set of timing and control constraints to be 
added to Si. 
CRi: The set of timing and control constraints to be 
removed from Si. 
The + operation above is defined as follows: 
Vi+ 1 = V i U VA i - VRI 
Ei+l = Ei U EAi  - ER i  
Ci+l = Ci U CA i - CR  i 
The following figures show an example of a change made to a composite operator in 
PSDL. Figure 1 contains a graph representation for a prototype Fishies modelling afish- 
farm control system. Figure 2 shows a change to be applied to Fishies to produce 
FishiesA. Figure 3 shows a graph representation f FishiesA, the result of applying the 
change to Fishies. The intent of this change is to provide a method for measuring bacterial 
levels in the fish tank. 
4. Merging PSDL Prototypes 
Merging different versions of a program is useful in performing automatic maintenance 
of software systems. In prototyping, it is common for different versions to evolve from 
the base system. If the system designer discovers a fault in the base version of the system, 
it would be desirable to have the capability to automatically apply that change to all of 
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/O2_Sta,us x ~  ~H~itor  B 
Activate Drain Feed Schedule 
Drain Valve Position 
Fishies = (VFishies, Elqshies, Cl:ishi~s) 
VF ish ie  s : {Monitor_O2_Level, Mmfitor_Ntl3_Level, Monitor_lt20_Level, Control_Water_Flow, 
Display_Status, AdjustS)rain, Get_Feeding_Time, Control Feeder, Adjust_Inlet} 
EF ish le  s = {(O2_Status: Monitor O2 .Level -> Control_Water_Flow), 
(NH3_Status: Monitor_l'~ll3_Level ->Control_Water_Flow), 
(H20_Status: Monitor i!20 Level-> Control Water l. iow), 
(02: Monitor 02 Level -> Display Status), - 
(NH3: Munitor_NH3_Level -> Display_Status), 
(H20: Monitor_H20_Level -> Display_Status), 
(Activate_Inlet: Control Water_Flow-> Adjust_Inlet), 
(ActivateDrain: Contrt:~ Water_Flow -> Adjust Dr~ia., 
(Inlet_Setting: Adjust_lidet -> Display_Status), 
(Drain_Setting: Adjust_Drain -> Display_Status), 
(Inlet_Valve_Position: Adjust_Inlet -> Adjust_Inlet), 
(DrainValve_Position: Adjust_Drain -> AdjustDrain), 
(Feed_Schedule: EXT -> Get_Feeding_Time), 
(Feed_Schedule: EXT -> Contrul_Feeder), 
(Feed_Schedule: Get_FeedingTime ->EXT), 
(Feeding: Control_Feed~ r -> Display_Status)} 
CFishie s= {max exec time(Monitor _O2_Level, lOOms), max exec_time(Monitor NH3_Level, lOOms), 
max exec time(Monito~ _1t20 Level, lOOms), max exe, time(Adjust_Inlet, lOOms), 
max_exec_time(Adjust t)rain, lOOms), max_exee time(Control Water_Flow, 200ms), 
max exec time(Display_ ~tatus, 200ms), period((Control_Water_Flow, 2000ms)} 
Figure L Example of a composite operator in PSDL. 
the versions currently in use. To do this, the merging process must be able to apply the 
change to the common parts of each version without affecting the peculiar functionality 
in each one. 
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AAFishies = {VAA, VRA, EAA, ERA, CAA, CRA} 
VA A = {Monitor_Bacteria_Level, Control_Water_Flow_2, Display_Status_2} 
VR A = (Control_Water_Flow, Display_Status} 
EA A = {(Bacteria_Status: Monitor_Bacteria_Level -> Control Water_Flow 2), 
(Bacteria: Monitor Bacteria_Level -> Display_Status 2) 
(O2_Status: Monitor 02 Level -> Control_Water_Flow_2), 
(NH3_Status: Monitor NH3_Level -> Control_Water Flow_2), 
(H20_Status: Monitor_H20_Level -> Control_Water_Flow 2), 
(02: Monitor 02 Level -> Display_Status 2), 
(NH3: Monitor_NH3_Le~el -> Display Status_2), 
(H20: Monitor_H20_Level -> Display_Status_2)~ 
(Activate_Inlet: Control Water_Flow_2 -> Adjust_Inlet), 
(Activate_Drain: Control_Water Flow_2 -> Adjust Drain), 
(Inlet_Setting: Adjust Inlet -> Display_Status_2), 
(Drain_Setting: Adjust_Drain -> Display Status_2), 
(Feeding: Control_Feeder -> Display_Status_2)} 
ER A = ((O2 Status: Monitor 02 Level -> Control_Water_Flow), 
(NH3_Status: Monitor Nli3_Level -> Control_Water_Flow), 
(H20 Status: Monitor H20_Level -> Control Water_Fluw), 
(02: Monitor 02 Level -> DisplayStatus), 
(NH3: Monitor_NH3_Lev,rl -> Display_Status), 
(H20: Monitur H20_Les el -> DisplayStatus), 
(Activate_Inlet: ControiWater_Flow -> Adjust Inlet), 
(ActivateDrain: Control Water Flow -> Adjust_Drail~), 
(Inlet_Setting: Adjust InLet -> DisplayStatus), 
(Drain_Setting: AdjustDrain -> DisplayStatus), 
(Feeding: ControiFeeder -> Display_Status)} 
CA A = {max exec time(Monitor_Bacteria_Level, 100ms), 
max_exec time(Display Status_2, 100ms), 
max exectime(Control'i;'ater_FIow_2, 200ms), 
period(Control Water_Fh,w_2, 2000ms)} 
CR A = {max_exec_time(Display ,~?'atus, lOOms), 
max_exec_time(Control_Water_Fluw, 200ms), 
period(Control_Water Fhw, 2000ms)} 
Figure 2. Example of a change made to Fishies. 
Two compatible modifications of a semantic function can be merged as follows: 
If the functions computed by the programs are represented as sets of pairs, then the 
result of merging two modifications A & C of a base version B is defined as: 
M =A[B]C  = (A -  B) U (A I-I C) U (C - B) 
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Bacteria 
/ 
[ / N H 3 ~ ~  l~lct Setting/ ~ Feeding 
| ~ / H20_St~ts-- / / \ 
Activate Drain Feed Schedule 
Fishies A : Fishies + AAFishies Draln_Vatve_Position 
Fishies A = (VFishiesA~ EFishiesA~ CFisl~iesA) 
VFishlesA = {Munitor_Bacteria_Levf I, Monitor 02 Level, Munitor NH3 Level, Monitur_H20_Level, 
Control_Water_Flow 2,Display_Status_2, Adjust_Drain, Get_Feeding_Time, 
ControlFeeder, Adjust Inlet} 
EFishlesA = {(O2_Status: Monitor 02 Level -> Control_Water_Flow_2), 
(NH3_Status: Monitor_~ H3_Level -> Control_Water_ Flow_2), 
(H20_Status: Monitor 1120 Level-> Control Water l~[ow_2), 
(Bacteria Status: Moni-~t,r Bacteria Level-> Control_-Water_Flow_2), 
(02: Monitor 02 Lexel->-Display_Status_2), 
(NH3:Munitor_NH3 Level -> Display Status 2), 
(H20:Monitor_lt20 Level -> Display_Status 2), 
(Bacteria: Monitor Bacteria Level -> Display Status_2h 
(Activate_Inlet: Control Water Flow_2 -> Adjust_Inlet;, 
(Activate_Drain: Contrt ~_Water Flow_2 -> AdjustDrain), 
(Inlet_Setting: Adjust_Inlet -> D~play_Status_2), 
(Drain_Setting: Adjust_Orain -> Display Status2), 
(Feed_Schedule: EXT -> Get_Feeding_Time), 
(Inlet_Valve_Position: Adjust_Inlet -> Adjust_Inlet), 
(DrainValve_Position: ~,.djust Drain -> AdjustDrain): 
(FeedSchedule: EXT -> Control_Feeder), (Feed_Schet :le: GetFeeding_Time ->EXT), 
(Feeding: Control_Feede -> Display_Status_2)) 
CFishiesA = (max_exec_time(Monite~ 02 Level, 100ms), max_exectime(Monitor_NH3_Level, 100ms), 
max_exec time(Monitor H20 Level, lOOms), 
max exec_time(Monitor..Bacteria_Level, lOOms), ma~_exec_time(Adjust_Inlet, 100ms), 
max_exec_time(Adjust_i~rain, 100ms), max_exec_tim,.~Controi Water_Flow 2, 200ms), 
max_exec time(Display _,~tatus 2, 200ms), period((Control_Water_Flow 2, 2000ms)} 
Figure 3. Example of the changed operator Fishies A. 
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In this definition, the union, intersection, and difference operations are defined as nor- 
mal operations on sets. The difference operation, (A - B) for example, yields the part 
of the function present in the modification, but not in the base version. The intersection 
operation yields the part of the function preserved from the base version in both modifica- 
tions. This model preserves all changes made to the base version, whether extensions or 
retractions. In this model, two changes conflict if the construction produces a relation that 
is not a single valued function. 
In this section, we outline an approximate method for merging prototypes using the change 
model described in the previous ection and the above definition. This method is approx- 
imate in the sense that the change merging construction is applied to the structure of a 
PSDL program, rather than to the mathematical function it computes. This method is sim- 
ple, corresponds tocommon programmer p actice, and produces emantically correct results 
most of the time. We are working on methods to certify correctness of the results and to 
detect potential semantic problems. 
The approximate method can be understood as follows. All PSDL implementations are 
graphs, whose structure roughly models their functionality. We have represented these graphs 
using sets. Different variations of a prototype are the result of different changes being ap- 
plied to a common base version. We can merge the two new versions A and C together 
by applying the change that produced A from B to version C, or applying the change that 
produced C from B to version A. The result is the same in either case. 
Earlier, we expressed the (i + 1)st iteration of a software prototype as Si+l = Si + ASi. 
Let us consider an ith version which has been changed in two different ways, via AA and 
AB. The results of these two changes are denoted as SA and Sn respectively. Now let us 
consider a case where the (i + 1)st iteration is the result of merging these two changes: 
Si+ 1 = SA[Si]S B = (S A - Si) U (S A N SB) U (S B - Si) 
The components of Si+l; Vi+l, El+ 1 and Ci+ 1 can be defined similarly: 
v~+~ = VA[Vt]VB = (VA -- V0 O (VAn vB) o (vB - vi),  
El+ 1 = EA[E I ]E  B = (E A - E i) O (E A ('1 EB) O (E B - El) and 
Ci+ 1 = CA[Cl]C B --- (C A - Ci) U (C A N CB) U (C B - Ci) 
To demonstrate he concept of the merging operation, we provide the following exam- 
ple: The base prototype is as in Figure 1. Change A is outlined in Figure 2, with the result 
shown in Figure 3. Change B is outlined in Figures 4 and 5. The merging operation is 
ABFishies = {VRB, VA B, EA B, ERI~, CAB, CR B} 
VA B = {} 
VR B = {Get_Feeding_Time} 
EA B = {} 
ER B = ((Feed_Schedule: EXT -> Get_Feeding_Time), 
(Feed_Schedule: Get_Feeding_Time -> EXT)} 
CA B = {} 
CR B = {} 
Figure 4. Change B applied to Opl. 
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1 $ 
! ms  
, H20 / N 'n3~r~/ /  Inlet_Setting/ / ~ Feeding 
/ H2o s~s-  / / \ 
Activate Drain 
Drain Valve Position 
Fishiesl3 = Fishies + ABFishi~Js 
FishiesB = (VFishiesB , EFishiesB , CFishiesB ) 
VFjshj~sa = {Monitor 02 Level, M,,nitor_NH3 Level, Monitor_H20_Level, Control_Water_Flow, 
Display_Status, Adjusi Drain, Control_Feeder, Adjust_Inlet} 
EFishiesB = {(O2_Status: Monitor 02 Level -> Control Water_Flow), 
(Nlt3_Status: Monitor_NH3_Level -> Cont-rol_Water_Flow), 
(H20_Status: Monitor_H20_Level -> Control_Water_Flow), 
(02: Monitor 02 Level -> Display_Status), 
(NH3: Monitor_NH3_Level -> Display_Status), 
(H20: Monitor_H20_Level -> Display_Status), 
(Activate_Inlet: Contr d_Water_Flow -> Adjust_Inlet), 
(Activate_Drain: Comrol Water_Flow -> Adjust_Drain), 
(Inlet_Setting: Adjust _Inlet -> Display_Status), 
(Inlet Valve Position: -~djust_Inlet->Adjust_Inlet), 
(Drain__Valve_Position' AdjustDrain->Adjust_Drain), 
(Drain_Setting: Adjus:_Drain -> Display_Status), 
(FeedSchedule: EXT .~ Control_Feeder), 
(Feeding: Control_Feer -> Display_Status)} 
CFishiesB = {max exec_time(Moniter_O2_Level, lOOms), max exec_time(Monitor_NH3_Level, lOOms), 
max_exec_time(Monit~,r_H20_Level, lOOms), max_exec_time(Adjust_Inlet, lOOms), 
max_exec_time(Adjus:~ Drain, lOOms), max_exec_t~mc(Control_Water_Flow, 200ms), 
max_exec time(Display Status, 200ms), period((Co:,trol_Water_Flow, 2000ms)} 
Figure 5. Results of applying change B to Opl. 
performed in Figure 6 and the result is shown in Figure 7. The effect of change B is to 
remove the Get_Feed ing_T ime operator. 
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FishiesM= FishiesA[Fishies]Fishies B =
(Fishies A -- Fishies) k.J (Fi~hies a ~ FishiesB) t,.) (Fishies B - -F ishies)  ' 
VFishiesM = VFlshiesA[VFishies]VFi,hiesB =
(VFishiesA -- VFishies ) t..) (VFishiesA (3 VFishiesB ) ~ (VFishiesB -- VFishie s) , 
EFishiesM = EFishiesA[EFishies]EFishiesB =
( EFishiesA -- EFishies) k.,) ( EFishiesA ('~ EFishiesB) t,..) ( EFishiesB -- EFishies) 
CFishiesM = CFishiesA[CFishies]CFishiesB = 
(CF ish iesA-  CFishies) q_) (CFishiesA ~ CFishiesB ) L.3 (CF ish iesB-  CFishies) 
and 
Figure 6 Performing the merge operation. 
The merge operation outlined in Figure 6 involves determining the real effect of changes 
made to the base, and any conflict that may arise due to similar changes between the two 
variations. 
This is a simple example illustrating the merging of two changed prototypes, which do 
not conflict with one another. In some cases, two changes to a prototype can conflict with 
one another, and the result of their merging can be an inconsistent program. In such cases, 
the engineer must resolve the conflict off-line. The following section describes some possible 
conflicts and possible methods for resolving those conflicts. 
5. Conflict Resolution 
There are a number of possible conflicts that can arise during the performance ofthe merging 
operation. Conflicts arise when different changes applied to the prototype affect he same 
portion of the prototype in different ways. Some examples of conflicts are as follows: 
1. I f  one change adds an output edge to a vertex A, while another change removes vertex 
A from the prototype. In this case, automatic resolution of the conflict is not yet possi- 
ble, so the system would have to notify the designer that a conflict has occurred and 
give him or her the opportunity to resolve it. In the case of such a conflict he construc- 
tion produces a graph that is not well formed, in the sense that it has edges whose end- 
points do not belong to the vertex set of the graph and are distinct from the artificial 
node EXT that serves as an endpoint for external flows. 
2. I f  the two changes assign different iming constraint values to the same operator, i.e., 
(max__exec time, F, 50ms) and (max__exec_time, F, 40ms). In this case, the conflict 
can be handled automatically, since any operator that executes in under 40ms must also 
execute in under 50ms. In situations in which different maximum execution times have 
been assigned, the minimum value can always be chosen. This is also true of two dif- 
ferent values for latency, maximum response time, and finish within timing constraints. 
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s 
VFishiesM = {Monitor Bacteria_Level, Monitor 02 Level, Monitor NtI3 Level, Monitor 1t20 Level, 
Control ~dCater Flow 2, Display Status 2, Adiust I)rain, (;el_Feeding Time, - 
Control_Feeder, Adjust_In et) 
I"-~l.'ishiesM = ~(02_Statuy,: Monitor 02 Level -> Control Water Flow 2), 
(NIl3 Status: Monitnr_Nll3 Level-> Control Wat-er Flt~w_2), 
(1120 Status: Monitor ;.120- Level -> Control- Water- Flow- 2), 
(Bacteria Status: Monit~Jr Bacteria Level-> t~ontroI-Water Flow 2), 
(02: Monitor O2 Level ..>l)isplay. Status 2), - ~ - 
(NIl3: 3.1onil~n" NII31~.~el -> Display St~us_2), 
0120:Mnnitor~-_H20 Le ;el -> Display_Slatus_2), 
(Bacteria: Mnnitor_l}act(,ria l~evel .>  Display Status 2), 
(Activate_Inlet: Control_Water Flow 2 -> Adjust Inh t , 
(Activate Drain: Control Water Flow 2 -> Adju~ Drain), 
(Inlet Se~ing: Adjustlnlet .> D~l~lay--Status_2), 
(Inlet Valve_Position: Adjust_Inlet->Adjust Inlet), 
(Drain_ValvePosition:/~ d just_Drain .>Adjus~t_ Dra n), 
(Drain Setting: Adjust Dra n -> Display Status 2), 
(Feed Schedule: EXT -~ Control Feeder), 
(Feedi-ng: Control Feeder-> Disp-lay Status 2)} 
CFishiesM = {max exec_time(Monitor O2 Level, lOOms), max exec time(Monitor_NH3 Level, lOOms), 
max_exec_time(Monitor H20_Level, lOOms), 
max_exec time(Monitor_Bacteria Level, lOOms), max exec time(Adjust_Inlet, lOOms), 
max_exec_time(Adjust Drain, lOOms), max exec time-(Cont-rol Water Flow 2, 200ms), 
max exec time(Display Stalus 2, 200ms), p~riod-((Comrol Wat-er Flow 2, 2000ms)} 
Figure 7. Result of the merge operation. 
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The minimum calling period timing constraint would have to be merged using the max- 
imum of the different values. Different period values for the same operator in different 
changes result in a conflict hat would have to be be resolved by the designer. Different 
control constraints for the same part of the prototype in different changes can also result 
in a conflict. Some of these conflicts can be resolved automatically. Current work is 
addressing methods for automatic resolution of conflicts. 
6. Slicing of Prototypes 
Another method we have been exploring to automatically capture changes made to a pro- 
totype is that of prototype slicing, analogous to the program slicing introduced in [21]. 
To do the slicing, we have to embed the graph defined in Section 3 in a new graph called 
a Prototype Dependence Graph (PDG). 
A PDG for a prototype P is an augmented, fully expanded PSDL implementation graph 
Ge = (V, E, C), where the set of edges, E has been augmented with a timer dependency 
edge from vi to vj, when vi, vj E V and vi contains timer operations that affect he state 
of a PSDL timer read by vj. 
A slice of a PSDL prototype P with respect o a set of streams X, St,(X) = (V, E, C) 
is a subgraph of the (PDG), Ge, and includes that portion of P that affects the values writ- 
ten to that set of data streams. A slice is constructed as follows: 
1. V is the smallest set that contains all vertices vi E Ge that satisfy at least one of the 
following conditions: 
vi writes to one of the data streams in X. 
vi precedes vj in Gp, and vj E V. 
2. E is the set that contains all of the data streams Xk E Ge that satisfy one of the follow- 
ing conditions: 
XkE X. 
x k is directed to some vi E V 
3. C is the set that contains all of the timing and control constraints associated with each 
operator in V and each data stream in E. 
An example of a prototype slice is provided in Figure 8. This is a slice of the prototype 
Fishies introduced in Figure 1 and is taken with respect o the stream Actlvate_Drain. 
In this example, only the operators and data streams that affect the values written to the 
stream Activate___Drain are included in the slice. 
One of the possible uses of slicing in our work is analogous to that used the Integrate 
Algorithm developed for merging while-programs in [9]. Using prototype slicing, we can 
determine automatically which parts of the prototype have been affected by a change and 
which parts have been preserved. For example, consider the slice of FishiesA taken with 
respect o Activate__Drain, illustrated in Figure 9. It is easy to see the effect of change 
A on the base prototype, Fishies. 
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e l ~  
_St~u~"- 
Activate Drain 
SFishies({Activate_Drain}) = (V, E, C) 
V = {Monitor_O2_Level, Monitor_NH3_Level, Monitor_H20_Level, Control_Water_Flow} 
E = {(O2_Status: Monitor 02 Levtq -> Control Water_Flow), 
(Nlt3_Status: Monitor_NH3 Level -> Control_Water_Flow), 
(H20_Status: Monitor_lt20 Level -> Control_Water_Flow), 
(ActivateDrain: Control_Water_Flow -> Adjust_Drain)} 
C = {max_exec_time(Monitor 02 'revel, lOOms), max exec time(Monitor_NH3_Level, lOOms), 
max_exec_time(Monitor_H2~' I_Level, lOOms), max_exec_time(Control_Water_Flow, 200ms), 
period((Control_Water_FIm~. 2000ms)) 
Figure 8. SFishie s ({DrairLSetting}). 
If we were to take the same slice of FishiesB, we would discover that it is identical to 
the slice in Figure 8. This shows us that this part of the Fishies prototype is not affected 
by Change B. One of the differences between slicing for PSDL prototypes and slicing for 
while-programs is that PSDL programs are inherently concurrent and nondeterministic 
and while-programs represent individual deterministic sequential processes. Slices are im- 
portant because they capture all of the parts of a program that can affect he behavior visi- 
ble in a set of data streams, so that if two different programs have the same slice on a 
set of streams, they will also have the same behavior on that set of streams. The preserved 
part of a prototype is then the largest set of streams that have the same slice in all three 
versions, and the affected streams of each modification are those not contained in the pre- 
served part. The merge is formed by taking the union of the preserved part of all three 
versions and the affected parts of the two modified versions. If the slice of the merged 
version with respect o the streams affected by each modification is the same as the cor- 
responding slice of the modified version, and if the slice of the merged version with respect 




ctcria]_ I 02 Levk.l 100ms 
/ _st,tu, 
/ NH3_St~tus ~u~'e l  
/ H20_St~u~-'- 
SFishlesA({Activate_Drain}) = (V, E, C) 
Activate Drain 
V = {Monitor_Bacteria_Level, Monitor 02 Level, Monitor_NH3_Level, Monitor_H20_Level, 
Control_Water_Flow} 
E = {(O2_Status: Monitor 02 Level -> Control_Water_Flow), 
(NH3_Status: Monitor_NH3 Level -> Control_Water_Flow), 
(H20_Status: Monitor_H20 Level -> Control_Water_FlowL 
(Bacteria_Status: Monitor_l~acteria_Level -> Control_Water_Flow), 
(Activate_Drain: Control_W:~ ter_Flow -> Adjust_Drain)} 
C = {max_exec_time(Monitor 02 Level, lOOms), max_exec_time( donitor_NH3_Level, lOOms), 
max_exec_time(Monitor_H2O_Level, 100ms), max_exec_tin, e(Control_Water_Flow, 200ms), 
max_exec_time(Monitor_Bacteria_Level, 100ms),period((Control_Water_Flow, 2000ms)} 
Figure 9. SFishiesA({Activate_Drain}). 
to the preserved streams is the same as the corresponding slice of the base version, then 
semantic correctness ofthe merged version with respect to the modifications i  established. 
When applied to the example used earlier in this article, the slicing method for merging 
produces exactly the same results as the approximate method. The preserved part of the 
base is shown in Figure 10. The affected part of each modification is shown in Figure 
11. When the union of all three is constructed, the result is the same graph as seen in 
Figure 7. One possible use for the slicing method would be to verify semantic orrectness 
of a merge constructed using the approximate method. This could be done by taking the 
slice of the merged prototype with respect to the affected parts of both modifications. If
the slices are preserved in the merged version, then semantic correctness can be established. 
The slicing method has the advantage of a clear-cut semantic riterion of correctness, 
and the disadvantage of reporting conflicts whenever two changes can affect he same out- 
put stream, regardless of whether there exists any computation history in which the two 
changes actually interact or conflict with each other. These advantages and disadvantages 
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Figure 10. Preserved parts of base in both modifications. 
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Figure 11. Affected parts of both modifications. 
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are analogous to those of the original integration algorithm [9]. The advantages ofthe ap- 
proximate method are that it is simple and fast and can perform correct and successful 
merges in cases where the slicing method produces conflicts, and a disadvantage is that 
the approximate method can sometimes produce results that are not completely correct. 
We note that the parts of the input space for which the behavior of a prototype produced 
by the approximate merging method are often sparse, so that the approximate method may 
be useful in the context of prototyping even if it does not always produce xactly the right 
result. The approximate method produces exact results whenever the functions computed 
by the operators are one to one, and we are working on tighter characterizations of the 
cases where the method produces exact results, so that the merging tool can check for possi- 
ble semantic interference after the approximate merge has been constructed. 
7. Conclusions 
Tool support for manipulating and combining specifications i especially important for 
computer-aided prototyping. We are currently working to improve the resolution and ac- 
curacy of the methods presented here to increase their effectiveness in practical contexts. 
The approximate method escribed here works correctly whenever the functions computed 
by the operators are one to one. As has been pointed out in [3], a global analysis of the 
system may be necessary to ensure that the functions computed by the operators do not 
interfere in the general case. For a more detailed iscussion of the reasons for this, see [3]. 
Related work on configuration management and version control is also being performed 
[1] to integrate the methods presented here with comprehensive support for maintaining 
the global consistency ofa large system that is undergoing multiple, concurrent modifica- 
tions. Some issues to be considered in future work are treatment of change merging for 
data types and component specifications, finding semantically safe methods with better 
resolution (fewer spurious conflict reports), and detection and diagnosis of semantic in- 
terference between modifications. 
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