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1. Summary 
Author:  Tomas LUKOŠIUS 
Title: Structure analysis of combinational logic circuit 




The combinational logic circuits, which are performing some kind of logic function, can have several 
realizations. Realizations differ from each other, because of the elements of the database used in circuit. 
The test of one scheme realization do not necessarily fully verify mistakes of the other realization. The 
number of pathways in different realizations may also differ. 
The determination of dependence between test's propriety and the number of pathways for different 
circuits is the main task in this paper. After finding pathways in different realizations of circuit, and 
comparing these pathways, the number of fictional pathways in every realization is detected. 
Special software was developed for calculating pathways in VHDL combinational logic circuits. The 
software was used for testing pathway calculation operations of circuit realization and for comparing 
pathways of realizations. 
The main purpose of this paper was to develop software for pathways in VHDL circuit calculation, to 
perform experiments using this software, and to estimate the dependence for the number of pathways. 
The practise of developed software is wide. This system may be implemented for optimising the algorithm 
of test generator. Usually the test generation program generates more than minimum of possible tests. If 
the number of pathways in circuit is known, the developed software will help to optimise the algorithm of 








Autorius:  Tomas LUKOŠIUS 
Darbo tema: Logini schem struktros analiz 




Logins schemos atliekanios koki nors login funkcij gali turti kelet realizacij. Realizacijos 
viena nuo kitos skiriasi schemoje naudota element baze. Vienos schemos realizacijos testai nebtinai 
pilnai patikrina kitos realizacijos klaidas. Keli skaiius skirtingose realizacijose taip pat gali bti 
skirtingas. 
Šiame darbe ieškoma priklausomybs tarp test tinkamumo ir keli skaiiaus skirtingoms schemos 
realizacijoms. Suskaiiavus kelius skirtingose schemos realizacijose, ir vykdant rast keli sulyginim yra 
aptinkama kiek kiekviena realizacija turi fiktyvi keli. 
Keli skaiiavimui VHDL loginse schemose buvo sukurta speciali programin ranga. Ji buvo 
naudojama atliekant eksperimentus schem realizacij keli skaiiavimui ir suskaiiuot skirting 
realizacij keli sulyginimui. 
Darbo tikslas – sukurti programin rang VHDL schem keli skaiiavimui; su sukurta sistema 
atlikti eksperimentus ir nustatyti priklausomybes, susijusias su keli skaiiumi. 
Sukurtos programins rangos pritaikymas yra platesnis. Ši sistema gali bti naudojama ir test 
generatori algoritm optimizavimui. Dažniausiai test generavim atliekanios programos sugeneruoja 
didesn negu minimal galim test skaii. Žinant schemoje esani keli skaii, galima optimizuoti 




Login schema – tai aib susijusi logini element, kurie realizuoja login funkcij. Kiekvienos 
funkcijos rezultatai priklauso nuo funkcijos kintamj. Loginse schemose, kurios realizuoja logines 
funkcijas, kintamuosius atitinka schemos jimai. Kiekvienos logins schemos bendra struktra 




1. paveikslas Logins schemos bendra struktra. 
 
Elementarus loginis elementas –  tai smulkiausia logins schemos architektros dalis. Elementari 
logini element yra tik trys: elementas realizuojantis login IR operacij (angl. AND gate), elementas 
realizuojantis login ARBA operacij (angl.OR gate) ir inversij realizuojantys elementai (angl. NOT 
gate). Logins schemos realizuoja funkcijas, kurios yra aprašytos Blio algebra (angl. Boolean Algebra) 
[8]. 
 
Šiuolaikini logini schem architektr sudaro gausyb elementari logini element. Didels 
schemos vadinamos procesoriais arba mikroprocesoriais. Kad visk supaprastinti, kai kurios susijusi 
elementari element grups yra išskiriamos iš procesoriaus  smulkesnes logines schemas ir joms 
suteikiami vardai. Išskirtos schemos atlieka tam tikr vaidmen (tam tikr login funkcij) 
mikroprocesoriuje. Jos gali bti tobulinamos, persintezuojamos. Persintezuotos schemos gali bti 
realizuotos skirtingomis element aibmis – jos vadinamos schem realizacijomis. 
 
Prieš paleidžiant sukurt procesori  gamyb reikia bti tikram, kad jo veikimas teisingas. 
Teisingum gali užtikrinti testai. Patogiau tikrinti išskirtas procesoriaus dalis negu vis procesori. 









Šiame darbe bus nagrinjamos tik išskiriamos procesoriaus dalys ir j testavimas. Bus 
analizuojama, kaip skiriasi schemos dali realizacijos šiais charakterizavimo faktoriais: 
 
1. Kiek yra keli (nuo vieno jimo  išjimus) pasirinktose realizacijos. 
2. Kiek yra lygini ir kiek nelygini keli (nuo vieno jimo  išjimus) pasirinktose realizacijos. 
3. Kiek yra padengiani keli (nuo vieno jimo  išjimus) pasirinktose realizacijos. 
 
Remiantis [4] sudarytais test skaii ir tinkamumo rezultatais bus bandoma nustatyti 
priklausomybes tarp keli ir test skaiiaus skirtingose realizacijose.  
 
Darbo tikslas – rasti priklausomyb tarp keli skaiiaus ir test skaiiaus skirtingose realizacijose. 
Tai reikalinga tam, kad nereikt sudarinti nauj test skirtingoms realizacijoms. Toks priklausomybs 
nustatymas leis negeneruojant nauj test atlikti dalin testavim kitoms schemos realizacijoms. 
 
Schemoms analizuoti ir sulyginti buvo specialiai sukurta programin ranga, kuri bus naudojama 
atliekant eksperimentus. Sukurtos programins rangos specifikacijos ir architektra taip pat bus 
apžvelgta. 
 
Dokumento struktra: suformuosime uždavinius ir apžvelgsime literatroje susijusius darbus 
skyriuje 4.Analitin dalis. Naudotos programins rangos krimo aprašymas skyriuje 5.Projektin dalis. 
Vykdyti eksperimentai naudojant sukurt programin rang skyriuje 6.Eksperimentin dalis. 
Programins rangos naudingumo išvados bei gaut eksperimentuose rezultat apibendrinimas skyriuje 
7.Išvados. 
 
3.1 Darbo uždaviniai 
 
Sudaryti algoritm ir program VHDL logini schem analizei, kuri paskaiiuot lygini ir 
nelygini keli kiek tarp schemos jim ir išjim. Remiantis analizs rezultatais nustatyti 
priklausomyb tarp schemos struktr charakterizuojani parametr ir testo tinkamumo skirtingoms 
schemos realizacijoms. Vykdant schem sulyginimus nustatyti fiktyvi keli skaii realizacijose. 
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Sukurti teisingai veikiant algoritm ir program VHDL programavimo kalba aprašyt logini 
schem ryšiams tarp jim ir išjim nustatyti. Atlikti eksperiment ir ieškoti priklausomybs tarp keli 
skaiiaus skirtingose realizacijose ir skirting realizacij test tinkamumo. Rasti netestuojam ryši 
(fiktyvi keli) skaii skirtingose schemos realizacijose vykdant palyginimus. Eksperimentui naudoti 
ISCAS’85 schemas ir j skirtingas realizacijas. 
 
4.2 Literatros apžvalga 
 
4.2.1 Problemins srities apžvalga 
 
Tyrimo objektas – login schema. Login schemos veikimo teisingum užtikrina atliekami 
testavimai. Testavimai dažniausia atliekami aptikti dviej tip klaidoms: testai aptinkantys vlinimo 
klaidas (angl. delay faults) [5,8] ir testai nustatantys konstantinio gedimo (angl. stuck-at faults) klaidas [7]. 
Šiame darbe bus nagrinjamas test, aptinkani konstantines klaidas (toliau vartosime termin schemos 
klaidos arba klaidos), ir schem keli sryšis. 
 
Sugeneruoti testai pasirinktai test realizacijai privalo padengti visas galimas klaidas. Maksimalus 
test skaiius visoms schemos realizacijos klaidoms padengti lygus keli skaiiui esaniam realizacijoje 
(kiekvienas testas tikrina po vien realizacijos keli) [13]. Svarbesnis yra minimalus test vektori 
skaiius visoms schemos klaidoms aptikti. Žinant keli skaii tiriamoje schemoje yra lengviau surasti 
minimal test vektori skaii vis klaid aptikimui [11]. 
 
Didelse schemose element skaiius yra labai didelis. Taigi ir keli tarp schemos jim ir 
išjim gali bti labai daug. Kai kuriais atvejais schemos keli perrinkimas nuo vieno jimo iki vis 
išjim yra labai ilgas procesas. Buvo sugalvoti keli paskaiiavimo metodai j neperrinkinjant. Vienas 
iš bd paskaiiuoti schemos kelius yra skaidymas didels schemos  mažesnes schemeles. Suskaidyt 
schem kelius paskaiiuoti perrenkant kelius. Bendras visos schemos keli skaiius gaunamas 
sudauginant susijusi smulkesni schem keli skaiius. Problema yra išskirti smulkesnes schemos dalis.  
Kitas keli paskaiiavimo metodas yra kiekvieno schemos ryšio vertinimas pagal element iš 
kurio šis ryšys prasideda [6]. Šis metodas taip pat yra taikomas sudarant minimali test vektori aib 
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[11]. Tok vertinim atliekanti procedra taip pat nra greita ir ji visiškai nevertina kelyje esani signal 
invertavimo ir keli padengimo. 
Apytikslis keli skaiiaus paskaiiavimas taip pat naudojamas. Tada nra tikslumo, kuris 
reikalingas norint gauti santyk tarp keli skaiiaus su test vektori skaiiaus. Taiau apytikslis keli 
skaiius naudingas generuojant minimali test vektori aib. Vienas iš bd rasti minimali tet vektori 
aib yra aprašytas [6]. 
Šiame darbe buvo naudotas elementarus vis keli perrinkimo algoritmas. Jis naudingas nes 
gaunama tiksli schemos keli reikšm. Šis algoritmas leidžia ne tik nustatyti schemos keli skaii, bet ir 
detalizuoti surast keli. Detalizavimo kriterijai yra: ar kelias yra lyginis/nelyginis, ar surastas kelias yra 
padengiantis. 
 
Taip pat yra keletas minimalaus test vektori skaiiaus nustatymo metod. Vienas iš algoritm 
yra aprašytas [11]. Jis paskaiiuoja minimal test vektori skaii vertindamas kiekvienam schemos 
ryšiui, tarp vis schemos element, reikaling test skaii. Šis metodas yra pakankamai sudtingas ir 
ltas. Taiau šiame darbe tirsime tik priklausomyb tarp jau turim minimali test vektori skaiiaus ir 
paskaiiuot keli skirtingoms schemos realizacijoms. 
 
Nustaius tiriamos schemos skirting realizacij keli skaii ir žinant minimal test vektori 
skaii šioms realizacijoms tiriama priklausomyb tarp test skaiiaus ir keli skaiiaus. Taip pat domus 
santykis kaip vienos realizacijos testai tinka kitos realizacijos testams, kai yra žinomas ši realizacij keli 
santykis. Lyginant keli skaiius skirtingoms realizacijoms galima nustatyti fiktyvi keli kiek tiriamoje 


























1. schema Schemos jim sryšis su išjimais. 
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Paveiksle pavaizduot login schem realizuoja toki funkcij (žirti 1 formul): 
 





















1. formul 1 schemoje pavaizduotos logins schemos login funkcija. 
 
Vizualiai iš 1 schemos matome, kad ryšys tarp schemos jimo Xz iki išjimo Yz egzistuoja. Tai 
rodo ir Yz login funkcija (1 formul). 
 
1 schemoje pavaizduotos logins schemos teisingumo lentel tokia (žirti 1 lentel): 
 
1. lentel  1 schemoje pavaizduotos logins schemos teisingumo lentel. 
 
Nr. XZ X1 X2 Y1 YZ Y2 
1 0 0 0 0 0 0 
2 0 0 1 0 0 0 
3 0 1 0 0 0 0 
4 0 1 1 1 1 0 
5 1 0 0 0 0 0 
6 1 0 1 0 0 0 
7 1 1 0 0 0 0 
8 1 1 1 0 1 1 
 
Paimkime 4 ir 8 eilutes iš 1 lentels: 011 110 (4 lentels eilut) ir 111 011 (8 lentels eilut). Pirmi 
trys eiluts skaitmenys vaizduoja schemos jimus (011 ir 111), paskutiniai trys – išjimus (110 ir 011). 
Sulygin pasirinkt eilui jim vektorius, pastebime, kad jos skiriasi tik vienu elementu. Tokie jim 
vektoriai, kurie skiriasi tik vienu elementu, vadinami gretimi jim vektoriai. Pasirinktuose gretimuose 
jim vektoriuose skiriasi tik Xz elemento reikšms. Nors schemos jimai skirtingi, taiau Yz išjimo 
reikšm pastovi (vidurinis skaitmuo išjimuose). Taigi ryšys Xz -> Yz yra fiktyvus, nes jimo Xz pokytis 
nekeiia išjimo Yz reikšms. 
 
Sulyginant dvi tos paios logins funkcijos skirtingas realizacijas nustatoma, kiek yra toki ryši 
tarp realizacij. Fiktyviems keliams aptikti nra jokio specifinio algoritmo. Užtenka turti lyginam 




4.2.2 Logini schem struktros analiz 
 
Logini schem struktros analiz – tai schemos element ir ryši tarp j nustatymas.  login 
schem galima žirti kaip  orientuot graf, kurio viršns tai loginiai elementai, o briaunos tai ryšiai 
tarp logini element.  
 




2. schema  Logins schemos (iš 1 schemos) atvaizdavimas grafu. 
 
Schemos jimai X1, X2, Xz ir išjimai Y1, Y2 ir Yz yra atvaizduojami grafo viršnmis. Mus 
domina visi keliai nuo schemos jim iki išjim.  
Graf teorijoje yra du pagrindiniai grafo padengimo modeliai [2]. Pirmas – grafo padengimas 
naudojantis paieška  plot, antras – paieška  gyl. Šie du algoritmai detaliai aprašyti [10]. Kadangi šio 
darbo tikslas yra bendras keli skaiiavimas, o ne trumpiausio ar ilgiausio kelio radimas, buvo pasirinka 
paieška  gyl. Paieška  gyl geresn už paiešk  plot tuo, kad tiriamu atveju mes žinome mus 
dominanio grafo pradžios viršnes (schemos jimus) ir viršnes, iki kuri turime nustatyti ryšius 
(schemos išjimus). Paieškos vykdymas bet kokiu mintu metodu didelse schemose gali užtrukti labai 
ilgai. Didelje loginje schemoje paieška  gyl geresn už paieška  plot, nes vykdant paiešk  gyl 
kažkokius rezultatus visada gausime net nutrauk paieškos proces, o paieška  plot gali neduoti net 












5. Projektin dalis 
 
5.1 Sistemos reikalavimai 
 
5.1.1 Funkciniai reikalavimai 
 
 Pagrindin sistemos paskirtis skaiiuoti kelius VHDL loginse schemose.  
 Turi bti galimyb sulyginti dviej schem paskaiiuot keli rezultatus. 
 Sistema turt leisti krauti MR failus. 
 Turi bti galimyb sulyginti pasirinktos schemos paskaiiuot keli rezultatus su MR failo 
duomenimis. 
 Sistema privalo turti komandins eiluts ir patogi grafin vartotojo ssaj. 
 Sistema privalo leisti keisti sistemos nustatymus. 
 
5.1.2 Nefunkciniai reikalavimai 
 
 Sistema turi bti realizuota aukšto lygio programavimo kalba. 
 Sistemos architektra privalo bti aiški ir lengvai prapleiama esant naujam funkcionalumui. 
 Norint pakeisti sistemos vartotojo ssajos kalb tai nesukelt dideli nesklandum. 
 Sistema turi bti intuityviai aiški. 
 Turi bti galimyb bet kuriuo momentu nutraukti sistemos darb. 
 Sistema turi naudoti minimalius OS resursus. 
 
5.2 Sistemos realizavimo žingsniai 
 
Pirmas žingsnis buvo nusprsti, kokia programavimo kalba sistema bus realizuota. Buvo pasirinkta 
aukšto lygio objektinio programavimo kalba JAVA. Šiuo metu JAVA yra viena populiariausi objektini 
kalb. Ji yra pakankamai paprasta, gerai dokumentuota ir turinti daugyb specifini paket. Dar vienas 
privalumas tai, jog JAVA nepriklauso nuo OS. 
VHDL kalbos sintakss analiz buvo svarbus sistemos krimo etapas. Jo metu buvo išsiaiškintos 
esmins VHDL kalbos struktros aprašanios logines schemas. Buvo remtasi standarte IEEE 1076-1993 
aprašyta VHDL struktr sintakse. 
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Tam, kad struktrizuotus VHDL duomenis užkrauti  JAVA objektus, reikalinga gerai sudaryta 
sistemos architektra. Schemos architektra buvo kuriama panašiomis struktromis, kokios yra 
naudojamos VHDL schem aprašymuose. Buvo išskirtos pagrindins VHDL kalbos struktros 
naudojamos schem aprašyme, tokios kaip: Entity, Port, PortMap ir kitos. Išsamiai apie sistemos 
architektra skyriuje 5.4 Sistemos architektra. 
Turint nuskaityt duomen struktras reikjo sukurti algoritm, kuris atlikt struktros analiz. 
Kaip jau buvo minta, kiekvien login schem galima atvaizduoti grafu. Iš nuskaityt duomen buvo 
sudarytas grafas, kuriame taikytas paieškos  gyl metodas tam, kad paskaiiuoti schemos kelius. Detalus 
naudoto algoritmo taikymas krautai VHDL schemos duomen struktrai skyriaus 5.4 Sistemos 
architektra dalyje 5.5.2 Sekos diagramos. 
Rezultatus vaizduoti buvo nusprsta HTML formatu. Šis formatas užtikrina, kad rezultatai bus 
matomi neatsižvelgiant  OS. 
 
5.3 Sistemos krimo procesai  
 




1. diagrama Sistemos krimo procesai. 
 
1 diagramoje matosi pagrindiniai sistemos krimo procesai. Detalizuosime kiekvien krimo 
proceso dal. 
 
1. Specifikavimo dalyje buvo surinkta visa reikalinga informacija apie kuriamos sistemos funkcinius ir 
nefunkcinius reikalavimus. Buvo išanalizuota VHDL fail struktra ir išskirtos esmins VHDL 
schem aprašymo dalys. Išskirti reikalingi sistemos nustatym parametrai reikalingi sistemos darbui.  
2. Sistemos architektros krimo proceso metu buvo modeliuojama sistemos architektra. Modeliavimas 
1. Specifikavimas 
2. Sistemos architektros krimas 
3. Programavimas 
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buvo atliekamas naudojant UML [1,3]. Modeliuojant architektr buvo stengtasi vesti klasi 
apibendrinimus ir išskirti tas vietas architektroje kurios gali bti naudojamos norint pridti nauj 
funkcionalum. UML modeliavimas susidjo iš: 
 Modeliuojant buvo išskirti sistemos panaudojimo atvejai. Panaudojimo atvejai atspindi 
pagrindinius sistemos atliekamus veiksmus.  
 Buvo sudaryta klasi diagrama. Klasi  diagram sudar duomen saugojimo struktros 
(susijusi klasi aib, kuriuose išsaugomi nuskaityti duomenys) ir klass reikalingos duomen 
struktroms užpildyti (aib klasi, kurios vykdo duomen struktr užpildym duomenimis). 
 Veiksm sekos diagramos atspindi kaip ir kokie veiksmai bus vykdomi atliekant sistemos 
panaudojimo atvej operacijas. 
 Bsenos diagramos vaizduoja kaip siejasi specifini algoritm arba paios sistemos bsenos ir 
veiksmai pasiekti tas bsenas. 
3. Programavimas arba sistemos realizavimas pasirinkta programavimo kalba. Šio etapo metu buvo 
realizuojama apibržta sistemos architektra. Išskirtos pagal prasm klass sudtos  skirtingus paketus 
(bibliotekas).  Schem analizs rezultatai buvo gaunami JAVA objektuose kuriuos reikjo pateikti 
vartotojui HTML formate. Rezultat formavimui JAVA objektai buvo surašomi  XML fail, o paskui 
naudojant standartinius XML analizatorius (angl. XML parsers) XML failai konvertuojami  HTML‘. 
 
5.4 Naudotos technologijos ir rankiai 
 
Sistema buvo kurta naudojant JAVA programavimo kalb. Pasirinkta ir naudota 1.4.2_03 JAVA 
kompiliatoriaus versija.  
Modeliuojant kuriamos sistemos architektr buvo pasirinkta MagicDraw UML braižymo sistema. 
Ši sistema leidžia ne tik nubraižyti UML diagramas, bet kai kurias j konvertuoti  realias JAVA 
klases/objektus. 
Kuriant sistem buvo naudota patogi JAVA projekt krimo aplinka IntelliJ. Ši aplinka leidžia 
greitai ir patogiai  kuriam projekt traukti ir naudoti papildomas bibliotekas. Aplinkoje integruota 
patogi ssaja kurti ir redaguoti kuriamos sistemos vartotojo grafin aplink. 
Rezultat formavimui iš JAVA objekt  XML buvo naudotas XPP analizatorius. Jo privalumas 
tas, kad jis kurdamas XML dokument nereikalauj daug OS resurs. 
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5.5 Sistemos architektra 
 
Sistemos architektra buvo modeliuojama naudojant UML metodus. Buvo išskirti sistemos 
panaudojimo atvejai (skyrius 5.5.1 Sistemos panaudojimo atvejai). Sek diagramos – rodanios kaip 
sistemos objektai susij tarpusavyje (skyrius 5.5.2 Sekos diagramos). Bsenos diagramos atspindinios, 
kaip ir  kokias bsenas po koki veiksm pereina kuriama sistema (skyrius 5.5.3 Bsenos diagramos). 
 
5.5.1 Sistemos panaudojimo atvejai 
 
UML panaudojimo atvej diagrama naudojama apibdinti sistemos funkcionalumui. Panaudojimo 
atvejai skiriasi nuo sek ir bsenos diagram, nes jie nevaizduoja eiliškumo sistemos vykdymo veiksm, o 
tik abstrakiai juos apibržia. 
Panaudojimo atvej diagramoje svarbu išskirti veiksm (funkcij) aktorius, kurie gals atlikinti 
tam tikrus veiksmus. Kiekvienas aktorius gali atlikti tik jam nurodytus veiksmus panaudojimo atvej 
diagramoje. 
 
Išskirti kuriamos sistemos aktoriai (veikjai): 
 komandins eiluts vartotojas,  
 grafins ssajos vartotojas. 
 
Sistemos aktori PA: 
 pasirinkti fail/failus tyrimui,  
 nurodo rezultat fail vardus,  
 paleidžia pasirinko failo analiz,  
 peržiri analizs rezultatus,  
 vykdo pasirinkt fail palyginim,  
 išsaugo rezultatus  fail. 
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2. diagrama Sistemos panaudojimo atvejai 
 
Kiekvieno panaudojimo atvejo iš 2 diagramos paaiškinimams naudota tokia struktra: 
1. Panaudojimo atvejis – tai diagramoje pavaizduoto PA aprašymas. 
2. Aprašas – trumpas PA aprašymas. 
3. Aktorius – nurodyti aktoriai, kurie susij su nagrinjamu panaudojimo atveju. 
4. Išankstin slyga – slyga, kuri turi bti vykdyta, prieš atliekant nagrinjam PA. 
5. Sužadinimo slyga – slyga kuri iššaukia nagrinjam PA. 




Naudojami sutrumpinimai reikalingi atskirti skirting vartotoj slygoms: 
 KEV – komandins eiluts vartotojas 
 GSV – grafins ssajos vartotojas 
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Panaudojimo atvejis: Failo/fail tyrimui pasirinkimas 
Aprašas: Aktoriai nurodo kok fail/failus reikia analizuoti. 
Vartotojas/Aktorius: KEV, GSV 
Išankstin slyga: KEV privalo žinoti tiksl kelia iki norimo tirti failo. 
GSV privalo bti pasileids sistemos grafin interfeis. 




GSV mato schemos vizual vaizd. 
 
Panaudojimo atvejis: Rezultat fail vard nurodymas 
Aprašas: Aktoriai nurodo  kok fail reikia saugoti rezultatus. 
Vartotojas/Aktorius: KEV, GSV 
Išankstin slyga: KEV privalo žinoti tiksl kelia iki rezultat failo. 
GSV privalo bti pasileids sistemos grafin interfeis. 




GSV jau gali matyti rezultatus nurodytame faile. 
 
Panaudojimo atvejis: Pasirinko failo analizs paleidimas 
Aprašas: KEV paleidžia vykdyti pagrindin sistemos klas su nurodytais 
parametrais. 
GSV pasirenka punkt „vykdyti analiz“ grafiniame interfeise. 
Vartotojas/Aktorius: KEV, GSV 
Išankstin slyga: KEV privalo per parametrus nurodyti tiriam fail. Taip pat 
privalo nurodyti kur bus saugomi rezultatai.  
GSV privalo turti atidaryt ir aktyv nors vien VHD fail. 
Sužadinimo slyga: KEV iš komandins eiluts paleidžia vykdomj fail. 
GSV pasirenka punkt „vykdyti analiz“ grafiniame interfeise. 




KEV jau gali matyti rezultatus nurodytame faile. 
GSV mato vizual schemos vaizd. Gali vizualiai tyrinti atskir 
schemos jim/išjim sryšius su išjimais/jimais. 
 
Panaudojimo atvejis: Analizs rezultat peržira 
Aprašas: Aktorius gali matyti analizs rezultatus vizualiai. 
Vartotojas/Aktorius: GSV 
Išankstin slyga: Privalo bti atidarytas MR failas arba atidarytas ir išanalizuotas 
VHD failas. 
Sužadinimo slyga: Vartotojas gali schemos bržinyje pažymti jim/išjim ir 








Panaudojimo atvejis: Pasirinkt fail palyginimo vykdymas 
Aprašas: Vykdomas dviej schem sulyginimas ir randami skirtumai tarp 
schem. 
Vartotojas/Aktorius: KEV, GSV 
Išankstin slyga: KEV privalo per parametrus nurodyti tiriamus failus kuriuos 
nors sulyginti. Taip pat privalo nurodyti kur bus saugomi 
rezultatai. 
GSV privalo turti atidarytas bent dvi vienod jim ir išjim 
skaii turinias schemas. Atidarytos VHD schemos privalo bti 
išanalizuotos. 
Sužadinimo slyga: KEV iš komandins eiluts paleidžia vykdomj fail su 
nurodytais parametrais. 
GSV pasirenka punkt „vykdyti palyginim“ grafiniame 




Nurodytame rezultat faile galima matyti rezultatus. 
 
Panaudojimo atvejis: Rezultat išsaugojimas  rezultat fail 
Aprašas: Rezultatai saugomi iš JAVA objekt  vartotojui patog HTML.  
GSV rezultatus gali išsaugoti sistemos vykdymo metu 
pasirinktame faile. 
Vartotojas/Aktorius: GSV 
Išankstin slyga: Privalo bti atidarytas nors vienas MR failas, arba atidarytas ir 
išanalizuotas VHD failas.  
Jeigu vykdomas palyginimas ir reikia nurodyti rezultat fail, 
privalo bti atidarytos bent dvi vienod jim ir išjim skaii 
turinias schemas. Atidarytos VHD schemos privalo bti 
išanalizuotos. 
Sužadinimo slyga: GSV pasirenka punkt „pasirinkti fail“ grafiniame interfeise. Šis 




Jeigu buvo saugoma tik struktra, rezultatus jau galima matyti 
rezultat faile. Jeigu buvo nurodomas palyginimo rezultat failo 
vardas – tai jau galima atlikinti palyginimo operacij. 
 
5.5.2 Veiksm sekos diagramos 
 
Veiksm sekos diagram (toliau sek diagramos) modelis vizualiai parodo veiksm sek 
sistemoje. Tokios diagramos skirtos dokumentuoti ir patikrinti veiksm logik sistemoje. 
 
Sek diagramos dažniausia skirtos modeliuoti: 
 Naudojimo scenarijus – tai bdas pavaizduoti, kaip naudojama sistema. Scenarijaus logik gali 
sudaryti dalis panaudojimo atvej. 
 Metod logik, kuri skirta pavaizduoti sudting operacij (funkcij arba procedr) veikimo logik.  
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 Teikiam paslaug logika – paslauga tai aukštesnio lygio operacija, kuri skiriasi skirtingoms vartotoj 
grupms. 
 
5.5.2.1 Sistemos veiksm sekos diagramos 
 
Sistemos veiksm diagrama – tai sistemos naudojimo scenarijus. Ši diagrama vaizduoja kaip 





3. diagrama Sistemos veikimo sekos diagrama. 
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3 diagrama vaizduoja abstraki veiksm sek, neišskiriant konkrei architektros klasi ar 
metod. 
 
5.5.2.2 Analizs algoritmo veiksm sekos diagrama 
 
Analizs veiksm sekos diagrama atvaizduoja analizs operacijos veiksm sek abstrakiame 
lygmenyje. Ši diagrama susieja konkreius veiksmus, atliekamus šios operacijos metu, bet nedetalizuoja 




4. diagrama Bendra analizs veikimo sekos diagrama. 
 
4 diagramoje pavaizduota, kokia veiksm seka vykdoma kraut VHDL schemos duomen 
analiz, ieškant schemos keli. Schemos keliai ieškomi rekursiškai – paieška  gyl. 
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5.5.3 Analizs algoritmo veiklos diagrama 
 
Veiklos diagramos apibdina darbo proces sistemoje arba sistemos dalyje. Schemos keli 
paieškos algoritmo bsen sryšis matomas 5 diagramoje. Algoritmas atspindi kaip vykdoma paieška  




5. diagrama Keli paieškos algoritmo veiklos diagrama 
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5.5.4 Sistemos klasi diagrama 
 
Klasi diagrama modeliuoja klasi struktras, naudodama tokius dizaino elementus: klases, 
paketus ir objektus. Ši diagrama atspindi ryšius tarp dizaino element. 
 
6 diagramoje pavaizduotas klasi sryšis atskleidžia sistemos logik realizuojanias klases. Šiame 




6. diagrama Klasi diagrama atvaizduojanti klasi sryšius. 
 
Detalus kiekvienos sistemos klass aprašymas yra priede B. 
 
5.5.5 Išskirtos duomen struktros 
 




Kad suprasti paieškos  gyl algoritm krautose VHDL schemose reikia turti piln informacij, 
kaip grafo viršns (krautos schemos elementai) susij tarpusavyje. Tam reikia žinoti duomen 
saugojimo struktr. Nuskaityt VHDL schemos duomen saugojimo struktra JAVA objektuose 




7. diagrama Nuskaitytos VHDL schemos duomen išsaugojimo JAVA objektuose struktra. 
 
7 diagramoje pavaizduota struktra rodo, kaip saugoma VHDL schemos informacija. Schem 
atspindi klas Entity, schemoje naudoti abstrakts elementai, aprašyti Component klase. PortMap klas 
vaizduoja, kaip susij schemos elementai (komponentai) su signalais. Schemos signalai saugomi 
Architecture klasje. Abstrakti klas Item simbolizuoja VHDL faile esanias struktras. Struktros gali 
bti: visa schema – klas Entity ir schemoje naudoti abstrakts komponentai (schemos sudedamosios 
dalys – angl. gate) – klas Component. Klas Vertice (viršn), tai konkreios komponents 
panaudojimas. Kiekviena abstrakti komponent privalo turti bent dvi jungtis (angl. port). Kiekvien 
jungt atspindi klas Port. 
 
5.6 Sistemos nustatym ir pagalbiniai failai 
 
Sistemoje yra naudojami keli nustatym failai ir vienas pagalbinis failas. Nustatym failai skirti 
tam, kad vartotojui paleidus sistem ir vykdžius kažkokius veiksmus veiksm iššaukti pakeitimai 
atsispindt kit kart vartotojui paleidus sistem. 
Sistemoje reikalingi šie nustatym failai: lssa.properties ir inversion.properties. Šiuose failuose 
kiekvienas vartotojas pagal poreikius, gali išsaugoti savo nustatym sistemos parametrus. Sekant kart 
paleidus sistem bus atstatomi nustatyti parametrai. 
Faile inversions.properties yra saugomi schemos element vardai, kurie vykdo signalo inversij. 
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Faile lssa.properties saugoma: 
 Rezultat apibendrinimo slygos, kurios reikalingos ištirtos schemos rezultatams apibendrinti.  
 Paskutin atidaryto ir išsaugoto failo direktorijos. 
 Laiko trukm, kiek ilgiausia gali užtrukti analiz. Jeigu analiz tsiasi ilgiau nei nurodyta 
šiame faile, ji automatiškai nutraukiama. 
 Reikšm nusakanti ar reikia rodyti keli pasiskirstymo matric suformuotame HTML rezultat 
faile. 
 
5.7 P priežira ir palaikymas 
 
Sistemos architektra buvo realizuota taip, kad jos prapltimas ir palaikymas nebt daug resurs 
ir analizs reikalaujantis procesas. Architektr sudaranios klass buvo išskaidytos  paketus pagal 
prasm (žirkite 8 diagram): 
 
 
8. diagrama Sistemos paket ryši diagrama. 
 
Kiekvieno paketo, pavaizduoto 8 diagramoje, aprašymas: 
 lssa yra pagrindinis paketas kuriame saugoma visa projekto informacija. Šiame pakete esanios 
klass valdo sistemos darb. 
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 lssa.load pakete saugomos klass, kurios reikalingos informacijos saugojimui JAVA 
objektuose. Pakete realizuotos klass yra skirtos tik duomen saugojimui atlikus analiz, bet ne 
nuskaiiuos VHDL schemos duomenis. Nuskaityt VHDL schemos duomen saugojimui yra 
skirtas lssa.load.structure paketas. 
 lssa.load.structure paketo klass saugo konkreios nuskaitytos VHDL schemos informacij. 
Paketo klass išskirtos iš lssa.load paketo, nes yra naudojamos tik nuskaityt VHDL schem 
duomen saugojimui. 
 lssa.assist paketas skirtas saugoti klasms, kurios atlieka operacijas su duomenimis. Paketo 
klass atlieka kraut VHDL schem analiz ir sulyginim. 
 lssa.assist.XML paketo klass formuoja XML failus iš JAVA objektuose saugomos 
informacijos. 
 lssa.exceptions paketas saugo klases, vykdanias iškilusi klaid apdorojim sistemoje. 	ia 
saugomi visi galintys pasirodyti klaid pranešimai. 
 lssa.GUI pakete saugomos klass kurianios grafin vartotojo ssaj. 
 lssa.GUI.messages – tai paketas, kuriame formuojami sistemoje naudojami maži dialogai (pvz. 
„Toks failas egzistuoja. Vykdyti išsaugojim?“ dialogo pasirinkimai Taip ir Ne). 
 lssa.GUI.dialogs – dialog paketas. Šiame pakete saugomos klass, kurios vaizduoja 
„Sulyginimo“ ir „Darbo proceso“ dialogus. 
 lssa.GUI.dialogs.settings – tai paketas, kuriame saugomos klass atvaizduojanios nustatym 
dialog. Šiame dialoge galima pasirinkti ir nustatyti vairius sistemos parametrus, kurie bus 
išsaugoti nustatym failuose. 
 lssa.GUI.view – tai paketas, kuris realizuoja užkrautos logins schemos grafin vaizd.  
 lssa.GUI.view.scheme – šio paketo klass braižo schem kaip „juod dž“. 
 lssa.GUI.view.scheme.widgets paketo klass simbolizuoja po vien grafin element, 
naudojam schemos grafiniam atvaizdavimui. 
 
Numatyti schemos pakeitimai buvo šie: 
 Nuskaityti ir analizuoti kitokio tipo aprašus nei VHDL schemos aprašai. 
 Pakeisti grafinio vartotojo ssajos kalb. 
 
Kad analizuoti kitokio tipo aprašus nei VHDL schem, reikia tik parašyti atskir analizatori, kuris 
užkraut schemos duomenis  mint struktr. Taigi reikalinga viena papildoma klas, kuri tai atlikt. 
Toki klas reikt talpint lssa.load pakete. Šiame pakete jau yra dvi panašios klass tai: MRLoader ir 
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VHDLLoader. 
Norint pakeisti grafinio vartotojo ssajos kalb, reikt išversti grafins ssajos element  (pvz. 
mygtukai, meniu punktai ir pan.) pavadinimus  pasirinkt kalb. Visi grafins ssajos element 





 lssa.GUI.view. EViewConstants; 
Taip pat reikt išversti klaid pranešimus ir žinui pranešimus, esanius JAVA interfeisuose: 
 lssa.GUI.messages. EMessageConstants; 
 lssa.exceptions. ELSSAExceptions; 
Taiau tai nra patogus bdas keisti vartotojo grafins ssajos kalb. Sistema bt kur kas lankstesn, 
jeigu visa informacij, kuri turime keisti, siekiant vesti nauj kalb, bt saugoma nustatym faile. 
Taiau toks funkcionalumas nebuvo realizuotas, tai galt bti pirmas žingsnis tobulinant sistem. 
                                                          
1
 JAVA interfeisas – tai specifinis JAVA kalboje naudojamas objekt tipas. 
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6. Eksperimentin dalis 
 
Eksperimentui buvo naudotos ISCAS’85 schemos ir j skirtingos realizacijas. Kiekviena tirta 
schema turjo po tris skirtingas realizacijas. Tos paios schemos ir j realizacijos buvo tiriamos darbe [4]. 
Remiantis [4] gautais rezultatais (2 ir 3 lentels), darbe siekiama rasti priklausomybes tarp realizacij test 
skaiiaus ir keli skaiiaus. Naudojantis sukurta programine ranga, atliekama vis schem realizacij 
struktros analiz. Randami keli skaiiai kiekvienos schemos realizacijai, išskiriant kiek buvo lygini, 
kiek nelygini keli. Lyginiai ir nelyginiai keliai taip gali bti padengiantys arba nepadengiantys. Ši 
informacija gaunama atlikus analiz. Schemos realizacij tyrimo rezultatai yra pateikiami priede C. 
Atliekamas skirting schem realizacij palyginimas. Atlikus š palyginim, nustatoma kiek 
skiriasi realizacij keli skaiius, kiek viena realizacija turi ryši, kuri kita realizacija neturi. Ieškoma 
fiktyvi ryši tarp schemos realizacij ir MR matricos. Kadangi tos paios schemos realizacijos atlieka 
vienod login funkcij, reiškia ir j teisingumo lentels vienodos. Egzistuojantis ryšys vienoje 
realizacijoje, taiau ryšio nebuvimas kitoje, reiškia, kad surastas ryšys nekeiia teisingumo lentels. 
Tokiam ryšiui nereikia generuoti testo ir jis vadinamas fiktyviu. 
 
6.1 Testai tiriamose realizacijose 
 
Testai buvo paimti iš [4]. Šio straipsnio autoriai analizavo tas paias schemas ir j realizacijas, bei 
nustatinjo test tinkamum tarp skirting realizacij. 
 
2. lentel Klaid skaiius skirtingose schemos realizacijose. 
 
Gedim skaiius realizacijose 
Schema R1 R2 R3 
C432 507 426 460 
C499 750 978 1246 
C880 942 857 928 
C1355 1566 1316 1406 
C1908 1862 876 1224 
C2670 1990 1500 1658 
C3540 3126 2474 2520 
C5315 5248 3879 4130 
C6288 7638 6680 7498 





 Schema – schemos pavadinimas; 
 R1 – standartin schemos realizacija; 
 R2 – persintezuota schemos realizacija, naudojant bibliotek – class.db; 
 R3 – persintezuota schemos realizacija, naudojant bibliotek – and_or.db; 
2 lentel rodo, kiek yra pastovios bsenos klaid (angl. stuck-at fault) kiekvienos schemos 
realizacijose. 
 
Lentelje 3 yra test skaiius kiekvienai tirtai schemos realizacijai. Šis test skaiius patikrina 
visus pastovios bsenos gedimus, nurodytai schemos realizacijai. 
 
3. lentel Testo vektori skaiius schemos realizacijoms. 
 
Test vektori skaiius 
Schema R1 R2 R3 
C432 57 46 45 
C499 54 74 80 
C880 62 49 50 
C1355 86 83 80 
C1908 118 57 75 
C2670 105 120 116 
C3540 167 143 147 
C5315 130 99 89 
C6288 43 47 34 
C7552 211 146 138 
 
Stulpeli paaiškinimai: 
 Schema – schemos pavadinimas; 
 R1 – standartin schemos realizacija; 
 R2 – persintezuota schemos realizacija, naudojant bibliotek – class.db; 
 R3 – persintezuota schemos realizacija, naudojant bibliotek – and_or.db; 
Lentel rodo, kiek reikia test vektori, kad patikrinti visas pastovios bsenos klaidas (angl. stuck-
at fault) visoms schemos realizacijoms. 
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4 lentel rodo kiek vienos schemos realizacijos testai patikrina klaid kitose realizacijose. 
 
4. lentel Neaptiktos klaidos skirtingoms realizacijoms. 
 
Testo tinkamumas  
Schemos realizacijos R1 R2 R3 
R1 0 21 16 
R2 11 0 9 C432 
R3 1 7 0 
R1 0 6 16 
R2 44 0 8 C499 
R3 116 22 0 
R1 0 29 18 
R2 0 0 2 C880 
R3 0 7 0 
R1 0 8 12 
R2 25 0 12 C1355 
R3 20 10 0 
R1 0 158 129 
R2 3 0 12 C1908 
R3 1 41 0 
R1 0 24 21 
R2 36 0 4 C2670 
R3 29 8 0 
R1 0 57 53 
R2 6 0 6 C3540 
R3 6 8 0 
R1 0 72 77 
R2 9 0 17 C5315 
R3 11 10 0 
R1 0 0 0 
R2 39 0 21 C6288 
R3 18 27 0 
R1 0 190 241 
R2 24 0 44 C7552 




 R1 – standartin schemos realizacija; 
 R2 – persintezuota schemos realizacija, naudojant bibliotek – class.db; 
 R3 – persintezuota schemos realizacija, naudojant bibliotek – and_or.db; 
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Stulpeli reikšms: 
 R1 – kiek klaid neaptinka standartins realizacijos testai kitose realizacijose; 
 R2 – kiek šios persintezuotos realizacijos (naudojant bibliotek – class.db) testas neaptinka klaid 
kitose realizacijose; 
 R3 – kiek šios persintezuotos realizacijos (naudojant bibliotek – and_or.db) testas neaptinka klaid 
kitose realizacijose; 
Šios lentels stulpeliai rodo realizacijos test, o eiluts realizacij. Iš lentels galima nustatyti, kaip 




Tyrimui buvo naudota sukurta programin ranga. Jos dka buvo greitai ir tiksliai ištirtos, ir 
palygintos visos tyrimui pasirinktos schem realizacijos. Tyrim sudar atskir schem realizacij keli 
analiz ir rezultat palyginimas. Vis schem realizacij tyrimo rezultatai pateikiami priede C. Ištyrus 
visas pasirinkt schem realizacijas, buvo atlikti apibendrinimai. 
 eksperiment nebuvo trauktos schemos C6288 realizacijos dl milžiniško keli skaiiaus. Šios 
schemos keli skaiius artimas 1020, todl elementarus tokios schemos keli perrinkimas labai ilgas 
procesas, kuriam nebuvo technini resurs. Apytikslis keli skaiius buvo paskaiiuotas remiantis [6] 
sudarytu metodu. 
Tyrimo metu apžvelgta keletas galim sryši tarp keli skaiiaus ir test skaiiaus skirtingose 
realizacijose. Programins rangos pateikti rezultatai turi daug aspekt, kurie neaptariami šiame darbe. 
Visa eksperimento informacija ir programin ranga yra pateikiama kompaktiniame diske. 
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6.2.1 Schem realizacij analiz 
 
Ištirt schem realizacij keli skaiius, pateikiamas lentelje 5. 
 
5. lentel  Ištirt schem keli pasiskirstymo lentel 
 
Keli pasiskirstymas realizacijose 
 Keliai R1 R2 R3 
LKS 39560 20386 31160 
NKS 39571 20041 31185 C432 
BKS 79131 40427 62345 
LKS 1376 10400 107552 
NKS 6272 10522 107552 C499 
BKS 7648 20922 215104 
LKS 4727 2096 3887 
NKS 3915 2362 3180 C880 
BKS 8642 4458 7067 
LKS 1687392 37872 132640 
NKS 1690944 37456 132640 C1355 
BKS 3378336 75328 265280 
LKS 364432 15483 425102 
NKS 364593 15537 425260 C1908 
BKS 729025 31020 850362 
LKS 8479 3332 9321 
NKS 8637 3224 9497 C2670 
BKS 17116 6556 18818 
LKS 3777885 775972 2103676 
NKS 3777840 778138 2103319 C3540 
BKS 7555725 1554110 4206995 
LKS 626837 20106 200082 
NKS 626757 20229 199926 C5315 
BKS 1253594 40335 400008 
LKS 327745 35414 125265 
NKS 327344 34979 106040 C7552 
BKS 655089 70393 231305 
 
5 lentels paaiškinimas: 
LKS – Lyginis Keli Skaiius 
NKS – Nelyginis Keli Skaiius 
BKS – Bendras Keli Skaiius. 
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Atliktas procentinis originalios realizacijos sulyginimas su persintezuotomis realizacijomis. Jis 
rodo, kaip originalios realizacijos test vektori skaiius, keli skaiius, gedim skaiius ir tinkamumo 
skaiius procentaliai siejasi su persintezuotomis schemos realizacijomis. Tai pateikiama 6 lentelje. 
 
6. lentel Originali schemos realizacij procentinis santykis su persintezuotomis schemos realizacijomis. 
 
Originalios schemos realizacijos santykis su persintezuotomis schemos realizacijomis 
Realizacija Keli santykisTest skaiiaus santykisGedim santykis Tinkamumo santykis
R2 195,74% 123,91% 119,01% 185,00%C432 R3 126,92% 126,67% 110,22% 462,50%
R2 36,55% 72,97% 76,69% 42,31%C499 R3 3,56% 67,50% 60,19% 15,94%
R2 193,85% 126,53% 109,92% 2350,00%C880 R3 122,29% 124,00% 101,51% 671,43%
R2 4484,83% 103,61% 119,00% 54,05%C1355 R3 1273,50% 107,50% 111,38% 66,67%
R2 2350,18% 207,02% 212,56% 1913,33%C1908 R3 85,73% 157,33% 152,12% 683,33%
R2 261,07% 87,50% 132,67% 112,50%C2670 R3 90,96% 90,52% 120,02% 121,62%
R2 486,18% 116,78% 126,35% 916,67%C3540 R3 179,60% 113,61% 124,05% 785,71%
R2 3107,96% 131,31% 135,29% 573,08%C5315 R3 313,39% 146,07% 127,07% 709,52%
R2 930,62% 144,52% 154,03% 633,82%C7552 R3 283,21% 152,90% 146,71% 1306,06%
 
6 lentels paaiškinimas: 
 Procentinis keli santykis – tai santykis tarp standartins realizacijos BKS ir persintezuot realizacij 
keli skaiiaus. 
 Procentinis test skaiiaus – tai santykis tarp standartins realizacijos test skaii ir persintezuot 
realizacij test skaiiaus. 
 Procentinis gedim skaiiaus – tai santykis tarp standartins realizacijos gedim skaii ir 
persintezuot realizacij gedim skaiiaus. 
 Procentinis tinkamumas – tai santykis tarp standartins realizacijos gedim skaiiaus sumos (vis 
realizacij testams) ir persintezuot realizacij gedim skaiiaus sumos (vis realizacij testams). 
 
Apibendrinant 6 lentel reikia pastebti, kad tik schemos C499 abiejose persintezuotose 
realizacijose visi santykiai mažesni už 100%. Tai reiškia, kad tik C499 schemoje persintezuot realizacij 
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keli skaiius, test vektori skaiius, gedim skaiius, ir tinkamumo skaiius yra didesni už originalios 
schemos realizacijos tuos paius parametrus. 
Schemoms C432, C880, C3540, C5315 ir C7552 visi rodikliai yra didesni nei 100%. Taigi ši 
persintezuot schem realizacij parametrai mažesni už originalios schemos realizacijos parametrus. 
Schemos C1355 keli skaiiaus santykis, test skaiiaus santykis ir gedim skaiiaus santykis 
persintezuotose schemos realizacijose yra didesnis už 100%. Bet test tinkamumo skaiiaus santykis yra 
mažesnis nei 100%. Galime teigti, kad priklausomyb tarp keli skaiiaus ir test tinkamumo, šios 
persintezuotos schemos realizacijose yra atvirkštin. 
Schem C1908 ir C2670 R3 sintezs realizacijose, keli skaiius yra didesnis už originalios 
schemos realizacijos keli skaii, o gedim skaiius ir test tinkamumo skaiius yra mažesni už 
originalios schemos realizacijos tuos paius parametrus. 
 
Test ir keli santyki procentinis sulyginimas pateikiamas 7 lentelje ir 1 grafike. Šis sulyginimas 
leidžia sprsti ar skirtingoms realizacijoms keli ir test santykiai (matomi 6 lentelje) vienodai 
pasiskirst. Jeigu keliai ir testai vienodai pasiskirst, tai reiškia, kad tiesiogin priklausomyb tarp keli ir 
test egzistuoja. 
 
7. lentel Test ir keli santyki procentinis sulyginimas. 
 
Test ir keli santyki procentinis sulyginimas 
 Keliu santykis % Testu santykis % % skirtumas 
R2 61,23% 38,77% 22,47% C432 R3 50,05% 49,95% 0,10% 
R2 33,37% 66,63% -33,25% C499 R3 5,00% 95,00% -89,99% 
R2 60,51% 39,49% 21,01% C880 R3 49,65% 50,35% -0,70% 
R2 97,74% 2,26% 95,48% C1355 R3 92,22% 7,78% 84,43% 
R2 91,90% 8,10% 83,81% C1908 R3 35,27% 64,73% -29,46% 
R2 74,90% 25,10% 49,80% C2670 R3 50,12% 49,88% 0,24% 
R2 80,63% 19,37% 61,26% C3540 R3 61,25% 38,75% 22,51% 
R2 95,95% 4,05% 91,89% C5315 R3 68,21% 31,79% 36,42% 
R2 86,56% 13,44% 73,12% C7552 R3 64,94% 35,06% 29,88% 
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Lentels 7 paaiškinimas: 
Lentel sudaryta remiantis 6 lentels rezultatais. Joje parodyta, kaip procentaliai susij keli ir 
test santykiai.  
 Keli santykis % buvo gautas keli santyk (žr. 6 lentel) padalinus iš keli ir testo santyki sumos (žr. 
6 lentel). 
 Testu santykis % buvo gautas test santyk (žr. 6 lentel) padalinus iš keli ir testo santyki sumos (žr. 
6 lentel). 
 % skirtumas (procentinis skirtumas) tai skirtumas tarp keli santykio % ir test santykio %. Šis 
skirtumas reikalingas vykdant atskir schemos realizacij apibendrinim, keli ir test atžvilgiu 
(žirti 1 grafik). 
 












R2 R3 R2 R3 R2 R3 R2 R3 R2 R3 R2 R3 R2 R3 R2 R3 R2 R3





1. grafikas Test skaiiaus santykio procentinis ryšys su keli santykiu. 
 
1 grafikas rodo kaip procentiškai siejasi test skaiiaus santykis iš 6 lentels su keli santykiu. 
Matome, kad keli santyki ir test santyki pasiskirstymas, tarp tos paios schemos skirting realizacij, 
yra labai nevienodas. Galima teigti, kad test skaiius nepriklauso nuo keli skaiiaus skirtingose 
realizacijose. 77,78% vis test ir keli sulyginimo rezultat rodo, kad keli santykis yra didesnis už test 
skaiiaus santyk tos paios schemos realizacijoms. Taigi keli santykis tarp persintezuot schem 
realizacij yra žymiai didesnis, lyginant su t pai schem test vektori skaiiaus santykiu. 
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Test ir keli santyki procentinio sulyginimo apibendrinimas yra procentinis skirtumas (% 
skirtumo iš 7 lentels). Šio skirtumo grafinis atvaizdavimas pateikiamas 2 grafike. 
 




























R2 R3 R2 R3 R2 R3 R2 R3 R2 R3 R2 R3 R2 R3 R2 R3 R2 R3
C432 C499 C880 C1355 C1908 C2670 C3540 C5315 C7552
Skirtumas
 
2. grafikas Test ir keli santyki procentinio sulyginimo apibendrinimas. 
 
2 grafike matomi labai vairs skirtumai tarp procentinio schem realizacij keli ir test santyki. 
Maksimal skirtum tarp realizacij R2 ir R3 keli ir test santyki procentinio pasiskirstymo turi schema 
C1908 – 113,27%. Minimal skirtum tarp t pai realizacij keli ir test santyki procentinio 
pasiskirstymo turi schema C1355 – 11,05%. Skirtumai pakankamai dideli, todl galime teigti, kad 
priklausomybs tarp schemos keli skaiiaus santykio ir test skaiiaus santykio, o tuo paiu ir tarp 
schemos keli skaiiaus ir schemos test skaiiaus, nra. 
 
Test tinkamumo ir keli santyki procentinis sulyginimas (8 lentel ir 3 grafikas) rodo, kaip keli 
santykis procentaliai susijs su realizacij test tinkamumu. 3 grafikas pateikia galimyb surasti 
priklausomybes tarp keli santyki ir test tinkamumo tirtoms realizacijoms. Jeigu santykinis sulyginimas 
pasirinktai schemai abiejose realizacijose vienodas, reiškia priklausomyb yra. 
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8. lentel  Test tinkamumo ir keli santykio procentinis sulyginimas. 
 
 Keliu santykis % Tinkamumo santykis %  % skirtumas 
R2 51,41% 48,59% 2,82% C432 R3 21,53% 78,47% -56,93% 
R2 46,35% 53,65% -7,29% C499 R3 18,24% 81,76% -63,53% 
R2 7,62% 92,38% -84,76% C880 R3 15,41% 84,59% -69,19% 
R2 98,81% 1,19% 97,62% C1355 R3 95,03% 4,97% 90,05% 
R2 55,12% 44,88% 10,25% C1908 R3 11,15% 88,85% -77,71% 
R2 69,89% 30,11% 39,77% C2670 R3 42,79% 57,21% -14,43% 
R2 34,66% 65,34% -30,69% C3540 R3 18,61% 81,39% -62,79% 
R2 84,43% 15,57% 68,86% C5315 R3 30,64% 69,36% -38,73% 
R2 59,49% 40,51% 18,97% C7552 R3 17,82% 82,18% -64,36% 
 
Lentels 8 paaiškinimas: 
Lentel sudaryta remiantis 6 lentels rezultatais. Joje atvaizduota, kaip procentaliai susij keli ir 
test tinkamumo santykiai.  
 Keli santykis % buvo gautas keli santyk (žr. 6 lentel) padalinus iš keli ir tinkamumo santyki  
sumos (žr. 6 lentel). 
 Tinkamumo santykis % buvo gautas tinkamumo santyk (žr. 6 lentel) padalinus iš keli ir tinkamumo 
santyki sumos (žr. 6 lentel). 
 % skirtumas (procentinis skirtumas) – tai skirtumas tarp keli santykio % ir tinkamumo santykio %. 
Šis skirtumas reikalingas vykdant atskir schemos realizacij apibendrinim keli ir test tinkamumo 
atžvilgiu (žr. 4 grafik). 
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3. grafikas Test tinkamumo ir keli santyki procentinis sulyginimas 
 
3 grafike matoma, kaip procentaliai siejasi keli santykis su test tinkamumo santykiu. Keli 
santykio ir tinkamumo santykio pasiskirstymas labai nevienodas. Skirtumas tarp keli procentinio 
santykio ir test tinkamumo procentinio santykio, kiekvienai schemos realizacijai, pateikiamas 4 grafike. 
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4. grafikas Schemos realizacij keli santykio skirtumas su schemos realizacij test tinkamumu. 
 
4 grafiko skirtumai tarp procentinio schem realizacij keli ir test tinkamumo santyki yra 
vairs. Maksimal skirtum tarp realizacij R2 ir R3 keli ir test tinkamumo santyki procentinio 
pasiskirstymo turi schema C5315 – 107,59%. Minimal skirtum tarp t pai realizacij keli ir test 
tinkamumo santyki procentinio pasiskirstymo turi schema C1355 – 7,57%. Skirtumai pakankamai dideli, 
todl galime teigti kad priklausomybs tarp schemos keli skaiiaus santykio ir test tinkamumo skaiiaus 
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santykio, o tuo paiu ir tarp schemos keli skaiiaus ir schemos test tinkamumo skaiiaus, nra. 
 
6.2.2 Schem realizacij palyginimas 
 
Visos, kiekvienos tirtos schemos, realizacijos buvo sulygintos su rinkini matrica (toliau MR 
matrica), kuri apibržia ar egzistuoja test rinkinys tarp konkretaus schemos jimo ir išjimo. Buvo 
užtikrinta, kad šios matricos elementai absoliuiai teisingi. Kad sitikinti sukurtos programins rangos 
teisingumu, reikjo realizuoti gaut schem analizs rezultat sulyginim su MR matrica. Fiktyvi keli 
skaiiai pateikiami 9 lentelje. 
 
9. lentel Fiktyvi keli skaiius lyginant schemos realizacijas su ryši matrica. 
 
Schema R1 R2 R3 
C432144 164139
C499 32 32 32
C880 0 90 0
C1355 32 32 32
C1908109 112109
C2670 0 0 0




9 lentel vaizduoja kiek fiktyvi keli buvo surasta kiekvienos tirtos schemos realizacijose. 
Fiktyvi keli skaiius labai priklauso nuo schemos realizacijoje naudotos element bazs. Mažiausia 
fiktyvi ryši surasta R3 schem realizacijose. Ši realizacija išsiskiria tuo, kad jos visi elementai yra 












































5. grafikas Fiktyvi keli skaiius lyginant schemos realizacijas su ryši matrica. 
 
9 lentel ir 5 grafikas rodo fiktyvius ryšius tirtose schem realizacijose. Nagrinjant realizacijas, 
matyti, kad tik 18,51% vis tirt schem realizacij neturi fiktyvi ryši. 
 
Fiktyvi keli ir skirting schemos realizacij test tinkamumo sumos procentinis santykis 6 
grafike. 
 








C432 C499 C880 C1355 C1908 C2670 C3540 C5315 C7552
Fiktyvus ryšiai FR
Test tinkamumo sumos TTS
 
6. grafikas Fiktyvi keli ir skirting realizacij test tinkamumo sumos procentinis santykis. 
 
6 grafike pavaizduotas procentinis ryšys tarp schemos realizacij fiktyvi ryši ir test tinkamumo 
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Naudojant sukurt programin rang, buvo atlikti tyrimai su 9-iomis ISCAS’85 schemomis. 
Kiekviena iš tirt schem turjo po tris skirtingas realizacijas: 
 R1 – standartin realizacija. 
 R2 – persintezuota schemos realizacija, naudojanti bibliotek – class.db; 
 R3 – persintezuota schemos realizacija, naudojanti bibliotek – and_or.db; 
Kiekvienos schemos realizacijai buvo suskaiiuotas keli skaiius. Didžiausi skirtum tarp tirt 
schem realizacij keli skaiiaus turjo schemos C1355 realizacijos. Šios schemos realizacij 
maksimalaus ir minimalaus keli skaiiaus skirtumo santykis su maksimaliu realizacij keli skaiiumi 
siek net 97,77%. Mažiausias skirtumas tarp schemos realizacij keli nustatytas schemai C880. Santykis 
tarp šios schemos realizacij maksimalaus ir minimalaus keli skirtumo su maksimaliu realizacij keli 
skaiiumi buvo 48,41%.  
Atliekant tiriam schem realizacij sulyginim su rinkini matricomis, buvo ieškomi fiktyvs 
keliai tiriamose realizacijose. Net 81,49% vis ištirt realizacij turjo fiktyvi keli. Išsiskyr tik 
schemos C2670 visos realizacijos, nes jose fiktyvi keli nebuvo. Didžiausias fiktyvi keli skaiius 
aptiktas schemos C7552 R2 realizacijoje – 818 keli. Fiktyvi keli nustatymas buvo vykdomas sukurtos 
programins rangos pagalba. 
Suskaiiavus schem realizacij kelius, buvo atliktas santykinis persintezuot realizacij 
parametr lyginimas su standartine schemos realizacija. Santykinai buvo sulyginta persintezuot schem 
realizacij keli skaiius, test skaiius, gedim skaiius ir test tinkamumo skaiius su standartins 
schemos realizacijos tokiais paiais parametrais. Išsiskyr schema C499, kurios parsintezuot realizacij 
visi minti parametrai buvo didesni už standartins schemos parametrus. Likusi schem persintezuot 
realizacij parametrai po sintezs buvo mažesni už standartins schemos realizacijos parametrus. 
Atlikus eksperimentus su tiriamom schemom ir apibendrinus rezultatus, buvo nustatyta, kad 
priklausomybi tarp keli skaiiaus ir test skaiiaus schemos realizacijose nra. Ryšys tarp schemos 
realizacijos keli skaiiaus ir realizacijos test tinkamumo kitoms realizacijoms taip pat nebuvo 
nustatytas. Remiantis realizacij sulyginimo eksperimento rezultatais, nebuvo aptikta tiesiogin 
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9. Termin ir santrump srašas 
 
 Login schema arba schemos realizacija – (toliau schema arba realizacija) tai logins funkcijos 
realizacija. 
 Schemos kelias – tai ryšys tarp schemos jimo ir išjimo. 
 Blio algebra (angl. Boolean algebra) – žirti [9] 
 Loginis schemos kelias – tai ryšys tarp schemos jimo ir išjimo, kai jimo pokytis pasireiškia 
išjime. 
 Lyginis kelias (LK) – tai toks schemos kelias, kuriame signalas buvo invertuojamas lygin kart 
skaii. 
 Nelyginis kelias (NK) – tai toks schemos kelias, kuriame signalas buvo invertuojamas nelygin kart 
skaii. 
 Padengiantis kelias (PK) – tai toks schemos kelias kuriame yra bent vienas elementas per kur dar 
nebuvo prajs kitas kelias. 
 Fiktyvus kelias – tai toks kelias tarp schemos jimo ir išjimo, kai jimo loginis pokytis nekeiia 
išjimo reikšms. 
 Vlinimo klaidos, tai klaidos kurios iškyla dl to, jog pokytis jimuose vyksta greiiau nespjs 
pasirodyti išjime. 
 Konstantinio gedimo klaidos, tai klaidos kai išjime gaunama pastovi (konstantin) reikšm. 
 Test vektorius, tai schemos jim rinkinys. 
 Keli perrinkimas – tai kiekvieno jimo ryši nustatymas su schemos išjimais atliekant detali 
schemos struktros analiz. 
 Grafas – terminas naudojamas graf teorijoje. Plaiau [2,12]. 
 Grafo padengimas – grafo keli suradimas. Plaiau [2,12]. 
 MR failai, kuriuose saugoma matrica atspindinti test rinkinius duotai schemai. 
 Sistemos nustatymai –  parametrai reikalingi sistemai startuojant arba sistemos darbui. 
 OS – operacin sistema. 
 LSSA (Logini schem struktros analiz) – programin ranga skirta logini schem (aprašyt 
VHDL programavimo kalba) keli skaiiavimui. Taip pat dviej realizacij sulyginimui. 
 VHDL – angl. VHSIC (very high speed integrated circuits) Hardware Description Language. 
 JAVA specifinis paketas(biblioteka) – JAR failas –kuriame yra saugomos klass specifiniam 
uždaviniui atlikti. 
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 UML - angl. Unified Modeling Language. Plaiau [1,3]. 
 XML –  angl.Extensible Markup Language. Plaiau apie XML standarto aprašym - 
http://www.w3c.org/. 
 IntelliJ IDE – terp JAVA projektams kurti. Plaiau IntelliJ JAVA projekt krimo terp – 
http://www.jetbrains.com/idea/ 
 ISCAS’85 bencmark circuits – 1985 metais, konferencijos metu aptartos schemos.. 
 MR – failo pltinys. Failuose su tokiu pltiniu saugoma rinkini matrica duotai schemai. Šis failas 
reikalingas schem sulyginimui. 
 XPP – angl. XML Pull Parser. Tai XML analizatorius (angl. parser). Jo privalumas yra tas kad jis 
pakankamai greitas ir nenaudojantis daug resurs kaip gerai žinomas DOM ar SAX analizatoriai.  
 PA – panaudojimo atvejai 
 DOM – angl. Document Object Model – dokument objekto modelis, firmos W3C produktas. Plaiau 
http://www.w3.org/. 
 Juoda dž – terminas naudojamas, kai žinome schemos jimus ir išjimus, taiau nežinome 
konkrei ryši tarp j. Pavyzdžiui 1 paveiksle pavaizduota login schema kaip juoda dž, o 1 




10.1 Priedas A 
 
Elementars loginiai elementai yra trys, kiekvieno j grafinis atvaizdavimas ir teisingumo lentel pateikta šiame skyriuje. 
 






Paveikslas Nr. 1 IR loginio elemento grafinis atvaizdavimas. 
10. lentel  Elementaraus loginio elemento IR teisingumo lentel. 
 
jimai Išjimas 
2 3 1 
0 0 0 
0 1 0 
1 0 0 
1 1 1 
 





Paveikslas Nr. 2 ARBA loginio elemento grafinis atvaizdavimas. 
 
11. lentel Elementaraus loginio elemento ARBA teisingumo lentel. 
 
jimai Išjimas 
2 3 1 
0 0 0 
0 1 1 
1 0 1 
1 1 1 
 
3. INVERSIJOS elementas (angl. NOT gate) 
12
 
Paveikslas Nr. 3 Inversijos loginio elemento grafinis atvaizdavimas. 
 







10.2 Priedas B 
 




LSSA klas kuri valdo sistemos darb. 
Kintamieji: 
 ourInstance – private static LSSA– Šitos klass objektas. Reikalingas realizuoti Singleton šablon.  
Metodai: 
 getLSSA – public static LSSA getLSSA() – Singleton šablon realizuojantis metodas.  
 main – public static void main(java.lang.String[] args) – Paleidžiamasis metodas.  
o Parametrai: 
args – Šiuo parametru perduodamas  program failas/failai, kur reikia analizuoti. 
 loadVHD – public static VHDFileInfo loadVHD(java.lang.String fileName) throws LSSAException – Funkcija nuskaito 
VHD fail.  
o Parametrai: 
fileName – VHD failo vardas.  
o Gržina: gržinama rezultat struktra.  
 analyseVHD – public static void analyseVHD(VHDFileInfo vhdFileInfo) throws LSSAException – Vykdoma užkrauto 
VHD failo analiz.  
o Parametrai: 
vhdFileInfo – vhd failo struktra. 
 loadMr – public static XFileInfo loadMr(java.lang.String fileName) throws LSSAException – Funkcija nuskaito MR fail  
rezultat struktr. 
o Parametrai: 
fileName – MR failo vardas.  
o Gržina: gržinama rezultat struktra.  
 createStatistics – public static void createStatistics(XFileInfo fileInfo, java.util.ArrayList conditions) – Procedra 
pasirinktai schemai vykdo statistikos paskaiiavim.  
o Parametrai: 
fileInfo – struktra kuriai reikia atlikti statistik. 
conditions – statistikos slygos. 
 save – public static void save(XFileInfo xFileInfo, java.lang.String htmlFileName) throws LSSAException – Procedra 
issaugo informacijos struktr  XML ir HTML failus. 
o Parametrai: 
xFileInfo – informacijos struktra. 
htmlFileName – html failo vardas, jeigu paduodama null failo vardas pasidaro toks koks yra tiriamos schemos 
vardas pridedant pltin ".html".  
 saveCompare – public static void saveCompare(XFileInfo xFileInfo1, XFileInfo xFileInfo2, CompareInfo compareInfo, 
java.lang.String htmlFileName) throws LSSAException – Procedra issaugo palyginimo struktras ir palyginimo 
rezultatus  XML ir HTML failus.  
o Parametrai: 
xFileInfo1 – pirmoji struktra kuri buvo lyginta. 
xFileInfo2 – antroji struktra kuri buvo lyginta. 
compareInfo – palyginimo rezultatai. 
htmlFileName – html failo vardas, jeigu paduodama null failo vardas pasidaro toks koks yra tiriam schem 










MRLoader – klas kuri vykdo užkrovimus iš duomen fail  XFileInfo objektus. Klas implementuoja interfeis 
ELSSAExceptions. 
Metodai: 
 mrLoader – public static final XFileInfo mrLoader(java.lang.String fileName) throws LSSAException – Funkcija 
nuskaitinja "*.mr" fail ir užkrauna duomenis  XFileInfo struktr.  
o Parametrai: 
fileName – ".mr" failo, kur reikia nuskaityti, pavadinimas.  
o Gržina: gržina XFileInfo struktr su nuskaitytais duomenimis.  
 getMrInputName – private static final java.lang.String getMrInputName(java.lang.String l1) – Funkcija skirta 
nuskaitinjant MR failus. Nuskaitinjant pirm matricos els eilut funkcija randa jimo vard.  
o Parametrai: 
l1 – pirma matricos eils eilut.  
o Gržina: gržina jimo vard. 
 getMrFirstprivate – static final java.lang.String getMrFirst(java.lang.String s) – Procedra analizuoja matricos eils vienos 
eiluts elementus.  
o Parametrai: 
s – matricos eils vienos eiluts info pvz. ": 0 26 :"  
o Gržina: gržina pirm elemento sudedamj dal: 0 
 getMrSecond – private static final java.lang.String getMrSecond(java.lang.String s) – Procedra analizuoja matricos eils 
vienos eiluts elementus.  
o Parametrai: 
s – matricos eils vienos eiluts info pvz. ": 0 26 :"  




PortComparator klas implementuoja standartin JAVA klas java.util.Comparator. Ši klas atlieka Port klasi sulyginim. 





PropsWorker klas nuskaitinja ir rašinja duomenis  nustatym (angl. properties) failus. Šiuose failuose saugoma vartotojo 




Reminder klas vykdo VHD analiz ir sustabdo analiz jeigu analiz tsiasi ilgiau negu buvo leista. Klas implementuoja 
Singleton šablon (šios klass objektas gali bti sukurtas tik vien kart). 
Kintamieji: 
 timer – private java.util.Timer – Šis standartins JAVOS kintamasis apibržia kada reiks sustabdyti analiz jeigu jai 
neužteko duoto laiko.  
 analyse – private VHDAnalyse– analiz atliekantis objektas. 
 minutes – private long– minui skaiius kiek gali užtrukti analiz. Jeigu minui skaiius lygus 0 analiz bus vykdoma tol 
kol nesibaigs arba nebus nutraukta vartotojo. 
 ourInstance – private static Reminder – Singleton šablonui reikalinga klas.  
Metodai: 
 getInstance – public static Reminder getInstance() – Singleton šablon vykdantis metodas. Šis metodas visada gržina 
vien ir ta pat objekt.  
o Gržina: Gržinamas šios klass objektas. 
 star – tpublic final void start()– Analizs paleidimo metodas.  




SwingWorker – klas naudojama kai dirbama su grafiniu vartotojo interfeisu. Ji leidžia lengvai kurti naujas gijas lygiagreiam 
darbui. Prireikus gijas galima nutraukti iškvieiant interrupt() metod. Ši klas siloma http://java.sun.com/ (JAVA kalbos 





VHDAnalyse klas atlieka nuskaityto VHD failo analiz. 
Kintamieji: 
 vhdFileInfo – private VHDFileInfo – Strukra kuria reikia analizuoti.  
 conditions – private java.util.ArrayList – Masyvas kuriame saugosime visas s1lygas.  
 resultsMap – private java.util.HashMap – Struktros rezultat 'planas'.  
 workTime – private long– Kiek laiko vyksta analiz. 
 lssaTimer – private LSSATimer– Chronometras kuris skaiiuoja laik. 
 reminder – private Reminder – Priminjas. Jis sustabdo analiz jeigu ji užtruko per ilgai.  
 finished – private int – Kintamasis kuris parodo ar analiz jau pabaigta. Jeigu 0 – analiz tsiasi, jeigu 1 – analiz nutraukta 
vartotojo, jeigu 2 – analiz nutraukta laiko limito, jeigu 3 – analiz pilnai baigta, .  
Metodai: 
 analyse – private void analyse(Entity entity, java.util.HashMap signalsMap) – Procedra ieškanti ryši tarp elemento 
jimo ir išjimo signal.  
 
o Parametrai: 
entity – elementas kuriam nustatinjami ryšiai. 
signalsMap – ryšiai tarp signal ir viršni jimo portMap' 
 makeAnalysis – private void makeAnalysis(java.util.HashSet outSignalsSet, java.util.HashMap signalsMap, 
java.lang.String inSignal, java.util.ArrayList path, java.lang.String currentSignal, int inversionsCount, boolean 
coveredPath) – Procedra vykdo analiz veikdama rekursiškai.  
o Parametrai: 
outSignalsSet – pagrindinio elemento išjimo port signalai. 
signalsMap – ryšiai tarp signal ir viršni jimo portMap' 
inSignal – jimo signalas. 
path – viršni perjimo keli masyvas. Reikalingas tam kad nesusidaryt ciklai ieškant kelio iki išjimo signalo. 
currentSignal – atjs signalas. 
inversionsCount – inversij skaiius konkreiame kelyje. 





VHDLLoader klas implementuoja interfeisus ELSSAExceptions ir EVHDLConstants. Ši klas vykdo vis VHD failo 
nuskaitym, o nuskaitytus duomenis užkrauna  objektus: Entity, Architecture, Component, Port, Vertice, PortMap. 
Kintamieji: 
 ourInstance – private static VHDLLoader – Šitos klass objektas. Reikalingas realizuoti Singleton šablon. 
Metodai: 
 getInstance – public static VHDLLoader getInstance()– Singleton šablon realizuojantis metodas.  
o Gržina: Gržina šio tipo klas. 
 vhdLoader – public static final VHDFileInfo vhdLoader(java.lang.String fileName) throws LSSAException – Nuskaito 
duomenis iš VHD failo ir užkrauna juos  XFileInfo struktr.  
o Parametrai: 
fileName – VHD failo vardas.  
o Gržina: nuskaityt duomen struktra.  
 parseVHDL – private static Entity parseVHDL(java.io.File file, java.util.HashMap signalsMap) throws LSSAException – 
Analizuoja nurodyt fail  
o Parametrai: 
file – failas iš kurio bus nuskaitinjami duomenys. 
signalsMap – saugo jimo tokia struktr: signalo_vardas–>(aib port_map). Bus reikalingas ieškant keli tarp 
viršni.  
o Gržina: gržina sukurt ir užpildyt Entity objekt. 
 getBytesFromFile – private static byte[] getBytesFromFile(java.io.File file) throws LSSAException – Užkrauna baitus iš 
failo  bait masyv.  
o Parametrai: 
file – failas iš kurio bus nuskaitinjami duomenys.  
o Gržina: failas bait masyve.  
 getEntityName – private static java.lang.String getEntityName(java.lang.String fileContent) throws LSSAException – 
Funkcija ieško elemento (ENTITY) vardo faile.  
o Parametrai: 
fileContent – failo tekstinis turinys.  
o Gržina: Gržina surast elemento vard, arba null jeigu elemento vardas nerastas.  
 getEntityContent – private static java.lang.String getEntityContent(java.lang.String fileContent, java.lang.String 
entityName) throws LSSAException – Funkcija randa pagrindinio elemeto turin.  
o Parametrai: 
fileContent – failo tekstinis turinys. 
entityName – pagrindinio elemento vardas.  
o Gržina: elemento tekstinis turinys.  
 getPortsContent – private static java.lang.String getPortsContent(java.lang.String content, java.lang.String 
componentName) throws LSSAException – Funkcija suranda elemento (ENTITY/COMPONENT) portus (PORT).  
o Parametrai: 
content – Tekstas kuriame reikia ieškoti port.  
o Gržina: Gržina portus jeigu portai surasti, kitu atveju gržina null.  
 getPortsList – private static java.util.ArrayList getPortsList(java.lang.String portsContent) throws LSSAException – 
Funkcija išanalizuoja portus iš tekstinio.ir sukuria Port tipo element masyv.  
o Parametrai: 
portsContent – part tekstinis tekstinis turinys  
o Gržina:Gržinama Port masyvas.  
 getComponentArchitectureName – private static java.lang.String getComponentArchitectureName(java.lang.String 
fileContent, java.lang.String componentName) throws LSSAException – Funkcija randa faile komponento architektros 
vard, kuris vliau bus naudojamas rasti visai komponento arhitektrai.  
o Parametrai: 
fileContent – failo tekstinis turinys. 
componentName – komponento vardas.  
o Gržina: gržina surastos architektros vard nurodytam komponentui.  
 getArchitectureContent private static java.lang.String getArchitectureContent(java.lang.String filContent, java.lang.String 
architectureName) throws LSSAException – Fukcija randa faile piln architktr pagal architektros vard ir j gražina.  
o Parametrai: 
filContent – failo tekstinis turinys. 
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architectureName – architektros vardas.  
o Gržina: piln rchitektr pagal architektros vard.  
 getSignals – private static java.lang.String[] getSignals(java.lang.String architektureContent, java.lang.String 
architectureName) throws LSSAException – Funkcija randa architektroje naudotus signalus.  
o Parametrai: 
architektureContent – architektros tekstinis turinys 
architectureName – architektros vardas.  
o Gržina: gržinama masyvas signal kurie yra naudojami architektroje.  
 getArchitectureComponentsContents – private static java.util.ArrayList 
getArchitectureComponentsContents(java.lang.String architectureContent, java.lang.String architectureName) throws 
LSSAException – Funkcija randa architektros naudojam komponeni turin.  
o Parametrai: 
architectureContent – architektros tekstinis turinys. 
architectureName – architektros vardas.  
o Gržina: masyva architektroje naudojam komponeni turini.  
 makeComponents – private static java.util.ArrayList makeComponents(java.util.ArrayList componentsContents) throws 
LSSAException – Iš komponent turini formuojami komponentai.  
o Parametrai: 
componentsContents – masyvas komponent turini.  
o Gržina: gržina masyva komponent objekt.  
 getArchitectureImpl – private static java.lang.String getArchitectureImpl(java.lang.String architectureContent, 
java.lang.String architectureName) throws LSSAException – Funkcija randa architektros viršni turin.  
o Parametrai: 
architectureContent – architektros tekstinis turinys. 
architectureName – architektros vardas  
o Gržina: gržina surast architektros viršni turin.  
 getArchitectureAliases – private static java.util.HashMap getArchitectureAliases(java.lang.String architectureImpl) – 
Funkcija randa pagrindinio elemento (Entity) port vard slaptavardžius.  
o Parametrai: 
architectureImpl – architektros viršni turinys.  
o Gržina: gržina port ir slapyvardži sryšius. 
 getArchitectureVertices private static java.util.ArrayList getArchitectureVertices(java.lang.String architectureImpl, Entity 
entity, java.util.HashMap signalsMap) throws LSSAException – Funkcija nuskaito architektroje naudotas viršnes.  
o Parametrai: 
architectureImpl – architektros viršni turinys. 
entity – pagrindinis elementas kur nagrinsime. 
signalsMap – saugo jimo tokia struktr: signalo_vardas–>(aib port_map). Bus reikalingas ieškant keli tarp 
viršni.  
o Gržina: masyva architektros viršni.  
 getVerticePortMap – private static PortMap getVerticePortMap(java.lang.String portMapContent, java.lang.String 
verticeName, java.util.HashMap ports, java.util.HashSet signals, java.util.HashMap signalsMap) throws LSSAException – 
Funkcija kuri sukuria PortMap objekt.  
o Parametrai: 
portMapContent – iš ko bus kuriamas objektas pvz. "A => n221" 
verticeName – viršns, kuri yra analizuojama, vardas 
ports – viršns tipo portai. 
signals – architektroje naudot signal vard masyvas. 
signalsMap – saugo jimo tokia struktr: signalo_vardas–>(aib port_map). Bus reikalingas ieškant keli tarp 
viršni.  





XAnalyse implementuoja interfeis ELSSAExceptions. Ši klas atlikinja visas analizs operacijas. 
Metodai: 
 compare – public static CompareInfo compare(XFileInfo x1, XFileInfo x2, javax.swing.JProgressBar progressBar) – 
Funkcija vykdo palyginim dviej struktr, ir gržina palyginim objekt.  
o Parametrai: 
x1 – pirmoji struktrqaa kuri reikia palyginti. 
x2 – antroji struktrqaa kuri reikia palyginti.  
o Gržina: gržinamas objektas kuriame saugoma visa informacija apie palygintas struktras. 
  compare – private static void compare(CompareInfo compareInfo, Cube cube1, Cube cube2) – Procedra lygina du 
elementus ir randa ieškomus skirtumus.  
o Parametrai: 
compareInfo – šiame objekte saugomi lyginimo rezultatai. 
cube1 – pirmas elementas. 
cube2 – antras elementas. 
 createStatitic – public static final java.util.HashMap createStatitic(java.util.ArrayList conditions, XFileInfo xFileInfo) – 
Procedra kuri vykdo vienos struktros statistika. Koki analiz reikia atlikti nusakoma per parametr conditions.  
o Parametrai: 
conditions – masyvas slyg, kurios sudarys statistik. Masyve laikoma aib XCondition objket. 
xFileInfo – struktra kuri reikia ištirti.  
o Gržina: Gržina statistikos rezultatus. 
 checkCondition – private static final boolean checkCondition(Cube cube, XCondition condition, java.util.HashMap 
statistic) – Procedra kuri tikrina slyg kuri paduodama per parametr condition.  
o Parametrai: 
cube – struktros elementas kuriam reikia nustatyti ar jis tenkina slyg. 
condition – tikrinimo slyga. 
statistic – šiame parametre yra išsaugoma informacija ar slyga buvo tenkinama ar ne. 
 performCondition – private static final boolean performCondition(int cValue, int oValue, java.lang.String op) – Funkcija 
vykdo slyg su realiais duomenimis.  
o Parametrai: 
cValue – struktros elemento reikšm. 
oValue – slygos aprašyta reikšm. 
op – salygos aprašyta operacija.  
o Gržina:Jeigu slyga tenkinama gržinama TRUE kitu atveju – FALSE. 
 createStructureInfo – public static final void createStructureInfo(XFileInfo fileInfo) – Procedra suskaiiuoja kiek 
struktros element yra užimta, koks bendras keli skaiius, ir bndras keli skaiius kiekvienam jimui.  
o Parametrai: 





XMLWorker klas implementuoja interfeisus EXMLNames ir ELSSAExceptions. Ši klas vykdo visas operacijas susijusias su 
duomen konvertavimu ir palyginimu XML formate. 
Metodai: 
 saveAnalyseResults – public static final void saveAnalyseResults(java.lang.String xml_file_name, java.lang.String 
html_file_name) throws LSSAException – Procedra formuoja HTML fail iš rezultat XML failo.  
o Parametrai: 
xml_file_name – XML failo vardas. 
html_file_name – kuriamo HTML failo vardas.  
 createCompareXML – public static final void createCompareXML(boolean showMatrix, XFileInfo fileInfo1, XFileInfo 
fileInfo2, CompareInfo compareInfo, java.io.File xmlFile) throws LSSAException – Sukuria XML fail dviems 
palygintoms struktroms.  
o Parametrai: 
showMatrix – pirmoji struktra kuri buvo lyginta. 
fileInfo1 – pirmoji struktra kuri buvo lyginta. 
fileInfo2 – antroji struktra kuri buvo lyginta. 
compareInfo – palyginimo rezultatai. 
xmlFile – XML failas  kur bus rašoma informacija.  
 createCompareXML – private static final void createCompareXML(CompareInfo compareInfo, int tabCount, 
java.lang.String NAMESPACE, org.xmlpull.v1.XmlSerializer serializer) throws java.io.IOException – Procedra formuoja 
XML' palyginimo objektui  
o Parametrai: 
compareInfo – palyginimo objektas, gaunamas atlikus dviej struktr palyginim. 
tabCount – parametras reikalingas suformuoto XML failo struktrai išlaikyti. 
NAMESPACE – parametras reikalingas kuriant XML'ui. Visada lygus tušiai eilutei. 
serializer – parametras  kur saugoma informacija. Šis parametras yra PP XML parserio objektas.  
 createXML – public static final void createXML(boolean showMatrix, XFileInfo fileInfo, java.io.File xmlFile) throws 
LSSAException – Procedra formuoja XML fail, kuriame išsaugoma visa elemento analizs metu surasta info.  
o Parametrai: 
showMatrix – loginis kintamasis kuris nusako ar formuojamame XML faile turi bti atvaizduota struktros 
matrica. 
fileInfo – struktra kuri reikia atvaizduoti XML'e. 
xmlFile – XML failas.  
 createStatisticXML – private static final void createStatisticXML(java.util.ArrayList conditions, java.util.HashMap 
statistics, int tabCount, java.lang.String NAMESPACE, org.xmlpull.v1.XmlSerializer serializer) throws 
java.io.IOException – Procedra formuoja XML' statistikos objektui.  
o Parametrai: 
conditions – statistikos slyg masyvas. 
statistics – statistikos rezultat ryšiai. 
tabCount – parametras reikalingas suformuoto XML failo struktrai išlaikyti. 
NAMESPACE – parametras reikalingas kuriant XML'ui. Visada lygus tušiai eilutei. 
serializer – parametras  kur saugoma informacija. Šis parametras yra PP XML parserio objektas.  
 tabs – private static java.lang.String tabs(int tabsCount) – Funkcija padedanti formuoti graž XML format.  
o Parametrai: 
tabsCount – parametras reikalingas suformuoto XML failo struktrai išlaikyti.  
o Gržina: gržinama eilut sudaryta iš tabuliacijos simboli. Tabuliacij skaiius lygus parametro tabsCount 
skaiiui. 
 startChild – private static void startChild(org.xmlpull.v1.XmlSerializer serializer, int tabsCount, java.lang.String 
NAMESPACE, java.lang.String childName) throws java.io.IOException – Procedra pradedanti kurti nauj XML 
element.  
o Parametrai: 
serializer – parametras  kur saugoma informacija. Šis parametras yra PP XML parserio objektas. 
tabsCount – parametras reikalingas suformuoto XML failo struktrai išlaikyti. 
NAMESPACE – parametras reikalingas suformuoto XML failo struktrai išlaikyti. 
childName – kuriamo elemnto vardas.  
 endChild – private static void endChild(org.xmlpull.v1.XmlSerializer serializer, int tabsCount, java.lang.String 




serializer – parametras  kur saugoma informacija. Šis parametras yra PP XML parserio objektas. 
tabsCount – parametras reikalingas suformuoto XML failo struktrai išlaikyti. 
NAMESPACE – parametras reikalingas suformuoto XML failo struktrai išlaikyti. 
childName – užbaigiamo elemnto vardas  
 addAtribute – private static void addAtribute(org.xmlpull.v1.XmlSerializer serializer, java.lang.String NAMESPACE, 
java.lang.String attributeName, java.lang.String attributeValue) throws java.io.IOException – Procedra kurianti XML 
elemento atribut.  
o Parametrai: 
serializer – parametras  kur saugoma informacija. Šis parametras yra PP XML parserio objektas. 
NAMESPACE – parametras reikalingas suformuoto XML failo struktrai išlaikyti. 
attributeName – naujo atributo vardas. 
attributeValue – atributo reikšm.  
 createInfoXML – private static void createInfoXML(boolean showMatrix, XFileInfo fileInfo, java.util.HashMap colored, 
int tabCount, java.lang.String NAMESPACE, org.xmlpull.v1.XmlSerializer serializer) throws java.io.IOException – 
Procedra formuoja XML fail, kuriame išsaugoma visa elemento analizs metu surasta info. showMatrix loginis 
kintamasis kuris nusako ar formuojamame XML faile turi bti atvaizduota struktros matrica.  
o Parametrai: 
fileInfo – struktra kuriai reikia kurti XML'. 
colored – struktros element, kuriuos reikia spalvinti kitokia spalva 'ryšiai'. 
tabCount – parametras reikalingas suformuoto XML failo struktrai išlaikyti. 
NAMESPACE – parametras reikalingas suformuoto XML failo struktrai išlaikyti. 




















Architecture klas kuri saugo informacij apie schemos architektr. 
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Kintamieji: 
 name – private final java.lang.String name – Architektros vardas.  
 signals – private java.lang.String[] signals – Architektroje naudot signal masyvas.  
 components – private java.util.ArrayList components – Architektroje naudot komponent masyvas.  




CompareInfo klas kurioje saugoma visa informacija apie palygintas schemas. 
Kintamieji: 
 e0 – private int e0 – Skaiius kiek abiejose strukrose elemento lygini ir nelygini keli skaiius lygus 0.  
 e1 – private int e1 – Skaiius kiek abiejose strukrose elemento lygini keli skaiius lygus 0.  
 e1n – private int e1n – Skaiius kiek abiejose strukrose elemento nelygini keli skaiius lygus 0.  
 e2 – private int e2 – Skaiius kiek pirmoje strukroje elemento lygini keli skaiius lygus 0, o kitoje struktroje lygini 
keli skaiius didesni už 0.  
 e2n – private int e2n – Skaiius kiek pirmoje strukroje elemento nelygini keli skaiius lygus 0, o kitoje struktroje 
nelygini keli skaiius didesni už 0.  
 e3 – private int e3 – Skaiius kiek pirmoje strukroje elemento lygini keli skaiius didesnis už 0, o kitoje struktroje 
lygini keli skaiius lygus 0.  
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 e3n – private int e3n – Skaiius kiek pirmoje strukroje elemento nelygini keli skaiius didesnis už 0, o kitoje 
struktroje nelygini keli skaiius lygus 0.  
 e_1 – private java.util.HashMap e_1 – Sryšiai tarp toki element kur pirmoje struktroje keli skaiius nelygus 0, o 
kitoje lygus 0.  
 e_2 – private java.util.HashMap e_2 Sryšiai tarp toki element kur pirmoje struktroje keli skaiius lygus 0, o kitoje 
nelygus 0. 
 e4 – private int e4 – Skaiius kiek pirmoje struktroje bendras keli skaiius (daugiau už 0) lygus antroje struktroje 
bendram keli skaiiui.  
 e5 – private int e5 – Skaiius kiek abiejose struktrose lygini keli skaiiai lygs ir didesnis už 0.  
 e5n – private int e5n – Skaiius kiek abiejose struktrose nelygini keli skaiiai lygs ir didesnis už 0.  
 e6 – private int e6 – Skaiius kiek pirmoje struktroje bendras keli skaiius (daugiau už 0) didesnis už antroje struktroje 
bendr keli skaii.  
 e7 – private int e7 – Skaiius kiek pirmoje struktroje lygini keli skaiius (daugiau už 0) didesnis už antroje struktroje 
lygini keli skaii.  
 e7n – private int e7n – Skaiius kiek pirmoje struktroje nelygini keli skaiius (daugiau už 0) didesnis už antroje 
struktroje nelygini keli skaii.  
 e8 – private int e8 – Skaiius kiek pirmoje struktroje bendras keli skaiius (daugiau už 0) mažesnis už antroje struktroje 
bendr keli skaii.  
 e9 – private int e9 – Skaiius kiek pirmoje struktroje lygini keli skaiius (daugiau už 0) mažesnis už antroje struktroje 
lygini keli skaii.  
 e9n – private int e9n – Skaiius kiek pirmoje struktroje nelygini keli skaiius (daugiau už 0) mažesnis už antroje 




Component klas paveldi klas Item. Ši klas kuri aprašo elementar login element. VHDL pvz. "component AND_GATE 
port( O : out std_logic; I1, I2 : in std_logic); end component;". Komponents vardas: AND_GATE, ar ji invertuoja signal 
nustato jos vardas, portai yra 3: O, I1, I2. 
Kintamieji: 





Cube klas kuri atitinka vien rezultat matricos lauk. Klass kintamieji inputSignal ir outputSignal pasako ryš tarp elemento 
jimo ir išjimo. 
Kintamieji: 
 inputSignal – private java.lang.String inputSignal – jimo signalas.  
 outputSignal – private java.lang.String outputSignal – Išjimo signalas.  
 evenPathsCount – private int evenPathsCount – Lygini keli skaiius.  
 notEvenPathsCount – private int notEvenPathsCount – Nelygini keli skaiius.  
 evenCoveredPathsCount – private int evenCoveredPathsCount – Lygini keli padengim skaiius.  
 notEvenCoveredPathsCount – private int notEvenCoveredPathsCount – Nelygini keli padengim skaiius.  
 maxPathLenght – private int maxPathLenght – Maksimalaus kelio ilgis.  
 minPathLenght – private int minPathLenght – Minimalaus kelio ilgis. 
Metodai: 
 increase – public final void increase(boolean even, boolean covered, int pathLenght) – Procedra kvieiama kai randamas 
inputSignal outputSignal signal porai naujas kelias. Ji padidina arba lygini arba nelygini keli skaii, o taip pat 
padidina lyginio arba nelyginio kelio padengim skaii (jeigu kelias buvo padengiantis). Taip pat nustatoma ar naujas 
kelias yra ilgiausias ar trumpiausias inputSignal outputSignal signal porai.  
o Parametrai: 
even – kelias lyginis jeigu even = TRUE. 
covered – kelias padengiantis jeigu covered = TRUE. 
pathLenght – kelio ilgis. 
 getPathCount – public final int getPathCount()– Funkcija gržina bendr keli skaii.  
o Gržina: gržinama lygini ir nelygini keli suma. 
 equalZero – public final boolean equalZero()– Funkcija lygina lyginius ir nelyginius elementus su duotja reikšme.  




Entity klas saugo informacij apie faile surast schem. Ši klas implementuoja abstarki klas Item kuri aprašo 
bdingiausius VHDL naudojamus elementus. 
Kintamieji: 




Item yra abstrakti klas kuri aprašo bdingiausius VHDL naudojamus elementus: elemento vard, elemento port masyv, 
elemento išjimo ir jimo port masyvus. 
Kintamieji: 
 name – public java.lang.String name – Elemento vardas.  
 ports – private java.util.ArrayList ports – Elemento portai.  
 outPorts – private java.util.ArrayList outPorts – Elemento išjimo port masyvas.  





Port klas realizuojanti komponents port. VHDL pvz. "port( O : out std_logic; I1, I2 : in std_logic);". Portus atitiks tokie 
rinkiniai: "O : out std_logic;" (kur porto vardas: O, porto tipas: out), "I1, I2 : in std_logic" (port vardai: I1 ir I2, port tipas: in) 
Kintamieji: 
 name – private java.lang.String name – Porto vardas  
 type – private java.lang.String type – Porto tipas  




PortMap klas sieja komponento real port ir architektros signal. VHDL pvz. "d1 : AND_GATE port map( O => X_10gat, 
I1 => X_1gat, I2 => X_3gat);" Ši klas atitiks 3 rinkiniai: "O => X_10gat", "I1 => X_1gat", "I2 => X_3gat", kur pirmas 
parametras: O, I1, I2 – reals komponents AND_GATE portai, o X_10gat, X_1gat, X_3gat – architektros signalai. 
Kintamieji: 
 port – private Port port – Komponents portas.  
 signal – private java.lang.String signal – Architektros signalas.  




Vertice klas, kuri simbolizuoja vien viršn(ventil) architektroje. VHDL pvz. "d1 : AND_GATE port map( O => X_10gat, 
I1 => X_1gat, I2 => X_3gat);". Elemento vardas: d1. Elemento tipas: AND_GATE. 
Kintamieji: 
 name – private java.lang.String name – Viršns vardas  
 portMaps – private java.util.ArrayList portMaps – Viršns ryši su signalais masyvas. VHDL pvz. "port map( O => 
X_10gat, I1 => X_1gat, I2 => X_3gat)"  
 type – private Component type – Elemento tipas. Nuoroda  viršns tipo element.  
 visited – private boolean visited – Ar viršn jau buvo padengt. Jeigu reikšm TRUE – buvo padengta. Kitu atveju – 
nepadengta.  
 outPortMaps – private java.util.ArrayList outPortMaps – Masyvas viršns ryši tarp port ir signalais kur portas yra 
išeinantis. 
Metodai: 
 isInverse – public final boolean isInverse()– Funkcija pasakanti ar viršns elemento tipas yra su inversija.  





VHDFileInfo klas saugo iš VHD failo nuskaityt informacij. Ši klas yra vaikin klasei XFileInfo. 
Kintamieji: 
 entity – private final Entity entity – Nuskaityto VHD failo pagrindinis elementas. 
 signalsMap – private final java.util.HashMap signalsMap – Saugo jimo tokia struktr: signalo_vardas–>(aib 
port_map). Bus reikalingas ieškant.  
 analyseResult – private int analyseResult – Ar VHD failo analiz pasibaig ar buvo nutraukta vartotojo arba laiko limito. 
Metodai: 
 VHDFileInfo – public VHDFileInfo(java.lang.String fileName, Entity entity, java.util.HashMap signalsMap) – 
Konstruktorius.  
o Parametrai: 
fileName – failo vardas iš kurio buvo nuskaitinjami duomenys. 
entity – pagrindinis VHD failo elementas. 
signalsMap – saugo jimo tokia struktr: signalo_vardas–>(aib port_map). Bus reikalingas ieškant. keli tarp 
viršni. 
 getInputs – public final java.util.ArrayList getInputs()– Funkcija gržina pagrindinio elemento jimo port masyv.  
o Gržina: gržinamas pagrindinio elemento jimo port masyvas. 
 getOutputs – public final java.util.ArrayList getOutputs()– Funkcija gržina pagrindinio elemento išjimo port masyv.  




XCondition klas kuri saugo informacij apie norim atlikti statistik. 
Kintamieji: 
 maxEvenVal – private java.lang.String maxEvenVal – Maksimali galima gyti lyginio elemento reikšm.  
 minEvenVal – private java.lang.String minEvenVal – Minimali galima gyti lyginio elemento reikšm.  
 evenOp1 – private java.lang.String evenOp1 – Koks galimas ryšys tarp maksimalios lyginio elemento reikšms ir realios 
lygins reikšmes. Galimos reikšms: =; <; >; <=; >=; <>; !=  
 evenOp2 – private java.lang.String evenOp2 – Koks galimas ryšys tarp minimalios lyginio elemento reikšms ir realios 
lygins reikšmes. Galimos reikšms: =; <; >; <=; >=; <>; !=  
 maxNotEvenVal – private java.lang.String maxNotEvenVal – Maksimali galima gyti nelyginio elemento reikšm.  
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 minNotEvenVal – private java.lang.String minNotEvenVal – Minimali galima gyti nelyginio elemento reikšm.  
 notEvenOp1 – private java.lang.String notEvenOp1 – Koks galimas ryšys tarp maksimalios nelyginio elemento reikšms ir 
realios nelygins reikšmes. Galimos reikšms: =; <; >; <=; >=; <>; !=  
 notEvenOp2 – private java.lang.String notEvenOp2 – Koks galimas ryšys tarp minimalios lyginio elemento reikšms ir 
realios nelygins reikšmes. Galimos reikšms: =; <; >; <=; >=; <>; !=  
 info – private java.lang.String info – Trumpas slygos aprašymas. 
Metodai: 
 XCondition – public XCondition(java.lang.String condition) – Konstruktorius. Sukuria slygos objekt. Trumpas slygos 
aprašymas priskiriamas slygos parametrui. Konstruktorius analizuoja paduot salyg. J išskaido  dvi slygas, kurios 
atskirtos ";".  
o Parametrai: 




XFileInfo klas kuri saugos nuskaityt iš failo duomen fail informacij. 
Kintamieji: 
 name – private final java.lang.String name – Vardas tiriamos struktros.  
 fileName – private final java.lang.String fileName – Failo vardas kuriame buvi ši schema.  
 inputs – private java.util.ArrayList inputs – Nuskaityt iš failo jim vard masyvas.  
 outputs – private java.util.ArrayList outputs – Nuskaityt iš failo išjim vard masyvas.  
 relations – private java.util.HashMap relations – Nuskaityt iš failo ryši tarp jim ir išejim saryšiai.  
 conditions – private java.util.ArrayList conditions – Masyvas slyg kurios bus reikalaingos atlikti statistik.  
 statistics – private java.util.HashMap statistics – Statistikos rezultatai. (slyga(XCondition)–>kiekis(Integer)).  
 type – private java.lang.String type – Kokio tipo duomenys buvo nuskaityti  ši struktr.  
 globalPathsCount – private int globalPathsCount – Koks bendras keliu skaiius.  
 ocupated – private int ocupated – Kiek yra netuši matricos langeli struktroje.  
 inputPathsCount – private java.util.HashMap inputPathsCount – Kiek vienas ijimas turi keli. 
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10.3 Priedas C 
 
10.3.1 Schema C432 
 
13. lentel Keli pasiskirstymas schemos C432 realizacijose. 
 
Slygos R1 R2 R3 
Matricos elementu skaiius 252 252 252
Užpildyt matricos elementu dali skaiius 225 225 225
Bendras keliu skaiius 79131 4042762345
LKS = 0; NKS = 0 27 27 27
LKS = 1; NKS = 0 9 16 9
LKS = 0; NKS = 1 27 14 27
LKS = 1; NKS = 1 0 3 0
1 <= LKS <= 5; NKS = 0 0 3 5
LKS = 0; 1 <= NKS <= 5 0 0 0
1 <= LKS <= 5; 1 <= NKS <= 5 12 14 22
5 <= LKS <= 100; NKS = 0 0 4 0
LKS = 0; 5 <= NKS <= 100 0 1 0
0 <= LKS <= 100; 0 <= NKS <= 100 96 98 90
LKS >= 100; NKS = 0 0 0 0
LKS = 0; NKS >= 100 0 0 0
LKS >= 100; NKS >= 100 72 72 72
LKS >= 100; NKS < 100 9 0 0
LKS < 100; NKS >= 100 0 0 0
 
 






































10.3.2 Schema C499 
 
Paveikslas Nr. 4 Keli pasiskirstymas schemos C499 realizacijose. 
 
Slygos R1 R2 R3 
Matricos elementu skaiius 1312 1312 1312 
Užpildyt matricos elementu dali skaiius 1312 1312 1312 
Bendras keliu skaiius 7648 20922215104 
LKS = 0; NKS = 0 0 0 0 
LKS = 1; NKS = 0 64 8 0 
LKS = 0; NKS = 1 64 16 0 
LKS = 1; NKS = 1 0 0 0 
1 <= LKS <= 5; NKS = 0 0 64 0 
LKS = 0; 1 <= NKS <= 5 192 80 0 
1 <= LKS <= 5; 1 <= NKS <= 5 448 192 0 
5 <= LKS <= 100; NKS = 0 0 22 0 
LKS = 0; 5 <= NKS <= 100 128 0 0 
0 <= LKS <= 100; 0 <= NKS <= 100 416 930 880 
LKS >= 100; NKS = 0 0 0 0 
LKS = 0; NKS >= 100 0 0 0 
LKS >= 100; NKS >= 100 0 0 432 
LKS >= 100; NKS < 100 0 0 0 
LKS < 100; NKS >= 100 0  0 
 
































9. grafikas Keli skaiius schemos C499 realizacijose. 10. grafikas Keli skaiius schemos C499 realizacijose. 
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10.3.3 Schema C880 
 
Paveikslas Nr. 5 Keli pasiskirstymas schemos C880 realizacijose. 
Slygos R1 R2 R3 
Matricos elementu skaiius 1560 15601560 
Užpildyt matricos elementu dali skaiius 419 419 419 
Bendras keliu skaiius 8642 44587067 
LKS = 0; NKS = 0 1141 11411141 
LKS = 1; NKS = 0 126 107 126 
LKS = 0; NKS = 1 20 50 20 
LKS = 1; NKS = 1 8 66 8 
1 <= LKS <= 5; NKS = 0 19 15 21 
LKS = 0; 1 <= NKS <= 5 0 22 0 
1 <= LKS <= 5; 1 <= NKS <= 5 103 30 106 
5 <= LKS <= 100; NKS = 0 9 5 7 
LKS = 0; 5 <= NKS <= 100 1 6 1 
0 <= LKS <= 100; 0 <= NKS <= 100 130 118 130 
LKS >= 100; NKS = 0 0 0 0 
LKS = 0; NKS >= 100 0 0 0 
LKS >= 100; NKS >= 100 1 0 0 
LKS >= 100; NKS < 100 2 0 0 
LKS < 100; NKS >= 100 0 0 0 
 
































11. grafikas Keli skaiius schemos C880 realizacijose. 12. grafikas Keli skaiius schemos C880 realizacijose. 
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10.3.4 Schema C1355 
 
Paveikslas Nr. 6 Keli pasiskirstymas schemos C1355 realizacijose. 
Slygos R1 R2 R3 
Matricos elementu skaiius 1312 1312 1312
Užpildyt matricos elementu dali skaiius 1312 1312 1312
Bendras keliu skaiius 337833675328 265280
LKS = 0; NKS = 0 0 0 0
LKS = 1; NKS = 0 0 0 0
LKS = 0; NKS = 1 0 0 0
LKS = 1; NKS = 1 0 0 0
1 <= LKS <= 5; NKS = 0 0 88 0
LKS = 0; 1 <= NKS <= 5 0 64 0
1 <= LKS <= 5; 1 <= NKS <= 5 0 0 152
5 <= LKS <= 100; NKS = 0 0 32 0
LKS = 0; 5 <= NKS <= 100 0 0 0
0 <= LKS <= 100; 0 <= NKS <= 100 256 1128 648
LKS >= 100; NKS = 0 0 0 0
LKS = 0; NKS >= 100 0 0 0
LKS >= 100; NKS >= 100 1056 0 512
LKS >= 100; NKS < 100 0 0 0
LKS < 100; NKS >= 100 0 0 0
 





























13. grafikas Keli skaiius schemos C1355 realizacijose. 14. grafikas Keli skaiius schemos C1355 realizacijose. 
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10.3.5 Schema C1908 
 
Paveikslas Nr. 7 Keli pasiskirstymas schemos C1908 realizacijose. 
Slygos R1 R2 R3 
Matricos elementu skaiius 825 825 825
Užpildyt matricos elementu dali skaiius 807 807 807
Bendras keliu skaiius 729025 31020850362
LKS = 0; NKS = 0 18 18 18
LKS = 1; NKS = 0 0 31 0
LKS = 0; NKS = 1 0 14 0
LKS = 1; NKS = 1 32 9 32
1 <= LKS <= 5; NKS = 0 0 63 0
LKS = 0; 1 <= NKS <= 5 0 53 0
1 <= LKS <= 5; 1 <= NKS <= 5 64 211 64
5 <= LKS <= 100; NKS = 0 1 4 1
LKS = 0; 5 <= NKS <= 100 2 2 2
0 <= LKS <= 100; 0 <= NKS <= 100 338 390 364
LKS >= 100; NKS = 0 0 0 0
LKS = 0; NKS >= 100 0 0 0
LKS >= 100; NKS >= 100 370 30 344
LKS >= 100; NKS < 100 0 0 0
LKS < 100; NKS >= 100 0 0 0
 


































15. grafikas Keli skaiius schemos C1908 realizacijose. 16. grafikas Keli skaiius schemos C1908 realizacijose. 
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10.3.6 Schema C2670 
 
Paveikslas Nr. 8 Keli pasiskirstymas schemos C2670 realizacijose. 
Slygos R1 R2 R3 
Matricos elementu skaiius 9891 9891 9891 
Užpildyt matricos elementu dali skaiius 981 981 981 
Bendras keliu skaiius 17116 655618818 
LKS = 0; NKS = 0 8910 8910 8910 
LKS = 1; NKS = 0 134 176 134 
LKS = 0; NKS = 1 104 166 100 
LKS = 1; NKS = 1 199 215 192 
1 <= LKS <= 5; NKS = 0 5 116 5 
LKS = 0; 1 <= NKS <= 5 53 75 46 
1 <= LKS <= 5; 1 <= NKS <= 5 199 174 211 
5 <= LKS <= 100; NKS = 0 0 11 0 
LKS = 0; 5 <= NKS <= 100 6 3 17 
0 <= LKS <= 100; 0 <= NKS <= 100 263 43 258 
LKS >= 100; NKS = 0 0 0 0 
LKS = 0; NKS >= 100 0 0 0 
LKS >= 100; NKS >= 100 18 2 18 
LKS >= 100; NKS < 100 0 0 0 
LKS < 100; NKS >= 100 0 0 0 
 




































17. grafikas Keli skaiius schemos C2670 realizacijose. 18. grafikas Keli skaiius schemos C2670 realizacijose. 
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10.3.7 Schema C3540 
 
Paveikslas Nr. 9 Keli pasiskirstymas schemos C3540 realizacijose. 
Slygos R1 R2 R3 
Matricos elementu skaiius 1100 1100 1100
Užpildyt matricos elementu dali skaiius 724 724 724
Bendras keliu skaiius 755572515541104206995
LKS = 0; NKS = 0 376 376 376
LKS = 1; NKS = 0 57 42 57
LKS = 0; NKS = 1 18 36 18
LKS = 1; NKS = 1 4 17 8
1 <= LKS <= 5; NKS = 0 11 8 11
LKS = 0; 1 <= NKS <= 5 13 6 13
1 <= LKS <= 5; 1 <= NKS <= 5 59 79 67
5 <= LKS <= 100; NKS = 0 7 3 7
LKS = 0; 5 <= NKS <= 100 5 2 5
0 <= LKS <= 100; 0 <= NKS <= 100 192 284 248
LKS >= 100; NKS = 0 0 0 0
LKS = 0; NKS >= 100 0 0 0
LKS >= 100; NKS >= 100 356 242 289
LKS >= 100; NKS < 100 2 2 1
LKS < 100; NKS >= 100 0 3 0
 
































19. grafikas Keli skaiius schemos C3540 realizacijose. 20. grafikas Keli skaiius schemos C3540 realizacijose. 
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10.3.8 Schema C5315 
 
Paveikslas Nr. 10 Keli pasiskirstymas schemos C5315 realizacijose. 
Slygos R1 R2 R3 
Matricos elementu skaiius 2189421894 21894
Užpildyt matricos elementu dali skaiius 2977 2977 2977
Bendras keliu skaiius 125359440335 400008
LKS = 0; NKS = 0 1891718917 18917
LKS = 1; NKS = 0 311 315 301
LKS = 0; NKS = 1 197 229 197
LKS = 1; NKS = 1 244 263 284
1 <= LKS <= 5; NKS = 0 40 89 58
LKS = 0; 1 <= NKS <= 5 32 120 32
1 <= LKS <= 5; 1 <= NKS <= 5 1074 1402 1344
5 <= LKS <= 100; NKS = 0 2 0 2
LKS = 0; 5 <= NKS <= 100 2 0 2
0 <= LKS <= 100; 0 <= NKS <= 100 843 547 585
LKS >= 100; NKS = 0 0 0 0
LKS = 0; NKS >= 100 0 0 0
LKS >= 100; NKS >= 100 232 12 172
LKS >= 100; NKS < 100 0 0 0
LKS < 100; NKS >= 100 0 0 0
 

































21. grafikas Keli skaiius schemos C5315 realizacijose. 22. grafikas Keli skaiius schemos C5315 realizacijose. 
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10.3.9 Schema C7552 
 
Paveikslas Nr. 11 Keli pasiskirstymas schemos C7552realizacijose. 
Slygos R1 R2 R3 
Matricos elementu skaiius 22042 22042 22042
Užpildyt matricos elementu dali skaiius 3543 3543 3543
Bendras keliu skaiius 655089 70393231305
LKS = 0; NKS = 0 18499 18499 18499
LKS = 1; NKS = 0 58 202 58
LKS = 0; NKS = 1 41 43 42
LKS = 1; NKS = 1 36 114 36
1 <= LKS <= 5; NKS = 0 192 218 99
LKS = 0; 1 <= NKS <= 5 65 273 44
1 <= LKS <= 5; 1 <= NKS <= 5 950 1163 2419
5 <= LKS <= 100; NKS = 0 126 68 136
LKS = 0; 5 <= NKS <= 100 56 52 55
0 <= LKS <= 100; 0 <= NKS <= 100 1900 1366 435
LKS >= 100; NKS = 0 0 0 83
LKS = 0; NKS >= 100 0 0 21
LKS >= 100; NKS >= 100 119 44 115
LKS >= 100; NKS < 100 0 0 0
LKS < 100; NKS >= 100 0 0 0
 

































23. grafikas Keli skaiius schemos C7552 realizacijose. 24. grafikas Keli skaiius schemos C7552 realizacijose. 
 
