The box-pushing problem, where a community of mobile robots must move an object in cluttered environments, represents a very interesting challenge for the development of coordination schemes for multiagent systems, with multiple practical applications (e.g. industrial processes automatization, people rescue, movement of dangerous objects). In this paper we introduce a new path-planner so the resulting path of the object facilitates its manipulation by the robots to accomplish the task.
Introduction
Researchers generally agree that multi-robot systems have several advantages over single-robot systems [1] . The most common motivations for developing multi robot system solutions are that: 1) the task complexity is too high for a single robot to accomplish; 2) the task is inherently distributed; 3) building several resource-bounded robots is easier than having a single powerful robot; 4) multiple robots can solve problems faster using parallelism; and 5) the introduction of multiple robots increases robustness through redundancy.
The Box-pushing problem, as defined in [3] , consists to cooperatively move a large box, relative to the size of the robots, from an initial position to another goal location using robots that can only make pushing movements.
The Box-pushing problem is related to the well-known "Piano Mover's Problem" (Schwartz & Sharir 1983) [4] : given an arbitrary rigid polyhedral environment, find a continuous collision-free path taking this object from a source configuration to a desired destination configuration. In the Box-pushing problem, the object B must be moved by N mobile robots towards the goal position T, with pushing movements only. Then the fundamental research problem is to design the appropriate control laws in order to obtain the desired global behavior by the community of robots (Figure 1).
In this paper we present a new path-planner for the object, so the resulting path can be accomplished by the community of robots. In addition, the main objective of this planner is to find a trajectory with the minimal number of change of directions for the object, so the displacements of the pushing robots around the object is kept to a minimum. This work is related to our previous work [16] .
The rest of this paper is organized as follows: in section 2 we present a brief review of the previous work; the proposed new path-planner is described in section 3; we present the third strategy used to solve the path planning problem in the proposed method. A modified A-star algorithm, used for comparing purposes, is presented in section 4. Finally, some final results of the tests and future works ideas are given in sections 5 and 6.
Related work
At present, there exist several approaches to the object transportation problem by a community of mobile robots. For example, some have been developed in which the communication needs are omitted and replaced by behavioral mechanisms based on local information [21] , on the other hand, there are works in which the communication is fundamental to improve the behavior of multi-robot systems [15] .
There are some well-known strategies like the "Object closure" strategy [20, 5] where the position of the box can be controlled by the position of each robot that enclose and push the object. Another common approach is the "PusherWatcher" [3, 10] where a robot (watcher) beholds the movement of the object, while coordinating the operations of the robot team (pushers) that physically manipulate the box.
Some recent works use the "swarm intelligence" model, [12] where self-organized systems of homogeneous robots are built around simple behaviors, obtaining a decentralized and intelligent global behavior. Also, some approaches are based on Artificial Intelligence tools, as the reinforcement learning or "Q-Learning" [19] . For more complex task of manipulation, some authors propose the use of specialized robots in manipulation tasks [6, 8] .
The proposed strategy obtains a feasible path for the object, computing a discrete representation of the configuration-space (C-space). There exist some works using a similar approach [2, 9, 14] , but in addition, our strategy focus in obtaining a feasible path for the object, such the displacements (maneuvers or reconfigurations) of the pushing robots around it is kept to a minimum.
Previous work
The main objective of this is to compute trajectories for objects that will be displaced by communities of mobile robots in cluttered environments 1 . The fundamental contribution of this work is the development new solving strategies for the collision-free path-planning problem for the object, that take into account some criteria in order to allow the robots to carry out the task precisely and faster.
When using not specialized robots, each change of direction during the displacement of the box requires that the robots modify their position around the object before starting a new pushing movement (robot reconfiguration). These reconfigurations require certain time to be completed; if the number of total reconfigurations is small, the total time required for the displacement is improved.
Thus, it is important to obtain trajectories for the object that, besides being solution to the path planning problem, the number of robot reconfigurations during the movement be minimal. This is obtained finding trajectories that reduce the number of changes of object direction, that is to say, trajectories that have a greater "continuity".
The proposed approach computes a discrete representation of the configuration space (C-space) for the box in the cluttered environment. In this representation, an heuristical search is performed, in order to obtain a trajectory with the minimal number of changes of direction.
Object and environment representation
The environment and the box are represented by a set of convex polygonal objects, each described as a set of linear constraints:
where P k is the number of faces of object k and for each
A representative example of this polygonal representation is shown in (Figure 2 ).
C-space and wavefront algorithm
From the polygonal representation of the environment, the free space has to be computed, since the trajectory must belong to it. For this, we use a discrete representation of the configuration space. The C-space is the set of all possible configurations that an object (even articulated) can have in a given space [13] .
For the box-pushing problem, the configuration of the object is defined by the 3-tuple (x, y, θ), where (x, y) is the position of a fixed point on the object, and θ is the orientation of the box (c.f. Figure 3) . Then, each configuration can be labeled as 'free' or 'occupied' if the box can be placed at the given configuration without collision with the environment or not, respectively. Computing the precise limits of the free configurations is a difficult problem [18, 17] . A very common representation of the C-space is to consider only the configurations on a grid, obtaining a discrete C-space. The main advantage of the C-space representation, is that the objet is reduced to a single point (the configuration), thus simplifying the motion planning.
In order to obtain feasible trajectories, a virtual size expansion is applied to the object. Indeed, since the object must be pushed along the whole trajectory, a minimal distance between the object and the obstacles must be guaranteed, so the robots can always push the box suitably (as shown in 4).
In our approach, the discrete C-space is a binary 3D matrix, where each voxel represents if a given configuration of the object is in collision with the environment or not. For computing this matrix, a fast algorithm for distance calculation between polygons is used.
With a 3D-grid representation of the free configurations, is natural to apply an artificial potential field to compute the feasible paths. Due its characteristics, the wavefront algorithm is widely used for path planning of mobile robots:
• The algorithm determines if a free collision trajectory exists or not.
• Unlike methods based on classical potential fields, the wavefront algorithm does not have local minima.
• This method guarantees to find the shortest path between the origin and the destiny.
A very good description of the wavefront algorithm can be found in [11] . When the wavefront is computed, the robot must follow the descendent gradient selecting the neighboring state with the smaller cost, this process will be repeated until reaching the objective state X G :
Where U (x) is the set of spaces of action neighboring to the present state x towards which the robot can be moved. u * represents the following state and f (x, u) is the transition function of state for the action u applied to the state x.
Path generation
In previous work [16] , we have developed two different heuristics to find trajectories specially designed for objects that will be manipulated by mobile robots. The two strategies will be summarized in the following lines.
1) Trajectory computation with reaching measure
This strategy is based on the concept of "reaching measure", choosing among the possible directions of movement from a given configuration, the one which allows to move closer to the goal configuration.
From a wavefront applied to the C-space matrix, we define a valid starting point. Then, the reaching measure for all the possible directions is computed. The reaching measure is basically the number of cells (voxels) of the C-space that are valid (decreasing value and free) following a specific direction. The path segment with the greatest reaching measure is added to the trajectory of the object.
This process is repeated from the new configuration, until the final configuration is reached.
2) Trajectory computation with layer validation
Since the movements of the object are either vertical or horizontal, there may be some orientations that are best suitable for pushing than others, given the geometry of the box (e.g. 0, 90, 180 and 270 degrees for a rectangular box). This strategy is similar to the previous one, but the path is generated so these particular orientations of the box are preferred. When computing the path, if during a rotation of the box a preferred orientation is reached, then new reaching measures are done from this configuration, and compared with the actual one. With this, the algorithm can conclude that the trajectory can be pursued with the preferred orientation.
These two strategies are developed in detail in [16] .
Route graph
Both previous strategies show good performances. Nevertheless, being greedy algorithms, they may skip a better solution (a path with less reconfigurations). Thus, we propose a new path-planner based on a graph representation of possible trajectories. In this route graph, each node represents a change of direction of the object. Within this graph, a search is done to identify the path with the minimal number of reconfigurations.
The route graph is constructed as follows (c.f. Algorithm 1):
• Start from the initial configuration and add it as the root node n i of the route graph.
• Compute the reaching measures for all possible directions of movement.
• The reachable configurations are added as nodes, linked to the root node.
• Steps 2 and 3 are repeated, for each of the new nodes, recursively.
• The construction of the route graph is finished when all the branches converge to the final configuration n f .
In Figure 5 , an example of the route graph obtained from a configuration space marked with the wavefront algorithm is shown. 
Modified A* algorithm
In order to realize the pertinent comparisons of the proposed heuristic, we implement a modified version of the A-Star algorithm (A*). This algorithm was presented in 1968 by Hart [7] , and is extensively used for path planning.
The A* algorithm combines the capacities of the Dijkstra algorithm with some characteristics of the breadth-first search (BFS) algorithms, since it looks for the shortest routes like Dijkstra does and in addition it includes an heuristic as in the BFS to quickly converge to the objective.
By modifying the cost function, the modified A* algorithm computes the number of changes of direction from the initial configuration to the considered one, instead of the distance, as classical A* algorithm does.
In the Figure 6 the resulting paths for both A* algorithms are shown, for the same initial and final configurations of the object. In Figure 6 .A, the route obtained using the classical A* heuristic is shorter, but it requires 18 changes of direction. In Figure 6 .B, the modified A* algorithm finds a path with less reconfigurations (only 9), but longer.
Tests and results
In this section we will tackle the related aspects to the final implementation of the proposed methods and we will 
Description of the tests
The set of tests was constituted by the computation of 2539 random routes divided in 5 different test environments (20m x 20m) with a variable number of polygonal obstacles and using a C-space resolution of 20cm. For the tests we implemented 7 heuristics: our 3 proposed heuristics, as well as 4 classical heuristic for comparative effects. The test set was performed in a personal computer using a path planner simulator programmed in JAVA.
The implemented heuristics are the following: The heuristics 1, 2 and 3 are oriented to reduce distance and the rest to the reduce reconfigurations. The tests were made in 5 different environments with different complexity, number of obstacles and percentage of free space. The chosen metrics to compare the strategies were:
• Number of reconfigurations: After the paths were computed, the number of changes of direction were counted. This value represents the number of necessary robot reconfigurations for the trajectory.
• Time: Related to the computing time required by each heuristic to find the paths. Tables 1 and 2 shows the results for one of the set of tests. As we can see (Table 1) , the heuristics "SVA", "SVP" and "A*" were not competitive compared with the other four strategies. Nevertheless, this situation was congruent because these heuristics do not include any strategy to reduce the number of changes of direction, which is the case of the other 4 strategies. In Table 2 , we can see that the best computing times correspond to the heuristics "SVP", "SVA", "MA" and "MAVC", in that order. Nevertheless, the time for the heuristic "GR" was very competitive and give better results for the number of reconfigurations. Thus, the "GR" strategy shows the best compromise between computing time and solution quality.
Discussion and conclusions
According to the numerical experiments, we can conclude that, although exist situations in which the A*RR algorithm can obtain trajectories with smaller number of changes of direction (thus, better results), the proposed heuristics "MA" , "MAVC" and particularly the "GR" obtain a better balance between quality of the solution and the required computer effort.
It is important to emphasize that the specialization of heuristic "GR" had a slight increase in the computing time. Nevertheless, we can conclude that the balance between number of reconfigurations, length of trajectories and computing time clearly benefits to heuristic "Route Graph".
Future work
In future works the resulting paths will be used to determine (by an optimization strategy) the best combination of robots and pushing points in each sub trajectory to reduce the travel distance for each individual robot during the reconfiguration phase.
Also, we would like to consider the problem of advantageous location of the robots, in order to place the robots which are not participating in a sub trajectory in a favorable position for another sub trajectory. Our main goal is to obtain a coordination strategy able to conclude the task in an efficient way.
