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Tato práce se věnuje frameworku Lombok a jeho využití pro vývoj Java programů. Framework 
Lombok umožňuje generování primitivního, často se opakujícího kódu, během překladu 
anotovaného kódu. Pomoci anotací programátor specifikuje, co a kde má framework při překladu 
generovat. Tato práce se zabývá vysvětlením základních principů frameworku a návrhem testů, 
které ukážu praktické aspekty jeho použití při tvorbě Java programů. Důraz je kladen zejména na 
odhad ušetřeného času vývoje prostřednictvím Lomboku, studium jeho vlivu na proces překladu a 
testování integrace frameworku se třemi vývojovými prostředími -- NetBeans, Eclipse a InteliJ 
IDEA. Práce tak shrnuje pozitiva i negativa využití tohoto frameworku v praxi. 
 
Abstract 
The aim of this thesis is to analyze Lombok framework and its usage for the development of Java 
programs. Framework Lombok enables the generation of a primitive, often repetitive code during 
compilation of the annotated code. Using annotations, programmer specifies what and where the 
framework needs to generate during the compilation. This thesis explains the basic principles of 
the framework and design tests that demonstrate practical aspects of its use for creation of Java 
programs. Emphasis is placed on the estimation of the time saved through the development of 
Lombok, study its influence on the process of compilation and testing framework integrity with 
three development environments - NetBeans, Eclipse and IDEA InteliJ. The thesis summarizes 
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Začiatkom roku 2009 vznikol framework Lombok. Tento framework si kládol za cieľ 
redukovať primitívny a často krát prehliadnuteľný kód jazyka Java [14]. Pre programátorov tohto 
jazyka je určite nepríjemné, keď pri väčších projektoch vznikajú obrovské triedy s veľkým 
počtom riadkov kódu. V takýchto veľkých súboroch je dosť ťažké sa vyznať aj pri použití 
komentárov a správneho formátovania. To dalo priestor frameworku Lombok, ktorý sa snaží 
redukovať jednoduchý a často používaný kód a nahradiť ho anotáciami. Pri tejto práci však musí 
zachovať rovnakú funkcionalitu a tým teda redukované metódy generovať do bytekódu. V 
myšlienke generovania jednoduchých metód však nebol tento framework jediný. Vývojové 
prostredia ako Eclipse alebo NetBeans majú tiež svoje generátory. Tie ale priamo dopĺňajú kód 
a ich práca je podstatne iná ako práca Lomboku. Jedná sa teda priamo o vkladanie metód do 
kódu, ktoré sa potom preložia do bytecódu. Je to aj z toho dôvodu, že Lombok predstavil 
výnimočné riešenie pre generovanie metód pomocou anotácií. Toto riešenie spočíva priamo v 
úprave abstraktného syntaktického stromu. Tým teda Lombok dokáže generovať metódy bez toho 
aby sa ich telo objavilo v kóde a zároveň neovplyvniť jeho funkcionalitu. Aj keď teda metóda 
nemá telo fyzicky v kóde, objaví sa v bytekóde. Toto riešenie taktiež prináša okrem svojich 
výhod aj nevýhody, ktorým sa v tejto práci budem venovať. 
 Prvá časť, kapitola 2, je zameraná na vysvetlenie základných konštrukcií jazyka Java. 
V tejto časti je rozobraný základ, ktorý je nutným predpokladom pre ďalšie štúdium frameworku 
Lombok. Dôraz je kladený hlavne na konštrukcie, ktoré sú odstraňované Lombokom a to 
napríklad metódy triedy Object. Samozrejme sa v tejto časti nachádzajú rozobrané základné 
princípy využitia anotácií pri preklade a behu Java aplikácií. 
 Druhá časť, kapitola 3, predstavuje a rozoberá framework Lombok z hľadiska histórie, 
obsahu a jeho cieľa. Nachádza sa tu popísaný jeho vývoj a prechod na verziu 1.x. Sú tu rozobrané 
podmienky, ktoré si Lombok kládol za cieľ pre prechod na túto verziu a motivácia pre tento 
prechod. Následne je opísaný súčasný stav frameworku, jeho častí a podrobnosti ohľadom 
komunity, ktorá sa okolo tohto projektu vytvorila. V ďalšej časti tejto kapitoly je priblížená 
funkcia Lomboku a jeho použitie. Poslednou časťou kapitoly je popis vlastností, ktoré Lombok 
prináša. Tieto vlastnosti sú roztriedené do kategórií podľa ich funkcie. Každá vlastnosť je ďalej 
podrobnejšie opísaná. Nakoniec sú spomenuté aj experimentálne vlastnosti, ktoré však ešte zatiaľ 
nie sú Lombokom úplne podporované. 
 Ďalšia časť, kapitola 4, sa venuje výberu a testovaniu základných vlastností Lomboku. 
Pre túto prácu bolo dôležité vybrať správne vlastnosti pre testovanie, preto sa v prvej časti 
nachádza prieskum medzi aktívnymi programátormi, ohľadom anotácií Lomboku. 
K najobľúbenejším anotáciám medzi programátormi boli pridané aj ďalšie, ktoré reprezentujú 
väčšiu skupinu. Následne sú rozobrané oblasti testovania, na ktoré som sa zameral z hľadiska 
vývoja a ladenia programu. Pre túto časť sú vybrané testovania z hľadiska odstránenia 
zbytočného kódu, vplyv na dobu prekladu a integráciu vývojových prostredí. Prvý test je 
zameraný na počet riadkov, ktoré je možné pomocou Lomboku odstrániť v priemernom projekte. 
Po získaní počtu odstránených riadkov je možné zostaviť metriku zameranú na vplyv 
frameworku pre dobu potrebnú na tvorbu projektu. Podľa tohto testu som zistil, že Lombok je 
naozaj dobrý v tom na čo bol vytvorený a jeho vplyv na odstránenie zbytočného kódu je dosť 
podstatný. Ďalší test bol zameraný na dobu prekladu pri extrémnych podmienkach. V tejto časti 
sa porovnáva prístup s použitím Lomboku a jeho totožná reprezentácia v Java kóde. Pre tento test 
boli vybrané dva extrémne prípady. Prvý je test doby prekladu pre extrémne veľké triedy a druhý 
je test doby prekladu pre extrémne množstvo malých tried. V poslednej časti kapitoly 4 sa 
zaoberám testom podpory a integrácie Lomboku pre vývojové prostredia Javy. Hlavným cieľom 
bolo zistiť správanie ladiacich nástrojov prostredí, pri prechode na generovanú metódu. 
 Posledná časť, kapitola 5, zahŕňa zhodnotenie výsledkov testovania Lomboku. Ďalej sa tu 
diskutuje o možnosti použitia tohto frameworku pre reálne projekty. Nechýbajú aj hodnotenia od 
používateľov a najčastejšie poznámky k celému frameworku od komunity okolo neho. Sú tu 




V tejto kapitole sa nachádza popis základných konštrukcií jazyka Java, ktoré sú nutným 
predpokladom pre ďalšie štúdium frameworku Lombok. Preto sa táto kapitola zameriava na 9 
častí a to triedy, dátové typy a vlastné premenné, riadenie prístupu, metódy získavania 
a nastavovania, dedičnosť, výnimky, metódy triedy Object, kolekcie, anotácie. Tieto časti budú 
popísané v samostatných sekciách po krátkom predstavení jazyka Java. 
 
Vytvorenie jazyka Java bolo podnietené potrebou jazyka, nezávislého na platforme, ktorý by 
sa dal použiť pre tvorbu softwaru vkladaného do najrôznejších zariadení spotrebnej elektroniky 
ako chladničky, mikrovlnné rúry a diaľkové ovládanie. Spolu s vývojom Javy sa však začal 
rozvíjať internet, na ktorý sa tento jazyk postupne preorientoval. Na internet pristupujú rôzne 
typy počítačov, čo znamená rôzne typy operačných systémov a výpočtových jednotiek, pre ktoré 
by musel byť kód skompilovaný ak by šlo napríklad o jazyk C/C++. To je však problém, pretože 
by sa pre každý stroj musel kód preložiť zvlášť. Java poskytovala vďaka svojmu virtuálnemu 
stroju a bytekódu riešenie tohto problému, a aj vďaka tomu bola úspešná. Ďalším z výhod bolo to, 
že jej syntax je veľmi podobný s jazykmi C a C++, ktoré pozná rada programátorov. Keďže bol 
tento jazyk vytvorený po vzniku C a C++, návrhári jazyka Java mohli prevziať to najlepšie 
z minulosti a pridať nové vlastnosti vyžadované online prostredím. Tieto nové vlastnosti sú 
prenositeľnosť a bezpečnosť, ktoré bolo možné pridať vďaka  tomu, že výstupom kompilátoru 
Javy je tzv. bajtový kód (bytecode) a nie spustiteľný kód. Bajtový kód je vysoko optimalizovaná 
sada inštrukcií, navrhnutých k vykonávaniu na systéme Javy, ktorý sa nazýva virtuálny stroj 
Javy(Java Virtual Machine). Pôvodný virtuálny stroj Javy bol teda navrhnutý ako interpret pre 
bajtový kód. To prináša možnosť spustiť tento kód na celej škále prostredí, pretože pre každú 
platformu stačí implementovať len virtuálny stroj Javy. Tento prístup taktiež vytvára bezpečnosť 
jazyka, pretože beh riadi virtuálny stroj Javy, ktorý môže zabrániť v generovaní vedľajších 
efektov mimo daný systém. Veľkou nevýhodou je rýchlosť, keďže sa jedná o interpretovaný 






















2.1 Triedy, objekty, metódy 
Java je objektovo-orientovaný jazyk, z čoho vyplýva, že programátor pracuje výhradne 
s objektmi. Tieto objekty sa dajú prirovnať k veciam alebo entitám reálneho sveta ako napríklad 
zákazník, auto, firma atď. Pre popis objektov je potrebné v jazykoch ako je Java vytvoriť 
kategórie, ktoré by ich definovali. Java používa pre definovanie objektov takzvané triedy, ktoré 
sú ich typom. Každá trieda teda definuje presný tvar a funkčnosť objektu. Daný typ triedy teda 
stanový dáta a kód, ktorý bude s dátami pracovať. Dátová časť je uložená pomocou vlastných 
premenných (anglicky field) a funkčnosť nad nimi sa definuje v takzvaných metódach. Definícia 
každej triedy v Jave, začína modifikátorom prístupu, ktorý keď nie je zadaný, je typu public. 




  typ Field1; 
  typ Field2; 
  … 
  typ metóda1(parametre){ 
   //telo metódy 
} 
typ metóda2(parametre){ 





Ilustrácia 1.1 Ilustrácia formálnej definície triedy. 
 
Prvý riadok ilustrácie 1.1 obsahuje definíciu triedy za ktorou nasleduje jej telo. V tele sa 
nachádzajú vlastné premenné rôznych typov a modifikátorov viditeľnosti a taktiež definície 
metód, obsahujúci typ, modifikátor viditeľnosti a svoje telo. Obmedzenie na počet metód 
a vlastných premenných v triede nie je, môžeme však naraziť pri preklade na limity Virtuálneho 
stroja Javy [28]. 
  
Spôsob zápisu v ilustrácií 1.1 je v podstate ideálny. Vlastné premenné sa dajú deklarovať aj 
medzi metódami, čo vedie k neprehľadnosti kódu. Dobrým zvykom je ich definovať ako prvé 
a až potom definovať telá metód. [3] 
2.2 Dátové typy a vlastné premenné 
Dátové typy sú v Jave zvlášť dôležité, pretože sa jedná o silne typovaný jazyk. To znamená, 
že u všetkých operácií kompilátor kontroluje kompatibilitu typov. V Jave teda neexistujú žiadne 
netypové premenné. Každá dátová časť, primitíva alebo referencia, musí mať svoj typ. V tejto 
časti nás však hlavne zaujímajú primitívne dátové typy vlastných premenných. Tie môžu 
nadobúdať typy boolean, byte, char, double, float, int, long alebo short [4]. Spolu s referenciami 
potom vlastné premenné tvoria dátovú časť objektu, kde samozrejme referencia odkazuje na 
ktorýkoľvek objekt prístupný triede. Pomocou dátovej časti, si objekt uchováva vnútorné 
informácie o sebe samom. 
Ako referencia, však môže nadobúdať typ ktorejkoľvek triedy objektu. V podstate ak chceme 
definovať, že konkrétny objekt sa skladá z rôznych iných objektov, jednoducho mu v dátovej 




2.3 Riadenie prístupu 
Riadenie prístupu k členom triedy je zaistené pomocou troch modifikátorov prístupu a to 
private, public, protected a bez modulu. V zápise musí tento modifikátor predchádzať zvyšok 
špecifikácie typu. To v praxi znamená, že sa bude vždy nachádzať na začiatku deklarácie. Je však 
možné, že sa modifikátor prístupu pred deklaráciou nevyskytne. Nie je to však chyba. Jedná sa 
o modifikátor typu package. Tento modifikátor je veľmi podobný modifikátoru public. Nie je však 
totožný. Package špecifikuje prístup k členu len v rámci jedného balíčka. Balíček je zoskupením 
tried ktoré navzájom logicky súvisia. Práca s viacerými balíčkami sa vyskytuje hlavne pri väčších 
projektoch alebo pri tímovej práci. Ak však pracujeme v rámci jedného balíčka, modifikátor 
package je podobný public. 
Člen označený modifikátorom public špecifikuje, že môže k nemu pristúpiť ľubovoľný kód 
programu. To znamená že je prístupný ako z vnútra triedy tak aj iným triedam, ktoré majú 
inštanciu tejto triedy. V rámci balíčkov je člen označený ako public, viditeľný akémukoľvek kódu 
a ktorejkoľvek triede. To býva niekedy až moc riskantné a preto sa public odporúča používať 
výnimočne alebo v prípade že tvoríme aplikačné rozhranie. Ďalší modifikátor je private. Private 
definuje, že takto označený kód, bude viditeľný len kódu v jeho vlastnej triede. Tým pádom 
metódy ostatných tried nemôžu k nemu pristupovať priamo. Samozrejme pomocou 
nastavovacej, získavacej a inej metódy je možný nepriamy prístup, ale napríklad z iných tried 
nedokážeme vykonať metódu, ktorá je tohto typu. 
Posledný modifikátor protected je v podstate niečo medzi private a public. Člen označený ako 
protected je viditeľný v rámci celého balíčka. Pristupovať k nemu teda môže ktorákoľvek trieda 
z celého balíčka. V iných triedach je však prístupný len ak jeho trieda bola zdedená. [2] 
2.4 Metódy získavania a nastavovania 
Metódy získavania a nastavovania, alebo po anglicky getters a setters, pracujú väčšinou 
nad vlastnými premennými typu private. Je to preto, že k vlastným premenným typu public alebo 
package môžeme pristúpiť priamo a priamo meniť a získavať ich hodnotu. Z tohto dôvodu nie je 
potrebné vytvárať metódy, ktoré ich sprístupňujú. V objektovo orientovanom prístupe je však 
dobré sprístupňovať každé vlastné premenné, ktoré chceme sprístupniť (súkromné ale aj verejné) 
pomocou metód. Vlastné premenné typu private sú teda súkromné a prístup k nim má len daná 
trieda a preto ak by sme ich chceli sprístupniť, jedinou možnosťou je pomocou metód 
nastavovania a získavania. Tie potom sprístupňujú danú premennú ostatným triedam, ktoré však 
musia mať inštanciu objektu tejto triedy. Metóda získavania sprístupňuje čítanie premennej 
a metóda nastavenia zas jej nastavovanie. Tieto metódy však nie sú primárne a preto je ich treba 
vytvoriť.  
Pre premennú public String name metóda získavania a nastavovania vyzerá väčšinou takto: 
 
 
public String getName(){  public void setName(String meno){ 
  return name;    this.name = meno; 
}      } 
 
Ilustrácia 1.2, definícia metód nastavenia a získavania. 
 
V Ilustrácii 1.2, sa nachádza definícia metód nastavenia a získavania pre vlastnú premennú 
s názvom name, typu string. Podľa Ilustrácie1.2, sa nedá zistiť o aký typ modifikátoru viditeľnosti 
sa jedná, čo však vôbec nie je podstatné. Na ľavej strane sa nachádza metóda získavania, pretože 
vo svojom tele len vráti vnútorný stav vlastnej premennej. Na pravej strane ilustrácie je potom 
metóda nastavovania. Tá vo svojom tele nastaví stav vnútornej premennej podľa hodnoty 
získanej ako jediný parameter metódy. Ak by sme však použili pre danú premennú aj metódu 
získavania aj nastavovania, modifikátor private stráca zmysel. Je to preto, že daná premenná sa 
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stáva prístupná podobne, ako keby bola typu public, samozrejme iným spôsobom prístupu. Takýto 
prístup však nie je až tak správny, pretože sprístupňuje vnútorný stav objektov a umožňuje tento 
stav priamo meniť. To môže viesť k bezpečnostným chybám alebo k nežiaducemu chovaniu 
objektu, ktorého vlastné premenné meníme. Tento prístup sa však používa veľmi často pri tvorbe 
mobilných aplikácií. 
2.5 Dedičnosť 
 Jednou zo základných vlastností objektovo-orientovaného programovania a teda aj jazyka 
Java, je dedičnosť. Je to v podstate stavebný kameň jazyka, pretože umožňuje vytvárať hierarchiu 
objektov. Pomocou dedičnosti sa definujú vlastnosti, ktoré potomkovia preberajú od 
rodičovských tried. Preto sa v dedičnosti vyskytujú definície rodiča alebo parent a potomka alebo 
children. Rodičovská trieda je obyčajná, samostatná trieda, ktorá môže mať svoje metódy 
a vlastné premenné, definované danými modifikátormi prístupu. Potomok, ktorý dedí od takéhoto 
rodiča, má taktiež svoje vlastné premenné a metódy, ale obsahuje aj všetky rodičovské. Nemôže 
však všetky z nich vždy použiť. Metódy označené modifikátorom prístupu private sú súkromné 
metódy triedy a preto ich potomok nemôže vykonať. Vlastné premenné typu private však nemusia 
byť neprístupné. Dá sa k ním pristúpiť pomocou metód získavania a nastavovania, ktoré môžu 
byť verejné. Nie je to však jediný spôsob. Rodičovská trieda môže mať ďalšie prístupné metódy, 
pomocou ktorých umožní so svojimi vlastnými premennými ďalej pracovať. Pre prístup na 
rodičovskú triedu sa používa kľúčové slovíčko super. To umožňuje volanie rodičovských metód 
a prácu s jeho vlastnými premennými. Pre prístup triedy k vlastným premenným sa používa 
slovíčko this. Jednou z dobrých vlastností dedičnosti je to, že každá trieda môže byť rodičovská 
a každá môže od nej dediť. Ďalšou to, že potomok nemusí používať rodičovské metódy presne 
tak ako ich má rodič zadefinované. Ak potrebuje niektorú metódu predefinovať, vytvoríme 
rovnakú metódu ako rodičovskú. Pri zavolaní tejto metódy sa najskôr bude hľadať medzi 
vlastnými metódami potomka a až v prípade, že sa nenájde, prehľadajú sa rodičovské triedy. 
Prekvapivo každá trieda je už potomkom v hierarchii dedičnosti až na jednu. Táto trieda je 
takzvaná super trieda. Je to trieda Object, ktorá stanovuje základné vlastnosti každého objektu 
v Jave a jediná nemá rodičovskú triedu.[1]  
2.6 Výnimky 
Základom filozofie výnimiek je separácia miesta, kde dôjde k chybe a miesta ktoré chybu 
ošetrujú. Najideálnejšou možnosťou je odchytiť túto chybu ešte pred tým, ako sa pokúsime 
vykonať chybný kód. Avšak, nie všetky chyby sa dajú odhaliť počas kompilácie. Čo nie je možné 
odchytiť skôr, musí byť vyriešené počas behu programu pomocou nejakej konvencie, ktorá 
umožní pôvodcovi chyby poslať ďalej zodpovedajúcu informáciu príjemcovi, ktorý tento 
problémom dokáže vyriešiť.[2] V Jave sa tento problém rieši pomocou výnimiek. Jedná sa 
o mechanizmus, ktorý pri ktorejkoľvek chybe umožňuje poslať ďalej správu/výnimku ktorá 
definuje danú chybu. Keďže Java je objektovo-orientovaný jazyk, všetky výnimky majú svoju 
triedu. Táto trieda má názov Throwable a má dve priame podtriedy: Exception a Error. Výnimky 
typu Error úzko súvisia s chybami na virtuálnom stroji a sú tým pádom mimo našu kontrolu. 
Väčšina programov sa im nevenuje. Na rozdiel od chýb, ktoré sú výsledkom činnosti programu. 
Tie sú typu Exception (výnimka). Spracovanie týchto výnimiek sa v Jave riadi pomocou piatich 
kľúčových slov: try, catch, finally, throw a throws. Z nich try-catch a finally tvoria súvislý blok, 
v ktorom sa používajú za sebou a logicky na seba nadväzujú. Kód, ktorý sa nachádza v try bloku 
indikuje miesto, kde sa očakáva vyvolanie výnimky. V catch bloku sa potom nachádza kód, ktorý 
sa má vykonať v prípade, že v try bloku nastala výnimka. Ako jediný parameter vyžaduje typ 
výnimky, ktorá sa má odchytiť. Ak nevieme presnú definíciu, môžeme zadať univerzálnu 
exception, od ktorej sú všetky ostatné zdedené. Nakoniec vo finally bloku sa nachádza kód, ktorý 
sa  musí vždy spustiť po ukončení bloku try-catch, aj v prípade, že došlo k odchyteniu výnimky. 
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Tento blok je však nepovinný. Ďalej pre vyvolanie výnimky sa používa klauzula throw. Ako 
jediný parameter potrebuje výnimku, ktorá sa pošle. Ak nechceme obsluhovať výnimku 
v konkrétnej metóde, ale obsluhu chceme presmerovať inej, nadradenej v zásobníku volaní, 
použijeme throws.[1]  
2.7 Metódy triedy Object 
Jazyk Java má jednu špecifickú triedu, ktorá sa volá Object. Táto trieda je preddefinovaná 
v jazyku a je v podstate super-trieda, ktorá je nad všetkými ostatnými. Všetky ostatné vytvorené 
triedy, sú zdedené z tejto triedy. To znamená, že každá nová trieda obsahuje vlastnosti a metódy 
triedy Object. Každá trieda teda obsahuje nasledovné metódy:  
 
Tabuľka 1. Trieda objekt. [5] 
Metódy Zmysel 
Object clone()  Vytvorí nový objekt, ktorý je rovnaký ako objekt klonovaný. 
boolean equals(Object object)  Rozhodne, či je daný objekt rovnaký ako predávaný. 
void finalize()  Zavolá sa predtým ako je nepoužívaný objekt zrušený. 
Class getClass()  Vráti triedu objektu. 
int hashCode()  Vráti číslo objektu, spojené s daným objektom. 
void notify()  Obnoví vykonávanie čakajúceho vlákna.  
void notifyAll()  Obnoví vykonávanie všetkých čakajúcich vlákien. 
String toString()  Vráti reťazec, ktorý popisuje objekt. 
void wait( ) 
void wait(long milliseconds) 
void wait(long milliseconds, 
int nanoseconds) 






Metódy ktorým sa budeme viac zaoberať sú dôležitými metódami z hľadiska 
preddefinovania. Ostatné metódy ako clone(), finalize(), getClass(), notify(), notifyAll() a wait() sa 
v praxi prekrývajú len zriedka a to z toho dôvodu, že ich funkcionalita je jasná a nie je potrebné 
ju meniť. Na rozdiel od týchto metód sa však metódy equals(), hashCode() a toString() prekrývajú 
dosť často. Je to spôsobené tým, že programátori ich nie vždy potrebujú v tvare, v akom sú 
preddefinované. Napríklad originálna metóda equals() porovnáva referenciu dvoch objektov a ak 
sa nezhodujú, výsledok je false (z anglického nepravda). To znamená, že sa porovnávajú ich hash 
code a nie ich vnútorný stav. Napríklad pri porovnávaní dvoch objektov s rovnakými hodnotami 
vnútorných premenných, metóda equals vráti false, čiže objekty nie sú zhodné. Čo však nie je 
vhodné.[6] Originálna metóda equals teda implementuje zhodný vzťah medzi odkazmi na dva 
objekty. Preto je tento vzťah reflexívny, symetrický, tranzitívny a konzistentný. Jedná sa teda 
o najprísnejší ekvivalentný vzťah medzi dvoma objektmi [6]. V praxi často nepotrebujeme tak 
veľmi prísny vzťah. Preto sa táto metóda zvykne  predefinovať. Ak ju však predefinujeme, je 
nutné predefinovať aj metódu hashcode(), pretože ak tak nespravíme, nebude platiť pravidlo: Ak 
sú dva objekty rovné, hash code týchto objektov musí byť tiež rovný[6]. Každý objekt v Jave má 
teda svoj hash code. Jedná sa stavové číslo daného objektu. Toto číslo je uložené ako integer a 
jediný spôsob ako ho získať, je použiť funkciu hashCode(). Táto funkcia pomocou vnútorného 
stavu objektu vráti identifikátor (číslo) daného objektu.  
 Nakoniec funkčnosť metódy toString, ako je už z názvu zjavné, je previesť objekt na 
reťazec a vrátiť ho. Reťazec ktorý však štandardne vráti, obsahuje názov triedy a názvy 
jednotlivých vlastných premenných. To býva často nežiaduce jednak kvôli odkrývaniu informácií 
o danom objekte a na druhej strane kvôli zbytočne komplikovanému zápisu. Táto metóda sa 
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podľa Oracle dokumentácie [6] odporúča prekryť pre každú metódu, ak potrebujeme iný tvar jej 
výstupu.  
2.8 Kolekcie 
 Kolekcia reprezentuje skupinu objektov, známych ako elementy. Kolekcie neboli 
súčasťou originálnej Javy verzie, boli však pridané verziou J2SE 1.2. Pred takzvaným Collection 
Frameworkom, Java za účelom ukladania a manipulácie so skupinou objektov, poskytovala triedy 
Dictionary, Vector, Stack a Properties. Tieto triedy však neposkytovali univerzálne riešenie 
ukladania a práce so skupinou objektov. Preto vznikol Collection Framework. Ten definuje 
niekoľko rozhraní pre prácu s kolekciami [10]. Najdôležitejším pre túto prácu je však len vrchol 
hierarchie týchto rozhraní a to je rozhranie Collection.  
 
 Tabuľka 2. Metódy rozhrania Collection. [10] 
Typ a metóda Popis 
boolean add(E e) Zaistí, že kolekcia bude obsahovať prvok. (voliteľné) 
boolean addAll(Collection<? 
extends E> c) 
Vloží všetky elementy zo špecifikovanej kolekcie do kolekcie 
(Voliteľné). 
void clear() Odstráni všetky elementy z kolekcie (Voliteľné). 
boolean contains(Object o) Vráti true ak kolekcia obsahuje špecifikovaný element. 
boolean 
containsAll(Collection<?> c) 
Vráti true ak kolekcia obsahuje všetky elementy špecifikované 
druhou kolekciou. 
boolean equals(Object o) Porovná špecifikovaný objekt s kolekciou pre rovnosť. 
int hashCode() Vráti Hash code hodnotu kolekcie. 
boolean isEmpty() Vráti true ak kolekcia neobsahuje žiadne elementy. 
Iterator<> iterator() Vráti iterator cez elementy v kolekcií. 
boolean remove(Object o) 
 
Odstráni jednu inštanciu špecifikovaného elementu z kolekcie, ak sa 
v nej nachádza. (Voliteľné) 
boolean 
removeAll(Collection<?> c) 
Odstráni z danej kolekcie všetky elementy, ktoré sú špecifikované 
v kolekcií zadanej ako parameter. (Voliteľné) 
boolean 
retainAll(Collection<?> c) 
Ponechá v kolekcií len elementy, ktoré sa nachádzajú 
v špecifikovanej kolekcií. (Voliteľné) 
int size() Vráti počet elementov kolekcie. 
Object[] toArray() Vráti pole prvkov obsahujúce všetky elementy kolekcie. 
<T> T[] toArray(T[] a) Vráti pole prvkov, ktoré obsahujú všetky prvky špecifického typu.  
 
Tabuľka 2. znázorňuje základné metódy, ktoré by každá kolekcia mala obsahovať. Niektoré však 
nie sú nutné ale je dobré ich implementovať pre úplné sprístupnenie práce s kolekciami. 
Voliteľné metódy sú v tabuľke označené v zátvorke ako Voliteľné. Spolu s povinnými potom 
tvoria úplné rozhranie pre prácu s kolekciami rôznych typov.  
2.9 Anotácie (metadata) 
Prechodom na JDK 5 (Java Development Kit), bolo v Jave zavedené pridávanie dodatočných 
informácií (metadata-dáta o dátach) priamo do zdrojového kódu. Táto informácia sa obecne 
nazýva anotácia. Myšlienkou anotácie však nebolo meniť pôsobenie programu ale dopĺňať ho. To 
znamená, že anotácia ponecháva sémantiku programu nezmenenú. Táto informácia však môže 
byť použitá rôznymi nástrojmi v priebehu vývoja a nasadenia. Napríklad anotácia môže byť 
spracovaná generátorom zdrojového kódu, ktorý pridá dodatočný kód. Pre anotáciu sa používa aj 




2.9.1 Tipy anotácií 
Anotácie boli rozdelené podľa takzvaných politík používania, ktoré stanovujú, v ktorom bode 
bude anotácia dostupná. Definícia týchto politík je popísaná vo vymenovacom type (enum) 
java.lang.annotation.RetentionPolicy. Definované sú tieto politiky: SOURCE, CLASS a RUNTIME. 
Anotácie definované podľa politiky SOURCE sú udržované len v zdrojovom kóde, v priebehu 
kompilácie sú však zahodené. Je to preto, že tento typ anotácie nemá žiaden zmysel po 
kompilácií, takže nie je ani zapísaný do bytecodu. Ďalší typ/politika v RetentionPolicy je CLASS. 
Anotácie tohto typu sú vkladané do .class súboru počas kompilácie, avšak počas behu aplikácie 
nie sú prístupné a neovplyvňujú beh JVM (Java virtual machine). Posledným typom je  RUNTIME. 
Anotácie tohto typu sú taktiež ukladané do .class súborov ale počas interpretácie sú prístupné a sú 
použité v JVM. Z toho vyplýva, že RUNTIME ponúka najsilnejšiu priepustnosť. [7] 
Pri definovaní anotácie, sa požadovaná politika môže nastaviť pomocou anotácie 
@Retention(politika z popísaného enum). Táto politika musí byť niektorá zo špecifikovaných 
vyššie. Inak nastane výnimka. Ak nie je pomocou @Retention zadaná žiadna, štandardne sa 
vyberie politika CLASS. [7] 
2.9.2 Definovanie anotácie 
Definícia anotácie začína znakom @ a slovíčkom interface. Kľúčovým znakom je @. Tento 
znak označuje, že sa jedná o anotáciu a nachádza sa pri jej každom deklarovaní a taktiež pri 
každom použití. Po zadaní kľúča @interface prekladač zistí, že sa jedná o deklaráciu anotácie. 
Ďalej nasleduje názov, pod ktorým bude vytváraná anotácia ďalej vystupovať. A nakoniec 
definovanie samotného tela anotácie. Z toho vyplýva, že definícia anotácie je takmer rovnaká ako 
definícia metódy. Rozdiel je len v začiatočnom kľúči @interface, ktorý označuje, že sa jedná 
o definíciu anotácie. Po deklarovaní anotácie ju môžeme používať pre popis ktorejkoľvek Java 
entity, a to tried, metód, vlastných premenných, parametrov a konštánt enum. Dokonca aj 
anotácia môže byť anotovaná a existujú aj anotácie na generovanie anotácií. [8] 
2.9.3 Preddefinované anotácie 
Nie je však potrebné vždy definovať anotáciu pred jej použitím. Existujú niektoré 
preddefinované, ktoré už boli zavedené. Delia sa do dvoch kategórií a to anotácie aplikovateľné 
pre Java kód a anotácie aplikovateľné pre anotácie.  
V prvej kategórií sa nachádzajú napríklad @override, @deprecated, @supressWarnings 
a ďalšie. @Override zabezpečuje prekrývanie alebo nahradzovanie metód, ktoré by inak spôsobili 
chybu pri preklade, ak by bola daná metóda nájdená v rodičovskej triede. @deprecated označí 
metódu ako zastaranú, čo pri preklade generuje varovanie kedykoľvek je daná metóda použitá. 
@supressWarnings definuje pravidlo pre prekladač, ktorý na jeho základe potlačí špecifické 
varovanie, ktoré by sa inak generovalo. Tieto anotácie sú však len niektoré základné, ktoré 
implementujú rozhranie java.lang.annotation.[9] 
Ďalšia kategória, ktorá sa aplikuje pre anotácie, je takzvaná meta-ánotácia. Existuje niekoľko 
preddefinovaných, ako napríklad už spomenutá @Retention, ktorá definuje politiku, podľa ktorej 
bude anotácia spracovaná. Ďalšou je napríklad @Documented, ktorá slúži na označenie anotácie 
pre generovanie dokumentácie javadoc. Dôležitá anotácia pri definovaní anotácií je @Target. Táto 
stanoví na ktorý Java element bude definovaná anotácia zásadne aplikovateľná. Špecifikované sú 
nasledujúce typy: anotačný typ, konštruktor, vlastná premenná, lokálna premenná, metóda, 




3. Framework Lombok 
Táto kapitola obsahuje popis Lomboku od jeho vzniku, vývoja a použitia. V tejto časti sa 
najprv venujem popisu frameworku ako celku. Preberajú sa tu ciele, história a aj reakcie 
používateľov, ktorí prispievajú ako aj k rozvoju, tak aj údržbe. Nasledujúca časť obsahuje 
rozobrané jednotlivé anotácie Lomboku z hľadiska použitia  a nedostatkov, ktoré to prináša. 
Framework Lombok bol vytvorený aby minimalizoval takzvaný boierplate kód. Boilerplate – 
je anglický názov zo spojenia: “často používaný“. Toto označenie, definuje kód, ktorý sa pri 
programovaní mnohokrát opakuje. Podstatnou časťou definície je však aj to, že daný kód je 
v zásade veľmi jednoduchý a preto sa mu pri vytváraní a testovaní kladie len malá pozornosť. 
Jedna z najčastejších kritík jazyka Java sa týka práve objemu tohto typu kódu, ktorý sa vyskytuje 
vo všetkých väčších projektoch. Zdrojový kód obsahujúci takýto kód, spôsobuje neprehľadnosť 
a zbytočnú rozsiahlosť zdrojového kódu. Projekt Lombok sa preto zameral na tento problém 
a niektoré z najdlhších a najčastejších konštrukcií nahradil anotáciami.[12] 
3.1 Vývoj Lomboku 
Lombok bol vytvorený v roku 2009, programátormi Reinierom Zwitserlootom a Roelom 
Spilkerom. Prvá uvoľnená verzia (v0.8.1) obsahovala len základné anotácie, a to @Getter, 
@Setter, @ToString, @EqualsAndHashCode, @Data, @Cleanup, @Synchronized a @SneakyThrows. 
Tieto anotácie však stačili na to, aby sa Lombok zviditeľnil a stal populárnym. Neskôr Reinier 
a Roel pridali experimentálne anotácie @Delegate a @Mixin, z ktorých @Delegate sa používa aj 
v aktuálnej verzií (v1.12.2 Október 10. 2013). Lombok od svojho vzniku prešiel dlhým rozvojom. 
Prvá verzia bola implementovaná len pre prostredie Eclipse [35] čo bol pre mnohých vývojárov 
problém. Nebol to však jediný problém, s ktorým sa vývoj tohto frameworku stretol. Pre prvú 
úplnú verziu 1.X.X si tvorcovia stanovili tieto ciele:  
 Podpora najrozšírenejších IDEs [13] (integrated development enviroment-integrované 
vývojové prostredie) a to Eclipse [35], Netbeans [36] a InteliJ IDEA [37]. Na začiatku 
boli podporované len Eclipse [35] a Netbeans [36] aj to však neúplne. 
 Vyriešiť všetky hraničné časti, každá z anotácií musí fungovať správne vo všetkých 
prípadoch. 
 Stabilné aplikačné rozhranie pre vytváranie vlastných transformácií. 
 Anotácie ktoré Lombok podporuje nebudú potrebovať žiadne veľké zmeny pre svoje 
použitie. 
 Vytvorenie spätnej transformácie Lomboku na kód bez jeho súčastí.[14] 
 
 Postupom času sa tieto ciele menili a pribúdali ďalšie experimentálne rozšírenia. Cieľom 
však stále ostával zamerať sa len na najpoužívanejšie štruktúry a implementovať ich riešenie čo 
najobecnejšie a najspoľahlivejšie. S týmto prístupom však neboli niektorí užívatelia spokojní 
a preto vznikli rozšírenia Lomboku, ktoré doplňovali ďalšie riešenia odstránenia boierplate kódu. 
Tvorba vlastných anotácií bola možná vďaka tomu, že Lombok je OpenSource [15] – čo znamená 
že jeho kód je voľne dostupný a každý ho môže meniť podľa vlastného uváženia. Či sa však 
zmeny prejavia v hlavnom kóde záleží na rozhodnutí autorov. Vďaka tomu napríklad Philipp 
Eichhorn vytvoril v roku 2010 rozšírenú verziu Lomboku s názvom lombok-pg [16]. V tomto 
projekte sa nachádzajú aj niektoré anotácie, ktoré nakoniec uznali aj tvorcovia Lomboku. Jedným 
z ďalších nedostatkov v prístupe k Lomboku sa užívateľom zdali nedostatočne jednoznačné 
názvy jednotlivých anotácií. Hlavný problém videli užívatelia v anotáciách @Getter a @Setter. 
Boli pokusy o zjednotenie týchto anotácií do jednej alebo ich premenovanie. Tento problém si 






Prvou veľkou zmenou v Lomboku bol prechod na verziu v0.9.2, kde začala predbežná 
podpora pre NetBeans [36]. Tomu dopomohlo hlavne testovanie na OpenJDK7 (Open source 
verzia JDK 7). Tá slúži pre testovanie pred finálnym zverejnením pripravovanej verzie. (verzia 
JDK 7 bola zverejnená 28.07.2011) NetBeans [36] totiž prechodom na verziu JDK7 prisľúbil 
podporu tomuto frameworku.  
Verziou 0.9.3 bola pridaná možnosť generovať konštruktory, ktoré sú detailnejšie popísané 
v sekcií 3.4.2. Táto možnosť zahrňuje anotácie na úrovni triedy, ktoré sa starajú o vytvorenie 
konštruktorov bez parametrov, so zadanými parametrami alebo obsahujúce všetky existujúce 
parametre. Ak daný konštruktor už bol vytvorený, Lombok ho nevytvoril. [17] 
Ďalšia zmena bola pridanie logovacích anotácií, ktoré umožňovali vkladanie informácií o dianí 
v programe. Je to v podstate pohodlná cesta ukladania informácií o vnútornom stave programu. 
Viac informácií o tejto anotácií sa nachádza v sekcií 3.4.4. Táto zmena bola doplnená verziou 
0.10.0. Nebola to však jediná zmena tejto verzie. Pribudla v nej aj podpora pre funkčnosť 
komponenty val. Táto funkcia sa však stretla so zmiešanými ohlasmi, lebo zatemňuje informáciu 
o dátovom type premennej. Niektorým užívateľom sa však zapáčila a preto sa rozhodli ponechať 
ju medzi anotáciami až do aktuálnej verzie. [17] 
Dosť podstatná zmena nastala prechodom na verziu 0.11.0, kde bolo umožnené 
vytváranie aplikácií pre android pod Eclipsom. Vznikli aj niektoré nové experimentálne metódy. 
Tie sa však nedostali do plnej podpory a nájdeme ich stále medzi experimentálnymi. [17] 
Okrem opravy niektorých podstatných chýb sa do verzie 0.12.0 pridalo len veľmi málo nových 
rozšírení. Verziou 0.12.0 však bolo pridané veľa nových anotácií a to: @Builder, @NotNull, 
@Value, @Getter(lazy=true), @onMethod, @onParam a @onConstructor. Tieto anotácie budú 
prebrané v sekcií 3.4. 
3.2 Súčasný stav 
V dobe písania tejto práce je aktuálna verzia 1.12.2, čo znamená, že sa vývojárom podarilo 
splniť stanovené ciele pre prechod na verziu 1.x, ktoré sú uvedené vyššie v sekcií 3.1. Aktuálna 
verzia obsahuje podporu pre všetky hlavné vývojové prostredia a to Eclipse [35], NetBeans [36] 
a InteliJ IDEA [37]. Čo je však potrebné podotknúť je, že jedná zo súčastí frameworku  nie je 
podporovaná vývojovým prostredím NetBeans [36]. Jedná sa o komponentu ‘val‘, ktorá nahrádza 
definíciu primitívneho dátového typu. Jedným z dôležitých bodov pre prechod na verziu 1.x bolo 
zabezpečenie funkčnosti hraničných častí anotácií. Tento bod bol uspokojivo splnený. Dokonca 
sa do frameworku pridali ďalšie časti a novinky, ktoré výrazne zvýšili jeho silu. Jednou 
z najvýraznejších zmien bolo pridanie takzvaného de-lomboku, ktorý sa stará o spätnú 
transformáciu kódu písaného s použitím Lomboku do čistého Java kódu. Tieto zmeny prispeli 
k tomu, že 10.10.2013 vyšla verzia 1.12.2. [12] 
 
Jednou z mnohých výhod je taktiež neustály vývoj a podpora, ktorá je poskytovaná priamo 
vývojármi, ktorí sa na produkcií podieľajú. Pre podporu a pomoc s projektom vzniklo fórum [18], 
kde sa diskutuje a navrhuje ďalší vývoj a oprava chýb. Pre potrebu hlásenia chýb je poskytovaný 
zoznam problémov [19]. Fórum, hlásenie chýb, open-source projekt a otvorenosť autorov 
poskytlo možnosť rozšírenia medzi užívateľov. K autorom Reinierovi Zwitserlootovi a Roelovi 
Spilkerovi sa pridali ďalší, ktorých aktivita však nie je až tak podstatná ako Reinierova 
a Roelova. Pri ďalšej podpore a vývoji projektu sa však dostatočne zapojili a sú podstatnou 
súčasťou komunity Lomboku. V súčasnosti (rok 2014) je celkom šesť ľudí, ktorí sa starajú 
o ďalší vývoj a podporu a celkovo sa do tohto projektu zapojilo 7 aktívnych developerov. 
Samozrejme vydaním verzie 1.12.2  sa Lombok stal používanejší a je možné, že aj komunita 
developerov sa rozrastie.  
Aktuálna verzia poskytuje taktiež počiatočnú podporu pre JDK 8 bez ovplyvňovania predošlých 
verzií JDK 6 a 7. Táto podpora však nie je zatiaľ úplná a to čiastočne aj z dôvodu, že JDK 8 ešte 
oficiálne nevyšlo. Ďalším z dôvodnou podľa Robbert Jana, ktorý je zodpovedný za prechod, je to, 
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že tento prechod je zásadnejší ako prechod z JDK 6 na 7 pre framework Lombok. Ďalšie 
podrobnosti však zatiaľ neuviedol. Stále však chýba podpora niektorých jazykových noviniek 
JDK 8 ako napríklad lambda výrazov [22]. Podporu týchto noviniek však má priniesť nová 
verzia. 
3.3 Princíp práce frameworku Lombok 
Keďže Lombok pracuje s anotáciami, moli by sme sa nazdávať že funguje ako anotačný 
procesor, ktorý môže vytvárať informačné správy, dodatočné zdrojové kódy alebo modifikovať 
anotovaný kód. To všetko závisí od RetentionPolicy, podľa ktorej sa procesor riadi. Na Lomboku 
je veľmi zaujímavé to, že jeho Retention Policy je typu SOURCE, čo znamená že anotácie tohto 
typu sú len informatívne a pri preklade sa zahodia. Tým pádom negenerujú zdrojový kód ako by 
sa dalo predpokladať, ani nepracujú s bytekódom. V tomto ohľade je Lombok jedinečný, pretože 
jeho anotácie slúžia len ako informácia pre kompilátor. Tam sa potom táto informácia použije na 
generovanie požadovanej vlastnosti, respektíve kódu, priamou modifikáciou AST čo je 
Abstraktný Syntaktický Strom(anglicky Abstract Syntaxt Tree). Tento prístup zabezpečuje, že 
aplikácie, ktoré používajú Lombok, nebudú počas vykonávania spomaľované. Na druhú stranu 
tento prístup spomaľuje preklad a prináša nové typy chýb, ktoré sa v Jave doposiaľ 
nevyskytovali. Ďalším z problémov je, že asi každé programovacie prostredie používa rozdielny 
spôsob vytvárania AST. Eclipse [35] dokonca používa úplne rozdielny prekladač s úplne 
odlišným AST modelom čo zapríčiňuje veľké množstvo reprodukcie kódu vo frameworku. 
Riešením tohto problému by bola verzia Javy s open source implementáciou AST, ktorý by každý 
statický aj dynamický prekladač používal. Toto však nie je realitou a preto pre každé prostredie a 
taktiež každú implementáciu AST musí byť vytvorená samostatná verzia Lomboku. To je aj 
dôvod, prečo existujú rôzne podpory pre jednotlivé prostredia. [20]   
 







public class Person(){ 
 
 @Getter(AccessLevel="PUBLIC") @Setter @NonNull String name; 
 @Getter(AccessLevel="PUBLIC") @Setter @NonNull String surname; 
 @Getter @Setter int age; 
 @Getter @Setter int id; 
}  
 
Ilustrácia 2.1, ilustrácia použitia frameworku Lombok. 
 
V ilustrácií 2.1 sa nachádza jednoduché použitie anotácií frameworku Lombok. Každá 
anotácia, okrem @NotNull, potom v konečnom dôsledku reprezentuje jednu metódu triedy Person. 
Ako prvé sa v ilustrácií nachádza sprístupnenie anotácií a to pomocou obecného importu Import 
Lombok.*. Následne pomocou anotácie @ToString je predefinovaná metóda, toString. 
Jediný parameter exclude vylúči výpis vlastnej premennej id v tejto metóde. Ďalšia anotácia 
@EqualsAndHashCode predefinováva metódy equals a hashCode. Ako v predchádzajúcom 
prípade, parametrom exclude vylúči vlastnú premennú id z logiky generovania týchto metód. 
Poslednou anotáciou z anotácií nad triedou Person je @RequiredArgsConstructor. Táto anotácia 
generuje metódu konštruktoru triedy, kde ako parametre generovanej metódy zahrňuje všetky 
vlastné premenné označené anotáciou @NotNull. Anotácie @NotNull v tomto prípade slúžia len ako 
označenie pre generovanie metódy konštruktoru, teda negeneruje žiaden ďalší kód. Nasledujúca 
anotácia @Getter, generuje metódu získavania. Podľa parametra AccessLevel sa určuje 
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modifikátor prístupu generovanej metódy. Nakoniec anotácia @Setter generuje metódu 
nadstavenia, kde môže byť určený modifikátor prístupu metódy pomocou parametru AccessLevel. 
V tomto prípade nie je určený, takže sa metóda generuje s modifikátorom public. Všetky anotácie, 
okrem @NotNull, by sa v ilustrácií 2.1 dali nahradiť anotáciou @Data, ktorá má rovnaký význam. 
3.4 Anotácie Lomboku 
Väčšina začiatočníkov, ktorí sa rozhodnú pre používanie projektu Lombok, si myslí, že sa  
jedná výhradne o anotácie @Getter a @Setter. Čo však vôbec nie je pravda. Projekt Lombok 
ponúka niekoľko rôznych kategórií anotácií, ktoré môžu zas obsahovať pod kategórie. Pre 
spresnenie rozmanitosti tohto frameworku, následne rozoberiem jeho kategórie. 
 Lombok obsahuje anotácie na úrovni parametrov, metód, tried, špecializované 
a experimentálne anotácie. Pri používaní môžeme jednotlivé anotácie z odlišných kategórií rôzne 
kombinovať. Nedôjde pritom k žiadnej chybe, aj keď kombinácia anotácií na úrovni metód a tried 
by sa nám mohla zdať podozrivá. Ak použijeme pre tú istú triedu aj anotácie na úrovni triedy aj 
na úrovni metód, anotácie na úrovni metód prekryjú triedne a to preto, lebo sú konkrétnejším 
definovaním chovania. Je však možné, že pri kombinácií týchto anotácií definujeme metodové 
anotácie presne tak ako sú definované na úrovni triedy. V tomto prípade sa metódové anotácie 
ignorujú a ponechajú sa anotácie na úrovni triedy. Pri kombinácií anotácií z ostatných kategórií 
nenastávajú problémy. Je to z toho dôvodu, lebo sa jedná v podstate o úplne rôzne komponenty. 
3.4.1 Anotácie na úrovni parametrov 
Tieto anotácie sa vyskytujú výhradne pred definíciou názvu parametrov, za modifikátorom 
viditeľnosti. Sú to anotácie val, @NonNull a @Cleanup.  
Prvá komponenta val, v podstate nie je anotáciou, pretože na jej začiatku nie je znak @. Je 
však definovaná v Lomboku. Jej funkciou je nahradenie typu vlastnej premennej, ktorý sa potom 
pri preklade odvodí a automaticky priradí k danej premennej. Stáva sa však prirodzene finálna 
(final), čo je dosť podstatným obmedzením. Ďalšou slabou stránkou tejto anotácie je to, že 
NetBeans [36] takéto chovanie zatiaľ nepodporuje, čo sa však vývojári snažia zmeniť.  
Komponenta @NonNull sa pridáva pred parameter metódy. Jednoducho kontroluje, či daný 
parameter je rovný NULL a v prípade, že áno hodí výnimku NullPointerException s názvom 
parametru, ktorý sa testoval. Ak už užívateľ tento test zadal, nepridá sa žiaden kód, čo nevedie k 
duplicite. 
Poslednou z tejto kategórie je anotácia @Cleanup. Táto možnosť zabezpečuje pohodlné 
uvoľnenie používaných zdrojov. Konkrétne pri použití vlastnej premennej, ktorá obsahuje 
anotáciu @Cleanup, je celý blok kódu vložený do try-catch-finally bloku a v bloku finally je nad 
touto vlastnou premennou zavolaná metóda close(). Ak však daný objekt metódu close() (ktorá 
slúži pre uvoľnenie zdrojov) neobsahuje, môže byť nahradená volaním inej metódy 
špecifikovanej ako jediný parameter anotácie formou string reťazca. [12] 
3.4.2 Anotácie na úrovni metód 
 V tejto kategórií sú anotácie, ktoré pri preklade priamo vkladajú metódy do abstraktného 
syntaktického stromu(AST). Sú to tieto: @Getter, @Setter, @ToString, @EqualsAndHashCode, 
@RequiredArgsConstructor, @NoArgsConstructor a @AllArgsConstructor. Tieto anotácie sa niekedy 
označujú ako stavebný kameň celého frameworku. Väčšina z nich sú jedny z prvých anotácií 
ktoré pretrvali až dodnes. Preto je dobré pochopiť ich zmysel. 
 @Getter a @Setter sú anotácie, ktoré sa podobne ako anotácie na úrovni parametrov, 
definujú pred definíciou vlastnej premennej. Nepracujú však na úrovni kódu, ale na úrovni 
metód. Pre premennú označenú anotáciou @Getter, framework vytvorí metódu získavania 
s názvom premennej s veľký začiatočným písmenom a prefixom ‘get‘. Táto metóda vráti hodnoty 
typu vlastnej premennej. Bez udania parametru anotácie, budú metódy získavania typu public. To 
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sa však dá zmeniť parametrom AccessLevel. Tento parameter prijíma PUBLIC, PROTECTED, 
PACKAGE, PRIVATE a NONE. Keďže úroveň prístupu NONE neexistuje, využije sa pri hromadných 
anotáciách, kde takto označenej vlastnej premennej nebude generovaná metóda získavania. 
Podobne potom @Setter vytvorí metódu nastavovania, s rovnakými vlastnosťami ako @Getter. 
Názov metódy bude odvodený od názvu vlastnej premennej s prefixom ‘set‘. Taktiež sa dajú 
anotácie @Getter a @Setter zadať pred definíciu triedy. Potom budú generované metódy 
nastavovania pre všetky vlastné premenné a metódy získavania pre všetky nefinálne premenné. 
Anotácia @ToString vytvára vylepšenú verziu metódy toString, ktorá je zdedená z triedy 
Object. Zvyčajne Lombok generuje metódu, ktorá vypíše názov triedy spolu s vlastnými 
premennými, oddelenými čiarkami. Dá sa však toto chovanie zmeniť prostredníctvom týchto 
parametrov: includeFieldNames, true pre zobrazenie názvu vlastných premenných, callSuper, pre 
zahrnutie volania rodičovskej metódy toString a posledný exclude s názvom vlastnej premennej, 
zakáže jej vypisovanie.  
Ďalšia anotácia @EqualsAndHashCode podobne ako toString, sa snaží vylepšiť metódy 
triedy Object. Akákoľvek trieda teda môže byť anotovaná touto anotáciou. Funkciou tejto 
anotácie je preťažovanie metód equals a hashCode. Zvyčajne sú pre metódy použité všetky 
nestatické, vlastné premenné. Dajú sa z nich však odstrániť tie, ktoré nechceme aby boli zahrnuté 
a to voliteľným parametrom exclude. Samozrejme v zložených zátvorkách je potrebné 
špecifikovať ktoré parametre sa nezahrnú. Naopak sa dá špecifikovať konkrétne tie parametre, 
ktoré budú zahrnuté a to parametrom of. Ďalším z voliteľných parametrov je callSuper, ktorý 
naznačuje, že v metódach bude zahrnuté volanie rodičovských metód equals a hashCode. Pri tejto 
anotácií je dobré ešte podotknúť to, že generuje metódu canEqual. Tá v prípade, že trieda je 
finálna, alebo sa z nejakého iného dôvodu nedá vytvoriť jej inštancia, vráti false. CanEquals je 
používaná metódou equals.  
V tejto kategórií anotácií na úrovni metód sa taktiež nachádza podkategória, ktorá slúži 
pre vytváranie konštruktorov. Vyskytujú sa taktiež pred definíciou tried. Už podľa názvu sa dá 
určiť ktorá komponenta má akú úlohu. @NoArgsConstructor je anotácia, podľa ktorej Lombok 
generuje konštruktor, ktorý nemá žiadny parameter triedy. V niektorých prípadoch to však nie je 
možné a to napríklad keď sa jedná o finálne vlastné premenné. V tomto prípade nastane 
compilation error. Je si však potrebné dať pozor aj na vlastné premenné typu NonNull. Ak nie sú 
definované, dôjde k chybám v súvislosti s týmto obmedzením.  
@AllArgsCosntructor generuje konštruktor, ktorý ako argumenty vyžaduje každú vlastnú 
premennú triedy. Táto metóda teda vytvorí objekt, ktorý bude mať definované všetky vlastné 
premenné.  
Poslednou z podtriedy konštruktérových anotácií je @RequiredArgsConstructor. Táto 
anotácia vytvorí konštruktor, ktorý bude vyžadovať ako parameter len tie vlastné premenné, ktoré 
sú vyžadované anotáciou @NonNull alebo sú typu final. Taktiež je generovaný test na null pri 
vlastných premenných označených @NonNull čo zabezpečí ich správnosť. Táto podtrieda anotácií 
má však oproti ostatným anotáciám značnú nevýhodu a to v tom, že nekontroluje už existujúce 
konštruktory. Ak teda definujeme rovnaký konštruktor ako generuje Lombok, nastane chyba pri 
preklade. Táto nevýhoda je spôsobená tým, že Lombok povoľuje vytváranie vlastných 
konštruktorov, ktoré sú na úrovní jeho generovaných. [21] 
3.4.3 Kategória anotácií na úrovni tried 
 Táto kategória obsahuje anotácie @Data a @Value. Tie slúžia na generovanie balíčka 
metód, a to tých, ktoré boli už definované v kategórií anotácií na úrovni metód sekcie 3.4.2. 
Keďže generujú väčšie množstvo metód, vyskytujú sa pred definíciou tried. 
 @Data je v skratka pre skupinu základných anotácií a to @Getter pre všetky vlastné 
premenné, @Setter pre nefinálne premenné, @RequiredArgsConstructor, @EqualsAndHashCode a 
@ToString. Tieto anotácie boli popísané v sekcií 3.4.2. Slabou nevýhodou takéhoto prístupu je to, 
že nemôžeme zadávať parametre anotáciám ako napríklad callSuper u equals a hashCode, 
includeFieldNames pri toString, AccessLevel pri metódach nadstavovania a získavania a ostatné. 
Tieto parametre umožňovali prispôsobiť si jednotlivé metódy. Konkrétnejšia definícia je však 
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možná a to pridaním presnejšie definovanej anotácie na úrovni metód. Lombok potom pri 
generovaní daných metód uprednostní anotáciu na úrovni metódy, nenastane žiadna chyba 
a nebudú zbytočne generované dve podobné metódy. Ďalším z obmedzení môže byť to, že všetky 
generované metódy nastavovania a získavania budú typu public. V tomto prípade sa vytvorí 
anotácia s parametrom AccessLevel.NONE. Zaujímavým chovaním anotácie @Data je taktiež to, že 
ak trieda už obsahuje metódu s rovnakým menom ako ktorákoľvek metóda, ktorú @Data 
generuje, Lombok už túto metódu nebude generovať. Napríklad ak je už definovaná metóda void 
hashCode(int a, int b), Lombok metódu int hasCode() nebude generovať aj keď dané metódy sú 
kompletne odlišné. To isté platí aj pre toString, equals a všetky metódy nastavenia a získavania. 
 @Value je nemenná varianta anotácie @Data. To znamená, že po jej vytvorení, je možné 
získavať len jej vnútorný stav, nie však meniť ho. Všetky vlastné premenné sú definované ako 
private final (ak nie je definované anotáciou @NonFinal inak). Ďalej táto anotácia vytvára metódy 
nastavovania pre každú vlastnú premennú, potom AllArgsConstructor a predefinováva metódy 
equals(), hashCode() a toString(). Výhodou tejto anotácie je to, že je možné predefinovať 
ktorúkoľvek z jej častí podobne ako pri anotácií @Data. [21] 
3.4.4 Špecializované anotácie 
 V tejto kategórií sa nachádzajú anotácie @SneakyThrows, @Synchronized, 
@Getter(lazy=true), @Log a @Delegate. Patria sem anotácie, ktoré sú špecializované na určitý 
problém.  
 Prvá z tejto kategórie @SneakyThrows sa definuje nad metódou. V tele tejto metódy 
vytvorí try-catch blok, kde sa v catch bloku odchytáva výnimka a po jej odchytení sa generuje 
výnimka definovaná Lombokom. Táto výnimka sa vyvolá bez jej predchádzajúcej deklarácie. 
Generovaný Lombok kód neignoruje, nezabaľuje, nenahrádza alebo inak neupravuje vyvolanú 
výnimku. Jednoducho oklame prekladač. Je si však potrebné dať pozor na to, že nie je možné 
odchytiť tento typ výnimky priamo, pretože javac nedovolí napísať catch blok pre typ výnimky, 
ktorý nie je pri volaní metódy deklarovaný ako thrown. Takže sa táto anotácia neodporúča 
používať bez uváženia. Dá sa pri jej použití taktiež špecifikovať aký druh výnimky sa bude 
odchytávať. Táto špecifikácia sa zadáva ako jediný parameter anotácie. 
  @Synchronized rieši klasický problém exkluzívneho prístupu k zdieľaným zdrojom 
viacerých procesov pomocou Java monitorov. Pre synchronizáciu používa vlastnú premennú 
s názvom $lock, ktorá je private. Ak ešte nebola definovaná užívateľom, definuje ju Lombok. Ak 
však anotujeme statickú metódu, anotácia použije statickú vlastnú premennú $LOCK. V prípade, 
že chceme definovať vlastný zámok, môžeme jeho názov (vo forme reťazca) definovať ako 
parameter anotácie.  
 Ďalšia z anotácií v tejto kategórií @Getter(lazy=true) je podobná ako anotácia @Getter. 
Generovaná metóda si však vypočíta výslednú hodnotu získavania vlastnej premennej len raz 
a uloží ho do vyrovnávacej pamäte (VP). Pri zavolaní tejto metódy znovu nekontroluje hodnotu, 
priamo ju už odovzdá z VP. Tento prístup je užitočný v prípade, že výpočet hodnoty trvá príliš 
dlho. Vlastný parameter musí byť typu private final.  
 Zaujímavou podskupinou v tejto kategórií je @Log. Táto podskupina slúži na generovanie 
poznámok, ktoré potom slúžia na konkrétnu špecifikáciu chyby a pre hlásenie stavu programu. 
V tejto kategórií sa nachádza šesť rôznych možností pre ktoré sa však používa jednotné volanie 
log.error(). Ako jediný vyžadovaný parameter prijíma danú správu vo formáte reťazca. Možnosti 
Lomboku anotácie @log sú:  
 @CommonsLog definuje záznamy typu:  
private static final org.apache.commons.logging.Log log =    
      org.apache.commons.logging.LogFactory.getLog(LogExample.class); 
 @Log definuje záznamy typu: 
 private static final java.util.logging.Logger log =  





 @Log4j definuje záznamy typu:   
private static final org.apache.log4j.Logger log = 
       org.apache.log4j.Logger.getLogger(LogExample.class); 
 @Log4j2 definuje záznamy typu:  
private static final org.apache.logging.log4j.Logger log =  
       org.apache.logging.log4j.LogManager.getLogger(LogExample.class); 
 @Slf4j definuje záznamy typu:   
 Private static final org.slf4j.Loggerlog =  
      org.slf4j.LoggerFactory.getLogger(LogExample.class); 
 
 @XSlf4j definuje záznamy typu:   
 private static final org.slf4j.ext.XLogger log =   
     org.slf4j.ext.XLoggerFactory.getXLogger(LogExample.class); 
 
Táto anotácia sa teda stará o nahradenie definície poznámkovej vlastnej premennej. Po použití  
niektorej z anotácií vypísaných vyššie, sa generuje definícia vlastnej premennej log, podľa daného 
typu. Následne sa dá bez ďalšieho definovania použiť. 
 Poslednou anotáciou z kategórie špecifických anotácií je @Delegate. Táto anotácia sa 
stará o generovanie potrebných metód pre kolekcie. Vďaka nej sa teda dajú veľmi jednoducho 
a hlavne prehľadne vytvoriť metódy pre prácu s kolekciami. @Delegate generuje metódy: add, pre 
vkladanie do kolekcie, size pre získanie počtu prvkov kolekcie, isEmpty pre indikovanie 
prázdnosti, contains zisťuje, či  kolekcia obsahuje objekt zadaný ako parameter metódy, Iterator 
pre získanie iterátora kolekcie, toArray vráti kolekciu ako pole, remove pre odstránenie prvku 
z kolekcie, containsAll pre porovnávanie kolekcie, RemoveAll odstráni všetky prvky kolekcie 
zadané ako parameter metódy, retainAll zachová len tie prvky, ktoré sú zadané ako parameter 
metódy a clear pre odstránenie všetkých prvkov kolekcie. Všetky generované metódy sú typu 
public. Pre väčšiu kontrolu nad generovaním metód, je možné použiť parameter excludes, ktorým 
definujeme metódu alebo metódy, ktoré sa nebudú generovať. Ak by však ani to nestačilo, 
môžeme vytvoriť súkromné vnútorné rozhranie, v ktorom definujeme ktoré metódy sa budú 
generovať. Toto rozhranie potom zadáme ako parameter anotácie @Delegate s kľúčovým slovom 
type. [21] 
3.4.5 Experimentálne anotácie 
 Poslednou kategóriou sú experimentálne anotácie. Tieto anotácie sa síce nachádzajú vo 
frameworku, ale nie sú podporované a môžu viesť ku chybám. Niektoré sa však môžu v priebehu 
času povýšiť na podporované, čo však závisí na potrebe užívateľov a ochote developrov. Sú to 
anotácie @Builder, @Accessors, @ExtensionMethod, @FieldDefaults, @Wither a _onX. 
Táto experimentálna kategória je zaujímavá no na jej kompletnú podporu si budeme musieť 
počkať.[21] V tejto práci sa experimentálnym anotáciám nevenujem a preto ich ani nebudem 
hlbšie rozoberať.   
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4. Návrh testovania Lomboku 
Táto kapitola sa zaoberá samotným testovaním frameworku Lombok. Cieľom bolo zistiť, či 
sa ho  oplatí použiť pre malé, ale aj rozsiahle projekty. Pre testovanie bolo preto potrebné vybrať 
správne anotácie a vytvoriť sadu testov, pre zistenie  vplyvu Lomboku na vývoj a ladenie 
projektov. Keďže v predchádzajúcich kapitolách bolo uvedené, že Lombok priamo upravuje 
AST, nie je potrebné ďalej testovať jeho vplyv na výkon. Pozriem sa však na integráciu pre 
jednotlivé prostredia. 
4.1 Vybrané anotácie pre testovanie 
 Ako už bolo spomínané, projekt Lombok bol vytvorený pre skrátenie a odstránenie kódu, 
ktorému programátor venuje len malú pozornosť. Pre tento cieľ boli na začiatku implementované 
anotácie @Getter, @Setter, @ToString, @EqualsAndHashCode, @Data, @Cleanup, @Synchronized a 
@SneakyThrows. Testovať som sa preto rozhodol základné z nich a to @Getter, @Setter, 
@EqualsAndHashCode, @ToString a @Data. Týchto päť anotácií tvorí jadro a základ celého 
Lomboku. Výsledky testovania týchto anotácií preto povedú k celkovému zhodnoteniu 
frameworku.  
 Pri prieskume popularity jednotlivých anotácií medzi kolegami súkromnej firmy 
zaoberajúcej sa vývojom JEE aplikáciami, som dospel k záveru, že k testovaniu základných 
vlastností Lomboku by som mal pridať aj anotácie @Delegate a @Log. K tomuto rozhodnutiu ma 
viedol prieskum popularity anotácií medzi Java SE a Java EE vývojármi, ktorého sa zúčastnili 4 
programátori. Tento prieskum ukázal, že rebríček anotácií, ktoré by vo svojich projektoch reálne 
použili je nasledovný: 
1. @Delegate 





Anotácie zobrazené v rebríčku od piateho miesta kolegov už až tak nezaujali a pre svoje projekty 
by ich použili len zriedka.  
 Testy v tejto práci som teda zameral na anotácie @Getter, @Setter, @ToString, @Data, 
@EqualsAndHashCode a @Delegate. Anotácia @Log je len veľmi primitívnym nahradením 
definície vlastnej premennej pre prácu s poznámkami programu. Z tohto dôvodu ju medzi 
testovacie anotácie nezahrniem. 
4.2 Metódy testovania frameworku Lombok 
Testovanie prebiehalo pod operačným systémom Ubuntu verzie 13.10. Tento systém bol 
32 bitový a bežal na stroji s procesorom Intel® Core™ i3 CPU M 330 @ 2.13GHz × 4, s operačnou 
pamäťou 2,8 GiB a grafickou kartou Intel® Core™ i3 CPU M 330 @ 2.13GHz × 4 . Jednotlivé testy 
boli vytvárané vo vývojových prostrediach Eclipse – verzia 3.8 [35], Netbeans verzia 7.4 [36] 
a IntelliJ IDEA vo verzii 13.1.1 [37]. Jednotlivé prostredia používali JDK verzie 1.7; openJDK 
Client VM 24.45-b08. Pre runtime sa používala OpenJDK Runtime Environment 1.7.0_51-b00. 
Prvý z testov bol zameraný na testovanie frameworku z hľadiska vývoja. Keďže cieľ 
Lomboku je redukovať nepotrebný kód, rozhodol som sa otestovať, ako efektívne tento cieľ plní. 
Pre tento test bol použitý framework PerfCake od spoločnosti Red Hat. Test zahŕňa jeho prepis 
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z pôvodného štýlu bez Lomboku do formy s jeho použitím. Po prepise som sa potom zameral 
hlavne na porovnanie počtu odstránených riadkov kódu, vďaka Lomboku a tým vplyv na 
jednotku riadok-deň projektu. Táto jednotka, už podľa názvu definuje počet riadkov kódu 
napísaných za deň. Podľa knihy The Mythical Man-Month(MMM)[23] je pre profesionálneho 
programátora norma, bez ohľadu na programovací jazyk, 10 riadkov kódu za deň. Samozrejme 
táto norma je veľmi rozporuplná a vo fórach často diskutovaná. Pre typ testovania Lomboku je 
však postačujúca. Preto sa v tejto práci nebudem zaoberať jej správnosťou. Jednotlivé metódy pre 
prepis do Lomboku boli vyhľadávané príkazom Grep [24]. Tento príkaz bol spustený 
s parametrami –irc, ktoré znamenajú, že sa bude prechádzať zložka rekurzívne, bude sa ignorovať 
veľkosť písma a vypísané budú súbory s počtom výskytov hľadaného reťazca. Takýmto 
prechodom boli preskúmané a nahradené všetky metódy, ktoré vyhovovali formátu Lombok. Po 
prepise sa získal celkový počet použitých anotácií, a to príkazom grep s kombináciou so sed a awk 
[24]. Následne sa použil projekt SLOCCount od autora Dávida A. Wheelera [27], ktorým sa 
úspešnosť odstránenia kódu zhodnotila z viacerých pohľadov a taktiež z hľadiska metriky riadok-
deň z iného pohľadu. 
 V ďalšej časti, testovanie z hľadiska ladenia, boli vytvorené testovacie programy zamerané 
na vplyv rýchlosti prekladu s použitím Lomboku a bez neho. Hlavným cieľom bolo zistiť vplyv 
Lomboku na dobu prekladu projektu. Preto sa porovnával čas prekladu s použitím Lomboku 
a bez neho. Oba prístupy boli testované na projektoch, ktoré obsahovali extrémne veľké  triedy a 
projektoch s veľkým počtom malých súborov. Pre tento test boli vytvorené programy v jazyku C, 
ktoré slúžili na generovanie jednotlivých tried, extrémne veľkých a veľkého počtu. Následne sa 
použil nástroj Apache Ant [29], ktorý preložil projekt a na výstup vypísal dobu prekladu a jeho 
chyby, ak nejaké nastali. Aby bolo možné testovania upravovať podľa potreby, bol vytvorený 
shallovský skript, ktorý sa staral o preklad súborov jazyka C a spustenie preložených súborov 
s parametrami, ktoré sa dali v rámci skriptu meniť. Jednalo sa o parametre počtu vlastných 
premenných, typu vlastných premenných, počtu vnútorných tried a počtu generovaných súborov. 
Ďalej v cykle volal tento skript program ant formou ant clean pre vyčistenie prekladu a  ant 
compile pre preloženie projektu. Výsledky vo forme doby prekladu, tento skript presmeroval do 
súborov. Následne boli výsledky analyzované a štatisticky vyhodnotené. 
V tejto časti sa taktiež nachádza porovnanie práce v najrozšírenejších vývojových 
prostrediach a to Eclipse [35], NetBeans [36] a InteliJ IDEA[37]. Pre jednotlivé prostredia boli 
vytvorené jednoduché projekty, ktoré obsahovali hlavnú triedu main a triedu osoby Person. Pre 
daný projekt bola importovaná knižnica Lombok a bolo skúmané správanie pri používaní 
frameworku a správanie ladenia jednotlivých prostredí. Do tejto časti sa uviedli aj poznatky 
z predchádzajúcej práce s Lombokom a to z práce na jednotlivých testoch. Predpokladá sa, že 
prostredie Eclipse [35] bude najlepšie podporované, pretože Lombok bol vyvíjaný práve pre 
neho. Ďalšie prostredie s dobrým hodnotením by malo byť NetBeans [36], pretože jeho podpora 
začala už dosť dávno a posledná InteliJ IDEA [37] by mala byť taktiež dosť podporovaná, keďže 
aj vďaka jej podpore, vznikla verzia Lomboku 1.x.   
4.3 Test odstránenia častého kódu pomocou Lomboku 
 Pre testovanie z hľadiska vývoja bol použitý framework PerfCake vo verzií v2.0 [25]. 
Keďže sa jedná o open-source projekt od spoločnosti Red Hat, bolo ho možné pre túto prácu 
použiť. Zdrojové kódy boli prevzaté z GitHub repozitára [26]. Tento framework v originálnej 
verzií obsahuje 12 030 riadkov kódu. Zdrojové kódy tohto frameworku obsahujú 2 404 628 bytov 
(zložka PerfCake-devel/src bez knižníc) pred použitím Lomboku. Jedná sa teda o menší, no pre 
testovanie ideálny projekt. Cieľom tohto testovania bolo porovnanie vplyvu Lomboku na 
odstránenie boilerplate kódu a jeho použiteľnosť v obyčajných projektoch. Je nutné však 
poznamenať, že značnou nevýhodou tohto druhu testovania je to, že sa jedná o refaktoring (prepis 
už existujúceho kódu). Čo spôsobuje nepresnosti pri výsledkoch z toho dôvodu, že pri písaní 
kódu sa nepoužili presné konštrukcie, ktoré by sa dalo nahradiť. Napríklad metódy konštruktoru 
sú rozdielne pre rôzne triedy, pretože vo svojom tele obsahujú ďalšiu funkcionalitu. Preto ich 
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prepis na totožný formát môže viesť k nekonzistencii programu a nežiaducemu chovaniu. Ak by 
sa framewotk PerfCake teda vyvíjal s dôrazom na formát a podobnosť jednotlivých konštrukcií, 
prepis do Lombok kódu by bol úspešnejší a podarilo by sa prepísať väčšiu časť kódu. Na druhú 
stranu v PerfCaku sa vyskytuje veľké množstvo metód nastavovania, získavania a taktiež ďalších 
primitívnych konštrukcií, čo bolo pre tento test veľmi potrebné. 
 V metrikách a zhodnotení jednotlivých anotácií sa neráta so sprístupnením anotácie danej 
triede. Toto sprístupnenie je zabezpečené formou importov a to napríklad pre anotáciu @ToString 
import lombok.ToString. Ak už je daná anotácia prístupná, nie je potrebné pridávať žiaden ďalší 
import a môže sa použiť opakovane niekoľko-krát. Kvôli tomuto, je dosť komplikované určiť 
jednotlivé metriky. Preto s importmi v zhodnoteniach anotácií nerátam, ale zahrniem ich do 
záverečného zhodnotenia. 
4.3.1 @Getter a @Setter 
V celom projekte sa nachádzalo 166 metód nastavovania a 127 metód získavania. Väčšina 
týchto metód obsahovala pred svojou definíciou dokumentačný komentár. Tento komentár musel 
byť pre totožnosť premiestnený a bol aj čiastočne upravený, aby vyhovoval podmienkam dobrého 
programátorského štýlu. V podstate boli len spojené komentáre k vlastnej premennej 
s komentármi metód, keďže nasledovali tesne za sebou. Z pohľadu programátora, to vyzerá 
prehľadne a keďže sa definícia vlastnej premennej po zmene nachádza hneď pri definícií metód 
nastavovania a získavania, komentár k týmto konštrukciám by sa tiež mal nachádzať v rovnakej 
časti. Z hľadiska odstránenia zbytočného kódu bez zahrnutia spomenutej zmeny, majú @Getter a 
@Setter rovnaké ohodnotenie a  to 1 : 3. To znamená, že úpravou jedného už existujúceho riadku 
kódu, (Nie je nutné pridávať nový) ušetríme tri riadky kódu. Ak by sme však počítali s tým, že 
každá metóda by mala byť odriadkovaná, tak ušetríme štyri riadky. V podstate sa jedná o prázdny 
riadok kódu, ktorý však tiež ovplyvňuje veľkosť projektu z hľadiska pamäte. 
Z celkového počtu 166 metód nastavovania a 127 získavania, sa podarilo nahradiť 113 anotáciou 
@Getter a 103 anotáciou @Setter. Všetky metódy sa nepodarilo nahradiť kompletne pretože, 
neobsahovali požadovaný formát. Bolo to zapríčinené hlavne väčšou zložitosťou nahradzovaných 
metód a v 2 prípadoch aj rozdielnym názvom. Pomocou @Getter sa teda odstránilo 339 riadkov 
kódu (ak sa nepočíta modifikácia komentárov a odstránenie medzier) a pomocou @Setter 306 
riadkov. Z hľadiska normy 10 riadkov za deň by použitie @Getter ušetrilo približne 34 a @Setter 
30,5 dní. (Túto metriku neovplyvňujú prázdne riadky ani komentáre.) 
4.3.2 @ToString 
Metód @toString bolo v PerfCaku šesť. Tieto metódy slúžia hlavne pre textový výpis vnútorného 
stavu triedy. Nachádzali sa však vo formáte, ktorý by bol po nahradení anotáciou @ToString 
zmenený pre všetky prípady. To však nie je podstatné, keďže sa jedná len o iný formát zápisu. V 
2 prípadoch bolo nutné túto anotáciu spresniť pomocou parametra exclude, ktorým sa definujú 
vnútorné premenné nevyskytujúce sa v generovanej metóde. Tento prípad nastal keď stav 
niektorej vnútornej premennej bol preddefinovaný. Vďaka možnosti parametra exclude, bolo teda 
možné prepísať každú metódu toString pomocou anotácie @ToString. Z hľadiska odstránenia 
zbytočného kódu sa anotácia @ToString zhodnotí ako 1 : 3. V tomto prípade sa nemodifikuje už 
existujúci riadok, ale definícia anotácie sa píše pred definíciu triedy. Pridá sa teda 1 riadok kódu a 
jej použitím sú nahradené 3 riadky. Pomocou tejto anotácie sa vo frameworku PerfCake 
odstránilo 15 riadkov kódu. Podľa normy z knihy MMM sa teda použitím @ToString ušetrilo 1,5 
dňa. 
4.3.3 @EqualsAndHashCode 
Už z názvu tejto anotácie je jasné, že  nahrádza dve metódy equals a hashCode. Čo však nie je 
na prvý pohľad jasné, je že taktiež vytvára metódu canEqual, ktorá sa používa metódou equals. To 
je trochu problém z hľadiska predefinovania daných metód presne podľa ich výskytu. Ďalším 
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z možných problémov je to, že metódy equals a hashCode bývajú často rozličné z hľadiska 
logiky. Napríklad pri hashCode sa používa rôzne prvočíslo pre výpočet hodnoty alebo v equals sa, 
ako v tomto prípade, použije ďalšia metóda pre vyhodnotenie. Tieto problémy však nie sú až tak 
podstatné a to preto, že ich predefinovanie nebude mať za následky zmenu funkčnosti. Jedná sa 
len o zmenu formy, o čo vlastne v Lomboku ide.  
Anotácie @EqualsAndHashCode má z hľadiska odstránenia kódu hodnotenie 1: x*2+17. 
Hodnota x je definovaná počtom použitých vlastných premenných v generovaných metódach. 
Úprava tejto anotácie pomocou parametru callSuper bola nutná 1 krát a pomocou exclude taktiež 
jeden krát. V testovanom frameworku PerfCake sa teda nachádzalo 5 metód equals a hashCode. 
Z vyššie spomínaných dôvodov, sa teda podarilo úspešne predefinovať všetky z nich. Ďalej 
použitím tejto anotácie bolo odstránené 141 riadkov kódu, čo by z hľadiska testovanej normy 
ušetrilo približne 14 dní. 
4.3.4 @Data 
 Keďže táto anotácia nahrádza skupinu metód, bolo veľmi ťažké nájsť jej možné 
nahradenie v tomto projekte. Nájsť triedu, ktorá má pre každú vlastnú premennú metódu 
nastavovania aj získavania, konštruktor s parametrami všetkých vlastných premenných, metódy 
equals, hashcode a toString, bolo v tomto projekte nemožné. Našla sa však v projekte nemeniteľná 
trieda (trieda ktorá obsahuje všetky vymenované metódy bez metód nastavovačov), ktorá sa dala 
nahradiť anotáciou @Value. Keďže pre úplnosť chýbali len metódy nastavovačov, budem ju 
počítať ako anotáciu @Data. Táto metóda ma teda zhodnotenie 1:x*9+22, kde x je počet 
vlastných premenných. V tomto prípade bolo nahradených 43 riadkov kódu, čo by ušetrilo 
približne 4 dni práce. 
4.3.5 @Delegate 
Túto anotáciu v projektu PerfCake nebolo možné nahradiť. Bolo to zapríčinené tým, že 
testovaný framework nepoužíval kolekcie daného typu, ktoré Lombok preddefinuje. V projekte 
PerfCake sa však vyskytovala jedna definícia kolekcie, ktorú by po výraznom zásahu do kódu 
bolo možné zmeniť. Pre úplnú funkčnosť celého projektu som však túto možnosť nevyužil. 
Implementácia kolekcie v projekte obsahovala metódy add(), addAll(), size(), isEmpty(), contains(), 
iterator(), remove(), removeAll(),  toArray(), toArray(s parametrom), containsAll(), retainAll() a clear(). 
Tieto metódy sú všetky metódy, ktoré mohli byť nahradené anotáciou @Delegate vo svojej plnej 
verzii. Samozrejme v danej triede boli použité aj ďalšie metódy pre prácu s kolekciou, ktoré by 
nebol problém do tejto triedy pridať. Problémom bola však zmenená funkcionalita každej 
metódy. Ak by sa teda použila anotácia @Delegate namiesto vytvárania triedy kolekcie pre prácu 
s ňou, mohlo by sa ušetriť 48 riadkov kódu a dodatočná funkcionalita by tiež mohla byť pridaná 
k danej triede. Ak by bola táto anotácia použitá pri tvorbe PerfCaku, ušetrilo by sa 4,8 dňa čo teda 
znamená, že anotácia @Delegate má vo svojej plnej verzií hodnotenie 1:48. 
4.3.6 @Log 
Poslednou z anotácií, na ktoré som sa v tejto práci zameral je @Log. Túto anotáciu nebolo 
v PerfCaku možné predefinovať a to preto, že poznámkové záznamy boli definované v špeciálnej 
triede. V ostatných triedach sa táto definícia už nemusela vyskytovať a preto aj zjednodušenie, 
respektíve použitie anotácie @Log, nemalo význam.  
Keďže anotácia @Log slúži len pre zjednodušenie definície poznámkovej vlastnej premennej, 
jej zhodnotenie je 1:1. Toto hodnotenie je zo všetkých predchádzajúcich jednoznačne najhoršie. 
Pre vysvetlenie, modifikáciou jedného riadku kódu, sa pridá jeden nový. Nejedná sa teda ani 
o žiadne zrýchlenie z hľadiska vývoja. Táto anotácia ma však svoje miesto, a to preto, že odstráni 
zbytočne dlhú a komplikovanú definíciu poznámkovej vlastnej premennej. Z hľadiska tohto 




4.3.7 Zhodnotenie testu 
 Ak by sa v práci PerfCake použil projekt Lombok, ušetrilo by sa 744 riadkov kódu len na 
testovaných anotáciách. Keby sa pred vývojom tohto projektu rozhodlo používať projekt Lombok 
a všetky konštrukcie by sa prispôsobili jeho formátu, mohlo byť odstránených riadkov viac. 
Samozrejme bolo potrebné pridať sprístupnenia anotácií(importy),ktorých bolo v projekte 70. 
Tento počet už bol započítaný do počtu odstránených riadkov, čiže výsledných 744 odstránených 
riadkov je konečných. Pre kontrolu a ďalšie informácie bol použitý projekt SLOCCount [27]. 
Nasledujúca tabuľka znázorňuje porovnanie výsledkov programu SLOCCount projektu PerfCake 
pre prístup s použitím frameworku Lombok a bez jeho použitia. 
 Tabuľka 3. Zhodnotenie Lomboku vs. čistá Java.  
  riadkov kódu čas výroby (roky/mesiace) počet developerov Cena (USD) 
S použitím Lomboku 6504 0,75 / 9,41 3,48 368.062 
Bez použitia Lomboku 7248 0,78 / 9,41 3,33 344.198 
 
Výstupom pre projekt PerfCake bez použitia Lomboku, je podľa tabuľky 3, 7248 riadkov 
neprázdneho Java kódu bez komentárov. Podľa výstupu tohto skriptu by PerfCake (aj s XML 
a shellovými súbormi)  bolo možné vytvoriť za 0,78 roku respektíve 9,41 mesiacu s priemerným 
počtom developerov približne 3,48. Celý projekt by vyšiel na 368.062 USD. Po použití Lomboku 
by Java súbory obsahovali 6504 riadkov kódu bez medzier a komentárov. Podľa skriptu 
SLOCCount sme sa dozvedeli, že tento projekt by sa vyrábal približne 0,76 rokov, čo je približne 
9,17 mesiacov. Priemerný počet developerov za toto obdobie by bol 3,33 a celý projekt by stál 
344.198 dolárov. Výstupy skriptu SLOCCount pre PerfCake je možné nájsť medzi prílohami 
v zložke Perfcake, súbor CostOfPerCake.txt a CostOfPerfCakeWithLombok.txt. 
 Z výsledkov teda vyplýva, že s použitím Lomboku by sme ušetrili dokopy 74 dní podľa 
normy z knihy MMM a podľa normy stanovenej v skripte SLOCCount by sa ušetrilo 25 dní. Pre 
PerfCake som sa rozhodol preskúmať ešte vplyv Lomboku na veľkosť generovaného bytekódu. 
Pomocou príkaz diff [24] som zistil, že s použitím Lomboku je tento kód väčší a to pre každé 
jedno použitie anotácie. Predpokladal som, že generovaný bytekód bude rovnaký. Výsledok ma 
presvedčil o opaku. V tejto práci to už ďalej nebudem rozoberať. Výsledný súbor sa nachádza 
v zložke Perfcake/dif.out. 
4.4 Test vplyvu na preklad 
  V tejto kapitole som sa zameral na dva typy testovania a to testovanie vplyvu na preklad 
pre extrémne veľké triedy a pre extrémne veľký počet malých súborov obsahujúci len jednoduché 
triedy. V testoch je porovnanie použití jednotlivých anotácií s Lombokom a totožný prístup bez 
jeho použitia. Výsledné grafy oboch testov, s konkrétnymi hodnotami sa nachádzajú v súboroch 
priložených k práci a to /testv1/result/resultsV1 pre test extrémne veľkých tried a 
/testv2/result/resultsV2 pre test extrémne veľkého množstva malých tried. Dosiahnuté výsledky sú 
potom popísané v nasledujúcich kapitolách. Pri testoch som však narazil na problém 
s obmedzeniami na Java Virtual Machine (JVM). Konkrétne na tabuľku záznamov v JVM, ktorá 
ma limit na 65535 záznamov. [28] 
 Grafy jednotlivých anotácií sú typu box plot, slovenský krabicový graf, kde zelená časť 
grafu reprezentuje percentil 25 percent, fialová časť percentil 75 percent. Stret oboch častí 
reprezentuje priemernú hodnotu a čiary smerom nahor a smerom nadol reprezentujú maximum 
a minimum. Konkrétnejšie hodnoty jednotlivých testov sú priložené v prílohách. Tie obsahujú 
tabuľkovú reprezentáciu grafov pre všetky anotácie. Každý test bol preložený pomocou nástroja 
Apache Ant [29] 100 krát. Jednotlivé testy obsahovali len základné použitie danej anotácie spolu 
s nutnými časťami kódu. Pre testovanie anotácií @Getter, @Setter a @Delegate bola vytvorená 
trieda, ktorá obsahovala veľké množstvo vlastných premenných s týmito anotáciami. Výsledky 




































premenných. To znamená, že metódy nastavovania a získavania boli generované úplné. V teste 
na extrémny počet tried, sa použil len malý počet premenných s danými anotáciami a v druhej 
verzií bez nich. Pri testovaní ostatných anotácií, @ToString, @EqualsAndHashCode a @Data, sa 
v prvom teste použila jedna koreňová trieda, v ktorej sa nachádzali vnútorné triedy [30]. Každá 
vnútorná trieda obsahovala testovanú anotáciu s malým počtom vlastných premenných. 
Samozrejme počet vlastných premenných výrazne ovplyvňoval výsledky testov, preto sa vyberalo 
optimálne množstvo. Výsledky sa porovnávali s triedou, ktorá obsahovala rovnaký počet 
vnútorných tried s rovnakým počtom vlastných premenných ako v predchádzajúcom prípade ale 
s implementáciou daných anotácií metódami. Druhý test pre tieto anotácie obsahoval len jednu 
triedu v každom súbore s anotáciou a bez nej. 
 Pre získanie informácií o záťaži a čase procesoru, bol použitý program VisualVM 1.3.3 
[31]. Tento program bol spustený mimo testov, aby neovplyvňoval ich výsledky. Hlavným 
cieľom tohto programu, bolo preskúmať priebeh prekladu Java súborov, pomocou Apache Ant 
[29]. Výsledkom potom bol výpis metód s ich percentuálnym zastúpením v čase prekladu. 
Metódy, ktoré zaberali najdlhší čas pri preklade boli následne analyzované a preskúmané. Pre 
každú anotáciu je priložený výstup programu VisualVM v priloženom CD, v adresári testv1/result 
a testv2/result.  
 Pri každom z testov sa objavila značná odchýlka jednotlivých testovaní. Bolo to 
zapríčinené réžiou operačného systému a jeho operácií na pozadí. Pre túto prácu nie je podstatné 
čím boli odchýlky zapríčinené a preto túto problematikou nebudem ďalej rozoberať. Túto 
odchýlku som sa  pokúsil minimalizovať tým, že na testovacom počítači bežal na popredí len 
program testu.   
4.4.1  @Getter a @Setter 













 Graf: 1.1 GetSet Lomb.   Graf: 1.2 GetSet bez Lom.         Graf: 1.3 GetSet s Lomb.   Graf: 1.4 GetSet bez 
Lom. 
 
 Výsledky testov anotácií @Getter a @Setter sú znázornené na grafoch 1.1 až 1.4. Graf 1.1 
znázorňuje testovanie extrémne veľkých tried s použitím Lombok anotácií @Getter a 
@Setter. Graf 1.2 potom znázorňuje testovanie extrémne veľkých tried pre čisto Java 
reprezentáciu týchto anotácií. Pre tento test bola generovaná trieda s 13 000 vlastných 
premenných, kde každá z nich bola typu int. V Teste 1, pri použití Lomboku, každá z vlastných 
premenných obsahovala anotáciou @Getter aj @Setter. Tento test sa  potom porovnával 
s reprezentáciou  tej istej triedy bez použitia Lomboku. 
Graf 1.1 má minimum v 4m 28s, maximum 5m 43s a priemer 5m 00s. Graf 1.2 má minimum 
v 7s, maximum 9s a priemer 7s.  
 Ďalšie dva grafy 1.3 a 1.4 zobrazujú výsledky testov pre veľké množstvo malých tried 
obsahujúci v prvom prípade vlastné premenné s anotáciami @Getter a @Setter a v druhom ich 
reprezentáciu bez použitia Lomboku. Celkový počet generovaných súborov bolo 10000.  Pre 









































pokusu 4m7s, najdlhší 6m6s a priemerný 5m14s. Výsledky reprezentácie čisto Java kódu má 
minimum 32s, maximum 47s a priemer 36s.  
 Podľa grafov 1.1 a 1.2 je priemerná doba prekladu pri použití Lomboku skoro 43krát 
dlhšia ako bez neho. Po preskúmaní prekladu bolo zistené, že najviac času sa strávilo práve pri 
generovaní metód úpravou AST, teda obsluhou Lomboku. Celková réžia na to bola dosť 
podstatná a preto aj najväčšie zdržanie spôsobené Lombokom, bolo dosť výrazné oproti 
ostatným. V tomto prípade sa jednalo o zdržanie spôsobené iteráciou cez existujúce metódy 
a kontrolou, či metóda, ktorá sa má generovať s daným menom už v strome existuje alebo nie. 
Táto kontrola prebiehala v metóde methodExist. Ďalším z väčších zdržaní bol test na to, či vlastná 
premenná obsahuje anotáciu a následne prechod cez vlastné premenné v metóde 
getAccessorsForField. Táto metóda prechádza celý AST a pre danú triedu hľadá uzol, v ktorom sa 
nachádza vlastná premenná, pre ktorú následne pokračovalo v generovaní. Posledné z väčších 
zdržaní už bolo len generovanie metódy, o ktoré sa staral prekladač. 
 Pre veľké množstvo malých súborov bol rozdiel medzi generovaním taktiež dosť 
podstatný a to pri použití Lomboku preklad trval až o 6,7 krát dlhšie ako bez neho. V porovnaní 
s prvým testom je to o niekoľkokrát lepšie. Ak však vezmeme v úvahu to, že bolo použité o 3000 
generovaní menej, čo je približne 23% celkového počtu, výsledky by mali byť podobné. 
Hlavným rozdielom pri generovaní s Lombokom a bez neho, bola v tomto prípade import 
knižnice pre každú triedu. Réžia na generovanie metód, potom nebola tak podstatná, pretože sa 
jednalo o malé súbory a nebolo nutné volať metódu methodExist tak veľakrát ako 
v predchádzajúcom prípade.  
4.4.2 @ToString 
 
               
 
Graf: 2.1 toString Lombok  Graf: 2.2 toString bez         Graf: 2.3 toString Lombok   Graf: 2.4 toString bez 
 
 Na grafoch 2.1 až 2.4 sú znázornené výsledky testov anotácie @ToString. Graf 2.1 
znázorňuje testovanie extrémne veľkých tried, s použitím anotácie @ToString a graf 1.2 
znázorňuje testovanie extrémne veľkých tried pre čisto Java reprezentáciu tejto anotácie. Test sa 
skladá z generovania triedy s 15 000 vnútorných tried, kde každá obsahuje 10 vlastných 
premenných typu int. V Teste 1 každá z tried obsahuje anotáciou @ToString. Tento test sa  potom 
porovnával s reprezentáciou  tej istej triedy bez použitia Lomboku. Graf 2.1 má minimum v 16m 
31s, maximum 20m 23s a priemer 17m 15s. Graf 2.2 má minimum v 21s, maximum 27s 
a priemer 22s.  
Ďalšie dva grafy 2.3 a 2.4 zobrazujú výsledky testov pre veľké množstvo malých tried obsahujúci 
v prvom prípade triedy s desiatimi vlastnými premennými a anotáciu @ToString. V druhom 
prípade sa jedná o totožnú reprezentáciu bez použitia Lomboku a to teda generovanie metódy 
toString. Celkový počet generovaných súborov bolo 10000.  Pre limity na JVM nebolo možné 
použiť väčšie množstvo. Test 2 pre Lombok má najkratší čas pokusu 46s, najdlhší 1m 9s 
a priemerný 50s. Výsledky prekladu  reprezentácie čisto Java kódu má minimum 28s, maximum 
33s a priemer 29s. 
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 Lombok generuje metódy toString o 47 krát pomalšie pri extrémne veľkých triedach. 
Tento čas je pre vývoj aplikácií dosť podstatný. Po bližšom preskúmaní kódu bolo zistené, že na 
generovanie metód sa opäť použije metóda Lomboku getAccessorsForField. Tá prechádza celý 
AST niekoľkokrát, pre každú vlastnú premennú. To teda znamená, že pre celkový počet 15 tisíc 
tried, kde každá z nich obsahuje 10 vlastných premenných, bude pre celkový počet 150 tisíc 
vlastných premenných prechádzať generátor 150 tisíc krát. V najhoršom prípade, prejde pre 
každú vlastnú premennú celý strom. Týchto prechodov teda bude 225 milión krát. Samozrejme 
jedná sa o veľmi extrémny prípad. 
 Rozdiel priemeru prekladu testov 2 je skoro 2 krát dlhší ako v prípade Lomboku. 
Samozrejme sa použilo len 10 000 súborov, teda taký istý počet tried, no tento rozdiel je 
v porovnaní s testom 1 dosť malý. Je to spôsobené tým, že generátor neprechádzal AST 
niekoľkokrát. Samozrejme réžia pre generovanie metódy je veľká a podľa výstupu VisualVM, 
bol čas potrebný na preklad týchto metód až 58,9 percent. Žiadna z ďalších akcií prekladu už 
nebola tak podstatná, preto sa im nebudem venovať. Samozrejme generovanie pomocou 
Lomboku zdržalo preklad o nejaký čas, no v tomto prípade sa nejednalo o nič drastické. 
4.4.3 @EqualsAndHashCode 
 
          
Graf: 3.1 EqHash Lombok   Graf: 3.2 EqHash bez     Graf: 3.3 EqHash Lombok   Graf: 3.4 EqHash bez                                
 Na grafoch 3.1 až 3.4 sú znázornené výsledky testov anotácie @EqualsAndHashCode. 
Graf 3.1 znázorňuje testovanie extrémne veľkých tried s použitím Lombok anotácie 
@EqualsAndHashCode. Na grafe 3.2 je  znázornené testovanie pre čisto Java reprezentáciu tejto 
anotácie. Pre test 1 bola generovaná trieda s 10 000 vnútornými triedami, kde každá obsahovala 5 
vlastných premenných typu int. V teste zobrazenom grafom 3.1, každá z tried obsahuje anotáciou 
@EqualsAndHashCode. V grafe 3.2 boli reprezentujúce metódy generované v podobnej 
reprezentácií ako 3.1, len bez použitia Lomboku. Graf 3.1 má minimum v 7m 15s, maximum 
22m 15s a priemer 18m 12s. Graf 3.2 má minimum v 1m3s, maximum 1m 22s a priemer 1m10s.  
Ďalšie dva grafy 3.3 a 3.4 zobrazujú výsledky testov pre veľké množstvo malých tried obsahujúci 
v prvom prípade triedy s piatimi vlastnými premennými a anotáciu @EqualsAndHashCode. 
V druhom prípade sa jedná o totožnú reprezentáciu bez použitia Lomboku, teda generovanie 
metód equals, hashCode a canEqual. Celkový počet generovaných súborov bolo 10000. Test 2 pre 
Lombok má najkratší čas pokusu 1m 42s, najdlhší 2m 21s a priemerný 2m. Výsledky 
reprezentácie čisto Java kódu obsahuje minimum 1m 5s, maximum 1m 26s a priemer 1m 10s. 
 Priemer generovaní metód Lombokom v teste 1 je 15 krát väčší ako bez neho. 
Samozrejme je tento čas pre vývoj aplikácií neprijateľný, rovnako ako pri anotácií @ToString. Po 
bližšom preskúmaní kódu bolo zistené, že pri generovaní každej z 10000 metód sa volá metóda 
getAccessorsForField, ktorá vyhľadáva uzol v AST pre každú vlastnú premennú. Výsledok sa teda 
skoro vôbec v podstatných častiach nelíši od testu 1 anotácie @ToString. Najpomalší prvok 








































Without  Test 2 
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 Priemer generovaní metód Lomboku v teste 2 je skoro 2 krát väčší ako bez neho. V tomto 
prípade sa podarilo použiť rovnaký počet tried s rovnakým počtom vlastných premenných ako 
v 1. teste. To teda znamená, že použitie menších tried, ktoré obsahuje menšie množstvo vlastných 
premenných, je pre rýchlosť prekladu dosť podstatná. Samotné generovanie metód Lombokom už 
na dobu prekladu nemá až taký veľký vplyv. Jediným výraznejším zdržaním bola úprava AST, no 
kroky pre túto úpravu, sa nachádzali na treťom a štvrtom mieste v rámci doby vykonávania. 
4.4.4 @Data 
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 Na grafoch 4.1 až 4.4 sú znázornené výsledky testov anotácie @Data. Graf 4.1 znázorňuje 
testovanie extrémne veľkej triedy s použitím Lombok anotácie @Data a graf 4.2 znázorňuje 
testovanie extrémne veľkej triedy pre čisto Java reprezentáciu tejto anotácie. Pre test 1 bola 
generovaná trieda, ktorá obsahuje 8 000 vnútorných tried, kde každá má jednu vlastnú premennú 
typu int. V teste na grafe 4.1 každá z tried obsahuje anotáciou @Data. V teste grafu 4.2 sú 
reprezentujúce metódy generované v totožnej reprezentácií bez použitia Lomboku. Sú to teda 
metódy nastavenia a získavania pre vlastné premenné, metódy toString, Equals, canEqual, 
HashCode a metóda konštruktoru. Graf 4.1 má minimum v 8m 36s, maximum 14m 36s a priemer 
11m 48s. Graf 4.2 má minimum v 59s, maximum 1m 18s a priemer 1m 5s. 
Ďalšie dva grafy 4.3 a 4.4 zobrazujú výsledky testov pre veľké množstvo malých tried obsahujúci 
v prvom prípade triedy opäť s jednou vlastnou premennou a anotáciu @Data. V druhom prípade 
sa jedná o totožnú reprezentáciu bez použitia Lomboku, teda generovanie metód nastavenia 
a získavania pre vlastné premenné, metódy toString, Equals, canEqual, HashCode a metódu 
konštruktoru. Celkový počet generovaných súborov bolo 8000. Teda rovnaký ako počet tried. 
Test 2 pre Lombok má najkratší čas pokusu 49s, najdlhší 1m 5s a priemerný 55s. Výsledky 
reprezentácie čisto Java kódu má minimum 35s, maximum 50s a priemer 36s. 
 Priemer generovaní metód Lombokom v prvom teste, je skoro 11 krát väčší ako bez 
Lomboku. Generovanie metód tejto anotácie je zabezpečené volaním metód, ktoré sa starajú 
o jednotlivé časti a to pre @Getter, @Setter, @ToString, @EqualsAndHashCode a 
@RequiredArgsConstructor. Z toho teda vyplýva, že nedostatky generovaní jednotlivých anotácií sa 
prejavia v celku anotácie @Data. Najväčšie zdržanie preto opäť nastalo v metóde 
getAccessorsForField, ktorá je pre všetky generované anotácia rovnaká a jej funkcia už bola 
vysvetlená v predchádzajúcich kapitolách. Čas obsluhy tejto metódy sa však až tak nelíšil od 
ostatných metód prekladu a nebol až tak drastický ako v predchádzajúcich prípadoch. Pretože sa 
jedná o veľkú sadu metód, limit na JVM bol dosiahnutý pri celkom nízkych hodnotách. Ak by 
bolo možné generovať väčší počet tried s väčším počtom vlastných premenných, dosiahli by sme 
omnoho väčšieho rozdielu.  
Priemer generovaní metód Lombokom v teste 2 je skoro 2 krát väčší ako bez neho 
V tomto teste bol použitý rovnaký počet tried aj rovnaký počet vlastných premenných. Pre 





































dosť malý a generuje sa len relatívne malé množstvo metód. Preto sa tento výsledok nedá 
porovnávať s výsledkami testov ostatných anotácií. Je však jasné, že réžia na generovanie metód 
sa sčítava. Najväčším zdržaním Lomboku bola prekvapivo obsluha metódy toString. Tá však 
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 Na grafoch 5.1 až 5.4 sú znázornené výsledky testov anotácie @Delegate. Graf 5.1 
znázorňuje výsledky testovania extrémne veľkých tried s použitím Lombok anotácie @Delegate 
a graf 5.2 znázorňuje testovanie extrémne veľkých tried pre čisto Java reprezentáciu tejto 
anotácie. Pre test 1 bola generovaná trieda zložená z 11 000 vnútorných tried, kde každá 
obsahovala vlastnú premennú typu string, samozrejme s anotáciou @Delegate. V druhej časti tohto 
testu boli generované metódy v totožnom formáte ako pri Lomboku, samozrejme v čisto Java 
reprezentácií. Graf 5.1 má minimum v 1m 54s, maximum 2m 24s a priemer 2m 2s. Graf 5.2 má 
minimum v 3m 57s, maximum 5m 9s a priemer 4m 18s.  
Ďalšie dva grafy 5.3 a 5.4 zobrazujú výsledky testov pre veľké množstvo malých tried obsahujúci 
v prvom prípade triedy s jednou vlastnou premennou a anotáciu @Delegate. V druhom prípade sa 
jedná o totožnú reprezentáciu bez použitia Lomboku a to generovanie všetkých metód kolekcie. 
Celkový počet generovaných súborov bolo len 5 000.  Pre limity na JVM nebolo možné použiť 
väčšie množstvo. Test 2 pre Lombok má teda najkratší čas pokusu 34s, najdlhší 39s a priemerný 
36s. Výsledok reprezentujúci čisto Java kód, má minimálnu hodnotu 33s, maximum 38s 
a priemer 36s. 
 Priemer generovaní metód Lombokom testu 1 je skoro 2 krát menší ako bez neho. 
V druhom prípade sa priemery líšia len o sekundu. Po hlbšom preskúmaní, bolo zistené, že 
Lombok používa veľmi podobnú stratégiu ako prekladač, no s tým rozdielom, že neprechádza už 
generované metódy pre kontrolu duplicity metód. To na jednu stranu spôsobí vynikajúce 
výsledky v prípade, že bola použitá trieda kde sa vyskytuje veľký počet metód. Na druhú stranu 
je generovanie bez kontroly veľký risk. Pri tomto generovaní môže nastať nekonzistentný stav, 
kde sa budú nachádzať metódy s rovnakým menom a dokonca aj rovnakým počtom parametrov, 
čo povedie k chybám. Z výsledkov testu 2 je zjavné, že réžia generovania metód pomocou 
Lomboku je veľmi podobná prekladu javac. Samozrejme opäť je potrebné poznamenať, že 















































4.5 Test integrácie frameworku na vývojové prostredia 
 V tejto časti sa nachádza hodnotenie integrácie Lomboku pre vývojové prostredia 
a podporu práce v nich. Sú tu rozobrané predovšetkým tri najčastejšie používané prostredia – 
Eclipse[35], NetBeans[36] a IntelliJ IDEA [37]. V tejto časti sa skúmajú aj kroky potrebné pre 
sprístupnenie Lomboku, funkčnosť anotačného procesoru pri tvorbe, rozpoznanie použitia 
jednotlivých anotácií a podpora ladiacich nástrojov prostredí. 
4.5.1 Eclipse 
V tomto prostredí sa okrem jednoduchých testovacích tried upravovali aj testy na dobu 
prekladu. Pre sprístupnenie bolo potrebné nainštalovať knižnicu Lomboku a pridať ju do 
projektu. Pre Ubuntu to bol trochu problém, no po preskúmaní bola nájdená inštruktáž[33]. 
Potom bolo možné Lombok použiť. Prvé problémy nastali hneď pri tvorbe kódu, kde statický 
prekladač hlásil chybu pri všetkých Lombokom generovaných metódach. Tieto metódy pritom 
ponúkal ako možnosti triedy. Po preklade kódu a ladení, tieto chyby zmizli. Neskôr pri úprave 
kódu, sa niekedy opäť ukázali. Ďalší problém nastal pri ladení. Po pristúpení na telo metódy 
generovanej Lombokom, sa pristúpilo na miesto definície anotácie, kde sa zobrazila správa 
„Source not found“ (Zdroj nenájdený.). Ladenie však nebolo prerušené a bolo jasné, že sa 
prechádza telo metódy. Pri každom ďalšom kroku táto správa pretrvávala. Toto správanie bolo 
pre mňa dosť nežiaduce, hlavne v prípade, keď metóda hashCode pre svoj výpočet používala 
veľké množstvo vlastných premenných. Prechod telom tejto metódy bol zdĺhavý a nič 
nehovoriaci. Preklad projektu už prebiehal bez problémov.   
4.5.2 NetBeans 
Pre úplné sprístupnenie Lomboku prostrediu NetBeans, bolo nutné zapnúť anotačné 
spracovávanie kódu počas tvorby a taktiež samozrejme priložiť knižnice Lomboku. Detailné 
inštrukcie boli priložené na stránkach Lomboku[32]. Až po týchto akciách bolo možné využiť 
framework Lombok bez problémov. Počas vývoja bolo možné automaticky a bez problémov 
využívať metódy ktoré sa fyzicky v kóde nevyskytovali a taktiež bez chýb pracovať s celým 
Lombokom. Nenastal problém ani pri tvorbe metódy, ktorá sa mala generovať frameworkom 
v mieste, kde sa už v kóde rovnaká metóda existovala. Metóda generovaná anotáciou bola 
ignorovaná a nevytvárala sa. Preklad napokon prebehol taktiež podľa očakávaní a v prípade 
existujúcej metódy sa objavilo len varovanie. Pri ladení sa po pristúpení na telo metódy 
generovanej anotáciou, v prípade anotácií @Getter, @Setter a @Delegate pristúpilo len na 
definíciu vlastnej premennej. Následne bol vrátený výsledok a pokračovalo sa v ladení ďalej. 
V ostatných prípadoch sa pristúpilo na ten istý riadok znovu. Do tela metódy sa však nevstúpilo. 
Jednalo sa vždy len o jeden krok ladenia. Toto riešenie nemusí byť pre niektorých programátorov 
žiaduce, no pri modifikácií AST je toto správanie pochopiteľné. Pre testované anotácie má teda 
NetBeans[36] úplnú podporu, no telo generovanej metódy nie je prístupné. 
 
4.5.3 IntelliJ IDEA 
V tomto prostredí bol prepisovaný framework PerfCake do Lombok kódu. Pre sprístupnenie 
bolo potrebné, ako v ostatných prípadoch, pridať knižnicu Lomboku. Pre úplnú funkčnosť 
a podporu tohto prostredia, bolo potrebné ešte nainštalovať plugin od Michaela Plushnikova[34].  
Tento plugin je však neustále vo vývoji a preto stále nepodporuje všetky časti Lomboku. 
Anotácie, ktoré som testoval však podporoval úplne. Pri práci nastal len jeden problém, a to 
s anotáciou @Getter, ktorú plugin pri preklade nerozpoznal. Ďalej ladenie programu prebiehalo 
podobne ako v prípade NetBeans a nenastal žiaden problém. Zdroj vygenerovaných metód bol 
nájdený a daná metóda bola úspešne vykonaná. Samozrejme v jednom kroku. 
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5. Zhrnutie testov a Lomboku 
 V prvej časti testovania bolo zistené, že Lombok svoj cieľ odstránenia zbytočného kódu, 
splnil podľa očakávaní. Pri úprave PerfCaku by sa ušetrilo až 744 riadkov efektívneho kódu. To 
je takmer 10 percent celkového počtu riadkov v projekte. To teda znamená, že z hľadiska 
odstránenia zbytočného kódu je Lombok výhodné použiť. Táto časť sa bola zameraná aj na dobu, 
ktorú môžeme získať odstránením zbytočného kódu pri tvorbe projektov. Pre tento cieľ boli 
vybrané dve normy, MMM [23] a norma projektu SLOCCount [27]. Podľa nich by sa ušetrilo 
v prvom prípade 74 a v druhom 25 dní. Pri projekte, ktorého tvorba by trvala približne trištvrte 
roku, 22 dní je dosť dobrý výsledok. Preto podľa môjho názoru je tento projekt použiteľný aj 
z hľadiska ušetrenia času pri tvorbe projektov. 
 Druhá časť sa zaoberala vplyvom na dobu prekladu s použitím Lomboku a bez neho. 
V tejto časti bolo zistené, že použitím Lomboku sa značne predĺži čas prekladu, v prípade väčších 
tried. Ak sa však nepoužijú tak veľké triedy, preklad bude omnoho rýchlejší. Najpomalšia časť 
pri všetkých testoch extrémne veľkých súborov bolo prehľadávanie AST, kde sa hľadala vlastná 
premenná, ktorá bola potrebná pre generovanie metódy. V druhej časti testovania, pri teste 
extrémne veľkého počtu malých súborov, nebol Lombok až takým zdržaním oproti čisto Java 
reprezentácii. Po preskúmaní, bolo zistené, že Lombok nepatril medzi najpomalšie časti prekladu, 
ale bol to samotný prekladač. Samozrejme bolo potrebné vykonať úpravu AST pre každý súbor, 
čo spôsobilo určité spomalenie, ktoré však nebolo také podstatné ako pri extrémne veľkých 
triedach. 
 Poslednou časťou bolo zistené, že podpora Lomboku je najlepšia pre prostredie 
NetBeans[36], aj keď toto prostredie nebolo podporované ako prvé. Počas písania kódu 
v ostatných prostrediach, hlavne Eclipse, sa často stávalo, že konštrukcie Lomboku boli 
označované ako chybné alebo generované metódy neboli v triedach nájdené. Posledná časť 
debugger, nebol podporovaný ani v jednom prostredí. Pri prechode kódu nebolo možné vojsť do 
tela generovanej metódy. V prípade Lomboku je to pochopiteľné, keďže sa celé metódy pridávajú 
priamo do AST. Toto správanie by som ani neoznačoval za chybné, pretože sa jedná 
o jednoduché metódy, ktorých telo je zobrazené na stránkach frameworku.   
5.1 Výhody a nevýhody z hľadiska používateľov Lomboku 
V tejto časti by som ešte rád predstavil výhody a nevýhody, ktoré používatelia 
a komunita okolo frameworku pripisuje Lomboku. 
 Najväčšou výhodou tohto frameworku je samozrejme úspech v redukcií primitívneho 
kódu. Keďže som túto časť skúmal, nebudem ju viac rozoberať. Ďalšou z najväčších výhod 
Lomboku, je možnosť použiť delombok na už vytvorený Lombok kód. Táto funkcia je záchranná 
funkcia v prípade, že sa framework rozhodneme prestať používať. Podstatnou výhodou je aj 
neustále fungujúca komunita, ktorá sa stará o podporu a ďalší vývoj projektu. Tým že sa 
vývojový tým ešte rozrastá, vzniká možnosť že podpora bude pretrvávať aj po zavedení JDK 8. 
Výhodou taktiež je, že Lombok ukázal spôsob vytvárania nových anotácií, čo viedlo vývojárov 
k vytváraniu vlastných rozšírení tohto prístupu. Je taktiež možný náhľad do kódu vďaka open-
source politike, kde sa dá nájsť podrobnejší popis fungovania celého projektu. Táto možnosť je 
veľmi výhodná z hľadiska ladenia chýb a pre potrebu pochopenia fungovania celého frameworku. 
Jednou zo základných nevýhod je, že sila Lomboku je zároveň aj jeho slabina. Hlavným 
argumentom proti nemu je, že používa príliš veľa neznámych krokov k tomu aby odstránil Java 
kód. Tým zároveň mení vlastnosť, ktorá je na Jave tak krásna: To čo vidíš je to, čo dostaneš 
(WYSIWYG). Pri použití Lomboku, .java súbory viac  neukazujú to, čo sa nachádza v .class 
súboroch. Ďalšou slabou stránkou, ktorá má zároveň aj svoje výhody je to, že Lombok pracuje 
s AST. Tento prístup prináša efektívne riešenie, ktoré sa pri chode aplikácie nijak neprejaví. Na 
druhú stranu vnáša do Javy nové typy chýb, ktoré by sa inak neobjavili. Sú to chyby pri vytváraní 
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AST. Modifikácia tohto stromu predstavuje tiež čiastočnú záťaž pri preklade. Výsledky tejto 
práce ukazujú, že pri použití niektorých anotácií sa jedná o niekoľkonásobné zdržanie. Pri práci 
s Lombokom sa vyskytujú taktiež problémy, ktoré sú závislé na prostredí. Tie zbytočne zvyšujú 
čas tvorby a ladenia projektov. Jednou z najviac zmieňovaných nevýhod z fór, sú nedostatočne 
definujúce názvy anotácií. Napríklad v názve @Getter sa nič nehovorí o tom že bude generovaná 
metóda nastavenia. Podobne aj @Setter, @Data, atď. Je to slabá nevýhoda a nepohodlie v prístupe 
k anotáciám a to preto, že v Lomboku nájdeme aj také anotácie, ktoré nedefinujú nové metódy ale 
pridávajú jednoduchý kód. Pre niekoho tento prístup môže byť nevýhodou, pre iných je to zas 
výhoda z hľadiska jednoduchosti názvov jednotlivých anotácií. Zásadnejší nedostatok však 
obsahuje anotácia @sneakyThrows. Táto anotácia povoľuje použitie kontrolovaných výnimiek bez 
ich deklarácie pri metóde, ako keby boli nekontrolované. [16] 
5.2 Ďalšie možnosti vývoja tejto práce a frameworku Lombok 
Ďalšie štúdium tohto farameworku by bolo možné zamerať na detailnejšie štúdium tvorby 
metód pomocou anotácií. V tejto časti by sa dalo podrobne popísať proces spracovania 
a následnej úpravy abstraktného syntaktického stromu. Pre túto časť bol vytvorený popis [16], na 
základe ktorého bola vytvorená aj rozširujúca verzia lombok-pg [38]. Ďalšie štúdium by preto 
bolo možné zamerať aj na vlastnosti, ktoré prináša táto rozšírená verzia. Medzi vlastnosti, ktoré 
ma zaujali najviac, patrí napríklad @EnumId, ktorý sa stará o rozšírenú verziu výpočtového typu. 
Ďalej napríklad anotácie @ReadLock a @WriteLock, ktoré sa starajú o zámky pre zápis a čítanie zo 
zdieľaných zdrojov. Predstavené vlastnosti boli len jedny z mála tých, ktoré táto verzia ponúka 
[38]. V tejto práci už boli vytvorené testy na dobu prekladu, ktoré by bolo možné po úprave 
použiť aj pre verziu lombok-pg. Ďalšou z možností pokračovania na tejto práci, je otestovať 
zvyšné anotácie frameworku Lombok. Zaujímavé by mohli byť klady a zápory generovania 
konštruktoru alebo kontrola správnosti synchronizácie pomocou anotácie @Synchronized. Taktiež 
by stálo za to preskúmať niektoré z experimentálnych anotácií a to napríklad v podstate 
parameter anotácií onX, ktorý sa stará o vkladanie anotácií pre metódy generované Lombok 
anotáciami.  
 Pre hlbšie testovanie by bolo možné preskúmať veľkosť generovaného bytecodu 
Lombokom. V tejto práci bolo zistené, že generovaný bytecode s použitím Lomboku je väčší ako 
bez neho. Táto skutočnosť bola predstavená v sekcií 4.3.7. Ďalší výskum tejto práce by sa mohol 
zamerať na preskúmanie generovania bytekódu, keďže z hľadiska veľkosti by generovaný kód 
mal byť rovnaký. Priložený súbor však ukazuje, že generovaný kód Lomboku je väčší. Ďalší 
výskum by sa teda mohol zamerať na to, že prečo je to tak. 
  Framework Lombok svoju politiku vývoja nasmeroval na podporu prostredia IntelliJ 
IDEI a opravu chýb už existujúcich anotácií. Keďže sa tento framework neustále vyvíja a má 
neustále aktívnych programátorov, je ťažké povedať, ako by sa mohol ďalej rozvíjať. Je dosť 
pravdepodobné, že prvé kroky pre daný smer vývoja už aj tak podnikol. Jedinú oblasť ktorú by 
však definitívne mal zlepšiť, ak teda už na tom nepracuje, je zrýchliť prechod abstraktným 
syntaktickým stromom. V tejto práci bolo zistené, že pri väčších triedach, je čas prechodu a tým 
aj prekladu veľmi veľký. Keďže v podstate prechádza strom v najhoršom prípade dva krát, mohol 
by sa proces prechodu stromu rozvetviť a prechádzať obe časti súčasne. Ďalej by sa mohla 
vytvoriť lepšia podpora pre ladiace programy, kde by bolo možné pristúpiť na telo Lombokom 
generovaných metód. Samozrejme Lombok sa už rozvíja smerom opravy chýb pre všetky 




Cieľom tejto práce bolo preštudovať framework Lombok a otestovať jeho použiteľnosť 
v praxi. Táto práca sa zaoberá v prvej časti hlavne popisom jednotlivých častí Lomboku 
a v druhej jeho samotným testovaním.  
 Štúdiom Lomboku, bolo zistené, že prináša úplne nový prístup generovania kódu 
pomocou anotácií a to priamou modifikáciou abstraktného syntaktického stromu. Tento prístup 
však prináša aj nový typ chýb, ktoré sa dosiaľ neobjavovali. Sú to chyby spojené s modifikáciou 
AST a vyhodnocovaním anotácií. Týmto prístupom vzniká aj problém pri ladení programu, kde 
ladiace programy nie sú schopné pristúpiť na telo metódy generovanej Lombokom. Taktiež bolo 
zistené, že niektoré generované metódy netestujú existenciu generovanej metódy, ktorá sa má 
pridať a to napríklad anotácia @Deleagete. Toto riešenie prináša zrýchlenie z hľadiska doby 
prekladu, no môže viesť k chybám týkajúcim sa duplikácie metód. Medzi najpodstatnejšie časti 
Lomboku patrí takzvaný delombok, ktorý sa stará o spätnú transformáciu kódu z Lombok 
reprezentácie pomocou anotácií, do čisto Java reprezentácie. Vďaka tomuto programu je možné 
taktiež nahliadnuť na telá metód, ktoré framework generuje. Ďalšou z podstatných častí vývoja 
Lomboku, je rozšírená verzia, takzvaný lombok-pg [16]. Je však trochu diskutabilné, či táto časť 
patrí frameworku, no dá sa ju aj tak počítať ako dôkaz toho, že Lombok sa neustále vyvíja 
a okrem podpory už existujúcich častí sa pridávajú aj ďalšie konštrukcie, ktoré tak zväčšujú jeho 
silu.  
 Testovaním tohto frameworku bolo zistené, že jeho nasadenie ušetrí čas a veľkosť kódu 
pri tvorbe projektov. Programátor sa tak nemusí zaoberať jednoduchými konštrukciami, ktoré sú 
generované pomocou anotácií a môže sa pri tvorbe zamerať na iné, podstatnejšie časti. Prvým 
testom bolo zistené, že Lombok naozaj spĺňa cieľ, ktorý si stanovil. Týmto cieľom bolo efektívne 
odstrániť zbytočný, jednoduchý a často vyskytujúci sa kód. Pre tento test bol použitý projekt 
PerfCake, na ktorom bola skúmaná efektivita odstraňovania jednoduchého kódu. Výsledky 
odhalili, že pomocou Lomboku bolo možné odstrániť skoro 10 percent z celého kódu. Tým by sa 
samozrejme ušetril aj značný čas potrebný na tvorbu PerfCaku. Podľa normy MMM[23] by sa 
ušetrilo na tvorbe projektu PerfCake 74 dní a podľa normy Dávida Wheelera[27] 25 dní. 
 Ďalšou časťou testovania bol test na vplyv doby prekladu s použitím Lomboku. Pre túto 
časť boli vytvorené dve sady testov, a to prvý test na extrémne veľké triedy s použitím Lomboku, 
ktorá sa porovnávala s totožnou reprezentáciou čisto Java kódu. Druhý test sa zaoberal 
porovnávaním doby prekladu na extrémne veľkom množstve malých tried s použitím Lomboku s 
rovnakou reprezentáciou bez neho. Jednotlivé testy skúmali vybrané anotácie, ktoré boli určené 
na základe záujmu zo strany profesionálnych programátorov. K nim boli vybrané ďalšie, ktoré 
predstavovali jadro Lomboku. Na základe tohto testovania bolo zistené, že v extrémne veľkých 
triedach je Lombok z hľadiska doby prekladu podstatným zdržaním. Pri veľkom množstve 
vlastných premenných s použitím anotácie @ToString bol čas prekladu v priemere až 18 minút 
a 12 sekúnd. V porovnaní s jeho reprezentáciou čisto Java kódu, ktorá sa prekladala v priemere 1 
minútu a 10 sekúnd, je to neprípustne dlhé. Samozrejme jedná sa o extrémne podmienky. Týmto 
testom bolo teda zistené, že najslabšie miesto Lomboku, je prechod cez AST s cieľom 
vyhľadávania jednotlivých záznamov. Tento problém však nastáva len v prípade, že sa jedná 
o veľmi veľké triedy, s väčším počtom záznamov v AST. Samozrejme réžia na generovanie 
metód do AST sa prejaví aj pri menších triedach, nie však až takým podstatným spôsobom. 
 Cieľom posledného testu, bolo preskúmať integráciu Lomboku pre tri najpoužívanejšie 
prostredia, a to Eclipse[35], NetBeans[36] a IntelliJ IDEA [37]. V tejto časti som sa zameral 
hlavne na podporu debuggeru, zisťovanie zložitosti krokov potrebných pre sprístupnenie 
Lomboku a hľadanie chýb, ktoré nastali pri práci s Lombokom. Týmto výskumom bolo zistené, 
že úplnú podporu debuggeru nemá ani jedno zo spomenutých prostredí. Nebolo možné pristúpiť 
do tela metódy generovanej Lombokom a v prípade Eclipse sa prechádzalo fyzicky neexistujúce 
telo metódy bez jeho ukážky. Najzložitejšie sprístupnenie Lomboku, bolo v prípade InteliJ IDEI 
[37]. V tomto prípade bolo potrebné okrem zapnutia anotačného procesoru a pridaní knižnice 
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Lombok, pridať aj plugin. Po vykonaní tohto kroku, až na drobné výnimky a podpory debuggeru, 
už fungoval Lombok bez problémov. Najväčšie chyby pri písaní kódu sa zobrazovali v prípade 
Eclipse, kde niekedy neboli generované metódy vôbec prístupné. 
Framework Lombok z obecného hľadiska je pre tvorbu projektov dobré použiť. Keďže 
tvorcovia tohto projektu sú stále aktívny a rozširujú projekt o ďalšie časti, je možné že jeho 
podpora bude pretrvávať ešte dlhú dobu. To je jeho veľká výhoda. V tejto práci boli otestované 
a priblížené aj ďalšie výhody tohto frameworku a taktiež boli preskúmané aj jeho nedostatky. 
Výsledky práce by boli určite veľmi prospešné pre programátorov a firmy, ktoré sa rozhodujú 
tento framework nasadiť pre svoje projekty. Ďalším testovaním frameworku Lombok, by bolo 
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 Projects/*: adresár testovaných projektov 
 Perfcake/Perfcake-devel: adresár projektu Perfcake v originálnej verzií 
 Perfcake/Perfcake – Lombok: adresár projektu Perfcake prepísaného do Lomboku 
 Perfcake/CostOfperfCake.txt: výstup programu SlocCount pre originál Perfcake 
 Perfcake/CountOfPerfCakeWithLombok.txt: výstup programu SlocCount pre PerfCake 
              v Lombok verzií 
 count_of_str_occurance.sh: skript pre vyhľadávanie reťazca v súboroch adresára 
 testv1/result/*: výsledky testov, vo forme obrázkov aplikácie VisualVM, textových 
súborov 
              s výsledkami časov prekladu a súbor .docx s výsledkami vo forme grafov. 
 testv1/*: zdrojové kódy pre generovanie testovacích tried 
 testv2/result/*: výsledky testov, vo forme obrázkov aplikácie VisualVM, textových 
súborov 
              s výsledkami časov prekladu a súbor .docx s výsledkami vo forme grafov. 





Tabuľka 1. Test 1, štatistika anotácií při použití Lomboku na veľké súbory. 
 
  GetterSetter ToString EqualsAndHash Data Delegate 
Minimum 0:04:28 0:16:31 0:07:15 0:08:36 0:01:54 
25th Percentil 0:04:54 0:16:57 0:17:13 0:11:36 0:02:00 
Median 0:05:00 0:17:15 0:18:12 0:11:48 0:02:02 
75th Percentil 0:05:05 0:17:48 0:18:46 0:12:02 0:02:05 






Tabuľka 2. Test 1, štatistika anotácií v čisto java reprezentácií pri veľkých súboroch. 
 
  GetterSetter ToString  EqualsAndHash Data Delegate 
Minimum 0:00:07 0:00:21 0:01:03 0:00:59 0:03:57 
25th Percentil 0:00:07 0:00:22 0:01:08 0:01:03 0:04:12 
Median 0:00:07 0:00:22 0:01:10 0:01:05 0:04:18 
75th Percentil 0:00:08 0:00:23 0:01:12 0:01:07 0:04:30 









Tabuľka 3. Test 2, štatistika anotácií při použití Lomboku na veľké množstvo súborou. 
 
  GetterSetter  ToString EqualsAndHash Data Delegate 
Minimum 0:04:07 0:00:46 0:01:42 0:00:49 0:00:34 
25th Percentil 0:04:42 0:00:48 0:01:53 0:00:53 0:00:35 
Median 0:05:14 0:00:50 0:02:00 0:00:55 0:00:36 
75th Percentil 0:05:19 0:00:52 0:02:07 0:00:58 0:00:36 






Tabuľka 4. Test 2, štatistika anotácií v čisto java reprezentácií pri veľkom počte súborov. 
 
  GetterSetter  EqualsAndHash  ToString  Data Delegate 
Minimum 0:00:32 0:01:05 0:00:28 0:00:35 0:00:33 
25th Percentil 0:00:35 0:01:09 0:00:29 0:00:35 0:00:34 
Median 0:00:36 0:01:10 0:00:29 0:00:36 0:00:35 
75th Percentil 0:00:37 0:01:12 0:00:30 0:00:38 0:00:35 
Maximum 0:00:47 0:01:26 0:00:33 0:00:50 0:00:38 
 
