Introduction
Survival in today's highly dynamic business environments requires that organizations continuously adapt their business processes. Success and growth rather than mere survival require that this adaptation be rapid enough to realize the competitive advantage offered by new business opportunities. The conduction of business in the internet (e-business) including buying and selling but also services and collaboration can be seen as one of these new important business opportunities. Mechanisms for rapid description, implementation, and deployment of such business processes become important. Currently, business processes are often represented by business process models. Business processes models are partially implemented through workflows [9] and deployed and executed in workflow environments, which show graphically the different steps of a business process (i.e., the business logic). According to [16] , business processes connect a set of business functions, where the connections are controlled by business rules. Those business rules are specific for an enterprise and specific at a certain point in time. However, changes in business rules and objectives are an everyday issue that demands capabilities to be able to react and adapt to such changes. Therefore, new rules and objectives can inevitably result in a large number of processes that vary in relatively minor ways. One way to control this proliferation and its attendant risks is to analyze commonalities and differences between the different process models in order to identify process variants and justifications for them [13] , and to systematically integrate them in a software product line [6] .
The following sections describe briefly the basic concepts of product line engineering and the mapping that we have done to process-based product lines, describe the details of the approach we have developed, and provide a preliminary validation (in terms of an example of its use).
Conceptual Foundation

Product Line Engineering Concepts
The underlying idea of product line engineering is to reuse common parts of related software systems. To this end, varying aspects of software systems, that is, differences among them are explicitly documented. Product line engineering distinguishes two development phases -domain and application engineering -as presented in Figure 1 . The initial activity, scoping, defines which systems are members of a product line and which systems are outside the product line. Scoping is done by investigating a set of concrete products, be it already existing, planned, or envisioned products. The result of scoping is a set of products that make up the product line along with the features of the different product line members.
Based on a scope definition, domain engineering identifies the common features (commonalities) and the variable features (variabilities) of the identified products. Commonalities define the skeleton of the systems in the product line; variabilities During application engineering, the product line infrastructure is instantiated to create a concrete product; the commonalities are reused and the variabilities are resolved for the specific product.
Process Based-Oriented Product Lines
A number of approaches for software product line engineering have been proposed [4] , [7] , [12] . Application domains that use processes, such as workflow or technical processes, as driving software development artifacts are, however, neglected to a large extent by product line research. The main problem in applying product line engineering techniques in such domains is that processes describe flows of activities and, consequently, variability covers different flows. The techniques traditionally proposed in product line engineering, however, provide means for the modeling of static diagrams rather than for dynamic ones. For example, the modeling of variability that results in different sub-processes that are exchanged for different products is not well supported. Another issue is that software generation traditionally also focuses on static models.
In this section, we present our approach for process-based product line engineering. The approach is based on PuLSE™ [2] (PuLSE™ is a registered trademark of Fraunhofer IESE) that is an approach for product line engineering that is developed and used in technology transfer projects since 1997. To adapt PuLSE™ for processbased product line engineering, we combined it with variability mechanisms [14] and software generation [8] .
The core concepts of our approach to process-based product line engineering are variant-rich workflows or processes, which are workflows or processes that contain variabilities. To augment workflows used to model e-Business systems with the possibility to model variability in an explicit way, we use the approach proposed in [11] . This approach forms the basis for variability and decision modeling in PuLSE TM and Figure 2 . Process-based Product Line Concepts provides a systematic way to extend any given software engineering artifact to be generic, that is, to enable the explicit modeling of variability in that artifact. As presented in Figure 2 , a product line infrastructure contains variant-rich processes and decision models. A variant-rich process contains variation points that represent its variability. A decision model contains the relationships among the variations of a product line infrastructure. Such decision models contain decisions, which are variation points that constrain the resolution of other variation points. A variant-rich process contains process elements, for instance activities, inputs, outputs, or roles. Those process elements that contain variation points are called variant-rich process elements. Figure 3 provides an example that illustrates these concepts. It shows the flow between the "Create Order", "Pay Order", and "Send Invoice" process elements of an online shop. The "Pay Order" process element contains three alternatives (telephone, credit card, and bank transfer). The process element has one interface that interacts with the "Create Order" process element. At this point three alternatives split, and one of them must be chosen in order to resolve this variation. The resolution of the variation determines the path taken by the flow. The three alternatives converge in another interface that joins them. This interface is used to communicate the output of the "Pay Order" process element. The same can be observed in the case of the "Invoice" process element, an output that contains two alternatives (America or Europe), and two interfaces. This means that depending on the continent of destination, the invoice to be sent to the customer will have different fields of information (e.g., currency, address). One optional variation point can be assigned to the "Email" output process element. "Email" has only two alternatives i.e., yes or no. Therefore, once the varia- Figure 4 shows our systematic approach for developing a process-based product line. As mentioned above, the initial activity in product line engineering is scoping. The underlying idea of scoping is on the premise that one shall obtain as much return on investment as possible from the effort of establishing a process-based product line infrastructure. Using as input an existing or a planned set of process-based products a subset of such products is selected. Afterwards, the selected products are related to the features that they should offer. This information is recorded in a domain scope definition.
The Systematic Approach for Developing Process-Based Product Lines
The domain analysis begins by using the defined domain scope as input for identifying relationships among features (e.g., consists-of, requires). Afterwards, in the activity model features, such relationships are captured in a hierarchical structure [10] or a tabular representation.
The resulting feature model can be used as basis for identifying and documenting the requirements for those processes that will be part of the process-based product line infrastructure. Such processes shall be conceived as building blocks that can be reused.
The domain design begins with the design processes activity. Here, using as input the list of identified processes, a commonality analysis among processes is performed in order to identify variant-rich process elements. At the moment there are not many techniques or approaches on how to perform such a comparison. One idea can be This way, a process-based product line infrastructure that contains variant-rich processes elements, process elements, and a decision model has been produced. The next step is domain implementation. It starts with the activity implement domain-specific generator that consists of identifying the domain-specific functionalities to be covered by a generator based on the commonalities and variabilities contained in the process-based product line. Code fragments implementing these functionalities are defined. They are connected to the process' variabilities, that is, each variation point is annotated by one or more code fragments.
Once the domain-specific functionalities have been identified, DS components are implemented as follows: First, functionalities that are to be implemented by generic components are identified based on the commonalities present in the process-based product line. Such components are referred to as runtime components. Then, components that are needed to process the generator's output are identified. They are referred to as infrastructure components. Once the DS components are implemented, a process-based product line infrastructure can be used for automatically generating new products according to new requirements.
The first step to derive a concrete product from the product line infrastructure is application analysis. It starts by specifying the new product based on the scope definition of the existing process-based product line infrastructure, and the feature model. Those features that are estimated to be realizable are mapped to the actual products from the process-based product line infrastructure. Such mapping must be documented in a product feature model. Those features that are not yet planned in the process-based product line shall be documented in a list of not covered features, which will be later integrated in the scope of the process-based product line. The next step is to configure the product, in which the decision model is used for resolving the variation points based on the new product features. The resolution of the variation points and their relationships are documented in the resolution model.
Finally, the appliance of the domain-specific generator starts with importing data from a resolution model, followed by triggering the generation of target code. If there are additional variabilities that are not part of the process-based product line, for example technical ones specific for the target platform, they can be configured and resolved before triggering the code generation.
The generated target code is subject to further processing by the use of infrastructure components, including the domain-specific ones. The resulting executables have to be built and integrated with the needed runtime components. Together they form the product that might be tested in order to complete the implementation.
More details on the approach can be found in [3] .
Validation
ehotel AG is a technology organization that specializes on developing software suitable for processing hotel reservations. It distinguishes because of its software development experience and know-how in the traveling business but especially in the hotel industry. ehotel AG develops and operates a software platform that supports hotel booking operations. The platform can be accessed through a browser interface or through a XML-/Web service interface. The XML-/Web service interface allows the integration of the platform in external IT-Systems. The rationale behind having such an interface was to integrate ehotel's solution with as many different systems as possible such as traveling systems of large corporate groups, traveling services offered by other web-Sites, or travel companies' internal applications. It was found that those systems supported a common hotel booking process. However, due to the different needs and scenarios of such systems, different types of requirements applied for functions such as search, select, reserve, or cancel. Each system type, therefore, needed a customized version of ehotel's product. This is a classical situation where the product line approach can be used for better reusability of software products. ehotel has followed this approach systematically in the context of the PESOA project. The PESOA project's main goal is the design and prototype implementation of a platform for process family engineering and their application in the e-business and automotive areas. This goal is addressed by enhancing the approved technologies from the area of domain engineering, product line engineering, and software generation with new methods from the area of workflow management. The following sections present example of artifacts produced when processbased product line engineering was applied at ehotel in the context of the PESOA project. We focus in the case study on analysis and design, and thus leave out implementation. More details on the case study can be found in [14] .
Domain Scope Definition
The selection of a subset of e-hotel's process-based software was driven by the customer's point of view. Use cases helped to sketch this point of view and to identify the following set of sub-processes: "informing", "booking", "canceling", and "charging". Figure 5 shows the respective use case diagram for the "informing" sub-process that identifies the different ways ehotel customers can retrieve information.
Feature Model
A feature model captures and relates the characteristics of the different product line members. Common and varying characteristics are distinguished in feature models. Figure 6 shows an excerpt of the feature model for ehotel's booking engine. The features for the "informing" and the "booking" sub-processes are modeled in detail. For the booking engine, there are common characteristics (denoted by full circles), like hotel details expressing that every booking system provides the possibility to acquire information on hotels. There are also optional characteristics (denoted by hollow circles). For example, pictures, description, and map in the hotel details express that these are the different possibilities for hotel details that are provided by the different booking systems. The third type of characteristics shown in the figure is alternative. Alternatives denote different ways to realize characteristics from which one is chosen for a specific booking system. In the example, an alternative feature is the map that can be realized either as static map or as dynamic map. The figure shows that for the varying characteristics all possible values are captured. 
List of Processes
The next step in process-based product line engineering is the elicitation of processes that are needed to provide the features collected in the previous step. The list of processes mostly reflects the hierarchical organization of the feature model. The list of processes that was elicited based on the feature model in Figure 6 is: These are the (sub-) processes that have been identified for the ehotel booking engine and that will be modeled as variant-rich processes in the next step.
Variant-rich Processes
Variant-rich processes are the core artifact in a process-based product line. They describe the behavior of the different product line members and thus determine the process-based product line. Variant-rich processes contain variation points to determine process elements that vary between different product line members. We use the variability mechanisms described in [14] for modeling variation points. These variability mechanisms enable the expression of different types of variation using stereotypes and other notation-specific modeling mechanisms. Figure 7 shows the booking engine top-level process using the BPMN notation [4] . The top-level process contains "informing", "booking", "canceling", and "charging" as sub-processes. The process contains three types of variation points. The "charging" and the "cancellation" sub-processes are optional, denoted by the Null stereotype that expresses that the respective sub-processes are either present or not in a specific booking engine. "Booking" has an abstract stereotype; this means that there are different realizations possible for this sub-process.
The variable stereotype for the "informing" sub-process expresses that there are Figure 7 . Variant-rich Booking Engine Process variabilities within the sub-process. This is shown in Figure 8 that depicts the "informing" sub-process. Figure 9 refines the "search" sub-process and shows for the abstract activity perform search two possible realizations, a standard and an extended search.
Decision Model
The variation points in the variant-rich processes must be resolved in order to derive specific processes that describe concrete booking engines. This resolution is sup- ported by decision models that relate features to variation points and document how a variation point must be resolved if a booking engine provides a given feature. Table 1 shows the decision model excerpt for the "searching" process shown in Figure 9 . The decision shown in Table 1 describes how the "searching" process is instantiated for the two possible cases, standard and extended search. When the effect is applied to the respective process, the abstract activity "perform search" in Figure 9 is replaced by either a sub-process realizing the standard or the extended search, respectively, depending on the decision taken.
The decision model is a collection of the decisions for all variation points in the different variant-rich processes.
Product Feature Model
In the following, we describe the instantiation of the variant-rich processes for a hypothetical ehotel customer that uses an instance of the ehotel booking engine derived from the process-based product line infrastructure.
As a first step, the required features from the feature model (compare Figure 6 ) are selected. The result is shown in Figure 10 . 
Configured Product
Using the selected features, the decision model can be instantiated by answering the different questions. The application of the appropriate effects on the variant-rich processes resolves the processes leading to concrete processes for the product. In Figure 11 , the variant-rich search process in Figure 9 is instantiated using the features selected in the product feature model in Figure 10 . The result is a "search" process providing extended search features.
Summary and Outlook
The booking engine plays a dominant role in the software system of the ehotel AG. A large variety of functionalities are implemented because of different requirements of individual users as well specific requirements of corporate customers. The result of the different market requirements is of high complexity for the ehotel-system. The process-based product line engineering shows a practical way to handle this complexity.
Based on existing specific business processes a generic, variant-rich process is derived. With feature diagrams and decision models this generic process can be configured. By using software generators customer specific software instances can be produced.
Process-based product line engineering forces a better structuring of the existing ehotel software system and future developments. After the setup of the process-based product line infrastructure, a faster and more reliable delivery of a customized version of the booking engine to new customer requirements is possible. The quality of the overall software system is improved and the time to market is reduced. This improved agility helps the ehotel AG on the customer side for example, to offer products to niche markets and has therefore a positive impact to the company. Overall the planning process of the development is improved; this results in higher delivery reliability. At the end ehotel achieves a higher customer satisfaction. 
