The truss design problem is to nd the optimal placement and size of structural bars that can support a given load. The problem is nonlinear and, in the version addressed here, the bars must take certain discrete sizes. It is shown that a logic-based method that dispenses with integer variables and branches directly on logical disjunctions can solve substantially larger problems than mixed integer programming, even though the nonlinearities disappear in the mixed integer model. A primary purpose of the paper is to investigate whether advantages of logic-based branching that have been demonstrated elsewhere for linear problems extend to nonlinear programming.
Introduction
Engineering design problems often involve both continuous variables and discrete alternatives that can be formulated with disjunctive constraints. If the discrete elements are represented with integer variables, the problems can in principle be solved with the branch-and-cut methods of mixed integer programming. Another option, however, is to dispense with integer variables and to branch directly on the alternatives in a logical disjunction. This approach has recently been shown to be superior for several engineering design problems 8, 9, 11, 12, 13, 14, 17] .
When the constraints are linear, the logic-based approach might be referred to as Mixed The aim here, however, is to explore the potential of logic-based branching for solving nonlinear problems. To this end it is applied to the truss structure design problem, which is one of the fundamental problems of engineering design. The object is to nd a minimum-cost placement and sizing of truss members (bars) to support a given load. The cross-sectional areas of bars may be continuous or may be restricted to a set of nite values. Even the continuous problem is hard, because the constraint functions are bilinear and therefore nonconvex. (In the continuous model, a bar is considered absent when its optimal size is > 0, where is a lower bound imposed to avoid singularities.)
The logic-based approach is applied here to problems with discrete bar sizes. We nd that it can optimally solve problems that are substantially larger than problems that can be solved by a state-of-the-art MILP approach. Logic-based branching can also nd an approximate global optimum for the continuous problem, but this possiblity is only brie y discussed here. Other algorithms for the continuous problem may be found in 15, 18, 19] .
The discrete problem can be formulated by imposing disjunctive constraints, each of which states that a given bar must assume size 1 or size 2 or size 3, etc. This raises the question as to how a solution method is to account for constraints of a logical nature.
An approach introduced by Ghattas and Grossmann 6] formulates the problem with 0-1 variables in such a way that the nonlinearities disappear, resulting in an MILP problem. We will see that this formulation is in fact the tighest possible MILP formulation, namely a convex hull formulation 1]. This represents an advance relative to previous methods (e.g. 3, 4] ) in the sense it does not require the solution of a nonlinear model. Nonetheless the resulting problem is hard to solve. A commercial solver (CPLEX) was unable to solve even a standard 10-bar problem when there are multiple loading conditions or bounds on node displacements.
The logic-based approach pursued here is distinguished by the following three elements.
Logic-based branching. The branch-and-cut procedure dispenses with integer variables and branches directly on the alternatives in the disjunctions. This is in contrast with MILP approaches, which branch on integer variables. Several potential advantages of this approach are discussed in 10]. Here it has two main advantages: a) it yields much smaller subproblems at the nodes of the search tree, due to the absence of integer variables; b) it permits application of a very e ective branching rule that is not available in an MILP context.
Logic cuts. Valid cuts in the form of logical propositions (rather than the usual linear inequalities) are added to restrict the size of the branching tree. Here the cuts are certain logical disjunctions.
Nontraditional relaxations. A relaxation other than the traditional continuous relaxation of an MILP model is used. Although an MILP model has advantage that the continuous relaxation is always readily available, the quality of the relaxation may not justify the overhead of including integer variables. This is the case in the truss design problem. Several nontraditional schemes for relaxing disjunctive constraints are presented in 2, 10].
As it happens the disjunctions in our formulation do not have useful linear relaxations, but we show that the logic-based framework permits us to use a linear \quasi-relaxation" of the nonlinear problem at each node. Like a true relaxation, it provides a lower bound on the optimum and so plays a role analogous to that of the continuous relaxation in MILP.
Other potential elements of a logic-based approach are described in 10].
The Design Problem
The truss structure design problem considered here is stated for a given network of nodes and arcs. The positions of the nodes are given. The structure must consist of bars placed along some or all of the arcs and joined at the nodes. The problem is to nd a choice of bars, and cross-sectional areas of these bars, so as to minimize the cost of all the bars used. Each node has freedom of movement in a speci ed number of directions, which can be limited by a support at that node. Thus if the problem is solved in three dimensions, there are at most three degrees of freedom at a node. Several possible loading conditions are anticipated, each of which may exert a force at any set of nodes, and along one or more degrees of freedom at each of these nodes. Constraints are placed on the displacement of each node along each degree of freedom for each loading condition. Similar constraints are placed on the elongation (or compression) of each bar as well as the stress in each bar, for each loading condition.
First, the notation. i`= stress in bar i for load condition`. v i`= elongation (compression if negative) of bar i due to loading condition`. d j`= node displacement along degree of freedom j for loading condition`.
The design problem can be formulated mathematically as follows.
The equilibrium equations balance the external loads with the forcws induced in the bars. The compatibility equations relate the displacement of the nodes with the elongation of the bars. A detailed description of the physics of the truss structures can be found in 18] and 16]. Note that the disjunctive constraints at the end require each area A i to take one of the discrete values A ik .
Because each stress variable i`c an be replaced with (E i =h i )v i`, the stress variables can be eliminated and the elongation bounds adjusted to re ect bounds on the stress variables.
whenever the latter is larger, and similarly for v U i
. It is assumed from here out that this has been done.
A Mixed Integer Representation
can be given a mixed integer representation by introducing 0-1 variables y k that are equal to 1 when the k-th alternative is satis ed (possibly among others). The tighest mixed integer representation of (2) 
The projection of the feasible set of (3) onto the x space is the convex hull of the feasible set of (2). This representation is the tightest possible in the sense that the continuous relaxation of any mixed integer representation of (2) must project onto a set that contains the convex hull. The disjunctions in (1) can be given a convex hull representation by introducing 0-1 variables y ik that are equal to 1 when bar i has size A ik . The variables s i`a nd v i`a re disaggregated. ; all j (displacement bounds) y ik 2 f0; 1g; all j (integrality). This is precisely the mixed integer model proposed by Ghattas and Grossmann 6, 7] . Although it has the advantage of linearity (aside from the integrality constraint), it contains a large number of variables, a matter to be discussed in more detail later.
Logic-Based Branch-and-Bound
A classical branch-and-bound algorithm for the mixed integer problem (5) solves a continuous relaxation of the problem at each node of a search tree. The continuous relaxation is formed by replacing the integrality requirement y ik 2 f0; 1g with 0 y ik 1, which results in a linear programming problem. It then creates two successor nodes by branching on a variable y ik that has a fractional value in the solution of the relaxation. The variable is set to 0 at one node and to 1 at the other.
The relaxation provides two devices for reducing the size of the search tree:
a) The optimal value of the continuous relaxation is a lower bound on an optimal solution at the problem at that node. There is no point in branching further at the node if this bound is larger than the value of a feasible solution found earlier in the search.
b) It Analogs of (a) and (b) above allow one to prune the tree as in classical branch-and-bound. a 0 ) Although there is no obvious way to de ne a linear relaxation, we will show that a linear problem (a`quasi-relaxation') can nonetheless be formulated that provides a lower bound on the optimal solution at the current node. 
A Linear Quasi-Relaxation
Unfortunately the continuous relaxation of (1) is both nonlinear and nonconvex and therefore does not provide a practical way to obtain a lower bound. It is possible, however, to obtain a lower bound by solving a quasi-relaxation. Given a constrained minimization problem P, a problem Q is a quasi-relaxation of P if for every feasible solution of P with objective function value v, there is a feasible solution of Q having objective function value less than or equal to v. (An ordinary relaxation is a special case.) Obviously, the optimal value of Q is a lower bound on the optimal value of P.
We can obtain a quasi-relaxation of (1) This yields the following problem, which is equivalent to (1) plus area bounds (6) . Proof. Consider any feasible solution (s; d; v; y) of (7). It su ces to construct a feasible solution (s; d; v 0 ; y) of (8) , since the latter solution has the same objective function value in (8) as the former does in (7) . To do this we let
This clearly satis es the elongation bounds in (8) . Also substitution of these expressions into the approximation of Hooke's law in (8) yields an equation identical to Hooke's law in (7) . The remaining constraints of (8) The algorithm exploits Corollary 2 by adding logic cuts that force v i0`a nd v i1`t o have the same sign whenever they di er. We refer to this as a logic cut because it is implemented by branching on the disjunctive constraint v i0`; v i1` 0 or v i0`; v i1` 0 rather than on the value of an integer variable.
Computational Results
We solved nine standard problems considered in several papers on truss structure design (see 19] ). Seven are variations on a 10-bar cantelever truss problem. The other two concern a 25-bar structure that resembles a high-voltage transmission tower and a 72-bar structure that resembles the framework of a tall building. The topologies of the three structures considered are in Figs. 2, 3 and 4 . The 10-bar problem is two-dimensional, whereas the 25-bar and 72-bar problems are three dimensional. The problem data are exactly as described in 19] and are summarized in Table 1 . y ik A ik . We found in informal testing that this branching scheme does not seem to have a signi cant e ect on the performance of a branch-and-cut algorithm. However we found that using special ordered sets (SOS) improves the CPLEX run time considerably. We therefore employed S0S (type 3) sets in solving the MILP. The results appear in to solve all the problems both with and without the cuts. (The cuts are very useful in the presence of displacement bounds, regardless of the number of loading conditions.)
The logic-based method is several times faster than CPLEX on the 10-bar problems. CPLEX was unable to solve the larger problems, or even the smallest problems with multiple loading conditions or displacement bounds, within 10 hours.
To obtain an upper bound on the size of tractable problems, we applied the logic-based method to a 200-bar problem with 96 linking groups, described in 5]. It failed to nd a solution within 10 hours of computation time. A solution was obtained in 5] using a genetic algorithm, but the quality of the solution relative to the optimum is unknown.
Conclusions
The computational results suggest that the logic-based method proposed here signi cantly increases the size of problems that may be solved to optimality. The maximum size of tractable problems depends on the presence or absence of multiple loading conditions and tight displacement bounds, both of which make the problem harder, and variable linkage, which makes the problem easier.
The logic-based approach can also be used to solve continuous problems by allowing the discrete areas to be very close together. In this case a globally optimal solution would be obtained despite the nonconvexities of the problem. It is unclear at this point whether continuous problems would prove to be easier or harder to solve than discrete problems.
Despite its success the logic-based method described here would nd many realistic problems too large to solve to optimality. Several devices might be tried to improve its e ciency.
One obvious approach is to introduce as many constraints of a discrete nature as possible. In addition to requiring certain bars to have the same size, one may also limit the total number of bar sizes that are actually used in the entire truss, perhaps to simplify supply logistics. One might also enforce symmetries or other global constraints regarding the presence or absence of bars, even when the actual bar sizes do not display the same symmetries. Such constraints are readily imposed simply by excluding any branch that explicitly violates them.
A second device is to generate logic cuts that are based on topological properties of the structure. A structure represented by a disconnected network, for instance, may not make physical sense. Even when physical infeasibility would be detected by solving the equations at the current node of the search tree, it may be faster to run a network connectivity check before solution. More sophisticated topological conditions for stable structures may also be checked in this manner. It may also be possible to identify con gurations that are physically possible but that cannot be optimal. These could be excluded by \nonvalid" logic cuts analogous to those introduced in 9]. There are logic-based approaches to the truss design problem other than the one developed here. One strategy that deserves attention is to use the disjuunctive model (1) but to remove the nonlinearities by writing Hooke's law directly as a disjunction, ( (( (  a  a  a  a  a  a 
