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Tabela uporabljenih simbolov in kratic 
Kratica ali simbol Angleško Razlaga 
ADL Archetype Definition 
Language 
Jezik za definiranje 
arhetipov. 
ADT Android Development Tool Vtičnik - orodje za razvoj 
aplikacij. 
APK Android Application 
Package 
Končnica datoteke za 
aplikacije. 








BDP  Bruto domači proizvod. 
CCR Continuity of Care Record Standard za kreacijo 
povzetkov pacientovega 
zdravja. 
CPU Central Processing Unit Centralna procesorska enota. 
EHR Electronic Health Record Elektronska zdravstvena 
datoteka. 
EN 13606 Electronic Health Record 
Communication 
Komunikacijski standard. 
HL7 CDA Health Level Seven Clinical 
Document Arhitecture 
Dokument, ki standardizira 
strukturo in semantiko 
kliničnih dokumentov za 
izmenjavo podatkov med 
različnimi sistemi. 
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HTTP Hypertext Transfer Protocol Aplikacijski protokol, ki je 
temelj za prenos podatkov na 
internetu. 




JDK Java Development Kit Implementacija Java 
platforme. 
JSON JavaScript Object Notation Format za izmenjavo 
podatkov. 
LOINC Logical Observation 
Identifiers Names and Codes 
Podatkovna baza in standard 
za identifikacijo medicinskih 
laboratorijskih opazovanj. 
MD5 Message Digest Algorithm Algoritem za preverjanje 
integritete podatkov. 




OSI model The Open System 
Interconnection Model 
Večslojni referenčni model, 
ki predstavlja modulirano 
zgradbo protokolov, kjer 
vsak sloj opravlja določeno 
nalogo. 
REST Representational State 
Transfer Application 
Arhitekturni programski stil 
za izdelavo mrežnih storitev. 
SDK Software Development Kit Set programskih razvojnih 
orodij za kreacijo in razvoj 
aplikacij. 
SMART Substitutable Medical 
Applications and Reusable 
Technology 
Medicinske aplikacije in 
tehnologija. 
SOAP Simple Object Access 
Protocol 
Protokol za izmenjavo 
informacij v implementaciji 
spletih storitev in 
računalniških omrežij. 
SQL Structured Query Language Strukturirani poizvedovalni 
programski jezik. 
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SSL Secure Socket Layer Kriptografski protokol za 
varno komunikacijo na 
medmrežju. 
URI Uniform Resource Identifier Niz znakov za identificiranje 
vira. 
URL Uniform Resource Locator Naslov spletnih strani. 
XML Extensible Markup 
Language 
Jezik, ki definira pravila za 
zapis dokumentov, ki ga 






Na področju elektronskega zdravja je zelo pomembna interoperabilnost med 
več informacijskimi sistemi z različno programsko opremo. Ta problem lahko 
rešujemo z vpeljavo standardov, ki omogočajo komunikacijo in poenotijo izmenjavo 
informacij med različnimi sistemi. Standardizacija je zelo kompleksna, saj je treba 
upoštevati tudi zdravstveno zakonodajo, varnosti osebnih podatkov in pravne ter 
socialne zahteve. Platforma Think!EHR, v katero smo pošiljali izmerjene podatke, je 
bazirana na standardu openEHR, s katerim smo se morali pred izdelavo aplikacije 
spoznati. Prav tako je bilo treba poznati tudi operacijski sistem Android in okolje, v 
katerem smo aplikacijo razvili. V diplomskem delu je predstavljena izdelava Android 
aplikacije, ki pošilja podatke v elektronsko zdravstveno kartoteko. Aplikacija je 
namenjena uporabnikom, ki želijo spremljati svoje zdravstvene podatke in dostopati 
do njihove zgodovine, kjer so predstavljeni grafično. Teh aplikacij imamo že veliko 
na voljo, v našem primeru pa podatke pošiljamo v elektronsko zdravstveno 
kartoteko, do katere ima dostop tudi zdravnik in nam ob morebitnih težavah, s 
spremljanjem naših meritev, lažje pomaga. Ob koncu diplomske naloge smo naredili 
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In the field of electronic health interoperability between different information 
systems with various software is very important. This problem can be solved through 
definition of standards which enable communication and unify the exchange of 
information between diffrent systems. Standardization is very complex because of 
health legislation, protection of personal data and other social and law requirements. 
The platform Think!EHR where we sent our data is based on the standard openEHR. 
Before we started our application development we had to get familiar with this 
standard. Also we had to get acquainted with Android opereating system and the 
software development kit for Android applications. In this thesis development of our 
application that sends data to electronic health record is presented. Application is 
intented for different users that want to monitor their health data and than access its 
history granted graphically. There are a lot of similar apps in use. Our application 
differs from others because we are sending data to electronic health record to which 
doctors can admission and if there are any problems take appropriate action. At the 
end of the thesis we observed and measured response time of the system and 
evaluated its function while sending data in different intervals. 
 
 







1  Uvod 
Mobilno zdravje (angl. mobile health) omogoča mobilnim napravam, da 
zbirajo in nadzirajo zdravstvene podatke učinkoviteje in natančneje kot na klasičen 
način. Seveda je tudi časovno manj potratno, kot ročno opravljanje vsake meritve, 
katere rezultate si moramo nato zabeležiti rezultate ter jih odnesti osebnemu 
zdravniku ali specialistu. S pametnimi napravami lahko zajemamo veliko količino 
podatkov za nadzor zdravstvenih težav tudi s pomočjo različnih senzorjev. S senzorji 
za merjenje sladkorja in pritiska, ki jih uporabljajo pacienti, se lahko meritve prek 
brezžične povezave in pametnih telefonov avtomatsko prenesejo v strežnik ali pa 
vrednosti v aplikacijo pacienti vnesejo sami. Do teh podatkov nato dostopajo 
zdravniki, jih kontrolirajo ter ob odstopanjih tudi ustrezno ukrepajo. Uporabniki 
aplikacij elektronskega zdravja (angl. electronic health) lahko spremljajo tudi mnoge 
druge stvari, kot so vnos kalorij, izbira živil, podatki o športni aktivnosti, srčni utrip 
itd. S pomočjo teh podatkov si nato prilagodijo življenjske potrebe. V kolikor jih 
delijo z zdravniki, lahko ti z njihovo pomočjo postavijo boljšo diagnozo in predpišejo 
ustrezno zdravljenje. Zmanjša se tudi verjetnost nastanka bolezni oziroma se poveča 
možnost za njihovo pravočasno odkritje. Takšno spremljanje in izmenjava podatkov 
omogoča tudi bolj učinkovito in trajnostno zdravstveno oskrbo. Zdravstveni delavci 
bi lahko z dostopom do izmerjenih podatkov na ta način prihranili do 30 % časa, ki 
ga sicer porabijo za pridobivanje in analizo pacientovih informacij [1]. 
Do leta 2017 bo 3,4 milijarde ljudi imelo pametni telefon, polovica od teh pa 
bo uporabljala aplikacije elektronskega zdravja [1]. Ovire pri tem so predvsem 
pomanjkanje znanja o zdravstveni zakonodaji, varnosti osebnih podatkov, 
pomanjkanje interoperabilnosti med zdravstvenimi sistemi ter varnost aplikacij. 
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Evropejci živimo vedno dlje in s tem se povečujejo stroški zdravstvenega in 
socialnega varstva. Stroški se bodo po predvidevanjih digitalne agende v Evropi 
(angl. Digital Agenda for Europe) do leta 2050 povečali za 9 % BDP-ja EU [2]. Pri 
tem so informacijsko komunikacijske tehnologije (angl. Information and 
Communication Tehnology – ICT) naš najmočnejši zaveznik, da zadržimo enako 
kvaliteto zdravstva in socialne varnosti s sprejemljivimi stroški. ICT in telemedicina 
predvidevata precejšnje izboljšanje učinkovitosti zdravja v prihodnjih letih. Globalni 
telemedicinski trg se bo v bližnji prihodnosti zelo razširil. S tem dosegamo 
inovativnost in rast za evropsko industrijo ter trajnostno bolj stabilen zdravstveni 
sistem. V EU se bodo do leta 2060 vladni stroški pokojnin, zdravstva, različnih 
socialnih nadomestkov ter stroški izobrazbe povečali za skoraj 20 %  [3]. 
Zdravstvena oskrba mora dati pacienta v ospredje z večjim fokusom na 
preventivi, zgodnji diagnostiki in kroničnimi stanji. Vsi ponudniki zdravstvenih 
storitev, kot so bolnice, vladne agencije, zavarovalnice, farmacevtske družbe, prav 
tako tudi zdravniki in specialisti, so imeli svoje sisteme, tehnologije, katerim manjka 
interoperabilnost s sistemi drugih ponudnikov. To je problem že med različnimi 
oddelki v bolnišnicah. To pomanjkljivost je mogoče rešiti s standardi v elektronskem 
zdravju. To so specifikacije, ki omogočajo povezavo med različnimi informacijskimi 
sistemi. Standard ni programska ali strojna oprema, ampak odtis, ki ga razvijalci 
uporabljajo, da ustvarijo med sabo kompatibilne produkte. Prav tako je pomanjkanje 
centralizacije različnih sistemov ena izmed težav v napredku elektronske zdravstvene 
oskrbe. Predvsem to ni samo tehnična, ampak tudi tržno usmerjena ovira, izhajajoča 
iz gospodarske konkurence. Med številnimi podjetji, ki iščejo profit v izjemno 
donosni in vzpenjajoči industriji elektronskega zdravja, se lahko pojavi pomanjkanje 
standardnih sistemov. Še večja ovira kot tehnični standardi so politične ovire, 
predvsem varnost osebnih podatkov ter diskriminiran dostop do zdravstvene oskrbe. 
Pri tem so pomembne tudi pravne in socialne zahteve. Področje, kot je elektronsko 
zdravje, pa se lahko zanaša na obstoječo infrastrukturo in tehnologije. Kot vidimo, je 
pred nami še veliko ovir, ki jih moramo premostiti, da bo enkrat elektronsko zdravje 
zakonsko definirano ter predvsem enakopravno globalno dostopno. 
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1.1  Elektronska zdravstvena datoteka 
Elektronska zdravstvena kartoteka (angl. Electronic Health Record – EHR) je 
digitalna verzija pacientove zdravstvene kartoteke. Njene informacije so na voljo 
tako pacientom kot zdravstvenim delavcem, ki so za to avtorizirani. Dostopne so v 
realnem času in na varen način. EHR vsebuje podatke, kot so bolezni, alergije, 
predpisana zdravila, laboratorijske izvide, rentgenske slike itd. Narejena je za širši 
pregled bolnikove oskrbe, saj imamo na voljo celotno pacientovo zdravstveno 
zgodovino. Sistem je zasnovan tako, da kadarkoli natančno zajame stanje pacienta. 
Omogoča transparentno predstavitev pacientove zgodovine ter zagotavlja, da so 
podatki pravilni in natančni. Zmanjšuje verjetnost repliciranja podatkov, ker gre za 
samo eno spremenljivo datoteko. Ko pride do sprememb, je le-ta vedno osvežena. 
Tako se eliminira verjetnost napak, kot so izgubljeni obrazci in druga dokumentacija. 
Veliko pridobimo tudi z zmanjšanjem papirologije, pri času obiska zdravnika in tudi 
izboljšanju izdaje receptov. Vse informacije se nahajajo v eni datoteki, zaradi česar 
je veliko bolj učinkovito tudi preučevanje in predvidevanje dolgoročnih zdravstvenih 
sprememb. Za uspešno delovanje EHR moramo predvsem omogočiti 
interoperabilnost med različnimi sistemi ter poskrbeti za varnost teh podatkov. 
Zagotoviti moramo tudi globalni dostop, zato morajo meddržavni sistemi biti 
usklajeni in sinhronizirani. Z drugimi besedami: celoten sistem je potrebno 
standardizirati. V nadaljevanju so predstavljeni nekateri standardi, s poudarkom na 
odprtem openEHR  [4]. 
1.2  Standard  ISO EN 13606 
To je Evropski EHR komunikacijski standard (angl. EHR Communication - 
EN 13606), ki strogo definira informacijsko arhitekturo za komunikacijo EHR. 
Podpira interoperabilnost sistemov in komponent, kot so dostop, prenos, dodajanje 
ali spreminjanje podatkov, ki morajo komunicirati med seboj. To naredi tako, da 
ohranja klinični pomen ter odraža zaupnost teh podatkov, kot jih je predvideval avtor 
do bolnika. Ni namenjen za določanje notranje arhitekture ali dizajna podatkovne 
baze EHR sistemov ali komponent, temveč je namenjen uporabi objektov. Sledi 
dvojnemu arhitekturnemu modelu, ki definira jasno mejo med informacijo in 
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znanjem. Informacije so strukturirane z referenčnim modelom, ki vsebuje osnovne 
entitete za predstavitev kakršnekoli informacije EHR. Znanje je bazirano na 
arhetipih, ki so formalne definicije kliničnih konceptov, kot so odpustno pismo, 
merjenje glukoze ali družinske zgodovine. Ti so v obliki strukturiranih in omejenih 
kombinacij entitet referenčnega modela in zagotavljajo semantični pomen arhitekturi 
referenčnega modela [5]. 
1.3  Standard HL7 
Internacionalni standard za prenos kliničnih in administrativnih podatkov 
(angl. Health Level Seven - HL7) med programskimi aplikacijami in različnimi 
ponudniki zdravstvenih storitev. Osredotoča se na aplikacijsko plast v OSI modelu. 
Bolnice in drugi ponudniki zdravstvenih storitev imajo veliko različnih računalniških 
sistemov. Vsi ti različni sistemi naj bi komunicirali med sabo v primeru, da 
sprejmejo nov podatek ali ko želijo pridobiti kakšno informacijo [6]. 
1.4  Cilji diplomskega dela 
Cilj diplomskega dela je bil spoznati se s standardom openEHR ter napraviti 
Android aplikacijo, ki pošilja podatke v platformo Think!EHR. V ta namen bi razvili 
mobilno aplikacijo, katera bi bila narejena tako, da bi lahko uporabnik ob 
razpoložljivi internetni povezavi kjerkoli vnašal zdravstvene podatke in jih pošiljal v 
strežnik. Za dosego teh ciljev je bilo potrebno sprogramirati aplikacijo v takšni 
obliki, kot jo pričakuje Think!EHR. Nato bi naredili še test odzivnega časa sistema. 
1.5  Struktura 
Struktura je zastavljena tako, da se v začetku diplomskega dela seznanimo s 
trenutnimi problemi ter rešitvami elektronskega zdravja v prihodnosti. Najprej je 
predstavljena EHR, nato pa standardi, ki se uporabljajo s poudarkom na openEHR. 
Predstavljen je pristop k razvoju ter arhitektura. Nato so opisani tudi nekateri pojmi, 
ki se uporabljajo v zdravstveni informatiki. V nadaljevanju je prikazan referenčni 
model ter definicija arhetipa za merjenje telesne mase. Potem je predstavljena 
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platforma Think!EHR in nekateri standardi, na katerih je bazirana. Sledi predstavitev 
operacijskega sistema Android ter postopek, s katerim pripravimo orodja za 
programiranje aplikacij. V nadaljevanju je razlaga delovanja aplikacije ter njen 





2  OpenEHR 
OpenEHR je odprt standard v zdravstveni informatiki, ki opisuje upravljanje, 
shranjevanje, iskanje in izmenjavo zdravstvenih podatkov v EHR. To so 
specifikacije, ki definirajo referenčni model in jezik za izgradnjo kliničnih modelov 
ali arhetipov. V openEHR so vsi zdravstveni podatki posameznika shranjeni v eni ter 
od proizvajalca neodvisni EHR. Orientirani so tako, da je posameznik oziroma 
pacient v centru pozornosti. Specifikacije ne zanima izmenjava podatkov med EHR 
sistemi, ker je to cilj drugih standardov, kot sta EN 13606 in HL7. Bazirane so na 15 
letnih evropskih in avstralskih raziskavah, tudi za metodologijo arhetipov za 
specifikacijo vsebine. Standard je zasnovan tako, da je medicinsko in pravno 
ustrezen. Tehnično se ukvarja z odprtokodnim programskim razvojem takšne 
platforme. Po klinični strani stremi k razvoju čim bolj učinkovitih in uporabnih 
kliničnih modelov s pravo terminologijo [7] [8]. 
2.1  Metoda več nivojskega modeliranja 
Ključna inovacija v openEHR okvirju je, da vse specifikacije kliničnih 
informacij izpustimo iz informacijskega modela, znanega tudi kot referenčni model v 
zdravstveni informatiki. Najpomembnejše je, da zagotovimo učinkovit način zapisa 
poročil zdravnikov in pacientovih podatkov. Nato lahko te informacije razumemo in 
procesiramo, kjer so potrebne [7]. 
 Na primer, ko hočemo zabeležiti informacijo o krvnem tlaku, zdravstveni 
delavec obvesti razvijalca programske opreme, kaj je vse je potrebno zapisati pri 
meritvi tlaka (sistolični in diastolični pritisk, v katerih enotah je ter kje je merjen 
itd.). Z upoštevanjem teh informacij razvijalci naredijo shemo za beleženje 
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rezultatov. Problem pri tej metodi je, da če se spremeni znanje o konceptu krvnega 
tlaka, se mora spremeniti tudi shema te podatkovne baze. S tem pristopom se namreč 
težko prilagajamo na dinamične spremembe znanja v zdravstvu. Zaradi tega 
uporabimo metodo dvonivojskega modeliranja, v kateri ločimo znanje in 
informacijo. Znanje je, da je krvni pritisk sestavljen iz sistoličnega in diastoličnega 
tlaka v enotah mmHg, informacija pa je rezultat meritve (na primer 120/80). 
Klinična vsebina je predstavljena na dva načina, ki obstajata izven 
informacijskega modela. Prvi je znan kot arhetip, ki zagotavlja formalno definicijo 
znova uporabnih podatkovnih točk in podatkovnih skupin. To je vsebina, ki bo znova 
uporabljena v več kontekstih. Mnogo takšnih podatkovnih točk se pojavi v logičnih 
skupinah, kot na primer podatki za opis alergične reakcije ali pri analizi jetrnega 
testa. Nekateri arhetipi vključujejo tudi 50 ali več podatkovnih točk, najbolj pogosto 
pa od 10 do 20. Zbirka arhetipov je kot knjižnica ponovno uporabnih definicij vsebin 
domen. Pri tem je vsak arhetip delujoč kot enota za upravljanje, katerega vsebina je 
hkrati zasnovana, pregledana in objavljena [7].  
Drugi način so predloge (angl. template). Predloga se uporablja za logično 
predstavitev specifičnih podatkov, kot so pacientov izvid, odpustno pismo ali 
rentgensko poročilo. Zgrajena je s sklicevanjem pomembnih podatkov iz številnih 
arhetipov. Predloga zahteva le eno ali dve podatkovni točki oziroma skupini iz 
vsakega arhetipa. OpenEHR predloge ne smejo kršiti semantike arhetipov, iz katerih 
so zgrajene. Predloge so tipično predstavljene z grafičnim vmesnikom kot definicije 
sporočil in dokumentov [7]. 
Utemeljitev za dve plasti modelov nad informacijskim modelom je, če so 
definicije podatkovnih setov sestavljene iz prej definiranih podatkovnih točk iz 
knjižnice takšnih definicij, bodo vsi zabeleženi podatki oziroma primeri predlog 
samo primeri standardnih vsebinskih definicij. To zagotavlja osnovo za 
standardizirane poizvedbe. Brez knjižnice arhetipov bi bil vsak podatkovni set 
unikatno definiran in standardiziran pristop poizvedb težko izvedljiv [7]. 
OpenEHR definira metodo poizvedb s pomočjo arhetipov, znano kot arhetip 
poizvedovalni jezik (angl. Archetype Querying Language – AQL). Medtem ko se 
lahko posamezna zdravstvena dokumentacija vsebinsko zelo razlikuje, so osnovne 
informacije v openEHR podatkovnih primerih vedno v skladu z arhetipi. To deluje 
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tako, da kreiramo arhetipe, ki izražajo klinično informacijo na način, da jo je možno 
znova uporabiti. V nekaterih primerih kreiramo tudi univerzalne arhetipe. Arhetipi se 
definirajo v jeziku arhetip definicij (angl. Archetype Definition Language – ADL). 
Predloge se razvijajo v razširljivem označevalnem jeziku (angl. Extensible Markup 
Language – XML). V prihodnosti bodo tudi vključeni v ADL, da bodo brezhibno 
obdelani z arhetipi. 
2.2  Varnost in zasebnost podatkov 
Predvsem sta problema pravica do dostopa osebnih podatkov ter upoštevanje 
zasebnosti. Upoštevati se mora diskretnost podatkov med zdravnikom in pacientom 
ter samo z dovoljenjem pacienta omogočiti dostop drugim. Za določene paciente je 
to bolj kompleksno, saj mora pri njih biti omejen dostop do nekaterih delov kartoteke 
z občutljivimi zdravstvenimi podatki ter odprt dostop do večine ostalih. Medsebojna 
odvisnost zdravstvenih informacij ta problem še poveča. Težava je tudi razpršenost 
pacientovih podatkov po različnih delih oskrbe. Veliko različnih zdravstvenih 
delavcev ima neke podatke o pacientu, zaradi tega bi morala biti njegova 
identifikacija šifrirana. Prav tako veliko ljudi potrebuje oskrbo v različnih državah. 
Posledica vsega tega je potreba po kontroliranem dostopu v obliki kategorij ali 
različnih vlog [8]. 
Po drugi strani pa si zdravstveni delavci želijo hiter dostop do relevantnih in 
pravilnih podatkov. Prav tako je ob izrednih dogodkih potreben nujen dostop do 
zdravstvenih podatkov, ki ni omejen kot pri normalni obravnavi pacienta. 
Raziskovalci v zdravstveni oskrbi potrebujejo tudi dostop do podatkov večjega 
števila pacientov, da lahko primerjajo in izboljšajo oskrbo. Za učinkovito in 
uporabno medicinsko raziskavo mora funkcionirati sistem, ki implementira koncept 
pacientovega soglasja [8]. 
Uporaba varnostnih in zasebnostnih mehanizmov je ključna pri arhitekturi 
zdravstvene kartoteke, vendar je zelo kompleksna, saj sta pomembni predvsem 
rešitev in uporaba v praksi, kjer pogosto prihaja do izjem [8]. 
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2.2.1  Principi varnosti 
V openEHR so vključeni naslednji principi: 
 informacije v zdravstveni kartoteki se ne morejo izbrisati, 
 vse spremembe vsebine in kontrole dostopa v EHR si sledijo z 
uporabnikovo identiteto, časovnim žigom in razlogom, 
 vsebina EHR je ločena od identifikacijskih podatkov pacienta. Tako v 
primeru kraje kartoteke ni mogoče direktno ugotoviti identitete osebe, 
ki mu pripada. Kraja identificirane EHR vsebuje krajo podatkov iz dveh 
strežnikov, 
 v dostopnem seznamu je pomembno, kdo oskrbuje pacienta ter čas 
trajanja oskrbe, 
 ob kreaciji EHR se vzpostavi nadzor, ki kontrolira dostop do kontrolnih 
nastavitev, 
 pacient lahko nastavi kontrolo vstopa kot privzeto, ki se uporablja za 
večino podatkov v EHR. Nato lahko doda izjeme za dostop do 
določenih podatkov. Ta pristop minimalizira potrebo po kontroliranju 
dostopa do vsakega podatka posebej [8]. 
2.3  Tehnična arhitektura 
OpenEHR tehnični pristop temelji na večplastnem modeliranju. V storitveno 
orientirani programski arhitekturi so modeli zgrajeni v svoji plasti. Iz slike 1 so 
razvidne povezave med posameznimi entitetami modela. To dovoli strokovnjakom 
domen, v tem primeru zdravnikom, specialistom ter ostalim zdravstvenim delavcem, 
da so direktno vpleteni v definiranje semantike kliničnih informacijskih sistemov in 
poenostavitvi uporabe terminologije [9]. 
Druga dimenzija, po kateri lahko gledamo modelirni pristop, je iz vidika eno 
nivojskega modeliranja. V tem primeru so arhetipi in predloge dokončni semantični 
modeli, ki niso vezani na določene standarde ali druge tehnologije. Arhetipi so 
podrobneje predstavljeni v kasnejšem poglavju. V praksi to pomeni, da so 
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podatkovne sheme za klinično dokumentacijo (angl. Health Level Seven Clinical 
Document Arhitecture - HL7 CDA) in povzetki pacientovega zdravja (angl. 
Continuity of Care Record – CCR) ter drugi formati generirani, ne pa ročno 
ustvarjeni. Na primer model za mikrobiološke rezultate ustvarimo samo enkrat, nato 
pa ga lahko kontinuirano uporabljamo [9]. 
 
  
Slika 1 Tehnična arhitektura OpenEHR [9] 
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2.4  Pristop razvoja 
Možno je zgraditi skladišče EHR, neodvisno od vsebinskih specifikacij. Z 
drugimi besedami, EHR sistem ne rabi vedeti a priori o kliničnih podatkih, kot so 
življenjski znaki, diagnoze ali ukazi, ki jih procesira. Modeli za podatkovne sete in 
obrazce se razvijajo ločeno in komponente obrazcev se generirajo iz teh definicij v 
grafičnem vmesniku. To omogoča novo generacijo EHR sistemov, ki se rutinsko 
prilagajajo novim zahtevam, ker je tako že prvotno načrtovana arhitektura. Dobršen 
del programske opreme je zdaj generiran z orodji iz predlog, kar zmanjšuje količino 
dela in izboljša semantično sledljivost. To je še ena prednost pri prenosnih 
poizvedbah, ki so bazirane na vsebinskih modelih, ne pa na fizičnih shemah 
podatkovnih baz. Na sliki 2 je viden pristop razvoja, ki deluje v povezavi 
strokovnjakov domen s tehničnimi razvijalci. Zdravstveni delavci so prvič direktno 
vključeni v gradnjo in razvoj EHR sistemov. To pomeni boljšo kvaliteto podatkov, 
ker so jih ustvarili sami ter omogoči razvoj aplikacij, ki delajo zanje [9]. 
  
Slika 2  Pristop razvoja [9] 
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2.5  Interoperabilnost 
Interoperabilnost je definirana kot zmožnost informacijskih sistemov in 
poslovnih procesov, da izmenjujejo podatke, informacije ter znanja. Preprost primer 
je usb vhod na vseh modernih računalnikih. Ko priključimo neko usb napravo, je 
takoj možna izmenjava informacij z računalnikom. To pa je možno zato, ker je bil 
usb standard razvit v skladu z interoperabilnostjo. Zaradi velikega števila izvajalcev 
in proizvajalcev zdravstvenih dejavnosti je zelo pomembno njihove sisteme povezati 
in uskladiti. Heterogenost je posledica uporabe različnih platform, podatkovnih baz 
in aplikacij [10]. 
 
2.5.1  Vidiki interoperabilnosti 
Vidiki interoperabilnosti so: 
 sintaktična interoperabilnost je sposobnost dveh ali več sistemov, 
da komunicirajo in izmenjavajo podatke. Predpisani podatkovni 
formati in komunikacijski protokoli so ključni. XML in strukturirani 
povpraševalni jezik (angl. Structured Query language – SQL) 
standardi so med orodji sintaktične interoperabilnosti. Je predpogoj za 
nadaljnjo interoperabilnost in zagotavlja, da bo podatek poslan, ne pa 
da bo tudi pravilno interpretiran. Ustvarja koherenco med sistemi, ki 
ne govorijo istega jezika [11], 
 semantični vidik zagotavlja razumljiv pomen nekega podatka ljudem, 
aplikacijam in institucijam. To je sposobnost, da zagotavlja 
avtomatično interpretacijo izmenjanih informacij in končnim 
uporabnikom vseh sistemov predstavi informacijo na uporaben način. 
Semantična povezljivost nam omogoča pravilno interpretacijo nekega 
podatka za nadaljnjo uporabo v drugih aplikacijah, ki tega podatka ne 
poznajo ali v njih ni bil definiran. S tem omogočimo, da podatek 
pravilno uporabimo v pravem kontekstu. Da dosežemo semantično 
interoperabilnost, se morajo vse strani nanašati na nek skupen 
referenčni model za izmenjavo informacij. Treba je uskladiti uporabo 
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različnih terminologij različnih virov, ki predstavljajo isto informacijo 
[11] [12], 
 tehnični vidik obsega področje računalniških sistemov in tehničnih 
storitev. Pogoji za tehnično povezljivost so izpolnjeni z upoštevanjem 
standardov. S tem zagotovimo osnove za oblikovanje povezav med 
ICT in programskimi sredstvi, 
 organizacijski vidik se nanaša na postopke in dogovore med 
posameznimi organizacijami, ki so potrebni, da s pomočjo 
informacijskih sistemov omogočajo souporabo različnih storitev. 
2.6  Ontologije 
Beseda ontologija izhaja iz dveh grških besed, in sicer onto, ki pomeni obstoj, 
ter besede logija, ki pomeni znanost. Ontologije definirajo pravila, s katerimi 
predstavljamo model znanja o neki domeni. To so razredi in atributi oziroma 
lastnosti in razmerja med njimi. Definicije teh vsebujejo informacijo v pravem 
pomenu in dosledno logično omejitev. Z drugimi besedami, je podatkovni model, ki 
predstavlja znanje kot koncepte znotraj domene in razmerja med temi koncepti. 
Ontologije so na semantičnem nivoju, za razliko od modelov podatkovnih baz, ki so 
na logičnem ali fizičnem nivoju. So del standardov, ki opisujejo semantični splet. 
Uporabljene so za specifikacijo standardnega konceptualnega besednjaka za 
izmenjavo podatkov med sistemi, zagotavljanje storitev za odgovore na poizvedbe, 
za objavo baze znanja za večkratno uporabo in nudenje storitev za večanje 
interoperabilnosti med več heterogenimi sistemi in podatkovnimi bazami. Semantični 
splet stremi k spremembi trenutnega spleta, da bi zagotovili nek skupen okvir, ki bi 
vsaki informaciji določil nek pomen. S tem bi omogočili lažje procesiranje in 
interpretacijo tako uporabnikom kot strojni in programski opremi. To je sistem, ki 
omogoča strojem razumevanje in odgovarjanje na kompleksne zahteve glede na 
njihov pomen. Ključna vloga ontologij je določiti predstavitev abstraktnega 
podatkovnega modela nad fizičnim ali logičnim nivojem tako, da lahko podatke 
izvozimo, prevajamo, delamo poizvedbe in da so enotni med neodvisno razvitimi 
sistemi in storitvami [13]. 
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Namenjene so za dva glavna načina. Prvi je, da se lahko različni ljudje in 
računalniki strinjajo o istih dejstvih, drugi pa, da lahko nastopijo računalniška 
sklepanja o stanju pacienta, bazirana na klasifikaciji individualnih dejstev v 
kategorije. Dejstva posamezne kategorije morajo pri tem biti pomembna 
posamezniku. Poudarek je na določanju iz podatkov zdravstvene kartoteke, ki ga 
opravi računalnik. Na primer pacient zaradi povišanega krvnega tlaka je bolj 
izpostavljen srčnim problemom. Diagnozo nam predlaga kar računalnik. Prav tako je 
poudarek na iskanju, združevanju in priklicu podatkov iz različnih sistemov, ki jih 
računalnik racionalizira in uredi podatke v originalnih sistemih. Informacijski 
podatkovni model mora biti v skladu z ontologijami. To pomeni, da bodo sami 
podatki označeni s pomenom v skladu z njimi. Na primer za zapis podatkov alergij 
pacienta mora imeti isti pomen tudi ontologija [13]. 
V openEHR okolju so 3 entitete v smislu ontologij: referenčni model, arhetipi 
in terminologija. 
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2.7  Referenčni model 
Vključuje informacijski model, ki definira razrede. Vse informacije, ki se 
ustvarijo v zdravstveni kartoteki, so predstavljene kot vhodni (angl. entry) razredi. 
Primer vnosa je klinična izjava, ki je lahko samo kakšen stavek, lahko pa vsebuje 
tudi veliko količino podatkov, kot so recimo mikrobiološki rezultati. Del modela z 
največjim interesom ontologij je vhodni del (angl. entry part), ki je formalno 
predpisan v EHR informacijskem modelu. Poznamo več vrst vhodnih tipov: 
administrativni vnos (angl. admin entry) in vnos oskrbe (angl. care entry), 
opazovanje (angl. observation), ocena (angl. evaluation), navodila (angl. instruction) 
in akcija (angl. action). Šesti tip je generični vhod (angl. generic entry), ki je narejen 
za preslikavo v in iz integriranih struktur, kot so standardi EN 13606 in HL7 [14].  
Vnos oskrbe in administracije se razlikujeta. V prvega vnašamo klinične, v 
drugega pa administrativne podatke pacienta. Na sliki 3 je razvidna ontologija 
kliničnega beleženja podatkov v EHR. Vidimo, da sta ključni kategoriji informacije o 
oskrbi (angl. care information) in administrativne informacije (angl. administrative 
information). Informacija o oskrbi zajema vse izjave, ki so bile zabeležene kadarkoli 
v procesu, in je sestavljena iz podkategorij zgodovina (angl. history), mnenje (angl. 
opinion) in navodila (angl. instruction), ki se nanašajo na preteklost, sedanjost in 
prihodnost. Administrativna informacija organizira logistiko naročil, pregledov in 
odhodov. Kategorije, ki se nanašajo na sistem pacienta, so v belih oblačkih, medtem 
ko so posegi v sistem pacienta označeni z rumeno barvo [14]. 
Pri opazovanju, se zabeležijo le informacije, ki opisujejo pacientovo situacijo, 
kot so meritve krvnega tlaka, družinska zgodovina, itd. V kategoriji akcija pa so 
zabeležene intervencije oziroma kaj je bilo pacientu narejeno. Pri oceni imamo 
kategorijo mnenja, ki pokriva številne konkretne koncepte, kot so diagnoza, ocena 
tveganja, cilji in priporočila. Razred navodila predpisuje ukrepe v prihodnosti [14]. 
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  Slika 3 Ontologija kliničnega beleženja podatkov [14] 
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2.8  Arhetipi 
Arhetipi so formalne definicije informacij na področju neke domene. 
Definirane so v obliki omejitev informacijskega modela. Prednost tega pristopa je 
ločen informacijski model od modela domene. Niso del programske opreme ali 
podatkovne baze sistema. Strokovnjakom domen dovolijo kreacijo podatkovnih 
knjižnic in skupnih definicij za podatke v informacijskem sitemu. Lahko so 
definirani v več jezikih. Predstavijo validacijo podatkov preko grafičnega vmesnika. 
So osnova za semantično poizvedovanje podatkov. V zdravstveni informatiki lahko z 
arhetipi modeliramo opazovanja (na primer krvni tlak), poročila (na primer 
odpustnice), priporočila (na primer recepti), diagnoze itd. Vsak arhetip je tekstovna 
datoteka, predstavljena kot sintaksa ADL ali format XML [15].  
 
Namen arhetipov: 
 komunikacija med tehničnimi delavci in strokovnjaki domene za 
ustvarjanje formalnih konceptov, 
 primerjava podatkov s specializiranimi arhetipi, 
 ločena informacija ter znanje v programskih sistemih, 
 sposobnost sistemov, da zanesljivo komunicirajo med sabo na nivoju 
konceptov znanj, 
 vključitev strokovnjakov domen v definiranje informacijskih 
konceptov, s katerimi delajo, in kontrola nad njimi [16]. 
2.8.1  Primer definicije arhetipa 
Predstavljena je definicija arhetipa za telesno težo. Sestavljena je iz štirih 
delov, in sicer iz glave (angl. header), opisa (angl. description), definicije (angl. 
definition) in ontologije (angl. ontology). Avtor opisanega arhetipa je Sam Heard.  
V glavi je predstavljeno ime arhetipa ter njegova verzija. Koncept nam pove, o 
vsebini arhetipa. Predstavljen je tudi originalni jezik, ki je angleščina, v katere jezike 
je arhetip preveden ter avtor prevoda. 
 
 






 [at0000] -- Telesna teža 
language 
 original_language = <[ISO_639-1::en]> 
 translations = < 
  ["de"] = < 
   language = <[ISO_639-1::de]> 
   author = < 
    ["name"] = <"Sebastian Garde, Jasmin Buck"> 
    ["organisation"] = <"Ocean Informatics, University of 
    Heidelberg"> 
    > 
   > 
 
V opisu je naveden originalni avtor, podrobnosti ter čemu je oziroma ni 
namenjena uporaba tega arhetipa. Namen tega arhetipa je zabeležiti telesno maso 
posameznika ter nadzirati njeno spremembo čez nek interval. To vidimo v spodnjem 
izseku iz arhetipa. V delu uporabe je to bolj podrobno predstavljeno, v spodnjem 
primeru smo podrobnosti izpustili in ga le površinsko predstavili. Opisano je, kaj se 
zgodi, če osebi manjka telesni del, na kakšen način se to predstavi. Opredeljeno je 
tudi, na kakšen način zabeležiti težo v primeru, da je ni mogoče natančno izmeriti. 
Imamo primer tehtanja še nerojenih plodov. Predstavljene so tudi ključne besede, ki 
so v opisu uporabe. To so teža, pridobitev, izguba, povečanje, izgubljanje, masa, ki je 
lahko ocenjena in dejanska. Nato je opisana tudi napačna uporaba na primeru prvega 
tehtanja novorojenca, za katerega se mora uporabiti specializiran arhetip za beleženje 
teže ob rojstvu. Prav tako se v primeru amputacije uda uporablja za to prilagojen 
arhetip. V tem delu so predstavljene izjeme pri meritvah [17]. 
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description 
 original_author = < 
  ["name"] = <"Sam Heard"> 
  ["organisation"] = <"Ocean Informatics"> 
  ["email"] = <"sam.heard@oceaninformatics.com"> 
  ["date"] = <"2006-03-09"> 
 > 
 details = < 
["en"] = < 
   language = <[ISO_639-1::en]> 
   purpose = <"Beležiti telesno maso posameznika – 
      dejansko in ocenjeno"> 
  use = <……………………………………….. 
  > 
 
Del definicije vsebuje glavno formalno definicijo arhetipa. Posamezni izrazi so 
predstavljeni z at in štiri mestnim številom [at0000]. Na primer z identifikatorjem 
[at0010] označimo primer, ko se tehtamo oblečeni in obuti. Definirane so tudi enote, 
v katerih merimo težo v kilogramih ali funtih, kar vidimo tudi v naslednjem primeru. 
V delu ontologij lahko nato uporabimo ta identifikator, kateremu je v definiciji 
dodeljen pomen [17]. 
 
list = < 
  ["1"] = < 
   units = <"kg"> 
   magnitude = <|0.0..1000.0|> 
  ["2"] = < 
   units = <"lb"> 
   magnitude = <|0.0..2000.0|> 
  > 
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V delu ontologij kode predstavljajo vozliščne identifikacije, omejitve teksta in 
pogojev ter povezave terminologij. Definirani so vsi lokalni pogoji arhetipa v obliki 
[at0000]. Na primer pod [at0020] lahko zabeležimo podatke o tehtnici, ki smo jo 
uporabili, pod [at0024] pa lahko dodamo komentar k meritvi [17]. 
 
ontology 
 term_definitions = < 
     ["en"] = < 
     items = < 
       ["at0020"] = < 
     text = <"Tehtnica"> 
     description = <"Podrobnosti o tehtnici."> 
         > 
Opis in ontologija sta predstavljeni v vseh jezikih, v katere je bil arhetip 
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2.9  Terminologija 
V openEHR specifikaciji terminologij sta dve vrsti besednjakov oziroma setov 
kod. V prvem kode kar same predstavljajo terminologijo, v drugem pa ima vsak izraz 
svojo numerično kodo s svojim opisom in jo lahko prevedemo v več jezikov. V 
openEHR je uporabljena tako, da so vrednosti kodiranih atributov v referenčnem 
modelu definirani z openEHR terminologijo. Vsak arhetip ima svojo, ki definira 
pomen vsakega elementa. V arhetip so lahko vključene povezave z zunanjimi 
terminologijami, kot je na primer podatkovna baza in standard za identifikacijo 
medicinskih laboratorijskih ugotovitev (angl. Logical Observation Identifiers Names 
and Codes -  LOINC). Vsak arhetip vsebuje tudi svojo lokalno terminologijo, ki jo 
najdemo v delu ontologij. Uporaba teh je dobra, ker so lahko poizvedbe bazirane na 
arhetipih samih in ni potrebna interakcija s strežnikom terminologij. Prednost je tudi, 
da so prevodi izrazov znotraj eksplicitnega tematskega konteksta in so zaradi tega 
bolj natančni. Veliko izrazov, ki so pomembni za posamezni arhetip, ni vključenih v 
večje terminologije, ker je vsak arhetip specifičen. Veliko arhetipov pa potrebuje 
povezavo z zunanjo terminologijo, ki zagotavlja korist avtomatičnega procesiranja 
[18]. 
 
Primer interne terminologije iz arhetipa telesne teže, ki je v obliki koda, tekst in opis: 
 
["at0009"] = < 
 text = <"Stanje oblek"> 
description = <"Stanje oblek, ki jih ima oseba oblečena v času tehtanja"> 
> 
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2.10  Platforma Think!EHR 
Je platforma o zdravstvenih podatkih, ki je bazirana na odprtih standardih. Ti 
so oblikovani za transakcijsko hranjenje, izmenjavo ter poizvedovanje zdravstvenih 
podatkov v realnem času. Zasnovana je na standardih, kot so arhitekturni programski 
stil za izdelavo mrežnih storitev (angl. Representational State Transfer Application - 
REST API), platformi za medicinske aplikacije in tehnologijo (angl. Substitutable 
Medical Applications and Reusable Technology – SMART), HL7 v2/CDA, EN 
13606 in openEHR. Namenjena je za shrambo doživljenjskih elektronskih 
zdravstvenih kartotek za koordinacijo oskrbe ter upravljanju kroničnih bolezni. 
Klinični registri omogočajo upravljanje zdravja. Dopolnjuje obstoječo infrastrukturo 
zdravstvene oskrbe s podporo strukturiranih podatkov. Cilj je ustvariti centralizirano 
ter odprtokodno platformo za EHR ter druge različne aplikacije, s sposobnostjo 
povečanja raziskovalne zmogljivosti, racionalizacije pravil in planiranja oskrbe. Med 
drugim pa tudi olajšati zgradbo podatkovnih skladišč zdravstvenih podatkov, 
baziranih na standardnih podatkovnih modelih. Prav tako omogoča hiter razvoj novih 
rešitev z uporabo obstoječih arhetipov in predlog. Stremi tudi h kreiranju in kasnejši 
implementaciji novih aplikacij, baziranih na standardni in semantično koherentni 
platformi ter uporabi vizualnih orodij za razvoj standardnih EHR sistemov [19]. 
2.11  REST API 
Je arhitekturni stil in pristop h komunikacijam, ki je pogosto uporabljen v 
razvoju spletnih storitev. Uporablja se tudi pri platformi Think!EHR. Arhitektura 
REST vključuje branje spletne strani, ki vsebuje datoteko XML, katera opisuje 
želeno vsebino. REST sistemi tipično komunicirajo preko aplikacijskega protokola, 
ki je temelj za komunikacijo podatkov na internetu (ang. Hypertext Transfer Protocol 
- HTTP). Iste metode uporabljajo spletni brskalniki za prikaz spletnih strani in 
pošiljanje podatkov na oddaljen strežnik. To so metode get, read, post, put, delete 
[20]. Te metode so bile uporabljene tudi pri razvoju aplikacije. 
REST ima nekatere arhitekturne omejitve. Enoten vmesnik ločuje odjemalca 
od strežnika, odjemalci se ne ukvarjajo s shranjevanjem podatkov. Ti so interni v 
vsakem strežniku, s čimer izboljšamo prenosljivost odjemalčeve kode. To pomeni, da 
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lahko uporabimo isto programsko opremo v različnih okoljih. Strežnik ne vsebuje 
odjemalčevega stanja, ampak ima vsaka zahteva dovolj informacij, da lahko obdela 
to sporočilo. Metode HTTP in niz znakov za identificiranje vira (angl. Uniform 
Resource Identifier URI) vsebujeta vse informacije za dano zahtevo. Strežniki niso 
obremenjeni z uporabniškim vmesnikom in so zaradi tega lahko enostavnejši in 
razširljivi. Strežniki in odjemalci se lahko tudi zamenjajo in razvijajo samostojno, v 
kolikor se vmesnik med njima ne spremeni. Odjemalec navadno ne ve, ali je povezan 
direktno s končnim strežnikom ali s kakšnim vmesnim. Vmesni strežniki lahko 
izboljšajo povezljivost sistema tako, da omogočajo prometno uravnovešanje in 
skupne pomnilnike. Zaradi tega je REST nivojski sistem. Strežniki so sposobni 
začasno prilagoditi funkcionalnost odjemalca, da jim prenesejo neko logiko, ki jo 
lahko izvršijo. Primer so manjše Java aplikacije [20]. 
2.12  JSON 
Je format za izmenjavo podatkov (ang. JavaScript Object Notation – JSON). 
Izmislil si ga je Douglas Crockford na začetku 21. stoletja. Je preprost za branje, 
pisanje ter tudi za računalnike za generiranje in razbiranje. Zaradi njegove enostavne 
strukture za JSON poznamo številne razčlenjevalnike. Je neodvisen od programskih 
jezikov, temveč uporablja določila, ki so sorodna družini programskih jezikov. Ti 
vključujejo C, C++, C#, Java, JavaScript, Perl, Python in druge. Danes je ta format 
vgrajen že v veliko večino. Iz tega je razvidno, da je JSON idealen za izmenjavanje 
podatkov. JSON format je sestavljen iz dveh struktur. Prvi je zbirka parov ime ter 
vrednost (v različnih jezikih je realizirana kot objekt), drugi pa urejen seznam 




         "ime":"Janez", 
         "priimek":"Novak", 
         "naslov":{ 
                "mesto":"Ljubljana", 
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                "pošta":"1000", 
                "ulica":"Tržaška25" 
        }, 
          "email":[ 
                 "janez.novak@gmail.com", 
                 "janez33.novak@hotmail.com"] 
       } 
Objekt se začne z zavitim oklepajem in se konča z zavitim oklepajem. 
Vsakemu imenu sledi dvopičje, pari ime ter vrednost pa so med seboj ločeni z vejico, 
kar je predstavljeno tudi na sliki 4.  
 
Seznam se začne z oglatim oklepajem ter se z njim tudi konča. Vrednosti so 
med seboj ločene z vejico, kot je prikazano na sliki 5. Iz slike 6 vidimo, da je 
vrednost lahko niz v dvojnih narekovajih, število, true, false, null, objekt ali seznam. 












Slika 4 Zgradba objekta [21] 
Slika 5 Zgradba seznama [21] 
Slika 6 Različne vrednosti [21] 
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Android je operacijski sistem in programska platforma za mobilne telefone in 
tudi druge naprave, ki temelji na sistemu Linux. Ima kar nekaj pomembnih prednosti 
pred ostalimi platformami. Je odprtokoden in brezplačen, kar pomeni znižanje 
stroškov razvoja programske opreme ter tudi večje število raznolikih storitev. Prav 
tako so prosto dostopna tudi podrobna navodila in potrebna orodja za razvijalce 
aplikacij. Posledično imamo na voljo ogromno število aplikacij, ki jih lahko v 
sistemu uporabljamo. Za potrošnike se to izraža kot cenejše in naprednejše mobilne 
ter druge naprave. Android omogoča, da aplikacije koristijo strojne zmožnosti 
naprav, kot so senzor pospeška, sistem globalnega pozicioniranja, kamera, mikrofon, 
itd. Lahko delujejo v ozadju in pri tem še vedno beležijo in javljajo informacije. 
Večino aplikacij je napisanih v programskem jeziku Java in se shranjujejo v paketu z 
APK končnico (angl. Android Application Package – APK). Večji del Android 
naprav je napajan z baterijo, zato je sistem narejen, da nadzira porabo delovnega 
spomina, na način, da je poraba energije čim manjša. Ko aplikacija ni več v uporabi, 
jo odloži v spomin. Aplikacija je tehnično še vedno odprta, vendar ne porablja več 
toliko baterije. To pripomore tudi k odzivnosti, saj jih ni treba vedno znova odpreti 
od začetka. V primeru, ko je spomin nizek, jih sistem začne ubijati oziroma 
izključevati in sicer naprej tiste, ki so najdlje neaktivne. Ta proces je uporabnikom 
neviden. 
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3.1  Arhitektura Androida 
Sistem Android je sestavljen iz petih osnovnih komponent: aplikacije, 
aplikacijskega okvirja, knjižnice, zagonskega okolja in Linuxnega jedra. Prikazane 
so na sliki številka 7. V najvišjem sloju aplikacij so aplikacije, kot so odjemalec 
elektronske pošte, aplikacija za sporočila, imenik in druge, ki jih uporabnik dobi že s 
samim sistemom. V ta del sistema spadajo tudi tiste, ki jih prenesemo iz knjižnice 
oziroma trgovine ter tudi tiste, ki smo jih izdelali sami [22]. 
Sloj aplikacijskega okvirja je tako kot aplikacije napisan v programskem jeziku 
Java in vsebuje osnovne komponente, ki jih uporabljajo aplikacije med svojim 
delovanjem. Bolj podrobna sestava aplikacijskega okvirja je: 
 upravitelj aktivnosti, ki upravlja življenjski cikel aplikacij in 
omogoča komunikacijo med njimi, 
 upravitelj oken, ki upravlja okna aplikacije, 
 ponudnik vsebin, ki omogoča dostop ter deljenje podatkov med 
posameznimi aplikacijami, 
 sistem grafičnega prikaza, ki vsebuje elemente uporabniškega 
pogleda, kot so seznami, vnosna polja, gumbi in drugo, 
 upravitelj obvestil, ki skrbi za prikaz stanja sistema, 
 upravitelj programskih paketov, ki skrbi za sledenje aplikacijam, ki 
so naložene na telefon, 
 upravitelj pozivov, ki poskrbi za telefonijo, 
 upravitelj virov, ki omogoča dostop do virov, kot so grafični 
elementi, razporejevalci vsebin in drugo, ki niso del aplikacije, 
 upravitelj lokacije, ki omogoča določanje lokacije s pomočjo sistema 
globalnega pozicioniranja, z brezžično povezavo ali z omrežjem 
mobilnega operaterja, 
 servis XMMP, ki omogoča pošiljanje podatkovnih sporočil drugim 
uporabnikom platforme Android [23]. 
Android vsebuje tudi zbirko programskih knjižnic, ki so namenjene za uporabo 
različnih delov sistema. Večpredstavne knjižnice so namenjene snemanju in 
predvajanju večpredstavnostnih vsebin. Prav tako vsebuje vgrajeni brskalnik 
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WebKit, sistemsko knjižnico libc, SQLite podatkovno bazo za shranjevanje in 
deljenje podatkov aplikacij, knjižnice (angl. Secure Socket Layer – SSL), ki skrbijo 
za varno komunikacijo na medmrežju. Knjižnica FreeType je namenjena prikazu 
bitne in vektorske pisave. OpenGL|ES pa skrbi za izris 3 D grafike [23]. 
Del arhitekture je tudi Android razvojno programsko okolje, ki vsebuje 
navidezni stroj Dalvik, ki je zasnovan in narejen v Javi posebej za Android. Dalvik 
uporablja jedrne funkcije Linuxa kot sta upravljanje pomnilnika in uporabo 
paralelizma za čim manjšo porabo sistemskih virov. Namenjen je delovanju v 
vgrajenem načinu z omejitvijo baterije, procesorske sposobnosti ter velikosti 
pomnilnika. Vsaka aplikacija teče v svojem procesu s svojo instanco navideznega 
stroja. Androidno programsko okolje s pomočjo jedrnih knjižnic omogoča, da lahko 
razvijalci aplikacij programirajo v jeziku Java. Dalvik pretvarja Java datoteke v svoj 
format, da optimatizira minimalno porabo spomina [23]. 
Spodnji sloj pa je Linux jedro, ki zagotavlja povezavo med strojnim in 
programskim delom naprave in vsebuje gonilnike za kamero, tipkovnico, zaslon, 
zvok itd. Jedro zagotavlja varnost, upravljanje s pomnilnikom, upravljanje s procesi 
ter z omrežnimi vmesniki. Najbolj pomembna gonilnika sta gonilnik za medprocesno 
komunikacijo, ki služi za izmenjavo podatkov med različnimi procesi ali znotraj 
istega procesa, ter upravljanje z napajanjem [23]. 
  
44 3  Android 
 
 
   
Slika 7 Arhitektura Androida [23] 
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3.2  Android Lollipop 
V našem primeru smo uporabljali novejšo verzijo Androida 5.0, ki se imenuje 
Lollipop. Ta verzija je polna novih storitev in razširja uporabo tudi na televizije in 
avtomobile. V primerjavi s prejšnjo verzijo najprej opazimo novo vizualno podobo, 
ki so jo poimenovali Material Design. Obvestila se po novem prikazujejo tudi na 
zaklenjenem zaslonu in lahko z njimi tam tudi upravljamo. Prav tako je novost 
iskalnik po nastavitvah. Večopravilnost je sedaj v drugačni obliki. Aplikacije, ki smo 
jih uporabljali so nanizane v vrsto kartic, med katerimi lahko listamo. Na primer 
brskalnik Chrome prikazuje vsak zavihek posebej v obliki kartice in tako lahko 
neposredno dostopamo do tistega zavihka, ki ga iščemo. Telefon lahko preklopimo 
tudi v način za gosta in tako skrijemo osebne podatke. Nov je tudi način upravljanja 
z baterijo, s katerim naj bi baterija trajala dlje. Ko se kapaciteta baterije sprazni na 15 
%, se vključi način za varčevanje baterije in omogoča še približno 90 minut 
dodatnega delovanja. Nov je tudi način za razporejanje opravil, ki razdeli opravila 
sistema tako, da se izvedejo v kasnejšem času ali pod specifičnimi pogoji, kot so 
polnjenje telefona ali povezava z brezžičnim omrežjem. 
3.3  Komponente Android aplikacij 
Vse komponente se nahajajo v datoteki AndroidManifest.xml, ki je eden izmed 
najpomembnejših delov Android projekta. Aplikacija je sestavljena iz štirih ključnih 
delov: 
 aktivnost (angl. activity), ki predstavlja eno izmed konkretnih oken 
aplikacije, s katero lahko uporabniki upravljajo, da se izvede neko 
opravilo, kot je na primer pošiljanje sporočila ali fotografiranje. Vsaka 
aplikacija je običajno sestavljena iz več aktivnosti. Ena aktivnost je 
vedno definirana kot primarna, iz katere lahko nato ustvarimo novo 
aktivnost, ki ni odvisna od prejšnje. Novo pa začnemo z objektom 
namere (ang. intent), ki opisuje njen zagon ter vsebuje potrebne 
podatke, 
 storitev (angl. service), ki lahko izvaja dolgotrajne operacije v ozadju 
in nima uporabniškega vmesnika. Storitev lahko uporabimo za 
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enkratno operacijo (na primer za prenos datoteke z objektom namere, 
da začne storitev), 
 ponudniki vsebine (angl. content providers), ki omogočajo 
poizvedovanje in shranjevanje podatkov v datoteke, baze podatkov ali 
na katera druga mesta. So standardni vmesniki, ki povezujejo podatke 
v enem procesu, koda pa se izvaja v drugem, 
 sprejemniki obvestil (angl. broadcast receivers), ki skrbijo za 
sprejemanje sporočil od drugih aplikacij ali sistemskih storitev (na 
primer obvestilo o polnjenju naprave). Vsako sporočilo je dostavljeno 
v obliki objekta namere [24]. 
3.4  AndroidManifest.xml datoteka 
Vsaka aplikacija mora imeti datoteko AndroidManifest.xml, ki vsebuje ključne 
informacije o aplikaciji. To so vse informacije, ki jih mora imeti sistem preden lahko 
kodo sploh poženemo. Te informacije so: 
 poimenovanje Java paketa, ki služi kot unikatni identifikator 
aplikacije, 
 opis komponent aplikacije (aktivnosti, storitve, sprejemniki obvestil in 
ponudniki vsebine). Poimenujejo se razredi, ki implementirajo 
posamezne komponente, in objavijo njihove zmogljivosti. Te 
deklaracije obvestijo sistem, katere so komponente in pod kakšnimi 
pogoji jih lahko uporabljamo, 
 določitev, kateri procesi bodo vsebovali programske komponente, 
 deklariranje dovoljenj, ki jih mora vsebovati aplikacija za dostop do 
zaščitenih delov in interakcijo z drugimi aplikacijami, 
 dodajanje dovoljenj, ki jih morajo imeti drugi za interakcijo z 
aplikacijo, 
 podajanje  razredov, ki omogočajo oblikovanje in ostale informacije, 
ko je aplikacija aktivna. Te deklaracije se pokažejo v datoteki 
AndroidManifest.xml tekom razvoja in testiranja in se odstranijo 
preden je aplikacija objavljena, 
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 določanje minimalnega nivoja oziroma verzije Androida, 
 vsebina knjižnic, ki jih aplikacija potrebuje za delovanje [25]. 
V naši aplikaciji smo v datoteki AndroidManifest.xml dodali več aktivnosti, da 
smo s pritiskom na vsak gumb odprli novo okno. Orientacijo ekrana smo nastavili 
tako, da je bila vedno v načinu portret, kar pomeni, če smo telefon zavrteli, je ostala 
aplikacija še vedno v isti orientaciji. Najbolj pomembna so bila dovoljenja, da ima 
aplikacija dostop do interneta. Kasneje smo potrebovali tudi dovoljenja za 
shranjevanje datotek na telefon in njihovo branje. Dovoljenja, ki smo jih morali 
vključiti so bila: 












V tabeli 1 se nahajajo vsi elementi, ki se lahko pojavijo v Manifest datoteki. V 
datoteko ne moremo dodajati svojih elementov ali atributov. 
 
Tabela 1 Elementi AndroidManifest.xml datoteke 
Element Opis V katerem bloku se 
nahaja 
<action> Opisuje akcijo, dodeljeno 
<intent-filter> elementu, ter 
mora obvezno vsebovati vsaj en 
<action>  element. 
<intent-filter> 
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<activity> Deklarira aktivnost, ki 
implementira del vizualnega 
uporabniškega vmesnika. Vse 
morajo biti predstavljene. 
<application> 
<activity-alias> Namestna aktivnost. <application> 
<application> 
 
Vsebuje podelemente, ki 
deklarirajo vse komponente 
aplikacije, in ima atribute, ki 
lahko vplivajo na vse 
komponente. 
<manifest> 
<category> Doda ime kategorije intent 
filtru. 
<intent-filter> 
<data> Doda specifikacije intent filtra. <intent-filter> 
<grant-uri-permission> Specificira, kateri podatkovni 
podseti so dostopni ponudnikom 
vsebine. 
<provider> 
<instrumentation> Deklarira razred, ki nam 
omogoča pregled interakcije 
aplikacije s sistemom. 
<manifest> 
<intent-filter> Določa tipe intentov, na katere 
se lahko aktivnosti, storitve ali 





<manifest> Korenski element, ki definira 
komponente. Vsebovati mora 
<application> ter določiti 
xmlns:android in package. 
 
<meta-data> Ime/vrednost par za dodatni in 
poljubni podatek, ki je lahko 
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<permission> Deklarira varnostntna 
dovoljenja, ki so lahko 
uporabljena za omejen dostop 
do določenih komponent.  
<manifest> 




<permission-tree> Deklarira in kontrolira bazno 
ime za drevo dovoljenj.  
<manifest> 
<provider> Določa ime ponudnika vsebine. <application> 
<receiver> Deklarira prejemnika obvestila, 
ki omogoča aplikacijam, da 
sprejemajo intente tudi, če 
aplikacija ni vklopljena. 
<application> 
<service> Definira storitve kot 
komponente aplikacije. 
<application> 
<support-screens> Omogoča izbiro velikosti 
ekrana, ki jo aplikacija podpira. 
<manifest> 
<uses-configurtion> Predlaga, katere strojne in 
programske dele aplikacija 
potrebuje. 
<manifest> 
<uses-feature> Deklarira posamezno strojno ali 
programsko lastnost. 
<manifest> 
<uses-library> Specificira knjižnico, s katero 
mora biti aplikacija povezana. 
<application> 
<uses-permission> Zahteva dovoljenj, ki jih mora 
imeti aplikacija za pravilno 
delovanje. 
<manifest> 
<uses-sdk> Možnost preverjanja 
kompatibilnosti (API nivo).  
<manifest> 
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3.5  Priprava uporabniškega vmesnika Eclipse in Android Studia 
Eclipse je integrirano razvojno okolje, s katerim smo začeli izdelovati 
aplikacijo. Nato smo uporabljali tudi Android Studio, ki je novejše orodje in je 
narejen specifično za razvijanje Android aplikacij. Pred uporabo je bilo potrebno 
pripraviti oba programa, da sta pravilno delovala.  
Najprej je bilo treba s spleta prenesti Eclipse in programsko razvojno orodje (angl. 
Software Development Kit – SDK) z vtičnikom za razvoj (angl. Android 
Development Tool - ADT) za našo verzijo operacijskega sistema, ki je bila Windows 
7 32-bit. Nato smo preverili še integriteto podatkov z algoritmom (angl. Message 
Digest Algorithm - MD5), ki je 32-mestna šestnajstiška številka. S programom za 
pravilni prenos bitov smo preverili, da nismo prenesli napačnih. Nato smo rabili še 
implementacijo Java platforme (ang. Java Development Kit - JDK) za našo verzijo 
operacijskega sistema, ki ga po registraciji prenesemo iz spleta. Inštalirali smo SDK 
in JDK. Nato smo morali nastaviti še SDK, v katerem lahko izberemo, za katere 
verzije Androida bomo namestili platformo. Na koncu v Eclipsu odpremo nov 
projekt in si nastavimo perspektivo.  
Za uporabo Android Studia prenesemo program za naš operacijski sistem. Prav 
tako potrebujemo JDK. V kolikor se nam pri odprtju Android Studia pojavi napaka, 
da inštalacija JDK ni najdena, jo dodamo ročno. Kliknemo start in z desnim klikom 
na mapo računalnik izberemo lastnosti. Nato izberemo dodatne nastavitve sistema in 
spremenljivke okolja. Za konec dodamo novo spremenljivko, ki ji damo ime 
JAVA_HOME, za vrednost spremenljivke pa damo lokacijo, kamor smo inštalirali 
JDK. 
Za testiranje naših aplikacij lahko uporabljamo pametni telefon ali virtualno 
napravo oziroma emulator. V primeru uporabe pametnega telefona moramo na 
računalnik namestiti usb gonilnik za uporabljen telefon. V nastavitvah moramo 
usposobiti možnosti za razvijalce. Na novejših  telefonih to storimo tako, da gremo v 
nastavitve in izberemo o napravi. Nato sedemkrat kliknemo na številko gradnje in 
tako omogočimo možnosti za razvijalce, kjer vklopimo še usb razhroščevanje. 
V kolikor uporabljamo virtualno napravo, moramo najprej v SDK prenesti in 
inštalirati ARM ali Intel centralno procesorsko enoto (angl. Central Processing Unit 
– CPU) za uporabo v emulatorju. Nato kreiramo novo virtualno napravo. Na sliki 
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številka 8 vidimo nastavitve virtualne naprave. Izberemo tip in model naprave, ki je 
lahko telefon, tablica, televizija ali pametna ura. Nastavimo tudi verzijo Androida, s 
katerim bomo imeli opravka. Vklopimo lahko tudi sprednjo ali zadnjo kamero. 
Najbolj pomembno je, koliko spomina damo virtualni napravi na voljo, saj 
razpolagamo z omejeno količino. Nekaj ga uporablja sam operacijski sistem, nekaj 
pa Eclipse ali Studio. Od tega je odvisno, kako dolgo se emulator zaganja in kako 
hitro se odziva. Spreminjamo lahko tudi velikost notranjega in zunanjega 
pomnilnika. V virtualno napravo nato nalagamo in testiramo našo aplikacijo. Hitrejši 
način je, da uporabljamo kar pametni telefon. Prednost virtualne naprave je, da lahko 
našo aplikacijo preverimo na različnih modelih telefonov in tablic.
Slika 8 Konfiguracija virtualne naprave 
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4  Aplikacija MyEHR 
Na začetku si je bilo treba zamisliti videz aplikacije. Po nekaj popravkih smo 
se odločili, da imamo za vsak podatek gumb, s katerim nato odpremo novo aktivnost. 
V novi aktivnosti imamo črto za vnos podatkov ter gumb pošlji. Podatki, ki smo jih 
lahko pošiljali, so bili pritisk, glukoza, masa, saturacija ali nasičenost kisika, 
temperatura ter višina. Aplikacija je namenjena posameznikom, ki želijo spremljati 
svoje zdravstvene podatke in jih deliti v elektronsko zdravstveno datoteko, kjer jih 
lahko spremlja tudi zdravnik in ob kakšnih odstopanjih ustrezno ukrepa. 
4.1  Arhitektura sistema 
Arhitektura je sestavljena iz pametnega telefona, strežnika Think!EHR ter 
strežnika Laboratorija za telekomunikacije Fakultete za elektrotehniko, kot vidimo iz 
slike 9. Pametni telefon mora imeti operacijski sistem Android ter povezavo z 
internetom. Iz telefona pošljemo podatek na platformo Think!EHR, iz katere dobimo 
odgovor, ali je bil podatek sprejet. Nato se podatki iz strežnika Think!EHR pošljejo 
na spletno stran http://desa.ltfe.org/ThinkEHR/phr/ na strežniku laboratorija, kjer 
dostopamo do svojih podatkov.  
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4.2  Komunikacija med odjemalcem in strežnikom 
Komunikacija temelji na arhitekturi REST in formatu JSON. Za dostop do 
EHR moramo poznati uporabniško ime in geslo ter tudi unikatni identifikator, kar 
omogoča varnost dostopa. Najprej moramo dobiti identifikator seje (angl. session 
identification), da sploh lahko pošiljamo v platformo. Podatek pošljemo na oddaljen 
strežnik z metodo pošlji (angl. post) iz REST arhitekture. V primeru, da bi želeli 
prebrati podatke iz EHR, pa bi uporabili metodo preberi (angl. read). Zahtevek 
pošljemo na spletni naslov (angl. Uniform Resource Locator – URL), ki ga 









         Ko imamo identifikator seje, moramo narediti še en zahtevek z isto metodo, ki 
ga dobimo iz pacientovega identifikatorja (angl. EHR Identification – EHR Id), ki ga 
ima vsak pacient unikatnega. EHR Id, ki smo ga uporabili je bil patientIdEhr  = 
9a861d40-3a98-43ad-b07d-1da9f5a3d886. Nato dodamo še arhetip v obliki JSON za 
podatke, ki jih želimo pošiljati. Na razpolago imamo podatke o glukozi in podatke o 
vitalnih znakih. 
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Ter primer za vitalne znake: 
 "https://rest.ehrscape.com/rest/v1/composition?ehrId="+patientIdEh
r + "&templateId=Vital%20Signs&format=FLAT&committer="; 
 
Za vsak zahtevek mora biti v pravilni obliki tudi JSON. V aplikaciji je za glukozo  v 
obliki: 
 











:0/result_context|code", " "); 
("blood_glucose_test/blood_glucose_test_result:0/device:0/device_name", " "); 
("blood_glucose_test/blood_glucose_test_result:0/device:0/type", " "); 
 
Vrednosti JSON, ki smo jih uporabili: 
 vnesemo lahko jezik, ki je bil angleščina ter teritorij, ki je bil ves čas 
SI kot Slovenija,  
 nato smo morali uporabiti časovni format, ki smo ga definirali isto za 
obe obliki JSON, ter ga nato samo poklicali, 
 StringdateFormatForEhr() 
{ 
    //2015-7-7T13:21Z 
    Date timestamp = Calendar.getInstance().getTime(); 
    SimpleDateFormat formatDate = new SimpleDateFormat("yyyy-MM-




   return formatDate.format(timestamp).toString(); 
} 
 vrednost glukoze in čas meritve smo v aplikaciji vnesli sami,  
 kodo konteksta, ime ter tip naprave pa nismo spreminjali. Če za 
vrednosti uporabimo samo prazne narekovaje " ", to pomeni, da nismo 
pošiljali podatka oziroma prazno vrednost.  













Za vrednosti JSON smo lahko vnesli: 
 jezik in teritorij, ki sta enaka kot pri prejšnji obliki, 
 časovni format, ki je tudi isti, 
 v aplikaciji pa smo sami vnesli podatke za višino, maso, temperaturo 
v °C, zgornji in spodnji pritisk ter saturacijo kisika. V zgornjem 
slučaju je primer, ko smo sami lahko vnesli zgornji in spodnji pritisk. 
Iz slike 10 lahko vidimo zaporedje dogodkov. Najprej naredimo zahtevek, da 
dobimo identifikator seje, ki je viden na sliki 10 pri postDataToEhr: 0b2dc614-
d3d6-498f-8dc7-134ef68db598. Nato naredimo še en zahtevek na URL s 
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pacientovim EHR Id in s pravilno obliko formata JSON, ki je tudi izpisan na sliki kot 








Iz Http JSON FINAL vidimo, da smo v tem primeru poslali maso, katere 
vrednost smo vnesli 88 kg. Nazadnje dobimo še odgovor strežnika s kodo 201, ki 
pomeni, da je bil podatek sprejet. 
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4.3  Izgled in delovanje aplikacije 
Ko odpremo aplikacijo, imamo gumbe pritisk, glukoza, masa, saturacija kisika, 
temperatura in višina. Na vrhu aplikacije imamo indikator, ali smo povezani v splet, 
saj brez tega ni mogoče pošiljati podatkov. Glavno okno aplikacije je sestavljeno iz 
gumbov. S klikom na enega izmed njih odpremo novo aktivnost, v kateri lahko nato 
vnesemo vrednost meritve. S klikom na prazno črto se nam odpre številčnica. V 
primeru, da pritisnemo na gumb pošlji, preden smo vnesli rezultate, se nam pokaže 
obvestilo vnesite podatke. Prav tako je omejeno število znakov, ki jih lahko vnesemo 
tako, da je smiselno. Na primer pri pritisku je omejeno na tri znake, saj vrednost 
meritve ni nikoli več kot trimestno število. Ko pa podatek vnesemo in nato pošljemo, 
se nam prikaže obvestilo poslano. S klikom na gumb rezultati pa se nam odpre 
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5  Test odzivnega časa  
Naredili smo test odzivnega časa, da smo preverili, kako deluje sistem pri 
različnem številu poslanih podatkov. Preizkusili smo sistem, če bi želeli nek 
zdravstveni podatek spremljati zelo podrobno. V primeru, da bi spremljali srčni utrip, 
bi morali poslati od 60 do 100 podatkov v eni minuti. V kolikor pa bi spremljali srčni 
utrip med aktivnostjo, pa tudi do 200 [26]. Zanimalo nas je, kaj se zgodi, če bi želeli 
kaj spremljati še bolj podrobno, v še manjših intervalih. To smo preverili tako, da 
smo poslali 60, 120, 240, 600 ali 1200 paketov v eni minuti. Merili smo celoten 
odzivni čas, ki je sestavljen iz odzivnega časa aplikacije, omrežja in strežnika. Nato 
moramo dodati še čas, da se nam odpre spletna stran, kjer te podatke vidimo. To traja 
od 3 do 7 sekund, odvisno od naše povezave. Iz uporabniškega vidika je zmogljivost 
sistema prav odzivni čas. Določili smo tudi stopnjo napake, da ne dobimo odgovora 
strežnika na poslan podatek. Želimo, da bi bila izguba paketov 0 %, saj vse kar je nad 
to mejo pomeni izgubo podatkov [27]. Najbolj pogost razlog, da pride do izgube 
paketov je zamašitev omrežja. 
Eno minuto smo v različnih časovnih intervalih pošiljali različne vrednosti 
glukoze in merili odzivni čas. Glukozo smo izbrali samo zaradi načina, kako se 
beleži v EHR, da vidimo naše meritve tudi v tabeli. Različne vrednosti smo pošiljali 
tako, da smo sprogramirali naključno funkcijo, ki je pošiljala vrednosti med 4 in 8. 
To smo izmerili za časovne intervale 1 s, 500 ms, 250 ms, 100 ms in 50 ms. Za vsak 
interval smo ponovili 5 meritev, nato pa izračunali povprečje ter narisali grafe. Teste 
smo za primerjavo opravili na dveh telefonih na isti brezžični internetni povezavi. 
Aplikacija pri intervalih 100 ms in 50 ms od začetka ni uspela pošiljati podatkov v 
točnih intervalih, ampak so bili ti še manjši. Strežnik se je zapolnil in posledično so 
na začetku višji odzivni časi. Na teh prvih nekaj sekund pošiljanja, bi lahko gledali 
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kot na nek prehodni pojav in ga iz rezultatov tudi izrezali, vendar smo se odločili to v 
rezultatih pustiti, saj se največja razlika med telefonoma najbolj vidi prav v prvih 5 
sekundah. Prvi telefon je bil Samsung Galaxy A3, ki ima štiri jedrni 1.2 GHz 
procesor z 1.5 GB delovnega pomnilnika. Drugi pa je bil Huawei P8 z osem jedrnim 
2,0 GHz procesorjem in 3 GB delovnega pomnilnika.  
Rezultate smo shranjevali v tekstovno datoteko na telefon, ki smo jo pripravili 
v aplikaciji, in sicer v obliki, kot jo vidimo v tabelah 2 in 3. Za vsak poslan podatek 
smo izpisali tudi identifikator niti (angl. thread identification), ki je neka naključna 
številka. Ta se z vsakim poslanim paketom naključno povečuje, saj se vsak podatek 
pošlje v svoji niti. Tako smo točno videli, za kateri poslan podatek je kateri odgovor. 
Identifikatorje smo nato razporedili po velikosti in tako smo dobili za vsak poslan 
zahtevek odgovor strežnika na dani zahtevek. To je prišlo do izraza pri manjših 
intervalih, pri katerih telefon prvih nekaj sekund ni uspel pravilno pošiljati paketov, 
in pri primerih, ko so bili odzivni časi daljši od intervala pošiljanja. Pri vsakem 
poslanem podatku smo naredili časovni žig, kot pretečen čas v milisekundah od 
1.1.1970 ob 00:00:00 ali znan kot Unix time. Pri vsakem odgovoru smo izpisali samo 
časovno razliko med poslanim paketom in odgovorom strežnika. Za primer je v 
tabeli 2 prikaz izpisa v tekstovni datoteki za telefon Samsung med intervalom 




Tabela 2 Primer zapisa v .txt datoteku na telefonu Samsung pri intervalu 1s 
Minute:sekunde:stotinke Post/Reply Identifikator Čas v ms 
00:56:367 Post 31699 1449820856367 
00:56:553 Reply 31699 186 
00:57:368 Post 31711 1449820857368 
00:57:556 Reply 31711 188 
00:58:379 Post 31720 1449820858378 
00:58:554 Reply 31720 176 
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5.1  Rezultati 
V tabelah na naslednji strani vidimo minimalne in maksimalne povprečne 
odzivne čase za vse intervale, in sicer v tabeli 4 za telefon Samsung, v tabeli 5 pa za 
telefon Huawei. Vidimo, da je minimalni povprečni odzivni čas pri obeh telefonih in 
pri vseh intervalih približno enak. Maksimalni povprečni odziv pa se kar razlikuje. 
Pri intervalih pošiljanja 250 ms, 100 ms in 50 ms je nekaj paketov, ki imajo večji 
odzivni čas od 1 sekunde, kar pa je glede na število poslanih zelo mali odstotek. 
Težko točno določimo, zakaj pride do večjih odzivnih časov, a se moramo zavedati, 
da smo opravili za vsak interval meritve petkrat. Zaradi tega je lahko vmes prišlo do 
motnje na brezžični povezavi ali na sami prenosni poti. Na strežnik in povezavo 
nismo imeli vpliva. 
   
Tabela 3 Primer zapisa v .txt datoteki na telefonu Samsung pri intervalu 100 ms 
Minute:sekunde:stotinke Post/Reply Identifikator Čas v ms 
15:23:926 Post 8714 1449825323926 
15:23:981 Reply 8712 154 
15:24:033 Post 8716 1449825324033 
15:24:072 Reply 8714 145 
15:24:145 Post 8718 1449825324145 
15:24:170 Reply 8716 137 
15:24:236 Post 8722 1449825324236 
15:24:281 Reply 8718 136 
15:24:337 Post 8726 1449825324337 
15:24:379 Reply 8722 136 
15:24:435 Post 8728 1449825324435 
15:24:474 Reply 8726 137 
15:24:532 Post 8730 1449825324532 
15:24:595 Reply 8728 159 
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odzivni čas v 
ms 
1 s 60 153 383 
500 ms 120 163 606 
250 ms 240 151 1564 
100 ms 600 141 6478 










odzivni čas v 
ms 
1 s 60 154 199 
500 ms 120 155 375 
250 ms 240 150 1960 
100 ms 600 139 3363 
50 ms 1200 122 7235 
Tabela 4 Meritve s telefonom Samsung 
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5.2  Grafi 
Na y-osi grafa imamo odzivne čase v milisekundah, na x-osi pa je število 
poslanih paketov od prvega do zadnjega.  
Iz grafa številka 1 vidimo, da so odgovori pri telefonu Samsung nekoliko 
hitrejši, v povprečju za 20 ms. Pri obeh telefonih se giblje odzivni čas med 150 ms in 
200 ms, razen pri telefonu Huawei dvakrat prestopi čez 250 ms.  
 
Graf 1 Odzivni čas interval 1 s 
 
  
66 5  Test odzivnega časa 
 
 
Na grafu številka 2 vidimo, da so povprečni odzivni časi med 150 ms in 200 
ms z nekaterimi odstopanji do 370 ms. Le en paket je dobil odgovor po nekaj več kot 
600 milisekundah. Razlika med telefonoma je približno enaka kot pri intervalu 1 
sekunda. V povprečju 20 ms je pri Samsung telefonu odgovor strežnika hitrejši.  
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Pri intervalu pošiljanja 250 ms pa že pride do malo večjih odzivnih časov. 
Največji je malo manj kot dve sekundi. Zaradi velikega števila meritev se lahko 
vmes pojavi kakšna motnja, večinoma pa so vsi odzivi med 150 ms in 300 ms pri 
obeh telefonih, kot je razvidno iz grafa številka 3. Odzivi telefona Huawei so spet v 
povprečju 20 ms daljši.  
 
Graf 3 Odzivni čas interval 250 ms 
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Iz spodnjega grafa številka 4 vidimo, da so odgovori na začetku bolj zakasnjeni 
kot pri prejšnjih intervalih. Telefon rabi nekaj sekund, da začne pošiljati v točnih 
intervalih, prav tako pa s strani strežnika na začetku ni instantnih odgovorov. Pri 
telefonu Huawei so odzivni časi na začetku manjši. Kasnejši odgovori pa so spet med 
150 in 300 ms pri obeh telefonih in tudi ni več razlike, da so pri telefonu Samsung 
odgovori v povprečju za 20 ms hitrejši. Kakšen odgovor je zakasnjen tudi za 3s, 
največ za skoraj 7s pri telefonu Huawei, ampak to predstavlja le majhen odstotek 
vseh poslanih paketov.  
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Pri intervalu pošiljanja 50 ms je na grafu številka 5 razvidno, da so odzivni časi 
na začetku spet manjši pri telefonu Huawei, kar pomeni, da je pri manjših intervalih 
pošiljanja telefon z boljšim procesorjem ter delovnim pomnilnikom hitreje obdelal 
podatke in je rabil tudi manj časa, da so bili odzivni časi spet povprečni. Po približno 
petih sekundah pošiljanja so odzivni časi spet med 150 in 250 ms pri telefonu 
Huawei, pri telefonu Samsung pa po osmih. Nekaj odgovorov je zakasnjenih 
nekoliko več, a spet le majhen procent glede na število vseh poslanih paketov.  
 
Graf 5 Odzivni čas interval 50 ms 
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5.3  Komentar rezultatov 
Iz meritev vidimo, da je strežnik uspel odgovoriti na vsak paket, ki smo ga 
poslali. To pomeni, da smo zadostili našemu pogoju 0 % izgubljenih paketov. Test je 
šel po naših pričakovanjih. Zaradi velike količine poslanih paketov pri intervalih 50 
ms in 100 ms sama aplikacija od začetka ni uspela pošiljati v točnih intervalih, 
ampak so bili ti izrazito manjši in je trajalo nekaj sekund, da so se vzpostavili 
pravilno. Zapolnil se je tudi strežnik, zato so bili odgovori na začetku nekoliko 
zakasnjeni. Ta del meritev bi lahko odrezali in nanj gledali kot nek prehoden pojav, 
vendar se v tem območju najbolj vidi razlika med telefonoma. Preverili smo tudi, 
kateri je najmanjši možen interval pošiljanja. Pri intervalu 10 ms se je aplikacija 
zaradi čakalne vrste za oddajo, pri obeh telefonih prisilno zaustavila. Razlika med 
telefonoma je majhna, razen pri intervalih 100 ms in 50 ms vidimo na začetku pri 
telefonu Huawei nekoliko manjše odzivne čase, ki so posledica boljšega procesorja 
in delovnega pomnilnika. Ugotovili smo, da bi bilo možno spremljati naše podatke 
tudi zelo podrobno, brez da bi se kakšen podatek izgubil. Uporabnik lahko normalno 
dostopa do rezultatov, saj so odzivni časi sistema veliko manjši od časa nalaganja 
spletne strani. Vidimo, da je to najbolj odvisno od naše internetne povezave in 
posledično od hitrosti spletne strani. 
  




6  Zaključek 
V sklopu diplomskega dela je uspešno realizirana mobilna aplikacija, s katero 
pošiljamo zdravstvene podatke v elektronsko zdravstveno kartoteko Think!EHR. 
Med razvojem aplikacije je bila v pomoč ogromna podpora in veliko literature na 
temo izdelovanja aplikacij. Veliko lahko pridobimo tudi iz primerov kod in že 
narejenih aplikacij, saj je Android odprtokoden sistem. Prav tako nam razvojno 
okolje Android Studio olajša izdelavo grafičnega zgleda aplikacije. Največji problem 
med razvojem je bil vzpostaviti komunikacijo s strežnikom, da je sprejel naše 
podatke. Razvoj aplikacije ni privedel le do zaključka naloge, ampak tudi do idej za 
nadgradnjo. Na primer, da bi iz nekega senzorja preko brezžične povezave prenesli 
meritve v telefon in jih ne bi bilo treba vnesti ročno. V kolikor bi želeli spremljati 
kakšne meritve tudi zelo podrobno, nekajkrat v sekundi, bi na podlagi ugotovitev 
preizkusa tudi to bilo izvedljivo. 
V prihodnosti se bo uporaba aplikacij v povezavi z elektronsko zdravstveno 
datoteko razširila na vse več uporabnikov, s čimer bomo dobili spremenjen 
zdravstveni sistem, kot ga poznamo trenutno. S podrobnejšim spremljanjem naših 
zdravstvenih podatkov, bomo poskrbeli za večjo preventivo nastanka raznih bolezni. 
Zaradi bolj transparentnega spremljanja naših podatkov ter bolj učinkovito 
predstavitvijo le teh bodo predvsem bolje vidna odstopanja vrednosti od dovoljenih 
mej. Posledično bomo prej ugotovili naše probleme in začeli s pravočasnim 
zdravljenjem. Elektronsko zdravje se lahko zanaša na obstoječo tehnologijo in 
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