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A szakdolgozat egy olyan web-alkalmazás megvalósítását célozza, amely egy 
továbbfejlesztett funkciókkal ellátott, grafikus kezelőfelületet biztosít a „Scapy” [1] nevű, 
Python-ban írt hálózati csomagépítő és -manipuláló eszköznek. Az alkalmazást ezért 
WebScapy-nek neveztem el 
A WebScapy felhasználói hálózati csomagokat építhetnek fel az ismert hálózati modellek 
struktúrája alapján (OSI modell, TCP-IP modell). 
 
ábra 1: OSI modell 
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A WebScapy elsősorban kiberbiztonsági szakemberek, rendszergazdák, illetve betörési 
tesztelők számára lehet hasznos. Kezelőfelületének köszönhetően a felhasználó 
programozási ismeretek nélkül építhet és küldhet testreszabott hálózati csomagokat. 
Az alkalmazás technikai felépítése három fő komponensből áll: 
• „Back-end” szerver: Ez a szerver végzi a csomagok felépítését, küldését, illetve az 
összes egyéb logikai műveletet az alkalmazásban. A kiszolgáló egy „REST API” -t 
biztosít a „Front-end” komponens számára. 
• „Front-end” szerver: Feladata a felhasználó számára is megjelenő felület 
kiszolgálása, gyakorlatilag egy webszerver, amelyen keresztül elérhető a WebScapy 
alkalmazás, amely a fent említett „REST API” -val kommunikál. 
• Adatbázis szerver: Az alkalmazás a felhasználó által készített csomagok és egyéb 
adatok tárolására egy adatbázist használ. 
Ez a dokumentáció tartalmaz egy felhasználói leírást, amely bemutatja, hogy hogyan kell a 
felületet és a funkciókat használni. Ezután található egy fejlesztői dokumentáció, amely 
leírja a fejlesztésnél figyelembe vett szempontokat, az alkalmazott technikai részleteket, a 
kód felépítését és a tesztelésnél vizsgált eseteket. 
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2 Felhasználói dokumentáció 
2.1 Telepítés 
2.1.1 Ajánlott rendszerkövetelmények 
• Linux (debian alapú) operációs rendszer 
• Python 3 környezet 
• Firefox böngésző 
2.1.2 Környezet kialakítása 
Az alkalmazást nem szükséges telepíteni mivel a „back-end” szerver Python nyelven 
íródott, ugyanakkor biztosítani kell a szükséges környezetet. 
Az összes felhasznált Python modul és kód támogatja a Windows és Linux operációs 
rendszereket egyaránt, ugyanakkor a fejlesztés és tesztelés Linux környezetben zajlott, így 
a hibamentes működéshez az utóbbi szükséges. A környezet kialakításához a következő 
lépések szükségesek: 
• Linux terminál indítása „root” jogokkal (szükséges a csomagok kezelése miatt) 
• Python virtuális környezet létrehozása, verzióütközések elkerülésének érdekében 
python3 -m venv webscapy_environment 
•  a virtuális környezet aktiválása 
source webscapy_environment/bin/activate 
• szükséges modulok telepítése a virtuális környezetben 
pip install -r requirements.txt 
• alkalmazás futtatása 
./run.sh 
Az alkalmazás alap konfigurációban egy SQLite adatbázist használ, ugyanakkor támogatja 
a MySQL, PostgreSQL, Oracle és Microsoft SQL Server technológiákat is. Az adatbázis 
konfigurációról a Fejlesztői dokumentáció részben lehet többet megtudni. 







ábra 2: Menü-sáv 
A felület a következő hat fő részre van tagolva a felső menü-sáv segítségével (ábra 2). 
2.2.1 Layer Editor 
 
ábra 3: "Layer Editor" felület áttekintése 
A “Layer Editor” felület szolgál új rétegek építésére és azok kezelésére (ábra 3). A 
baloldalon található lista segítségével kiválaszthatók a mezőtípusok, a réteghez adáshoz. 
A lista szűrhető a „Search” feliratú sáv segítségével, ilyenkor csak azok a mezőfajták 
jelennek meg, amelyek tartalmazzák a megadott karaktereket. A hozzáadás a sáv melletti 
„Add” gombbal történik. 
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A „Layer name” feliratú sáv a réteg elnevezésére szolgál, ez szükséges a réteg 
elmentéséhez az adatbázisban. Így később felhasználható lesz a „Sender” felületen. 
 
ábra 4: Réteg építő felület 
A réteg megjelenítése fa szerkezetben történik (ábra 4). Minden mező egy sorként jelenik 
meg, az elején egy nyíllal, amellyel megjeleníthetők a beállításai. Ezt követi a mező neve, 
majd egy papírkosarat ábrázoló ikon, a mező törlésére. Az egyes mezők jellemzőit és 
felhasználását, illetve a rétegek helyes paraméterezését nem tartalmazza ez a dokumentum, 




ábra 5: Mező törlés megerősítése 
A törlést a „Delete” -gombbal tudjuk megerősíteni. 
 
ábra 6: Réteg mentés, betöltés 
A “Clear Layer” gomb segítségével kiüríthető a rétegépítő felület, így nem kell egyenként 
törölni a már hozzáadott elemeket (ábra 6). A „Save Layer” gomb segítségével elmenthető 
a felépített réteg (ábra 6). Ez csak abban az esetben történik meg, ha a réteget előtte 
elnevezzük a „Layer name” beviteli mező által. 
 
ábra 7: Figyelmeztetés felülírás előtt 
Az elmentett rétegeket az így megadott név azonosítja, így amennyiben a felhasználó már 
létező nevet ad meg az alkalmazás egy figyelmeztető üzenetet mutat számára a művelet 




ábra 8: Csomag betöltő ablak 
A „Load Layer” gomb szolgál a már elmentett rétegek betöltésére. A megjelenő ablakban 
egy szűrhető listából választható ki a réteg, majd a „Load” gombbal véglegesíthető a 
választás (ábra 8). Az elmentett, helyesen kitöltött rétegek használhatóvá válnak a „Sender” 
felületen. Ugyanebben az ablakban van lehetőség az elmentett rétegek törlésére is, a név 
melletti papírkosár ikon segítségével. A felhasználónak ebben az esetben is meg kell 
erősítenie a törlési műveletet egy felugró ablakban. 
 
ábra 9: Hibaüzenet 
Abban az esetben, ha a felhasználó hibásan tölti ki a réteg adatait, a mentés során 





ábra 10: "Sender" felület áttekintése 
A „Sender” felület szolgál a csomagok építésére, kezelésére és küldésére (ábra 10). A 
kapott válaszok szintén itt vizsgálhatók meg. 
 
ábra 11:Csomag építő felület 
9 
 
A bal oldalon található lista segítségével választhatók ki a használni kívánt protokollok, 
amelyek a hozzáadást követően a képernyő közepén jelennek meg kitöltésre. (ábra 11). 
A lista szűrhető a „Search” feliratú sáv segítségével, ilyenkor csak azok a protokollok 
jelennek meg, amelyek tartalmazzák a megadott karaktereket. A hozzáadás a sáv melletti 
„Add” gombbal történik. 
A „Stack name” feliratú sáv a csomag elnevezésére szolgál, ez csak abban az esetben 
szükséges, ha az adott csomagot el szeretnénk menteni az alkalmazás adatbázisában. 
 
ábra 12: Csomag kitöltő felület szerkezete 
A csomag megjelenítése fa szerkezetben történik (ábra 12). Minden protokoll egy rétegként 
jelenik meg, a sor elején egy nyíllal, amellyel megjeleníthetők a beállítható mezők. Néhány 
mező tartalmaz alapértelmezett értékeket. Ezt követi a protokoll neve, majd egy 




ábra 13: Réteg törlés megerősítése 
A törlést a „Delete” -gombbal tudjuk megerősíteni (ábra 13). 
Az egyszerűbb kezelés érdekében a rétegek mozgathatók is a listában az adott irányba 
mutató nyíl segítségével. A protokollok mezői mellett látható még egy „plusz” ikon is, 
amellyel egy újabb köztes réteget tudunk beilleszteni. 
 
ábra 14: Köztes réteg kiválasztása 
A köztes réteget egy megjelenő listából választhatjuk ki, hasonlóan a korábbiakhoz (ábra 





ábra 15: Alréteg megjelenése a felületen 
Az alréteg hasonlóan kezelhető, mint más protokollok, de itt értelemszerűen nincs 
lehetőség a mozgatásra (ábra 15). 
 
ábra 16: Küldés módszerek 
Az összeállított csomag a következő három gombbal küldhető el (ábra 16): 
• „Send” – Ezzel a gombbal a csomag küldésre kerül a hálózaton, további művelet 
végrehajtása nélkül. 
• „Send and Receive” – Ezzel a gombbal a csomag küldésre kerül a hálózaton, majd 
az alkalmazás addig várakozik, amíg egy választ nem kap vagy el nem telik az 
időtúllépés értéke. 
• „Send and Receive (layer 2)” – Az előzővel azonos funkció, de itt az OSI modell 
második rétegében szereplő protokollokat tartalmazó csomag küldhető el (például 
ARP). 




ábra 17: Folyamatban lévő küldés 
A folyamatban lévő küldést a deaktivált, szürke gombok, illetve az alattuk megjelenő, 
mozgó sáv jelzi (ábra 17). 
 
ábra 18: Válasz táblázat 
A beérkezett csomagok a képernyő jobb oldalán található táblázatban jelennek meg (ábra 
18). A táblázat első oszlopa a csomag sorszámát jelzi a beérkezéstől függően. A második 
oszlop pedig a csomagot alkotó rétegek nevéből összefűzött karakter sorozat. A táblázat 




ábra 19: A beérkezett csomag alrétegei 
Amint a felhasználó kiválaszt egy elemet a táblázatból, annak információi az alatta lévő, a 
csomagépítő felülethez hasonló, fa szerkezetben jelennek meg (ábra 19). Az itt megjelenő 
csomag nem szerkeszthető. Ha tartalmaz alréteget, akkor azok a csomag végén is 
megjelennek a gyorsabb olvashatóság érdekében. 
A választáblázat kiürítésére a jobb felső sarokban található „Clear Answer Table” gomb 
használható. 
 
ábra 20: Csomag mentés, betöltés 
A küldő gombok mellett további három gomb található (ábra 20). A “Clear Stack” gomb 
segítségével kiüríthető a csomagépítő felület, így nem kell egyenként törölni a már 
hozzáadott rétegeket. A „Save Stack” gomb segítségével elmenthető a felépített csomag. Ez 
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csak abban az esetben történik meg ha a csomagot előtte elnevezzük a „Stack name” 
beviteli mező által. 
 
ábra 21: Figyelmeztetés felülírás előtt 
Az elmentett csomagokat az így megadott név azonosítja, így amennyiben a felhasználó 
már létező nevet ad meg, az alkalmazás egy figyelmeztető üzenetet mutat számára a 
művelet megerősítésére (ábra 21). 
 
ábra 22: Csomag betöltő ablak 
A „Load Stack” gomb szolgál a már elmentett csomagok betöltésére. A megjelenő 
ablakban egy szűrhető listából választható ki a csomag, majd a „Load” gombbal 
véglegesíthető a választás (ábra 22). Ugyanebben az ablakban van lehetőség az elmentett 
csomagok törlésére is, a név melletti papírkosár ikon segítségével. A felhasználónak ebben 




ábra 23: Hiba üzenet 
Abban az esetben, ha a felhasználó hibásan tölti ki a csomagokat, küldéskor hibaüzenetet 
kaphat. Ez a képernyő alján jelenik meg (ábra 23). 
2.2.3 Sniffer 
 
ábra 24: "Sniffer" felület áttekintése 
A „Sniffer” felület célja a bejövő hálózati csomagok rögzítése és megjelenítése (ábra 24). 
 
ábra 25: "Sniffer" vezérlése 
A „Start sniffing” gombbal lehet elindítani a rögzítést, a „Stop sniffing” gombbal pedig 
megállítani (ábra 25). Az új rögzítés indítása nem törli a korábban rögzített csomagokat, 
erre a „Clear data” funkció használható. Rögzítés közben a gombok alatt megjelenik egy 
piros sáv visszajelzésként. 
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A „filter” nevű beviteli mezővel megadható a rögzítendő csomagok szűrője (ábra 25). A 
szűrő nem változtatható rögzítés közben. A szűrő a „Berkeley Packet Filter” szintaktikáját 
követi, mint a „tcpdump” [2] eszköz.  
Az „interface” legördülő menü segítségével választható ki, hogy melyik hálózati adapteren 
történjen a rögzítés (ábra 25). 
 
ábra 26: Rögzített csomagok táblázata 
Ezek alatt található a rögzített csomagok táblázata (ábra 26). A táblázat első oszlopa a 
csomag sorszáma a beérkezéstől függően. A második oszlop pedig a csomagot alkotó 
rétegek nevéből összefűzött karakter sorozat. A „Source” oszlop a csomag forrását jelöli, 
míg a „Destination” a cél IP címét tartalmazza (amennyiben létezik). A tartalom rendezhető 
az oszlopok szerinti csökkenő vagy növekvő sorrendben, ehhez a felhasználónak az adott 
oszlop fejlécére kell kattintania. A táblázat felső részén állítható be a megjelenítendő oldal 
és a sorok száma. Ezt a felhasználó az „Items per page:” legördülő menüvel, illetve a balra 




ábra 27: Rögzített csomag információi 
Az előzőekben leírt táblázatban a kiválasztott sorhoz tartozó csomag információi a táblázat 
alatti panelen jelennek meg (ábra 27). A panel fa szerkezetben jeleníti meg a csomag 
rétegeit és azok mezőit. Amennyiben a csomag tartalmaz alrétegeket, akkor az a megfelelő 
mezőben is és önálló rétegként is megjelenik a felületen. A fa egyes elemeit a sor elején 
található nyíllal lehet nyitni, illetve zárni. 
Mivel a rendszer az összes rögzített csomag információját elküldi a böngészőnek, ezért 
érdemes ezt a funkciót jól definiált filterrel használni. Ellenkező esetben a túl sok csomag 
lelassíthatja a böngészőt. A rögzítés maximálisan tíz percig futtatható. 
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2.2.4 Script Editor 
 
ábra 28: "Script Editor" felület áttekintése 
Ezen a felületen egyszerű szkripteket készíthet a felhasználó (ábra 28). Lehetősége van 
ismételt csomagküldésre több szálon, adatok szűrésére, megjelenítésére és exportálására. 
 
ábra 29: "Script Editor" vezérlő gombjai 
A felület tetején található sávban négy gombot találunk (ábra 29). A „Clear Script” gomb 
segítségével kiüríthető a szerkesztő felület és kimenet. A „Save Script” gombbal az adott 
szkriptet tudja elmenteni a felhasználó, ez csak abban az esetben történik meg ha a „Script 
name” mező ki van töltve. 
 
ábra 30: Figyelmeztetés felülírás előtt 
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Az elmentett scriptet a megadott név azonosítja, így amennyiben a felhasználó már létező 
nevet ad meg, az alkalmazás egy figyelmeztető üzenetet mutat számára a művelet 
megerősítésére (ábra 30). 
 
ábra 31: Mentett adatok betöltése 
A „Load Script” gomb szolgál a már elmentett szkriptek betöltésére. A megjelenő ablakban 
egy szűrhető listából választható ki a szkript, majd a „Load” gombbal véglegesíthető a 
választás (ábra 31). Ugyanebben az ablakban van lehetőség az elmentett szkriptek törlésére 
is a név melletti papírkosár ikon segítségével. 
Az „Export answer to JSON” gomb a megjelent eredmény JSON formátumban történő 




ábra 32: Kontroller választó lista 
A felület bal oldalán látható a „Controllers” lista, amelyből az elérhető kontrollerek 
választhatók ki (ábra 32). A következő kontrollerek érhetők el: 
• SR1 – Ezzel a kontrollerrel egy, a csomagkészítő felületen készített és elmentett 
csomagot lehet elküldeni és egy választ elmenteni kimeneti változóban. 
• SRP1 – Azonos a funkciója az „SR1” kontrollerrel azzal a különbséggel, hogy itt az 
OSI modell második rétegében szereplő protokollokat tartalmazó csomag küldhető 
el (például ARP). 
• Get Property – Ezzel a kontrollerrel egy már létrejött csomagot tartalmazó változó 
(például „SR1” kontroller kimenete) dolgozható fel. Kimenetként a megadott réteg-
mező párok értéke jeleníthető meg. 
• Repeater – Az „SR1” és „SRP1” kontrollerhez hasonló módon csomagokat lehet 
vele küldeni és válaszokat rögzíteni. Emellett a kontroller képes egy megadott réteg-
mező párt helyettesíteni a felhasználó által definiált értékekkel az elküldendő 
csomagon. 





ábra 33: Szkript szerkesztő felület 
A képernyő közepén elhelyezkedő felület a „Script Editor”, azaz a szkript szerkesztő felület 
(ábra 33). A felület tetején található a „Script name” mező, amellyel a felhasználó 
elnevezheti a szerkesztett szkriptet. A mellette jobbra elhelyezkedő „Run Script” gomb 
segítségével futtatható a szkript. Minden hozzáadott kontroller egy sorként jelenik meg a 
felületen. A sor tartalmazza a kontroller nevét, egy papírkosár ikont, amivel törölhető az 
adott kontroller, egy klónozás ikont az adott kontroller klónjának a szkripthez adásához, 
illetve egy nyilat, amivel lenyitható vagy visszazárható a kontroller. A klónozott kontroller 
tartalmazza a forrás már kitöltött mezőit. 
 
ábra 34: Törlés megerősítése 
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Törlés esetén az alkalmazás megerősítést kér a felhasználótól egy felugró ablakban (ábra 
34). A „Delete” gomb megnyomásával véglegesíthető a törlés. 
Minden kontrollernek vannak bemeneti mezői, illetve egy kimeneti mezője. A mezőknek 
jelenleg a következő hat típusa különböztethető meg: 
• Pozitív szám – Pozitív egész szám, szálak számának vagy időtúllépés értékének 
megadására. 
• Szöveg – Rövid szöveg, réteg vagy mezőnév megadásához. 
• Többsoros szöveg – Hosszabb, akár vesszővel elválasztott lista megadásához. 
• Csomag – Az alkalmazás által készített és elmentett csomagok megadásához. 
• Változó – Kimeneti vagy bemeneti változó nevének megadásához. 
• Legördülő menü – Előre definiált értékek kiválasztására. 
 
ábra 35: „SR1” és „SRP1” kontrollerek mezői 
Az „SR1” és „SRP1” kontrollerek kettő beviteli adatot várnak (ábra 35). A „Pkt” mező 
csomag típusú, kitöltésére a mező jobb oldalán található ikon használható. Ekkor a 




ábra 36: Csomag betöltésére szolgáló ablak 
A megjelenő ablakban egy szűrhető listából választható ki a csomag, majd a „Load” 
gombbal véglegesíthető a választás (ábra 36). Ugyanebben az ablakban van lehetőség az 
elmentett csomagok törlésére is, a név melletti papírkosár ikon segítségével. A 
felhasználónak ebben az esetben is meg kell erősítenie a törlési műveletet egy felugró 
ablakban. A betöltött csomag neve megjelenik a mezőben. 
A „Timeout” feliratú mező egy pozitív egész számot elfogadó beviteli mező. Az itt 
megadott szám határozza meg másodpercben, hogy meddig várjon az első válaszra a 
kontroller.  
Az „Output Variable” a kontroller kimeneti mezője. Hasonlóan a csomagmezőhöz a 




ábra 37: Változó beállítására szolgáló ablak 
A megjelenő ablak tartalmaz egy szűrhető listát a szkriptben már meglévő változókból, 
illetve egy „New Variable” feliratú beviteli mezőt, új változó megadására (ábra 37). A 
változó megadása után a „Use” gombbal véglegesíthető a döntés. 
 
ábra 38: "Get Property" kontroller mezői 
A „Get Property” kontroller segítségével egy vagy több réteg-mező páros által azonosított 
adat nyerhető ki. A kontroller három beviteli adatot vár (ábra 38). Az “Input Variable” 
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mezővel egy beviteli változó adható meg. Ennek minden esetben egy csomagnak vagy 
csomag listának kell lennie. Az „SR1”, „SRP1” és a „Repeater” kontroller kimenete 
alkalmas erre. A fent említett „SR1” kontrollerrel megegyező módon álltható be a változó. 
A „Layers” beviteli mező egy többsoros szöveg típusú változó. Itt megadható egy, illetve 
vesszővel elválasztva több réteg neve is. A „Properties” mező szintén egy többsoros szöveg 
típusú változó. Egy vagy több réteg neve is megadható, utóbbi esetben szintén vesszővel 
elválasztva. A kontroller a megadott rétegeket és mezőket a megadás sorrendjében párosítja 
össze. Ha a felhasználó azonos rétegből szeretne több mezőt megadni, akkor minden 
mezőhöz meg kell adnia ugyanazt a réteget. A felhasználó felelőssége, hogy a rétegek és 
mezők létezzenek, illetve a listák hossza azonos legyen. Rétegként alrétegek is 
megadhatók. Az „Output Variable” a kontroller kimeneti mezője. Az „SR1” kontroll, 




ábra 39: "Repeater" kontroller mezői 
A „Repeater” kontroller egy adott csomag többszöri küldésére alkalmas, egy réteg-mező 
pár által azonosított érték módosításával. Az ismétlés száma megegyezik a megadott új 
értékek számával. A kontrollernek kilenc darab beviteli mezője van (ábra 39). A „Pkt” 
változó a korábban említett „SR1” kontrollerrel megegyező módon álltható be. Az „Sr 
Type” legördülő mező segítségével választható ki a küldés módja. Ez lehet „SR1”, illetve 
„SRP1” ez a már ismert küldési módszereket jelenti, tehát az OSI modell harmadik, illetve 
második rétegében szereplő protokollokat tartalmazó csomag küldésére alkalmasak. A 
„Timeout” feliratú mező egy pozitív egész számot elfogadó beviteli mező. Az itt megadott 
szám határozza meg másodpercben, hogy meddig várjon az első válaszra a kontroller, 
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minden csomagküldés esetén. A „Thread Number” szintén egy pozitív egész számot 
elfogadó beviteli mező. Segítségével megadható a párhuzamosan futó csomagküldések 
száma.  
Fontos tudni, hogy nem minden csomag alkalmas több szálon történő küldésre. Például a 
DNS kérések esetén, a válaszra várakozó szálak egymás válaszát is rögzíthetik, így hibás 
végeredményt adva.  
A „Layer” és „Property” mezők segítségével a megváltoztatni kívánt réteg-mező páros által 
azonosított érték adható meg. A „Prefix” és „Postfix” mezők a megváltoztatni kívánt új 
érték elé és mögé fűzött karakter sorozatot definiálják. A „Repeat Value” mezővel az új 
érték adható meg, ez lehet egy darab érték, egy vesszővel elválasztott lista, illetve egy 
intervallum. Az intervallum formátuma kettő pozitív egész szám, növekő sorrendben, 
kötőjellel elválasztva. 
Néhány példa az értékekre: 
• DNS kérés 
o Prefix: <nincs megadva> 
o Repeat Value: inf.elte.hu,youtube.com 
o Postfix: <nincs megadva> 
• „TCP SYN” felderítés lokális hálózaton 
o Prefix: 192.168.0. 
o Repeat Value: 1-255 
o Postfix: <nincs megadva> 
Az „Output Variable” a kontroller kimeneti mezője. Az „SR1” kontroll kimeneti 
változójával megegyező módon állítható be. 
Az összeállított szkript a már említett „Run Script” gombbal futtatható. 
 
ábra 40: Folyamatban lévő futás 
A folyamatban lévő futást a deaktivált, szürke gombok, illetve az alattuk megjelenő, mozgó 




ábra 41: Futás eredménye 
A futás eredménye a képernyő jobb oldalán található kimeneti fában jelenik meg (ábra 41). 
A fa külső ágait a szkriptben megadott kimeneti változók adják. A fa egyes elemei a sor 
elején elhelyezkedő nyíllal nyitható és zárható. 
 
ábra 42: Kimenet exportálása 
Az „Export answer to JSON” gomb segítségével a felhasználó exportálhatja az 




ábra 43: Hiba üzenet 
Ha a felhasználó hibás szintaktikájú szkriptet próbál futtatni, akkor a rendszer vagy hiba 
üzenettel, vagy hibás eredménnyel tér vissza (ábra 43). 
2.2.5 Network 
 
ábra 44: "Network" felület áttekintése 
Ezen a felületen hálózattal kapcsolatos pluginokat futtathat a felhasználó (ábra 44). 
 
ábra 45: Network felület vezérlő gombjai 
A felület tetején található sávban öt gombot találunk (ábra 45). A „Clear Data” gomb 




ábra 46: Mentett adatok betöltése 
A „Load Data” gomb szolgál a már elmentett hálózati adatok betöltésére. A megjelenő 
ablakban egy szűrhető listából választható ki az adat, majd a „Load” gombbal 
véglegesíthető a választás (ábra 46). Ugyanebben az ablakban van lehetőség az elmentett 
adatok törlésére is a név melletti papírkosár ikon segítségével. 
 
ábra 47: Törlés megerősítése 
A felhasználónak meg kell erősítenie a törlési műveletet egy felugró ablakban (ábra 47). 
A „Get Data” gombra kattintással a szerveren tárolt adatok hívhatók le és jeleníthetők meg. 
A „Save Data” gombbal az aktuálisan megjelenített adatokat lehet elmenteni, ez csak abban 




ábra 48: Figyelmeztetés felülírás előtt 
Az elmentett adatokat a megadott név azonosítja, így amennyiben a felhasználó már létező 
nevet ad meg, az alkalmazás egy figyelmeztető üzenetet mutat számára a művelet 
megerősítésére (ábra 48). 
 
ábra 49: Adatok exportálása 
Az „Export to JSON” gomb a megjelenített adatok JSON formátumban történő letöltését 
indítja el (ábra 49). 
 
ábra 50: Plugin lista 
A felület bal oldalán látható listából az elérhető pluginok választhatók ki (ábra 50). Ezek, 
jelenleg a következők: 




• Host Discovery – Ez a plugin a megadott hálózatban elérhető hosztok adatait adja 
vissza. A hálózat felderítésére háromféle technika alkalmazható. 
• Port Scanner– Ezzel a pluginnal egy megadott hoszt nyitott portjai deríthetők fel. 
A kiválasztott plugin beállításai a lista alatt jelennek meg. 
 
ábra 51: "Traceroute" plugin 
A „Traceroute” plugin (ábra 51) „Target” mezője egy IP címet vagy egy Domain nevet vár. 
A „Start Ttl” beviteli mezővel a küldendő csomag kezdeti „Time to Live” paramétere 
határozható meg. Ezzel a beállítással bizonyos tűzfal szabályok kerülhetők meg, álltalában 
az 1 érték ajánlott. A „Stop Ttl” beviteli mezővel a küldendő csomag végső „Time to Live” 
paramétere adható meg. Ennek az értéknek magasabbnak kell lennie, mint a „Start Ttl” 
mezőnél megadott számnak. A „Timeout” feliratú mező értéke határozza meg hogy meddig 
várjon az első válaszra az adott csomag küldése után az alkalmazás. Ez az időtúllépési érték 
másodpercben határozható meg és minden elküldött csomagra külön értendő. Mindhárom 




ábra 52: "Host Discovery" plugin 
A „Host Discovery” plugin (ábra 52) „Target” mezője egy IP címet vagy egy CIDR [3] 
szabvány szerint megadott IP tartományt vár (például 192.168.0.1/24). 
A „Scan Type” legördülő listából a felderítés típusa választható ki. A következő három 
lehetőség választható: 
• Arp Ping – A leggyorsabb típus, ennél a beállításnál a rendszer ARP kéréseket küld 
a hosztok felderítésére. Csak lokális hálózatban használható. Ebben az esetben a 
„Port” és „Thread Number” mezők értéke nem értelmezhető. 
• TCP Scan – Ennél a beálltásnál az alkalmazás egy „SYN flag” beállítással ellátott 
TCP csomagot küld minden hosztnak, a „Port” mezőben megadott portjára. A 
válaszoló hosztok választól függetlenül bekerülnek a felderített hosztok listájába. 
• Icmp Ping – Ez a módszer az általános „ping” kérést használja. A válaszoló hosztok 
választól függetlenül bekerülnek a felderített hosztok listájába. 
A „Timeout” feliratú mező értéke határozza meg hogy meddig várjon az első válaszra az 
adott csomag küldése után az alkalmazás. Ez az időtúllépési érték másodpercben 
határozható meg, és minden elküldött csomagra külön értendő. A „Port” mező értéke egy 
darab vizsgálandó port lehet, 1 és 65535 között. A „Thread Number” segítségével 
megadható a párhuzamosan futó csomagküldések száma. A „Thread Number”, a „Port” és a 




ábra 53: "Port Scanner" plugin 
A „Port Scanner” (ábra 53) plugin „Target” mezője egy IP címet vár. A „Scan Type” 
legördülő listából az UDP és TCP protokollok közül lehet választani. A „Timeout” feliratú 
mező értéke határozza meg, hogy meddig várjon az első válaszra az adott csomag küldése 
után az alkalmazás. Ez az időtúllépési érték másodpercben határozható meg, és minden 
elküldött csomagra külön értendő. A „Ports” beviteli mező egy többsoros szövegbeviteli 
mező. Megadható egy vagy több vizsgálandó port, vesszővel elválasztva, illetve egy 
intervallum. Az intervallum formátuma kettő pozitív egész szám, növekő sorrendben, 
kötőjellel elválasztva. A „Top Ports” legördülő listából kiválasztható érték (100, 500, 1000, 
5000, 8000) segítségével további, az értéknek megfelelő számú port adható a vizsgálandó 
listához. Ezek nyitottság szempontjából legvalószínűbb sorrendben adódnak a listához. 
„None” érték esetén, csak a „Ports” mezőben definiált portok lesznek vizsgálva. A „Thread 
Number” segítségével megadható a párhuzamosan futó csomagküldések száma. A mező 
pozitív, egész számot vár. 




ábra 54:Folyamatban lévő futás 
A folyamatban lévő futást a deaktivált, szürke gombok, illetve az alattuk megjelenő, mozgó 
sáv jelzi (ábra 54). 
 
ábra 55: Gráf nézet 
Az alkalmazás kétféleképpen tudja a futás után kapott adatokat megjeleníteni. Az 
alapértelmezett nézet a gráf nézet (ábra 55), amely a középen elhelyezkedő felület, tetején 
található „Graph View” füllel választható ki. Ebben a nézetben a gráf minden csúcsa egy 
hosztot, és minden éle egy felfedezett kapcsolatot jelez. A csúcsok a saját IP címüket 
tartalmazzák. A nézet az egérrel pásztázható, amennyiben a felhasználó egy üres területre 
kattint, és arrébb húzza azt. A csúcsok hasonló módon egérrel mozgathatók, ha a 
felhasználó a kívánt csúcsra kattint. A csúcsok kattintással kijelölhetők, ekkor a felület jobb 
oldalán található listában minden ismert információ megjelenik a kijelölt hosztról. Az 
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elmozdított csúcsok élei kiegyenesednek, a gráf nézet újbóli kiválasztásával a gráf újra 
generálható. 
 
ábra 56: Táblázat nézet 
A „Table View” füllel a „táblázat nézet” választható ki (ábra 56). Ebben a nézetben minden 
sor egy hosztnak és minden oszlop egy megszerzett információnak felel meg. A táblázat 
feletti listában minden megszerzett információhoz tartozik egy jelölő négyzet. Ezek ki-be 
kapcsolásával lehet a táblázatban elrejteni vagy megjelenteni az adott oszlopot. A táblázat 
sorai rendezhetők oszlop szerint az adott oszlop fejlécére kattintva. A táblázat sorai 
kattintással kijelölhetők, ekkor a felület jobb oldalán található listában minden ismert 




ábra 57: Kijelölt hoszt információi 
A felület jobb oldalán található lista minden sora egy megszerzett információt tartalmaz az 
adott hosztról (ábra 57). A sorok elején található nyíllal nyitható és zárható a 
megjelenítendő adat. A jelenlegi pluginokkal a következő információk szerezhetők meg: 
• Distance – A hoszt és a WebScapy szerver távolsága, a „Traceroute” pluginból 
származhat. 
• Connections – A hosztal kapcsolatban lévő más hosztok IP címei, a „Traceroute” 
vagy a „Host Discovery” pluginból származhat. 
• Hostname – A hoszt, WebScapy szerver által lekért domain neve. A „Traceroute” 
vagy a „Host Discovery” pluginból származhat. 
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• Target Reached – Annak indikátora, hogy a hoszt a „Traceroute” plugin célja volt-e. 
A „Traceroute” pluginból származhat. 
• Location – A hoszt földrajzi címe, a „Traceroute” pluginból származhat. (Az adatok 
egy offline adatbázisból származnak, hibásak lehetnek, főleg nem publikus IP 
címek esetén.) 
• Latitude – A hoszt helyének szélességi foka, a „Traceroute” pluginból származhat. 
(Az adatok egy offline adatbázisból származnak, hibásak lehetnek, főleg nem 
publikus IP címek esetén.) 
• Longitude – A hoszt helyének hosszúsági foka, a „Traceroute” pluginból 
származhat. (Az adatok egy offline adatbázisból származnak, hibásak lehetnek, 
főleg nem publikus IP címek esetén.) 
• Opened Ports – A hoszton talált nyitott portok és a mögötte álló legvalószínűbb 
szolgáltatás neve, a „Port Scanner” pluginból származhat. 
• Number Of Closed Ports – A hoszton talált zárt portok száma, a „Port Scanner” 
pluginból származhat. 
 
ábra 58: Többször megjelenő értékek 
A pluginok azonos hosztokon való többszöri futtatásakor a kapott eltérő információk 
egymás után jelennek meg (ábra 58). 
 
ábra 59: Hiba üzenet 
Ha a felhasználó hibás adatokkal próbál plugint futtatni, akkor a rendszer vagy hiba 





ábra 60: "Settings" felület áttekintése 
Ez a felület néhány beállítási lehetőséget tartalmaz (ábra 60). 
A „Sniffer Settings” sorban, a „Sniffer” felületen már megismert adapter és filter álltható 
be. A „filter” nevű beviteli mezővel megadható a rögzítendő csomagok szűrője. A szűrő a 
„Berkeley Packet Filter” szintaktikáját követi, úgy, mint a „tcpdump” eszköz. 
Az „interface” legördülő menü segítségével választható ki, hogy melyik hálózati adapteren 
történjen a rögzítés. 
 
ábra 61: A beállított hálózati adapter információi 
Az itt kiválasztott adapter neve és IP címe a menüsorban is megjelenik (ábra 61). 
A „Sender Settings” sorban a „Timeout” feliratú mező egy pozitív egész számot elfogadó 
beviteli mező. Az itt megadott szám határozza meg másodpercben, hogy meddig várjon az 




3 Fejlesztői dokumentáció 
Az alkalmazás két különálló részből áll, a back-end szerverből, amely egy REST API-t 
nyújt, illetve a front-end komponensből, amely egy böngészőben futó kliens, a fent említett 
REST API-hoz. Ezzel a megközelítéssel a két komponens fejlesztése jól elkülönül, ami 
lehetővé teszi más technológiákon alapuló kliensek fejlesztését (például mobil platform). 
3.1 Funkcionális követelmények 
A back-end alkalmazás egy webszerver lesz, amely kizárólag egy REST API -t nyújt a 
felhasználó számára. (Az egyszerűség kedvéért ugyanez a webszerver használható a kliens 
alkalmazás kiszolgálására is.) Képes lesz használni az operációs rendszer hálózati 
adaptereit, hálózati csomagok küldésére. Lehetőséget kell nyújtania a beérkező csomagok 
rögzítésére és megjelenítésére. Kínálnia kell hálózatfelderítő, illetve megadott hosztok 
esetén információgyűjtő funkciókat. Lehetőséget kell adnia jól definiált, könnyen 
fejleszthető pluginok integrálására. Képes lesz kitöltött csomagokat adatbázisban rögzíteni, 
majd ezek felhasználásával egyszerű szkripteket futtatni. A csomagok, szkriptek és hálózati 
adatok adatbázisban elmenthetők és visszahívhatók lesznek. 
A front-end alkalmazás egy „single-page application”, azaz egy olyan webalkalmazás, 
amely dinamikusan építi fel a felületet a felhasználó számára, nem pedig oldalak szervertől 





3.2 Back-end alkalmazás 
3.2.1 Fejlesztő környezet 
A szerver futtatásához szükséges: 
• Linux (Debian) alapú operációs rendszer 
• Python 3.7 
• pip 9.0.1 csomagkezelő rendszer Python 3 hoz 
• root jogosultság az operációs rendszeren 
Futtatás menete:  
• Linux terminál indítása „root” jogokkal (szükséges a csomagok kezelése miatt) 
• Python virtuális környezet létrehozása, verzió ütközések elkerülésének érdekében 
python3 -m venv webscapy_environment 
•  a virtuális környezet aktiválása 
source webscapy_environment/bin/activate 
• szükséges modulok telepítése a virtuális környezetben 
pip install -r requirements.txt 
• alkalmazás futtatása 
./run.sh 
Az alkalmazás alapkonfigurációban egy SQLite adatbázist használ, ugyanakkor támogatja a 
MySQL, PostgreSQL, Oracle és Microsoft SQL Server technológiákat is. Ezt a projekt 
könyvtár gyökerében található config.ini fájl, „database_uri” paramétereként lehet megadni 
a következő példák szerint: 
sqlite:///../webscapy.db 
f'mysql+pymysql://webscapy:password@127.0.0.1:3306/webscapy 
Az ajánlott és használt fejlesztő környezet a PyCharm. Ez az eszköz képes a virtuális 
környezet kezelésére és a csomagok menedzselésére, így a fent leírt futtatás menete nem 
feltétlenül szükséges. 
3.2.2 Konfiguráció 
Az alkalmazás konfigurálása a projekt gyökerében található config.ini fájl módosításával 




o port: az a port, amin az alkalmazás elérhető lesz 
o host: az a hoszt, amin az alkalmazás elérhető lesz 
o database_uri: az adatbázis elérését definiáló karaktersorozat 
•  [WebScapy] 
o sniffing_filter: a sniffer funkció alapértelmezett filtere 
o sender_timeout: a sender funkció alapértelmezett időtúllépési értéke 






Ennek a legfontosabb értékei a következők: 
• [handler_consoleHandler] 
o level: A konzolra írt log bejegyzések szintje, alapértelmezett értéke a 
WARNING, ami azt jelenti, hogy minden ilyen vagy efeletti szintű esemény 
kiírásra kerül a konzolra. 
• [handler_fileHandler] 
o level: A naplófájlba írt log bejegyzések szintje, alapértelmezett értéke az 
INFO, ami azt jelenti, hogy minden ilyen vagy efeletti szintű esemény 
naplózásra kerül. 
• [formatter_fileFormatter] 
o format: A bejegyzések formátumát adja meg, alapértelmezetten kiírja az 
esemény idejét, a szál nevét, a bejegyzés szintjét, a függvény nevét és az 
üzenetet. 
3.2.3 Főbb felhasznált technológiák 
Az applikáció a Flask [4] web alkalmazás keretrendszerre épül. A keretrendszer jellemzője, 
hogy minimalizálja az úgynevezett „boilerplate”, azaz gyakran ismételt, funkcionálisan 
jelentéktelen kód szükségességét. A felhasználó így az idejét a valóban értékes üzleti logika 
írására fordíthatja. A fenti szemlélet nyomán felhasználtam még többek között a Flask-
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SQLAlchemy [5] könyvtárat az adatbázis-műveletek egyszerűbb kezelésére, a Flask-
Marshmallow [6] csomagot az adatok szerizálására, és a Flask-SocketIO [7] könyvtárat a 
Websocket alapú adatközlés implementálására. Fontos felhasznált technológia még a scapy, 
amely a hálózati műveletek kezelésére, csomagok építésére és feldolgozására lett 
felhasználva. Ez ihlette a WebScapy alkalmazás elnevezését is. Az alkalmazás továbbá 








ábra 63: Back-end alkalmazás osztálydiagramjának második része 
3.2.5 Megvalósítás 
Az alkalmazás mérete és a Python nyelv használata nem indokolta a például Java-ban 
megszokott erős strukturáltságot. A forrásfájlok és erőforrások az src könyvtár alatt 
találhatók, a következő szerkezetben: 
 
ábra 64: Forrás fájlok 
Az assets mappa alatt található erőforrások (ábra 64): 
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• GeoLite2-City.mmdb: Ez a fájl tartalmaz egy adatbázist, amely segítségével 
megállapítható egy adott hoszt geolokációja. 
• top_tcp.txt: Ez egy TCP portokat és a hozzájuk legvalószínűbben tartozó 
szolgáltatásokat soronként tartalmazó fájl, a port nyitottsága szerinti csökkenő 
sorrendben. 
• top_udp.txt: Ez egy UDP portokat és a hozzájuk legvalószínűbben tartozó 
szolgáltatásokat soronként tartalmazó fájl, a port nyitottsága szerinti csökkenő 
sorrendben. 
A top_tcp.txt és top_udp.txt fájlokat az Nmap [9] nevű eszköz segítségével állítottam elő. 
Abban az esetben, ha a back-end szervert szeretnénk használni a front-end alkalmazás 
kiszolgálására is, akkor annak a build -elt kimenetét a front-end mappában kell elhelyezni. 
3.2.5.1 Webszerver 
Az alkalmazás belépési pontja a main.py file main függvénye. Itt betöltésre kerül a 
naplózás konfigurációja illetve meghívja a run_flask() metódust a Flask keretrendszer 
elindítására. 
A flaskrun.py file inicializálja az alkalmazást. Itt vannak definiálva az SQLAlchemy ORM 
(Object-relational mapper) számára szükséges adatbázis modellek. 
Modell Attribútum Leírás 
Protocol protocol Elkészített protokoll JSON formátumú tárolására 
name A protokoll neve 
created_at Létrehozás időpontja 
updated_at Módostás időpontja 
Stack stack Elkészített csomag JSON formátumú tárolására 
name A csomag neve 
created_at Létrehozás időpontja 
updated_at Módostás időpontja 
Script script Elkészített szkript JSON formátumú tárolására 
name A csomag neve 
created_at Létrehozás időpontja 
updated_at Módostás időpontja 
NetworkData network_data Megszerzett hálózati adatok JSON formátumú tárolására 
name A csomag neve 
created_at Létrehozás időpontja 
updated_at Módostás időpontja 
táblázat 1: Adatbázis modellek 
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Az adatok minden esetben karakterláncként kerülnek tárolásra, a neveknél és dátumoknál 
százhatvan, a JSON adatok esetében pedig százezer karakteres maximális hosszban. Az 
elsődleges kulcs mindhárom modell esetén a name attribútum. 
A modellek szerializálására, a marshmallow-sqlalchemy könyvtár segítségével, létrehoztam 
négy modell séma osztályt. 
Séma Modell Leírás 
ProtocolSchema Protocol A modell összes attribútuma szerializálásra 






Modell helyett a listában megadott 
attribútumok kerülnek szerializálásra 
táblázat 2: Modell sémák 
A ProtocolSchema, StackSchema és ScriptSchema osztályok kétféle konstruktorral kerültek 
példányosításra, aszerint, hogy egy vagy több objektumot kezeljen a séma. A 
NetworkDataSchema csak egy objektumot kezel, az összes példány elérésére a 
NetworkDataNameSchema szolgál. 
A NetworkDataNameSchema osztályt azért hoztam létre, mert az általa kezelt plugin 
adatok közvetlenül nem módosíthatók, így nincs szükség azok front-end komponenshez 
küldésére. A front-enden csak az elmentett adatok nevei jelennek meg, kiválasztáskor a 
szerveren töltődik be a teljes objektum. A többi tárolt adat esetén minden adattag 
kiküldésre kerül a klienshez, hogy az közvetlenül módosíthassa azok tartalmát. 
Ezek után az alkalmazás létrehozza az adatbázis táblákat, amennyiben azok még nem 
léteznek. 
A következőkben huszonhat API végpontot definiáltam a szerver-kliens kommunikációra, 
ezek a következők: 
Végpontok 
@app.route("/settings/interface", methods=['GET', 'POST']) 
def network_interface_getter_setter_endpoint(): 
GET A Sniffer funkcióhoz tartozó aktuális hálózati adaptert adja vissza. 




GET Az elérhető hálózati adapterek nevét és IP címét adja vissza. 
 





GET A Sniffer funkcióhoz tartozó aktuális filtert adja vissza. 
POST A Sniffer funkcióhoz tartozó, filter beállítására használható. 
 
@app.route("/settings/sendertimeout", methods=['GET', 'POST']) 
def sender_timeout_getter_setter_endpoint(): 
GET A Sender funkcióhoz tartozó aktuális időtúllépési értéket adja vissza. 




















POST OSI modell második rétegéhez tartozó protokollt tartalmazó, csomag 
küldésére használható. Visszaadja az arra kapott első választ. 
 
@app.route("/stack", methods=['GET', 'PUT']) 
def stack_detail_endpoint(): 
GET Az adatbázisban tárolt csomagokat adja vissza. 




















POST A hálózati pluginok által gyűjtött aktuális adatok rendszerből való kitörlésére 
használható. 
 





GET Az adatbázisban tárolt hálózati adatokat adja vissza. 
PUT Az aktuális hálózati adat adatbázisban való tárolására használható. 












GET Az elérhető szkript kontrollereket és azok adatait adja vissza. 
 
@app.route("/script", methods=['GET', 'PUT']) 
def script_detail_endpoint(): 
GET Az adatbázisban tárolt szkripteket adja vissza. 
POST Szkript adatbázisban való tárolására használható. 
 
@app.route("/script/delete", methods=['POST']) 
def script_delete_endpoint():  












GET Az elérhető mezőket és beállításaikat adja vissza. 
 
@app.route("/protocol", methods=['GET', 'PUT']) 
def protocol_detail_endpoint(): 
GET Az adatbázisban tárolt rétegeket adja vissza. 




PUT Réteg adatbázisból való törlésére használható. 
 
táblázat 3: API végpontok 
Az @app.route dekorátor segítségével a Flask keretrendszer automatikusan implementálja a 
végpontokat, így nekem csak az üzleti logikát kellett megvalósítanom. 
A sniffer komponens az elkapott csomagokat valós időben továbbítja a kliens felé. Ezt a 
problémát először az úgynevezett pollozással szerettem volna megoldani, azaz adott 
időközönként lekérni a szervertől az új adatokat. Később úgy döntöttem, hogy inkább a 
korszerűbb websocket technológiát alkalmazom, amely lehetővé teszi a duplex 
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kommunikációt. Így a back-end szerver bármikor küldhet új adatot a kliens alkalmazás 
számára. Erre a flask_socketio Python könyvtárat használtam és definiáltam további három 




A „start” üzenet segítségével elindítható a rögzítés. 
A „stop” üzenet segítségével leállítható a rögzítés. 
@socketio.on('connect', namespace='/sniffer') 
def connect_sniffer_socket(): 
A kapcsolat inicializálására használható. 
@socketio.on('disconnect', namespace='/sniffer') 
def disconnect_sniffer_socket(): 
A kapcsolat megszüntetésére használható. 
táblázat 4: Websocket végpontok 
3.2.5.2 Sniffer 
A csomagrögzítő funkciót a SnifferThread.py fájlban található SnifferThread osztály 
segítségével valósítottam meg. Mivel a csomagrögzítés valós időben zajlik, szükség volt 
annak egy külön szálon történő futtatására. Az osztály a threading.Thread osztály 
leszármazottja, a run függvénye a scapy-ben található sniff függvénnyel lett megvalósítva. 
Problémát okozott a rögzítés megállítása, ugyanis a sniff függvény kétféleképpen állítható 
le. Vagy a timeout, paraméterével, amelyet előre meg kell adnunk, vagy a stop_filter 
paraméterrel, ami egy függvény-paraméter, melynek igaz logikai visszatérési értéke állítja 
le a futást. A problémát az okozta, hogy a stop_filter függvény minden beérkező csomag 
esetén lefut, és szigorú szűrési paraméterek mellett ez beláthatatlan ideig tarthat. A 
megoldást az jelentette, hogy a szálat daemon-ként hozom létre, így a teljes program 
leállítása esetén a futó szál nem blokkolja a folyamatot. Beállítottam tíz percet a sniff 
függvény maximális futási idejének, illetve a függvény által használt socket-et külön 
hoztam létre, és paraméterként adtam meg a függvénynek, így azt kívülről le lehet zárni. 
Valamint implementáltam a stop_filter metódust is, aminek visszatérési értéke a szál join 
metódusának meghívásakor igazzá válik. A végeredmény az lett, hogy a rögzítés 
leállításakor, az alkalmazás a szál join metódusában megadott egy másodpercet vár, 
amennyiben ez alatt érkezik csomag, akkor a stop_filter függvény leállítja a rögzítést. Ha 
nem érkezik, az átadott socket-et lezárom, ezzel felszabadítva az erőforrást, majd a 
megadott tíz perc lejárta után a szál is megszűnik. 
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A rögzített csomagokat a pkt_callback függvény dolgozza fel. Ez azt jelenti, hogy 
összeállítja a rétegeiből a csomag nevét, illetve ha van IP rétege, akkor a forrás és cél IP 
címét kigyűjti, és ad a csomagnak egy sorszámot. Ezeket az adatokat elküldi a websocketen 
keresztül a front-end komponens számára. A csomag tartalmát a sender modul segítségével 
JSON formátumban eltárolja egy szótárban az adott sorszám kulccsal, így a részletes 
csomagadatok később is elérhetők. 
3.2.5.3 Layer Editor 
A layer_factory.py file kezeli a rétegek megvalósítását. A defined_layers lista tartalmazza a 
felhasználó által készített rétegeket. Ehhez a create_layer függvényel adható új réteg, 
amelyet az adatbázisban mentett rétegek esetén hívok meg. A get_defined_layers függvényt 
a sender modul használja a definiált rétegek lekérésére. Az available_classes lista 
tartalmazza a használható scapy csomagból importált mező osztályokat. A get_fields_info 
az elérhető mezőket és azok beállításait adja vissza. A clear_defined_layers függvényel 
törölhető a definiált réteg listája. Erre azért volt szükség, mert egy új réteg adatbázisba 
mentésekor az itt tárolt rétegeket törlöm, és újra generálom az adatbázisban található 
információk alapján. 
3.2.5.4 Sender 
A sender.py file tartalmazza a csomagküldéssel kapcsolatos funkciókat és a csomagok 
JSON formátumú át- és visszaalakítására használható kódot. Definiáltam két listát, layers 
és sub_layers néven, amelyek az alkalmazásban elérhető protokollokat definiálják. Továbbá 
a layer_factory modul get_defined_layers függvényével a felhasználó által készített 
rétegeket is lekértem. A get_layers és get_sub_layers függvények, illetve a stack_sender, 
stack_layer_2_sender_receiver1 és stack_sender_receiver1 függvényeket a flaskrun modul 
bizonyos végpontjainál használtam. A stack_builder függvény JSON formátumban várja a 
csomagot, és ezt átalakítja a scapy könyvtár számára értelmezhető formátumra. A folyamat 
kezdetén a megfelelően formázott HTTP kérésből a marshmallow könytár segítségével 
szótár és tömb adattípusra, majd ezt bejárva a scapy könyvtárban definiált osztályokra 
alakul a csomag. A scapy által rögzített csomagok esetén pont ellenkező átalakításra van 
szükség. Ezt a json_builder függvényel valósítottam meg. Létrehoztam egy JsonPacket 
nevű osztályt a scapy könyvtár Packet alaposztályából származtatva. Scapy-ben a „/” 
operátor kompozíciós operátorként használható a protokollok között, így összeállítva a 
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végső csomagot. A JsonPacket első rétegként való megadásával elérhetjük a build_done 
funkcióját, amely bejárva a rétegeket és azok mezőit visszaadja a szükséges JSON 
reprezentációt. Az implementáció JsonPacket.py file-ban található. 
3.2.5.5 Script builder 
A script_builder.py file-ban a script építéséhez és futtatásához szükséges kód található. A 
get_controllers_info függvény visszaadja az elérhető kontrollereket és azok beviteli mezőit 
JSON formátumban. A run_script függvény a szintén JSON formátumból átalakított szótár 
és tömb reprezentációt várja. Ezt bejárva felépíti és lefuttatja a szkriptet, majd visszaadja 
annak eredményét. Minden kontroller megvalósítására létrehoztam egy osztályt. A felülírt 
__init__ metódus segítségével inicializáltam a bemenő és kimenő paramétereket, majd 
minden kontroller kapott egyetlen publikus run függvényt. A függvény visszatérési értéke 
egy szótár, amelynek name kulcsa a bemenő output_variable értékeként megadott név, a 
value kulcs értéke pedig a futás eredménye. Egyes esetekben, nem egy szótár a visszatérési 
érték, hanem egy a fenti szótárakat tartalmazó lista. 
A CSR1 osztály esetén a scapy sr1 függvénye valósítja meg a küldést és visszaadja az első 
kapott választ, JSON formátumban. A JSON formátumhoz itt is a sender.py file-ban 
definiált json_builder függvényt használtam. 
A CSRP1 osztály run függvénye megegyezik a CSR1-nél bemutatottal, de itt az srp1 
függvényt használtam a megvalósításhoz. Az alkalmazásban több helyen megfigyelhető az 
sr1 és srp1 függvények használata. Ez szükséges volt, mivel a scapy automatikusan képes 
felépíteni az OSI modell első két rétegéhez szükséges protokollokat, ezért, ha ezeket is meg 
szeretnénk adni, azt külön függvényhívással kell jeleznünk. 
A CRepeater osztály run függvénye egy több szálon futó, manipulált csomagküldő funkciót 
lát el. Ennek megvalósítására létrehoztam a paraméterként megadott számú szálat, majd 
egy Queue adatstruktúrát, amit feltöltöttem a paraméterként megadott értékekkel. Ezen 
értékek vagy explicit listaelemekként, vagy egy számintervallumként vannak megadva. A 
konkrét értéklista létrehozására a __get_range függvényt definiáltam. A létrehozott szálak 
bemenettől függően vagy az sr1, vagy az srp1 függvények segítségével elküldik a Queue 
sorból kiszedett értékkel módosított csomagokat, és eltárolják a kapott választ. A szálak 
párhuzamosan feldolgozzák a sor értékeit amíg azok el nem fogynak. Ekkor a run függvény 
visszatér a válaszcsomagok listájával. 
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Az utolsó megvalósított kontrollert a CGetProperty osztály tartalmazza. A korábbiakkal 
ellentétben az osztály kimenetként nem csomagot ad vissza, hanem egy más kontroller 
végeredményeként kapott csomag mezőinek értékét. Bemenetként csomaglistát is képes 
kezelni, illetve egy csomagnak egyszerre több mezőjét is vissza tudja adni. A run metódus 
visszaadja a kinyert mezők értékét csomagonként csoportosítva. 
3.2.5.6 Network plugins 
A hálózati pluginok kezelését a network_plugin_manager.py file-ban valósítottam meg. Ez 
a modul tartalmaz egy data nevű listát, amely a talált hosztokat tartalmazza, illetve egy 
available_plugins nevű listát az elérhető plugin osztályok példányaival. A felhasználó 
szabadon megvalósíthat és hozzáadhat új pluginokat a rendszerhez. Ehhez csak annyira van 
szükség, hogy elhelyezzen egy Python file-t az src/plugins könyvtár alatt, amely tartalmaz 
egy olyan osztályt, amely az ugyanitt található NetworkPlugin osztályból van származtatva. 
Ehhez meg kell valósítani az osztály két absztrakt függvényét. A get_plugin_info függvény 
visszaadja a plugin futtatásához szükséges információit a következő formában: 
Host Discovery plugin információi: 
{"name": "host_discovery", 
  "input_data": [ 
     {"name": "target", "type": "text"}, 
     {"name": "scan_type", "type": "select", "values": ["arp_ping", "tcp_scan", "icmp_ping"]}, 
     {"name": "timeout", "type": "positiveNumber"}, 
     {"name": "port", "type": "positiveNumber"}, 
     {"name": "thread_number", "type": "positiveNumber"} 
  ]} 
A szótárban kell lennie egy darab name kulcsnak, amely a plugin nevét tartalmazza, és egy 
darab input_data kulcsnak, amely a bemenő paraméterek listája lesz. A bemenő 
paramétereknél szintén van egy name kulcs a paraméter nevének, illetve egy type kulcs a 
típusának megadására. A select típus esetén a szótárnak van még egy kulcsa, a values, 
amely az értékek listáját tartalmazza. A lehetséges típusok a következők: 
Típus Leírás 
text Hosszabb szöveges bevitelére használható. 
string Rövidebb szöveges bevitelére használható. 
select Előre definiált érték kiválasztására használható. 
positiveNumber Pozitív egész szám bevitelére használható. 
táblázat 5: Lehetséges beviteli típusok pluginok esetén 
A network_plugin_manager modul az elérhető pluginokat get_plugins metódussal 
regisztrálja. Mivel a plugins könyvtár Python csomagnak tekinthető, így a metódus először 
importálja csomagként, majd végigjárja az alatta található Python fájlokat mint modulokat. 
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Ezután megvizsgálja a modulokban található osztályokat, és egy listában kigyűjti azokat, 
amelyek a NetworkPlugin osztályból vannak származtatva. 
A run_plugin függvénnyel felparaméterezhető és futtaható a kiválasztott plugin. Futás után 
az update_data függvény segítségével bekerül a plugin eredménye a gyűjtött adatok közé. 
Az update_data függvény csak az újonnan szerzett adatokat adja a hosztokhoz. Az adatok a 
clear_data metódus segítségével törölhetők és get_latest_data függvénnyel megkaphatók. A 
get_available_plugins_info függvény az összes elérhető plugin információit adja vissza. 
Az alkalmazás tartalmaz három implementált plugint. 
A TraceRoute plugin run metódusa meghívja a tcp_traceroute metódust, amely a bemenő 
adatokkal felparaméterezett sr függvény segítségével TCP csomagokat küld a megadott cél 
felé. A küldött csomagok IP protokolljának „time to live” azaz a csomag maximális 
továbbítási számának értékét, a paraméterként megadott intervallum értékei szerint állítja 
be. Így a csomag egyre távolabb kerülhet a hálózatban és minden lépés során egyre 
távolabbi hoszt fog válaszolni. A válaszok ICMP csomagok, amik értesítik a küldőt a 
csomag élettartamának lejártáról, kivéve abban az esetben, ha a csomag elérte a célját, 
ekkor TCP választ kapunk. Ezzel megállapítható a válaszoló hoszt távolsága és hogy elérte-
e a célját. A plugin ezen felül számon tartja az előzőleg talált hosztot és bejegyzi a két hoszt 
közötti kapcsolatot, illetve a socket modul gethostbyaddr függvényének segítségével 
megállapítja az adott hoszt nevét. További információként hozzáadja az adatokhoz a hoszt 
geolokációját is. Erre egy offline adatbázist használ, ami az assets könyvtár alatt található. 
Ez az adatbázis nem feltétlenül pontos, illetve a publikusan nem elérhető IP címek esetén 
akár hamis információt is tartalmazhat. Kezelését a geoip2 modullal, illetve a get_geo_data 
és get_geo_coordinates függvényekkel valósítottam meg. 
A HostDiscovery plugin run metódusa, bemenettől függően, háromféle felderítést tud 
végrehajtani. Erre azért volt szükség, mert az ARP-ping módszer csak lokális hálózatban 
használható, a távoli hosztok esetén is alkalmazható ICMP, illetve TCP ping technikák 
pedig az adott hoszt tűzfal beállításaitól függően tévedhetnek. Az arp_ping metódus az srp 
függvény segítségével ARP csomagot küld a broadcast MAC címre minden egyes megadott 
célnak. Az élő hosztok ARP választ küldenek, így megállapítható a jelenlétük. További 
adatként rögzítésre kerül a TraceRoute pluginnál látottakkal megegyezően a hosztnév és a 
kapott ARP csomag célja, azaz a küldő IP címe is, mint kapcsolat. Az icmp_ping metódus a 
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Script builder -nél látott CRepeater kontrollerben megvalósítotthoz hasonlóan több szálon 
küld ICMP kéréseket a célhosztokhoz. Amennyiben érkezik válasz, akkor rögzíti az ahhoz 
tartozó hosz nevet és kapcsolatát a küldő hoszttal. Az utolsó felderítési módszer a tcp_scan 
metódusban lett megvalósítva, itt is többszálon történik a küldés, azzal a különbséggel, 
hogy ICMP csomag helyett TCP csomagot küld a hosztoknak. Szintén a hoszt név és a 
küldő hoszttal való kapcsolat kerül rögzítésre. 
Utolsóként a PortScanner plugint valósítottam meg, ami a célhoszt nyitott TCP és UDP 
portjait próbálja felderíteni. A run metódusban, a korábbiakban leírtakhoz hasonlóan, 
többszálú küldés történik. TCP portok esetén SYN flag-gel ellátott TCP csomagokat küld a 
célhoszt kiválasztott portjaira, és az ACK, SYN flag-gel válaszoló portokat regisztrálja 
nyitott portként, illetve a nem válaszoló vagy ACK, RST flag-gel válaszoló portokat 
zártként. Visszatérésként az adott hoszthoz hozzárendeli a nyitott portokat és a hozzájuk 
tartozó valószínű szolgáltatásokat, illetve a zárt portok számát. UDP portok felderítése a 
fentiekhez hasonlóan történik, UDP csomagok kerülnek kiküldésre, és bármilyen válasz 
esetén a port nyitottként kerül regisztrálásra. Mivel az UDP protokoll nem épít ki 
kapcsolatot a hosztok között, így felderítése sokkal nehezebb feladat. Ráadásul a legtöbb 
UDP szolgáltatás csak a megfelelő adatot tartalmazó csomagokra válaszol, ami tovább 
nehezíti a feladatot. A WebScapy alkalmazás „üres” UDP csomagokat küld, amikre 
álltalában nem jön válasz. Így ennek a funkciónak erősen korlátozott a használhatósága. A 
PortScanner funkció képes a legvalószínűbb portok szkennelésére is, ehhez az assets 
könyvtár alatt található top_tcp.txt és top_udp.txt file-ok adatait használja. Ezek a file-ok 
nyitottsági sorrendben tartalmazzák a portokat és a valószínűleg hozzájuk tartozó 
szolgáltatásokat. Ezen adatok kezelésére a ServiceLoader osztályt implementáltam, amely 
kigyűjti a szükséges számú port-szolgáltatás párost a szkenneléshez. A végleges portlistát a 
get_port_list függvény állítja össze, amely összefűzi a megadott és a ServiceLoader által 
nyújtott portokat.  
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3.3 Front-end alkalmazás  
3.3.1 Fejlesztő környezet 
A fejlesztő szerver futtatásához szükséges: 
• nodejs v8.11.2 
• npm 5.8.0 csomagkezelő rendszer 
Futtatás menete:  
• függőségek telepítése a front-end könyvtárban ahol a package.json file is található 
npm install 
• Szerver elindítása  
ng serve 
Ezzel elindul az élő fejlesztői szerver a localhost 4200-as portján. A kódolásra én az Atom 
nevű fejlesztő környezetet használtam. Ez nem egy angular specifikus eszköz, de tartalmaz 
kódkiemelést és más hasznos szerkesztő eszközöket. 
3.3.2 Konfiguráció 
Az alkalmazásnak egyetlen konfigurálható paramétere van, az API_URL, amelyet a 
src/environments/environment.ts file-ban adhatunk meg fordítás előtt. Ez a back-end 
szerver címe. 
3.3.3 Főbb felhasznált technológiák 
Az alkalmazás az Angular 6 [10]  keretrendszerben készült. Az AngularJS-el ellentétben itt 
a fejlesztést TypeScript nyelven végezhetjük, amely lehetővé teszi az objektumorientált 
programozást. A kódot Angular CLI segítségével írtam, amely segített a strukturáltság 
kialakításában és a fejlesztés gyorsításában. Számos függőséget használtam, ezeket a 
package.json file-ban lehet megtalálni. Például az @angular/material csomagot a felület 
kialakítására, a @swimlane/ngx-charts, @swimlane/ngx-graph [11]  és d3 csomagokat a 
hálózati gráf megjelenítésére. A socket.io [12]  és @angular/http csomagokat pedig a back-
end kommunikációra. 
3.3.4 Megvalósítás 
A fájlok nagy részét az Angular CLI nevű eszköz segítségével generáltam. Ez készített 
minden osztályhoz egy spec.ts kiterjesztésű fájlt, amely az alkalmazás egység és integrációs 
teszteléséhez használható, a karma tesztelő eszköz segítségével. A projekt során én nem 
használtam ezeket az eszközöket, ugyanakkor a későbbi fejlesztési lehetőségeket 
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figyelembe véve meghagytam a fájlokat. Komponensek esetén az Angular CLI létrehozott 
továbbá egy component.css kiterjesztésű fájlt is az adott komponenshez kötve. Ez 
használható a komponenshez tartozó stíluslapok megadására. Mivel a stílusokat én külön az 
assets könyvtár alatt valósítottam meg, ezért ezek a fájlok szintén érintetlenek. 
Az src/assets könyvtárban találhatók a statikus stílusfájlok és az ikonok.  
Az alkalmazás kódja az src/app könyvtár alatt található. Az app modul az alkalmazás fő 
modulja, ami magában foglalja az összes létrehozott komponenst. Itt valósítottam meg a 
appRoutes nevű, Routes objektumot, ami az alkalmazásban használt elérhető URL -eket és 
a hozzájuk tartozó komponenseseket definiálja. A modul importálja a MyMaterialModule -
t, ami a másik általam létrehozott modul. Ennek célja az átláthatóbb kód-struktúra volt, 
tartalmazza az összes szükséges material modul importálását a @angular/material 
csomagból. A további kódot két könyvtárba rendezve strukturáltam. 
3.3.4.1 Core 
A core könyvtár tartalmazza a szolgáltatásokat, felugró dialógusokat és egyéb, az 
alkalmazás által gyakran használt funkcionalitásokat. 
3.3.4.1.1 Szolgáltatások 
Az összes szolgáltatás a HttpClient objektum segítségével kezeli az API hívásokat. 
Valamennyit elláttam az @Injectable annotációval, így használható a keretrendszer 
függőség injektáló rendszerében. 
A LayerEditorService osztály felel a saját készítésű rétegekkel kapcsolatos API hívásokért. 
Innen kaphatók meg az elérhető mezők, illetve itt lehet saját készítésű rétegeket elmenteni, 
törölni vagy betölteni. 
A LayerService osztály felel az elérhető rétegekkel és csomagokkal kapcsolatos API 
hívásokért. Innen kaphatók meg az elérhető rétegek, alrétegek vagy elmentett csomagok, 
illetve itt lehet csomagot elmenteni, törölni vagy többféleképpen küldeni. 
A NetworkService kezeli a hálózati pluginokkal kapcsolatos funkciókat. Innen kaphatók 
meg az elérhető pluginok, az adatbázisban elmentett hálózati adatok vagy az aktuális 
szerveren tárolt adatok. A szolgáltatás lehetőséget ad pluginok futtatására, a szerveren tárolt 




A ScriptService osztály lekéri az elérhető kontrollereket és a mentett szkripteket. 
Segítségével futtathatók, elmenthetők és törölhetők a szkriptek. 
A SettingsService az elérhető beállításokat kezeli, a getInterfacePoll funkciója 
másodpercenként lekérdezi a beállított hálózati adaptert és annak IP címét. 
A SnifferService a socket.io-client könyvtár segítségével megvalósítja a websocket 
kezelést. Inicializálja a socket-et és várja az új csomagokat jelző üzeneteket. Lehetőséget ad 
a részletes csomag lekérésére azonosító alapján, illetve a szerveren tárolt, rögzített 
csomagok törlésére. 
Megvalósítottam még a LayerEditDataService, NetworkDataService, ScriptDataService és 
StackDataService osztályokat is. Ezek segítségével mozgattam az adatokat a komponensek 
között. 
A szolgáltatásokat az rxjs könyvtár segítségével alkottam meg. Mivel aszinkron 
műveletekről van szó, ezért a szolgáltatások függvényei Observable objektumokkal térnek 
vissza. Ezekre feliratkozva, minden érkező válasz esetén futtatható a kívánt kód. Például 
szkript futtatása esetén a szolgáltatás által visszaadott Observable objektumra feliratkozva, 
a HTTP kérés visszatérése esetén aktiválom újra a felület gombjait és dolgozom fel a 
választ. Az adatmozgató osztályok esetén az egyik komponens feliratkozik a szolgáltatásra, 
majd az adatfeldolgozás csak abban az esetben történik meg, ha egy másik komponens 
adatot küld a szolgáltatás segítségével. 
Implementáltam még a PluginFillerControlService osztályt is, amely a pluginok 
kitöltéséhez szükséges mezők felépítésében segít. 
3.3.4.1.2 Dialógusok 
Két többszörösen felhasználható dialógust valósítottam meg. A ConfirmDialogComponent 
osztály egy megerősítő dialógust jelenít meg a felhasználó számára. Paraméterként 
megadható neki az ablak üzenete és az elfogadó gomb neve. A másik dialógus az 
OpenDialogComponent osztályban található. Ez például a szkript szerkesztő felületen 
található ablakot jeleníti meg, amellyel kiválasztható a betöltendő szkript, illetve törölhető 
az adatbázisból. Bemenetként várja az elemek listáját, illetve az adott elem nevét, ami az 
ablak fejlécében jelenik meg. A dialógus visszaadhatja a kiválasztott elemet és a törlendő 
elemek listáját. Utóbbira azért volt szükség, mert a törlést végző szolgáltatás hívásokat nem 
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kódolhattam bele a dialógusba. A dialógus törlés esetén megerősítést kér a 
ConfirmDialogComponent osztály segítségével. 
3.3.4.2 Components 
A components könyvtárat az alkalmazás felületét felépítő és kezelő komponensek 
tárolására hoztam létre. A LayoutComponent, a SidebarComponent és FooterComponent 
osztályok segítségével alkottam meg az alkalmazás fő vázát. 
3.3.4.2.1 Layer Editor 
A layer Editort két komponens segítségével valósítottam meg. A LayerComponent osztály 
tartalmazza és kezeli a felületen megjelenő mezőlistát, illetve a vezérlő gombokat. A back-
end kommunikáció a LayerEditorService szolgáltatás segítségével történik. Ezen keresztül 
értem el a mezők listáját, a mentett rétegeket, illetve megvalósítottam a törlés műveletet. Az 
addField függvénnyel a kiválasztott réteget átadtam a layerEditDataService osztálynak, így 
az elérhetővé vált a felület másik komponense számára. A LayerBuilderStackComponent 
koponensben egy fa szerkezetű szerkesztőfelületet valósítottam meg. Erre az 
@angular/cdk/tree és @angular/material/tree könyvtárakat használtam. A fa minden sora 
egy mezőt reprezentál és annak ágai a mező beállításai. A fa szerkezetet buildFileTree 
függvényel építettem fel a betöltött, vagy mezőnként bővülő adatokkal. A getLatestData 
függvénnyel a fa aktuális állapota átalakítható a back-end alkalmazás számára is érthető 
formátummá. A rétegek törlésére a deleteById függvényt definiáltam. 
3.3.4.2.2 Sender 
A Sender felületet négy komponens segítségével valósítottam meg. A SenderComponent 
osztály a fő komponens, ez foglalja magában a többi hármat. Itt valósítottam meg a rétegek 
listáját és a vezérlő gombokat is. A back-end kommunikáció teljes egészében a 
szolgáltatások segítségével történik. A réteg kiválasztása után az addLayer függvénnyel, 
ami a StackDataService osztályt használja, hozzáadható az új réteg a StackComponent-hez. 
A StackComponent osztály kezeli a csomagösszeállítást, felépíti az azt reprezentáló fát, a 
beviteli mezőkkel. Erre az @angular/cdk/tree és @angular/material/tree könyvtárakat 
használtam. Implementáltam továbbá a réteg mozgatására és törlésére használható 
függvényeket. Minden a fa bemeneti adatforrását változtatja meg, majd újra generálja a fát 
a buildFileTree függvény segítségével. A komponenshez készítettem a getLatestData nevű 
függvényt, ami az aktuális fa állapotából, a back-end szerver számára érthető csomagot 
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generál. Mivel a StackComponent gyermek-szülő viszonyban van a SenderComponent 
osztállyal, így az közvetlen eléri a fenti függvényt. A felületen található papírkosár ikonhoz 
kötött, openAddSubLayerDialog függvénnyel az alréteg hozzáadására készített, 
OpenAddSubLayerDialogComponent osztály hívható meg. Mivel az alrétegek nem 
törölhetők, így a Core szekcióban bemutatott dialógust nem tudtam erre a célra 
felhasználni. A visszakapott réteg beépül a csomagokat reprezentáló fába. 
Az utolsó alkotóelem a AnswerTableComponent komponens, mely a küldött csomagokra 
érkezett válaszokat jeleníti meg. A megjelenítés az @angular/material könyvtár által 
nyújtott adattábla és a fa segítségével történik. A felület tartalmaz egy filter mezőt, amivel 
szöveges alapon szűkíthető a megjelenő válaszok listája. Ehhez a csomag adatait 
karaktersorozattá alakítottam, amit eltároltam az eredeti adatok mellé. Ezt és az Angular 
által nyújtott pipe technológiát felhasználva valósítottam meg a szűrést. 
3.3.4.2.3 Sniffer 
A Sniffer felület három komponensből áll. A SnifferComponent osztály a SettingsService 
szolgáltatás segítségével kezeli az ide tartozó beállításokat, illetve a SnifferService osztályt 
használja a websocket alapú adatáram vezérlésére. Gyermek komponense a 
TableComponent, ami az @angular/material könyvtár által nyújtott adattáblával jeleníti 
meg a kapott csomagokat. Sor kiválasztása esetén, a SnifferService osztály getPacket 
metódusa a sorhoz tartozó csomag azonosítója alapján visszaadja a csomag adatait. Ezeket 
az ekkor megjelenő PacketComponent osztály kapja meg, ami egy a korábbiakban már 
megismert fa szerkezetben megjeleníti az adatokat. 
3.3.4.2.4 Script Editor 
A felület három komponensből épül fel. A ScriptEditorComponent osztály foglalja magába 
a teljes felületet, kezeli a kontrollerek listáját, a vezérlést és a válaszok táblázatát. Gyermek 
komponense a ControllerTableComponent osztály, ami a szkript építéséért felel. Ezt az 
@angular/material könyvtár fa komponensével valósítottam meg. A fa itt valójában egy 
lista, aminek elemei a kontrollerek. Az új kontrollereket vagy a teljes, adatbázisból betöltött 
szkriptet a ScriptDataService osztály segítségével kapja meg. Az osztály fontosabb 
függvényei: a runScript a script futtatására és az érkező válasz rögzítésére szolgál, az 
addClone az adott kontroller a már meglévő adataival együtt történő másolására, a 
loadStack az adatbázisban elmentett csomagok betöltésére szolgál, illetve a loadVariable, 
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amivel az adott script változóiból lehet választani vagy újat létrehozni. Ez utóbbit a 
fillVariables függvénnyel és az OpenVariableDialogComponent komponenssel 
valósítottam meg. A fillVariables végigjárja a kitöltött kontrollereket a változó nevekért, és 
átadja a listát az OpenVariableDialogComponent dialógusnak. Ebben a dialógusban 
kiválasztható egy vagy már létező változó, vagy létrehozható egy új. 
A ScriptEditorComponent a ScriptDataService szolgáltatás segítségével feliratkozott az 
érkező válaszokra, amit a ControllerTableComponent osztály tölt fel. Az adatokat fa 
szerkezetben jeleníti meg a getAnswerDataR függvény segítségével. Mivel az adatok 
mélysége nem definiált, ezért egy rekurzív függvényre volt szükség a fa felépítéséhez. A 
függvény bejárja a JSON formátumú adatot és átalakítja a megfelelő formátumra.  
3.3.4.2.5 Network 
A network felület öt komponens segítségével valósult meg. A NetworkComponent osztály 
tartalmazza a vezérlést a NetworkService osztály függvényeivel, illetve itt került 
megvalósításra a plugin lista és a hoszt adatait részletező fa. Egy plugin kiválasztásakor 
megjelenik annak kitöltő felülete. Ezt a PluginFillerComponent, PluginInputComponent 
valamint a PluginFillerControlService osztályokkal valósítottam meg. A beviteli mezők 
felépítése a szervertől érkező plugin leírása mentén történik. Az ott részletezett mezők 
típusa alapján megvalósította a beviteli mezőket, például pozitív egész szám megadására 
vagy többsoros szöveg bevitelére. Az @angular/forms könyvtár FormGroup osztályával 
egy http form-ban rendeztem ezeket, és a submit metódus helyére a plugin futtatását 
kötöttem. Ezzel a megvalósítási formával később könnyebben implementálható lesz a 
bemenet validálása is. A komponensek közötti adatáramlást a NetworkDataService osztály 
biztosítja. Az adatok megjelenítésére két felületet alkottam meg. 
A TableViewComponent osztály egy adattáblában jeleníti meg soronként a hosztokat. 
Minden oszlop egy új információt tartalmaz a hoszttal kapcsolatban, és mivel a pluginok 
bővíthetők, ezért ezek száma nem definiált. Erre a táblázat fölött elhelyeztem minden 
oszlophoz egy jelölőnégyzetet az oszlop megjelenítésének ki-be kapcsolására. Az osztály 
displayedColumns tömbje tartalmazza a megjelenítendő oszlopok nevét. A jelölőnégyzetek 
a toggleColumn függvénnyel ezt a tömböt változtatják meg. Sor kiválasztása esetén a 
selectRow függvény hívódik meg, ami a NetworkDataService osztály segítségével eljuttatja 
a kiválasztott hosztot a megjelenítő felületnek. A fillDataSource függvény tölti fel a táblát a 
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beérkező adatokkal. Ebben implementáltam egy vizsgálatot az adat hosszára, ami ha 
meghaladja a tizenöt karaktert. akkor csonkolja a táblázatban megjelenő adatot. Erre az 
olvashatóság miatt volt szükség. A teljes adat a hoszt részletezésében természetesen 
megtekinthető. 
A GraphViewComponent osztály az adatok gráfon történő megjelenítésére szolgál. Ezt a 
@swimlane/ngx-graph és a d3-shape könyvtárak segítségével valósítottam meg. A gráf 
létrehozására két listát készítettem, amiket a fillData függvény tölt fel a bemenő adatokkal. 
A nodes lista tartalmazza a gráf csúcsait, amiket az IP címükkel reprezentáltam. A gráf éleit 
a links lista tartalmazza, ennek elemei source és target mezőket tartalmazó objektumok. 
Amennyiben a beérkező adatok tartalmaznak connection adattagot, akkor ennek elemei más 
hosztok IP címei. A függvény minden ilyen kapcsolatra létrehoz egy újabb élt a gráfban. 
Mivel a gráf nem irányított, így nem számit a source és target értéke, de a target minden 
esetben az adott hoszt neve, a source pedig a connections értéke. A select függvény a hoszt 
kiválasztására használható. 
3.3.4.2.6 Settings 
A SettingsComponent osztály csak a beállításokhoz tartozó mezőket jeleníti meg, illetve a 
SettingsService szolgáltatás segítségével elvégzi a módosításokat. 
3.4  Tesztelés 
A tesztelés manuálisan zajlott, a következő tesztesetekkel. 
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Layer Editor tesztesetek 
 
Teszteset Réteg betöltése 
Leírás A layer editor felület „Load Layer” gombjának segítségével rétegek 
listázása, majd a kiválasztott réteg betöltése. 
Feltételek Az adatbázis tartalmaz mentett rétegeket. 
Elvárt működés A felugróablakban megjelennek az elérhető rétegek. Kiválasztás 
után a „Load” gomb megnyomásakor a réteg és mezői megjelennek 
a felületen. A „Cancel” gomb megnyomásával eltűnik az ablak. 
 
Teszteset Réteg törlése 
Leírás A layer editor felület „Load Layer” gombjának segítségével rétegek 
listázása, majd a kiválasztott réteg törlése a papírkosár ikon 
segítségével. 
Feltételek Az adatbázis tartalmaz mentett rétegeket. 
Elvárt működés A felugróablakban megjelennek az elérhető rétegek. Kiválasztás 
után a törlés gomb megnyomásakor megjelenik a megerősítő ablak. 
„Cancel” gomb kiválasztása esetén a réteg megmarad. „Delete” 
gomb megnyomása esetén a réteg törlődik a listából. 
 
Teszteset Réteg mentése 
Leírás A layer editor felület „Save Layer” gombjának segítségével az 
aktuális réteg adatbázisban mentése. 
Feltételek A „Layer name” mezővel meg van adva a réteg neve, és az még 
nem létezik az adatbázisban. 
Elvárt működés A mentés sikeresen megtörténik. 
 
Teszteset Réteg felülírása 
Leírás A layer editor felület „Save Layer” gombjának segítségével az 
aktuális réteg adatbázisban mentése. 
Feltételek A „Layer name” mezővel meg van adva a réteg neve, és az már 
létezik az adatbázisban. 
Elvárt működés Megjelenik a megerősítő ablak. „Cancel” gomb kiválasztása esetén 
a réteg mentése nem történik meg. „Owerwrite” gomb 
megnyomása esetén a réteg tartalma felülíródik az adatbázisban. 
 
Teszteset Réteg mentése, név nélkül 
Leírás A layer editor felület „Save Layer” gombjának segítségével az 
aktuális réteg adatbázisban mentése. 
Feltételek A „Layer name” mező üres.  
Elvárt működés A mentés nem történik meg. 
 
Teszteset Réteg felület ürítése 
Leírás A layer editor felület „Clear Layer” gombjának segítségével az 
aktuális réteg törlése a felületről. 
Feltételek A felület tartalmaz réteget és mezőket. 






Teszteset Csomag betöltése 
Leírás A sender felület „Load Stack” gombjának segítségével csomagok 
listázása, majd a kiválasztott csomag betöltése. 
Feltételek Az adatbázis tartalmaz mentett csomagokat. 
Elvárt működés A felugróablakban megjelennek az elérhető csomagok. Kiválasztás 
után a „Load” gomb megnyomásakor a rétegek és mezőik 
megjelennek a felületen. A „Cancel” gomb megnyomására eltűnik 
az ablak. 
 
Teszteset Csomag törlése 
Leírás A sender felület „Load Stack” gombjának segítségével csomagok 
listázása, majd a kiválasztott csomag törlése a szemetesláda ikon 
segítségével. 
Feltételek Az adatbázis tartalmaz mentett csomagokat. 
Elvárt működés A felugróablakban megjelennek az elérhető csomagok. Kiválasztás 
után a törlés gomb megnyomásakor megjelenik a megerősítő ablak. 
„Cancel” gomb kiválasztása esetén a csomag megmarad. „Delete” 
gomb megnyomása esetén a csomag törlődik a listából. 
 
Teszteset Csomag mentése 
Leírás A sender felület „Save Stack” gombjának segítségével az aktuális 
csomag adatbázisban mentése. 
Feltételek A „Stack name” mezővel meg van adva a csomag neve, és az még 
nem létezik az adatbázisban. 
Elvárt működés A mentés sikeresen megtörténik. 
 
Teszteset Csomag felülírása 
Leírás A sender felület „Save Stack” gombjának segítségével az aktuális 
csomag adatbázisban mentése. 
Feltételek A „Stack name” mezővel meg van adva a csomag neve, és az már 
létezik az adatbázisban. 
Elvárt működés Megjelenik a megerősítő ablak. „Cancel” gomb kiválasztása esetén 
a csomag mentése nem történik meg. „Owerwrite” gomb 
megnyomása esetén a csomag tartalma felülíródik az adatbázisban. 
 
Teszteset Csomag mentése, név nélkül 
Leírás A sender felület „Save Stack” gombjának segítségével az aktuális 
csomag adatbázisban mentése. 
Feltételek A „Stack name” mező üres. A csomag nem tartalmaz réteget. 
Elvárt működés A mentés nem történik meg. 
 
Teszteset Csomag felület ürítése 
Leírás A sender felület „Clear Stack” gombjának segítségével az aktuális 
csomag törlése a felületről. 
Feltételek A csomag felület tartalmaz rétegeket. 




Teszteset Csomag küldése 
Leírás A sender felület „Send” gombjának segítségével az aktuális csomag 
elküldése. 
Feltételek A csomag felület valid csomagot tartalmaz. 
Elvárt működés A csomag a hálózaton kiküldésre kerül. 
 
Teszteset Hibás csomag küldése 
Leírás A sender felület „Send” gombjának segítségével az aktuális csomag 
elküldése. 
Feltételek A csomagfelület hibás csomagot tartalmaz. 
Elvárt működés A felület alján megjelenik a hibaüzenet. A csomag nem kerül 
kiküldésre. 
 
Teszteset Csomag küldése, válasz fogadása 
Leírás A sender felület „Send and Receive” gombjának segítségével az 
aktuális csomag elküldése. 
Feltételek A csomagfelület valid csomagot tartalmaz, amire válasz várható. 
Elvárt működés A csomag a hálózaton kiküldésre kerül. A válasz megjelenik a 
válasz táblázatban. 
 
Teszteset Csomag küldése, válasz fogadása (layer 2) 
Leírás A sender felület „Send and Receive (layer 2)” gombjának 
segítségével az aktuális csomag elküldése. 
Feltételek A csomag felület valid csomagot tartalmaz, amire válasz várható. 
Elvárt működés A csomag a hálózaton kiküldésre kerül. A válasz megjelenik a 
válasz táblázatban. 
 
Teszteset Válasz csomag kiválasztása 
Leírás A sender felület választáblázatából válasz csomag kiválasztása. 
Feltételek A választáblázat tartalmaz csomagokat. 
Elvárt működés A kiválasztott csomag adatai megjelennek a táblázat alatti fában. 
 
Teszteset Válasz csomag rétegének megnyitása, zárása 
Leírás A sender felület választáblázatában kiválasztott csomag rétegének 
megnyitása és zárása, a sor elején lévő gombbal. 
Feltételek A választáblázatban ki van választva egy csomag. 
Elvárt működés A kiválasztott réteg kinyílik, mezői megjelennek. Ismételt 
gombnyomásra eltűnnek. 
 
Teszteset Válasz táblázat ürítése 
Leírás A sender felület „Clear Answer Table” gombjának segítségével az 
aktuális válaszok törlése. 
Feltételek A választáblázat tartalmaz válaszokat. 
Elvárt működés A választáblázat kiürül és eltűnik a felületről. 
Teszteset Réteg hozzáadása a csomaghoz 
Leírás A sender felület „Add” gombjának segítségével a kiválasztott réteg 
csomaghoz adása. 




Elvárt működés A réteg megjelenik a csomag felületen. 
 
Teszteset Csomag rétegének megnyitása, zárása 
Leírás A sender felületen az aktuális csomag rétegének megnyitása és 
zárása, a sor elején lévő gombbal. 
Feltételek Az aktuális csomag tartalmaz réteget. 
Elvárt működés A kiválasztott réteg kinyílik, mezői megjelennek. Ismételt 
gombnyomásra eltűnnek. 
 
Teszteset Csomag rétegének törlése 
Leírás A sender felületen az aktuális csomag rétegének törlése a 
papírkosár gombbal. 
Feltételek Az aktuális csomag tartalmaz réteget. 
Elvárt működés A gombnyomására megjelenik a megerősítő ablak. „Cancel” gomb 
kiválasztása esetén a réteg megmarad. „Confirm” gomb 
kiválasztása esetén a réteg törlődik a csomagépítő felületről 
 
Teszteset Csomag rétegének mozgatása 
Leírás A sender felületen az aktuális csomag rétegének fel és le mozgatása 
a rétegek között, az erre szolgáló gombok segítségével. 
Feltételek Az aktuális csomag tartalmaz rétegeket. Mindegyikből maximum 
egyet. 
Elvárt működés A felfelé mutató nyíl ikonnal a réteg feljebb kerül, ha legfelül van 
akkor változatlan marad a pozíciója. A lefelé mutató nyíl ikonnal a 
réteg lejjebb kerül, ha legalul van akkor változatlan marad a 
pozíciója. 
 
Teszteset Alréteg megadása réteg mezőként 
Leírás A sender felületen, az aktuális csomag egy rétegének alréteg 
megadása a mező melletti „plusz” ikon segítségével. 
Feltételek Az aktuális csomagnak egy rétege nyitott állapotban van. 
Elvárt működés A gomb megnyomására megjelenik az alréteg hozzáadó dialógus. 
Az alréteg kiválasztása után az az „Add sub-layer” gombbal 
betöltődik alrétegként. Ez egy újabb lenyitható szintként jelenik 
meg a csomagfában. A „Cancel” gombra eltűnik az ablak. 
 
Teszteset Csomag alrétegének törlése 
Leírás A sender felületen az aktuális csomag egy alrétegének törlése a 
papírkosár gombbal. 
Feltételek Az aktuális csomag tartalmaz alréteget. 
Elvárt működés A gombnyomására megjelenik a megerősítő ablak. „Cancel” gomb 
kiválasztása esetén az alréteg megmarad. „Confirm” gomb 
kiválasztása esetén az alréteg törlődik a csomagépítő felületről. 





Teszteset Rögzítés elindítása 
Leírás A sniffer felület „Start sniffing” gombjának segítségével a csomag 
rögzítés elindítása. 
Feltételek A filter és interface beállítások megfelelően meg vannak adva. 
Elvárt működés Megjelenik a rögzítést visszajelző sáv. A rögzített csomagok 
megjelennek a táblázatban. 
 
Teszteset Rögzítés leállítása 
Leírás A sniffer felület „Stop sniffing” gombjának segítségével a csomag 
rögzítés leállítása. 
Feltételek A rögzítés fut. 
Elvárt működés Eltűnik a rögzítést visszajelző sáv. A táblázatban nem jelennek meg 
újabb csomagok. 
 
Teszteset Rögzített adatok törlése 
Leírás A sniffer felület „Clear data” gombjának segítségével a rögzített 
adatok törlése. 
Feltételek Vannak rögzített adatok. 
Elvárt működés A táblázat üres lesz, amennyiben volt kijelölt csomag, akkor annak 
részletező fája eltűnik. 
 
Teszteset Rögzítő filter megadása 
Leírás A sniffer felület „Filter” mezőjének segítségével a rögzítő filter 
megadása. 
Feltételek nincs feltétel 
Elvárt működés A filter beállításra kerül. 
 
Teszteset Adapter megadása 
Leírás A sniffer felület „Interface” mezőjének segítségével a használni 
kívánt adapter kiválasztása. 
Feltételek Vannak elérhető adapterek. 
Elvárt működés A legördülő menü listázza az elérhető adaptereket. Kiválasztás 
esetén az adapter beállításra kerül. A menü sávon megjelenik a 
neve és a hozzá tartozó IP cím. 
 
Teszteset Rögzített csomag részletes információinak megjelenítése 
Leírás A rögzített csomagok táblázatából egy sor kiválasztása és annak 
részletes információinak megjelenítése. 
Feltételek Vannak rögzített csomagok a táblázatban. 
Elvárt működés A kiválasztás után, a táblázat alatt megjelenik egy fa az adott 
csomag rétegeivel és részletes információival. 
Teszteset Rögzített csomag rétegének kinyitása és bezárása 
Leírás A kiválasztott csomag rétegeit tartalmazó fa elemeinek kinyitása és 
bezárása, a sor elején lévő gombbal. 
Feltételek Ki van választva egy csomag a táblázatban. 




mezői és azok értékei. Ismételt megnyomáskor a réteg bezárul. 
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Script Editor tesztesetek 
 
Teszteset Szkript betöltése 
Leírás A szkript editor felület „Load Script” gombjának segítségével 
szkriptek listázása, majd a kiválasztott szkript betöltése. 
Feltételek Az adatbázis tartalmaz mentett szkripteket. 
Elvárt működés A felugróablakban megjelennek az elérhető szkriptek. Kiválasztás 
után a „Load” gomb megnyomásakor a kontrollerek megjelennek a 
felületen. A „Cancel” gombra eltűnik az ablak. 
 
Teszteset Szkript törlése 
Leírás A szkript editor felület „Load Script” gombjának segítségével 
szkriptek listázása, majd a kiválasztott szkript törlése a 
szemetesláda ikon segítségével. 
Feltételek Az adatbázis tartalmaz mentett szkripteket. 
Elvárt működés A felugróablakban megjelennek az elérhető szkriptek. Kiválasztás 
után a törlés gomb megnyomásakor megjelenik a megerősítő ablak. 
„Cancel” gomb kiválasztása esetén a szkript megmarad. „Delete” 
gomb megnyomása esetén a szkript törlődik a listából. 
 
Teszteset Szkript mentése 
Leírás A szkript editor felület „Save Script” gombjának segítségével az 
aktuális szkript adatbázisban mentése. 
Feltételek A „Script name” mezővel meg van adva a szkript neve és az még 
nem létezik az adatbázisban. 
Elvárt működés A mentés sikeresen megtörténik. 
 
Teszteset Szkript felülírása 
Leírás A szkript editor felület „Save Script” gombjának segítségével az 
aktuális szkript adatbázisban mentése. 
Feltételek A „Script name” mezővel meg van adva a szkript neve és az már 
létezik az adatbázisban. 
Elvárt működés Megjelenik a megerősítő ablak. „Cancel” gomb kiválasztása esetén 
a szkript mentése nem történik meg. „Owerwrite” gomb 
megnyomása esetén a szkript tartalma felülíródik az adatbázisban. 
 
Teszteset Szkript mentése, név nélkül 
Leírás A szkript editor felület „Save Script” gombjának segítségével az 
aktuális szkript adatbázisban mentése. 
Feltételek A „Script name” mező üres. A szkript nem tartalmaz 
kontrollereket. 
Elvárt működés A mentés nem történik meg. 
 
Teszteset Szkript Editor felület ürítése 
Leírás A szkript editor felület „Clear Script” gombjának segítségével az 
aktuális szkript törlése a felületről. 
Feltételek A szkrip editort felület tartalmaz kontrollereket. 




Teszteset Szkript futtatása 
Leírás A szkript editor felület „Run Script” gombjának segítségével az 
aktuális szkript futtatása. 
Feltételek A szkrip editort felület tartalmaz valid szkriptet. 
Elvárt működés A szkript futása elindul, befejezésekor megjelennek a kimeneti 
változók. 
 
Teszteset Szkript eredményének exportálása 
Leírás A szkript editor felület „Export answer to JSON” gombjának 
segítségével a futás eredménye JSON formátumban letölthető. 
Feltételek A szkrip editor felület tartalmaz futtatott szkript eredményt. 
Elvárt működés A gomb lenyomásakor letölthető az eredményt tartalmazó file. 
 
Teszteset Szkript eredményének sorainak kinyitása és bezárása 
Leírás A szkript eredmény sorainak kinyitása és bezárása, a sor elején lévő 
gombbal. 
Feltételek A szkrip editor felület tartalmaz futtatott szkript eredményt 
Elvárt működés A gomb megnyomásakor a sor kinyílik és láthatóvá válnak a 
további adatok. Ismételt megnyomáskor a sor bezárul. 
 
Teszteset Kontroller hozzáadása a szkripthez 
Leírás Kontroller kiválasztása a listából majd az „Add Controller” gomb 
segítségével a szkripthez adása. 
Feltételek  
Elvárt működés A kiválasztás után, a gomb megnyomásakor a kontroller 
megjelenik a szkriptben. 
 
Teszteset Kontroller törlése a szkriptből 
Leírás Kontroller sorában a papírkosár ikon segítségével a kontroller 
törlése a szkriptből. 
Feltételek A szkript tartalmaz kontrollereket. 
Elvárt működés A gomb megnyomásakor megjelenik a megerősítő ablak. „Cancel” 
gomb kiválasztása esetén a kontroller megmarad. „Delete” gomb 
kiválasztása esetén a kontroller törlődik a listából. 
 
Teszteset Kontroller klónozása 
Leírás Kontroller sorában a klónozás ikon segítségével a kontroller 
klónozása. 
Feltételek A szkript tartalmaz kontrollereket. 
Elvárt működés A gomb megnyomásakor megjelenik a kontroller klónja megjelenik 
a szkript alján. A klónozott kontroller tartalmazza az eredeti 
kontroller kitöltött adatait. 
Teszteset Csomag megadása bemeneti változóként 
Leírás Kontroller „Pkt” mezőjének jobb oldalán található ikon 
segítségével a csomagok megjelenítése. Majd kiválasztás utáni 
betöltése. 




Elvárt működés A gomb megnyomásakor megjelenik a csomagok listája. 
Kiválasztás után a „Load” gomb megnyomásakor a csomag 
betöltődik a kontrollerbe. A „Cancel” gombra eltűnik az ablak. 
 
Teszteset Változó kiválasztása a kontrollerben 
Leírás Kontroller „Output Variable” mezőjének jobb oldalán található 
ikon segítségével a változók megjelenítése. Majd kiválasztás utáni 
betöltése. 
Feltételek A szkript tartalmaz megfelelő kontrollereket és változókat. 
Elvárt működés A gomb megnyomásakor megjelenik a változók listája. Kiválasztás 
után a „Use” gomb megnyomásakor a változó betöltődik a 
kontrollerbe. A „Cancel” gombra eltűnik az ablak. 
 
Teszteset Új változó megadása a kontrollerben 
Leírás Kontroller „Output Variable” mezőjének jobb oldalán található 
ikon segítségével a változók megjelenítése. Majd új változó 
megadása. 
Feltételek A szkript tartalmaz megfelelő kontrollereket. 
Elvárt működés A gomb megnyomásakor megjelenik a változók listája. A „New 
Variable” beviteli mező segítségével új változó megadása. A „Use” 
gomb megnyomásakor a változó betöltődik a kontrollerbe. A 
„Cancel” gombra eltűnik az ablak. 





Teszteset Hálózati adat betöltése 
Leírás A network felület „Load Data” gombjának segítségével az elérhető 
hálózati adatok listázása, majd a kiválasztott adat betöltése. 
Feltételek Az adatbázis tartalmaz mentett hálózati adatokat. 
Elvárt működés A felugró ablakban megjelennek az elérhető hálózati adatok. 
Kiválasztás után a „Load” gomb megnyomásakor az adatok 
megjelennek a felületen. A „Cancel” gombra eltűnik az ablak. 
 
Teszteset Hálózati adat törlése 
Leírás A network felület „Load Data” gombjának segítségével az elérhető 
hálózati adatok listázása, majd a kiválasztott adat törlése a 
papírkosár ikon segítségével. 
Feltételek Az adatbázis tartalmaz mentett hálózati adatokat. 
Elvárt működés A felugróablakban megjelennek az elérhető hálózati adatok. 
Kiválasztás után a törlés gomb megnyomásakor megjelenik a 
megerősítő ablak. „Cancel” gomb kiválasztása esetén a hálózati 
adat megmarad. „Delete” gomb megnyomása esetén a hálózati adat 
törlődik a listából. 
 
Teszteset Hálózati adat mentése 
Leírás A network felület „Save Data” gombjának segítségével az aktuális 
hálózati adat adatbázisban mentése. 
Feltételek A „Data name” mezővel meg van adva az adatok neve, és az még 
nem létezik az adatbázisban. 
Elvárt működés A mentés sikeresen megtörténik. 
 
Teszteset Hálózati adat felülírása 
Leírás A network felület „Save Data” gombjának segítségével az aktuális 
hálózati adat adatbázisban mentése. 
Feltételek A „Data name” mezővel meg van adva az adatok neve, és az még 
nem létezik az adatbázisban. 
Elvárt működés Megjelenik a megerősítő ablak. „Cancel” gomb kiválasztása esetén 
a hálózati adatok mentése nem történik meg. „Owerwrite” gomb 
megnyomása esetén a hálózati adatok tartalma felülíródik az 
adatbázisban. 
 
Teszteset Hálózati adatok ürítése 
Leírás A network felület „Clear Data” gombjának segítségével az aktuális 
hálózati adatok törlése a felületről. 
Feltételek A network felület tartalmaz adatokat. 
Elvárt működés A felület kiürül, minden adat eltűnik. 
Teszteset Plugin futtatása 
Leírás A network felület „Run” gombjának segítségével az aktuális plugin 
futtatása. 





Elvárt működés A plugin futása elindul, befejezésekor megjelennek az adatok. 
 
Teszteset Hálózati adatok exportálása 
Leírás A network felület „Export to JSON” gombjának segítségével az 
aktuális adatok JSON formátumban letöltése. 
Feltételek A network felület tartalmaz hálózati adatokat. 
Elvárt működés A gomb lenyomásakor letölthető az adatokat tartalmazó file. 
 
Teszteset Hoszt információinak megjelenítése 
Leírás Hoszt kiválasztása a táblázatból vagy a gráf nézetből. 
Feltételek A network felület tartalmaz hálózati adatokat. 
Elvárt működés A kiválasztáskor megjelenik a hoszt adatait részletező fát. 
 
Teszteset Plugin kiválasztása 
Leírás Plugin kiválasztása a listából. 
Feltételek nincs feltétel 
Elvárt működés A kiválasztás után, a plugin mezői megjelennek a plugin lista alatt. 
 
Teszteset Táblázat oszlopok ki-be kapcsolása 
Leírás A táblázat nézetben, a táblázat feletti jelölőnégyzetek segítségével 
oszlopok ki és be kapcsolása. 
Feltételek A network felület tartalmaz hálózati adatokat. 
Elvárt működés A jelölőnégyzet kikapcsolásakor eltűnik a táblázatból a 
hozzátartozó oszlop. A bekapcsoláskor az oszlop ismét megjelenik. 
táblázat 9: Network tesztesetek 
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Teszteset Rögzítő filter megadása 
Leírás A settings felület „Filter” mezőjének segítségével a rögzítő filter 
megadása. 
Feltételek nincs feltétel 
Elvárt működés A filter beállításra kerül. 
 
Teszteset Adapter megadása 
Leírás A settings felület „Interface” mezőjének segítségével a használni 
kívánt adapter kiválasztása. 
Feltételek Vannak elérhető adapterek. 
Elvárt működés A legördülő menü listázza az elérhető adaptereket. Kiválasztás 
esetén az adapter beállításra kerül. A menüsávon megjelenik a neve 
és a hozzá tartozó IP cím. 
 
Teszteset Sender időtúllépési érték megadása 
Leírás A settings felület „Timeout” mezőjének segítségével az időtúllépési 
érték megadása. 
Feltételek nincs feltétel 
Elvárt működés Az időtúllépési érték beállításra kerül. 
táblázat 10: Settings tesztesetek 
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3.5 Továbbfejlesztési lehetőségek 
Az alkalmazás további fejlesztésére számos ötletem van: 
• További beállítások megvalósítása, például alapértékek megadása különböző 
csomagok mezőinek vagy hálózati pluginoknak.  
• Beállítások adatbázisban való tárolása. 
• Autentikáció és felhasználókezelés megvalósítása. 
• HTTPS protokoll alkalmazása a biztonságos kommunikációra. 
• További protokollok elérhetővé tétele. Ez fejlesztési oldalról könnyen 
megvalósítható, mivel a scapy modulban számos további protokoll elérhető, viszont 
átfogó tesztelést igényel. 
• Csomagvalidáció és kitöltést segítő leírások, hibaüzenetek. 
• Rögzített csomagok pcap formátumú exportálása. 
• Nmap kimenet importálása a hálózati felületre. 
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A DVD lemez három mappát tartalmaz: 
• „szakdolgozat” mappa tartalmazza a PDF formátumú szakdolgozatot, 
• „front-end” mappa tartalmazza a front-end alkalmazás forráskódját, 
• „webscapy” mappa tartalmazza a back-end alkalmazás forráskódját 
