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ABSTRACT 
Software testing is directed to a dark future, with greater political isolation management, 
less funding and poorer overall quality. The hopes of the theory of software quality and test 
new technologies of the 1990s have been usurped by "tastes" in the development focused 
on ideas such as "Agile", "Object Oriented", "Cloud” and applications “Mobile” of $ 0.99. The 
new languages and development methods are designed to allow developers to "throw" code 
faster and not to improve versions, maintenance, testing and traceability or auditing. The 
costs of maintenance and development will increase, the budgets for the test will fall and 
more projects fail. The future of the tests is shade. In this article is analyzed this situation. 
 
RESUMEN 
Las pruebas del software se dirigen a un futuro oscuro, con mayor aislamiento político de 
gestión, menos financiación y calidad total más pobre. Las esperanzas de la teoría de la 
calidad del software y las nuevas tecnologías de prueba, de la década de 1990, han sido 
usurpadas  por  “gustos”  en  el  desarrollo  focalizados  en  ideas  como  "Ágil",  "Orientado  a 
Objetos", "la Nube" y las aplicaciones “Móviles” de $0,99. Los nuevos lenguajes y métodos de 
desarrollo  están  diseñados  para  permitirles  a  los  desarrolladores  “tirar”  código  más 
rápidamente  y  no  para  mejorar  las  versiones,  el  mantenimiento,  las  pruebas  y  la 
trazabilidad o la auditoría. Los costos del mantenimiento y el desarrollo se incrementarán, 
los presupuestos para la prueba caerán y más proyectos fracasarán. El futuro de las pruebas 
es sombrío. En este artículo se hace un análisis a esta situación. 
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1.  INTRODUCCIÓN 
Una de las mejores cosas que se podría tener en la vida 
sería  una  bola  de  cristal  fiable.  Sin  embargo,  tales 
dispositivos todavía están en fase de prueba, por lo que la 
siguiente  mejor  alternativa  es  contar  con  mucha 
experiencia que se remonte a un largo período de tiempo. 
Esto permitirá al menos una base para hacer predicciones 
acerca del futuro. Esto es lo que está sucediendo con las 
pruebas del software: actualmente no se cuenta con una 
herramienta  que  permita  visionar  el  futuro  que  les 
espera, por lo que se debe recurrir a la experiencia pasada 
para presentar una visión prospectiva de camino que van 
a recorrer. 
 
Algo  muy  importante  acerca  de  las  pruebas  es  la 
capacidad de adaptación de las técnicas conocidas, que se 
puede aplicar a casi cualquier proyecto que requiera ser 
probado.  Con  el  tiempo  surgen  nuevas  técnicas  o 
metodologías  que  pueden  modificar  o  reorganizar  la 
forma  en  la  que  los  probadores  profesionales  llevan  a 
cabo sus tareas diarias. Existe una forma de predecir el 
futuro  llamada  futurología,  que  involucra  a  muchas 
empresas y personas de diferentes orígenes: científicos, 
escritores y científicos sociales. Al predecir  el futuro  se 
puede  predecir  hacia  dónde  va  la  empresa,  o  qué 
dificultades  o  riesgos  se  pueden  esperar.  Una  de  esas 
empresas es Intel, que tiene un futurista residente y que 
recientemente  publicó  cuatro  historias  cortas  de 
escritores de ciencia ficción que utilizan tecnologías que 
está desarrollando actualmente en sus laboratorios. 
 
De  la  misma  manera,  para  predecir  el  futuro  de  las 
pruebas también se puede recurrir a las predicciones de 
las  tecnologías  señaladas  por  los  escritores  de  ciencia 
ficción y, de hecho, muchos de ellos ya han predicho el 
futuro  desde  hace  un  tiempo  e  inclusive  algunos  han 
acertado, como Arthur C. Clarke, William Gibson y George 
Orwell,  por  nombrar  sólo  algunos.  Pero,  aunque  se 
puedan  mostrar  ejemplos  de  acierto,  la  mayoría  ha 
fallado. En las pruebas de software la cuestión es un poco 
más  complicada,  por  lo  que  a  continuación  se  presenta 
una idea acerca de lo que podría suceder en su futuro. 
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2.  TRES IDEAS 
 
2.1 Habrá  más  pruebas  a  nivel  de  “componentes”  y 
más control de calidad independiente 
Desde  hace  algún  tiempo  se  reconoce  que  la  mejor 
manera  de  alcanzar  la  confiabilidad  en  el  software  es 
asegurar  que  se  construye  con  componentes  fiables. 
Existe  un  sinfín  de  documentos  y  presentaciones  sobre 
este tema, todos argumentando que el software se debe 
verificar a nivel de módulo, de forma aislada del resto del 
sistema  en  el  que  está  contenido.  Si  se  acepta  este 
principio entonces un Sistema de Gestión de Calidad, SGC 
por  sus  siglas  en  inglés,  con  verificación  mediante 
pruebas es la única manera de asegurar que realmente se 
está respetando este principio. 
 
Muchas  empresas,  tanto  públicas  como  privadas, 
reconocen  hoy  la  validez  de  este  argumento  como  una 
forma  de  asegurar  que  el  software  de  mala  calidad  no 
llega  al  mundo  exterior.  De  este  modo,  se  protegen  en 
cierta  medida  de  los  riesgos  de  litigios  y  la  pérdida  de 
reputación  [1].  Además,  la  mayoría  de  las  industrias 
reguladas, como la construcción de aviones, la de trenes y 
operación  de  señales  de  ferroviarias,  el  equipo 
automotriz, los dispositivos médicos, entre otras, cada vez 
incrementan  más  los  estándares.  Invariablemente  estas 
normas  ponen  un  énfasis  considerable  en  las  pruebas 
unitarias  como  parte  obligatoria  o  recomendada  del 
proceso de producción de  software. Por lo tanto, habrá 
más pruebas unitarias a los componentes de código y esto 
irá  acompañado  de  mejores  procesos  de  control  de 
calidad para asegurar que se llevan a cabo correctamente. 
La industria japonesa transformó la calidad de fabricación 
de  esta  manera  y  se  espera  ver  más  progreso  en  los 
procesos del software. 
 
2.2 Se incrementará la automatización de las pruebas 
En realidad,  esto parece  que no fuera necesario decirlo 
porque es tan obvio que ya está sucediendo. Lo que ahora 
es  posible  y  se  observa  por  todas  partes  es  que  los 
módulos de código nuevos de un programador se pueden 
utilizar para auto-generar un instrumento de prueba que 
contenga  los  campos  listos  para  insertar  valores  de 
entrada conocidos y valores de salida esperados [2]. Estos 
scripts  también  se  pueden  hacer  cargo  de  las 
simulaciones necesarias para asegurar que el módulo se 
prueba  aisladamente  del  resto  del  sistema.  Incluso  se 
puede  utilizar  para  lograr  que  el  entorno  de  prueba 
seleccione de forma  automática los valores de entrada y 
para establecer el control para que los resultados sean los 
esperados. 
 
Sin embargo, antes del regocijo, es necesario inyectarse 
un  poco  de  cautela.  La  principal  categoría  de    pruebas 
unitarias existe para verificar que el software bajo prueba 
funciona como se esperaba, por tanto, esto es totalmente 
contrario  al  espíritu  de  la  prueba  con  el  objetivo  de 
permitir  que  los  valores  de  entrada  y  los  resultados 
previstos se generen completamente a partir de lo que se 
encuentra en el código. Presentándolo así de simple, es 
erróneo  permitir  que  las  pruebas  unitarias  desde  la 
verificación  de  requisitos  sean  completamente 
automatizadas utilizando el código en sí mismo como la 
única entrada. Existen propósitos de prueba,  como el de 
robustez y de línea de base, donde este tipo de enfoques 
es válido y es bueno, pero esa es otra historia. 
 
2.3 Las pruebas de salida se utilizarán más 
Lo  que  un  desarrollador  desea  como  resultado  de  una 
ejecución  de  prueba  es  conocer  en  primer  lugar  si  el 
código se construyó como se esperaba. Esto no debería 
ser un principio tan simple como pasa o falla. Cuando se 
presenta una falla es fácil leerla. Los esfuerzos se orientan 
al  lugar  donde  la  prueba  falló  y  luego  se  realizan  los 
diagnósticos necesarios para encontrar la diferencia entre 
lo que se esperaba y lo que sucedió en realidad. Una cosa 
es hasta cierto punto, ya es posible con las herramientas 
de prueba modernos. También es posible y muy útil poder 
observar el componente de código involucrado, debido a 
que es la única manera de asegurar que, como mínimo, se 
han ejecutado todos los caminos y las ramas a través del 
código. 
 
Aunque se ha avanzado mucho en esta dirección, todavía 
hay algunas asperezas. Por ejemplo, si una estructura de 
datos compleja tiene un valor que  no  es  el esperado,  a 
continuación se debe aislar la parte de esta estructura que 
origina  la  dificultad.  Se  requieren  más  avances  en  este 
sentido para que lo deseable sea posible [3]. 
 
3.  GESTIÓN DE PRUEBAS ESBELTAS 
La esbeltez está de moda y en todas partes. Al caminar 
por la calle se observa cómo muchas empresas anuncian 
cuestiones como construcción esbelta o cuerpos esbeltos. 
Es  posible  comprar  aplicaciones  esbeltas  y  contratar 
consultores  especializados  en  esbeltez.  Parece  que  los 
métodos esbeltos se aplican a diversos tipos de negocios y 
por tanto a varios tipos de procesos. Lo que todos tienen 
en común es el énfasis en un proceso de negocio completo 
y  no  sólo  en  mejorar  uno  de  los  pasos  del  mismo.  Por 
ejemplo,  se  focalizan  no  sólo  en  mejorar  el  proceso  de 
pruebas de software, sino también el proceso completo, 
desde  la  recopilación  de  requisitos  hasta  la 
implementación de la solución.  
 
3.1 Esbeltez: crear un mejor flujo de trabajo y eliminar 
actividades redundantes 
La manufactura esbelta es un proceso empresarial para 
implementar métodos de mejoramiento que se desarrolla 
a  partir  de  un  punto  de  vista  logístico.  Se  centra  en  la 
prohibición del desperdicio para lograr mayor rapidez y 
eficacia,  por  lo  que  se  elimina  todo  proceso  que  no 
agregue  valor  para  el  cliente.  Su  filosofía  se  deriva 
principalmente del Toyota Production System. Es famoso 
porque con su aplicación se logró la reducción de siete 
desperdicios  en  la  Toyota,  que  posteriormente  se 
convirtieron en la base de trabajo.  
 
1.  Sobreproducción.  En  pocas  palabras,  la 
sobreproducción  es  la  fabricación  de  un  producto 
antes de que sea realmente requerido. En lo que tiene 
que  ver  con  las  pruebas  esto  podría  ser  lo  que  se 
busque:  antes  de  iniciar  su  ejecución  real  se  deben 
preparar los casos, los datos y el contexto de prueba. 20 
 
Por otro lado, se debe estar seguro de haber hecho una 
distinción  entre  el  esfuerzo  y  la  profundidad  de  las 
pruebas  basadas  en  riesgos;  no  realizar  demasiada 
superposición entre los niveles de prueba y saber qué 
hacer con el exceso potencial del plan de prueba. Todo 
esto se puede ver como sobreproducción dentro de la 
prueba [4]. 
 
2.  Tiempo  muerto.  Cuando  las  mercancías  que  no  se 
mueven o no se procesan, ese tiempo muerto genera 
desperdicios.  Relacionar  procesos  de  modo  que  un 
alimente  directamente  al  siguiente  puede  reducir 
drásticamente  esa  espera.  En  la  prueba  esto  es  un 
residuo  muy  común  y  bien  conocido:  esperar  los 
diseños,  esperar  un  ambiente  adecuado,  esperar  el 
soporte, etc. 
 
3.  Transporte.  Transportar  un  producto  entre  procesos 
genera costos que no le añaden valor. Para la prueba 
se puede observar la forma en que la información llega 
al probador o la cantidad de reuniones que tiene con el 
equipo de pruebas. 
 
4.  Procesamiento  inapropiado.  A  menudo  denominado 
como  "usar  una  almádana  para  romper  una  nuez". 
Muchas  organizaciones  utilizan  costosos  equipos  de 
alta precisión cuando una herramienta sencilla sería 
suficiente.  Existen  ejemplos  de  herramientas  de 
automatización  de  pruebas  o  de  administración  de 
errores  costosas  de  las  cuales  gran  parte  de  su 
funcionalidad no se utiliza, inclusive es posible tener 
casos  de  prueba  demasiados  preparados  para  una 
funcionalidad pequeña y sencilla en la que no se tienen 
en cuenta los riesgos de los productos y su prioridad. 
 
5.  Inventario  innecesario.  Work  in  Progress  es  un 
resultado  directo  del  exceso  de  producción  y  del 
tiempo  muerto.  En  lugar  de  tener  buenos  casos  de 
prueba para cada plataforma software, es posible que 
con un buen control de versiones se puedan reutilizar  
casos  de  otros  procesos.  Otro  ejemplo  podría  ser 
observar  los  equipos  de  prueba  y  hacerlos  más 
flexibles para trabajar en varios proyectos. Esto ayuda 
a  tener  el  número  adecuado  de  personas  en  el 
momento preciso. Otro ejemplo es construir más casos 
de  prueba  que  se  puedan  ejecutar  en  un  tiempo 
determinado. Los casos de prueba que no se pueden 
ejecutar no agregan valor para el cliente [1]. 
 
6.  Movimiento en exceso o innecesarios. Este desperdicio 
se  relaciona  con  la  ergonomía  y,  debido  a  que  la 
prueba no es algo físico, podría ser difícil de encontrar 
una  relación  entre  ambos.  Pero  es  posible  traducir 
esto como  la  cantidad  de  versiones  para  alcanzar  la 
calidad  requerida.  Cuando  se  presentan  versiones 
pequeñas  en  un  determinado  período,  se  más  difícil 
planificar, preparar y ejecutar las pruebas. 
 
7.  Defectos.  Tienen  un  impacto  directo  en  la  calidad  y 
aquellos  que  generan  re-trabajo  o  desechos  generan 
costos extras para las organizaciones. Aquí se puede 
hacer una distinción entre los defectos en el proceso 
de prueba y los defectos en los productos bajo prueba. 
Con las pruebas se puede ayudar a la organización a 
eliminar los desperdicios de los defectos del producto. 
Cada uno de estos defectos que  encuentra un equipo 
de  prueba  se  puede  arreglar  antes  de  iniciar  la 
producción.  Probablemente  este  sea  el  desperdicio 
más reconocible relacionado con la prueba. También 
hay que tener en cuenta los defectos en el proceso de 
la prueba y los planes de mejora deben incluir también 
a estos procesos. 
 
3.2 Six Sigma: mejorar los procesos e incrementar la 
previsibilidad de resultados de procesos 
Six  Sigma  es  un  método  de  gestión  de  calidad  al  que 
muchos  ven  como  un  sucesor  de  Total  Quality 
Management con alto uso de Statistical Process Control 
como  método  subyacente.  Los  procesos  se  pueden 
controlar cuando se conocen sus flujos y lo que se tiene 
que medir. Medir es conocer y es la base de Six Sigma. El 
objetivo es trabajar más inteligentemente y obtener una 
mayor calidad. Sigma (∂) es la desviación estándar de la 
media y se trata de un término estadístico que mide en 
qué  medida  se  desvía  de  la  perfección  un  determinado 
proceso.  Fue  fundada  en  Motorola  a  mediados  de  los 
ochenta  como  una  solución  para  los  problemas  con  la 
calidad del producto y la satisfacción del cliente. Alcanzó 
gran  popularidad  cuando  se  utilizó  a  gran  escala  en 
General Electric y le permitió obtener miles de millones 
de utilidad en un período de varios años [5]. 
 
Six Sigma tiene cuatro elementos clave: 
 
1.  El cliente es el punto de partida. Las pruebas deben 
centrarse  en  añadir  el  máximo  valor  a  todos  los 
interesados. Por ejemplo, establecer prioridades sobre 
la base de un análisis de riesgos del producto. 
 
2.  Mejorar  los  procesos  de  prueba.  Utilizar  modelos  y 
métodos  como  referencia,  pero  no  como  objetivo. 
Utilizar lo que se adapte mejor a los procesos propios 
de la organización. 
 
3.  Asegurar el trabajo en equipo. No sólo en el equipo de 
pruebas, sino también con los otros miembros dentro 
de sus proyectos. 
 
4.  Recoger  y  analizar  datos.  La  mejora  del  proceso  de 
prueba no se puede lograr sin medir el efecto de los 
cambios realizados en el proceso. Mantener métricas, 
analizarlas  y  tomar  acciones  debe  ser  una  segunda 
naturaleza de la empresa. 
 
3.3 Gestión de pruebas esbeltas: gestionar el proceso 
de pruebas para mejorar la calidad del producto 
bajo  prueba  para  medirlo  con  el  tiempo  y  el 
presupuesto previstos 
En la gestión de pruebas esbeltas lo mejor es combinar la 
esbeltez con la teoría Six Sigma. En la esbeltez  la atención 
se  centra  en  eliminar  actividades  que  no  agregan  valor 
directo para el cliente, mientras que Six Sigma se centra 
en  lograr  una  mayor  calidad  mediante  un  trabajo  más 
inteligente. 21 
 
Aunque  el  método  esbelto  surgió  de  las  industrias  de 
producción y Six Sigma no está diseñado específicamente 
para  la  prueba,  sus  principios  son  excelentes  para 
utilizarlos en sus procesos. Por ejemplo, a menudo en el 
proceso de pruebas hay retrasos porque los probadores 
están a la espera de los diseños, o porque el entorno de 
prueba  no  cumple  las  expectativas.  Al  investigar  este 
proceso, utilizando las técnicas existentes de esbeltez y de 
Six Sigma, se puede mejorar por que no se perderá tiempo 
valioso. 
 
A  menudo  se  trata  de  implementar  mejoras  en  los 
procesos,  lo  cual  no  siempre  tiene  éxito.  ¿Por  qué  se 
puede  lograr  al  utilizar  la  gestión  de  pruebas  esbeltas? 
Esta gestión se puede ver como un buen complemento a 
los actuales modelos de mejora de pruebas, porque estos 
últimos se basan en un punto de referencia contra el cual 
se compara la organización y se centran principalmente 
en el proceso en sí. Las técnicas de mejora asociadas con 
una  gestión  de  prueba  simple  dice  mucho  de  una 
empresa. En la situación específica de una organización 
que se investiga a fondo y que se basa en los resultados, 
es necesario considerar las mejoras necesarias. No sólo se 
investigan las pruebas, sino también los procesos que las 
rodean,  sin  olvidar  sus  interacciones  [2].  A  menudo,  se 
genera gran cantidad de desperdicios en las interfaces de 
estos  procesos  y  para  hacer  que  sea  más  "esbelto"  el 
proceso  combinado  es  buena  idea  centrarse  en  las 
fronteras y deshacerse de ellos. Hay mucho que ganar. Las 
técnicas y las herramientas de la producción esbelta y Six 
Sigma ayudarán a alcanzar los objetivos de mejoramiento. 
 
3.4 Una  hoja  de  ruta  para  la  gestión  de  pruebas 
esbeltas [6] 
Una buena forma de implementar la gestión de pruebas 
esbeltas  es  comenzar  con  la  primera  fase  del  ciclo  Six 
Sigma  DMAIC,  que  es  una  versión  extendida  del  ciclo 
Deming: planificar, hacer, verificar, actuar. Además, tiene 
un lugar más importante para las mediciones y el control. 
Las siguientes fases hacen parte del ciclo DMAIC: 
 
1.  Definir,  ponerse  de  acuerdo  acerca  de  lo  que  es 
mejorar el proyecto. Involucrar a las personas en todo 
el proceso, no sólo los probadores, para evitar la sub-
optimización.  A  veces,  la  discusión  entre  estas 
personas permite el logro rápido de objetivos porque 
están  conscientes  de  lo  que  espera  el  uno  del  otro. 
Típicas técnicas de esbeltez/Six Sigma que se pueden 
aplicar aquí son SIPOC y Value Stream. 
 
2.  Medir,  evaluar  el  sistema  de  medición  existente, 
observar  el  proceso,  recoger  datos  y  mapear  el 
proceso con mayor profundidad. Las áreas de mejora 
definidas en la primera fase ofrecen una visión de las 
áreas  problemáticas  en  el  proceso.  Es  importante 
conocer cuáles son las causas más importantes que las 
originan, por lo tanto se deben medir. Aquí se aplica la 
regla  20-80.  Resolver  el  20%  de  las  causas  más 
importantes podrían ofrecer una mejora del 80% en el 
área  del  problema.  Una  técnica  típica  que  se  puede 
aplicar aquí es el diagrama de Pareto [4]. 
 
3.  Analizar, utilizar los datos recogidos para confirmar el 
origen  de  los  retrasos,  los  desperdicios  y  la  mala 
calidad. Después que las áreas problemáticas han sido 
medidas, se pueden analizar los datos para encontrar 
la  verdadera  fuente  del  problema.  Es  importante  no 
saltarse  esta  fase,  incluso  cuando  se  piensa  que  las 
soluciones  son  evidentes  después  que  se  definen  y 
miden  las  fases.  Es  necesario  investigar  más  para 
llegar a las mejores soluciones al final. Técnicas típicas 
aquí son los 5 por qué y los diagramas de Ishikawa. 
 
4.  Mejorar, realizar cambios en un proceso para eliminar 
defectos,  desperdicios,  costos,  etc.,  vinculados  a  las 
necesidades del cliente e identificados en la fase 1. En 
la  fase  3  se  clarifican  los  desperdicios  y  ahora  es  el 
momento  de  deshacerse  de  ellos  mejorando  el 
proceso.  Usar  procesos  de  prueba  existentes  para 
mejorar modelos y métodos como referencia, no debe 
ser un objetivo; se debe aprovechar lo que mejor se 
adapte a la propia organización y a los procesos. Una 
técnica típica que se puede aplicar es la Pick Chart. 
 
5.  Controlar, asegurar la utilización de los logros pasados 
del equipo. Utilizar las mismas medidas de la fase 2 
para controlar los procesos y para asegurar que haya 
menos  desviaciones  del  proceso  óptimo.  La  técnica 
típica  que  puede  aplicar  aquí  es  gráfico  el  Control 
Chart [7]. 
 
En resumen, estos principios permitirán que el proceso 
de  prueba  sea  más  eficiente;  que  se  eliminen  todas  las 
actividades que  no tienen  ningún valor añadido directo 
para  el  cliente;  que  la  a  calidad  de  productos  se 
incremente a través de un trabajo más inteligente y que el 
proceso  de  prueba  se  iniciará  desde  el  interior  de  la 
organización y los procesos existentes y por lo tanto se 
pueden obtener mejores resultados.  
 
4.  QUÉ PASA CON LA GESTIÓN DE LAS PRUEBAS 
En la vida diaria las cosas cambian; a veces lentamente, a 
veces si que se note y a veces con tanta rapidez que no es 
posible adaptarse a los cambios. Para lograr la adaptación 
se requiere de una total flexibilidad, incluso si no se tiene, 
se debe alcanzarla, porque si no se logra el cambio no será 
posible la adaptación. 
 
La  naturaleza  humana  es  querer  cambiar  las  cosas, 
curiosidad  por  saber  cómo  funcionan  o  cómo  poder 
mejorarlas.  En  la  historia,  las  personas  siempre  han 
estado  obsesionadas  con  volar  y,  en  el  pasado,  muchas 
tomaron  grandes  riesgos  cuando  se  interesaron  por 
lograrlo y, aunque no tenían el conocimiento que hoy se 
tiene, todos sus errores contribuyeron al desarrollo de los 
primeros  aviones.  Imagínese  a  la  primera  persona  con 
alas atadas saltando desde un cerro, convencido de que 
iba a funcionar; o el asombro de los primeros que se las 
arreglaron  para  volar.  Para  compartir  y  publicar 
información es importante querer que las cosas sucedan. 
Por ejemplo, Leonardo da Vinci estaba obsesionado con 
volar,  pero  nunca  publicó  sus  diseños,  así  que  no 
contribuyó  al  desarrollo  de  los  aviones.  Compartir  las 
ideas hace la diferencia. 22 
 
Tomemos otro ejemplo, el primer auto. No tenía llave de 
encendido,  ni  bolsas  de  aire  y  la  velocidad  máxima  era 
irrelevante.  Cuando  los  autos  se  convirtieron  en  una 
forma  importante  de  transporte,  hubo  necesidad  de 
cambiar el entorno y de crear reglas como los límites de 
velocidad, las carreteras y los semáforos para regular la 
nueva  forma  de  transporte.  La  industria  del  automóvil 
tuvo que adaptar sus diseños a las demandas, lo que se 
convirtió en innovaciones. Hace 25 años todo el mundo 
estaba familiarizado con esta forma de transporte, pero 
surgió una demanda de grandes cambios originada por la 
contaminación,  pero,  a  pesar  de  que  nunca  haya  oído 
hablar de un auto eléctrico, actualmente se encuentran en 
producción los primeros y los híbridos se conocen desde 
hace más de diez años [8]. 
 
No  hace  mucho  tiempo  se  introdujeron  las  TI  en  el 
desarrollo normal de la sociedad, lo que generó un gran 
cambio  en  las  diferentes  formas  de  trabajo.  Los 
computadores remplazaron a las máquinas de escribir y 
los procesos automatizados sustituyeron la forma en que 
se utilizan para trabajar. Las TI fueron la solución para 
casi todo. Sin  embargo, también tenían sus dificultades. 
Los  usuarios  alzaron  sus  voces  de  protesta  y  los 
desarrolladores re-lanzaron sus soluciones pero, al final, 
nadie era feliz. Entonces hubo necesidad de mejorar en 
varios aspectos. Desde hace algún tiempo se introdujeron 
lo métodos de desarrollo y el tradicional en cascada se 
hizo popular. Pero el software puede hace las cosas más 
complejas. Cuando se cayó en cuenta de todos los riesgos 
introducidos  con  las  invenciones  nuevas,  se  originó  la 
demanda  por  las  pruebas  estructurales  y  el 
aseguramiento  de  la  calidad.  Alguien  ajeno  al  proceso 
tuvo que echar un vistazo a lo que producía el equipo de 
desarrollo. La gran diferencia entre echar una mirada a lo 
que se produce y la prueba en sí es la forma estructurada 
de esta última. La estructura de las pruebas para detectar 
fallas o para demostrar la calidad, es la que hace la gran 
diferencia. 
 
En los proyectos tradicionales el director de pruebas era 
feliz  cuando  quedaba  algo  de  tiempo  al  final  de  un 
proyecto.  En  algún  momento  se  echaba  un  vistazo  a  la 
calidad  y  los  probadores  comienzan  una  cacería  de 
errores  y,  cuando  los  encontraban,  desechaban  todo  y 
regresaban  al  desarrollador.  Este  juego  continuaba 
durante algún tiempo y, cuando se tenía suerte, se detenía 
al lograr la calidad deseada, pero casi siempre era cuando 
el tiempo se había terminado. El probador estaba en algún 
lugar entre el cliente y el equipo de entrega. 
 
En esta forma tradicional de enfocar el proyecto el equipo 
de pruebas está completamente separado del equipo de 
entrega,  porque  la  idea  es  garantizar  la  independencia. 
Probar es un proyecto aparte en el proyecto de desarrollo 
y  para  realizarlo  se  crearon  varios  papeles:  asesor  de 
pruebas,  director  de  pruebas,  coordinador  de  pruebas, 
analista de pruebas, ejecutor de pruebas, etc. El director 
es  responsable  del  proyecto  de  pruebas  completo  de 
pruebas  y  juega  al  juego  de  la  prueba:  a  partir  de  la 
sensibilización  saca  tiempo  para  las  pruebas  y  así 
sucesivamente. En el equipo de entrega, sin embargo, las 
cosas son completamente diferentes. Hay un director de 
proyecto, pero no hay un director analista de información, 
ni un coordinador de desarrollo, porque el responsable es 
el director. Puede haber un senior para asegurar que el 
trabajo se realice a tiempo, pero no se presentan todas las 
funciones  de  prueba  que  se  describen  en  las 
especialidades involucradas en un proyecto. ¿Por qué se 
presenta  esto?  ¿Será  que  todavía  se  está  buscando  la 
mejor forma de entregar algo bueno?  
 
Hoy  se  observan  más  y  más  proyectos  que  utilizan  un 
enfoque  diferente;  que  involucran  a  los  clientes.  Y  de 
alguna  manera  buscan  asegurarse  de  que  el  cliente 
obtiene lo que quiere. Se alejan de la forma tradicional de 
desarrollo y aplican el enfoque ágil; implican a todas las 
disciplinas y comprueban directamente con los usuarios 
finales  que  se  hizo  lo  que  querían.  Estos  equipos  se 
centran en la calidad pero, ¿esto  es lo que se necesita? 
Todas las demás industrias trabajan de esta forma. Si se 
fabrica  un  auto,  márquetin  e  ingeniería  trabajan 
estrechamente  juntos  para  asegurarse  de  que  el  cliente 
llegue a comprar el producto; si se construye una casa, el 
arquitecto,  obrero  y  el  cliente  están  en  constante 
comunicación, para asegurarse de que la casa sea lo que 
quiere el cliente. 
 
Así que si se va a desarrollar un producto software junto 
con  los  clientes,  los  desarrolladores,  los  analistas  de 
información  y  los  probadores,  ¿por  qué  se  necesita  un 
administrador  de  pruebas?  Lo  mismo  ocurre  con  otros 
roles tradicionales [9]. En la nueva forma de desarrollar 
soluciones  software,  sin  embargo,  los  probadores  son 
especializados  y,  dependiendo  de  la  demanda  de  los 
clientes, se necesitará de ellos, de la misma forma que de 
desarrolladores con experiencia. 
 
En  el  futuro,  estos  equipos  ofrecerán  productos  que 
puedan ser mantenidos, el software estará documentado, 
los requisitos estarán escritos en líneas de historia y se 
entregarán scripts de prueba. No habrá proyectos  a los 
que  se  dediquen  las  últimas  dos  semanas  para  las 
pruebas, porque los directores crearán conciencia sobre 
los riesgos asumidos, o diseñarán planes maestros y los 
coordinadores lograrán que todas las pruebas se realicen 
a tiempo.  
 
5.  EL FUTURO DE LAS PRUEBAS ES SOMBRÍO 
En los últimos 30 años se ha visto tanto en el nacimiento 
de  la  calidad  del  software  y  su  evolución  como  una 
metodología  clave.  A  lo  largo  de  esta  evolución  la 
industria  ha  fallado  al  no  reconocer  al  desarrollo  de 
software  como  una  actividad  comercial  y  presta  poca 
atención a la calidad. 
 
Las  pruebas  del  software,  o  la  idea  más  elevada  de  la 
calidad del software, son ajenas a la mayoría de personas, 
incluso en la misma industria  del software. Para los no 
iniciados  pueden  parecer  más  afines  a  una  etiqueta  de 
“aseguramiento de la calidad” pasada, como si fuera una 
línea de montaje. De hecho, las pruebas de software son 
muy diferentes de este ingenuo punto de vista. Imagine 
que usted es el probador, y ve a un código nuevo, ¿cómo 23 
 
probarlo? ¿Cómo se supone que funciona? Estas son las 
preguntas a las que se enfrentan los probadores. El código 
es  diferente  cada  vez,  porque  el  software  no  deja  de 
cambiar. Por lo que el control de versiones es de suma 
importancia.  Los  probadores  no  invierten  su  tiempo de 
prueba para luego volver a probar la misma versión una y 
otra  vez,  por  el  contrario,  ponen  a  prueba  una  nueva 
versión en cada momento [10]. 
 
Las  pruebas  de  regresión  verifican  que  las  partes  del 
sistema  que  no  estaban  destinadas  a  cambiar  no  han 
cambiado. La confusión entre la calidad, las pruebas y la 
regresión  es  común.  La  confusión  se  muestra  en  las 
estrategias  de  prueba  cuando  los  planes  y  los  recursos 
están mal alineados con los resultados. 
 
  Todo el trabajo de la fábrica es un proceso de calidad 
  Validar la combinación de un componente + una 
versión en particular es una prueba 
  Detectar cambios no controlados es regresión 
 
5.1 Por qué están devaluadas las pruebas 
En los procesos de gestión se cuenta muchas historias de 
por  qué  las  pruebas  no  son  una  buena  inversión 
comercial.  Es  un  poco  como  ir  al  odontólogo,  todo  el 
mundo sabe que tiene que hacerlo, pero nadie quiere el 
dolor. El software comercial rara vez se adquiere con base 
en  su  calidad,  simplemente  porque  los  vendedores  no 
saben  qué  es,  o  cómo  medirla,  y  los  clientes  tampoco 
hacen las preguntas correctas. Las personas se centran en 
características que nada tienen que ver con la calidad y el 
objetivo  principal  de  la  mayoría  de  las  evaluaciones  es 
acerca de la adaptabilidad. Las preguntas más comunes 
son:  "¿Podemos  adaptarlo  a  estas  características?", 
"¿Podemos  mapear  nuestros  procesos  de  negocio  a sus 
restricciones funcionales?". Pero siempre con la ingenua 
suposición  de  que  el  software  hace  lo  que  el  vendedor 
dice que hace, o lo que está escrito en el manual. 
 
Existe  un  mito  generalizado  de  que  "la  característica 
funcional"  es  más  importante  que  "la  característica 
operativa” [4]. La raíz de este mito se basa en los procesos 
de fabricación y en las técnicas de control de calidad que 
fueron  heredadas  de  la  revolución  industrial.  El 
desarrollo de la mentalidad de la calidad se inició con los 
artesanos,  donde  no  existían  dos  objetos  iguales  y  la 
atención se centró en el hombre, porque el proceso era un 
secreto muy apreciado. La revolución industrial se centró 
en la repetibilidad y los diseñadores de procesos eran los 
grandes  ingenieros  de  la  época;    también  se  creó  el 
control de calidad y la idea de la tolerancia. Para mejorar 
el  rendimiento,  la  gestión  se  amplió  a  tolerancia 
aceptable. Un producto de alta calidad tenía tolerancias 
pequeñas y ajustadas y un buen acabado. 
 
La  idea  de  la  tolerancia  todavía  se  utiliza  hoy  en  el 
software.  Se  puede  medir  mediante  el  seguimiento  a 
defectos y a la cobertura y se expresa en los criterios de 
salida. Cuando la gerencia desea mejorar el rendimiento o 
presentar  una  versión  al  mercado  en  una  fecha 
determinada, la opción es válida para variar los criterios 
de  salida  de  la  versión,  cambiando  la  tolerancia  a 
aceptable.  Cuando  se  consideran  las  prioridades 
presupuestales,  la  tolerancia  se  extiende  y  su  medición 
pierde  importancia.  La  separación  de  los  grupos  de 
desarrollo y de pruebas refuerza la idea de que el primero 
crea  cosas  útiles,  pero  los  probadores  sólo  las  ponen  a 
prueba.  En  caso  de  aprietos,  los  probadores  son  los 
primeros  en  sufrir  con  base  en  la  idea  de  que  su 
contribución  es  "más  opcional"  que  la  de  los 
desarrolladores [11]. 
 
Aplicar un esquema basado en tolerancia a los criterios de 
salida del software significa tener que mantener un buen 
registro. De esta manera se tiene algo para medir, calificar 
y  priorizar.  Sin  seguimiento  de  defectos  basado  en  un 
proceso  de  clasificación  conocido  y  en  métricas  de 
cobertura, las estadísticas de defectos no tienen sentido. 
Esta es la razón por la que los criterios de salida tienden a 
ser  declaraciones  maternales  a  las  que  se  aspira,  con 
frases  como  "Prueba  completa"  y  "No  se  encontraron 
defectos  prioritarios".  Pero,  ¿qué  significa  todo  esto? 
Prueba  completa  sólo  significa  que  se  ejecutaron  las 
secuencias  de  comandos  y  sin  defectos  prioritarios 
depende  de  lo  que  significa  alta  prioridad  y  cómo  se 
probó gran parte del sistema. 
 
El gran error de las pruebas de software es la incapacidad 
de la gestión de pruebas para explicar cómo ayudan todas 
estas  métricas  de  software  basadas  en  complejidad. 
Muchas personas creen  que no  es así, no porque no es 
cierto, sino porque el riesgo de fallo del software es bajo y 
sensibilidad del cliente acerca de la "calidad" es baja. 
 
5.2 El costo de la mala calidad 
La calidad del software cubre todos los procesos del ciclo 
de vida, desde la metodología, la gestión de proyectos, la 
gestión de requisitos, la gestión de configuración hasta el 
soporte y los procesos de versiones. Probar es una fase al 
final, con pocos recursos y de cuya funcionalidad nadie 
está muy seguro. La prueba tiene que ser una actividad 
mecánicamente  comparativa,  trazable  y  auditable  con 
base  en  los  requisitos  aprobados  previamente  y  con  el 
objetivo de reducir los costos de reproceso y de soporte. 
Tradicionalmente la gestión ha considerado al tiempo de 
desarrollo  como  una  inversión,  porque  en  realidad 
produce algo, pero desafortunadamente también ve a los 
procesos de calidad como costos. Para contrarrestar esto, 
se  tiene  que  empezar  a  factorizar  al  costo  de  soporte 
como de desarrollo mal llevado y al costo de los procesos 
de calidad como un multiplicador para generar ahorro de 
costos con base en re-procesos. 
 
Otro ejemplo es el costo de implementación. En muchos 
casos  la  implementación  se  cobra  por  separado,  lo  que 
significa  que  los  clientes  pagan  por  los  errores  del 
proveedor a través de retrasos. Cuando se aplica el precio 
fijo, los diseñadores y los desarrolladores de riesgo tienen 
que  asumir  parte  de  la  responsabilidad  por  las  malas 
características  del  soporte  a  la  implementación.  Las 
pruebas de aceptación del usuario por parte de cliente es 
otra área que puede retrasar la implementación, demorar 
el pago de las facturas, los riesgos de perder el contrato y 
las sanciones [3]. Cada cuestión de estas pruebas es un 24 
 
fracaso  de  diseño  y  de  desarrollo,  porque  los 
desarrolladores  tienen  los  recursos  y  las  instrucciones 
para entregar todo el sistema, mientras que los recursos 
de prueba no lo tienen. 
 
5.3 Las herramientas para las pruebas 
Las únicas herramientas que han impactado las pruebas 
en los últimos veinte años son las de automatización y de 
análisis  de  cobertura.  Los  sistemas  automáticos  de 
secuencias de comandos tienen el poder de disminuir los 
costos  y  de  introducir  eficiencia  en  el  desarrollo  y 
ejecución  de  las  pruebas.  En  sí  mismas,  estas 
herramientas no son una cura para los males de la calidad 
del software. Esta automatización trae consigo un poder 
que sienten profundamente los desarrolladores cuando se 
gestiona adecuadamente y es una habilidad para cambiar 
su comportamiento. 
 
A los desarrolladores se les da gran margen de discreción 
en lo que respecta a la forma como gastan su tiempo en el 
proyecto, al grado de las pruebas unitarias y a cómo dan 
prioridad a los plazos. El alto grado de creatividad en la 
programación  hace  que  para  una  supervisión  general 
baja, se genere un entorno de confianza alto. Mientras que 
los  grupos  de  prueba  tienen  escasos  recursos  y apenas 
pueden  arañar  la  superficie  de  una  aplicación  y  están 
continuamente  ligados  al  manual  de  pruebas  y  a  no 
perder  de  vista  lo  que  está  cambiando,  los 
desarrolladores son individuos que tienen poco temor a 
descubrir  pequeños  fracasos.  Como  consecuencia,  un 
número  creciente  de  pequeños  errores  en  la  aplicación 
crean con el tiempo una deuda de calidad de gran tamaño. 
 
La automatización de las pruebas libera a los probadores 
de  la  función  de  realizar  todo  manualmente.  Como 
consecuencia,  se  puede  invertir  más  tiempo  en  el 
desarrollo para cubrir una nueva característica, por lo que 
es posible detectar errores más pequeños antes de una 
versión. El impacto en los desarrolladores es que ahora se 
incrementa  la  probabilidad  de  encontrar  pequeños,  se 
dedica más tiempo a las pruebas unitarias y existe mayor 
control  para  evitarlos.  También  se  incrementa  la 
participación  voluntaria  de  pares  en  los  procesos  de 
revisión.  
 
5.4 El análisis de cobertura 
La capacidad de un director de pruebas para producir un 
centenar de secuencias de comandos en la versión final no 
tiene sentido a menos que se comprenda su cobertura. El 
que ese centenar cubra sólo el 10% de las características 
no  es  nada  para  enorgullecerse.  Si  estas  secuencias 
también se ejecutan de manualmente, crónicamente fuera 
de  fecha  y  son  difíciles  de  mantener  en  un  formato  de 
documento sin versión, entonces se puede afirmar que la 
prueba ha fallado antes que se inicie [5]. 
 
Calcular  la  cobertura  no  es  fácil,  pero  vale  la  pena.  De 
hecho, la gestión debe expresar los objetivos de calidad de 
las  pruebas  en  términos  de  cobertura.  Los  tres  tipos 
principales de cobertura con: (1) cobertura de requisitos, 
(2) cobertura de características o especificaciones y (3) 
cobertura de código. Esta última se expresa generalmente 
en porcentaje de cobertura marginal [12]. Un porcentaje 
de  cobertura  para  una  suite  de  regresión  funcional 
automatizada del 60% está bien, pero si es del 80% será 
muy  buena.  Cuando  se  utiliza  en  conjunción  con  las 
pruebas  unitarias,  no  es  difícil  lograr  un  90%  de 
cobertura. No todos los lenguajes admiten un análisis de 
cobertura  de  código  fácil,  lo  que  amerita  mayor 
investigación.  Los  otros  tipos  de  cobertura  son 
esencialmente no técnicas  y sólo requieren  una gestión 
decente del proyecto y una preservación de registros para 
mantener la trazabilidad. 
 
5.5 Lista para verificar la calidad del software 
La calidad del software es multi-dimensional. No es sólo 
"una" cosa que se puede almacenar, y puede hacerse muy 
compleja [13]. A continuación se listan algunas preguntas 
para lograrla: 
 
  ¿Cuáles son los criterios de salida para las versiones 
del software? 
  ¿La metodología de desarrollo incluye el mantener al 
día las especificaciones aprobadas? 
  ¿Se mantiene registros de la gestión de pruebas, por 
ejemplo, casos y resultados? 
  ¿Se  realiza  trazabilidad  para  los  requisitos  y  las 
especificaciones? 
  ¿Se  analiza  la  cobertura?  ¿Para  los  objetivos  y  los 
resultados? 
  ¿Practica  la  gestión  de  la  configuración  para  la 
arquitectura de componentes y sus versiones? 
  ¿Cómo  mide  la  confiabilidad,  la  disponibilidad,    la 
facilidad de servicio y la capacidad de mantenimiento? 
 
6.  CONCLUSIONES 
"Nadie hubiera creído que en los últimos años del siglo 
XXI,  los  asuntos  humanos  estaban  siendo  observados 
desde los mundos eternos del espacio". Muchos lectores 
reconocerán  esta  sentencia  aparecida  en  1978.  Lo 
inesperado  sucedió:  el  mundo  fue  atacado  por  otro 
mundo.  
 
Actualmente es posible hacer lo mismo con el mundo de 
las  pruebas,  es  decir  una  comparación:  los  probadores 
"están  bajo  ataque"  por  los  desarrolladores  y  los 
diseñadores. No en el sentido de que es demasiado crítico 
verificar sus resultados, no, porque están mejorando su 
trabajo y su forma de trabajar y eso es una amenaza para 
el mundo de las pruebas. Siempre y cuando se cometan 
errores, los  probadores  tendrán trabajo, pero a medida 
que  los  otros  mejoran  su  trabajo,  probar  se  volverá 
obsoleto. En 2100 podrá vivirse un momento en el que los 
diseños  serán  verificados  de  forma  completamente 
automatizada antes de que empiece su construcción. Los 
desarrolladores  podrán  tener  herramientas  sofisticadas 
para  comprobar  directamente  lo  que  han  construido  y 
para ver si se adapta estrictamente al diseño y entonces 
corregir  sus  errores  de  inmediato.  ¿Cuál  será  la 
consecuencia de esto para los probadores? 
 
Muchos  predicen  que  en  el  futuro  cercano  no  habrá 
muchos  probadores  funcionales.  Van  a  quedar 
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de  aceptación  del  usuario.  El  diseño  se  automatizara 
mediante realidad virtual y la construcción  de  módulos 
será una labor de trabajo conjunto con cliente. ¿Es sólo 
una  suposición?  Eso  depende  de  realidad  actual.  Sin 
embargo, para el 2100 se ampliarán los aspectos de las 
pruebas, cuando algunas de las predicciones hechas hoy 
se hagan realidad. 
 
Las anteriores líneas son una metáfora de la realidad que 
vive el mundo de las pruebas del software. Será posible 
lograr  estas  predicciones  si  desde  ahora  se  empieza  a 
trabajar en ellas, pero el futuro de las pruebas no es como 
aquí se  pinta. Actualmente  se presta más atención y se 
dedica  más  esfuerzo  a  buscar  formas  más  fáciles  de 
desarrollar productos que a gestionar y a lograr la calidad 
y la fiabilidad por la que paga el cliente. En el desarrollo 
de  proyectos  se  dedica  menos  tiempo  y  presupuesto  al 
plan de pruebas; la formación de los probadores es una 
cuestión  secundaria;  satisfacer  las  expectativas  del 
usuario no despierta interés y sólo se busca entregar en el 
menor tiempo con el menor esfuerzo. 
 
Si  no  se  aúnan  esfuerzos  para  alcanzar  parte  de  esas 
predicciones el mundo de las pruebas podrá convertirse 
en  historia,  porque  ya  no  será  necesario.  Será 
reemplazado  por  métricas  de  funcionamiento  y  no 
importará  más  la  calidad  de  los  desarrollos.  En  vez  de 
intentar reducir y acabar las pruebas, se debe procurar su 
automatización y modificación para satisfacer al cliente, 
de lo contrario el futuro de las pruebas será sombrío. 
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