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Abstrakt
Ćılem této práce je navržeńı softwarového rozhrańı pro laserový triangulačńı senzor
TLE1 firmy Metralight a demonstrace jeho schopnost́ı pomoćı ukázkové aplikace,
která rozhrańı implementuje. K řešeńı byl použit programovaćı jazyk C# .NET a fra-
mework Windows Presentation Foundation. Prvńım bodem realizace bylo seznámeńı
se se senzorem a jeho komunikačńım protokolem. Druhým bodem byl návrh soft-
warového rozhrańı a jeho realizace, s č́ımž také souviśı nutnost vytvořeńı přehledné
dokumentace v anglickém jazyce. Posledńım bodem řešeńı bylo vytvořeńı ukázkové
aplikace, která bude na jedné straně demonstrovat schopnosti senzoru a jeho př́ıpadné
využit́ı v rámci Technické univerzity v Liberci a na straně druhé otestuje možnosti
navrženého rozhrańı. To bylo zároveň otestováno v rámci firmy Metralight, která jej
nab́ıdla svým zákazńık̊um, kteř́ı již nejsou nuceńı při programováńı aplikaćı studo-
vat princip práce komunikačńıho protokolu senzoru. Výsledky této diplomové práce
umožňuj́ı významné zrychleńı práce se senzorem TLE1 a jeho snadněǰśı implemen-
taci v rámci vlastńıch systému.
Kĺıčová slova
laserový triangulačńı senzor, softwarové rozhrańı, programovaćı jazyk C#, vizuali-
zace dat, komunikačńı protokol
Abstract
The aim of this work is to design a software interface for laser triangulation sensor
TLE1 and demonstration of its capabilities with a sample application that imple-
ments the interface. The solution is programmed in C# .NET programming langu-
age with Windows Presentation Foundation framework. First point was to study the
sensor and its communication protocol. Ssecond point was proposal of a software
interface and its implementation which is also linked with creating documentation
in English. The final point of the solution was to create a sample application that
will demonstrate capabilities of TLE1 sensor and its possible use in the Technical
University of Liberec. Proposed interface has been tested by Metralight Company
and their customers. They are no longer forced to study principle of sensors com-
munication protocol. Results of this work allows significant simplification of work
with TLE1 sensor and easier implementation within own systems.
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2.2 Uživatelské parametry . . . . . . . . . . . . . . . . . . . . . . . . . . 15
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A Rozměry senzoru TLE1 54
B EEPROM mapa 55
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2.1 Senzor TLE1 . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
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4.9 Nasńımané objekty programem Profile Scanner . . . . . . . . . . . . 51
Seznam tabulek
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3.5 Odemčeńı senzoru . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 32
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Úvod
Diplomová práce se zabývá problematikou návrhu softwarového rozhrańı pro la-
serový senzor TLE1. Ćılem práce je vytvořit prostředek pro jednodušš́ı práci se
senzorem bez pokročilých znalost́ı principu jeho měřeńı či komunikačńıho proto-
kolu a demonstrovat jeho použit́ı vytvořeńım ukázkové aplikace, která jej imple-
mentuje a zároveň naznač́ı možná využit́ı senzoru v praxi. Senzor TLE1 byl vybrán
na základě předchoźı spolupráce se společnost́ı Metralight, která senzor vyráb́ı a
která potřebovala svým zákazńık̊um nab́ıdnout vhodné řešeńı pro urychleńı zařazeńı
senzoru do jejich systémů či výrobńıch linek.
Následuj́ıćı kapitola shrnuje vlastnosti a princip měřeńı senzoru TLE1 a stručně
představuje jeho komunikačńı protokol. Jsou zde také nast́ıněna možná úskaĺı při
vytvářeńı softwarového rozhrańı. Třet́ı kapitola se zabývá vlastńım vytvářeńım roz-
hrańı. Je zde popsán návrh rozhrańı, řešeńı r̊uzných zp̊usob̊u připojeńı k senzoru,
zpracováńı několika typ̊u měřených dat a práce s daty v paměti. Závěrem kapitoly je
podrobně popsána tř́ıda, která celý senzor reprezentuje. Čtvrtá kapitola představuje
použit́ı vytvořeného rozhrańı v rámci ukázkové aplikace, která současně naznačuje
i možné zp̊usoby vizualizace měřených dat a možnosti využit́ı senzoru jak v rámci
Technické univerzity v Liberci, tak v praxi.
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2 Senzor TLE1
TLE1 je laserový triangulačńı senzor vyrobený společnost́ı Metralight slouž́ıćı k
velmi přesnému měřeńı vzdálenosti od objektu a jeho výšky. Na rozd́ıl od jiných
podobných senzor̊u nepracuje pouze s jedńım bodem vyslaným k objektu, ale na ob-
jekt vyšle laserovou čáru, kterou následně zachyt́ı pomoćı CMOS čidla s rozlǐseńım
1280x1024 px. Senzor je tak schopen přesněji změřit vzdálenost od objektu (vzhle-
dem k větš́ımu množstv́ı bod̊u), určit š́ı̌rku otvoru v objektu nebo zachytit profil
části výrobku.
Obrázek 2.1: Senzor TLE1
2.1 Parametry senzoru
Jak již bylo řečeno výše, jedná se o senzor pro měřeńı vzdálenosti a výšky pracuj́ıćı
na principu laserové triangulace. Rozlǐseńı tohoto měřeńı dosahuje 1 µm pro měřeńı
vzdálenosti a méně než 20 µm pro měřeńı výšky. Oblast měřeńı zač́ıná 35 mm od
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hrany senzoru a konč́ı na 65 mm. S okoĺım senzor komunikuje pomoćı ethernetového
rozhrańı a je možné využ́ıt jak TCP, tak UDP protokol. Přes ethernetové rozhrańı je
senzor současně i napájen použit́ım POE. Využit́ı POE ale zároveň znamená omezeńı
maximálńı komunikačńı rychlosti na 100 Mbit/s. Rozměry senzoru jsou uvedeny v
př́ıloze A.
Senzor pracuje ve čtyřech základńıch režimech měřeńı. V režimu MODE 0 měř́ı
pouze vzdálenost (osa X) od objektu pr̊uměrováńım hodnot uživatelem definovaného
množstv́ı bod̊u. V režimu MODE 1 měř́ı kromě vzdálenosti i polohu objektu v ose
Y. V režimech MODE 2 a MODE 3 senzor měř́ı vzdálenost od objektu v ose X a
v Y ose určuje pozici objektu od pravé resp. levé strany. Manuál Metralight (2012)
označuje druhý měřený rozměr jako ,,height”– tedy výška. Tento pojem je však
zaváděj́ıćı, protože se nejedná o výšku prostorovou, ale výšku ve 2D. Konkrétńı
ukázku měřených rozměr̊u při aktivovaném režimu MODE 1 ukazuje obrázek 2.2. V
textu dále bude ale pro zachováńı jednotnosti pojmů tento rozměr označován jako
výška.
Obrázek 2.2: Rozměry měřené senzorem
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2.2 Uživatelské parametry
Uživatel má možnost ovlivnit práci senzoru nastaveńım několika parametr̊u. Pa-
rametry se děĺı na nevolatilńı, které jsou uloženy ve vnitřńı EEPROM paměti, a
volatilńı, které se při každém restartováńı senzoru nastav́ı na hodnoty, které jsou
uloženy v EEPROM paměti. Změna volatilńıch parametr̊u bude mı́t tedy vliv na
práci senzoru jen do doby, dokud je senzor zapnut.
2.2.1 Nevolatilńı parametry
Nevolatilńı uživatelské parametry jsou v senzoru uloženy na dev́ıti stránkách paměti
EEPROM. Na stránce s adresou 255 jsou uloženy následuj́ıćı parametry nastavuj́ıćı
ethernetové připojeńı:
• IP adresa senzoru
• Maska podśıtě
• Výchoźı brána
Na stránkách 247 až 254 jsou uloženy ostatńı parametry, přičemž na každé
stránce jsou uloženy ty samé parametry ve stejném pořad́ı, což umožňuje vytvořit 8
přednastaveńı, která lze během práce se senzorem přeṕınat. Parametry jsou uloženy
v následuj́ıćım pořad́ı.
• Peak Size From – Minimálńı hodnota signálu, která bude zpracována
• Peak Size To – Maximálńı hodnota signálu, která bude zpracována
• Line Processing Mode – Režim zpracováńı měřených hodnot
• Default Mode – Režim měřeńı, který senzor po startu nastav́ı
• Offset X – Přičteńı / odečteńı hodnoty k měřenému č́ıslu
• Offset Y – Přičteńı / odečteńı hodnoty k měřenému č́ıslu
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• Laser Power – Výkon laserového vyśılače
• Time Of Integration – Doba zpracováńı paprsku na CMOS sńımači
• Threshold – Hodnota prahu, pod kterým se již data nezpracovávaj́ı
• Average Window – Nastaveńı okénkovaćı funkce
• Region of Interest – Nastaveńı oblasti v rámci které se zpracovávaj́ı data
• Window – Nastaveńı oblasti v rámci které senzor měř́ı
Hodnoty, které jsou větš́ı než 256 jsou rozděleny na dva bajty a nižš́ı bajt je uložen
před vyšš́ım. Kompletńı přehled všech paramter̊u (i těch uživatelsky nepř́ıstupných),
jejich adres a stránek paměti je zobrazen v př́ıloze B.
2.2.2 Volatilńı parametry
Volatilńı parametry odpov́ıdaj́ı z větš́ı části parametr̊um nevolatilńım s t́ım rozd́ılem,
že mezi volatilńı parametry nepatř́ı ethernetové parametry a parametry jako Default
Mode a Offset, které se nastavuj́ı po startu senzoru.
2.3 Komunikačńı protokol
Komunikačńı protokol senzoru TLE1 je založen na bajtových př́ıkazech. Př́ıkazy
pro senzor mohou být jak jednobajtové, tak i v́ıcebajtové. Současně i odpověd’ od
senzoru může mı́t r̊uznou délku.
2.3.1 Mě̌rená data
Žádost o měřená data, tedy informace o vzdálenosti a výšce, má formát jednoho
bajtu s hodnotou <0x1X>, kde X znamená množstv́ı požadovaných dat. Senzor
odpov́ı 2x měřenými daty. Pokud jsou tedy požadována jen jedna měřená data,
bude př́ıkaz pro senzor 0x10. Každá odpověd’ měřených dat má velikost 5 B a jejich
formát je následuj́ıćı:
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Přijatá data:<X VYŠŠÍ BAJT><X NIŽŠÍ BAJT><Y VYŠŠÍ BAJT><Y NIŽŠÍ BAJT>
<AUX BAJT>
Rozsah měřených dat X a Y je od 0 do 30000. Č́ıslo představuje vzdálenost resp,
výšku v mikrometrech. Formát posledńıho (AUX) bajtu je uveden v tabulce 2.1.
Tabulka 2.1: Položky AUX bajtu
bit Název Popis
7 (MSB) OIN Ojekt detekován v měř́ıćım rozsahu
6 ZERO CNT Objekt je uvnitř procesovaćıho okna
5 OVER410 CNT Signalizuje, že objekt překročil hodnotu
410 px uvnitř procesovaćıho okna
4 0 Rezervováno
3 USER PAR CHG Uživatelské parametry se po zapnut́ı změnily
2...0 MODES tř́ıbajtové č́ıslo reprezentuj́ıćı nastavený
režim měřeńı (viz. 2.1)
2.3.2 Obrazová data
Senzor umožňuje vyčteńı celého obrazu zachycovaného pomoćı CMOS čidla. Rozlǐseńı
tohoto obrazu je závislé na konkrétńı nastavené hodnotě parametru Window – tedy
rozsahu, ve kterém senzor měř́ı. Zároveň je možné vyč́ıst obraz se čtvrtinovým
rozlǐseńım. Žádost o obrazová data má opět podobu jednoho bajtu, tentokrát s
hodnotou <0xD0> pro plnou velikost a <0xD1> pro čtvrtinovou velikost.
Odpověd’ senzoru má podobu bajtového pole o velikost rozlǐseńı nastaveného
parametru Window. Položky pole představuj́ı jednotlivé pixely šedotónového obrazu.
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Obraz je zaśılán po řádćıch bez ukončuj́ıćıho znaku – programátor si tak sám muśı
udržovat informaci o rozlǐseńı.
S obrazovými daty souviśı i vyčteńı tzv. profilu. Tedy zpracovaných obrazových
dat ve formě dvourozměrného pole se vzdálenost́ı na ose X a výškou na ose Y.
Velikost profilu je opět závislá na nastaveńı parametru Window. Pro přečteńı těchto
dat je nutné poslat př́ıkaz <0x60>. Senzor odpov́ı zasláńım bajtového pole, které
má následuj́ıćı formát:
Přijatá data: <X VYŠŠÍ BAJT 1> <X NIŽŠÍ BAJT 1> <Y VYŠŠÍ BAJT 1>
<Y NIŽŠÍ BAJT 1> ...<X VYŠŠÍ BAJT N><X NIŽŠÍ BAJT N><Y VYŠŠÍ BAJT N>
<Y NIŽŠÍ BAJT N> <POŘADÍ VYŠŠÍ BAJT> <POŘADÍ NIŽŠÍ BAJT>
Počet bod̊u odpov́ıdá nastavené výšce procesovaćıho okna Window. Na konci
pole jsou ještě odeslány dva bajty obsahuj́ıćı pořadové č́ıslo profilu. To je d̊uležité
zejména v režimu nepřetržitého přijmu profilových dat k identifikaci konkrétńıho
profilu. Celková velikost pole tedy je:
velikost = (4× výška procesovaćıho okna ) + 2
Na obrázku 4.9e je zobrazen př́ıklad obrazových dat a k nim na obrázku 4.9f
odpov́ıdajćıch dat proflových. Profilová data jsou převrácena kolem osy Y, protože
jsou tak senzorem zpracovávána.
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(a) Obrazová data (b) Profilová data
Obrázek 2.3: Obrazová data a k nim odpov́ıdaj́ıćı data profilová
2.3.3 Stream dat
Kromě běžného modelu žádost – odpověd’ umožňuje senzor i stream dat, tedy o
nepřetržitý proud informaćı od vysláńı př́ıkazu k zahájeńı po odesláńı př́ıkazu pro
ukončeńı. Výhoda streamu je hlavně v tom, že senzor data pośılá maximálńı možnou
rychlost́ı a žádná data nechyb́ı. Pokud by byl např́ıklad měřen rychle se pohybuj́ıćı
objekt, mohlo by u běžného modelu žádost – odpověd’ doj́ıt k tomu, že zrovna v
datech, která budou chybět, bude d̊uležitá informace Vyř́ızeńı žádosti senzoru chv́ıli
trvá, zat́ımco u streamu dat nemuśı senzor žádost pokaždé zpracovávat.
Senzor umožňuje streamovat dva typy dat – měřená data a profilová data. Pro
zahájeńı streamu měřených slouž́ı př́ıkaz <0x21> a pro stream profilových dat
pak př́ıkaz <0x22>. Senzor po přijet́ı tohoto př́ıkazu začne okamžitě odeśılat data.
Pro ukončeńı streamu je potřeba odeslat př́ıkaz <0x20>. Na př́ıkaz pro ukončeńı
streamu senzor nijak neodpov́ı.
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2.3.4 Práce s EEPROM pamět́ı
Data v EEPROM paměti jsou uložena v osmi r̊uzných stránkách, přičemž v každé
jsou data uložena ve stejném pořád́ı (viz. 2.2.1). Při zápisu do této paměti je možné
pracovat pouze s jednou stránkou zároveň. Senzor by uměl přepsat i s v́ıce stránkami
zároveň, uživateli však tato možnost neńı z bezpečnostńıch d̊uvod̊u umožněna. Př́ıkaz
pro uložeńı dat do EEPROM paměti má následuj́ıćı strukturu:
Odeśılaná data:<0xB0><ČÍSLO STRÁNKY><OFFSET><POČET BAJTŮ− 1>
<BAJT 1> <BAJT 2> ... <BAJT N>
Senzor umožňuje najednou zapsat až 256 bajt̊u dat do stránek od 247 do 255.
Data nejsou senzorem nijak ověřována. Je tak na programátorovi, aby zajistil, že
do senzoru ukládá správná data. Senzor potvrd́ı provedeńı př́ıkazu odesláńım bajtu
<POČET BAJTŮ - 1> z odeslané zprávy zpět uživateli.
Obdobný př́ıkaz slouž́ı i k přečteńı údaj̊u na jedné stránce EEPROM paměti.
Má následuj́ıćı strukturu:
Odeśılaná data:<0xA0><ČÍSLO STRÁNKY><OFFSET><POČET BAJTŮ− 1>
Na tento př́ıkaz senzor odpov́ı odesláńım bajtového pole o jeden bajt větš́ıho než
uživatel definoval ve čtvrtém bajtu odeslaného př́ıkazu.
2.3.5 Nastaveńı volatilńıch parametr̊u senzoru
Nastaveńı volatilńıch parametr̊u má pokaždé stejnou strukturu. Při čteńı uživatel
odešle jeden bajt a jako odpověd’ dostane bajty dva (vyšš́ı bajt prvńı). Při zápisu
uživatel odešle jeden bajt specifikuj́ıćı parametr a pak samotnou hodnotu ve dvou
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bajtech (vyšš́ı bajt prvńı). Senzor na př́ıkaz pro zápis v př́ıpadě úspěšného provedeńı
operace odpov́ı vráceńım bajtu idenifikuj́ıćım parametr. Tabulka 2.2. uvád́ı př́ıklad
několika parametr̊u včetně př́ıkaz̊u pro jejich nastaveńı a přečteńı. Ostatńı parametry
jsou kv̊uli větš́ımu množstv́ı přesunuty do př́ılohy C. Parametry jsou pojmenovány
tak, jak jsou uvedeny v manuálu Metralight (2012).
Tabulka 2.2: Volatilńı parametry senzoru
Parametr Popis Čteńı Zápis Rozsah
WINDOW Pr̊uměrovaćı okno 0x82 8x8A 1 – 1023
THR Prah pr̊uměrováńı 0x83 0x8B 1 – 254
TINT Doba integrace 0x84 0x8C 1 – 1024
LSRPWR Výkon laseru 0x85 0x8D 0 – 255
2.3.6 Ostatńı p̌ŕıkazy senzoru
Kromě výše zmı́něných př́ıkaz̊u existuj́ı i př́ıkazy, které např́ıklad umı́ vyč́ıst verzi fir-
mwaru senzoru, vypnout laser nebo změnit aktivńı režim měřeńı. Př́ıkaz pro vyčteńı
aktuálńı verze firmwaru senzoru je <0xF0>. Senzor odpov́ı dvěma bajty. Př́ıkaz
nastavuj́ıćı režim měřeńı je <0x3X>, kde X je rovno módu, který chce uživatel na-
stavit. Standardńı počet módu v senzoru je roven čtyřem, ale upravené verze senzoru
mohou mı́t mód̊u až osm. Senzor odpov́ı echo př́ıkazem, kdy po úspěšném nastaveńı
režimu vrát́ı doručenou zprávu zpět. Pokud je z nějakého d̊uvodu nutné vypnout
laser, stač́ı odeslat př́ıkaz <0x0x90> a pro opětovné zapnut́ı <0x91>. Senzor opět
odpov́ı echo př́ıkazem.
2.3.7 Možné problémy p̌ri vytvá̌reńı rozhrańı
Komplikaćı pro vytvářeńı rozhrańı je hlavně možnost zákazńıka do jisté mı́ry ovlivnit
chováńı senzoru. Zákazńık má možnost zažádat o přidáńı určitých režimů měřeńı dat
či vlastńıch omezeńı parametr̊u. Pokud je např́ıklad v systému zákazńıka nemožné
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použ́ıvat laser na nejvyšš́ı výkon, je toto omezeńı nastaveno již v senzoru. Zákazńık
má současně možnost zažádat o přidáńı daľśıch př́ıkaz̊u do komunikačńıho protokolu
senzoru.
Firma Metralight zároveň již pracuje na výrobě senzoru s USB rozhrańım. Je
tak nutné softwarové rozhrańı v tomto ohledu udělat dostatečně obecné, aby bylo
možné v budoucnu přidávat daľśı komunikačńı rozhrańı.
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3 Softwarové rozhrańı
Jak bylo již naznačeno v posledńı části předchoźı kapitoly, rozhrańı pro senzor TLE1
bude muset vyřešit několik překážek. Rozhrańı muśı být dostateěn flexibilńı na to,
aby pokrylo př́ıpadné změny vlastnost́ı senzoru v budoucnu – at’ už jde o změny
komunikačńıho protokolu, režimů měřeńı, vlastnost́ı parametr̊u či komunikačńıho
rozhrańı senzoru.
Druhým problémem, který je nutné vyřešit, je přibĺıžit senzor i programátor̊um,
kteř́ı nemaj́ı dlouholeté zkušenosti s programováńım a nebyli by tak bez rozhrańı
schopni aplikaci napsat. Firma Metralight ani nemá zájem na to, aby zákazńıci
znali dopodrobna komunikačńı rozhrańı senzoru. Vlastnosti senzoru se totiž mohou
v čase měnit a bylo by pro firmu náročné, aby všechny zákazńıky při každé změně
informovala. V př́ıpadě použitého rozhrańı je zákazńık̊um bud’ odeslána nová verze
knihovny, nebo jsou změny vyřešeny v rámci rozhrańı tak, že zákazńık nemuśı ve
své aplikaci nic změnit.
Rozhrańı bude využ́ıváno i v rámci společnosti Metralight pro jednodušš́ı vytvářeńı
vlastńıch aplikaćı, které mohou např́ıklad demonstrovat využit́ı senzoru pro potřeby
zákazńıka.
Při vytvářeńı softwarového rozhrańı byly k dispozici pouze skripty pro Matlab.
Ty do značné mı́ry naznačily cestu, jakou by mělo být rozhrańı vytvářeno, ale
protože se programovaćı techniky jazyka C# a Matlabu značně lǐśı, složily tyto
skripty hlavně jako kontrola správnosti vytvářených funkćı. V rámci společnosti
Metralight se pak pracuje i v jazyce VB .NET. Výhoda rozhrańı vytvořeném v ja-
zyce C# je ta, že je jej možné využ́ıt právě v jazyce VB .NET nebo nač́ıst v rámci




V rámci všech zdrojových kód̊u je použitá stejná jmenná konvence, která vycháźı
z kńıhy Sharp (2010). Pro psańı v́ıceslovných bázv̊u je s výjimkou konstant použit
styl psańı zvaný CamelCase – tedy že každé slovo zač́ıná okamžitě za druhým, ale s
velkým ṕısmenem. Názvy jmenných prostor̊u, tř́ıd, enumerátor̊u a soubor̊u zač́ınaj́ı
vždy velkým ṕısmenem. Názvy globálńıch proměnných maj́ı prefix ,,m ”. Pokud
funkce obsahuje parametry, ty maj́ı prefix ,, ”. Názvy lokálńıch proměnných a funkćı
pak vždy zač́ınaj́ı malým ṕısmenem.
3.2 Komunikačńı rozhrańı
V současné době je senzor vybaven pouze ethernetovým rozhrańım. Do budoucna
se však poč́ıtá s daľśı verźı, která bude vybavena také USB rozhrańım. Je proto
nutné přizp̊usobit rozhrańı tak, aby bylo dostatečně obecné a aby přidáńım nového
zp̊usobu připojeńı nemusela být měněna celá struktura rozhrańı.
Pro tyto účely je možné využ́ıt programátorského prostředku – rozhrańı, v něm
definovat potřebné metody jako např́ıklad metodu pro připojeńı a odpojeńı a ve
tř́ıdách definuj́ıćıch jednotlivá rozhrańı toto rozhrańı implementovat. Nevýhoda roz-
hrańı je ale v tom, že neńı možné definovat tělo metod definovaných právě uvnitř
rozhrańı. To je nevýhodou zejména v př́ıpadě, kdy by bylo vhodné sjednotit me-
tody vypisuj́ıćı řetězce či metody ošetřuj́ıćı chyby. Jazyk C# pro tyto účely nab́ıźı
abstraktńı tř́ıdy. Ty maj́ı mnoho společných vlastnost́ı právě s rozhrańım. Pokud se
metody uvnitř abstraktńı tř́ıdy definuj́ı jako abstraktńı, je programátor, stejně jako
v př́ıpadě rozhrańı, nucen metody implementovat př́ıpadně předefinovat. Výhodou
abstraktńı tř́ıdy je ale přávě to, že je možné definovat těla metod.
Protože ale mohou tř́ıdy v jazyce C# implementovat rozhrańı a zároveň dědit od
abstraktńıch tř́ıd, bylo by možné použ́ıt kombinaci oboj́ıho. Při využit́ı abstraktńıch
metod abstraktńıch tř́ıd ale neńı nutné rozhrańı v̊ubec použ́ıt. Na obrázku 3.1 je
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naznačena koncepce abstraktńı tř́ıdy pro připojeńı k senzoru a zdrojový kód 3.1 pak
ukazuje konkrétńı použit́ı.
Obrázek 3.1: UML diagram tř́ıd pro připojeńı
Zdrojový kód 3.1: Abstraktńı tř́ıda pro komunikačńı rozhrańı
1 using System ;
3 namespace TLESensorClass . Connections
{
5 public enum Status : int { Online , Occupied , O f f l i n e } ;
7 public abstract class Connection
{
9 public event EventHandler TimeoutError ;
11 public abstract int BytesAvai lab le { get ; }
13 protected void OnTimeoutError ( EventArgs e )
{
15 EventHandler handler = TimeoutError ;
i f ( handler != null )
17 {




public abstract Status tes tConnect ion ( ) ;
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public abstract bool connect ( ) ;
25
public abstract bool d i s connec t ( ) ;
27
public abstract byte [ ] executeCommand (byte command ,
byte [ ] data , int r e spondS i z e ) ;
29 }
}
Zdrojový kód 3.1 zobrazuje abstraktńı tř́ıdu Connection, která definuje abs-
traktńı metody connect(), disconnect(), executeCommand() a testConnection(). Tyto
metody muśı každá tř́ıda, která od tř́ıdy Connection děd́ı, překrýt. Tedy použ́ıt
kĺıčové slovo override a d́ıky němu definovat vlastńı implementaci zmı́něných funkćı.
Význam metod connect() a disconnect() je zřejmý. Metoda testConnection()
slouž́ı k testu připravenosti nebo dostupnosti senzoru. Jako výsledek vraćı jeden
z prvk̊u enumerátoru Status. Metoda executeCommand() pak slouž́ı k provedeńı
př́ıkazu pro senzor. Jako parametr přij́ımá př́ıkaz a př́ıpadně i jeho data. Zároveň
je zde uvedeno, kolik bajt̊u se má ze senzoru přeč́ıst a tato jsou následně vrácena
v podobě bajtového pole. Událost TimeoutError definuje akci, která se má stát v
př́ıpadě nedouručeńı dat v zadaném čase. V tomto př́ıpadě handler pouze předá
událost dál.
3.3 Implementace funkćı senzoru
Aby měl uživatel možnost se senzorem pracovat, bylo nutné implementovat všechny
funkce, které senzor poskytuje – tedy př́ıstup k měřeným dat̊um, obrazovým dat̊um,
parametr̊um a funkćım nastavuj́ıćım chováńı senzoru.
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3.3.1 Komunikačńı protokol
Pro usnadněńı práce s komunikačńım protokolem a zlepšeńı přehlednosti celého kódu
byly všechny př́ıkazy zapsány ve formě enumerátoru. Enumátor je bajtový, takže
př́ımo nahrazuje př́ıkazy. Konkrétńı hodnoty př́ıkaz̊u je možné zaspat jak dekadicky,
tak šestnáctkově. Konkrétńı př́ıklad převodu komunikačńıho rozhrańı je uveden ve
zdrojovém kódu 3.2. S jednotlivými př́ıkazy v kódu se tak již nadále nepracuje jako
s č́ısly, ale pomoćı jejich identifikátoru.
Zdrojový kód 3.2: Komunikačńı rozhrańı
using System ;
2
namespace TLESensorClass . Sensor
4 {
public enum CommandProtocol : byte
6 {
G e t P r o f i l e = 0x60 ,
8 G e t S t a r t L i n e l i m i t s = 0x80 ,
Get NumOfLines l imits = 0x81 ,
10 Get AverageWindow = 0x82 ,
Get Threshold = 0x83 ,
12 Get TimeOfIntegrat ion = 0x84 ,
Get LaserPower = 0x85 ,
14 Get LineProcMode = 0x86 ,
Get PeakSize = 0x87
16 } ;
}
3.3.2 Zpracováńı mě̌rených dat
Př́ıstup ke konkrétńım měřeným dat̊um je bez odpov́ıdaj́ıćıho rozhrańı poměrně
komplikovaný. Pro źıskáńı konkrétńıch č́ısel je nutné znát informace o tom, jak jsou
řazeny bajty a jaké údaje konkrétně obsahuj́ı. Jak bylo popsáno v kapitole 2.3.1,
senzor na žádost o měřená data odpov́ı právě pěti bajty. Prvńı dva bajty jsou hod-
nota vzdálenosti, druhé dva bajty hodnota výšky a posledńı bajt je vyhrazen pro
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dodatečné informace. Z dodatečných informaćı se dále v programu použ́ıvaj́ı údaje
o tom, zda je objekt v měřené oblasti (současně indikováno diodou př́ımo na těle
senzoru) a o aktuálně aktivńım módu měřeńı. Pro účely převodu bajtového pole na
konkrétńı informace byla vytvořena tř́ıda SensorDataFormat. Tato tř́ıda přij́ımá
jako parametr konstruktoru právě bajtové pole a nab́ıźı pak př́ıstup ke konkrétńım
hodnotám přes veřejné položky tř́ıdy. Pro převod informaćı z posledńıho bajtu na
dodatečné informace je využita tř́ıda BitArray, která poskytuje funkce pro př́ıstup
k jednotlivým bit̊um zadaného bajtu. Př́ıklad převodu informace o detekovaném
objektu a módu je ukázán ve zdrojovém kódu 3.3.
Zdrojový kód 3.3: Zpracováńı dodatečných informaćı
1 public SensorDataFormat (byte [ ] data )
{
3 byte auxByte = data [ 4 ] ;
5 i f ( auxByte > 0)
{
7 BitArray bitArray = new BitArray ( auxByte ) ;
9 mode = (byte ) ( auxByte & 0x07 ) ;
11 try { o in = bitArray . Get (7 ) ; }
catch ( ArgumentOutOfRangeException ) { o in = fa l se ; }
13 }
}
Výsledná tř́ıda kromě informaćı uvedených ve zdrojovém kódu 3.3 obsahuje i
funkce pro źıskáńı ostatńıch údaj̊u a jsou zde ošetřeny a předány dál všechny vzniklé
výjimky a chyby.
Všechny měřené hodnoty je zároveň možné ukládat do historie pro pozděǰśı zpra-
cováńı určitého množstv́ı po sobě jdoućıch hodnot. Ukládáńı hodnot má na starosti
tř́ıda ValueHistory. Ta vytvoř́ı frontu o velikosti, kterou zadá uživatel při jej́ım
vytvářeńı. Protože je však nutné, aby tř́ıda zpracovávala údaje velmi rychle (řádově
stovky údaj̊u za sekundu), je potřeba použ́ıt vhodnou datovou strukturu. Jazyk C#
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pro tyto účely poskytuje tř́ıdu Queue. Ta obsahuje metody Enqueue() a Dequeue().
Rychlost ukládáńı a mazáńı údaj̊u je násobně rychleǰśı než při použit́ı klasického pole
nebo Listu. Současně se fronta sama stará o to, aby udržovala pouze určité množstv́ı
hodnot.
3.3.3 Práce s EEPROM pamět́ı
V paměti EEPROM je uloženo velké množstv́ı údaj̊u. Bylo proto potřeba vytvořit
tř́ıdu, která tyto údaje bude zpřehledńı. Jak bylo popsáno v kapitole 2.2.1, jsou v
EEPROM uloženy údaje dvoj́ıho typu. Jsou zde jak parametry senzoru, tak pa-
rametry nastavuj́ıćı ethernetové připojeńı. Z tohoto d̊uvodu byly vytvořeny tř́ıdy
EEPROMParameters a EEPROMEthernet. Tyto dvě tř́ıdy obsahuj́ı metody
pro převod bajtového pole źıskaného ze senzoru na jednotlivé informace a zpět –
tedy z konkrétńıch údaj̊u na bajtové pole. Tyto metody je však možné použ́ıt jen
při vyč́ıtáńı kompletńı sady parametr̊u, kdy je přečtena celá stránka paměti. Zdro-
jový kód 3.4 uvád́ı jeden z konstruktor̊u tř́ıdy EEPROMEthernet, který přij́ımá
jednotlivé parametry a vytvář́ı z nich bajtové pole. Pro urychleńı tohoto procesu je
použita tř́ıdy MemoryStream. Ta předcháźı nutnosti vytvářet nové bajtové pole
o předem dané velikosti.
Zdrojový kód 3.4: Zpracováńı EEPROM dat
public EEPROMEthernet( IPAddress address , IPAddress
subnetMask , IPAddress gateway )
2 {
m IPaddress = addre s s ;
4 m subnetMask = subnetMask ;
m gateway = gateway ;
6
MemoryStream ms = new MemoryStream (new byte [ DATA SIZE ] ,
0 , DATA SIZE, true , t rue ) ;
8 ms . Write ( addre s s . GetAddressBytes ( ) , 0 , 4) ;
ms . Write ( subnetMask . GetAddressBytes ( ) , 0 , 4) ;
10 ms . Write ( gateway . GetAddressBytes ( ) , 0 , 4) ;
12 m eepromEthernet f i e ld = ms . GetBuffer ( ) ;
}
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3.3.4 Zpracováńı profilových dat
Jak bylo popsáno v kapitole 2.3.2, profilová data představuj́ı předzpracovaný ob-
raz ve formě dvourozměrného pole. Aby bylo možné převést strukturu, kdy jsou
jednotlivé body pośılány za sebou, do podoby dvou poĺı nebo jednoho pole dvou-
rozměrného, bylo potřeba vytvořit speciálńı funkci. Ta se jmenuje ProfileData a v
konstruktoru přij́ımá bajtové pole dané velikosti. Toto pole je následně rozděleno na
dvě pole, přičemž v jednom poli jsou hodnoty vzdálenosti (X) a ve druhém hodnoty
výšky (Y). Pokud bude v budoucnu potřeba rozš́ı̌rit tuto strukturu o dvourozměrné
pole nebo jenom jinou definici jednorozměrného pole, stač́ı pouze aktualizovat právě
tuto tř́ıdu.
3.3.5 Práce s parametry
Aby byla sjednocena i práce s parametry, byla vytvořena tř́ıda ActualSettings.
Tato tř́ıda poskytuje př́ıstup k proměnným, které se maj́ı v budoucnu použ́ıt, anebo
se použ́ıvaj́ı za krátkou dobu v́ıcekrát. Jedná se o jednoduchou strukturu složenou
ze proměnných, které maj́ı veřejné metody gettery a settery. Dı́ky tomu je možné
do instance této tř́ıdy uložit hodnotu a tu později č́ıst.
Možnost jednotného vyčteńı všech parametr̊u sice byla také diskutována, ale pa-
rametr̊u je tolik, že by to zabralo deľśı dobu a málokdy je potřeba parametry využ́ıt
opravdu všechny. Pokud by však taková situace v budoucnu nastala, jednoduchou
modifikaćı tř́ıdy ActualSettings lze dosáhnout i tohoto chováńı.
Zvláštńım př́ıpadem parametr̊u jsou parametry ROI a Window. Tyto parametry
se totiž skládaj́ı z v́ıce d́ılč́ıch parametr̊u. Oba maj́ı počátečńı rádek, počet řádk̊u,
počátečńı sloupec a počet sloupc̊u. Jedná se tak v podstatě o obdélńıky se zadaným
levým horńım rohem, š́ı̌rkou a výškou. Aby nebylo nutné pokaždé přemýšlet, který
parametr je vlastně potřeba a jaký parametr se má nač́ıst, byla vytvořena pomocná
tř́ıda PointSize. Tato tř́ıda v sobě zapouzdřuje všechny vlastnosti obdélńıku a pra-
cuje se všemi parametry zároveň. Jako konkrétńı př́ıklad je možné uvést situaci,
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kdy progamátor potřebuje znát š́ı̌rku okna Window – bud’ může použ́ıt parametr
WINDOW NUM OF COLUMNS anebo intuitivně použ́ıt vlastnost window.Height
instance tř́ıdy PointSize.
3.4 Tř́ıda SensorClass
Tř́ıda SensorClass v sobě zapouzdřuje všechnu funkcionalitu zmı́něnou v předchoźıch
odstavćıch a je to právě tato tř́ıda, se kterou uživatel pracuje. Po vytvořeńı instance
umožňuje tř́ıda se k senzoru připojit, č́ıst a zapisovat do něj data.
Na následuj́ıćıch řádćıch budou popsány d̊uležité položky a funkce tř́ıdy Sen-
sorClass spolu s jejich stručným popisem.
public SensorClass(Connection connection)
Konstruktor tř́ıdy, který přij́ımá jako parametr instanci tř́ıdy Connection – ta de-
finuje parametry připojeńı k senzoru a ulož́ı ji jako neveřejnou proměnnou tř́ıdy
SensorClass.
public bool connect()
Připoj́ı se k senzoru. V př́ıpadě, že se připojeńı povede, vraćı true. V opačném
př́ıpadě vraćı false. K otestováńı dostupnosti senzoru lze využ́ıt funkci testCon-
nection() poskytovanou tř́ıdou Connection.
public bool disconnect()
Odpoj́ı se od senzoru. Instance ř́ıdy Connection ale z̊ustane ve tř́ıdě uložena a je
možné se k senzoru později zase připojit bez nutnosti znovu zadávat údaje pro
připojeńı.
public byte[] sensorUnlock()
Senzoru je odeslána speciálńı sekvence př́ıkaz̊u, které umožňuj́ı práci s EEPROM
pamět́ı či vyč́ıtáńı obrazu. Odemčeńı je jakousi bezpečnostńı pojistkou pro situ-
ace, kdy v programu nastane chyba a program by začal senzoru pośılat nesmyslná
31
data – nedojde tak k náhodnému přepsáńı paměti EEPROM. V př́ıpadě úspěšného
odemčeńı odešle senzor zpět prvńı zaslaný bajt. Funkce je vypsána ve zdrojovém
kódu 3.6. Funkce public byte[] sensorUnlock2() funguje obdobně jako funkce předchoźı
a lǐśı se pouze v hodnotách př́ıkaz̊u. Bez zadáńı tohoto př́ıkazu neńı možné smazat
obsah celé paměti EEPROM naráz – muśı se mazat po jednotlivých stránkách.
Zdrojový kód 3.5: Odemčeńı senzoru
1 public byte [ ] sensorUnlock ( )
{
3 byte [ ] r ec ievedData = new byte [ 1 ] ;
rec ievedData = m connection . ExecuteCommand (0 , new byte [ ]
{ 254 , 241 , 249 , 224 } , 1) ;
5
return rec ievedData ;
7 }
public byte[] sendCommand(byte[] command, int respondSize)
Tato funkce odešle senzoru př́ıkaz specifikovaný parametrem command a vyčká na
doručeńı požadovaného množstv́ı dat. Ta jsou pak vrácena jako bajtové pole. Funkce
je současně i přet́ıžena a umožňuje vynechat parametr respondSize.
Zdrojový kód 3.6: Odesláńı př́ıkazu senzoru
1 public byte [ ] sendCommand(byte [ ] commandData , int
r e spondS i z e )
{
3 return m connection . ExecuteCommand (0 , commandData ,
r e spondS i z e ) ;
}
public byte[] readData(int respondSize)
Tato funkce pouze přečte data aniž by nějaká data odeslala. To je výhodné zejména
v př́ıpadě, kdy chceme vyč́ıst všechna data, která má senzor v bufferu.
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public int BytesAvailable
Proměnná udržuj́ıćı v sobě informaci o množstv́ı bajt̊u, které jsou v současné době
v bufferu senzoru.
public SensorDataFormat get1Data()
Přečte právě jedna měřená data a předá je ve formátu definovaném tř́ıdou SensorDa-
taFormat (viz. kapitola 3.3.2). Po přijet́ı měřených dat je zároveň aktivována událost
onMeasuredDataRecieve, která umožňuje data č́ıst nezávisle na měřené hodnotě. To-
hoto se využ́ıvá např́ıklad při kontinuálńım čteńı měřeńı dat, kdy data nejsou vra-
cena konkrétńı metodě jako návratová hodnota, ale jsou čtena ve funkci upravuj́ıćı
reakci na událost.
Zdrojový kód 3.7: Čteńı měřených dat
public SensorDataFormat get1Data ( )
2 {
byte [ ] r ec ievedData = new byte [ 5 ] ;
4 rec ievedData = m connection . ExecuteCommand ( (byte )
CommandProtocol . Get 1Data , null , 5) ;
6 SensorDataFormat sensorData = new SensorDataFormat (
rec ievedData ) ;
8 i f ( onMeasuredDataRecieve != null ) onMeasuredDataRecieve (
sensorData ) ;
10 return sensorData ;
}
Pro přečteńı větš́ıho množstv́ı měřených dat je připravena funkce public byte
getNData(int data, CommandProtocol com), která umožňuje vyč́ıst počet dat de-
finovaný v kapitole 2.3.1.
public byte[] getImage()
Funkce umožňuje přeč́ıst ze senzoru jeden údaj obrazových dat (viz. kapitola 2.3.2).
Na začátku je zkontrolována š́ı̌rka a výška parametru Window, která určuje velikost
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obrazu a podle ńı je určena výsledná velikost. Pro źıskáńı obrazu se čtvrtinovou ve-
likost́ı je připravena funkce public byte[] getImageReduced(). Při přijet́ı jakéhokoliv
typu obrazových dat je aktivována událost OnImageRecieve. Ta obdobně jako událost
u měřených dat informuje o přijet́ı nového obrazu bez nutnosti č́ıst data z návratové
hodnoty.
public ProfileData getProfile()
Funkce pracuje obdobně jako funkce předchoźı, ale tentokrát vyč́ıtá data o profi-
lových datech. Opět je na začátku nutné ověřit Windows. Tentokrát ale stač́ı infor-
mace o výšce. Pokud programátor z nějakého d̊uvodu nechce data ve formě tř́ıdy
ProfileData (viz. kapitola 3.3.4), může použ́ıt funkci public byte[] getProfileBytes().
public EEPROMParameters getEEPROMParameters(byte pageNum)
Tato funkce přečte stránku paměti, která je určena parametrem pageNum. Údaje
jsou vráceny jako instance tř́ıdy EEPROMParameters (viz. kapitola 3.3.3). Ve funkci
neńı kontrolována validita hodnoty pageNum, protože může v budoucnu doj́ıt k
přidáńı nových stránek a obecnost této funkce by ztratila na významu. Podobnou
funkćı, ale pro ethernetová data, je funkce public EEPROMEthernet getEEPRO-
MEthernet().
public byte[] setEEPROMParameters(EEPROMParameters eepromData,
byte pageNum)
Následuj́ıćı funkce slouž́ı naopak pro uložeńı EEPROM dat do zadané stránky EE-
PROM paměti. Konzistence dat je ověřena již při vytvářeńı instance tř́ıdy EE-
PROMParameters, která je předaná jako parametr. Opět existuje stejná funkce
i pro ethernetová data – public byte[] setEEPROMEthernet(EEPROMEthernet
eepromData).
private int getValue(CommandProtocol com)
Tato funkce je předpisem daľśıch funkćı, které čtou parametry senzoru (viz. zdrojový
kód 3.8). Aby nebylo nutné pro každý parametr vytvářet samostatnou funkci, jsou
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funkce derivovány právě z této t́ım, že se předá název př́ıkazu, čtoućı konkrétńı pa-
rametr, jako parametr funkce. Pokud je z nějakého d̊uvodu potřeba přeč́ıst parametr
jako pole bajt̊u, je možné využ́ıt funkci private byte[] getValueBytes(CommandProtocol
com).
Zdrojový kód 3.8: Šablona funkce pro čteńı parametr̊u
1 private int getValue ( CommandProtocol com )
{
3 byte [ ] r ec ievedData = new byte [ 2 ] ;
rec ievedData = m connection . ExecuteCommand ( (byte ) com ,
null , 2) ;
5 int r e s u l t = rec ievedData [ 0 ] ∗ 256 + rec ievedData [ 1 ] ;
7 return r e s u l t ;
}
Ukázka čteńı konkrétńıho parametru je pak ve zdrojovém kódu 3.9.
Zdrojový kód 3.9: Čteńı parametru
public int getThreshold ( )
2 {
return getValue ( CommandProtocol . Get Threshold ) ;
4 }
private byte[] setValue(CommandProtocol com, int value)
Princip definováńı předpisu funkce a jej́ım následným použit́ı u parametr̊u je použit
i při ukládáńı. Jako parametr funkce je nutné uvést př́ıkaz, která konkrétńı parametr
ukládá a jeho vlastńı hodnota jako datový typ int. Funkce hodnotu převede na dva
bajty a ty otoč́ı, protože vnitřńı funkce jazyka C# ve výchoźım nastaveńı pracuje s
pořad́ım, kdy je spodńı bajt prvńı, v senzoru je to ale naopak.
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Zdrojový kód 3.10: Šablona funkce pro uložeńı parametr̊u
private byte [ ] setValue ( CommandProtocol com , int va lue )
2 {
byte [ ] va lueBytes = BitConverter . GetBytes ( va lue ) ;
4 Array . Reverse ( valueBytes , 0 , 2) ;
6 byte [ ] r ec ievedData = new byte [ 1 ] ;
rec ievedData = m connection . ExecuteCommand ( (byte ) com ,
valueBytes , 1) ;
8 return rec ievedData ;
}
3.4.1 Ostatńı funkce ťŕıdy SensorClass
Tř́ıda SensorClass dále obsahuje jednodušš́ı funkce k provedeńı základńıch operaćı.
Mezi ně patř́ı např́ıklad funkce pro započet́ı a ukončeńı kontinuálńıho čteńı měřených
a profilových dat či funkce pro nastaveńı aktuálńıho režimu měřeńı dat a použ́ıvané
stránky paměti EEPROM. Tř́ıda také obsahuje funkci public string getFWVersion(),
která ze senzoru vyčte informaci o verzi firmwaru. Informace o verzi má ale předem
danou strukturu, na kterou je nutné źıskanou hodnotu převést a vrátit jako řetězec.
3.5 Výsledná struktura rozhrańı


















4 Realizace ukázkové aplikace
Aby bylo možné ověřit schopnosti navrženého softwarového rozhrańı v praxi, bylo
nutné ho využ́ıt v rámci konkrétńı aplikace. Aplikace byly nakonec vytvořeny dvě.
Prvńı aplikace má sloužit hlavně jako demonstrace všech vlastnost́ı a schopnost́ı
senzoru a s jej́ım využit́ım se poč́ıtá v rámci firmy Metralight. Aplikace byla nazvána
TLE Studio.
Druhá aplikace, nazvaná Profile Scanner, vznikla za účelem demonstrace využit́ı
senzoru v rámci Technické univerzity v Liberci. Tato aplikace ukazuje použit́ı senzoru
při odměřováńı r̊uzných objekt̊u jako jsou např́ıklad desky plošných spoj̊u, šrouby
či kovové profily.
4.1 TLE Studio
Jak již bylo zmı́něno výše, hlavńım účelem aplikace je ukázat všechny schopnosti
a vlastnosti senzoru TLE1. Bylo tak nutné vyřešit několik základńıch problémů.
Prvńım problémem je uživatelské rozhrańı. Muśı být natolik jednoduché, aby jej
mohli ovládat i lidé, kteř́ı nejsou programátoři a zároveň natolik komplexńı, aby
obsáhlo všechny funkce senzoru. Aplikace muśı být současně natolik robustńı, aby
neskončila chybou např́ıklad v př́ıpadě, že uživatel zadá špatné údaje do poĺı pro
vstup textu – bylo tedy zásadńı, aby byly ošetřeny všechny chybové stavy.
Druhým problémem bylo navržeńı vhodné reprezentace měřených dat. U měřené
hodnoty je situace jasná – jedná se pouze o jedno č́ıslo. U profilových dat a dat
obrazových je ale situace jiná, protože data lze vizualizovat r̊uznými zp̊usoby.
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4.1.1 Uživatelské rozhrańı
Uživatelské rozhrańı je základńı a nejd̊uležitěǰśı část́ı aplikace. Právě skrze něj
uživatel komunikuje se senzorem a d́ıky němu může nastavovat údaje nebo nao-
pak jiná data č́ıst. Prvńı návrhy byly realizovány pomoćı C# frameworku Windows
Forms. Protože ale bylo nutné s uživatelským rozhrańım pracovat v́ıce detailně,
bylo rozhodnuto o přechodu na jiný framework – konkrétně framework WPF. Ten
umožňuje např́ıklad jednodušš́ı změnu barev, grafické efekty nebo st́ınováńı. Jeho
výhodou je současně i to, že uživatelské rozhrańı definuje v XML souboru. Je tak
oddělena funkčńı část aplikace od grafického návrhu. Microsoft pro jednodušš́ı práci
s WPF dodává i samostatnou aplikaci Blend.
Prvńı vlastnost́ı uživatelského rozhrańı aplikace TLE Stuido, která byla řešena,
je velikost okna. Protože je možné, že se aplikace bude spouštět i na pr̊umyslových
poč́ıtač́ıch, bylo by nevhodné použ́ıt velké okno. Bylo proto rozhodnuto, že ma-
ximálńı velikost okna bude 1024 x 768 pixel̊u. Aplikace je však ještě o něco menš́ı,
protože se muśı poč́ıtat i s velikost́ı nab́ıdky Start operačńıho systému Windows.
Druhou d̊uležitou vlastnost́ı je barva okna a celkové barevné schéma aplikace.
Prvńı návrhy měly b́ılé pozad́ı a černý text. To se však později ukázalo jako ne-
vhodné, protože deľśı sledováńı obrazovky monitoru s b́ılým pozad́ım velmi namáhá
oči. Výsledné schéma je tedy tmavé se světlým textem. Výhodou je současně i to,
že by tmavé barvě v́ıce vyniknou daľśı barvy jako červená nebo zelená. Současně
se změnou barevného schématu bylo ale nutné znovu navrhnout grafickou úpravu
všech ovládaćıch prvk̊u, protože výchoźı nastaveńı WPF je černý text na b́ılém po-
zad́ı. Výsledné grafické schéma je zobrazeno na obrázku 4.1.
Po grafické stránce aplikace bylo nutné navrhnout i jej́ı logickou strukturu, tedy
oddělit např́ıklad měřená data od dat obrazových. Pro tyto účely byla aplikace
rozdělena do několika záložek:
• X Distance – záložka pro základńı čteńı měřených hodnot ve výchoźım režimu
• Custom Modes – záložka pro čteńı měřených hodnot v daľśı režimech
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• Image – záložka pro zobrazováńı obrazových dat a nastaveńı souvisej́ıćıch
parametr̊u
• Profile – záložka pro čteńı profilových dat
• EEPROM – záložka pro práci s pamět́ı
• Sensor – záložka pro připojeńı k senzoru a nastaveńı dočasných parametr̊u
Obrázek 4.1: Okno aplikace TLE Studio
Protože se v aplikaci předpokládá velké množstv́ı údaj̊u zadávaných uživatelem,
bylo nutné vytvořit jednotný zp̊usob validace těchto dat. Pro tyto účely byla stan-
dardńı komponenta TextBox, která slouž́ı k zadáváńı uživatelského vstupu, rozš́ı̌rena
o nové funkce. Nově tedy pole umožňuje zadat typ hodnot, které do něj budou
vkládány a na základě tohoto údaje ověřit, zda jsou data správná. Pole podporuje
následuj́ıćı vstupy:
• NumberDecimal – celoč́ıselný vstup
• NumberFloat – vstup č́ısel s plovoućı řádovou čárkou
• Boolean – hodnoty true a false (nebo i 1 a 0)
• IP String – řetězec specifikuj́ıćı adresu IP
• Text – klasický řetězec
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Pro validaci pak stač́ı použ́ıt funkci checkValue(), která hodnoty ověř́ı. V př́ıpadě,
že jsou údaje zadány chybně, je uživatel na tuto skutečnost upozorněn zobrazeńım
b́ılého kř́ıžku vedle pole a obarveńım hodnoty na červeno. V př́ıpadě korektńıho
zadáńı hodnot se grafická úprava pole neměńı. Tř́ıda upraveného pole TextBox byla
nazvána TextBox Improved.
Důležitou funkćı aplikace je časovač. Ten se stará o to, aby byly v pravidelných
intervalech čteny údaje o měřené hodnotě, obrazu a profilu a to v závislosti na
právě aktivované záložce. Při přepnut́ı do záložek Sensor nebo EEPROM je časovač
zastaven, protože v těchto záložkách neńı nutné periodicky č́ıst hodnoty.
4.1.2 Záložka Sensor
Záložka Sensor je výchoźı záložkou, která se uživateli aktivuje po spuštěńı aplikace.
Bez připojeńı k senzoru neńı možné tuto záložku opustit a současně nejsou bez
připojeńı zobrazeny všechny ovládaćı prvky. Stránka obsahuje základńı prvky pro
připojeńı k senzoru - IP adresu a port. Senzor umožňuje připojeńı ke dvěma port̊um
– 1024 a 1028. Protože by ale bylo pro uživatele zbytečné si porty pamatovat, byly
nahrazeny slovńım ekvivalentem Active a Pasive. Po připojeńı k portu Active je
uživateli dovoleno pracovat se všemi funkcemi senzoru. Připoj́ı-li se ale uživatel k
portu Pasive, nemůže v senzoru nic nastavovat ale pouze č́ıst. Daľśımi prvky na
stránce jsou informace o verzi firmwaru, verzi softwaru a pole pro nastaveńı offsetu
hodnotu X a Y. Do nich je možné zadat jak kladná, tak záporná č́ısla a bude použit
v rámci celé aplikace. Všechny doposud zmı́něné prvky jsou sjednoceny do panelu s
názvem Program settings.
Daľśım panelem na stránce, který se ale zobraźı až po připojeńı k senzoru, je
panel Volatile parameter settings, který vypisuje všechny údaje uložené v dočasné
paměti senzoru. Zde je možné hodnoty jak č́ıst, tak měnit a zapisovat do paměti.
Je zde i tlač́ıtko pro zkoṕırováńı všech parametr̊u do EEPROM paměti. Po jeho
stisknut́ı se zobraźı nové okno, které uživatele vyzve k zadáńı stránky paměti, do
které maj́ı být hodnoty uloženy. Všechna vstupńı pole jsou typu TextBox Improved.
41
Před uložeńım jsou tedy hodnoty ověřeny a v př́ıpadě chybného zadáńı neńı uložeńı
umožněno. Po připojeńı k senzoru je v dolńı části okna zobrazena informace o IP
adrese senzoru a konkrétńım portu. Tato informace je viditelná při aktivaci jakékoliv
záložky.
Podoba záložky v př́ıpadě nepřipojeńı k senzoru je na obrázku 4.1, připojenou
záložku pak zobrazuje obrázek 4.2.
Obrázek 4.2: Záložka Sensor aplikace TLE Studio
4.1.3 Záložka X Distance
Hlavńım účelem této záložky je poskytnout uživateli informaci o měřené hodnotě
v režimu měřeńı MODE 0 (viz. 2.1). V horńı části okna je tak zobrazena velkým
ṕısmem samotná hodnota s jednotkou spolu s maximem a minimem. Tyto dva údaje
lze resetovat kliknut́ım na jakékoliv č́ıslo či stisknut́ım klávesy R. Ve spodńı části
okna pak nab́ıhá graf reprezentuj́ıćı historii s časem na ose X a hodnotami na ose
Y. Graf je vyplněn červenou barvou s mı́rnou pr̊uhlednost́ı, aby byly stále čitelné
popisky os. Obrázek 4.3 zobrazuje podobu záložky.
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Při zobrazováńı měřené hodnoty nastal problém s použit́ım tečky nebo čárky
jako desetinného oddělovače. Jazyk C# se ve výchoźım nastaveńı přizp̊usob́ı jazyku
systému. Tato vlastnost má ale za následek nepředv́ıdatelné chováńı na anglické
verzi systému Windows, protože se nastaveńı projevuje např́ıklad i při převáděńı
hodnot s řetězc̊u na č́ısla. Bylo proto rozhodnuto, že se v programu napevno nastav́ı
tečka jako desetinný oddělovač. Program se tak chová stejně na při použit́ı jakékoliv
jazykové mutace systému Windows.
Obrázek 4.3: Záložka X Distance aplikace TLE Studio
4.1.4 Záložka Custom Modes
Tato záložka slouž́ı k zobrazováńı měřených dat v jiných režimech než je režim
MODE 0. Kromě vzdálenosti tedy zobrazuje i údaj o výšce. Oba údaje jsou zároveň
doplněny svoj́ı maximálńı a minimálńı hodnotu, kterou lze opět resetovat stiskem
klávesy R nebo klepnut́ım na jakékoliv pole. Ve výchoźım nastaveńı senzoru jsou
dostupné režimy měřeńı MODE 1 až MODE 3. K přepnut́ı režimu stač́ı kliknout na
název režimu v horńı části obrazovky.
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Pro zlepšeńı přehlednosti a větš́ı názornost toho, co je vlastně měřeno, byl ve
spodńı části záložky vytvořen graf se vzdálenost́ı na ose X a výškou na ose Y. V
tomto grafu je zakreslen bod koresponduj́ıćı s aktuálně měřenou hodnotou. Aby byly
trošku naznačeny i minulé hodnoty, má tento bod ,,ocas”, který je právě na základě
předchoźıch hodnot vykreslován. Podoba záložky je na obrázku 4.4,
Obrázek 4.4: Záložka Custom aplikace TLE Studio
4.1.5 Záložka Image
Záložka Image slouž́ı k zobrazeńı obrazových dat senzoru. Záložka je rozdělena
na několik část́ı. V levé části je zobrazen samotný obraz, pod ńım pak graf řezu
označeného řádku a pravá část je vyhrazena pro nastaveńı parametr̊u.
Funkce vykreslováńı obrazu se skládá z několika část́ı. Prvńı část́ı je převod baj-
tového pole na bitmapu, která je pak vykreslována. Jazyk C# ale bohužel nemá
vestavěnou funkci, která tento problém př́ımo řeš́ı. Bylo proto nutné napsat funkci,
která tento převod zajist́ı. Protože jsou ale obrazy vykreslovány rychle za sebou,
bylo nutné při vytvářeńı myslet i na rychlost a optimalizaci. Pro tyto účely bylo
přikročeno k využit́ı ukazatel̊u. Ty pracuj́ı v tzv. ,,unsafe”bloku kódu, který neńı při
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kompilaci striktně kontrolován. To má však za nevýhodu to, že může snadno doj́ıt
k přespáńı paměti, která přepsána býti nemá. Microsoft sám upozorňuje na únik
paměti, který u této funkce vzniká. Bylo proto nutné nenechávat úklid paměti plně
na garbage collectoru, ale mazat pamět’ manuálně. Výsledkem je funkce, která vy-
kresĺı sńımek při rozlǐseńı 640 x 512 pixel̊u za méně než 10 ms. Druhým problémem
při vykreslováńı obrazu je to, že obraz může mı́t r̊uznou velikost v závislosti na na-
staveńı parametru Window. Je tedy nutné obraz po převodu na bitmapu přesunout
na správnou pozici.
Daľśı funkćı, kterou má záložka Image na starosti je nastavováńı velikost́ı ob-
last́ı Window a Region of Interest. Jak bylo popsáno v kapitole 3.3.5 jedná se o
obdélńıky specifikuj́ıćı aktivńı oblast, kde senzor měř́ı resp. zpracovává data. Pro
jejich nastaveńı existuje několik možnost́ı. Nejjednodušš́ı možnost́ı by bylo použ́ıt
klasická pole a š́ı̌rku, výšku a počátečńı bod do nich zapsat. Toto by ale uživateli
znemožnilo vizuálně zkontrolovat správnost zadaných údaj̊u. Daľśı možnost́ı proto
je použit́ı posuvńık̊u vedle obrazu. Tato komponenty umožňuje pomoćı jezdce nasta-
vit hodnotu a jeden posuvńık může mit jezdc̊u vice. Nebyl by tak problém nastavit
oblast s použit́ım dvou posuvńık̊u. Toto řešeńı ale nevypadá vizuálně hezky a ergo-
nomie ovládáńı neńı ideálńı. Bylo proto přikročeno k vytvořeńı komplexńı grafické
komponenty, která vykresĺı oblasti Window a ROI př́ımo do obrazu a jejich změnu
umožňuje tažeńım za okraje obdélńıku. Uživatel tak má okamžitou vizuálńı zpětnou
vazbu o tom, jak parametry nastavil.
S obrazem souviśı i graf řezu aktivńıho řádku. Tento graf je umı́stěn př́ımo pod
obrazem a po kliknut́ı na libovolný řádek ho vykresĺı jako graf s pixely na ose
X a jejich hodnotou na ose Y. Tento graf slouž́ı primárně pro jednodušš́ı nasta-
veńı parametru Threshold – tedy hodnoty, která specifikuje minimálńı hodnotu pro
zpracováńı dat. Threshold je v grafu vykreslen jako b́ılá čára a vizuálně uživatele
informuje o svoj́ı hodnotě. Tu je možné měnit pomoćı posuvńıku napravo od grafu.
Zobrazeńı obrazových dat i nastaveńı oblast́ı bylo spojeno do jedné vizuálńı kom-
ponenty, která má několik vrstev. Ve spodńı vrstvě se vykresluje samotný obraz. Ten
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je pozicován v rámci černého okna. Nejsou tak vidět okraje a obraz p̊usob́ı, jako by
byl stejně tak velký jako komponenta samotná. Vyšš́ı vrstva obsahuje obdélńıky pro
nastaveńı oblast́ı Window a ROI. Bylo však nutné vyřešit situaci, kdy jsou obdélńıky
bĺızko sebe a bylo by nesnadné trefit se na čáru konkrétńı oblasti. Obdélńık je proto
nutné předem aktivovat kliknut́ım na jeho název v pravé části okna. Aktivńı obdélńık
má zelenou barvu, neaktivńı šedou a pouze s aktivńım obdélńıkem je možné mani-
pulovat. V nejvyšš́ı vrstvě komponenty je pak čára řezu. S tou je možné pohybovat
za jakékoliv situace.
Kromě výše zmı́něných údaj̊u je v rámci záložky Image možné nastavit i para-
metry doba integrace (Time of Integration) a výkon laseru (Laser Power). K těmto
účel̊um slouž́ı posuvńıky v pravé horńı části okna. Jejich změna se vždy projev́ı až
po uvolněńı tlač́ıtka myši. Obraz je možné také uložit do souboru stisknut́ım tlač́ıtka
Save Image. Na disku je pak vytvořen BMP soubor, jehož název obsahuje časový
otisk okamžiku, kdy byl vytvořen. Výsledná podoba záložky Image je zobrazena na
obrázku 4.5.
Obrázek 4.5: Záložka Image aplikace TLE Studio
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4.1.6 Záložka Profile
Tato záložka slouž́ı k zobrazeńı profilových dat, tedy předzpracovaných obrazových
dat. Hlavńım prvkem záložky je graf zobrazuj́ıćı profilová data. Graf reprezentuje
soubor dat, který je čten ze senzoru ve formě bajtového pole. Toto pole obsahuje
vždy údaj o vzdálenosti a hned za ńım údaj o výšce. Je tak vytvářen dvourozměrný
graf se vzdálenost́ı na ose X a výškou na ose Y. I u tohoto grafu bylo potřeba vyřešit
problém s pozicováńım výsledku. Tentokrát ale výsledná pozice neńı závislá na celé
oblasti Window, ale pouze na jeho výšce.
Protože se jedná o dvourozměrné pole reprezentuj́ıćı sadu měřených dat, byla
uživateli poskytnuta možnost změřit hodnoty vzdálenosti a výšky v jednotlivých
bodech použit́ım posuvńık̊u na pravé straně. Při přesunut́ı posuvńıku do oblasti
měřených dat jsou vykresleny dvě čáry, které se protnou právě v bodě, který chce
uživatel změřit. Použit́ım druhého posuvńıku lze změřit i rozd́ıl hodnot mezi dvěma
body. Pro lepš́ı přehlednost je jeden posuvńık b́ılý a druhý žlutý. Výslednou podobu
záložky Profile zachycuje obrázek 4.6.
Obrázek 4.6: Záložka Profile aplikace TLE Studio
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4.1.7 Záložka EEPROM
Hlavńım účelem záložky EEPROM je umožnit uživateli nač́ıtat a ukládat data z a do
vnitřńı paměti senzoru. Po aktivaci záložky jsou do všech poĺıch načteny hodnoty
aktuálně zvolené stránky paměti EEPROM. Údaje lze měnit, uložit a následně i
manuálně znovu nač́ıst. Všechna pole jsou typu TextBox Improved. Data jsou tedy
před uložeńım validována. V rámci této záložky lze současně i nastavit aktuálně
použ́ıvanou stránku paměti pomoćı tlač́ıtka Set Active. Podoba záložky EEPROM
je na obrázku 4.7.
Obrázek 4.7: Záložka EEPROM aplikace TLE Studio
4.2 Profile Scanner
Aplikace Profile Scanner byla vytvořena za účelem prezentace možnost́ı senzoru v
rámci Technické univerzity v Liberci. Tato aplikace by mohla být začleněna do TLE
Studia, ale firma Metralight tuto funkcionalitu nepotřebuje. Bylo proto rozhodnuto
o odděleńı této části do samostatné aplikace.
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Aplikace je nazvána Profile Scanner, protože využ́ıvá profilová data senzoru, ze
kterých vytvář́ı prostorový obraz objektu. S profily na ose X, bajty profilu na ose Y
a vzdálenost́ı na ose Z.
Senzor právě pro využit́ı v podobných př́ıpadech umožňuje kontinuálńı strea-
mováńı dat (viz. kapitola 2.3.3). Zasláńım př́ıkazu pro start streamu začne senzor
pośılat profily tak rychle, jak sám zvládne. Jediné omezeńı rychlosti by tak mohlo
nastat na straně poč́ıtače, který profilová data zpracovává. Aby k tomu však ne-
docházelo, jsou profilová data vyč́ıtána ze senzoru a ukládána do zásobńıku. Data
jsou zpracována až v okamžiku, kdy uživatel stiskne tlač́ıtko pro konec streamováńı
dat.
Výslednou podobu programu zobrazuje obrázek 4.8. Aplikace samotná je tvořena
pouze jedńım oknem, ve kterém jsou prvky pro připojeńı k senzoru a spuštěńı kon-
tinuálńıho streamu dat. Postup streamu je indikován popiskem, který zobrazuje
počet aktuálně načtených streamů. Chce-li uživatel vizualizovat předem uložený
soubor profilových dat, může využ́ıt tlač́ıtko Open File.
Obrázek 4.8: Aplikace Profile Scanner
Prvńı návrhy vizualizace profilových dat poč́ıtaly s vytvořeńım funkce, která
tato data vykresĺı. Protože by ale bylo velmi složité vytvořit funkci, která by data
zobrazila prostorově, byla vytvořena funkce, která profilová data zobrazovala pouze
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dvourozměrně. Rozd́ılné vzdálenosti pak byly odlǐseny r̊uznou barvou. Toto řešeńı
se však ukázalo jako málo názroné a pro daľśı využit́ı nešikovné. Po prostudováńı
několika grafických framework̊u jako je např́ıklad AForge.NET bylo rozhodnuto, že
se pro vykresleńı grafu využije prostředk̊u programovaćıho prostřed́ı Matlab, který
má vykreslovaćı a modelovaćı funkce na velmi pokroč́ılé úrovni. S objektem je možné
otáčet, zvětšovat a zmenšovat velikost a výsledek je možné uložit do několika gra-
fických soubor̊u. Matlab podporuje nač́ıtáńı DLL knihoven vytvořených programo-
vaćım jazykem C# .NET. Neńı tak problém v Matlabu knihovnu použ́ıt. Program
Profile Scaner tedy pracuje tak, že data nač́ıtá a ukládá program napsaný v jazyce
C# a až při vizualizaci je zavolána funkce prostřed́ı Matlab.
V rámci hledáńı možnosti využit́ı senzoru pro účely Technické univerzity v Li-
berci bylo nasńımáno několik r̊uzných objekt̊u. Senzor je např́ıklad možné použ́ıt
pro posuzováńı kvality plošných spoj̊u a osazeńı součástkami. Zde se ale projevuje
limitace pricipu senzoru. Senzor měř́ı vzdálenost vyśıláńım laserového paprsku. Po-
kud je tedy deska plošných spoj̊u lakována nebo se měd’ leskne, senzor neńı schopen
přesně měřit, protože měřeńı ovlivňuj́ı odrazy. Daľśı možné využit́ı je např́ıklad při
posuzováńı kvality závit̊u šroub̊u. Tam senzor vraćı dobré výsledky, protože se ne-
jedná o souvislou lesklou kovovou plochu. Na výsledném grafu jsou tedy vidět závity
a v př́ıpadné vady by se v grafu jasně projevily. Kromě těchto dvou př́ıpad̊u lze sen-
zor využ́ıt pro měřeńı otvor̊u v r̊uzných materiálech či reliéf̊u. Výsledná měřeńı jsou
na obrázku 4.9
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(a) Měřeńı kovového profilu (b) Výsledný profil
(c) Měřeńı šroubu (d) Výsledný profil
(e) Měřeńı zadńı strany mobilńıho tele-
fonu (f) Výsledný profil
Obrázek 4.9: Nasńımané objekty programem Profile Scanner
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5 Závěr
V diplomové práci se podařilo splnit všechny body zadáńı. Jako prvńı byl pro-
studován princip práce senzoru TLE1 a jeho komunikačńı protokol. Následně bylo
realizováno softwarové rozhrańı. Toto rozhrańı bylo navrženo natolik variabilně, že
je v budoucnu snadno rozšǐritelné o nové komunikačńı rozhrańı, funkce a parame-
try senzoru. Rozhrańı zároveň poskytuje veškerou funkcionalitu senzoru a pro pro-
gramátory tak představuje snadný prostředek pro tvorbu vlastńıch aplikaćı. Pro
prověřeńı schopnost́ı rozhrańı byly vytvořeny dvě aplikace. Prvńı aplikace posky-
tuje obecný přehled o funkćıch senzoru d́ıky vizualizaci jeho dat. Uživatel tak má
snadný př́ıstup k měřeným hodnotám a obrazovým a profilovým dat̊um. Zároveň
může snadno pracovat s vnitřńı pamět́ı a nastavovat parametry senzoru.
Rozhrańı je možné v budoucnu dále rozš́ı̌rit např́ıklad přidáńım připravených
grafických komponent, které programátorovi umožńı data vizualizovat přetažeńım
těchto komponent do svého programu. Je také možné do rozhrańı začlenit daľśı
senzory firmy Metralight, protože většina z ńıch sd́ıĺı stejné komunikačńı rozhrańı a
lǐśı se pouze v parametrech. V aplikaci Profile Scanner by do budoucny bylo možné
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C Volatilńı parametry senzoru
Parametr Popis Čteńı Zápis Rozsah
ROI START COLUMN Prvńı sloupec
ROI
0x50 0x58 2 – 1248
ROI NUM OF COLUMNS Počet sloupc̊u
ROI
0x51 0x59 32 – 1278
WIN START LINE Prvńı řádek
Window
0x52 0x5A 1 – 1020
WIN NUM OF LINES Počet řádk̊u
Window
0x53 0x5B 4 – 1024
WIN START COLUMN Prvńı sloupec
Window
0x54 0x5C 1 – 680
WIN NUM OF COLUMNS Počet sloupc̊u
Window
0x55 0x5D 600 – 1280
ROI START LINE Prvńı řádek
ROI
0x80 0x88 2 – 1022
ROI NUM OF LINES Počet řádk̊u
ROI
0x81 0x89 2 – 2022
LINE PROCMODE Režim proce-
sováńı
0x86 0x8E 0 – 3
PEAK SIZE Hodnota proce-
sováńı
0x87 0x8F 1 - 65535
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