ABSTRACT
Introduction
The IEC 61131-3 standard [1] has been adopted by the industry and is widely used by control engineers in specifying the software part of systems in the industrial automation domain. However, it imposes several restrictions for the development of today's complex systems. There is a trend to exploit best practices from the desktop application domain. Object orientation, component based development and model driven engineering are among these widely accepted best practices. Several research groups are already working to this direction, e.g., [2] [3] [4] [5] . Standardization is also following this trend. The IEC 61499 standard [6] is considered as an extension of IEC 61131, to address among others object oriented (OO) concepts and the IEC 61131 working group is currently discussing an Object-Oriented extension to the standard [7] .
Model Driven Development (MDD) was widely accepted as a successful paradigm in the desktop domain. The key issue in MDD is that models have become primary artifacts of software design, shifting much of the focus away from program code. Thus MDD refers to "a set of approaches in which code is automatically or semi automatically generated from more abstract models, and which employs standard specification languages for describing those models and the transformations between them" [8] .
According to this definition the use of the Function Block Diagram (FBD) graphical programming language of IEC 611131-3 in the specification of the design model of the controller's software and its subsequent automatic translation to executable code for the target PLC platform, characterizes the development process as model driven, at least partially. Moreover, existing tools provide support for code generation for several execution platforms. This leads to the following question: what is all this research about defining MDD approaches based on IEC 61131-3 and 61499, in the industrial automation domain?
The drawback of the IEC 61131 FBD is that it provides only one kind of diagram that can be used to construct the model of the application software. This diagram is composed of FB instances and their interconnections. A similar diagram is also found in IEC 61499. In this paper, we refer to this diagram with the term Function Block Network (FBN). The FBN is used in the FBD language to model the structure and the behavior of Programs or FBs. Taking into consideration now that the Unified Modeling Language (UML) and the Systems Modeling Language (SysML) use several diagrams for the definition of the application's structure and behavior, it is clear that the one diagram used by IEC 61131 is not enough to construct a reliable and expressive model for the application software. This means that all discussion about an MDD approach based on 61131 has to do with the use of more diagrams to allow: 1) more abstract models to be constructed, and 2) more aspects of the system to be captured in order to have a more complete and comprehensible model of the system.
In this paper, IEC 61499, UML and SysML are considered as candidate notations to address this challenge. In a first step the IEC 61131 FBD notation is analyzed from the viewpoint of the object oriented paradigm. This is a prerequisite in order to have a sound and clear understanding of the OO concepts supported by the 61131 FBD notation. It will also simplify the process of mapping this notation to the three other notations that are examined in this paper. Instead of what is widely believed, IEC 61131 has already introduced in the industrial automation domain, at least at the specification level, basic concepts of the OO paradigm.
The Festo MPS laboratory system, a well documented system used by many universities for research and education purposes, is used as a running example in this paper. It is composed of three units. The Distribution unit, which is composed of a pneumatic feeder and a converter, forwards cylindrical work pieces from a Stack to the Testing unit. The Testing unit performs checks on work pieces for height, material type and color. Work pieces that successfully pass this check are forwarded to the rotating disk of the Processing unit, where the drilling of the work piece is performed as the primary processing of this system. The result of the drilling operation is next checked by the checking machine and the work piece is forwarded for further processing to another mechanical unit. A detailed description of the system, as well as a design of the control application based on the IEC 61499 can be found in [9] .
The remainder of this paper is organized as follows: Section 2, presents the related work on using UML and SysML. In section 3, the IEC 61131 FBD notation is examined in detail from the object oriented viewpoint. The focus is on structure and behavior definition of Function Block type and Function Block network. In Section 4, we consider the potentials of using IEC 61499, UML and SysML towards a more effective MDD process based on the IEC 61131 FBD notation. The paper is concluded in the last section.
Related Work
There are already several works that try to integrate IEC 61131 with UML and SysML. Vogel-Heuser, et al. in [10] describe the automatic generation of IEC 61131 code expressed in Structured Text (ST) and Sequential Function Chart (SFC) from UML 1.4 diagrams. Class diagrams are used to capture the structure of the application, while state charts are considered similar to SFCs and they are used to capture the behavior. The authors do not map the UML class to FB directly but instead they propose a complex implementation of the class concept using nested FBs. Furthermore, the object oriented view of the FB construct is not exploited and the FB diagram is considered as a diagram to capture behavior.
Ramos et al., in [11] describe an OO environment they have developed for the development and implementation of distributed process control systems. This environment is based on the integration of UML with IEC 61131 and Simulink. They use class diagrams and statechart diagrams to create the requirements model of the application and they implement a mapping of SFC to UML statecharts. In fact they use UML as an intermediate model in their transformation from Simulink and IEC 61131 to Java code.
Sacha in [12] describes an approach that allows the developer to model the behavior using UML state charts which are verified using UPPAAL, a model checking tool for timed automata. These state charts are then automatically transformed to an IEC 61131 program for STEP 7. This work does not give any focus on the structural aspects of the application and does not use scenario and activity diagrams that provide a more effective modeling process for the behavior, when used in combination with state charts.
A UML specialization for process automation (UML-PA) is presented by Katzke, et al., in [13] . The authors propose the use of only six UML diagrams for the modeling of the system and the use of IEC 61131 languages to describe the actions in UML state charts. However, a specific mapping between these six UML diagrams and the corresponding IEC 61131 code is not given.
SysML is evaluated in [14] by Chiron et al., as a modeling notation for programmable logical controllers. Even though the authors propose the use of block definition diagram (bdd) of SysML to represent structure, they consider the internal block diagram (ibd) of SysML as the proper diagram to represent the IEC 61131 FBN. They use atomic flow ports to represent the interconnection points of the FB with the environment, and the activity diagram to represent the behavior. In the decomposition process of the program they use the term task and this is confusing for those that are familiar with IEC 61131. In general the authors use the SysML to represent the application design at the same level of abstraction as the one presented using IEC 61131 FBD.
In all the above works, the authors do not exploit the OO aspects of IEC 61131 which results into inefficient mappings of UML and SysML to IEC 61131. We are not aware of any work that exploits the OO view point of IEC 61131 to propose an effective MDD process based on UML or SysML.
IEC 61131: The OO Point of View
The FBD language of IEC 61131-3 has already introduced a few basic concepts of the object oriented programming paradigm, in the automation domain. The FB concept can be used to capture the structure and behavior of a collection of objects (instances) that may be used in an automation project. In the Festo MPS case study, the Feeder FB is the software representative of the real world feeder of the mechanical part of the laboratory system into the software domain. Figure 1 (a) presents the Feeder FB that captures the interface of the corresponding software module, while Figure 1 (b) presents its behavior using SFC. Input variables are used to get the sensor values; output variables are used to affect the feeder's actuators; and internal variables are used to store the state of the object.
The Function Block
The FB icon is a graphical representation, i.e., a view element, of the FB concept and it can be considered as a design time construct. There is also a textual construct to represent this concept. The graphical representation of the FB may be compared with the UML class design construct and the textual one with the class construct of OO languages such as Java and C++. It should be noted that the IEC 61131-3 allows a mixing of various textual and graphical languages to be used for the program specification which is not common in software engineering notations. Common programming languages use mainly only a textual representation, while UML or similar graphical notations for modeling, are based mainly on graphical symbols. In general, the Function Block (FB), (we use the term FB for the function block type and the term instance when we refer to an FB instance) may be considered as a special kind of class with several restrictions but also extensions. In a similar way to the class, it has a name; it defines the state of its instances using a set of local variables, declared either textually or graphically; and it defines the behavior of its instances through its body. However, there are several differentiations regarding:
1) Behavior
There is a restriction in the behavior definition; only one method can be defined 1 However, this method usually captures all the different behaviors exhibited by the FB instance in response to the various messages an instance receives from the environment. This means that there are no method signatures as in common OO languages; actually there is no signature even for this one method defined by the FB body. This method is executed when the FB instance is called. The call of the FB instance depends on the language used, but in all the cases at least the name of the FB instance followed by a list of actual parameters is used. Based on this description of the FB concept, the FB can be considered as a special type of class that defines the behavior of its instances by only one method. The specification of this method can be given either in textual or in graphical notation. One or more FBNs can be used to graphically specify the behavior. The SFC is more convenient in the case that the FB directly implements a state machine. In practice, commercial tools do not support parallel branches of SFC in FB specification, even though this is not defined by the standard. If parallel branches of SFC are supported, the IEC 61131 FB will be much more powerful construct compared to the IEC 61499 FB. A comparison of the semantics of SFC with those of the state chart is given in [4] . A textual representation can also be used to specify the behavior.
2) Structure There are no formal parameters defined for the method of the FB, but instead input and output variables are used for this purpose. This means that input and output variables have semantics similar to the method formal parameters, even though they are defined along with local variables as part of the structure of the FB instances. Input and output variables may be considered analogous to the flow ports defined by SysML, which constitute part of the structure of the classifier. This means that UML aggregation of type composite is supported by FBs. It should be noted that it is not possible to define an FB variable as public, so there is no direct access to the FB state variables from outside of the FB. Output variables may be used to export state information.
3) Instantiation Instantiation is not permitted during run time; all the instantiations should take place during the deployment of the part of the application that corresponds to the specific FB diagram. An instantiation is forced on every variable declaration of FB type. This means that only the composite kind of aggregation, which is called PartAssociation in SysML, is implemented. This kind of association implies that the composite object is responsible for the exis- tence and storage of the composed objects, i.e., its parts.
4) Inheritance
Inheritance between FB types is not supported.
5) Interface
Interface definition is not supported.
The Function Block Network
The FBN is a design time artifact. Even though the FBN can be considered as a structural specification diagram like the composite structure diagram of UML 2.0 or the internal block diagram (ibd) of SysML, it is actually used, according to the standard, to capture the behavior of Programs and FBs. The closest UML diagrams that can be compared with the FBN are the activity and collaboration diagrams. However, the execution semantics of the FBN, and more specifically those related to the execution order and flow of control are quite different from the ones of the above diagrams. Moreover, the level of abstraction applied in FBN is lower compared to the level of abstraction of the UML diagrams. In the activity and collaboration diagrams of UML, the execution order and flow of control may be captured on the diagrams and explicitly specified by the designer. On the other hand, there are predefined execution semantics in FBN, such as the order of calling functions or FB instances. It is the responsibility of the designer to ensure that the proposed design exploits properly the predefined execution semantics in order to get the desired behavior. The FBN is analogous to the abstract syntax tree generated by a C compiler to calculate the value of an expression. Like the Activity diagram, the FBN diagram captures the activities that have to be performed and the flow of information between these activities. An FBN that includes only FB instances is more close to a collaboration diagram with the restriction that every object has one method. Message passing between the nodes of an FBN is not realized in terms of method call that is the common mechanism for message passing in OO languages. In fact, there are no method signatures, but just one FB method which is activated when the FB instance is called. An FB instance can be called by any Program Organization Unit (POU) that has visibility access to it. The FB method is executed on the specific instances structure, i.e., inputs, state and output. The result is normally: 1) a new instance state that is captured in the instance's internal variables, in the case of state depended behavior, and 2) a response to the environment that is captured by the instance's output variables and the value of the FB call. Message passing between FB instances allocated in different resources in the same configuration is implemented by global variables (VAR_GLOBAL) of the configuration, while between those allocated in different configurations is implemented through access paths defined in configurations with VAR_ACCESS.
Towards a More Effective Modeling
Process for IEC 61131
The Need for More Diagrams and for Higher Levels of Abstraction in Application Modeling
As it was stated above, the IEC 61131-3 FBD language can be considered as a realization of the MDD paradigm in the industrial automation domain. However, it can be used to model the application to a very low level of abstraction, very close to the executable code. It does not allow the designer to capture in a graphical way all the aspects of the application, as for example its structure. Moreover, even though the execution semantics are well defined and common for all the IEC 61131-3 compliant execution environments, it is more informative for the control engineer to have a graphical representation of this information using sequence or activity diagrams. In this case, these diagrams may be used even before the assignment of the application activities to function blocks, allowing a more flexible transition from the system requirements to the application design specifications. In order to increase the effectiveness of this MDD process, more models should be exploited, e.g., to capture the behavior, and also new ones more abstract should be used, e.g., to support the definition of the structure of the application. These models, if properly defined, would be automatically transformed to the IEC 61131 FBD notation and finally to executable code for existing run-time environments. In this section, three notations are considered as possible candidates for such an extension of the IEC 61131-based modeling process: 1) the IEC 61499 function block model, 2) the UML, and 3) the systems modeling language SysML. Moreover, it should be noted that the device centric approach, which is currently used with the IEC 61131, does not provide a strong request for higher layers of abstraction in the development process. However, this approach does not allow for the adoption of a synergistic development process of the constituent parts of the automation system that is the current trend in Metchatronic systems development [15] , such as the industrial automation systems. The application centric paradigm, that is proposed to better fit with the synergistic development of the constituent parts of the automation system, is almost impossible to be applied without special emphasis on the architecture of the system. This is why UML and SysML may be used as early specifications of the automation system, during the development process, before the 61131 one. In [16] a detailed discussion, including examples, is given on the limitations of IEC 61499 to be used as notation for architectural specification. On the other hand UML and SysML are widely accepted as architecture specification languages.
Using IEC 61499
The IEC 61499 FB model has been proposed by IEC as an extension of the IEC 61131 FB one to exploit OO concepts and address several other challenges in industrial automation systems, such as interoperability, portabi-lity, run-time reconfigurability, etc. However, even though several researchers have published many articles on the applicability of the new standard, e.g. [17] , and also on the migration from IEC 61131 to IEC 61449, such as Gerber et al., in [18] and Hussain et al. in [19] , the industry has not yet made serious steps towards its adoption [16] . When the first proposal for the ObjectOriented extension of IEC 61131 FB model was presented by CODESYS, a debate has raised between the two communities [20] . Does the industry need both standards or the new version of IEC 61131 will officially denote the abandonment of IEC 61499? Or, in other words, what is the value added of IEC 61499 compared to IEC 61131?
In this subsection we assess the potential of using IEC 61499 to enhance the IEC 61131 development process. Due to our assumption to be compliant with the execution semantics of IEC 61131 that includes execution of the program based on cyclic or periodic mode, the events of IEC 61499 FB, at least those that interconnect the FBN with the controlled system, are useless. Based on this, the main differences between IEC 61131 and IEC 61499 FB are:
1) The IEC 61499 uses the ECC to capture the dynamic behavior of its instances. However, this is nothing more than a graphical way of representing the IEC 61131 FB body that can also be done using SFC, as shown in Figure 1 .
2) The ability to specify in IEC 61499 the behavior to incoming events as independent distinct algorithms (methods). This allows for a more modular FB body but since there is no support for inheritance there are no direct benefits regarding reusability.
It should be noted that the restriction of IEC 61499 to disallow a direct method call bypassing the ECC is considered very positive for this kind of systems. However, the introduction of the algorithm scheduling function imposes a very heavy constraint on the Safety Integrity Level that can be obtained using IEC 61499.
The differences are more important when we consider the FBNs. As already mentioned the IEC 61131 FBN is used to model the behavior. The IEC 61499 FBN is quite similar to the UML composite diagram or the SysML internal block definition (ibd) diagram. It represents the structure of the application or the composite FB and all the possible interactions among them. Figure 2 presents an FBN for the distribution unit of the Festo MPS example application. As argued by Thramboulidis et al. in [21] , the FBN is not considered appropriate for behavior modeling. This means that the IEC 61499 does not provide a better way to capture the behavior of the application compared to the IEC 61131. It is only the FBN that has to be evaluated as a possible diagram to enhance the IEC 61131 development process. But as argued in [19] , the IEC 61499 is not considered as an effective architecture specification language.
Based on the above analysis, the authors do not see any valuable benefit in using IEC 61499 to enhance the IEC 61131 development process. It does not provide diagrams for higher level of abstractions models, nor even diagrams to effectively model the other aspects of the application.
Using UML
It is evident that a specific UML class may be used to represent the IEC 61131 FB. Moreover, several UML diagrams can be used to create more abstract models of the application, compared to the one supported by the IEC 61131 FBD. More specifically:
1) The UML composite diagram can be used to capture the structure of programs and FBs.
2) The state diagram can be used to capture the behavior of programs and FBs.
3) The sequence and/or activity diagrams may be used to model the behavior in terms of interactions between FB instances, and to model the behavior of an enclosing FB.
4) The class diagram may be used to represent the structure of the PLC infrastructure.
5) The deployment diagram may be used as graphical representation of a configuration.
To have a better exploitation of the above UML diagrams in the domain of IEC 61131, a UML profile may be defined. This profile will contain stereotypes for the main key constructs of IEC 61131. For example the specific UML class that will be used to represent the IEC 61131 FB will be a stereotype of this profile. This profile will allow the industrial engineer to build the models using already known constructs and at the same time to work in the UML abstraction layer. This means that it is possible to create the model of the application in more abstract format compared to IEC 61131, while still using the IEC 61131 basic terminology. Specific model-to-model transformers are required to have an automatic transformation of the UML application specification to an IEC 61131 based one, which will be subsequently translated using existing tools to executable code for commercial run-time environments. The definition of the meta-models of the source and target domains, as well as the set of mapping rules between them, is a prerequisite for this approach to be effectively implemented. A problem with UML is that the class concept is specifically defined to support the OO programming paradigm, so UML does not provide inherent support for the procedural paradigm that is also supported by IEC 61131. This is why SysML is considered a better choice for building a more effective higher layer of abstraction on top of IEC 61131.
Using SysML
The construct of block that is the basic static, structural construct of SysML, is broader than the UML class. The block can be used to represent the modular units of system description. A block can define the "type of logical or conceptual entity, a physical entity, a hardware, software or data component, a person, a facility, an entity that flows in the system or even entities from the environment" [22] . This means that the block construct of SysML may be used to represent not only an FB, but also a function and a configuration. The <<FB>> stereotype will be used to represent the IEC 61131 FB and the <<Func-tion>> stereotype will be used to represent the IEC 61131 function. In a similar way <<Program>> and <<Confi-guration>> will be defined to represent a program and a configuration respectively. The SysML block definition diagram (bdd) can be used to capture the structure of configurations, programs and also FBs that may accept FB instances as input variables. Figure 3 shows the bdd for the Distribution Unit block of the Festo MPS modeled in SysML. It consists of a Feeder FB instance, a Converter FB instance and an FB instance of type DistributionUnit, that coordinates these.
The same diagram presents also the interfaces of Feeder and Converter, as well as the flow specifications for the interactions of real world feeder and converter with the corresponding FB instances. The SysML internal block diagram (ibd) can be used to capture the interconnections among the constituent parts of constructs, such as configurations, programs and also FBs that may accept FB instances as input variables.
The sequence diagram can be used to capture the interactions of the system components in the context of a particular operation of the system. The SysML sequence diagram, shown in Figure 4 , captures the interaction of the system components in the context of the reaction of the control application to the sensor event frontPosReached that comes from the corresponding sensor of the mechanical Feeder.
From SysML design diagrams as the ones shown in Figures 3 and 4 , using proper model-to-model transformers, we may get the corresponding IEC 61131 design diagrams for the application. In this way SysML can be used to provide a completely graphical environment for modeling control applications in a higher and also more expressive layer than the one already supported by IEC 61131 market tools. This profile can be developed from scratch or more effectively based on an existing profile in the embedded real-time systems domain, such as the MARTE profile [23] . Assuming that the corresponding profile will be standardized, this approach will result in a uniform way of modeling industrial automation software that will hide the proprietary individual characteristics of IEC 61131 tools at the modeling layer.
Conclusions
The IEC 61131-3 standard has already introduced in the industrial automation domain basic concepts of the OO paradigm, even though these are not widely exploited in practice by existing development tools. It has also introduced the use of graphical notations, i.e., the use of models, in the development process. The FBD language is an attempt to use graphical models in the development process that is one of the basics of model driven development paradigm. However, the FBD notation does not support modeling at high levels of abstraction, that is required when the size and complexity of the application is increasing. Moreover, it does not allow the modeling of all aspects of the application.
We have discussed, in this paper, three notations as candidates to address the increasing size and complexity of industrial applications. IEC 61499, UML and SysML were examined for possible integration with IEC 61131 to increase the effectiveness of the IEC 61131-based development processes. IEC 61499 does not provide any valuable benefit in enhancing the IEC 61131 development process. UML may be successfully used, but SysML seems to better match the semantics of IEC 61131. With a proper profile, SysML can be used to define a completely graphical environment that will allow the industrial automation developer to create the model of the application and automatically transform it to IEC 61131 specification. This integration may also hide the proprietary individual characteristics of IEC 61131 market tools at
