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ANNEXES 1: 
CODIS DEL SOFTWARE 
A.1.  Software en R
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
## SISTEMA AUTOMÀTIC PEL PROCESSAT I ANÀLISI D'IMATGES DE MICROARRAYS D'ADN
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
##Crida de llibreries:
library(abind)
library(EBImage)
library(MASS)
library(signal)
library(spam)#Para image plot
library(fields) #Para el image.plot
library(matlab)#Para clean
library(base)
library(psych)
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
## FUNCIÓ LOCALITZACIÓ
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
locate<-function(Image){
	#Detecció dels extrems
	#Imatge blanc i Negre
	Image[Image<350/65524]=0	#Rangs de tall
	Image[Image>=350/65524]=1	#Rangs de tall
	Image<-rotate(Image,-90)
	A<- flip(Image)
	A<-matrix(A,nrow=size(A)[1],ncol=size(A)[2])
		
	A<-A[1:(size(A)[1]/2),1:(size(A)[2]/2)]
	
	#Filtre
	M2<-rbind(
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0),
		   	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0),
		   	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0),
		   	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,0,0,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,0,0,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,3,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,3,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,3,3,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,3,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,2,2,2,2,2,2,2,0,0,3,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,0,0,0,2,2,2,2,2,2,2,0,0,0,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,0,0,2,2,2,2,2,2,2,2,2,0,0,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,2,2,0,0,0,0,0),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0),
		 	   
c(3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,0,0,1,1,1,1,1,1,1,0,0,2,2,2,2,2,2,2,2,2,0,0,3,3,3,3),
		 	   
c(3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,0,0,1,1,1,1,1,1,1,0,0,0,2,2,2,2,2,2,2,0,0,0,3,3,3,3),
		 	   
c(3,3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,1,1,1,1,1,1,1,1,1,0,0,2,2,2,2,2,2,2,0,0,3,3,3,3,3),
		 	   
c(3,3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,1,1,1,1,1,1,1,1,1,0,0,0,0,0,0,0,0,0,0,0,3,3,3,3,3),
		 	   
c(3,3,3,3,3,3,0,0,0,0,0,0,0,0,0,1,1,1,1,1,1,1,1,1,1,1,0,0,0,0,0,0,0,0,0,3,3,3,3,3,3),
		 	   
c(3,3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,1,1,1,1,1,1,1,1,1,0,0,0,0,0,0,0,0,0,0,0,3,3,3,3,3),
		 	   
c(3,3,3,3,3,0,0,2,2,2,2,2,2,2,0,0,1,1,1,1,1,1,1,1,1,0,0,1,1,1,1,1,1,1,0,0,3,3,3,3,3),
		 	   
c(3,3,3,3,0,0,0,2,2,2,2,2,2,2,0,0,0,1,1,1,1,1,1,1,0,0,0,1,1,1,1,1,1,1,0,0,0,3,3,3,3),
		 	   
c(3,3,3,3,0,0,2,2,2,2,2,2,2,2,2,0,0,1,1,1,1,1,1,1,0,0,1,1,1,1,1,1,1,1,1,0,0,3,3,3,3),
  	 	 	   
c(0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,1,1,1,1,1,1,1,1,1,0,0,0,0,0,0),
		 	   
c(0,0,0,0,0,2,2,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,1,1,1,1,1,1,1,1,1,1,1,0,0,0,0,0),
		 	   
c(0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,1,1,1,1,1,1,1,1,1,0,0,0,0,0,0),
		 	   
c(3,3,3,3,0,0,2,2,2,2,2,2,2,2,2,0,0,2,2,2,2,2,2,2,0,0,1,1,1,1,1,1,1,1,1,0,0,3,3,3,3),
		 	   
c(3,3,3,3,0,0,0,2,2,2,2,2,2,2,0,0,0,2,2,2,2,2,2,2,0,0,0,1,1,1,1,1,1,1,0,0,0,3,3,3,3),
		 	   
c(3,3,3,3,3,0,0,2,2,2,2,2,2,2,0,0,2,2,2,2,2,2,2,2,2,0,0,1,1,1,1,1,1,1,0,0,3,3,3,3,3),
		 	   
c(3,3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,3,3,3,3,3),
		 	   
c(3,3,3,3,3,3,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,3,3,3,3,3,3),
		 	   
c(3,3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,3,3,3,3,3),
		 	   
c(3,3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,2,2,2,2,2,2,2,0,0,3,3,3,3,3),
		 	   
c(3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,0,0,0,2,2,2,2,2,2,2,0,0,0,3,3,3,3),
		 	   
c(3,3,3,3,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,0,0,2,2,2,2,2,2,2,2,2,0,0,3,3,3,3),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,2,2,0,0,0,0,0),
		 	   
c(0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0),
		 	   
c(2,2,2,2,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,0,2,2,2,2,2,2,2,2,2,0,0,0,0,0,0))
 	 M2[M2==2]=-500
	M2[M2==1]=1000
	M2[M2==3]=-1000
	M2[M2==0]=-500
	M2<-rotate(M2,180)
	M2<-matrix(M2,nrow=size(M2)[1],ncol=size(M2)[2])
	
	#Aplicar filtre
	B<-filter2(A,M2)
	
	#Localitzacio del punt
	center<-which(B==max(B),arr.ind = TRUE)
	point<-c(center[1],center[2]) #Recorda(fila,columna)
	return(point)
}
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
## FUNCIÓ CROSS
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
Cross<-function(Image,PosX,PosY){
	
	#Cargar Plantilla:
	PCreus<-scan("PCreus.csv")
	PCreus<-matrix(PCreus,nrow=3473,ncol=2354)
	PCreus<-flop(PCreus)
	PCreus<-rotate(PCreus,-90)
	PCreus<-matrix(PCreus,ncol=size(PCreus)[2],nrow=size(PCreus)[1])
	
	#Obtenicio imatge en blanc i negre
	Image[Image<350/65524]=0
	Image[Image>=350/65524]=1
	Image<-rotate(Image,-90)
	A1<- flip(Image)
	A1<-matrix(A1,nrow=size(A1)[1],ncol=size(A1)[2])
	
	DP<-dim(PCreus)
	#Suma de Matrius
	A<-A1[(PosX-6):(PosX-6+DP[1]-1),(PosY-6):(PosY-6+DP[2]-1)]+PCreus
	DA<-dim(A)
	
	#Visualització
	F1<-A[1:40,1:40]
	F2<-A[1:40,(DA[2]-40):DA[2]]
	F3<-A[(DA[1]-40):DA[1],1:40]
	F4<-A[(DA[1]-40):DA[1],(DA[2]-40):DA[2]]
	
	#Gràfiques
	quartz()
	par(mfrow=c(2,2))
	imagesc(F1);imagesc(F2);imagesc(F3);imagesc(F4)
}
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
## FUNCIÓ EXTRACT
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
extract<-function(Image,PosX,PosY,R,Median){
	A<- rotate(Image,-90)
	A<- flip(A)
	B<-matrix(A,nrow=size(A)[1],ncol=size(A)[2])
	
	#Matriu de Resutats
	Resultats<-array(0,c(192,328))
	for (k in 1:328){
	
	Q<-Pos[(192*k-191):(192*k),]
	S<-sort(Q[,1],index.return = TRUE)
	
		 for (i in 1:192) {
		 x<-as.integer((PosX-6)+S$x[i]-1)  #(les posicions X que volem ordenades)
		 y<-as.integer((PosY-6)+Q[S$ix[i],2]-1) #es la posició on esta el valor ordenat
		
		 if (Median=="TRUE"){
		 median<-median(B[(x-R):(x+R),(y-R):(y+R)])
		 Resultats[i,k]<-median
		 }
		 else {
		 mean<-mean(B[(x-R):(x+R),(y-R):(y+R)])
		 Resultats[i,k]<-mean
		 }
		 }
	}
	return(Resultats)	
}
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
## PROGRAMA PRINCIPAL
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
#Execució del programa
file<-dir(pattern=".tif")
for (i in 1:size(file)[2]){
		 fileA<-paste(sep="",file[i],"[0]")
		 fileB<-paste(sep="",file[i],"[1]")
##----------------------------------------------------------------------------------
	#Normalització
		 #Carregar les imatge
		 system(paste("convert", fileA, "MG_Pagina1.tif"))
		 system(paste("convert", fileB, "MG_Pagina2.tif"))
		 #Creació dels retalls
		 system("convert -size 20333x7200 -crop 4945x3608+1+1 MG_Pagina1.tif Array_1R.tif")
		 system("convert -size 20333x7200 -crop 5732x3608+4945+1 MG_Pagina1.tif 
Array_2R.tif")
		 system("convert -size 20333x7200 -crop 4848x3608+10677+1 MG_Pagina1.tif 
Array_3R.tif")
		 system("convert -size 20333x7200 -crop 4808x3608+15525+1 MG_Pagina1.tif 
Array_4R.tif")
		 system("convert -size 20333x7200 -crop 4945x3592+1+3608 MG_Pagina1.tif 
Array_5R.tif")
		 system("convert -size 20333x7200 -crop 5732x3592+4945+3608 MG_Pagina1.tif 
Array_6R.tif")
		 system("convert -size 20333x7200 -crop 4848x3592+10677+3608 MG_Pagina1.tif 
Array_7R.tif")
		 system("convert -size 20333x7200 -crop 4808x3592+15525+3608 MG_Pagina1.tif 
Array_8R.tif")
		 system("convert -size 20333x7200 -crop 4945x3608+1+1 MG_Pagina2.tif Array_1G.tif")
		 system("convert -size 20333x7200 -crop 5732x3608+4945+1 MG_Pagina2.tif 
Array_2G.tif")
		 system("convert -size 20333x7200 -crop 4848x3608+10677+1 MG_Pagina2.tif 
Array_3G.tif")
		 system("convert -size 20333x7200 -crop 4808x3608+15525+1 MG_Pagina2.tif 
Array_4G.tif")
		 system("convert -size 20333x7200 -crop 4945x3592+1+3608 MG_Pagina2.tif 
Array_5G.tif")
		 system("convert -size 20333x7200 -crop 5732x3592+4945+3608 MG_Pagina2.tif 
Array_6G.tif")
		 system("convert -size 20333x7200 -crop 4848x3592+10677+3608 MG_Pagina2.tif 
Array_7G.tif")
		 system("convert -size 20333x7200 -crop 4808x3592+15525+3608 MG_Pagina2.tif 
Array_8G.tif")
		 #Lectura canal vermell
		 for  (i in 1:8) {
		 	
	
assign(paste("Array","_",i,"R",sep=""),readImage(paste("Array","_",i,"R.tif",sep="")))
		 }
		 #Lectura canal verd
		 for  (i in 1:8) {
		 	
	
assign(paste("Array","_",i,"G",sep=""),readImage(paste("Array","_",i,"G.tif",sep="")))
		 }
		 #Eliminar imatges creades
	
	
unlink("MG_Pagina1.tif");unlink("MG_Pagina2.tif");unlink("Array_1R.tif");unlink("Array_2
R.tif");
	
	
unlink("Array_3R.tif");unlink("Array_4R.tif");unlink("Array_5R.tif");unlink("Array_6R.ti
f");unlink("Array_7R.tif");
	
	
unlink("Array_8R.tif");unlink("Array_1G.tif");unlink("Array_2G.tif");unlink("Array_3G.ti
f");unlink("Array_4G.tif");
	
	
unlink("Array_5G.tif");unlink("Array_6G.tif");unlink("Array_7G.tif");unlink("Array_8G.ti
f");
##----------------------------------------------------------------------------------
	#Localització
		 #Localitzar canal vermell -> Pos_iR<-locate(Array_iR)
		 for  (i in 1:8) {
		 	
	
assign(paste("Pos","_",i,"R",sep=""),locate(eval(as.name(paste("Array","_",i,"R",sep="")
))))
		 }	 	
		 #Localitzar canal verd -> Pos_iG<-locate(Array_iG)
		 for  (i in 1:8) {
		 	
	
assign(paste("Pos","_",i,"G",sep=""),locate(eval(as.name(paste("Array","_",i,"G",sep="")
))))
		 }	
		
##----------------------------------------------------------------------------------	 	
		
	#Extracció
		 #Lectura de la plantilla
		 P<-scan("PPunts.csv")
		 P<-matrix(P,nrow=3472,ncol=2352)
		 P<-flop(P)
		 P<-rotate(P,-90)
		 P<-matrix(P,nrow=2352,ncol=3472)
		 Pos<-which(P==1,arr.ind = TRUE)
	
		 #Extracció canal vermell -> Resultat_iR<-extract(Array_iR,Pos_iR[1],Pos_iR[2],2)
		 for  (i in 1:8) {
		 	
	
assign(paste("Resultat","_",i,"R",sep=""),extract(eval(as.name(paste("Array","_",i,"R",s
ep=""))),eval(as.name(paste("Pos","_",i,"R",sep="")))
[1],eval(as.name(paste("Pos","_",i,"R",sep="")))[2],3,Median="TRUE" ))
		 	
		
		 	 #Convertir la matriu en un vector
		 	 	 	 	
	
assign(paste("Median","_",i,"R",sep=""),matrix(eval(as.name(paste("Resultat","_",i,"R",s
ep=""))),1,(size(eval(as.name(paste("Resultat","_",i,"R",sep=""))))
[1]*size(eval(as.name(paste("Resultat","_",i,"R",sep=""))))[2])))
		 }	
		
		
		 #Extracció canal verd -> Resultat_iG<-extract(Array_iG,Pos_iG[1],Pos_iG[2],2)
		 	 for  (i in 1:8) {
		 	
	
assign(paste("Resultat","_",i,"G",sep=""),extract(eval(as.name(paste("Array","_",i,"G",s
ep=""))),eval(as.name(paste("Pos","_",i,"G",sep="")))
[1],eval(as.name(paste("Pos","_",i,"G",sep="")))[2],2,Median="TRUE"  ))
		 	 	
		 	 	
		 	 	 #Convertir la matriu en un vector
		
	
assign(paste("Median","_",i,"G",sep=""),matrix(eval(as.name(paste("Resultat","_",i,"G",s
ep=""))),1,(size(eval(as.name(paste("Resultat","_",i,"G",sep=""))))
[1]*size(eval(as.name(paste("Resultat","_",i,"G",sep=""))))[2])))
		 }
		
		 	
	
	#Expressar els resultats en un frame
	
	TotalR<-data.frame(Median_1R,Median_1G," ",Median_2R,Median_2G," ",Median_3R,Median_3G," 
",Median_4R,Median_4G," ",Median_5R,Median_5G," ",Median_6R,Median_6G," 
",Median_7R,Median_7G," ",Median_8R,Median_8G)	 	
	
}	
##----------------------------------------------------------------------------------	
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
## Complement opcional a introduir al loop -- (Validació)
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
	#Validació de la tècnica
		 for  (i in 1:8) {
		 	
	
Cross(eval(as.name(paste("Array","_",i,"R",sep=""))),eval(as.name(paste("Pos","_",i,"R",
sep="")))[1],eval(as.name(paste("Pos","_",i,"R",sep="")))[2])
		 }	
		 for  (i in 1:8) {
		 	
	
Cross(eval(as.name(paste("Array","_",i,"G",sep=""))),eval(as.name(paste("Pos","_",i,"G",
sep="")))[1],eval(as.name(paste("Pos","_",i,"G",sep="")))[2])
		 }
	
##----------------------------------------------------------------------------------	
	#Funció visualització dels valors llindar (s'ha d'introduir una matriu de resultats)
		 disp<-function(Array){
		 	 A<-log(Array)
		
		 	 A1<-A
		 	
		 	 A[A<(mean(A)-3.5*SD(A))]=1
		 	 A1[A1>(mean(A)+3.5*SD(A))]=1
		 	 A[A!=1]=0
		 	 A1[A1!=1]=0
		 	
		 	 quartz();image.plot(A);title("Valors per sota del llindar inferior")
		 	 quartz();image.plot(A);title("Valors per sobre del llindar inferior")
		 	
		 }	
##----------------------------------------------------------------------------------
##----------------------------------------------------------------------------------
A.2. Software de proba fet amb Matlab.
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
%Programa FINAL
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
 
clear all;
close all;
 
%Obtenir les imatges:
tic;
I1 = imread('MG_252502510134_S01.tif',1);%llegir la imatge
I2 = imread('MG_252502510134_S01.tif',1);%llegir la imatge
%Retalls de les cel·les
 
I11=I1(1:3608,1:4945);        %1a cel·la
I12=I1(1:3608,4945:10677);    %2a Cel·la
I13=I1(1:3608,10677:15525);   %3a Cel·la
I14=I1(1:3608,15525:end);     %4a Cel·la
I15=I1(3608:end,1:4945);      %5a Cel·la
I16=I1(3608:end,4945:10677);  %6a Cel·la
I17=I1(3608:end,10677:15525); %7a Cel·la
I18=I1(3608:end,15525:end);   %8a Cel·la
 
I21=I2(1:3608,1:4945);        %1a cel·la
I22=I2(1:3608,4945:10677);    %2a Cel·la
I23=I2(1:3608,10677:15525);   %3a Cel·la
I24=I2(1:3608,15525:end);     %4a Cel·la
I25=I2(3608:end,1:4945);      %5a Cel·la
I26=I2(3608:end,4945:10677);  %6a Cel·la
I27=I2(3608:end,10677:15525); %7a Cel·la
I28=I2(3608:end,15525:end);   %8a Cel·la
 
%Extreure Resultats: [Matriu 192x328 amb valors mitjos; Imatge amb
%superposició ideal; coordenades localització]
 
[Resultat11 As11 coor11]=extract(I11);
PosicioCreus(I11,coor11);
[Resultat12 As12 coor12]=extract(I12);
PosicioCreus(I12,coor12);
[Resultat13 As13 coor13]=extract(I13);
PosicioCreus(I13,coor13);
[Resultat14 As14 coor14]=extract(I14);
PosicioCreus(I14,coor14);
[Resultat15 As15 coor15]=extract(I15);
PosicioCreus(I15,coor15);
[Resultat16 As16 coor16]=extract(I16);
PosicioCreus(I16,coor16);
[Resultat17 As17 coor17]=extract(I17);
PosicioCreus(I17,coor17);
[Resultat18 As18 coor18]=extract(I18);
PosicioCreus(I18,coor18);
 
[Resultat21 As21 coor21]=extract(I21);
PosicioCreus(I21,coor21);
[Resultat22 As22 coor22]=extract(I22);
PosicioCreus(I22,coor22);
[Resultat23 As23 coor23]=extract(I23);
PosicioCreus(I23,coor23);
[Resultat24 As24 coor24]=extract(I24);
PosicioCreus(I24,coor24);
[Resultat25 As25 coor25]=extract(I25);
PosicioCreus(I25,coor25);
[Resultat26 As26 coor26]=extract(I26);
PosicioCreus(I26,coor26);
[Resultat27 As27 coor27]=extract(I27);
PosicioCreus(I27,coor27);
[Resultat28 As28 coor28]=extract(I28);
PosicioCreus(I28,coor28);
 
toc;
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
%FUNCIÓ EXTRACT
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
%
%el procediment requereix d'una imatge, de la qual extreu la localització
%de la matriu i mitjançant la funció CLEAN extreu els valors resultat.
%Retorna la matriu de resultats, la imatge amb la matriu superposada per
%hexàgons amb valors mitjos i les coordenades de localització
%
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
 
 
 
 
function [Resultats,As,coor]=extract(I11)
%Deteccio de dos extrems
 
%Filtres
B=[
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 2 2 2 2 2 2 2 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 0 0 0 2 2 2 2 2 2 2 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 0 0 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 2 2 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0;
   3 3 3 3 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 0 0 2 2 2 2 2 2 2 2 2 0 0 3 3 3 3;
   3 3 3 3 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 0 0 0 2 2 2 2 2 2 2 0 0 0 3 3 3 3;
   3 3 3 3 3 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0 2 2 2 2 2 2 2 0 0 3 3 3 3 3;
   3 3 3 3 3 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 3 3 3 3 3;
   3 3 3 3 3 3 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 3 3 3 3 3 3;
   3 3 3 3 3 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 3 3 3 3 3;
   3 3 3 3 3 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 0 0 3 3 3 3 3;
   3 3 3 3 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 0 0 0 1 1 1 1 1 1 1 0 0 0 3 3 3 3;
   3 3 3 3 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 1 1 0 0 3 3 3 3;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 1 1 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 0 0 0 1 1 1 1 1 1 1 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 1 1 1 1 1 1 1 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 2 2 2 2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   2 2 2 2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0];
 
B(B==2)=-500;
B(B==1)=1000;
B(B==3)=-500;
B=double(B);
 
B1=[
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 0 0 0;
   0 0 0 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 0 0 0;
   0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0;
   0 1 1 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 1 1 0;
   0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 1 1 0 0;
   0 0 0 1 1 1 1 1 1 1 0 0 0 1 1 1 1 1 1 1 0 0 0 1 1 1 1 1 1 1 0 0 0;
   0 0 0 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 0 0 0;
   0 0 0 1 1 1 1 1 1 1 0 0 0 1 1 1 1 1 1 1 0 0 0 1 1 1 1 1 1 1 0 0 0;
   0 0 1 1 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0;
   0 1 1 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 1 1 0;
   0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 1 1 0 0;
   0 0 0 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 0 0 0;
   0 0 0 1 1 1 1 1 1 1 0 0 0 0 0 0 0 0 0 0 0 0 0 1 1 1 1 1 1 1 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0];
 
B1 =double(B1);
E1=numel(find(B1==0)); %nombre de pix en espais
C1=numel(find(B1==1)); %nombre de pix en cercles
B1(B1<=0)=-1; %posem -1 als espais
B1(B1>0)=6*C1/E1; %un valor positu que fa la suma de B sigui >0
 
 
%Retall de la imatge
I11=I11;
A=double(I11<300);
A=1-A;
 
%Localització de la matriu
C=imfilter(A,B,'corr','same');
C1=imfilter(A,B1,'corr','same');
 
[V Y]=max(C);
[V1 X]=max(V);
 
[W y]=max(C1);
[W1 x]=max(W);
 
%Posició extrem sup esquerra
coordenades(1,2)=X-6; %col
coordenades(1,1)=Y(X)-5; %fila
 
coor=coordenades;
%Posició extrem inf esquerra
coordenades1(1,2)=x+15; %col
coordenades1(1,1)=Y(x)+10; %fila
 
%Utilització de la funció clean que extreu la matriu de resultats i la
%imatge amb els hexàgons superposats
 
[Resultats As]=clean(I11,coordenades(1,1),coordenades(1,2));
%--------------------------------------------------------------------------
%FUNCIÓ CLEAN 
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
%
%Funció que extreu la mitjana de cada espot seguint la distància que
%presenten entre ells, la matriu M i P son diferents mides de radi.El
%procediment es basa en passar una màscara al quadrat que conté un espot i
%fer la mitjan dels valors centrals. Retorna la matriu resultant de 192x328
%amb els valors mitjos de cada espot i la imatge amb la superposició
%d'hexàgons ideals amb els valors mitjos dels espots.
%
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
 
function [Resultats,Aout]=clean(Aout,X1,Y1)
 
M=[0 0 0 0 0 0 0 0 0 0 0;
   0 0 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 0 0;
   0 1 1 1 1 1 1 1 1 1 0;
   0 1 1 1 1 1 1 1 1 1 0;
   1 1 1 1 1 1 1 1 1 1 1;
   0 1 1 1 1 1 1 1 1 1 0;
   0 1 1 1 1 1 1 1 1 1 0;
   0 0 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 0 0;
   0 0 0 0 0 0 0 0 0 0 0;];% uns i zeros de NxN;
M=uint16(M);
 
P=[0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 1 1 1 1 1 0 0 0;
   0 0 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 0 0;
   0 0 1 1 1 1 1 1 1 0 0;
   0 0 0 1 1 1 1 1 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0;];% uns i zeros de NxN;
P=uint16(P);
 
%Tamany del pixel
info=imfinfo('MG_252502510134_S01.tif');
dimX=((20333/info(1,1).XResolution)/20333)*1e1; %en mm
dimY=((7200/info(1,1).YResolution)/7200)*1e1;   %en mm
 
%Parametres
d=0.0366617420935412/dimY;;
R=d/(2*cos(pi/6));
N=11;
for b=1:328 %numcolumnes        per 1 cel·la: 328     
for a=1:192  %numfiles           per 1 cel·la: 193 
 
x=X1+(a-1)*d;  %moviment files
y=Y1+(b-1)*(3*R/2);  %moviment columnes
 
if(mod(b,2)==0),x=x+(d/2);end % correcció a les columnes parells
 
x=round(x);y=round(y); % per si acàs la d no és entera;
 
cercle=Aout(x:x+N-1,y:y+N-1);
partRellevant=cercle.*P; % puntper és el producte punt a punt de dues matrius 
(el producte a seques et retorne el producte matricial!)
 
[r,c,v]=find(partRellevant);
Resultats(a,b)=mean(v); %Matriu de Mitjanes
 
%Superposar els nous hexagons
Z=M*Resultats(a,b);
Aout(x:x+N-1,y:y+N-1)=Z(1:N,1:N);
end
end
figure;imagesc(Aout,[0 4000]);
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
%FUNCIÓ POSICIÓ CREUS
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
%
%A partir de la imatge i la posició trobada anteriorment, aquesta funció
%crea una plantilla de creus mitjançant la distància entre espots i la
%col·loca sobre la imatge, retornant la superposició de la plantilla amb la
%imatge als extrems.
%
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
 
 
 
function [] = PosicioCreus(I11,coor)
%Matriu de creus
Creus=ones(192,328);
Creus(1,3)=0;Creus(190,1)=0;Creus(1,323)=0;Creus(3,327)=0;Creus(191,325)=0;
Creus(1,4)=0;Creus(190,2)=0;Creus(1,324)=0;Creus(3,328)=0;Creus(191,327)=0;
Creus(1,5)=0;Creus(191,2)=0;Creus(1,326)=0;Creus(189,328)=0;Creus(192,322)=0;
Creus(2,1)=0;Creus(191,3)=0;Creus(2,325)=0;Creus(190,326)=0;Creus(192,323)=0;
Creus(2,2)=0;Creus(191,4)=0;Creus(2,326)=0;Creus(190,327)=0;Creus(192,324)=0;
Creus(2,3)=0;Creus(192,3)=0;Creus(2,327)=0;Creus(190,328)=0;Creus(192,325)=0;
Creus(3,1)=0;Creus(192,5)=0;Creus(2,328)=0;Creus(191,324)=0;Creus(192,6)=0;
 
%Creació de la matriu de prosicions
info=imfinfo('MG_252502510134_S01.tif');
dimX=((20333/info(1,1).XResolution)/20333)*1e1;
dimY=((7200/info(1,1).YResolution)/7200)*1e1;
 
d=0.0366617420935412/dimY;
R=d/(2*cos(pi/6));
N=11;
M=[0 0 0 0 0 0 0 0 0 0 0;
   0 0 0 0 0 1 0 0 0 0 0;
   0 0 0 0 0 1 0 0 0 0 0;
   0 0 0 0 0 1 0 0 0 0 0;
   0 0 0 0 0 1 0 0 0 0 0;
   1 1 1 1 1 1 1 1 1 1 1;
   0 0 0 0 0 1 0 0 0 0 0;
   0 0 0 0 0 1 0 0 0 0 0;
   0 0 0 0 0 1 0 0 0 0 0;
   0 0 0 0 0 1 0 0 0 0 0;
   0 0 0 0 0 0 0 0 0 0 0;];
for b=1:328 %numcolumnes        per 1 cel·la: 328     
    for a=1:192  %numfiles           per 1 cel·la: 193 
        x=1+(a-1)*d;  %moviment files
        y=1+(b-1)*(3*R/2);  %moviment columnes
        if(mod(b,2)==0),x=x+(d/2);end; % correcció a les columnes parells
        x=round(x);y=round(y); % per si acàs la d no és entera;
        B(x:x+N-1,y:y+N-1)=Creus(a,b)*M;
    end;
end;
 
B(B==1)=10;
 
%Obtenició de la matriu de boles:
% I1 = imread('MG_252502510134_S01.tif',1);
% I11=I1(1:3608,1:4945); 
A=double(I11<300);
A=1-A;
A(A==1)=5;
 
%Superposicio de la matriu de creus:
for b=1:3472 %numcolumnes        per 1 cel·la: 328     
    for a=1:2351  %numfiles           per 1 cel·la: 193 
        A(coor(1,1)+a-1,coor(1,2)+b-1)=A(coor(1,1)+a-1,coor(1,2)+b-1)+B(a,b);
    end;
end;
 
F1=A(coor(1,1)-20:coor(1,1)+50,coor(1,2)-20:coor(1,2)+50);
F2=A(coor(1,1)-20:coor(1,1)+50,(coor(1,2)+3472)-50:(coor(1,2)+3472)+20);
F3=A((coor(1,1)+2351)-50:(coor(1,1)+2351)+20,coor(1,2)-20:coor(1,2)+50);
F4=A((coor(1,1)+2351)-50:(coor(1,1)+2351)+20,(coor(1,2)+3472)-50:
(coor(1,2)+3472)+20);
 
 
 
figure;
subplot(2,2,1),imagesc(F1);
subplot(2,2,2),imagesc(F2);
subplot(2,2,3),imagesc(F3);
subplot(2,2,4),imagesc(F4);
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
%Extreure valors del XML i del TXT
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
 
 
% EXTRACT VALUES OF ALL SPOTS FROM TXT FILE:
 
 
txtfile = '02_MG_252502510134_qChipPost(025025)_qG11003860_Cy5_M20_Cy3_2_4.txt';
 
 
NROWS = 62697;
fid = fopen(txtfile);
CC =textscan(fid,'%s',NROWS, 'HeaderLines',9,'Delimiter',' ');
fclose(fid);
 
 
 
indfeat = cell2mat(strfind(CC{1,1}(1),'FeatureNum'));
indrow = cell2mat(strfind(CC{1,1}(1),'Row'));
indgmean = cell2mat(strfind(CC{1,1}(1),'gMeanSignal'));
indrmean = cell2mat(strfind(CC{1,1}(1),'rMeanSignal'));
indgmedian = cell2mat(strfind(CC{1,1}(1),'gMedianSignal'));
indrmedian = cell2mat(strfind(CC{1,1}(1),'rMedianSignal'));
indfin = cell2mat(strfind(CC{1,1}(1),'gPixSDev'));
 
 
 
theader = str2mat(CC{1}(1));
espais_header = isspace(theader);
num_espais_header = find(espais_header==1);
 
%vector amb el n? espais fins paraula
espais_feat = length(find(espais_header(1:indfeat)==1));
espais_row = length(find(espais_header(1:indrow)==1));
 
espais_mean_green = length(find(espais_header(1:indgmean)==1));
espais_mean_red = length(find(espais_header(1:indrmean)==1));
 
espais_median_green = length(find(espais_header(1:indgmedian)==1));
espais_median_red = length(find(espais_header(1:indrmedian)==1));
 
espais_fin = length(find(espais_header(1:indfin)==1));
 
vals =[];
for k = 2:NROWS
t = str2mat(CC{1}(k));
espais = isspace(t);
 
s = find(espais==1);
%index amb el nombre de caracter on es troba l'espai
indx= [s(1,espais_feat) s(1,espais_row) s(1,espais_mean_green) 
s(1,espais_mean_red) s(1,espais_median_green) s(1,espais_median_red) 
s(1,espais_fin)];
 
feat = str2num(t(indx(1)+1:indx(2)-1));
 
gmeanvalue=str2num(t(indx(3)+1:indx(4)-1));
rmeanvalue=str2num(t(indx(4)+1:indx(5)-1));
 
gmedianvalue=str2num(t(indx(5)+1:indx(6)-1));
rmedianvalue=str2num(t(indx(6)+1:indx(7)-1)); %vigilar amb +4
 
%Matriu de resultats desitjats [Espot GMean RMean GMedian RMedian]
vals = [vals ; [feat gmeanvalue rmeanvalue gmedianvalue rmedianvalue]];
 
end;
 
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
% EXTRACT POSITION OF ALL SPOTS FROM XML FILE:
%--------------------------------------------------------------------------
%--------------------------------------------------------------------------
 
xmlfile = '025025_D_F_20090816.xml';
 
CC = textread(xmlfile, '%s',2280374,'headerlines',10);
 
%Busca Noms {columna 1}
ss = strfind(CC,'<reporter');
%busca la posici? dels reporters
ds=[];
for i=1:length(CC)
    if ss{i}==1 
       ds = [ds ; i+1];
    end;
end;
 
 
name = []; %nom
k=1;
for i = 1:length(ds) 
        xind = find(CC{ds(i,1)}=='"');
        name{i,1} = [CC{ds(i,1)}(xind(1)+1:xind(2)-1)];
end;
 
%Busca X {columna 2}
ss2 = strfind(CC,'x=');
dds2 = [];
for i=1:length(CC)
    if ss2{i} == 1 
    dds2 = [dds2 i];
    end;
end;
 
xpos = [];
for k = 1:length(dds2)
xind = find(CC{dds2(k)}=='"');
xpos = [xpos ; str2num(CC{dds2(k)}(xind(1)+1:xind(2)-1))];
end;
%Busca Y {columna 3}
ss3 = strfind(CC,'y=');
dds3 = [];
for i=1:length(CC)
    if ss3{i} == 1 
    dds3 = [dds3 i];
    end;
end;
 
ypos = [];
for k = 1:length(dds3)
xind = find(CC{dds3(k)}=='"');
ypos = [ypos ; str2num(CC{dds3(k)}(xind(1)+1:xind(2)-1))];
end;
 
info=imfinfo('MG_252502510134_S01.tif');
dimY=((20333/info(1,1).XResolution)/20333)*1e1; %en mm
dimX=((7200/info(1,1).YResolution)/7200)*1e1;   %en mm
 
 
vec = [name num2cell(xpos) num2cell(ypos) num2cell(xpos/dimX) num2cell(ypos/
dimY)]; 
 
    
% MERGE POSITIONS AND VALUES TO CREATE FINAL MATRIX:
% 
% Mred = [];
% Mgreen = [];
% 
% for kspot = 1:length(vec)
%     ind = find(vals(:,1) == kspot);
%     
%     if ~isempty(ind)
%     Mred = [Mred ; [vec(kspot,3) vec(kspot,4) vals(ind,2)]];
%     Mgreen = [Mgreen ; [vec(kspot,3) vec(kspot,4) vals(ind,3)]];
%     else
%     Mred = [Mred ; [vec(kspot,3) vec(kspot,4) -1]];
%     Mgreen = [Mgreen ; [vec(kspot,3) vec(kspot,4) -1]];    
%     end;
% 
% end;
% 
% Ared = reshape(Mred(:,3),192,328);
% Agreen = reshape(Mgreen(:,3),192,328);
  
ANNEXES 2: 
INSTAL·LACIÓ DE 
LLIBRERIES A L’R AMB 
MACINTOSH 
Donat que no hi han gaires manuals d’ús de l’R amb sistemes Macintosh i a més 
que el software s’ha desenvolupat amb aquest sistema operatiu, s’ha cregut 
convenient explicar el procediment previ a l’execució del programa pel que fa a 
la instal·lació de llibreries. Per un funcionament òptim del programa és necessari 
la instal·lació de l’R de 64 bits, si l’ordinador no és compatible també es pot 
utilitzar el de 32 bits. 
1. A l’executar l’R apareix la següent consola de treball: 
  
 
2. Tot seguit es procedeix a la instalació dels diferents Package: 
 
3. Un cop s’hagi sel·leccionat “Package Installer” apareixerà: 
4. A continuació s’ha de sel·leccionar el repositori on pertany el package 
escollit,aquest pot ser del CRAN o bé del Bioconductor. Possiblement abans 
d’instal·lar un package es demanarà quin respositori vols (segons el país) i un 
cop escollit tot, s’introduiex el nom del package i es clica a “Get List”. Per 
l’exemple s’utilitzara el package spam. 
 
 
 Títol del projecte 
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5. Després es sel·lecciona el package a instal·lar i “Install Package”. 
 
 
6. A continuació es veura a la consola de treball com el package s’ha 
descarregat i la ubicació d’aquest. 
7. A continuació per tal de carregar-lo al programa es pot fer mitjançant la 
instrucció de carregar les libreries amb la comanda >library(spam).  
  
 
8. Es segueix el mateix procés per a carregar la resta de llibreries necessàries. 
També es recomanable que en el cas del software, s’instal·lin en l’ordre que 
s’exigeix a l’hora de carregar-les degut a que possiblement alguna d’elles 
utilitzi característiques d’una llibreria anterior i que per tant ha d’estar 
carregada previament. 
 
9. Posteriorment i abans d’executar el programa cal instal·lar el software 
d’ImageMagick perquè l’ordinador contingui les llibreries necessàries. En 
algunes versions de Macintosh, Tiger i SnowLeopard pot ser que ja estiguin 
instal·lades. Per realitzar el procés, en aquests annexes s’incorpora un 
manual d’instal·lació extret de la xarxa. 
 
10. És important que el directori de treball contingui les imatges a analitzar i les 
plantilles proporcionades, sinó el software no funcionarà correctament. El 
directori es pot canviar mitjançant la instrucció setwd(). 
 
 
*Es possible que algunes instruccións referents al sistema, utilitzant la instrucció system no siguin 
admeses per l’R. Però es un problema de l’aplicació de 64 bits, ja que si es carrega l’R des del 
Terminal no apareix aquest problema. Per evitar problemes es recomana iniciar els software des 
del terminal. 
 
  
ANNEXES 3: 
MANUALS DE CONSULTA 
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EBImage installation
Gregoire Pau, Oleg Sklyar, Wolfgang Huber
gpau@ebi.ac.uk
April 22, 2010
1 UNIX/Linux
EBImage requires the following softwares/libraries to be installed:
• pkg-config
• gtk+-2.0
• ImageMagick
On UNIX/Linux systems, pkg-config and gtk+-2.0 are most likely present. The ImageMagick library is available
in many UNIX distributions (Ubuntu, Debian, Fedora, Suse). Alternatively, you may download and compile
it from http://www.imagemagick.org/script/install-source.php#unix. Please note that the development
versions (with C header and libraries) of gtk+-2.0 and ImageMagick are required to install EBImage.
Check if gtk+-2.0 works by typing in a terminal ‘gtk-demo’. Check if ImageMagick works by typing ‘convert -version’.
Check if the libraries are correctly installed by typing ‘pkg-config gtk+-2.0 --libs’ and ‘Magick-config --libs’. You
should see some output without error messages.
EBImage is ready to be installed. Just type ‘biocLite(”EBImage”)’ in an R terminal to install EBImage. Oth-
erwise, download the EBImage source package from the Bioconductor website at http://www.bioconductor.
org/packages/release/bioc/html/EBImage.html and type ‘R CMD INSTALL x’, where ‘x’ is the name of
the downloaded package.
Please note that in some Linux distributions, such as Ubuntu 9.04, the MagickWand subcomponent is not part
of the core ImageMagick package and should be installed separately.
EBImage works fine with gtk+-2.0 2.12.9 and ImageMagick 6.3.7 Q16.
2 MacOS systems
EBImage requires the following softwares/libraries to be installed:
• pkg-config
• gtk+-2.0
• ImageMagick
These softwares can be easily installed with the MacPorts package management software, available at http:
//www.macports.org. To install MacPorts, you first need to install the XCode developement suite and the X11
SDK. These tools are located in the DVDs shipped with your Mac.
Next, install the packages gtk+-2.0 and ImageMagick by typing the commands ‘sudo port install ImageMagick’
and ‘sudo port install gtk2’ in a terminal. The package pkg-config is automatically installed as a dependency
of gtk+-2.0.
1
Check if gtk+-2.0 works by typing in a terminal ‘gtk-demo’. Check if ImageMagick works by typing ‘convert -version’.
Check if the libraries are correctly installed by typing ‘pkg-config gtk+-2.0 --libs’ and ‘Magick-config --libs’. You
should see some output, without error messages, and notice that all libraries are located in ‘/opt/local/lib’.
EBImage is ready to be installed. Just download the EBImage source package from the Bioconductor web-
site at http://www.bioconductor.org/packages/release/bioc/html/EBImage.html and type in a terminal
‘R CMD INSTALL x’, where ‘x’ is the name of the downloaded package.
Before using EBImage, you have to start the X11 server located in the ‘Application/Utilities’ directory. Start
R and type ‘library(EBImage) ; example(EBImage)’ to check whether the installation of EBImage went fine.
Most installation problems come from:
• Installation of the EBImage binary Mac package instead of the source one. The binary Mac package works
fine but is tedious to install. It requires ImageMagick to be installed in ‘/usr/local/lib’ and gtk+-2.0 to
be installed in ‘/Library/Frameworks/GTK+.framework’.
• Clash between previous installed libraires (manually installed or installed with Fink). Please check that
the gtk+2-.0 and ImageMagick libraries are located in ‘/opt/local/lib’ and not in ‘/usr/local’ or ‘/sw/’.
• The X11 server is not running. Please start the X11 server before installing or running EBImage.
EBImage works fine with gtk+-2.0 2.12.9 and ImageMagick 6.3.7 Q16.
3 Windows
EBImage requires the following softwares/libraries to be installed:
• gtk+-2.0
• ImageMagick
The gtk+-2.0 bundle can be downloaded from http://ftp.gnome.org/pub/gnome/binaries/win32/gtk+/2.
16/gtk+-bundle_2.16.0-20090317_win32.zip or http://www.gtk.org/download-windows.html (select the
binary GTK+ all-in-one bundle). Please install it, for example in ‘C:\gtk’, and add the ‘C: \gtk \bin’ path to
the system environment PATH variable by editing the tab ‘System/Advanced/Environment’ variables of the
‘My computer’ desktop icon properties.
ImageMagick can be downloaded from http://www.imagemagick.org/script/binary-releases.php#windows.
Select the Q16 DLL version and install it on your computer. During installation, the checkboxes ‘Update exe-
cutable search path’ and ‘Install developement headers and libraries’ must be checked on.
EBImage works fine with gtk+-2.0 2.12.9 and ImageMagick 6.3.7 Q16.
Please note that on some older Window systems, you may see a runtime error stating that ‘an application has
made an attempt to load the C runtime library incorrectly’. This is an ImageMagick related issue which can be
fixed by downloading the Microsoft VC++ 2008 Redistributable Package here: http://www.microsoft.com/
downloads/details.aspx?FamilyID=9b2da534-3e03-4391-8a4d-074b9f2bc1bf&displaylang=en
Gregoire Pau (gregoire.pau@ebi.ac.uk)
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EBImage-deprecated EBImage deprecated functions
Description
These following functions are deprecated and will be defunct in the next Bioconductor release.
EBImage Package overview
Description
EBImage is an image processing and analysis package for R. Its primary goal is to enable auto-
mated analysis of large sets of images such as those obtained in high throughput automated mi-
croscopy.
The package uses the ImageMagick library for image I/O operations and some image processing
methods. The GTK library is used for displaying images using display.
EBImage relies on the Image object to store and process images but also works on multi-dimensional
arrays.
Package content
Image methods
• Image
• as.Image, is.Image
• colorMode, imageData
• getNumberOfFrames
Image I/O, display
• readImage, writeImage
• display, animate
• image
Spatial transform
1
2 EBImage
• resize, flip, flop
• rotate, translate
Image segmentation, objects manipulation
• thresh, bwlabel
• watershed, propagate
• ocontour
• paintObjects, rmObjects, reenumerate
Image enhancement, filtering
• normalize
• filter2, blur, gblur
• equalize
Morphological operations
• makeBrush
• erode, dilate, opening, closing
• distmap
• floodFill, fillHull
Colorspace manipulation
• rgbImage, channel
Image stacking, combining, tiling
• stackObjects
• combine
• tile, untile
Drawing on images
• drawfont, drawtext
Features extraction
• getFeatures
• hullFeatures
• edgeProfile, edgeFeatures
• moments, cmoments, smoments, rmoments
• haralickFeatures, haralickMatrix
• zernikeMoments
Image 3
Authors
Oleg Sklyar, <osklyar@ebi.ac.uk>, Copyright 2005-2007
Gregoire Pau, <gpau@ebi.ac.uk>
Wolfgang Huber, <huber@ebi.ac.uk>
Mike Smith, <msmith@ebi.ac.uk>
European Bioinformatics Institute
European Molecular Biology Laboratory
Wellcome Trust Genome Campus
Hinxton
Cambridge CB10 1SD
UK
The code of propagate is based on the CellProfiler with permission granted to distribute
this particular part under LGPL, the corresponding copyright (Jones, Carpenter) applies.
The source code is released under LGPL (see the LICENSE file in the package root for the complete
license wording). ImageMagick and GTK used from the package are distributed separately by the
respective copyright holders.
This library is free software; you can redistribute it and/or modify it under the terms of the GNU
Lesser General Public License as published by the Free Software Foundation; either version 2.1
of the License, or (at your option) any later version. This library is distributed in the hope that it
will be useful, but WITHOUT ANY WARRANTY; without even the implied warranty of MER-
CHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE.
See the GNU Lesser General Public License for more details. For LGPL license wording see
http://www.gnu.org/licenses/lgpl.html
Examples
example(readImage)
example(display)
example(rotate)
example(propagate)
Image Image class
Description
The package EBImage uses the class Image to store and process images. Images are stored as
multi-dimensional arrays containing the pixel intensities. The class Image extends the base class
array and uses the colormode slot to store how the color information of the multi-dimensional
data is handled.
The colormode slot could be either Grayscale or Color. In both modes, the two first di-
mensions of the underlying array are understood to be the spatial dimensions of the image. In the
Grayscale mode, the remaining dimensions contain other images. In the the Color mode, the
third dimension contains the red, green and blue channels of the image and the remaining dimen-
sions contain other images. The color mode TrueColor exists but is deprecated.
All methods of the package EBImage works either with Image objects or multi-dimensional ar-
rays but in the latter case, the color mode is assumed to be Grayscale.
4 Image
Usage
Image(data, dim, colormode)
as.Image(x)
is.Image(x)
colorMode(y)
colorMode(y) <- value
imageData(y)
imageData(y) <- value
getNumberOfFrames(y, type='total')
Arguments
data A vector or array containing the pixel intensities of an image. If missing, a
default 1x1 null array is used.
dim A vector containing the final dimensions of an Image object. If missing, equals
to dim(data).
colormode A numeric or a character string containing the color mode which could be either
Grayscale or Color. If missing, equals to Grayscale.
x An R object.
y An Image object or an array.
value For colorMode, a numeric or a character string containing the color mode
which could be either Grayscale or Color. For imageData, an Image
object or an array.
type A character string containing total or render. If missing, equals to total.
Details
Depending of type, getNumberOfFrames returns the total number of frames contained in the
object y or the number of renderable frames. The total number of frames is independent of the
color mode and is equal to the product of all the dimensions except the two first ones. The number
of renderable frames is equal to the total number of frames in the Grayscale color mode and is
equal to the product of all the dimensions except the three first ones in the Color color mode.
Value
Image and as.Image return a new Image object.
is.Image returns TRUE if x is an Image object and FALSE otherwise.
colorMode returns the color mode of y and colorMode<- changes the color mode of y.
imageData returns the array contained in an Image object.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2005-2007
See Also
readImage, display
denoise 5
Examples
s1 = exp(12i*pi*seq(-1, 1, length=300)^2)
y = Image(outer(Im(s1), Re(s1)))
if (interactive()) display(normalize(y))
x = Image(rnorm(300*300*3),dim=c(300,300,3), colormode='Color')
if (interactive()) display(x)
w = matrix(seq(0, 1, len=300), nc=300, nr=300)
m = abind(w, t(w), along=3)
z = Image(m, colormode='Color')
if (interactive()) display(normalize(z))
y = Image(c('red', 'violet', '#ff51a5', 'yellow'), dim=c(71, 71))
if (interactive()) display(y)
## colorMode example
x = readImage(system.file('images', 'nuclei.tif', package='EBImage'))
x = x[,,1:3]
if (interactive()) display(x, title='Cell nuclei')
colorMode(x)=Color
if (interactive()) display(x, title='Cell nuclei in RGB')
denoise Blurring images
Description
Blurs an image with ImageMagick functions.
Usage
blur(x, r=0, s=0.5)
gblur(x, r=0, s=0.5)
Arguments
x An Image object or an array.
r A numeric value for the radius of the pixel neighbourhood. The default value 0
enables automatic radius selection.
s The standard deviation of the Gaussian filter used for blurring. For reasonable
results, r must be larger than s.
Details
blur uses an unspecified separable kernel. gblur uses a Gaussian kernel. The algorithms used by
these ImageMagick functions are not well defined and hence, the usage of filter2 is preferable
to blur or gblur.
Value
An Image object or an array, containing the blurred version of x.
6 bwlabel
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2005-2007
References
ImageMagick: http://www.imagemagick.org.
See Also
filter2
Examples
x = readImage(system.file("images", "lena.gif", package="EBImage"))
if (interactive()) display(x)
y = blur(x, r=3, s=2)
if (interactive()) display(y, title='blur(x, r=3, s=2)')
y = gblur(x, r=3, s=2)
if (interactive()) display(y, title='gblur(x, r=3, s=2)')
bwlabel Binary segmentation
Description
Labels connected (connected sets) objects in a binary image.
Usage
bwlabel(x)
Arguments
x An Image object or an array. x is considered as a binary image, whose pixels of
value 0 are considered as background ones and other pixels as foreground ones.
Details
All pixels for each connected set of foreground (non-zero) pixels in x are set to an unique increasing
integer, starting from 1. Hence, max(x) gives the number of connected objects in x.
Value
An Grayscale Image object or an array, containing the labelled version of x.
Author(s)
Gregoire Pau, 2009
channel 7
Examples
## simple example
x = readImage(system.file('images', 'shapes.png', package='EBImage'))
x = x[110:512,1:130]
if (interactive()) display(x, title='Binary')
y = bwlabel(x)
if (interactive()) display(normalize(y), title='Segmented')
## read nuclei images
x = readImage(system.file('images', 'nuclei.tif', package='EBImage'))
if (interactive()) display(x)
## computes binary mask
y = thresh(x, 10, 10, 0.05)
y = opening(y, makeBrush(5, shape='disc'))
if (interactive()) display(y, title='Cell nuclei binary mask')
## bwlabel
z = bwlabel(y)
if (interactive()) display(normalize(z), title='Cell nuclei')
nbnuclei = apply(z, 3, max)
cat('Number of nuclei=', paste(nbnuclei, collapse=','),'\n')
## recolor nuclei in colors
cols = c('black', sample(rainbow(max(z))))
zrainbow = Image(cols[1+z], dim=dim(z))
if (interactive()) display(zrainbow, title='Cell nuclei (recolored)')
channel Color and image color mode conversions
Description
channel handles color space conversions between image modes. rgbImage combines Grayscale
images into a Color one.
Usage
channel(x, mode)
rgbImage(red, green, blue)
Arguments
x An Image object or an array.
mode A character value specifying the target mode for conversion. See Details.
red, green, blue
Image objects in Grayscale color mode or arrays of the same dimension. If
missing, a black image will be used.
8 Combine
Details
Conversion modes:
rgb Converts a Grayscale image or an array into a Color image, replicating RGB channels.
gray, grey Converts a Color image into a Grayscale image, using uniform 1/3 RGB
weights.
red, green, blue Extracts the red, green or blue channel from a Color image. Returns
a Grayscale image.
asred, asgreen, asblue Converts a Grayscale image or an array into a Color image
of the specified hue.
channel changes the pixel intensities, unlike colorModewhich just changes the way that EBIm-
age should render an image,
Value
An Image object or an array.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>
See Also
colorMode
Examples
x = readImage(system.file("images", "shapes.png", package="EBImage"))
if (interactive()) display(x)
y = channel(x, 'asgreen')
if (interactive()) display(y)
## rgbImage
x = readImage(system.file('images', 'nuclei.tif', package='EBImage'))
y = readImage(system.file('images', 'cells.tif', package='EBImage'))
if (interactive()) display(x, title='Cell nuclei')
if (interactive()) display(y, title='Cell bodies')
cells = rgbImage(green=1.5*y, blue=x)
if (interactive()) display(cells, title='Cells')
Combine Combining images
Description
Merges images to create image sequences.
Usage
combine(x, ..., along)
display 9
Arguments
x An Image object, an array, or a list of Image objects and arrays.
... Image objects or arrays.
along an optional numeric. See details.
Details
The function combine uses abind to merge multi-dimensionnal arrays along the dimension spec-
ified by the value along.
If along is missing, a default value depending on the color mode of x is used. If x is a Grayscale
image or an array, along is set to 3 and image objects are combined on this dimension. If x is a
Color image, along is set to 4 and image objects are combined on this dimension, leaving room
on the third dimension for color channels.
Value
An Image object or an array.
Author(s)
Gregoire Pau
See Also
Image
Examples
if (interactive()) {
## combination of color images
lena = readImage(system.file("images", "lena-color.png", package="EBImage"))
x = combine(lena, flip(lena), flop(lena))
if (interactive()) display(x)
## Blurred lenas
x = resize(lena, 128, 128)
xt = list()
for (t in seq(0.1, 5, len=9)) xt=c(xt, list(blur(x, s=t)))
xt = combine(xt)
if (interactive()) display(xt, title='Blurred Lenas')
}
display Interactive image display
Description
Display images.
10 display
Usage
display(x, no.GTK, main, colorize,
title = paste(deparse(substitute(x))),
useGTK = TRUE)
animate(x)
Arguments
x An Image object or an array.
useGTK A logical of length 1. See details.
title Window title.
no.GTK, main, colorize
Deprecated.
Details
By default (and if available), the display function uses GTK to open a window and display the
image. Multiple windows can be opened in this way.
If GTK is not available or if useGTK is FALSE, ImageMagick is used; only one window at a time
can be open, and it needs to be closed by the user interactively before the next window can be
opened. The ImageMagick display is not available on MS-Windows.
The animate function shows an animated sequence of images and uses ImageMagick. Similar
limitations as for display apply (only one window, not on MS-Windows.)
Value
The functions are called for their side effect. Return value is invisible NULL.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>
References
ImageMagick: http://www.imagemagick.org GTK: http://www.gtk.org, on MS-
Windows http://gladewin32.sf.net
Examples
## single image
lena = readImage(system.file("images", "lena-color.png", package="EBImage"))
if (interactive()) display(lena)
## animated threshold
x = readImage(system.file("images", "lena-color.png", package="EBImage"))
x = resize(x, 128, 128)
xt = list()
for (t in seq(0.1, 5, len=9)) xt=c(xt, list(blur(x, s=t)))
xt = combine(xt)
if (interactive()) display(xt, title='Blurred Lenas')
distmap 11
distmap Distance map transform
Description
Computes the distance map transform of a binary image. The distance map is a matrix which
contains for each pixel the distance to its nearest background pixel.
Usage
distmap(x, metric=c('euclidean', 'manhattan'))
Arguments
x An Image object or an array. x is considered as a binary image, whose pixels of
value 0 are considered as background ones and other pixels as foreground ones.
metric A character indicating which metric to use, L1 distance (manhattan) or L2
distance (euclidean). Default is euclidean.
Details
A fast algorithm of complexity O(M*N*log(max(M,N))), where (M,N) are the dimensions of x, is
used to compute the distance map.
Value
An Image object or an array, with pixels containing the distances to the nearest background points.
Author(s)
Gregoire Pau, <gpau@ebi.ac.uk>, 2008
References
M. N. Kolountzakis, K. N. Kutulakos. Fast Computation of the Euclidean Distance Map for Binary
Images, Infor. Proc. Letters 43 (1992).
Examples
x = readImage(system.file("images", "shapes.png", package="EBImage"))
if (interactive()) display(x)
dx = distmap(x)
if (interactive()) display(dx/10, title='Distance map of x')
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drawtext Draw text on images.
Description
Draws text on images.
Usage
drawtext(img, xy, labels, font, col)
drawfont(family=switch(.Platform$OS.type, windows="Arial", "helvetica"),
style="n", size=14, weight=200, antialias=TRUE)
Arguments
img An Image object or an array.
xy Matrix (or a list of matrices if img contains multiple frames) of coordinates of
labels.
labels A character vector (or a list of vectors if img contains multiple frames) contain-
ing the labels to be output.
font A font object, returned by drawfont. If missing, a default OS-dependent font
will be chosen.
col A character vector of font colors.
family A character value indicating the font family to use. Valid examples on Linux/UNIX
systems include helvetica, times, courier and symbol. Valid exam-
ples on Windows machines include TrueType like Arial and Verdana.
style A character value specifying the font style to use. Supported styles are: normal
(default), italic, and oblique.
size Font size in points.
weight A numeric value indicating the font weight (bold font). Supported values range
between 100 and 900.
antialias A logical value indicating whether the font should be anti-aliased.
Value
An Image object or an array, containing the transformed version of img.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2007
Examples
lena = readImage(system.file("images", "lena-color.png", package="EBImage"))
font = drawfont(weight=600, size=28)
lena = drawtext(lena, xy=c(250, 450), labels="Lena", font=font, col="white")
if (interactive()) display(lena)
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equalize Histogram equalization
Description
Equalize the histogram of an image.
Usage
equalize(x)
Arguments
x An Image object or an array.
Details
The algorithm used by this ImageMagick function is not well defined.
Value
An Image object or an array, containing the transformed version of x.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2006-2007
References
ImageMagick: http://www.imagemagick.org.
Examples
x = readImage(system.file("images", "lena.gif", package="EBImage"))
if (interactive()) display(x)
y = equalize(x)
if (interactive()) display(y, title='equalize(x)')
edgeFeatures Extraction of edge profiles and edge features from image objects
Description
Extract the edge profile from image objects, computing for each object the distances of edge points
to the object geometric center, at different rotation angles.
Usage
edgeFeatures(x, ref)
edgeProfile(x, ref, n=32, fft=TRUE, scale=TRUE, rotate=TRUE)
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Arguments
x An Image object or an array containing object masks. Object masks are sets of
pixels with the same unique integer value.
ref An Image object or an array, containing the intensity values of the objects.
n An integer value giving the number of angle measures. The full circle of [-
pi,pi] is divided into n-1 segments, at which edges the profile is approxi-
mated.
fft A logical value. If TRUE, the resulting profile is the fft transformation of the
distance profile giving the frequences of angular changes in shape.
scale A logical value. If TRUE, the resulting profile is scaled by the effective radius
(calcualted as part of link{hull.features}) making the profile scale in-
variant.
rotate A logical value. If TRUE, the resulting profile is shifted by the object’s roation
angle (calculated from the moments on the ref image, if provided, and on the
hull otherwise.
Details
edgeFeatures returns the following features:
• e.irr: difference between the smallest and largest distance profile values.
• e.f2Pi: 2pi/1 frequency component of the distance profile.
• e.fPi: 2pi/2 frequency component of the distance profile.
• e.f2Pi3: 2pi/3 frequency component of the distance profile.
• e.fPi2: 2pi/4 frequency component of the distance profile.
Value
edgeFeatures returns a matrix (or a list of matrices if x contains multiple frames) of features
computed of the objects present in x and using the intensity values of ref.
edgeProfile returns a matrix ((or a list of matrices if x contains multiple frames) of profile
values, corresponding, from left to right, to the equidistant divisions of the range [-pi,pi] if
fft is FALSE. Otherwise, the matrix contains the FFT transform of the corresponding distance
profile.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2007
See Also
getFeatures, ocontour
Examples
example(getFeatures)
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haralickMatrix Co-occurrence matrices (GLCM) and Haralick texture features
Description
Computes the gray level co-occurrence matrix (GLCM, frequency of pixel intensities given the
mean intensity of their 4 neighbouring pixels) and corresponding Haralick features from image
objects.
Usage
haralickFeatures(x, ref, nc = 32)
haralickMatrix(x, ref, nc = 32)
Arguments
x An Image object or an array containing object masks. Object masks are sets of
pixels with the same unique integer value.
ref An Image object or an array, containing the intensity values of the objects.
nc A numeric value. Specifies the number of gray levels used to compute the co-
occurrence matrix. Default value is 32.
Details
haralickFeatures computes the following set of statistics on the GLCM matrix:
• h.asmAngular second moment: sum[i=1^nc] sum[j=1^nc]p(i,j)^2.
• h.conContrast: sum[i=2^(2*nc)] n^2 * sum[i=1^nc] sum[j=1^nc] p(i,j),
for all i,j s.t ABS(i - j) = n.
• h.corCorrelation: sum[i=1^nc] sum[j=1^nc]((i * j) * p(i,j) - mu_x *
mu_y) / sigma_x * sigma_y.
• h.varVariance: sum[i=1^nc] sum[j=1^nc](i - mu)^2. * p(i,j).
• h.idmInverse difference moment: sum[i=1^nc] sum[j=1^nc] p(i,j) / (1 + (i
- j)^2) .
• h.savSum average: sum[i=2^(2*nc)] i * Px+y(i).
• h.svaSum variance: sum[i=2^(2*nc)] (i - sen)^2 * Px+y(i).
• h.senSum entropy: -sum[i=2^(2*nc)] Px+y(i) * log(p(i,j)).
• h.entEntropy: -sum[i=1^nc] sum[j=1^nc] p(i,j) * log( p(i,j) ).
• h.dvaDifference variance: sum[i=0^(nc-1)] (i^2) * Px-y(i).
• h.denDifference entropy: sum[i=0^(nc-1)] Px-y(i) * log( Px-y(i,j) ).
• h.f12Measure of correlation: abs(ent - HXY1) / HX.
• h.f13Measure of correlation: sqrt( 1 - exp(2*(ent - HXY2))).
where:
• pis the GLCM matrix.
• Px(i)Marginal frequency. Defined by Px(i) = sum[j=1^nc] p(i,j).
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• Py(j)Marginal frequency. Defined by Py(j) = sum[i=1^nc] p(i,j).
• mu_x, mu_yMeans of Px and Px.
• sigma_x, sigma_yStandard deviations of Px and Py.
• Px+yProbability of the co-occurrence matrix coordinates sums to x+y. Defined by Px+y(k)
= sum[i=1^nc] sum[j=1^nc] p(i,j), i + j = k and k = 2,3,...,2*nc.
• Px-yProbability of the absolute value of the difference between co-occurrence matrix coo-
ordinates being equal to x-y. Defined by Px-y(k) = sum[i=1^nc] sum[j=1^nc]
p(i,j), abs(i - j) = k and k = 2,3,...,2*nc.
• HXY1-sum[i=1^nc] sum[j=1^nc] p(i,j) * log( Px(i),Py(j)).
• HXY2-sum[i=1^nc] sum[j=1^nc] Px(i)*Py(j) * log( Px(i),Py(j)).
Computed Haralick features are rotational invariant and good descriptors of object textures.
Value
haralickFeatures returns a matrix (or a list of matrices if x contains multiple frames) of
features computed of the objects present in x and using the intensity values of ref.
haralickMatrix returns an array (or a list of arrays if x contains multiple frames) of dimension
nc*nc*nobj, where nobj is the number of objects in x, containing the GLCM values of image
objects.
Author(s)
Mike Smith, <msmith@ebi.ac.uk>; Oleg Sklyar, <osklyar@ebi.ac.uk>, 2007
References
R. M. Haralick, K Shanmugam and Its’Hak Deinstein (1979). Textural Features for Image Classi-
fication. IEEE Transactions on Systems, Man and Cybernetics.
See Also
getFeatures, zernikeMoments
Examples
example(getFeatures)
hullFeatures Extraction of hull features from image objects
Description
Computes hull features from image objects.
Usage
hullFeatures(x)
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Arguments
x An Image object or an array containing object masks. Object masks are sets of
pixels with the same unique integer value.
Details
Extracted object features are:
• g.x ,g.y - coordinates of the geometric center.
• g.s - size in pixels.
• g.p - perimeter in pixels.
• g.pdm - mean distance from the center to perimeter.
• g.pdsd - standard deviation of the distance to perimeter.
• g.effr - effective radius (is the radius of a circle with the same area).
• g.acirc - acircularity (fraction of pixels outside of the circle with radius g.effr).
• g.sf - shape factor, equals to (g.p/ ( 2*sqrt(i*g.s))).
• g.edge - number of pixels at the edge of the image.
• g.theta - hull orientation angle, in radians. See above.
• g.l1 - largest eigeinvalue of the covariance matrix. See above.
• g.l2 - lowest eigenvalue of the covariance matrix. See above.
• g.ecc - eccentricity, equals to sqrt(1  g.l2/g.l1). See above.
• g.I1, g.I2 - first and second Hu’s translation/scale/rotation invariant moment. See above.
The features g.theta, g.l1, g.l2, g.ecc, g.I1, g.I2 are computed with the function
moments using the binary objects as intensity values, e.g. g.theta = moment(x,x>0)[,
’m.theta’]. See moments for details on properties of these features.
Value
A matrix (or a list of matrices if x contains multiple frames) of features computed of the objects
present in x.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2007
See Also
moments, getFeatures
Examples
x = readImage(system.file('images', 'shapes.png', package='EBImage'))
x = x[110:512,1:130]
y = bwlabel(x)
if (interactive()) display(normalize(y), title='Objects')
## hullFeatures
hf = hullFeatures(y)
print(hf)
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moments Image moments and moment invariants
Description
Computes moments and invariant moments from image objects.
Usage
moments(x, ref)
cmoments(x, ref)
rmoments(x, ref)
smoments(x, ref, pw=3, what="scale")
Arguments
x An Image object or an array containing object masks. Object masks are sets of
pixels with the same unique integer value.
ref An Image object or an array, containing the intensity values of the objects.
pw A numeric value specifying the maximum moment order to compute. Default is
3.
what A character string partially matching central or scale, specifiying what
kind of moments to compute. Default is scale.
Details
moments returns the features returned by cmoments, rmoments and the features m.n20, m.n11,
m.n02, m.theta, m.l1, m.l2 and m.ecc for each objet. See Definitions for details on
features.
cmoments returns the features m.pxs, m.int, m.x and m.y for each objet.
rmoments returns Hu’s translation/rotation/scale 7 invariant moments m.Ik for each object, where
k spans from 1 to 7.
smoments returns for each object the central moments mupq if what=central or the scale
invariant moments nupq if what=scale. The variables (p, q) span the range [0, pw].
Value
moments, cmoments and rmoments returns a matrix (or a list of matrices if x contains multiple
frames) of features computed of the objects present in x and using the intensity values of ref.
smoments returns a 3-dimensional array of size (pw+1, pw+1, n) where n is the maximal value
of x, or a list of such arrays if x contains multiple frames.
Definitions
Image moments mpq are defined for the k-th object in x by: mpq = sumi,jst.xij=kip ⇤ jq ⇤ refij.
Central moments mupq are defined for the k-th object in x by: mupq = sumi,jst.xij=k(i  
m10/m00)p ⇤ (j  m01/m00)q ⇤ refij . Central moments are invariant by translation.
Scale moments nupq are defined for the k-th object in x by: nupq = mupq/mu00(1 + (p+ q)/2).
Scale moments are invariant by translation and scaling.
Features returned by moments, cmoments and rmoments are defined by:
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• m.pxs = sumi,jst.xij=k1
• m.int = m00
• m.x = m10/m00
• m.y = m01/m00
• m.n20 = nu20
• m.n11 = nu11
• m.n02 = nu02
• m.theta = 0.5 ⇤ atan(2 ⇤mu11/(mu20 mu02))
• m.l1 = largest eigenvalue of the covariance matrix [mu20, mu11 ; mu11, mu02]/m00
• m.l2 = smallest eigenvalue of the covariance matrix
• m.ecc = sqrt(1 m.l2/m.l1)
• m.Ik = k-th Hu’s moment, see References.
Properties:
• m.pxs is the surface of the objects, in pixels.
• m.int is the mass of the object.
• (m.x, m.y) is the center of gravity of the object.
• m.n20, m.n11 and m.n02 are translation/scale invariant moments.
• m.theta characterizes the orientation of an object in radians.
• 2*sqrt(m.l1) and 2*sqrt(m.l2) are the semi-major and semi-minor axes of the object and
have the dimension of a length.
• m.Ik is the translation/scale/rotation invariant k-th Hu’s moment.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2007
References
M. K. Hu, Visual Pattern Recognition by Moment Invariants, IRE Trans. Info. Theory, vol. IT-8,
pp.179-187, 1962
Image moments: http://en.wikipedia.org/wiki/Image_moments
See Also
getFeatures, bwlabel, watershed, propagate
Examples
## load cell nucleus images
x = readImage(system.file('images', 'nuclei.tif', package='EBImage'))
if (interactive()) display(x)
## computes object mask
y = thresh(x, 10, 10, 0.05)
y = opening(y, makeBrush(5, shape='disc'))
mask = fillHull(bwlabel(y))
if (interactive()) display(mask, title='Cell nuclei')
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## moments
m = moments(mask, x)
mc = do.call(rbind, m)
print(mc[1:5,])
cat('Mean nucleus size is', mean(mc[,'m.pxs']), '\n')
cat('Mean nucleus eccentricity is', mean(mc[,'m.ecc']), '\n')
## paint nuclei with an eccentricity higher than 0.85
maskb = mask
for (i in 1:dim(mask)[3]) {
id = which(m[[i]][,'m.ecc']<0.85)
z = maskb[,,i]
z[!is.na(match(z, id))] = 0
maskb[,,i] = z
}
img = paintObjects(maskb, channel(x, 'rgb'), col=c(NA, 'red'), opac=c(0,0.7))
if (interactive()) display(img, title='Nuclei with high eccentricity')
zernikeMoments Extraction of Zernike moments from image objects.
Description
Computation of Zernike moment features from image objects.
Usage
zernikeMoments(x, ref, N = 12, R = 30)
Arguments
x An Image object or an array containing object masks. Object masks are sets of
pixels with the same unique integer value.
ref An Image object or an array, containing the intensity values of the objects.
N A numeric. Indicates the maximal order of Zernike polynomials to be computed.
Default value is 12.
R A numeric. Defines the radius of the circle in pixels around object centers from
which the features are calculated.
Details
Zernike features are computed by projecting image objects on the Zernike complex polynomials,
using:
z.{nl} = (n+1) / pi * abs( sum_x,y(V*nl(x,y) * i(x,y)) ),
where 0 <= l <= n, n - l is even and i(x,y) is the intensity of the reference image at the
coordinates (x,y) that fall withing a circle of radius R from the object’s centre. Coordinates are
taken relative to the object’s centre.
V*nl is a complex conjugate of a Zernike polynomial of degree n and angular dependence l:
Vnl(x,y) = Qnl(x,y) * exp(j*l*theta), where j = sqrt(-1), theta=atan2(y,x),
and
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Qnl(x,y) = sum[_m=0^((n-l)/2)] ((-1)^m * (n-m)! * r^(n-2*m)) / (m!
* ((n-2*m+l)/2)! * ((n-2*m-l)/2)!) , where r = sqrt(x^2+y^2).
Value
Returns a matrix (or a list of matrices if x contains multiple frames) of features computed of the
objects present in x and using the intensity values of ref.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>; Mike Smith, <msmith@ebi.ac.uk>, 2007
References
F. Zernike. Beugungstheorie des Schneidenverfahrens und seiner verbesserten Form, der Phasenkon-
trastmethode (Diffraction theory of the cut procedure and its improved form, the phase contrast
method). Physica, 1:pp. 689-704, 1934.
Jamie Shutler, Complex Zernike Moments: http://homepages.inf.ed.ac.uk/rbf/CVonline/
LOCAL_COPIES/SHUTLER3/node11.html
See Also
getFeatures
Examples
example(getFeatures)
fillHull Fill holes in objects
Description
Fill holes in objects.
Usage
fillHull(x)
Arguments
x An Image object or an array.
Details
fillHull fills holes in the objects defined in x, where objects are sets of pixels with the same
unique integer value.
Value
An Image object or an array, containing the transformed version of x.
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Author(s)
Gregoire Pau, Oleg Sklyar; 2007
See Also
bwlabel
Examples
x = readImage(system.file('images', 'nuclei.tif', package='EBImage'))
if (interactive()) display(x)
y = thresh(x, 10, 10, 0.05)
if (interactive()) display(y, title='Cell nuclei')
y = fillHull(y)
if (interactive()) display(y, title='Cell nuclei without holes')
filter2 2D Convolution Filter
Description
Filters an image using the fast 2D FFT convolution product.
Usage
filter2(x, filter)
Arguments
x An Image object or an array.
filter An Image object or an array, with odd spatial dimensions. Must contain only
one frame.
Details
Linear filtering is useful to perform low-pass filtering (to blur images, remove noise...) and high-
pass filtering (to detect edges, sharpen images). The function makeBrush is useful to generate
filters.
Data is reflected around borders.
If x contains multiple franes, the filter will be applied one each frame.
Value
An Image object or an array, containing the filtered version of x.
Author(s)
Gregoire Pau, <gpau@ebi.ac.uk>
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See Also
makeBrush, convolve, fft, blur
Examples
x = readImage(system.file("images", "lena-color.png", package="EBImage"))
if (interactive()) display(x, title='Lena')
## Low-pass disc-shaped filter
f = makeBrush(21, shape='disc', step=FALSE)
if (interactive()) display(f, title='Disc filter')
f = f/sum(f)
y = filter2(x, f)
if (interactive()) display(y, title='Filtered lena')
## High-pass Laplacian filter
la = matrix(1, nc=3, nr=3)
la[2,2] = -8
y = filter2(x, la)
if (interactive()) display(y, title='Filtered lena')
floodFill Region filling
Description
Fill regions in images.
Usage
floodFill(x, pt, col, tolerance=0)
Arguments
x An Image object or an array.
pt Coordinates of the start filling point.
col Fill color. This argument should be a numeric for Grayscale images and an R
color for Color images.
tolerance Color tolerance used during the fill.
Details
Flood fill is performed using the fast scan line algorithm. Filling starts at pt and grows in connected
areas where the absolute difference of the pixels intensities (or colors) remains below tolerance.
Value
An Image object or an array, containing the transformed version of x.
Author(s)
Gregoire Pau, Oleg Sklyar; 2007
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Examples
x = readImage(system.file("images", "shapes.png", package="EBImage"))
y = floodFill(x, c(67, 146), 0.5)
if (interactive()) display(y)
y = channel(y, 'rgb')
y = floodFill(y, c(48, 78), 'red')
y = floodFill(y, c(156, 52), 'orange')
if (interactive()) display(y)
x = readImage(system.file("images", "lena.gif", package="EBImage"))
y = floodFill(x, c(226, 121), 1, tolerance=0.1)
if (interactive()) display(y)
getFeatures Extract feature extraction from image objects
Description
Extracts numerical features from image objects.
Usage
getFeatures(x, ref, N=12, R=30, nc=32)
Arguments
x An Image object or an array containing object masks. Object masks are sets of
pixels with the same unique integer value.
ref An Image object or an array, containing the intensity values of the objects.
N Passed to zernikeMoments. Integer value defining the degree of the Zernike
polynomials, which in turn defines the number of features calculated. Defaults
to 12.
R Passed to zernikeMoments. Defines the radius of the circle around an object
centre from which the features are calculated. See details. Defaults to 30.
nc Passed to haralickFeatures. A numeric value. Specifies the number of
gray levels to bin ref into when computing the co-occurrence matrix. Defaults
to 32.
Details
Combines and returns the features returned by hullFeatures, moments, edgeFeatures,
haralickFeatures and zernikeMoments.
Value
getFeatures returns feature matrices.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>
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See Also
hullFeatures, moments, edgeFeatures haralickFeatures, zernikeMoments
Examples
x = readImage(system.file('images', 'nuclei.tif', package='EBImage'))
x = x[,,1]
if (interactive()) display(x)
## computes object mask
y = thresh(x, 10, 10, 0.05)
y = opening(y, makeBrush(5, shape='disc'))
mask = bwlabel(y)
if (interactive()) display(mask, title='Cell nuclei')
## features
ftrs = getFeatures(mask, x)[[1]]
print(ftrs[1:5,])
## paint nuclei with an eccentricity higher than 0.85
maskb = mask
id = which(ftrs[,'m.ecc']<0.85)
maskb[!is.na(match(maskb, id))] = 0
img = paintObjects(maskb, channel(x, 'rgb'), col='red')
if (interactive()) display(img, title='Nuclei with high eccentricity')
readImage Image I/O
Description
Functions to read and write images from/to files and URL’s. The supported image formats depend
on the capabilities of ImageMagick.
Usage
readImage(files, colormode)
writeImage(x, files, quality = 100)
Arguments
files A character vector of file names or URLs. If missing, an interactive file chooser
is displayed.
x An Image object or an array.
quality A numeric, ranging from 1 to 100. Default is 100.
colormode Deprecated.
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Details
When writing images in formats supporting lossy compression (like JPEG), the quality can be
specified used a quality value in the range [1,100]. The best quality is obtained with 100.
The file format is deduced from the file name extension.
ImageMagick is used to perform all image I/O operations. Therefore, the package supports all
the file types supported by ImageMagick.
When reading images, files of different formats can be mixed in any sequence, including mixing
single 2D images with TIFF image stacks. The result will contain a stack with all images and
stacks, at the size of the first image read. Subsequent images are cropped (if larger) or filled with
background (if smaller).
Value
readImage returns a new Image object. writeImage returns invisible(files).
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2005-2006
References
ImageMagick: http://www.imagemagick.org
Examples
## Reads and display images
f = system.file("images", "lena-color.png", package="EBImage")
x = readImage(f)
if (interactive()) display(x)
x = readImage(system.file("images", "nuclei.tif", package="EBImage"))
if (interactive()) display(x)
try({
im = readImage("http://www.google.com/intl/en/images/logo.gif")
if (interactive()) display(im)
})
## Converts a TIFF file into JPEG
f1 = system.file("images", "lena-color.png", package="EBImage")
x1 = readImage(f1)
f2 = paste(tempfile(), "jpeg", sep=".")
writeImage(x1, f2)
cat("Converted '", f1, "' into '", f2, "'.\n", sep='')
morphology Perform morphological operations on images
Description
Functions to perform morphological operations on binary images.
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Usage
dilate(x, kern, iter)
erode(x, kern, iter)
opening(x, kern, iter)
closing(x, kern, iter)
makeBrush(size, shape=c('box', 'disc', 'diamond'), step=TRUE)
Arguments
x An Image object or an array. x is considered as a binary image, whose pixels of
value 0 are considered as background ones and other pixels as foreground ones.
kern An Image object or an array, containing the structuring element. kern is con-
sidered as a binary image, whose pixels of value 0 are considered as background
ones and other pixels as foreground ones.
size A numeric containing the size of the brush, in pixels.
shape A character vector indicating the shape of the brush. Can be box, disc or
diamond. Default is box.
step a logical indicating if the brush is binary. Default is TRUE.
iter Deprecated argument.
Details
erode applies the mask positioning its centre over every background pixel (0), every pixel which
is not covered by the mask is reset to foreground (1). In this way image features grow in size.
dilate applies the mask positioning its centre over every foreground pixel (!=0), every pixel
which is not covered by the mask is reset to background (0). In this way image features seem shrink
in size.
opening is an erosion followed by a dilation and closing is a dilation followed by an erosion.
makeBrush generates brushes of various sizes and shapes that can be used as structuring elements.
Value
dilate, erode, opening and closing return the transformed Image object or array, after
the corresponding morphological operation.
makeBrush generates a 2D matrix containing the desired brush.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2006
Examples
x = readImage(system.file("images", "shapes.png", package="EBImage"))
if (interactive()) display(x)
kern = makeBrush(5, shape='diamond')
if (interactive()) display(kern, title='Structuring element')
if (interactive()) display(erode(x, kern), title='Erosion of x')
if (interactive()) display(dilate(x, kern), title='Dilatation of x')
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## makeBrush
x = makeBrush(100, shape='diamond')
if (interactive()) display(x, title="makeBrush(100, shape='diamond')")
x = makeBrush(100, shape='disc', step=FALSE)
if (interactive()) display(x, title="makeBrush(100, shape='disc', step=FALSE)")
normalize Intensity values linear scaling
Description
Linearly scale the intensity values of an image to a specified range.
Usage
normalize(x, separate=TRUE, ft=c(0,1))
Arguments
x An Image object or an array.
separate If TRUE, normalizes each frame separately.
ft A numeric vector of 2 values, target minimum and maximum intensity values
after normalization.
Value
An Image object or an array, containing the transformed version of x.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2006-2007
Examples
x = readImage(system.file('images', 'shapes.png', package='EBImage'))
x = x[110:512,1:130]
y = bwlabel(x)
if (interactive()) display(x, title='Original')
print(range(y))
y = normalize(y)
print(range(y))
if (interactive()) display(y, title='Segmented')
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ocontour Oriented contours
Description
Computes the oriented contour of objects.
Usage
ocontour(x)
Arguments
x An Image object or an array, containing objects. Only integer values are con-
sidered. Pixels of value 0 constitute the background. Each object is a set of
pixels with the same unique integer value. Objets are assumed connected.
Value
A list of matrices, containing the coordinates of object oriented contours.
Author(s)
Gregoire Pau, <gpau@ebi.ac.uk>, 2008
Examples
x = readImage(system.file("images", "shapes.png", package="EBImage"))
x = x[1:120,50:120]
if(interactive()) display(x)
oc = ocontour(x)
plot(oc[[1]], type='l')
points(oc[[1]], col=2)
paintObjects Marks objects in images
Description
This function marks objects in images.
Usage
paintObjects(x, tgt, opac=c(1, 1), col=c('red', NA))
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Arguments
x An Image object in Grayscale color mode or an array containing object
masks. Object masks are sets of pixels with the same unique integer value.
tgt An Image object or an array, containing the intensity values of the objects.
opac A numeric vector of two opacity values for drawing object boundaries and object
bodies. Opacity ranges from 0 to 1, with 0 being fully transparent and 1 fully
opaque.
col A character vector of two R colors for drawing object boundaries and object
bodies. By default, object boundaries are painted in red while object bodies
are not painted.
Value
An Image object or an array, containing the painted version of tgt.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2006-2007
See Also
bwlabel, watershed, link{getFeatures}
Examples
## load images
nuc = readImage(system.file('images', 'nuclei.tif', package='EBImage'))
cel = readImage(system.file('images', 'cells.tif', package='EBImage'))
img = rgbImage(green=cel, blue=nuc)
if (interactive()) display(img, title='Cells')
## segment nuclei
nmask = thresh(nuc, 10, 10, 0.05)
nmask = opening(nmask, makeBrush(5, shape='disc'))
nmask = fillHull(nmask)
nmask = bwlabel(nmask)
if (interactive()) display(normalize(nmask), title='Cell nuclei mask')
## segment cells, using propagate and nuclei as 'seeds'
ctmask = opening(cel>0.1, makeBrush(5, shape='disc'))
cmask = propagate(cel, nmask, ctmask)
if (interactive()) display(normalize(cmask), title='Cell mask')
## using paintObjects to highlight objects
res = paintObjects(cmask, img, col='#ff00ff')
res = paintObjects(nmask, res, col='#ffff00')
if (interactive()) display(res, title='Segmented cells')
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propagate Voronoi-based segmentation on image manifolds
Description
Find boundaries between adjacent regions in an image, where seeds have been already identified
in the individual regions to be segmented. The method finds the Voronoi region of each seed on
a manifold with a metric controlled by local image properties. The method is motivated by the
problem of finding the borders of cells in microscopy images, given a labelling of the nuclei in the
images.
Algorithm and implementation are from Jones et al. [1].
Usage
propagate(x, seeds, mask=NULL, lambda=1e-4, ext, seed.centers)
Arguments
x An Image object or an array, containing the image to segment.
seeds An Image object or an array, containing the seeding objects of the already
identified regions.
mask An optional Image object or an array, containing the binary image mask of the
regions that can be segmented. If missing, the whole image is segmented.
lambda A numeric value. The regularisation parameter used in the metric, determining
the trade-off between the Euclidian distance in the image plane and the contri-
bution of the gradient of x. See details.
ext Deprecated.
seed.centers Deprecated.
Details
The method operates by computing a discretized approximation of the Voronoi regions for given
seed points on a Riemann manifold with a metric controlled by local image features.
Under this metric, the infinitesimal distance d between points v and v+dv is defined by:
d^2 = ( (t(dv)*g)^2 + lambda*t(dv)*dv )/(lambda + 1)
, where g is the gradient of image x at point v.
lambda controls the weight of the Euclidian distance term. When lambda tends to infinity, d
tends to the Euclidian distance. When lambda tends to 0, d tends to the intensity gradient of the
image.
The gradient is computed on a neighborhood of 3x3 pixels.
Segmentation of the Voronoi regions in the vicinity of flat areas (having a null gradient) with small
values of lambda can suffer from artefacts coming from the metric approximation.
Value
An Image object or an array, containing the labelled objects.
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License
The implementation is based on CellProfiler C++ source code [2, 3]. An LGPL license was granted
by Thouis Jones to use this part of CellProfiler’s code for the propagate function.
Author(s)
The original CellProfiler code is from Anne Carpenter <carpenter@wi.mit.edu>, Thouis Jones
<thouis@csail.mit.edu>, In Han Kang <inthek@mit.edu>. Responsible for this implementation:
Greg Pau.
References
[1] T. Jones, A. Carpenter and P. Golland, "Voronoi-Based Segmentation of Cells on Image Mani-
folds", CVBIA05 (535-543), 2005
[2] A. Carpenter, T.R. Jones, M.R. Lamprecht, C. Clarke, I.H. Kang, O. Friman, D. Guertin, J.H.
Chang, R.A. Lindquist, J. Moffat, P. Golland and D.M. Sabatini, "CellProfiler: image analysis
software for identifying and quantifying cell phenotypes", Genome Biology 2006, 7:R100
[3] CellProfiler: http://www.cellprofiler.org
See Also
bwlabel, watershed
Examples
## a paraboloid mountain in a plane
n = 400
x = (n/4)^2 - matrix(
(rep(1:n, times=n) - n/2)^2 + (rep(1:n, each=n) - n/2)^2,
nrow=n, ncol=n)
x = normalize(x)
## 4 seeds
seeds = array(0, dim=c(n,n))
seeds[51:55, 301:305] = 1
seeds[301:305, 101:105] = 2
seeds[201:205, 141:145] = 3
seeds[331:335, 351:355] = 4
lambda = 10^seq(-8, -1, by=1)
segmented = Image(dim=c(dim(x), length(lambda)))
for(i in seq(along=lambda)) {
prop = propagate(x, seeds, lambda=lambda[i])
prop = prop/max(prop)
segmented[,,i] = prop
}
if(interactive()){
display(x, title='Image')
display(seeds/max(seeds), title='Seeds')
display(segmented, title="Voronoi regions")
}
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rmObjects Object removal and reindexation
Description
The rmObjects functions deletes objects from an image by setting their pixel intensity values to
0. reenumerate re-enumerates all objects in an image from 0 (background) to the actual number
of objects.
Usage
rmObjects(x, index)
reenumerate(x)
Arguments
x An Image object in Grayscale color mode or an array containing object
masks. Object masks are sets of pixels with the same unique integer value.
index A numeric vector (or a list of vectors if x contains multiple frames) containing
the indexes of objects to remove in the frame.
Value
An Image object or an array, containing the new objects.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2006-2007
See Also
bwlabel, watershed
Examples
## make objects
x = readImage(system.file('images', 'shapes.png', package='EBImage'))
x = x[110:512,1:130]
y = bwlabel(x)
if (interactive()) display(normalize(y), title='Objects')
## remove and reenumerate
y = rmObjects(y, 5)
if (interactive()) display(normalize(y), title='Removal')
y = reenumerate(y)
if (interactive()) display(normalize(y), title='Reenumerated')
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resize Spatial linear transformations
Description
Rotates, mirrors and resizes images.
Usage
flip(x)
flop(x)
resize(x, w, h, blur=1, filter="Lanczos")
rotate(x, angle=90)
Arguments
x An Image object or an array.
w, h Width and height of a new image. One of these arguments can be missing to
enable proportional resizing.
blur The blur factor, where 1 (TRUE) is blurry, 0 (FALSE) is sharp.
filter Interpolating sampling filter.
angle Image rotation angle in degrees.
Details
flip transforms x in its vertical mirror image by reflecting the pixels around the central x-axis.
flop transforms x in its horizontal mirror image by reflecting the pixels around the central y-axis.
resize scales the image to the desired dimensions using the supplied interpolating filter. Available
filters are: Point, Box, Triangle, Hermite, Hanning, Hamming, Blackman, Gaussian,
Quadratic, Cubic, Catrom, Mitchell, Lanczos, Bessel and Sinc. The filter Box per-
forms a nearest-neighbor interpolation and is fast but introduces considerable aliasing. The filter
Triangle performs a bilinear interpolation and is a good trade-off between speed adn aliasing.
Cubic interpolation with the filter Cubic is also a good trade-off. High-quality and slower inter-
polation is achieved with the Lanczos filter. The algorithm used by this ImageMagick function is
not well defined.
rotate rotates the image counter-clockwise with the specified angle. Rotated images are usually
larger than the originals and have empty triangular corners filled in black. The algorithm used by
this ImageMagick function is not well defined.
Value
An Image object or an array, containing the transformed version of x.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2006-2007
References
ImageMagick: http://www.imagemagick.org.
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See Also
translate
Examples
x = readImage(system.file("images", "lena.gif", package="EBImage"))
if (interactive()) display(x)
y = flip(x)
if (interactive()) display(y, title='flip(x)')
y = flop(x)
if (interactive()) display(y, title='flop(x)')
y = resize(x, 128)
if (interactive()) display(y, title='resize(x, 128)')
y = rotate(x, 30)
if (interactive()) display(y, title='rotate(x, 30)')
stackObjects Places detected objects into an image stack
Description
Places detected objects into an image stack.
Usage
stackObjects(x, ref, index, combine=TRUE, rotate, bg.col='black', ext, centerby, rotateby)
Arguments
x An Image object or an array containing object masks. Object masks are sets of
pixels with the same unique integer value.
ref An Image object or an array, containing the intensity values of the objects.
combine If x contains multiple images, specifies if the resulting list of image stacks with
individual objects should be combined using combine into a single image
stack.
bg.col Background pixel color.
ext A numeric controlling the size of the output simage. If missing, ext is estimated
from data. See details.
index, rotate, centerby, rotateby
Deprecated.
Details
stackObjects creates a set of nbobj images of size (2*ext+1, 2*ext+1), where nbobj is
the number of objects in x, and places each object of x in this set.
If not specified, ext is estimated using the 95% quantile of 2*sqrt(g.l1), where g.l1 is the semi-
major axis descriptor extracted from hullFeatures, taken over all the objects of the image x.
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Value
An Image object containing the stacked objects contained in x. If x contains multiple images and
if combine is TRUE, stackObjects returns a list of Image objects.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2006-2007
See Also
combine, tile, hullFeatures
Examples
## simple example
x = readImage(system.file('images', 'shapes.png', package='EBImage'))
x = x[110:512,1:130]
y = bwlabel(x)
if (interactive()) display(normalize(y), title='Objects')
z = stackObjects(y, normalize(y))
if (interactive()) display(z, title='Stacked objects')
## load images
nuc = readImage(system.file('images', 'nuclei.tif', package='EBImage'))
cel = readImage(system.file('images', 'cells.tif', package='EBImage'))
img = rgbImage(green=cel, blue=nuc)
if (interactive()) display(img, title='Cells')
## segment nuclei
nmask = thresh(nuc, 10, 10, 0.05)
nmask = opening(nmask, makeBrush(5, shape='disc'))
nmask = fillHull(bwlabel(nmask))
## segment cells, using propagate and nuclei as 'seeds'
ctmask = opening(cel>0.1, makeBrush(5, shape='disc'))
cmask = propagate(cel, nmask, ctmask)
## using paintObjects to highlight objects
res = paintObjects(cmask, img, col='#ff00ff')
res = paintObjects(nmask, res, col='#ffff00')
if (interactive()) display(res, title='Segmented cells')
## stacked cells
st = stackObjects(cmask, img)
if (interactive()) display(st, title='Stacked objects')
thresh Adaptive thresholding
Description
Thresholds an image using a moving rectangular window.
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Usage
thresh(x, w=5, h=5, offset=0.01)
Arguments
x An Image object or an array.
w, h Width and height of the moving rectangular window.
offset Thresholding offset from the averaged value.
Details
This function returns the binary image resulting from the comparison between an image and its fil-
tered version with a rectangular window. It is equivalent of doing {f = matrix(1, nc=2*w+1,
nr=2*h+1) ; f=f/sum(f) ; x>(filter2(x, f)+offset)} but slightly faster. The
function filter2 provides hence more flexbility than thresh.
Value
An Image object or an array, containing the transformed version of x.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2005-2007
See Also
filter2
Examples
x = readImage(system.file('images', 'nuclei.tif', package='EBImage'))
if (interactive()) display(x)
y = thresh(x, 10, 10, 0.05)
if (interactive()) display(y)
tile Tiling/untiling images
Description
Given a sequence of frames, tile generates a single image with frames tiled. untile is the
inverse function and divides an image into a sequence of images.
Usage
tile(x, nx=10, lwd=1, fg.col="#E4AF2B", bg.col="gray")
untile(x, nim, lwd=1)
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Arguments
x An Image object, an array or a list of these objects.
nx The number of tiled images in a row.
lwd The width of the grid lines between tiled images, can be 0.
fg.col The color of the grid lines.
bg.col The color of the background for extra tiles.
nim A numeric vector of 2 elements for the number of images in both directions.
Details
After object segmentation, tile is a useful addition to stackObjects to have an overview of
the segmented objects.
Value
An Image object or an array, containing the tiled/untiled version of x.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2006-2007
See Also
stackObjects
Examples
## make a set of blurred Lenas
lena = readImage(system.file("images", "lena-color.png", package="EBImage"))
x = resize(lena, 128, 128)
xt = list()
for (t in seq(0.1, 5, len=9)) xt=c(xt, list(blur(x, s=t)))
xt = combine(xt)
if (interactive()) display(xt, title='Blurred Lenas')
## tile
xt = tile(xt, 3)
if (interactive()) display(xt, title='Tiled Lenas')
## untile
xu = untile(lena, c(3, 3))
if (interactive()) display(xu, title='Lena blocks')
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translate Image translation
Description
Translates an image.
Usage
translate(x, v)
Arguments
x An Image object or an array.
v The translation vector or a matrix of translation vectors if x contains several
images.
Details
Borders are repeated during translation.
Value
An Image object or an array, containing the translated version of x.
Author(s)
Gregoire Pau, <gpau@ebi.ac.uk>, 2008
See Also
resize, rotate
Examples
x = readImage(system.file("images", "lena-color.png", package="EBImage"))
y = translate(x, c(20,20))
if (interactive()) {
display(x, title='Lena')
display(y, title='Translated lena')
}
## gradient
y = translate(x, c(1,1))
if (interactive()) display(0.5+4*(y-x), title='NE gradient')
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watershed Watershed transformation and watershed based object detection
Description
Watershed transformation and watershed based object detection.
Usage
watershed(x, tolerance=1, ext=1)
Arguments
x An Image object or an array.
tolerance The minimum height of the object in the units of image intensity between its
highest point (seed) and the point where it contacts another object (checked for
every contact pixel). If the height is smaller than the tolerance, the object will
be combined with one of its neighbors, which is the highest. Tolerance should
be chosen according to the range of x. Default value is 1, which is a reasonable
value if x comes from distmap.
ext Radius of the neighborhood in pixels for the detection of neighboring objects.
Higher value smoothes out small objects.
Details
The algorithm identifies and separates objects that stand out of the background (zero). After the
water fill, the source image is flipped upside down and the resulting valleys (values with higher
intensities) are filled in first until another object or background is met. The deepest valleys (pixels
with highest intensity) become indexed first, starting from 1.
The function bwlabel is a simpler, faster alternative to segment connected objects from binary
images.
Value
An Grayscale Image object or an array, containing the labelled version of x.
Author(s)
Oleg Sklyar, <osklyar@ebi.ac.uk>, 2007
See Also
bwlabel, propagate
Examples
x = readImage(system.file('images', 'shapes.png', package='EBImage'))
x = x[110:512,1:130]
if (interactive()) display(x, title='Binary')
y = distmap(x)
if (interactive()) display(normalize(y), title='Distance map')
w = watershed(y)
if (interactive()) display(normalize(w), title='Watershed')
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matlab-package MATLAB Emulation Functions
Description
Wrapper functions and variables used to replicate MATLAB function calls as best possible to sim-
plify porting.
Details
Package: matlab
Type: Package
Version: 0.8.9
Date: 2011-09-29
License: See COPYING for license information
ceil 3
They are no more complete than absolutely necessary and are quite possibly broken for fringe cases.
For a complete list of functions, use library(help="matlab"). For a high-level summary of the
changes for each revision, use file.show(system.file("NEWS", package="matlab")).
Note
In certain cases, these may not correspond exactly with MATLAB API as sometimes it just wasn’t
possible.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
ceil MATLAB ceil function
Description
Rounds to the nearest integer.
Usage
ceil(x)
Arguments
x numeric to be rounded
Details
Simply invokes ceiling for those more used to C library API name.
Value
Returns numeric vector containing smallest integers not less than the corresponding elements of
argument x.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
fix, Round
Examples
ceil(c( .9, 1.3, 2.4))
4 colorbar
cell MATLAB cell function
Description
Create cell array.
Usage
cell(...)
Arguments
... numeric dimensions for the result
Value
Returns list consisting of empty matrices. Defaults to square if dimension argument resolves to a
single value.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
ones, zeros
Examples
cell(3)
cell(c(3, 3)) # same thing
cell(3, 3) # same thing
cell(size(matrix(NA, 3, 3))) # same thing
colorbar MATLAB colorbar function
Description
Displays colorbar showing the color scale.
Usage
colorbar(C, location=c("EastOutside", "WestOutside", "NorthOutside", "SouthOutside"), ...)
colorbar 5
Arguments
C numeric vector or matrix representing data values
location character scalar indicating desired orientation with respect to the axes
... graphical parameters for image may also be passed as arguments to this method
Details
The values of the elements of C are indices into the current palette that determine the color of each
patch.
This implementation differs a bit from its MATLAB counterpart in that the values must be passed
explicitly.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
imagesc, jet.colors, layout, par
Examples
doPlot <- function(C,
cb.loc=c("EastOutside",
"WestOutside",
"NorthOutside",
"SouthOutside"),
...) {
saved.par <- par(no.readonly=TRUE)
on.exit(par(saved.par))
layout.EO <- function() {
## divide the device into one row and nine columns
## allocate figure 1 the first eight columns
## allocate figure 2 the last column
layout(matrix(c(1, 1, 1, 1, 1, 1, 1, 1, 2), ncol=9))
}
layout.WO <- function() {
## divide the device into one row and nine columns
## allocate figure 1 the last eight columns
## allocate figure 2 the first column
layout(matrix(c(2, 1, 1, 1, 1, 1, 1, 1, 1), ncol=9))
}
layout.NO <- function() {
## divide the device into six rows and one column
## allocate figure 1 the last five rows
## allocate figure 2 the first row
layout(matrix(c(2, 1, 1, 1, 1, 1), nrow=6))
6 eye
}
layout.SO <- function() {
## divide the device into six rows and one column
## allocate figure 1 the first five rows
## allocate figure 2 the last row
layout(matrix(c(1, 1, 1, 1, 1, 2), nrow=6))
}
location <- match.arg(cb.loc)
switch(EXPR=location,
EastOutside = layout.EO(),
WestOutside = layout.WO(),
NorthOutside = layout.NO(),
SouthOutside = layout.SO())
imagesc(C, ...)
colorbar(C, location, ...)
}
values <- matrix(c(seq(1, 5, by=1),
seq(2, 1 , by=2),
seq(3, 15, by=3)), nrow=3, byrow=TRUE)
X11(width=8, height=7)
doPlot(values, "EastOutside", col=jet.colors(16))
eye MATLAB eye function
Description
Create an identity matrix.
Usage
eye(m, n)
Arguments
m, n numeric scalar specifying dimensions for the result
Value
Returns matrix of order 1. Defaults to square if second dimension argument n not provided.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
factors 7
See Also
ones, zeros
Examples
eye(3)
factors MATLAB factor function
Description
Performs prime factorization.
Usage
factors(n)
Arguments
n numeric scalar specifying composite number to be factored
Details
Computes the prime factors of n in ascending order, each one as often as its multiplicity requires,
such that n == prod(factors(n)).
Value
Returns vector containing the prime factors of n.
Note
The corresponding MATLAB function is called ’factor’, but was renamed here to avoid conflict
with R’s compound object class.
Author(s)
H. Borchers <hwborchers@googlemail.com>, P. Roebuck <proebuck@mdanderson.org>
See Also
isprime, primes
Examples
factors(1  2  1) # 7 7 11 11 13 13
factors(65537) # is prime
## Euler’s calculation
factors(2^32 + 1) # 641 67  417
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fileparts MATLAB fileparts function
Description
Return filename parts.
Usage
fileparts(pathname)
Arguments
pathname character string representing pathname to be parsed
Details
Determines the path, filename, extension, and version for the specified file. The returned ext con-
tains a dot (.) before the file extension. The returned versn is always an empty string as the field is
provided for compatibility with its namesake’s results.
Value
Returns a list with components:
pathstr character string representing directory path
name character string representing base of file name
ext character string representing file extension
versn character string representing version. Unused
Note
Returns same insane results as does its namesake when handling relative directories, UNIX hidden
files, and tilde expansion. Hidden files are returned with name containing a zero length vector and
ext containing the actual name. For best results, use this routine to process files, not directories.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
fullfile
Examples
## Rename dot-txt file as dot-csv
ans <- fileparts("/home/luser/foo.txt")
fullfile(ans$pathstr, paste(ans$name, "csv", sep=".")) # /home/luser/foo.csv
filesep 9
filesep MATLAB filesep function
Description
Returns the character that separates directory names in filenames.
Usage
filesep
Details
Variable that contains the value of .Platform$file.sep.
Value
Returns character representing this platform’s file separator.
Note
Implemented as an R variable rather than a function such that it more closely resembles normal
MATLAB usage.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
fileparts, fullfile, pathsep
find MATLAB find function
Description
Finds indices of elements.
Usage
find(x)
Arguments
x expression to evaluate
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Details
If expression is not logical, finds indices of nonzero elements of argument x.
Value
Returns indices of corresponding elements matching the expression x.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
find(-3:3 >=  )
find(c( , 1,  , 2, 3))
fix MATLAB fix function
Description
Rounds toward zero.
Usage
fix(A)
Arguments
A numeric to be rounded
Details
Simply invokes trunc.
Value
Returns vector containing integers by truncating the corresponding values of argument A toward
zero.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
ceil, Round
fliplr 11
Examples
fix(c(1.3, 2.5, 3.7))
fliplr MATLAB matrix flip functions
Description
Flips matrices either left-right or up-down.
Usage
fliplr(object)
flipud(object)
Arguments
object vector or matrix to be flipped
Details
These are S4 generic functions.
Value
Return value is the same type as argument object.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
rot9 
Examples
fliplr(1:9)
flipud(1:9) # same as previous since vectors have no orientation in R
fliplr(matrix(1:9, 3, 3, byrow=TRUE))
flipud(matrix(1:9, 3, 3, byrow=TRUE))
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fullfile MATLAB fullfile function
Description
Contructs path to a file from components in platform-independent manner
Usage
fullfile(...)
Arguments
... character strings representing path components
Details
Builds a full filename from the directories and filename specified. This is conceptually equivalent
to
paste(dir1, dir2, dir3, filename, sep=filesep)
with care taken to handle cases when directories begin or end with a separator.
Value
Returns character vector of arguments concatenated term-by-term and separated by file separator if
all arguments have a positive length; otherwise, an empty character vector.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
fileparts, filesep
Examples
fullfile("", "etc", "profile") # /etc/profile
hilb 13
hilb MATLAB hilb function
Description
Create a Hilbert matrix.
Usage
hilb(n)
Arguments
n numeric scalar specifying dimensions for the result
Details
The Hilbert matrix is a notable example of a poorly conditioned matrix. Its elements are
H[i, j] = 1 / (i + j - 1)
.
Value
Returns an n-by-n matrix constructed as described above.
Author(s)
H. Borchers <hwborchers@googlemail.com>, P. Roebuck <proebuck@mdanderson.org>
Examples
hilb(3)
imagesc MATLAB imagesc function
Description
Scales image data to the full range of the current palette and displays the image.
Usage
imagesc(x=seq(ncol(C)), y=seq(nrow(C)), C, col=jet.colors(12), ...)
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Arguments
x,y locations of grid lines at which the values in C are measured. These must be
finite, non-missing and in (strictly) ascending order. By default, the dimensions
of C are used.
C numeric matrix representing data to be plotted. Note that x can be used instead
of C for convenience.
col vector of colors used to display image data
... graphical parameters for image may also be passed as arguments to this method
Details
Each element of C corresponds to a rectangular area in the image. The values of the elements of C
are indices into the current palette that determine the color of each patch.
The method interprets the matrix data as a table of f(x[i], y[j]) values, so that the x axis
corresponds to column number and the y axis to row number, with row 1 at the top, i.e., the same
as the conventional printed layout of a matrix.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
image, jet.colors, par
Examples
values <- matrix(c(seq(1, 5, by=1),
seq(2, 1 , by=2),
seq(3, 15, by=3)), nrow=3, byrow=TRUE)
imagesc(values, xlab="cols", ylab="rows", col=jet.colors(16))
isempty MATLAB isempty function
Description
Determine if object is empty.
Usage
isempty(A)
Arguments
A object to evaluate
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Details
An empty object has at least one dimension of size zero.
Value
Returns TRUE if x is an empty object; otherwise, FALSE.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
isempty(1:3) # FALSE
isempty(array(NA, c(2,  , 2))) # TRUE
isprime MATLAB isprime function
Description
Array elements that are prime numbers.
Usage
isprime(x)
Arguments
x numeric vector or matrix containing nonnegative integer values
Value
Returns an array (or vector) the same size as x containing logical 1 (true) for the elements of x
which are prime, and logical 0 (false) otherwise.
Author(s)
H. Borchers <hwborchers@googlemail.com>, P. Roebuck <proebuck@mdanderson.org>
See Also
factors, primes
Examples
x <- c(2, 3,  , 6, 1 )
ans <- isprime(x) ## 1, 1,  ,  ,  
as.logical(ans) ## true, true, false, false, false
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jet.colors MATLAB jet function
Description
Creates a vector of n colors beginning with dark blue, ranging through shades of blue, cyan, green,
yellow and red, and ending with dark red.
Usage
jet.colors(n)
Arguments
n numeric scalar specifying number of colors to be in the palette
Value
Returns vector of n color names. This can be used either to create a user-defined color palette for
subsequent graphics, a col= specification in graphics functions, or in par.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
palette, par, rgb
Examples
require(graphics)
x <- 1:16
pie(x, col=jet.colors(length(x)))
linspace MATLAB linspace function
Description
Generate linearly spaced vectors.
Usage
linspace(a, b, n=1  )
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Arguments
a numeric scalar specifying starting point
b numeric scalar specifying ending point
n numeric scalar specifying number of points to be generated
Details
Similar to colon operator but gives direct control over the number of points. Note also that although
MATLAB doesn’t specifically document this, the number of points generated is actually floor(n).
Value
Returns vector containing containing n points linearly spaced between a and b inclusive. If n < 2,
the result will be the ending point b.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
logspace
Examples
linspace(1, 1 , 4)
logspace MATLAB logspace function
Description
Generate logarithmically spaced vectors.
Usage
logspace(a, b, n=5 )
Arguments
a numeric scalar specifying exponent for starting point
b numeric scalar specifying exponent for ending point
n numeric scalar specifying number of points to be generated
Details
Useful for creating frequency vectors, it is a logarithmic equivalent of linspace.
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Value
Returns vector containing containing n points logarithmically spaced between decades 10a and 10b.
For n < 2, b is returned.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
linspace
Examples
logspace(1, pi, 36)
magic MATLAB magic function
Description
Create a magic square.
Usage
magic(n)
Arguments
n numeric scalar specifying dimensions for the result
Details
The value of the characteristic sum for a magic square of order n is sum(1 : n2)/n. The order n
must be a scalar greater than or equal to 3; otherwise, the result will be either a nonmagic square,
or else the degenerate magic squares 1 and [].
Value
Returns an n-by-n matrix constructed from the integers 1 through N2 with equal row and column
sums.
Note
A magic square, scaled by its magic sum, is doubly stochastic.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
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See Also
ones, zeros
Examples
magic(3)
meshgrid MATLAB meshgrid functions
Description
Generate X and Y matrices for three-dimensional plots.
Usage
meshgrid(x, y, z, nargout=2)
Arguments
x, y, z numeric vectors of values
nargout numeric scalar that determines number of dimensions to return
Details
In the first example below, the domain specified by vectors x and y are transformed into two arrays
which can be used to evaluate functions of two variables and three-dimensional surface plots. The
rows of the output array x are copies of the vector x; columns of the output array y are copies of the
vector y.
The second example below is syntactic sugar for specifying meshgrid(x, x).
The third example below produces three-dimensional arrays used to evaluate functions of three
variables and three-dimensional volumetric plots.
Value
Returns list containing eiher two or three matrices depending on the value of nargout.
x, y, z output matrices
Note
Limited to two- or three-dimensional Cartesian space.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
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Examples
meshgrid(1:3, 1 :14) # example 1
meshgrid(1:3) # example 2
meshgrid(5:8, 1 :14, 2:3, 3) # example 3
mod MATLAB mod/rem functions
Description
Provides modulus and remainder after division.
Usage
mod(x, y)
rem(x, y)
Arguments
x, y numeric vectors or objects
Value
Returns vector containing result of the element by element operations.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
## same results with x, y having the same sign
mod(5, 3)
rem(5, 3)
## same results with x, y having different signs
mod(-5, 3)
rem(-5, 3)
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multiline.plot.colors MATLAB multiline plot colors
Description
Creates a vector of colors equivalent to MATLAB’s default colors to use for multiline plots.
Usage
multiline.plot.colors()
Details
This is equivalent to the MATLAB command
get(gca, ’ColorOrder’)
Value
Returns vector of color names. This can be used either to create a user-defined color palette for
subsequent graphics, a col= specification in graphics functions, or in par.
Note
Method should be considered experimental and will most likely be removed and replaced with
similar functionality in the near future.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
palette, par, rgb
Examples
require(graphics)
x <- matrix(1:16, nrow=2, byrow=TRUE)
matplot(x, type="l", col=multiline.plot.colors())
22 ndims
ndims MATLAB ndims function
Description
Provides number of array dimensions.
Usage
ndims(A)
Arguments
A object of which to determine the number of dimensions
Details
Simply invokes length(size(A)).
Value
Returns the number of dimensions in the array A.
Note
The number of dimensions is always greater than or equal to 2. Initial implementation returned
length.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
size
Examples
ndims(2:9) # 2
ndims(magic(4)) # 2
ndims(array(1:8, c(2,2,2))) # 3
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nextpow2 MATLAB nextpow2 function
Description
Smallest power of 2 greater than or equal to its argument.
Usage
nextpow2(x)
Arguments
x numeric or complex value(s).
Details
Computes the smallest power of two that is greater than or equal to the absolute value of x. (That
is, p that satisfies 2p   abs(x)). For negative or complex values, the absolute value will be taken.
Value
Returns numeric result containing integer p as described above. Nonscalar input returns an element-
by-element result (of same size/dimensions as its input).
Author(s)
H. Borchers <hwborchers@googlemail.com>, P. Roebuck <proebuck@mdanderson.org>
See Also
pow2
Examples
nextpow2(1 ) # 4
nextpow2(1:1 ) #   1 2 2 3 3 3 3 4 4
nextpow2(-2^1 ) # 1 
nextpow2(.Machine$double.eps) # -52
nextpow2(c( .5,  .25,  .125)) # -1 -2 -3
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numel MATLAB numel function
Description
Provides number of elements in array A or subscripted array expression.
Usage
numel(A, varargin)
Arguments
A object of which to determine the number of elements
varargin unimplemented
Value
Returns prod(size(A)).
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
prod, size
Examples
numel(2:9) # 8
numel(magic(4)) # 16
ones MATLAB ones/zeros functions
Description
Create a matrix consisting of all ones or zeros.
Usage
ones(...)
zeros(...)
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Arguments
... numeric dimensions for the result
Value
Returns matrix consisting only of ones (or zeros). Defaults to square if dimension argument resolves
to a single value.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
eye
Examples
ones(3)
ones(c(3, 3)) # same thing
ones(3, 3) # same thing
ones(size(matrix(NA, 3, 3))) # same thing
zeros(3)
padarray MATLAB padarray function
Description
Pad array.
Usage
padarray(A, padsize, padval= , direction=c("both", "pre", "post"))
Arguments
A vector, matrix, or array to be padded
padsize integer vector specifying both amount of padding and the dimension along which
to add it
padval scalar value specifying pad value, which defaults to 0.
Instead, it may specify the method used to determine pad values.
Valid values for the method are:
"circular" pad with circular repetition of elements within the dimension
"replicate" pad by repeating border elements of array
"symmetric" pad array with mirror reflections of itself
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direction character string specifying direction to apply padding.
Valid values are:
"both" pad before first element and after last array element along each dimension
"pre" pad after last array element along each dimension
"post" pad before first array element along each dimension
Details
This is an S4 generic function.
Value
Return value is the same type as argument A with requested padding.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
padarray(1:4, c( , 2)) #     [1 2 3 4]    
padarray(1:4, c( , 2), -1) # -1 -1 [1 2 3 4] -1 -1
padarray(1:4, c( , 2), -1, "post") # [1 2 3 4] -1 -1
padarray(1:4, c( , 3), "symmetric", "pre") # 3 2 1 [1 2 3 4]
padarray(letters[1:5], c( , 3), "replicate") # a a a [a b c d e] e e e
padarray(letters[1:5], c( , 3), "circular", "post") # [a b c d e] a b c
pascal MATLAB pascal function
Description
Generate Pascal matrix.
Usage
pascal(n, k= )
Arguments
n numeric scalar specifying order
k numeric scalar specifying desired option. Valid values are 0, 1, or 2
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Details
Specifying k = 0 returns symmetric positive definite matrix with integer entries taken from Pascal’s
triangle.
Specifying k = 1 returns the lower triangular Cholesky factor (up to the signs of the columns) of
the Pascal matrix.
Specifying k = 2 returns a cube root of the identity matrix.
Value
Returns matrix of order n according to specified option k.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
pascal(4)
pascal(3, 2)
pathsep MATLAB pathsep function
Description
Returns the character that separates directory names in a list such as the PATH environment variable.
Usage
pathsep
Details
Variable that contains the value of .Platform$path.sep.
Value
Returns character representing this platform’s path separator.
Note
Implemented as an R variable rather than a function such that it more closely resembles normal
MATLAB usage.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
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See Also
filesep
pow2 MATLAB pow2 function
Description
Power with base 2.
Usage
pow2(f, e)
Arguments
f numeric vector of factors
e numeric vector of exponents for base 2
Details
Computes the expression f * 2^e for corresponding elements of f and e. If e is missing, it sets e
to f and f to 1. Imaginary parts of complex values are ignored unless e is missing.
Value
Returns numeric vector constructed as described above.
Author(s)
H. Borchers <hwborchers@googlemail.com>, P. Roebuck <proebuck@mdanderson.org>
See Also
nextpow2
Examples
pow2(c( , 1, 2, 3)) # 1 2 4 8
pow2(c( , -1, 2, 3), c( ,1,-2,3)) #  .  -2.   .5 24. 
pow2(1i) #  .7692389+ .6389613i
# For IEEE arithmetic...
pow2(1/2, 1) # 1
pow2(pi/4, 2) # pi
pow2(-3/4, 2) # -3
pow2(1/2, -51) # .Machine$double.eps
pow2(1/2, -1 21) # .Machine$double.xmin
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primes MATLAB primes function
Description
Generate a list of prime numbers.
Usage
primes(n)
Arguments
n scalar numeric specifying largest prime number desired.
Details
Generates the list of prime numbers less than or equal to n using a variant of the basic "Sieve
of Eratosthenes" algorithm. This approach is reasonably fast, but requires a copious amount of
memory when n is large. A prime number is one that has no other factors other than 1 and itself.
Value
Returns numeric vector containing prime numbers less than or equal to argument n.
Author(s)
H. Borchers <hwborchers@googlemail.com>, P. Roebuck <proebuck@mdanderson.org>
See Also
isprime, factors
Examples
primes(1   )
length(primes(1e6)) # 78498 prime numbers less than one million
## Not run:
length(primes(1e7)) # 664579 prime numbers less than ten million
length(primes(1e8)) # 5761455 prime numbers less than one hundred million
## End(Not run)
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repmat MATLAB repmat function
Description
Replicate and tile a matrix.
Usage
repmat(A, ...)
Arguments
A vector or matrix to be tiled. Must be numeric, logical, complex or character.
... numeric dimensions for the result
Value
Returns matrix with value A tiled to the number of dimensions specified. Defaults to square if
dimension argument resolves to a single value.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
ones, zeros
Examples
repmat(1, 3) # same as ones(3)
repmat(1, c(3, 3)) # same thing
repmat(1, 3, 3) # same thing
repmat(1, size(matrix(NA, 3, 3))) # same thing
repmat(matrix(1:4, 2, 2), 3)
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reshape MATLAB reshape function
Description
Reshape matrix or array.
Usage
reshape(A, ...)
Arguments
A matrix or array containing the original data
... numeric dimensions for the result
Details
In the first example below, an m-by-n matrix is created whose elements are taken column-wise from
A. An error occurs if A does not havem ⇤ n elements.
In the second example below, an n-dimensional array with the same elements as A but reshaped to
have the size m-by-n-by-p. The product of the specified dimensions must be the same as prod(size(A)).
In the third example below, an n-dimensional array with the same elements as A but reshaped to
siz, a vector representing the dimensions of the reshaped array. The quantity prod(siz) must be
the same as prod(size(A)).
Value
Returns matrix (or array) of requested dimensions containing the elements of A.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
Xmat.2d <- matrix(1:12, nrow=4, ncol=3)
reshape(Xmat.2d, 6, 2) # example 1
reshape(Xmat.2d, c(6, 2)) # same thing
Xarr.3d <- reshape(Xmat.2d, c(6, 2, 1)) # example 2
reshape(Xmat.2d, size(Xarr.3d)) # example 3
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rosser MATLAB rosser function
Description
Create the Rosser matrix, a classic symmetric eigenvalue test problem.
Usage
rosser()
Details
The returned matrix has the following features:
• a double eigenvalue
• three nearly equal eigenvalues
• dominant eigenvalues of opposite sign
• a zero eigenvalue
• a small, nonzero eigenvalue
Value
Returns an 8-by-8 matrix with integer elements.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
rosser()
rot9  MATLAB rot90 function
Description
Rotates matrix counterclockwise k*9  degrees.
Usage
rot9 (A, k=1)
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Arguments
A matrix to be rotated
k numeric scalar specifying the number of times to rotate (1..4)
Details
Rotating 4 times (360 degrees) returns the original matrix unchanged.
Value
Returns matrix corresponding to argument A having been rotated argument k number of times.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
See Also
fliplr, flipud
Examples
rot9 (matrix(1:4, 2, 2))
size MATLAB size function
Description
Provides dimensions of X.
Usage
size(X, dimen)
Arguments
X vector, matrix, or array object
dimen numeric scalar specifies particular dimension
Details
This is an S4 generic function. Vector will be treated as a single row matrix. Stored value is
equivalent to dim.
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Value
Returns object of class size_t containing the dimensions of input argument X if invoked with a
single argument. Returns integer value of specified dimension if invoked with two arguments. If
dimen specifies a higher dimension than exists, returns 1 representing the singleton dimension.
Note
Handling of vectors is different than in initial implementation. Initial implementation returned
length.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
size(2:9) # 1 8
size(matrix(1:8, 2, 4)) # 2 4
size(matrix(1:8, 2, 4), 2) # 4
size(matrix(1:8, 2, 4), 3) # 1
size_t-class Class "size\_t"
Description
This class represents the dimensions of another R object
Objects from the Class
Objects can be created by calls of the form new("size_t", ...). Use of generator method is
preferred.
Slots
.Data: object of class "integer" containing size values
Extends
Class "integer", from data part. Class "vector", by class "integer". Class "numeric", by class
"integer".
Note
Internal class supporting size.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
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std MATLAB std function
Description
Computes the standard deviation of the values of x.
Usage
std(x, flag= )
Arguments
x numeric vector or matrix
flag numeric scalar. If  , selects unbiased algorithm. If 1, selects biased algorithm
(currently unsupported).
Details
Simply invokes sd.
Value
Return value depends on argument x. If vector, returns the standard deviation. If matrix, returns
vector containing the standard deviation of each column.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
std(1:2) ^ 2
strcmp MATLAB strcmp function
Description
Compare strings.
Usage
strcmp(S, T)
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Arguments
S, T character vectors to evaluate
Details
Comparisons are case-sensitive and any leading and trailing blanks in either of the strings are ex-
plicitly included in the comparison.
Value
Returns TRUE if S is identical to T; otherwise, FALSE.
Note
Value returned is the opposite of the C language convention.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
strcmp("foo", "bar") # FALSE
strcmp(c("yes", "no"), c("yes", "no")) # TRUE
sum MATLAB sum function
Description
Provides sum of elements.
Usage
sum(x, na.rm=FALSE)
Arguments
x numeric or logical to be summed
na.rm logical scalar. If TRUE, remove missing values
Details
This is an S4 generic function.
Value
Return value depends on argument x. If vector, returns the same as sum. If matrix, returns vector
containing the sum of each column.
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Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
sum(1:9)
sum(matrix(1:9, 3, 3))
tictoc MATLAB timer functions
Description
Provides stopwatch timer. Function tic starts the timer and toc updates the elapsed time since the
timer was started.
Usage
tic(gcFirst=FALSE)
toc(echo=TRUE)
Arguments
gcFirst logical scalar. If TRUE, perform garbage collection prior to starting stopwatch
echo logical scalar. If TRUE, print elapsed time to screen
Details
Provides analog to system.time. Function toc can be invoked multiple times in a row.
Author(s)
P. Roebuck <proebuck@mdanderson.org>
Examples
tic()
for(i in 1:1  ) mad(runif(1   )) # kill time
toc()
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vander MATLAB vander function
Description
Generate Vandermonde matrix from a vector of numbers.
Usage
vander(v)
Arguments
v numeric or complex vector of values
Details
Generates the Vandermonde matrix whose columns are powers of the vector v (of length n) using
the formula
A[i, j] = v[i]^(n-j)
Used when fitting a polynomial to given points.
Value
Returns an n-by-n matrix constructed as described above.
Author(s)
H. Borchers <hwborchers@googlemail.com>, P. Roebuck <proebuck@mdanderson.org>
Examples
vander(1:5)
Index
⇤Topic arith
ceil, 3
factors, 7
fix, 10
isprime, 15
mod, 20
nextpow2, 23
pow2, 28
primes, 29
sum, 36
⇤Topic array
cell, 4
eye, 6
fliplr, 11
hilb, 13
magic, 18
meshgrid, 19
ndims, 22
numel, 24
ones, 24
padarray, 25
pascal, 26
repmat, 30
reshape, 31
rosser, 32
rot9 , 32
size, 33
vander, 38
⇤Topic attribute
find, 9
isempty, 14
⇤Topic character
strcmp, 35
⇤Topic classes
size_t-class, 34
⇤Topic color
jet.colors, 16
multiline.plot.colors, 21
⇤Topic file
fileparts, 8
filesep, 9
fullfile, 12
pathsep, 27
⇤Topic hplot
colorbar, 4
imagesc, 13
⇤Topic list
cell, 4
⇤Topic logic
find, 9
isempty, 14
⇤Topic manip
linspace, 16
logspace, 17
⇤Topic package
matlab-package, 2
⇤Topic univar
std, 35
⇤Topic utilities
tictoc, 37
ceil, 3, 10
cell, 4
colorbar, 4
dim, 33
eye, 6, 25
factors, 7, 15, 29
fileparts, 8, 9, 12
filesep, 9, 12, 28
find, 9
fix, 3, 10
fliplr, 11, 33
fliplr,ANY-method (fliplr), 11
fliplr,array-method (fliplr), 11
fliplr,matrix-method (fliplr), 11
fliplr,missing-method (fliplr), 11
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fliplr,vector-method (fliplr), 11
flipud, 33
flipud (fliplr), 11
flipud,ANY-method (fliplr), 11
flipud,array-method (fliplr), 11
flipud,matrix-method (fliplr), 11
flipud,missing-method (fliplr), 11
flipud,vector-method (fliplr), 11
fullfile, 8, 9, 12
hilb, 13
image, 5, 14
imagesc, 5, 13
isempty, 14
isprime, 7, 15, 29
jet.colors, 5, 14, 16
layout, 5
length, 22, 34
linspace, 16, 18
logspace, 17, 17
magic, 18
matlab-package, 2
meshgrid, 19
mod, 20
multiline.plot.colors, 21
ndims, 22
nextpow2, 23, 28
numel, 24
ones, 4, 7, 19, 24, 30
padarray, 25
padarray,array,numeric,ANY,character-method
(padarray), 25
padarray,array,numeric,character,character-method
(padarray), 25
padarray,array,numeric,missing,missing-method
(padarray), 25
padarray,vector,numeric,ANY,ANY-method
(padarray), 25
palette, 5, 14, 16, 21
par, 5, 14, 16, 21
pascal, 26
pathsep, 9, 27
pow2, 23, 28
primes, 7, 15, 29
prod, 24
rem (mod), 20
repmat, 30
reshape, 31
rgb, 16, 21
rosser, 32
rot9 , 11, 32
Round, 3, 10
sd, 35
size, 22, 24, 33, 34
size,array,integer-method (size), 33
size,array,missing-method (size), 33
size,array,numeric-method (size), 33
size,matrix,integer-method (size), 33
size,matrix,missing-method (size), 33
size,matrix,numeric-method (size), 33
size,missing,ANY-method (size), 33
size,vector,missing-method (size), 33
size,vector,numeric-method (size), 33
size_t-class, 34
std, 35
strcmp, 35
sum, 36, 36
sum,ANY,ANY-method (sum), 36
sum,array,logical-method (sum), 36
sum,array,missing-method (sum), 36
sum,matrix,logical-method (sum), 36
sum,matrix,missing-method (sum), 36
sum,missing,ANY-method (sum), 36
sum,vector,logical-method (sum), 36
sum,vector,missing-method (sum), 36
system.time, 37
tic (tictoc), 37
tictoc, 37
toc (tictoc), 37
trunc, 10
vander, 38
zeros, 4, 7, 19, 30
zeros (ones), 24
