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Este proyecto nace de la necesidad de crear un servidor que soporte 
aplicaciones en tiempo real multiusuario. Dado que en el mercado actual 
existen diversas soluciones a esta necesidad, en una primera parte del 
proyecto estudiamos dichas soluciones y marcamos unos objetivos concretos.  
 
El siguiente paso es estudiar las tecnologías que usamos en el desarrollo de la 
aplicación, así como los propios programas de desarrollo. Posteriormente 
diseñamos un protocolo de comunicaciones que establezca las pautas para el 
intercambio de información. Seguidamente pasamos a diseñar e implementar 
el propio servidor de aplicaciones.  
 
De la creación de este servidor se deriva la necesidad de crear dos 
aplicaciones cliente que pretenden ser una guía que permita a futuros 
programadores desarrollar nuevas aplicaciones cliente así como configurar 
exitosamente el servidor.  
 
El siguiente paso es analizar el rendimiento y la capacidad de carga del 
servidor, comprobando que cumple con las expectativas fijadas. 
 
Por último, documentamos el proyecto en forma de esta memoria. 
 
El conjunto formado por el servidor, el protocolo de comunicaciones y las dos 
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This project is born from the necessity of creating a server that supports multi-
user applications in real time. Due to the fact that diverse solutions to this 
necessity do exist in the nowadays market, at the beginning of this project we 
study those solutions and set some concrete objectives.  
 
So, the following step will be to study the technologies used in the 
development of the application, as well as the programs of development 
themselves. Later on, we design a protocol of communications that will 
establish the guidelines of the information exchange. Next to this, we will 
design and implement the application server. 
 
From the creation of this server derives the necessity of creating two client 
applications that pretend to be a guide that allows future programmers to 
develop new client applications and to configure the server successfully. 
 
After all that, we will analyze the yield and lifting capacity of the server, and we 
will verify that it fulfils the expectations arranged previously. 
 
Finally, we will document the project with this memory paper. 
 
The server, the communication protocol and the two client applications all 
together, conform a whole robust and scalable platform. 
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CAPÍTULO 1. INTRODUCCIÓN 
 
El avance de las tecnologías y las infraestructuras de red ha propiciado en los 
últimos años una mayor demanda de servicios de alta calidad en Internet. 
Gracias a que el usuario medio ya dispone de una conexión de banda ancha 
(típicamente ADSL) y de un ordenador con capacidad de proceso 
suficientemente alta, han aparecido aplicaciones que revolucionan por 
completo la manera de ver la red. Estas aplicaciones, las denominadas 
aplicaciones web, poseen ciertas características que las definen, como cierto 
grado de interactividad o la capacidad de mostrar información dinámicamente. 
Entre este tipo de aplicaciones podemos encontrar las tiendas en línea o 
algunos juegos. 
 
En este capítulo se explica la idea inicial, las motivaciones que nos han llevado 
a realizar este proyecto y los objetivos que debe cumplir. 
 
En el capítulo 2 analizaremos la situación del mercado actual y compararemos 
las diferentes soluciones de servidor. De aquí obtendremos una serie de 
características que marcarán unos objetivos más concisos y que abarcarán 
aspectos tecnológicos. 
 
Más adelante, en el capítulo 3 hablaremos de las tecnologías que se emplean 
así como de los programas utilizados para el desarrollo del proyecto.  
 
En el capítulo 4 se profundiza en el diseño del servidor, empezando con líneas 
más genéricas y concretando a medida que avanza el capítulo. También se 
incluye el diseño del protocolo, ya que éste condiciona en gran medida el 
propio diseño del servidor. 
 
El capítulo 5 detalla el proceso de implementación de la solución, analizando 
en profundidad todas las funciones que la componen. 
 
A continuación, en el capítulo 6 se explica a fondo el diseño y el desarrollo de 
las dos aplicaciones cliente. Este capítulo sirve para ilustrar cómo podemos 
adaptar nuestro servidor a los clientes que desarrollemos y a la vez ejemplificar 
el tipo de aplicaciones a las que va destinado. 
 
Uno de los puntos más importantes para determinar si el proyecto ha sido un 
éxito es el banco de pruebas que describiremos en el capítulo 7. 
 






La mejora de las infraestructuras de red ha permitido el incremento de los 
anchos de banda en la World Wide Web (WWW). Este hecho, a su vez, ha 
provocado que los propios contenidos de la “red de redes” no se limiten a texto, 
imágenes y sonidos; ahora hablamos de multimedia. Videoconferencia, chat,
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vídeo bajo demanda… Todos estos conceptos que han ido ganando 
importancia en nuestros días y han mejorado nuestra experiencia de 
comunicación y ocio, siempre se han visto muy alejados del concepto de 
navegación web. Y es que la navegación web se limitaba al hecho de obtener 
información estática sin ningún tipo de interactividad. De un tiempo a esta parte 
esto ha cambiado radicalmente. Nacen las aplicaciones web; sitios web que 
muestran información dinámicamente en función de los requisitos del usuario y 
que, por tanto, interactúan con él. Esto hace que mejore notablemente la 
experiencia web. Si además de la interacción con el servidor que alberga la 
aplicación web le sumamos la interacción con otros usuarios de la aplicación, el 
resultado obtenido es lo que denominamos aplicación web multiusuario en 
tiempo real. Dichas aplicaciones requieren de un programa servidor que es el 
encargado de gestionar las comunicaciones y de proveer a los usuarios de la 
información dinámica. Esta comunicación requiere de un protocolo de 
comunicación que permita el intercambio de información.  
 
Actualmente existen diversos servidores que cumplen con los requisitos de las 
aplicaciones web. El principal inconveniente es que o bien son soluciones de 
pago o no son tan escalables como debieran o si lo son, no son nada sencillos 
de configurar y/o programar clientes para ellos. 
 
 
1.2. Objetivos del proyecto 
 
Los principales objetivos que se plantean al inicio este proyecto son los 
siguientes: 
- Crear un servidor que pueda interactuar con muchos tipos de 
aplicaciones cliente y que además sea extensible.  
- Dicho servidor debe ofrecer unos buenos resultados en cuanto a 
capacidad de carga y de proceso, para ello deberemos crear un 
banco de pruebas que lo ratifique. 
- Para facilitar el desarrollo de aplicaciones cliente por parte de otros 
programadores se requiere crear dos aplicaciones que servirán como 
guía práctica para aquellos que no conocen la plataforma. Además 
esto nos servirá para comprobar la capacidad de nuestro servidor de 
soportar clientes con requisitos muy variados. 
- Crear un protocolo de comunicación robusto que permita el 
intercambio de mensajes entre cliente y servidor. Dicho protocolo 
debe ser lo suficientemente sencillo como para que sea de fácil 
implementación y a la vez lo suficientemente escalable como para 
poder acoger las necesidades de cada desarrollador. 
- Profundizar en tecnologías que hemos visto en la carrera y que 
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1.3. Impacto medioambiental 
 
Este proyecto está orientado al ámbito de las comunicaciones y el ocio. Su uso 
está ligado a Internet por lo que el impacto ambiental se reduce al mínimo. 
Toda comunicación llevada a cabo a través de Internet produce menos impacto 
ambiental que su equivalente en el correo tradicional (gasto de papel) o la 
telefonía móvil (ondas electromagnéticas). Aún así, éste no supone un cambio 
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CAPÍTULO 2. COMPARATIVA DE MERCADO 
 
 
Mediante este capítulo, se pretende definir de forma más concreta, los 
objetivos de nuestro proyecto. Se presenta una comparativa de las 
herramientas existentes en el mercado, con una filosofía similar a la de nuestro 
trabajo. De ello, se pretenden extraer los puntos necesarios para que nuestra 
aplicación pueda competir con estas herramientas.  
 
 
La principal característica de un proyecto, ya sea comercial o no, es que debe 
aportar una mejora o una solución a un problema dado. Por lo tanto, antes de 
entrar en el diseño, debemos elaborar un estudio de productos similares ya 
existentes, para comprobar si nuestro proyecto puede mejorar dichas 
soluciones.  
 
Gracias a este análisis, podremos precisar más la filosofía de nuestro proyecto, 
ya que conociendo los puntos fuertes de la competencia podremos intentar 
mejorarlos aún más, pero lo que tiene incluso, mayor importancia, es conseguir 
solucionar sus puntos débiles. 
 
A continuación mostraremos el estudio comparativo de los distintos productos 







Protocolo abierto basado en el estándar XML para el intercambio en tiempo 
real de mensajes y presencia entre dos puntos en Internet. La principal 
aplicación de la tecnología Jabber es una extensible plataforma de mensajería 
y una red de mensajería instantánea que ofrece una funcionalidad similar a la 
de otros sistemas como AIM, ICQ, MSN Messenger y Yahoo. 
 
Las principales características son; 
 
. Abierto: Protocolo gratuito y público. Además, existen múltiples 
implementaciones de código abierto para servidores Jabber, como 
numerosas aplicaciones cliente y librerías de desarrollo. 
 
. Extensible: Gracias al potencial del lenguaje XML, cualquiera 
puede extender el protocolo de Jabber para una funcionalidad 
personalizada. Pero para mantener la interoperabilidad, todas las 
extensiones deben ser controladas por Jabber Software Fundation. 
 
. Descentralizado: No existen limitaciones en el momento de 
montar un servidor propio. Existe un completo protocolo para la 
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comunicación entre servidores, gracias al cual se pueden 
establecer sistemas de clusters1. 
 
. Seguro: Cualquier servidor Jabber puede ser aislado de la red 
pública Jabber, y usar en la implementación SSL2 para 
comunicaciones cliente-servidor, y numerosos clientes soportan 
PGP-GPG3 para la encriptación de las comunicaciones cliente-
cliente. 
 
Aunque es un protocolo con mucho potencial, está estrictamente ligado a la 




2.2. Flash Communication Server 
 
 
Flash Communication Server es el servidor propietario de Macromedia. 
Requiere de una licencia que cuesta alrededor de 500$. 
 
Su principal característica es la total integración con todo el paquete de 
aplicaciones Macromedia Studio MX (Flash, Dreamweaver, Coldfusion). 
 
Otras características de este servidor son: 
 
Vídeo bajo demanda: Permite la reproducción de archivos de 
vídeo según los requisitos del usuario. 
 
Permite streaming de audio y video: En el momento de escribir 
esta memoria es el único servidor que soporta esta opción. 
 
Acceso a base de datos: Se proporciona un paquete de 
componentes que facilitan la tarea de conectar y administrar una 
base de datos. 
 
Servidor distribuido: Podemos crear sistemas distribuidos 
basados en este servidor. Esta característica nos permite evitar la 
sobrecarga del servidor. 
 
Documentación: Este servidor está muy bien documentado y 
existen varias aplicaciones de ejemplo. Esto es fácil de comprender 




                                                 
1 Clustering: Proceso mediante el cual repartimos la carga de un servidor entre varios. 
2 SSL/Secure Socket Layer: Proporciona  servicios de seguridad cifrando los datos 
intercambiados entre el servidor y el cliente con un algoritmo de cifrado simétrico. +Info  
3 PGP-GPG: Cifrado asimétrico punto a punto mediante algoritmos con claves públicas y 
privadas. 




2.3. Oregano Server 
 
 
Oregano ofrece un sistema versátil y de sencillo desarrollo, acompañado por 
una documentación de gran calidad. 
 
Las principales características de esta herramienta son las siguientes; 
 
. Gestión de grupos y usuarios: Gracias a la combinación de la 
herramienta con la gestión de bases de datos, podremos realizar 
de una forma sencilla la administración de grupos y usuarios de 
nuestro servicio. Se podrán crear tantos grupos como sea 
necesario, y modificar o extender sus funcionalidades mediante 
extensiones del servidor. 
 
. Serialización de los mensajes de comunicación: Tanto la 
comunicación entre clientes, o entre cliente y servidor, se realiza 
bajo la serialización de los mensajes. Gracias a este método de 
comunicación, el contenido de los mensajes no se restringe solo a 
cadenas de texto, ya que se podrá incluir todo tipo de dato 
serializable, a parte de dar la posibilidad de la implementación de 
mensajes persistentes1. 
 
. Sincronización: Las propiedades asociadas a un grupo o usuario, 
podrán ser modificadas en tiempo real, utilizando métodos del 
servidor, que se encargan de la sincronización de parámetros. 
 
. Conectividad con la base de datos: Oregano Server utiliza 
JDBC2 para el acceso a la base de datos. Todas las sentencias 
SQL que pueden ser utilizadas por el servidor, son previamente 
descritas mediante un archivo de configuración XML. Por lo tanto, 
la modificación o descripción de nuevas sentencias, resulta sencilla 
y flexible. 
 
. Servidor distribuido: Podremos evitar la sobrecarga del servidor, 
distribuyendo Oregano Server en más de una máquina. 
Modificando el archivo de configuración de la aplicación, podremos 
crear clusters del servicio. 
 
. Documentación: Como hemos comentado, la herramienta esta 
acompañada de una completa documentación, con la definición de 
los métodos predefinidos en las aplicaciones servidor y cliente. 
 
                                                 
1 Mensajes persistentes: El envío de mensajes a usuarios desconectados, que serán recibidos 
al conectarse al servicio. 
 
2 JDBC: Herramienta para aplicaciones implementadas en Java, para el acceso a bases de 
datos mediante algoritmos SQL (Structured Query Language). 
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Sin duda, esta herramienta, comparte muchos puntos en común con los 
objetivos iniciales de nuestra aplicación. En cambio, el hecho de forzar la 
tecnología a utilizar para el desarrollo de clientes (flash), y utilizar serialización 




2.4. Unity 2 
 
 
El proyecto Unity 2 se compone de dos herramientas, Unity Multiuser Server y 
uClient. 
 
La primera aplicación proporciona las herramientas para la configuración y 
gestión de nuestro servidor, y mediante uClient se desarrollan las aplicaciones 
cliente usando la tecnología Flash. 
 
A continuación mostramos las principales características de Unity 2; 
 
 
. XML1 como formato de la comunicación: Para el formato de los 
mensajes tanto en la comunicación cliente-cliente como cliente-
servidor, se utiliza el lenguaje de marcas XML. 
 
. Acceso a bases de datos: Se incluyen métodos para el fácil 
acceso a bases de datos, agilizando así la gestión de los elementos 
persistentes del servicio (referencias a usuarios, características de 
las salas, etc.). 
 
. Centralizado: Sólo podrá existir una única máquina con funciones 
de servidor para cada servicio. 
 
. Administración Web: Se dispone de una herramienta para la 
administración del servicio en tiempo real. Se incluyen diversos 
métodos de gestión de usuarios y salas. 
 
. Documentación: Se dispone de un amplio conjunto de 
documentos que facilitan el desarrollo de aplicaciones y 
configuración del servidor. 
 
 
2.5. Conclusiones  
 
El carácter genérico y escalable es uno de los principales puntos en común en 
la mayoría de herramientas vistas en el estudio, y sin duda, son los principales 
objetivos de nuestra aplicación. Pero estas características suelen generar 
complejidad en el desarrollo de clientes, por ello, las herramientas Oregano y 
                                                 
1 XML: eXtensible Markup Lenguage. Lenguaje extensible de marcas. 
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Unity2, decidieron crear un módulo para establecer las pautas del desarrollo de 
clientes. Nosotros aspiramos a conseguir un equilibrio entre simplicidad y 
potencia, permitiendo total libertad de diseño en las aplicaciones cliente. 
 
Respecto al lenguaje utilizado para la implementación del servidor, Java 
supone la mejor opción, ya que siendo el lenguaje por excelencia en este 
ámbito, aporta un sin fin de utilidades para el desarrollo de aplicaciones 
punteras. Tanto es así, que es el lenguaje utilizado para el desarrollo de todas 
las herramientas protagonistas del estudio. 
 
Todas las herramientas vistas, utilizan para la comunicación, sistemas de 
sockets1 bloqueantes, realizando un nuevo hilo de ejecución por cada conexión 
entrante, lo que para un elevado número de conexiones, conlleva una gran 
carga en el servidor. Para solventar este problema, tres de las herramientas 
permiten el uso de servidores secundarios (clusters), distribuyendo así la 
carga de las conexiones.  
 
En nuestra aplicación también adoptaremos este método, pero además 
implementaremos una innovadora tecnología de conexión, los sockets no 
bloqueantes. Sin duda un punto que marcará grandes diferencias con la 
competencia, ya que, como veremos en el apartado de tecnologías y utilidades, 
supone una revolución en el rendimiento de servidores de comunicaciones.   
 
Respecto a la información que se transmite, hemos visto dos posibles formatos; 
serialización o XML. Optamos por la utilización del lenguaje XML, como 
veremos en el apartado de tecnologías y utilidades, proporciona estructuración 
de la información, permitiendo total flexibilidad en el momento de diseñar el 
protocolo de comunicación. 
 
Por último destacar que el acceso a bases de datos, aumentaría las 
posibilidades de desarrollo de aplicaciones cliente, aportando almacenamiento 
de parámetros, persistencia de objetos, etc. y por lo tanto sería una utilidad con 
gran valor en nuestro servidor. 
 
Estos seis puntos, formarían lo que a nuestro criterio es, un motor genérico de 
aplicaciones en tiempo real ideal. Todos ellos, excepto la integración del uso de 











                                                 
1 Socket: Un socket es un punto final de un enlace de comunicación de dos vías entre dos 
programas que se ejecutan a través de la red. 
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Este tema pretende ser una presentación de las aplicaciones y tecnologías, 
utilizadas durante el desarrollo del proyecto. Explicar sus características y 
funcionamiento global, serán objetivos del presente capítulo. 
 
3.1. Tecnologías 
Formarán parte de las tecnologías utilizadas en el proyecto, elementos como 
lenguajes de programación y aplicaciones. En el presente tema se realizará 
una breve introducción a cada uno de ellos. 
 
3.1.1. Java: Lenguaje de programación del servidor 
La que es hoy en día, uno de los lenguajes de programación con mayor 
difusión, fue creado en la década de los 90 por la compañía Sun Microsystems 
para su uso en dispositivos electrónicos de consumo.  
Dado que sus características se adaptaban perfectamente al uso en Internet, 
poco a poco se convirtió en el lenguaje de programación con mayor aceptación 
en ese ámbito. 
Siendo el lenguaje orientado a objetos por excelencia, sin duda su mayor baza 
es la comunidad de usuarios y desarrolladores que lo siguen, ya que son 
innumerables los colectivos que se dedican a mantener y ampliar las funciones 
de Java, adaptándolo así a las nuevas tendencias que surgen y motivando su 
uso. Podríamos decir entonces, que existe una solución Java para cada 
necesidad que pudiéramos tener, y de no ser así pronto se creará. 
Algunas de sus características más destacadas son; 
• Es orientado a objetos. 
• Con soporte en el núcleo a la programación concurrente.  
• Sintaxis muy familiar a otros lenguajes de gran importancia, como C++. 
• Es multiplataforma (el código funciona en cualquier plataforma que 
disponga de soporte Java. En la actualidad, prácticamente todas).  
• Es interpretado: El código Java se compila a un código independiente de 
la plataforma y es ejecutado por la máquina virtual de java (JVM), 
evitando generar instrucciones nativas.   
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El componente básico que se necesita para programar Java es su kit de 
desarrollo (formado fundamentalmente por una librería de clases, un 
compilador y una máquina virtual). Este kit es conocido como JDK1. 
Como ya hemos comentado, alrededor de este núcleo han proliferado una gran 
cantidad de soluciones y tecnologías Java, normalmente como solución a otras 
tecnologías genéricas implementadas en este lenguaje, o como respuesta a las 
necesidades detectadas para atender las demandas actuales.  
Además, existen multitud de iniciativas, tanto de empresas privadas como de 
proyectos de código libre, que están desarrollando nuevas soluciones para todo 
tipo de usos. Dos ejemplos son, el proyecto Jakarta, dentro de Apache, de la 
cual comentaremos alguna aplicación más adelante, e IBM bajo la 
denominación de Alphaworks. 
Pero básicamente, la elección de este lenguaje para el desarrollo del servidor 
esta influenciada por dos puntos; su condición de multiplataforma ya 
comentada, y un elemento que acabará siendo un punto clave de nuestro 
proyecto, el paquete de comunicación java.nio incluido en la versión JDK 1.4, 
comentado en el siguiente apartado. 
 
3.1.2. Paquete Java.NIO: Sockets no bloqueantes 
La utilización de sockets no bloqueantes, permite la realización de operaciones 
de entrada y salida de datos por un canal, sin ser necesario el bloqueo de un 
proceso. Esto es posible gracias a un sistema de escritura/lectura asíncrono 
basado en teorías de colas. 
Para entender la arquitectura de este tipo de comunicación, presentaremos 
primero los actores que forman parte de ella;  
Servidor: La aplicación que recibe las peticiones de conexión. 
Cliente: Aplicaciones que desean conectarse al servidor.  
Canal: Canal de comunicación entre  cliente y el servidor. Se identifica por 
la dirección IP del servidor, y su Puerto de acceso.  
Selector: Objeto principal de la tecnología de sockets no bloqueantes. 
Supervisa todos los canales de comunicación registrados, y serializa las 
peticiones que deben ser procesadas por el servidor.  
Claves: Son los objetos que utiliza el selector para clasificar las peticiones. 
Una clave representa cada petición de cada cliente, para ello contiene 
información para identificar el cliente y el tipo de petición.  
                                                 
1 JDK: Java Development Kit 
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Fig. 3.1  Arquitectura del sistema de sockets no bloqueantes 
 
El selector observará los canales de comunicaciones, y cuando sucede un 
evento en alguno de ellos (la recepción de una petición de conexión o de 
lectura / escritura), creará la clave correspondiente, que será posteriormente 
enviada al servidor para que la procese. 
Existen cuatro posibles tipos de clave; 
 Acceptable: Un cliente desea conectarse al servidor. 
 Connectable: El servidor acepta una conexión. 
 Readable: El cliente esta preparado para recibir información. 
 Writable: El cliente desea enviar información al servidor. 
El servidor evaluará el tipo de claves provenientes del selector, y en función 
de ellas, elegirá el modo de actuación. 
Por lo tanto, un gran número de clientes podrían realizar peticiones 
simultáneas en el servicio, ya que el problema no sería el nivel de carga del 
servidor, sino el retardo en el procesamiento de los mensajes, provocado 
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3.1.3. UML1: Lenguaje de modelado 
Es un lenguaje de modelado visual que se usa para especificar, visualizar, 
construir y documentar elementos de un sistema de software. 
UML no es un lenguaje de programación. Las herramientas pueden ofrecer 
generadores de código de UML para una gran variedad de lenguajes de 
programación, así como construir modelos por ingeniería inversa a partir de 
programas existentes. 
Es un lenguaje de propósito general para el modelado orientado a objetos. 
UML es también un lenguaje de modelado visual que permite una abstracción 
del sistema y sus componentes. 
La herramienta básica de UML, son la representación gráfica de conjuntos de 
elementos mediante diagramas. Son utilizados para la visualización de un 
sistema desde diferentes perspectivas. De los diversos tipos de diagramas 
definidos por UML, en el diseño de nuestro proyecto utilizaremos el diagrama 
de clases, donde se muestran un conjunto de clases, interfaces y sus 
relaciones, siendo el más común en el modelado de programación orientada a 
objetos. 
 
3.1.4. XML: El formato de la comunicación 
Lenguaje para el intercambio de información estructurada entre diferentes 
plataformas. Los datos formados en XML contienen la información a transmitir y 
el tipo de información (definido por las marcas). Esto mismo sucede con 
lenguajes como HTML que también funcionan con etiquetas (<a> etiqueta 
</a>).  
 
La principal diferencia entre estos dos lenguajes es que XML no describe el 
formato de la información y HTML sí. Esto significa que con XML podemos 
definir la estructura de cualquier elemento que nosotros queramos (nos permite 
definir a nosotros las etiquetas) sin entrar en la forma en que se visualizará.  
 
Hemos escogido esta tecnología para el intercambio de mensajes por su 
versatilidad; ya que nos permite definir la estructura de los mensajes y por ser 
el protocolo que utiliza Macromedia Flash en sus sockets. A todos los efectos 
los mensajes que intercambiamos entre cliente-servidor o cliente-cliente son 
cadenas de texto, pero gracias a XML podemos “entender” que representa 




Más adelante comentaremos en profundidad el protocolo de intercambio de 
información, detallando la estructura de los mensajes.  
 
 
                                                 
1 UML: Unified Modeling Language. Lenguaje de modelado unificado. 
Capítulo 3. Tecnologías y entornos de desarrollo  13 
 
3.1.5. ActionScript: Lenguaje de programación de Flash 
Actionscript es el lenguaje de programación que utiliza Macromedia Flash. Este 
lenguaje, desde la versión 1.5, está basado en un estándar de la ECMA1, igual 
que JavaScript.  
 
Desde su versión más reciente (v.2) ActionScript es totalmente estándar y 
orientado a objetos. Gracias a este lenguaje de programación podemos dotar 
de interactividad y altos niveles funcionales a nuestras aplicaciones.  
 
Además, dada la versatilidad y potencia que ha adquirido ActionScript, el uso 
actual de Flash no se restringe a la web como en sus inicios si no que se ha ido 
abriendo camino hacia el mundo móvil (handheld pc’s, smartphones, etc.), los 




3.1.6. Apache Digester: Carga dinámica 
Es común en la programación de aplicaciones, la carga dinámica de datos, 
mediante la lectura de archivos de configuración. Es decir, que un usuario 
puede reestablecer valores previamente definidos en el código, sin necesidad 
de manipular el mismo, sólo cambiando el fichero de configuración, y la carga 
tanto pueden ser variables (i.e. número de conexiones máximas, puerto de 
escucha, ..) como clases. 
Este método es idóneo para conseguir un grado más de flexibilidad en nuestra 
aplicación, ya que de manera extremadamente sencilla el usuario puede definir 
a su voluntad gran número de parámetros de configuración del servidor. 
Para ello, decidimos que el formato del fichero de configuración fuese XML (del 
cual ya hemos podido observar la gran cantidad de cualidades que lo 
envuelven). Sólo nos falta encontrar una herramienta que analice y entienda 
dicho fichero, para ese trabajo tenemos dos posibilidades; 
• Utilizar una herramienta existente, como Jakarta Digester. 
• Elaborar nuestro propio intérprete a medida. 
La primera opción proporciona mucho mas rendimiento al proceso de lectura 
del fichero, ya que se realizaría en función a una estructura XML que ya 
conocemos, pero dos razones nos hicieron decantarnos por utilizar una 
herramienta ya existente. 
La primera es que el rendimiento no tiene demasiada relevancia en la carga 
dinámica de un fichero de configuración, ya que es algo que sólo se realiza al 
iniciar el servicio. Y la segunda es que, como ya veremos en el apartado de 
diseño, ya recurrimos a la elaboración de un intérprete XML a medida, en este 
caso para la lectura de los mensajes de la comunicación cliente-servidor, y 
                                                 
1 ECMA: European Computer Manufacturers Association. Asociación europea de fabricantes de 
informática. 
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como no debemos olvidar que se trata de un proyecto de fin de carrera, en que 
tanto se busca aplicar conocimientos adquiridos, como mostrar nuestra 
capacidad de adquirir nuevos, decidimos experimentar con una herramienta 
nueva para nosotros. Por lo tanto elegimos la librería Digester como utilidad 
para el intérprete de nuestro fichero de configuración. 
Digester dio sus primeros pasos dentro del proyecto Struts de Apache, 
framework para el desarrollo de aplicaciones web J2EE. El propósito inicial era 
procesar el fichero de configuración de una aplicación web, posteriormente fue 
incluido como un framework independiente dentro del proyecto Jakarta 
Commons también de Apache (una recopilación de componentes Java 
reusables).  
Básicamente Digester nos permite pasar directamente de XML a colecciones 
de objetos. Para utilizarlo, sólo debemos definir la correspondencia entre 
entidades XML y objetos Java. No vamos a entrar en detalles, ya que este 
apartado no pretende ser un tutorial de Digester, pero incluimos un breve 
ejemplo en el que se puede intuir su funcionamiento y configuración; 
A continuación tenemos el fichero XML a interpretar. Se compone de un 
catálogo que contiene un libro en el que se especifican su autor y título. 
 
 
Ahora vemos la clase Catalog, donde se define la estructura del objeto que 
contendrá el catalogo interpretado, con un vector de Books. 




Y aquí, la definición de la clase Book. 
 
 
Por último, la sección de código que se encarga de la interpretación del fichero 
XML y su conversión a los objetos vistos anteriormente. Podemos observar los 
métodos utilizados para la creación de objetos dependiendo del contenido del 
fichero, y la asignación de parámetros. 




3.1.7. Plugin1 Flash Player 
Macromedia dispone de un pequeño plugin para el navegador web que 
permite reproducir las películas generadas por Flash. Si al acceder a una 
página web con contenido en Flash se detecta que no poseemos dicho 
plugin, se nos ofrece para instalarlo automáticamente. Macromedia se ha 
esforzado en hacer de Flash Player un software multiplataforma (ha 
sacado versiones para Windows, Linux, Macintosh, Pocket Pc, Symbian, 
etc.) y aseguran que el 98% de los ordenadores conectados a Internet de 
todo el mundo posee este plugin, por lo que se minimiza el problema de 
compatibilidad.  
 
3.1.8. Apache Log4j: Almacenamiento de estadísticas y logs2 
Cuando realizamos una aplicación, uno de los errores más comunes que se 
suelen cometer es una mala gestión de los logs, llenando el código del 
tradicional System.out.println, que posteriormente nos será difícil eliminar o 
filtrar. 
 
                                                 
1 Plugin: Pequeño programa que añade alguna funcionalidad a otro programa, 
habitualmente de mayor tamaño 
2 Log: Registro 
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Para solucionar este problema, encontramos Log4j otra de las herramientas del 
proyecto Jakarta. 
 
Este API, nos da la capacidad de habilitar o deshabilitar ciertos logs, mientras 
los otros no sufren cambios, en función del grado de prioridad previamente 
asignado.  
 
Pero esta herramienta ofrece muchas más cualidades interesantes para 
nuestro proyecto, como son el gran número de formatos disponibles para los 
logs, métodos de almacenamiento o la capacidad de reenviar los logs a 
máquinas remotas, correo, etc. 
 
 
3.2. Entornos de desarrollo 
En este apartado se introducirán las herramientas utilizadas para dar soporte a 
los lenguajes de programación. Básicamente se trata de los entornos de 
desarrollo utilizados durante la implementación de las aplicaciones cliente y 
servidor. 
 
3.2.1. Eclipse: IDE1 para el desarrollo del servidor 
Parte del Proyecto Eclipse, se define como un armazón sobre el que se pueden 
montar herramientas de desarrollo para cualquier lenguaje, mediante la 
implementación de los plugins adecuados. 
 
La arquitectura de plugins de Eclipse permite introducir otras aplicaciones 
complementarias que pueden resultar útiles durante el proceso de desarrollo, 
como herramientas UML, editores visuales de interfaces, ayuda en línea para 
librerías, etc. 
La plataforma Eclipse, cuando se combina con el JDT2, ofrece muchas de las 
características que cabría esperar de un IDE de calidad comercial: editor con 
sintaxis coloreada, compilación incremental, un depurador que tiene en cuenta 
los threads a nivel fuente, un navegador de clases, un controlador de 
ficheros/proyectos, e interfaces para control estándar de código fuente. 
Por todas estas características, nos decidimos por esta herramienta para la 






                                                 
1 IDE: Integrated Development Environments 
2 JDT: Java Development Tool 
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3.2.2. Macromedia Flash MX 2004: IDE para el desarrollo del cliente 
Esta es la tecnología que usaremos para desarrollar las aplicaciones cliente. 
Hemos escogido la tecnología Flash porque podemos crear aplicaciones y 
juegos con buenos gráficos y con un tamaño óptimo para ser reproducidos por 
Internet.  
 
Básicamente Macromedia Flash es un programa para la creación de 
animaciones y gráficos vectoriales, que dada una gran implantación se ha 
acabado convirtiendo en el estándar de animación para la web. Flash también 
ha evolucionado hacia las aplicaciones interactivas gracias a su lenguaje 
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CAPÍTULO 4. DISEÑO DEL SERVIDOR 
 
En este capítulo se expone la fase de diseño del servidor de nuestro proyecto. 
Serán descritos elementos como el protocolo de comunicación, los objetos 




4.1. Estructura general del servidor 
Para el diseño de nuestra aplicación, primero estableceremos un pequeño 
esbozo de su estructura general. Básicamente constará de los siguientes 
módulos. 
Protocolo de comunicación: Normas por las cuales estableceremos la 
creación y tratamiento de mensajes. 
NioServer: Será el encargado de recibir y gestionar las conexiones 
mediante el sistema de sockets no bloqueantes (apartado 3.1.2). 
Cuando se reciba un mensaje de un cliente, este será reenviado al 
modulo de tratamiento de mensajes. 
Tratamiento de mensajes: La función de este módulo, es la de 
procesar y tratar los mensajes entrantes.  
Servicios de información: Módulo donde encontraremos los datos 
necesarios para la gestión del servicio. 
Cliente: Módulo que hará referencia a un usuario. Se definirán 
parámetros para su gestión. 
Acción: La función de este módulo, es representar las acciones de 
gestión que los usuarios pueden realizar en el servicio. 
Sala: Representación de un contenedor de usuarios. 
20  Desarrollo de una plataforma multiusuario en tiempo real 
 
 
Fig. 4.1  Estructura general de la aplicación 
 
La secuencia de funcionamiento general sería la siguiente; 
• En el caso de que un nuevo usuario desee conectarse al sistema, el 
módulo Servidor de Comunicaciones, será el encargado de gestionar la 
conexión del cliente, y el módulo de Servicios de Información gestionará 
la correcta inserción del nuevo usuario en el sistema de información del 
servidor (crear un nuevo objeto cliente, establecer sus parámetros, etc.). 
• Si se recibe un mensaje (siguiendo el protocolo de comunicación 
establecido), el Servidor de Comunicación lo extraerá del canal, y lo 
enviará al módulo de Tratamiento de Mensajes, encargado de 
procesarlo y ejecutar el comportamiento correspondiente.  
Por cuestiones de diseño, en algún caso las funciones de un módulo han sido 
repartidas en dos nuevos objetos. A continuación mostramos un diagrama 
relacional entre los módulos de la estructura inicial del sistema (Fig. 4.1), y los 
objetos que finalmente compondrían el sistema. 
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Fig. 4.2  Relación estructura inicial – módulos finales 
Ya presentadas todas las clases de la plataforma, antes de pasar a la 
descripción de cada una de ellas, mostramos el diagrama de asociación de 
clases de la plataforma, para una visión global del sistema; 
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Fig. 4.3  Diagrama de asociación de clases 
 
Ahora que ya disponemos una idea general de nuestro sistema, pasaremos a 
definir de forma más precisa el diseño de cada uno de los módulos; 
 
4.2. Diseño del protocolo de comunicaciones 
El primer punto a diseñar es el formato de los mensajes XML que se 
intercambiaran los clientes y el servidor, dado que dicho formato influirá en el 
diseño del resto de elementos del proyecto. 
El primer paso será definir los tipos de atributos que  existirán, en función del 
destinatario/s o el origen; 
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Type: Indica el tipo de mensaje, en función del destinatario del mismo. 
Podemos encontrar los siguientes tipos: 
SER: Mensaje que envía un cliente al servidor para realizar algún 
tipo de acción de gestión. 
  USR: Mensaje que envía un cliente a otro cliente directamente. 
ALL: Mensaje que envía un cliente a todos los clientes que se 
encuentran en una determinada sala, incluido él mismo si él 
también forma parte de dicha sala. 
OTH: Mensaje que envía un cliente a todos los clientes que se 
encuentran en una determinada sala. 
From: Indica el origen del mensaje. En el caso de los clientes, será su 
identificador, para mensajes enviados por el servidor el identificador será 
‘server’, palabra reservada por la aplicación. 
To: Indicará el destino del mensaje, podrá ser una referencia a un 
cliente en concreto o a una sala, dependiendo del tipo de mensaje. 
Cmd: Se indica el identificador de la acción que un cliente desea 
realizar. 
Value: Usualmente la ejecución de una acción requiere un valor, este es 
el atributo elegido para transmitirlo. En el caso de necesitar varios 
valores, se enumeraran los atributos (….value1=’valor_1’ 
value2=’valor_2’….valueN=’valor_N’….). 
 
A continuación, mostraremos ejemplos para cada uno de los tipos de mensajes 
que podemos encontrarnos en un servicio de nuestra aplicación. 
 
4.2.1. Mensaje para la ejecución de acciones 
Con el tipo SER, nos comunicaremos directamente con el servidor para realizar 
acciones de la siguiente forma: 
(En este tipo de mensajes es necesario indicar el cliente que envía la petición, 
la acción y el valor de dicha acción.) 
 
En este ejemplo, el cliente con identificador ‘Cliente_25’ desea realizar la 
acción ‘loginRoom’, función para el acceso a salas. Para ello necesitará 
también, indicar el identificador de la sala a la que desea acceder. 
24  Desarrollo de una plataforma multiusuario en tiempo real 
 
A continuación el servidor enviará un mensaje de confirmación al cliente tipo 
USR,  indicando la acción que se ha querido ejecutar en el atributo cmd. 
Dependiendo de si se ha realizado correctamente o no, se enviara un ‘ok’ o el 
error correspondiente mediante el atributo value. 
Un ejemplo de mensaje de confirmación para una acción realizada 
correctamente y otro, en que la acción no se ha podido realizar, porque la sala 
a la que se quería acceder ya estaba llena;  
 
 
4.2.2. Mensaje para la comunicación cliente - cliente 
Utilizaremos el tipo USR para el envío de mensajes a un cliente en concreto. 
Para ello sólo será necesario indicar los clientes origen y destino del mensaje. 
 
Observamos que este tipo de comunicación es independiente de las salas en 
las que se encuentran los clientes. 
A parte de los atributos definidos por el servidor, la aplicación cliente puede 
incluir tantos como sean necesarios para transmitir la información requerida por 
su servicio. 
Un ejemplo para una hipotética aplicación de chat-avatar; 
 
Los atributos incluidos por la aplicación que no forman parte del protocolo, no 
serán interpretados por el servidor y serán reenviados sin modificaciones. Esta 
cualidad es aplicable a todos los tipos de mensaje. 
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Fig. 4.4. Diagrama de comportamiento para mensajes cliente-cliente 
 
4.2.3. Mensaje para la comunicación cliente – sala  
Con el uso del tipo ALL, conseguiremos el envío de mensajes de un único 
usuario, a todos los componentes de una sala.  
 
Los atributos necesarios para este tipo de mensajes, son los mismos que para 
los mensajes cliente-cliente, con la variante que el identificador de destino se 
corresponde al identificador de la sala destino. 
 
Fig. 4.5.  Diagrama de comportamiento para mensajes cliente-sala 
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Como vemos en la fig. 4.4, en caso de que el cliente emisor se encuentre en la 
sala de destino, el mensaje también será reenviado a él. 
 
4.2.4. Mensaje para la comunicación cliente – sala sin eco 
Finalmente, con el atributo OTH, conseguimos un mensaje que se comporta 
igual que el tipo anterior, con la diferencia que en caso de que el cliente emisor 
se encuentre en la sala de destino, el mensaje no es reenviado hacia él. 
 
Comprobamos que el formato es exactamente el mismo, que para los 
mensajes cliente-sala. Decidimos realizar este tipo de mensaje para aquellas 
aplicaciones que no requieran un reenvío de mensajes al usuario emisor. 
 
Fig. 4.6.  Diagrama de comportamiento para mensajes cliente-sala sin eco 
 
 
4.3. Diseño de la clase Action – Patrón de diseño Comando 
Anteriormente ya ha sido introducido el concepto de acción, que básicamente 
serán módulos que permiten interactuar con la información del servidor de una 
manera controlada, por parte de los clientes. 
Que nuestra aplicación fuese totalmente genérica, es una de nuestras mayores 
preocupaciones. Queríamos conseguir que pudiese ser soportado cualquier 
tipo de cliente. Por lo tanto debíamos implementar todas las funciones que 
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dichos clientes pudiesen necesitar, tarea impracticable, ya sea por el gran 
número de tipos de aplicaciones clientes existentes (chats, avatares, juegos 
online…), o por las que están por venir y aún no imaginamos. 
La solución estaba en poder ampliar y crear nuevas funciones en el servidor 
una vez completado, que el usuario tuviese la posibilidad de implementar 
nuevas funciones dependiendo de sus necesidades, y esa solución la 
encontramos en el Patrón de diseño Comando. 
Un patrón de diseño, es una solución estándar para un problema común de 
programación, y en uno de ellos encontramos la solución para nuestro 
problema con la extensibilidad del servidor. 
Comando, es un patrón de diseño de comportamiento, atañe a los algoritmos y 
a la asociación de responsabilidades entre objetos, y su intención principal es 
encapsular peticiones como objetos, pudiendo así parametrizar funciones con 
diferentes requerimientos de una forma similar. 
 
Fig. 4.7 Versión simplificada del patrón Comando 
 
Estas son las funciones de las clases que componen la estructura general: 
 
Comando: Declara una interfaz para ejecutar una operación. 
 
ComandoConcreto: Define una ligadura entre un receptor y una acción 
y redefine la operación Ejecuta, para que se envíe una petición al 
receptor. 
 
Cliente: Crea un ComandoConcreto, que podrá ser ejecutado.  
 
 
Por lo tanto se define una interfaz general Comando, en la que sólo se incluye 
la definición del método ejecuta(), siguiendo esta definición se podrán crear 
diversas clases Comando_Concreto, que mientras cumplan las condiciones de 
la interfaz, podrán ser llamadas por un cliente. 
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Para nuestro escenario, no serán necesarios tantos participantes como en la 
estructura general.  
 
 
Fig. 4.8  Estructura del patrón Comando en la aplicación. 
 
 
La interfaz Comando de la definición general, se ve representada en nuestro 
caso por Action, a partir de la cual podrán ser definidas varias acciones  
(XAction) , que serán ejecutadas por el modulo que intérprete los mensajes. 
 
Por lo tanto, sólo necesitaremos crear la interfaz1 Action, y añadir 




Fig. 4.9  Diagrama de clases de la aplicación del patrón comando 
 
 
Para la carga dinámica de las acciones en el servidor, utilizaremos un fichero 
de configuración y la utilidad ya vista anteriormente, Apache Digester.  
  
 
4.4. Diseño de la clase Room 
En la clase Room se implementa el concepto de sala visto en anteriores 
apartados. 
                                                 
1 Interfaz: Colección de declaraciones de métodos (sin ser definidos) y constantes, que puede 
ser implementada por otra clase. 
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Básicamente una sala, es un contenedor de clientes, en la que se podrán 
establecer parámetros de gestión, como su identificador, número máximo de 
usuarios, habilitación de ciertas acciones en la sala, etc. 
El elemento principal de una sala será una tabla de hash, donde 
encontraremos el conjunto de clientes indexados por su identificador. A partir 
de dicha tabla, se crearán la mayoría de métodos de la sala, que se basarán en 
la gestión de los usuarios contenidos. 
La inicialización del número de salas y sus parámetros en el servidor, se 
realizará también dinámicamente, utilizando la aplicación Digester para el 




4.5. Diseño de la clase Client 
Será necesario en nuestro servicio, mantener una referencia de los clientes 
conectados al servidor.  
Para ello crearemos un objeto de la clase Client para cada nueva conexión, 
mediante este objeto se almacenarán parámetros del cliente como el 
identificador del cliente, socket de conexión para el envío de mensajes o el 
conjunto de salas a las que pertenece. 
Por lo tanto, cada cliente tendrá un método propio para el envío de mensajes al 
cliente referenciado, y una nueva tabla de hash en la que encontramos las 
distintas salas a las que pertenece, teniendo así controlado el caso de que un 
cliente pertenezca a más de una sala. 
 
4.6. Diseño de la clase Services – Patrón de diseño Singleton 
Es necesario en una aplicación como la nuestra, encontrarnos con una clase 
que contiene la mayoría de parámetros del servidor (p.e. tablas de usuarios, de 
grupos,…), información que es utilizada por otras clases para la gestión y 
coordinación de servicios. 
Esta es la función de la clase Services, donde hallaremos toda la información 
necesaria para realizar cualquier acción en el servicio. Principalmente esa 
información esta formada por referencias a objetos de las tres clases ya vistas; 
Contenedor de todos los clientes del sistema: Tabla de hash donde 
encontraremos todos los clientes conectados al servicio. Dispondremos 
de un acceso flexible a los parámetros de cada uno de ellos. 
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Contenedor de todas las salas del sistema: Nuevamente una tabla de 
hash, formada por todas las salas creadas en nuestro sistema, será la 
tabla de referencia para la gestión de acciones con salas. 
Contendor de todas las acciones disponibles: Finalmente otra tabla, 
donde se almacenarán las acciones cargadas dinámicamente al iniciarse 
el servicio. Esta tabla será utilizada por el procesador de mensajes para 
ejecutar las acciones requeridas por los clientes. 
Por lo tanto necesitaremos que la gran mayoría de los componentes de nuestro 
proyecto, tengan referencia a dicha clase. Ir pasando la referencia de un nivel a 
otro se hace impracticable, por lo que sería conveniente tener una visibilidad 
global, con la que con sólo una instancia a la clase, pudiese ser recuperada en 
cualquier momento por cualquier método externo. 
De solucionar este problema se ocupa el patrón de diseño Singleton, 
creando una clase con un método, que realiza una instancia del objeto si 
todavía no existe ninguna. Para asegurar que la clase no pueda ser instanciada 
nuevamente, se controla el acceso al constructor (atributos como protegido o 
privado). 
El patrón Singleton se implementa creando una clase con un método que crea 
una instancia del objeto sólo si todavía no existe alguna. Para asegurar que la 
clase no puede ser instanciada nuevamente se regula el alcance del 
constructor (con atributos como protegido o privado). 
 
4.7. Diseño de la clase Message 
Cuando un mensaje llega al servidor, el primer paso antes de tratarlo es 
entenderlo, y esa es la principal función de la clase Message.  
Esta clase se encarga de dado un mensaje XML, extraer los atributos y valores 
de los mismos, para ser asignados a variables propias.  A partir de estas 
variables desarrollaremos diversos métodos para facilitar el acceso a los 
atributos del mensaje. 
Esta acción de procesar un mensaje es un elemento crítico para el rendimiento 
de nuestro servidor, dado el número de veces que se deberá realizar durante 
un servicio (una vez por cada mensaje recibido), por lo tanto deberemos 
encontrar el método más efectivo.  
Se optó por la implementación un intérprete específico, dado que al conseguir 
diseñar un protocolo de comunicación de gran simplicidad, su tratamiento 
también resulta sencillo, y no sería necesaria la utilización de APIs1, ya que 
sólo provocarían un incremento del tiempo de proceso de los mensajes.   
 
                                                 
1 API: Application Program Interface 
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4.8. Diseño de la clase MessageProcess 
Ya hemos comentado que necesitamos un módulo para el tratamiento de los 
mensajes, dicho módulo lo encontramos implementado en la clase 
MessageProcess. 
Una vez interpretado el mensaje recibido, disponemos de la información 
necesaria para procesarlo. El primer elemento a tener en  cuenta, será el tipo 
de mensaje recibido, ya que determinará  el comportamiento del procesador; 
Tipo SER: Estos serán los únicos mensajes procesados en su totalidad, 
ya que al ser mensajes de invocación de acciones, son requeridos todos 
los atributos del mensaje para realizar la acción. 
Mediante los valores de los atributos ‘cmd’ y ‘value’ podremos lanzar la 
acción requerida. Y gracias al atributo ‘from’, podremos enviar un 
mensaje de confirmación de la realización de la acción al cliente. 
Este tipo de mensajes requieren un tiempo de proceso muy superior al 
resto, pero debido que son utilizados para lanzar acciones de gestión, no 
muy comunes en aplicaciones de entretenimiento, no será un elemento 
crítico de rendimiento para nuestro servidor. 
Tipo ALL / OTH: Sólo necesitaremos reconocer el identificador de la 
sala de destino, almacenado en el atributo ‘to’. A continuación el 
mensaje se reenviará directamente, mediante métodos de propios del 
objeto de la clase Room que hace referencia a la sala de destino. 
Tipo USR: En este tipo de mensaje, también será necesario reconocer 
sólo el identificador del cliente destino. El mensaje será reenviado a 
dicho cliente directamente. 
 
4.9. Diseño del fichero de configuración XML 
Ya hemos comentado la carga dinámica de acciones y salas al iniciar el 
servicio, mediante un archivo de configuración con formato XML. A 
continuación veremos el diseño de su formato. 
Por un lado, se definen las acciones a cargar por el servidor. Para ello tenemos 
que indicar el identificador de la acción que utilizarán los clientes para 
invocarla, y el nombre de la clase que implementa dicha acción. 
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Y por otro lado, se definen las salas que existirán en nuestro servicio en el 
instante de iniciarse. Deberemos indicar el identificador de la sala, el número 
máximo de clientes que pueden pertenecer a ella, y si inicialmente esta 
habilitada o no. 
 
Una vez definida la estructura del archivo de configuración, veremos a 
continuación un ejemplo en el que se desean cargar cinco acciones: 
‘addRoom’, ‘changeNick’, ‘exitRoom’, ‘removeRoom’ y ‘loginRoom’. También se 
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CAPÍTULO 5. IMPLEMENTACIÓN DEL SERVIDOR 
 
La intención de este capítulo es mostrar la implementación de las decisiones de 
diseño vistas en el capítulo 4. Mediante la presentación de los fragmentos de 
código más representativos, deseamos proporcionar una visión clara del 
comportamiento del servidor. 
 
 
5.1. Implementación del servidor 
 
En el apartado de las tecnologías utilizadas durante el proyecto, ya hemos 
introducido el funcionamiento de un servidor con sockets no bloqueantes, 
mediante el paquete java.nio. 
 








Para las claves que sean del tipo ‘Acceptable’, se creara un nuevo objeto 
cliente y se añadirá a la tabla de gestión de usuarios. Dicho objeto se 
inicializará con la referencia al socket de conexión, y con un identificador 
temporal, que corresponde al hash del socket. 
 
En caso de recibir una clave del tipo ‘Readable’, pasaremos el mensaje 
recibido al objeto de tratamiento de mensajes, que se ocupará de convertirlo en 
un objeto ‘Message’ y procesarlo. 
 
Y como último, para las claves de tipo ‘Writable’, sólo actuaremos cuando se 
trate de la primera clave de este tipo para la conexión en curso. Se utilizará 
para enviar al nuevo cliente su identificador temporal en el servicio. 
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5.2. Implementación de la interfaz Action – Patrón Comando 
 
En este apartado veremos la aplicación del patrón de diseño Comando en 















5.3. Implementación del intérprete con Digester 
 
Ya hemos estudiado la carga dinámica de acciones y salas a partir de un 
archivo de configuración XML y la aplicación Digester de Jakarta. Sólo nos 
resta ver la aplicación real de dicho estudio en nuestro servidor. 
 
El primer punto será establecer las líneas de código que definirán el 




Vemos el ejemplo para el segmento de carga de acciones. Sólo es necesario 
indicar la invocación del método correspondiente (en nuestro caso 
‘actionLauncher’) para cada etiqueta ‘action’ dentro de una etiqueta ‘actions’ 
que encuentre. Restará asignar los parámetros necesarios dentro del nuevo 
objeto ‘actionLauncher’ creado. 
 
A continuación vemos la implementación de la clase ‘actionLauncher’ utilizada 
para la carga de acciones. Se utilizarán los parámetros recogidos del fichero de 
configuración para crear una nueva acción que implemente la interfaz Action. 
Dicha acción será añadida a la tabla de gestión de acciones. 
 
 





Como último, podemos observar una captura de la sintaxis para la carga de 





5.4. Implementación de Log4j 
 
Para la configuración de la aplicación Log4j es necesario crear un archivo de 
configuración que será cargado durante la llamada de la aplicación en el 
servicio. 
 





En el indicamos la orientación del flujo de salida (hacia un fichero), el formato 
del log, el tamaño del fichero de salida, el número y el número de ficheros de 
backup. A continuación vemos un ejemplo de los logs obtenidos; 
 





Para iniciar el objeto que nos servirá para crear los logs (‘myLog’), y cargar la 





Solo restará acceder a sus métodos ‘debug’, ‘info’, ‘warn’, ‘error’ o ‘fatal’ para 
realizar los logs. Encontramos un ejemplo de la utilización del modo Warn, en 







5.5. Implementación de la clase Message 
 
Como ya hemos comentado durante el estudio del diseño, para el tratamiento 
de un mensaje se ha creado una clase, la función de la cual es extraer toda la 
información necesaria y almacenarla en variables del sistema. 
 
A continuación tenemos una captura de la definición de variables y métodos de 
la mencionada clase. 
 
 





Se han implementado métodos para la obtención directa de ciertos atributos, 
obtención de atributos previamente indicados, del mensaje completo, e incluso 




5.6. Implementación del procesador de mensajes 
 
Otro punto importante en la implementación de la aplicación, es el apartado del 
procesador de mensajes, ya que un diseño erróneo provocaría niveles de 
rendimiento muy bajos. 
 
En las capturas de código siguientes observamos el método principal de la 
clase ‘MessageProcesor’.  
 
 





El primer paso es crear un objeto ‘Message’ a partir de los datos recibidos por 
el servidor. Mediante la obtención del atributo ‘type’, del mensaje que tenemos 
entre manos, podremos elegir el comportamiento necesario. 
 
Para los mensajes tipo ‘SER’ se lanzará la acción pedida, y para el resto, se 
reenviará el mensaje en función de su tipo y destino.  
 
Destacar que en cada sentencia que controla el tipo de mensaje, se realizará 
un previo control de errores, con envío de un mensaje indicando el fallo al 
cliente, para los casos en que la acción que se desea ejecutar, o el destinatario 
del mensaje, sean erróneos. 
 
 
5.7. Implementación del patrón Singleton  
 
En la siguiente captura de código, observamos la aplicación del patrón de 
diseño Singleton, para la invocación de la clase Services. 
 
Primero definiremos dentro de la clase un objeto estático de ella misma, de la 
cual controlaremos su invocación a partir del método instante(). 





Gracias a ello no será necesario pasar referencias a la clase por parámetro al 





5.8. Implementación de la clase Services 
 
Aquí encontramos los métodos e información principales para la gestión del 
servicio en la aplicación. Desde las tablas de gestión de usuarios, acciones y 
salas, hasta métodos para la inserción y modificación de estos elementos. 
 
A continuación mostramos la declaración de variables y métodos que forman la 
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El conjunto de métodos declarados nos proporcionan las herramientas 




5.9. Implementación de la clase Room 
 
En la definición de los contenedores de usuarios, representados por la clase 
Room, encontramos los métodos necesarios para gestionar la entrada/salida 
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CAPÍTULO 6. CLIENTES 
 
Este capítulo nace con el fin de comprobar el correcto funcionamiento del 
servidor implementado. Además se realizarán diversas pruebas que 
caractericen el rendimiento y carga del servidor para determinados escenarios. 
 
Desde un primer momento, y para aumentar la compatibilidad del servidor, se 
plantearon dos aplicaciones cliente totalmente distintas. Supliendo las 
necesidades específicas de cada una de ellas asegurábamos que el servidor 
sería lo suficientemente robusto como para soportar muchos tipos de juegos en 




6.1. Juego de coches 
 
 
6.1.1.    Cambios en el servidor 
 
Mediante el archivo XML de configuración del servidor estableceremos la carga 
de una única sala que albergará a los participantes. A continuación vemos 
como quedaría el archivo de configuración: 
 
<rooms> 





6.1.2.    Acciones 
 
Para poder usar el juego de coches en nuestro servidor no va a hacer falta 
cargar ninguna acción. 
 
 
6.1.3.    Protocolo 
 
A nivel de servidor este juego se comporta de una manera muy simple; sólo se 
intercambia mensajes de comando mov para determinar la posición del 
oponente. Este comando sólo utiliza un atributo de 9 cifras que indica la 
posición en el eje de las ordenadas (las 3 primeras), la posición en el eje de las 
abscisas (las 3 siguientes) y la rotación (las 3 últimas). Más adelante veremos 
como conformar estos parámetros. 
 
Vamos a ver un ejemplo de mensaje típico que se envía y recibe en este juego: 
 
<mensaje type="USR" from="alex" to="alberto" cmd="mov" 
value="100050036"> 
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Aunque en este caso no sería necesario para la aplicación cliente especificar el 
parámetro “desde” ni el “hacia”, los hemos mantenido por compatibilidad. En 
este caso el servidor solamente envía el mensaje al oponente y podemos 
asegurar que cada mensaje de movimiento que nos llegue será de nuestro 
rival. Si quisiésemos introducir más jugadores en la partida los mensajes de 
movimiento se tendrían que enviar del tipo “all” y el servidor los reenviaría a 
todos los usuarios. En este caso el cliente tendría que mirar de quién proviene 
cada mensaje y actualizar su posición, descartando los propios.       
 
Este es un juego de coches con dos modalidades; una en la que se juega 
contra la propia máquina y otra a través de Internet y que hace uso de nuestro 
servidor. En el juego hay una parte común a las dos modalidades y es la que 
vamos a explicar a continuación.  
 
 
6.1.4.    Diseño 
 
La mecánica del juego es muy sencilla, el usuario puede acelerar, frenar o girar 
a ambos lados. Su objetivo es completar tres vueltas antes que su/s 
oponente/s. Su coche siempre permanece en el centro de la pantalla, eso sí, 
rotando según la dirección que tome. Moviendo el circuito a su alrededor 
conseguimos la sensación de velocidad.  Esta es la técnica más utilizada en 
juegos con vista cenital (aérea) como el nuestro. Cuando el usuario sale de la 
pista su velocidad se reduce según un factor 0.85 (parámetro configurable). 
Para ganar sensación de velocidad el tamaño del circuito y de los coche se 
reduce hasta un límite a medida que aumenta la velocidad permitiendo al 
jugador ver las curvas con un poco más de antelación. Si cualquiera de los 
participantes abandona en gran medida el circuito la partida se acaba ganando 
el oponente (se ha diseñado así para evitar que se ataje el trazado). 
 
 
6.1.4.1. Modalidad offline 
 
Como ya hemos dicho, esta modalidad no requiere  conexión a Internet ya que 
el usuario compite contra dos contrincantes controlados por su propia máquina. 
En este caso la dificultad reside en diseñar oponentes “inteligentes” que no 
requieran de un gran uso de CPU.  
 
Para evitar el uso de complicados algoritmos de inteligencia artificial, se ha 
implementado una técnica mediante la cual los coches de los contrincantes 
poseen dos puntos transparentes distantes en la parte posterior del vehiculo. 
Constantemente se comprueba que ninguno de esos puntos colisione con el 
exterior de la pista; de ser así el coche vira automáticamente en la dirección 
contraria.  
 
El resultado es un oponente capaz de anticipar las curvas y que nunca se 
saldrá de la pista. Es un sistema sencillo pero que ofrece muy buenos 
resultados. Cambiando la posición de estos puntos de referencia podemos 
definir oponentes más o menos competitivos, según su capacidad de anticipar 
las curvas. 
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6.1.4.2. Modalidad online 
 
En esta modalidad el usuario compite directamente contra un oponente 
humano a través de la red y mediante nuestro servidor. En este caso la 
dificultad reside en la velocidad de intercambio de los mensajes de posición ya 
que simultáneamente cada uno de los usuarios debe mandar y recibir estos 
mensajes, cargando sobremanera el servidor y la red.  
 
Al entrar en el juego aparece una pantalla sencilla de presentación con un 
único botón “RACE”. Al presionar el botón el cliente mandará una petición de 
conexión al servidor y este le contestará con un identificador de usuario 
(jugador 1 o jugador 2, la primera asignación es aleatoria). Cuando se conecte 
el contrincante, el servidor asignará el otro usuario. Si un jugador entra primero 
en la partida, deberá esperar a que un contrincante entre para empezar a 
competir. Cuando los dos jugadores han entrado en la partida se inicia una 
cuenta atrás a partir de 3 y la carrera comienza. Como ya hemos comentado el 
juego es bastante sencillo, pero lo suficientemente extensible como para servir 
de base a otro mucho más completo. 
 
 
6.1.5.    Implementación 
 
Para permitir que el juego sea totalmente configurable se han definido los 
parámetros que se muestran a continuación: 
 
_quality = "high";  
 max_vel = 10;  
 opponent_max_vel = 10; 
 min_vel = 0;  
 acceleration = 0.4;  
 opponent_acceleration = 0.4;  
 deceleration = 0.98;  
 brake = -1;  
 reverse = -0.1;  
 max_rev_vel = -0.1; 
 turn = 4;  
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 opponent_turn = 10;  
 slow = 0.85;  
 opponent_slow = 0.85;  
 lap = 1;  
 totallaps = 3;  
 vel = 0; 
   
El primer parámetro hace referencia a la calidad con la que se ejecuta la 
película Flash. Cuando hay gran cantidad de gráficos y las máquinas a las que 
va destinada la aplicación no son muy potentes, es recomendable bajar este 
parámetro a “low”. De esta manera los gráficos tendrán menos detalle, pero el 
consumo del procesador también será menor, permitiendo al reproducción más 
fluida. El segundo parámetro marca la máxima velocidad que puede adquirir el 
usuario. De la misma manera, opponent_max_vel define la máxima 
velocidad de los oponentes. Podríamos crear velocidades específicas para los 
dos oponentes controlados por la máquina, pero no lo hemos creído necesario. 
El parámetro min_vel controla la velocidad mínima. Lo hemos tenido que 
definir para facilitar la programación; no creemos que se tenga que cambiar. La 
aceleración (acceleration), corresponde a la propia del usuario, y 
opponent_acceleration como su nombre indica, a la aceleración del 
oponente. Hemos igualado los valores de velocidad máxima y aceleración para 
usuario y oponentes ya que después de unas pequeñas pruebas hemos 
comprobado que no es difícil superar a los adversarios con esta configuración. 
El parámetro deceleration corresponde a la deceleración habitual 
provocada por la fricción con el terreno. Esta se aplica cuando el usuario no 
está acelerando. Los frenos del vehículo del usuario son controlados mediante 
el valor de brake. Cuanto mayor es este valor, menos tiempo y espacio 
necesita el coche para detenerse. El factor reverse corresponde con la 
aceleración marcha atrás del usuario, ya que creemos que ésta debe ser 
diferente a la aceleración normal. Para controlar la capacidad de giro del 
usuario utilizamos la variable turn, que hemos definido con valor 4. En este 
caso hemos definido la capacidad de giro de los oponentes (opponent_turn) 
con un valor mayor al del propio usuario. El parámetro slow y 
opponent_slow marcan el factor en que disminuye la velocidad de los 
jugadores cuando se salen de la pista (del usuario y de los oponentes 
respectivamente). La variable lap indica la vuelta actual, por eso se inicializa 
con valor 1. Como su nombre indica, con totallaps indicamos el número de 
vueltas de que consta la carrera. Con vel determinamos la velocidad inicial del 
usuario, normalmente 0.  
 
Gracias a la posibilidad de configurar estos parámetros se amplia 
considerablemente el alcance del juego. Se podría hacer un sistema de 
puntuación por carrera ganada y al conseguir ciertos puntos podríamos 
aumentar la aceleración o la velocidad máxima de nuestro coche. De la misma 
manera podríamos hacer oponentes más veloces a medida que avanza el 
juego, todo partiendo de nuestra propuesta. Otra alternativa interesante sería 
definir, mediante el parámetro deceleration, diferentes materiales para la 
pista como hielo o tierra. Esto son sólo algunas propuestas. 
 
A continuación detallamos la función que hace rectificar el giro a los oponentes 
inteligentes: 
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 function checkTurn() { 
  var myPoint = new Object(); 
  myPoint.x = this._x; 
  myPoint.y = this._y; 
  this._parent.localToGlobal(myPoint); 
  if (this._parent._parent.inner.hitTest(myPoint.x, 
myPoint.y, true)) { 
   this._parent._rotation += 
(opponent_turn*this.direction); 
   this._parent.vel *= opponent_slow; 
  } 
 } 
  
La función hitTest devuelve true si los clips de película que le pasamos por 
parámetro colisionan. El clip de película inner es el negativo del circuito; es 
decir, el trozo de pista que no es asfalto. Lo que vamos haciendo en esta 
función es comprobar si el oponente abandona el circuito asfaltado. Cómo es 
de esperar, esta comprobación se ha de realizar constantemente. 
 
La siguiente función que vamos a explicar es la que se utiliza para conformar 
las coordenadas de posición y el ángulo de rotación. Dado un valor, lo único 
que hace es comprobar si es menor de 100 o de 10, y si es así, introduce 0 
delante del número. La salida de la función es siempre un número de 3 cifras 
siempre y cuando el parámetro que le pasamos sea de 3 cifras o menos. 
Recurrimos a esta función para conformar los valores de posición _x e_y y la 
rotación. Cuando ya sabemos que los 3 están compuestos por 3 cifras cada 
uno, los concatenamos y podemos enviar una posición exacta dentro de un 
solo atributo. A continuación vemos la función: 
 
function coord(coord) { 
 coord = Math.round(coord); 
 if (coord<100) { 
  if (coord<10) { 
   newCoord = "00"+coord.toString(); 
   return newCoord; 
  } else { 
   newCoord = "0"+coord.toString(); 
   return newCoord; 
  } 
 } else { 
  newCoord = coord.toString(); 
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6.2. Chat  
 
El otro cliente que hemos desarrollado para interactuar con nuestro servidor es 
un chat. El funcionamiento es bastante sencillo; el usuario entra en la página 
web que alberga la aplicación, introduce la dirección ip del servidor que está a 
la escucha y presiona el botón CONNECT. El servidor responderá a esta 
acción y el usuario podrá ver el estado de su conexión en la caja de texto 
central. Si la conexión no se ha podido realizar se mostrará un mensaje de 
error, por el contrario si la conexión se ha producido satisfactoriamente el 
servidor enviará al usuario un nick temporal y único con el que se identificará 
hasta que no lo cambie manualmente. Una vez hecho esto, el usuario puede 
escribir sus mensajes en un cuadro de texto habilitado para eso. Junto a este 
también hay un cuadro que permite al usuario cambiar su nick. A la derecha de 
la pantalla aparece una lista donde figuran todos los usuarios que están en ese 
momento conectados al chat.  
 
En la pantalla central se muestran a los usuarios ciertos eventos que ocurren 
en el chat como la entrada de un usuario nuevo o un cambio de nick.  
 
 
6.2.1.    Cambios en el servidor 
 
Para el cliente de chat también definiremos una única sala. Eso quiere decir 
que no habría que efectuar ningún cambio en el servidor. Veamos cómo 
quedaría el archivo de configuración: (nótese que es el mismo que en el juego 
de coches variando los usuarios máximo) 
 
<rooms> 




6.2.2.    Acciones 
 
Al contrario que en el juego de coches, aquí las acciones son un punto 
indispensable para darle la funcionalidad requerida a nuestra aplicación de 
chat. Hemos diseñado e implementado hasta un total de 8 acciones, como son 
cambiar el nombre del usuario, entrar/salir de una sala, listar usuarios, etc. 
 
 
6.2.3.    Protocolo 
 
Al contrario que en el caso del juego de coches en que sólo había un tipo de 
mensaje, aquí existen varios tipos con diferentes funcionalidades. La estructura 
de los mensajes a enviar es la misma, sólo que hay varios comandos que se 
pueden ejecutar, como por ejemplo changeNick (cambio de alias) o usrList 
(listado de usuarios) entre otros.  
 
 
6.2.4.    Diseño 
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Cuando un usuario entra al chat se crea una instancia del objeto usuario que 
está en la librería y al que se puede acceder dinámicamente en tiempo real. 
Este objeto se compone de un cuadrado que al pasar el ratón por encima 
muestra el nombre de la persona a la que representa (este nombre se añade 
como propiedad en el momento en el que se crea el objeto mediante su 
constructor): 
 
Fig. 6.2.  Ejemplo de nombre de usuario 
 
 
Cuando el usuario habla aparece un bocadillo a su lado que contiene el 
mensaje. Al cabo de 5 segundos desaparece (parámetro configurable). 
Podemos ver el bocadillo en la siguiente figura: 
 
 
Fig. 6.3.  Dialogo de texto de la aplicación 
 
  
Para el movimiento por el escenario se ha desarrollado un sistema innovador 
que consiste en arrastrar un cursor hasta el punto al que queremos 
desplazarnos. Al dejar de presionar el ratón, nuestro “avatar” se mueve hacia la 
última posición del cursor, volviendo este a su zona de descanso. Se ha optado 
por este sistema frente a otros de movimiento continuo (por ejemplo, usando 
las flechas del teclado) para evitar mandar muchos mensajes de posición. De 
esta manera sólo enviamos la posición final a los demás usuarios y es en sus 
máquinas donde se calcula los pasos para llegar a esa posición. Dicho cálculo 
se realiza mediante las siguientes fórmulas de deceleración: 
 
_ ( arg _ ) /
_ ( arg _ ) /
x xT et x vel
y yT et y vel
+ = −
+ = −      (6.1) 
  
· _x es el valor de la posición del objeto en el eje de ordenadas. 
· _y es el valor de la posición del objeto en el eje de abscisas. 
 
Nota: El punto x,y=0,0 en Macromedia Flash corresponde a la esquina 
superior izquierda, por lo que al aumentar la propiedad _x de un objeto, éste se 
desplazará hacia la derecha en el escenario; y al aumentar la propiedad _y, 
hacia abajo. 
 
· xTarget e yTarget corresponden a los valores de la posición final. 
Capítulo 6. Clientes  51 
 
· vel es un parámetro de velocidad. 
 
Esta fórmula hay que aplicarla muchas veces para lograr el efecto deseado. 
Esto no se puede hacer mediante un bucle for o while puesto que, al realizar 
cientos de iteraciones por segundo, el resultado sería un solo movimiento 
brusco. Para conseguir una velocidad de iteración menor se utiliza un gestor de 
eventos onClipEvent(enterFrame). Todo el código que se sitúe dentro de 
este gestor de eventos será ejecutado tantas veces por segundo como fps 
(fotogramas por segundo) estén definidos en la película principal. Normalmente 
se utilizan entre 12 y 30 fps dado que un valor menor que 12 supondría ver 
saltos en las transiciones, y un valor superior a 30 supondría cargar demasiado 
el procesador. Nosotros hemos escogido un valor de 21. Por ejemplo, si la 
velocidad la definimos en 2, en cada iteración el objeto recorrería la mitad de la 
distancia que le separa del punto de destino, haciendo que en cada paso 
recorriera menos distancia y por tanto decelerara. Veamos un pequeño 




Fig. 6.4.  Arrastre del cursor 
 
 
Fig. 6.5.  Soltamos el ratón 




Fig. 6.6.  El avatar se mueve hasta la posición indicada 
 
 
Esta es una mezcla de las dos implementaciones típicas que podemos 
encontrar en un chat; la versión clásica y la de “avatares”. La primera consiste 
en una sala con una pantalla central que muestra los mensajes que los 
usuarios van introduciendo. En el chat de “avatares” cada usuario tiene 
asignado un personaje y se puede mover por el escenario de la aplicación. 
Aunque estas opciones son bastante atractivas, la funcionalidad de poder ver 
todos los mensajes enviados hace que la versión clásica sea necesaria según 
la finalidad de la aplicación. 
 
 
6.2.5.    Implementación 
 
La programación del chat la podemos dividir en tres grandes bloques; la 
conexión, la interpretación de los mensajes y la programación relacionada con 




function conecta() { 
 miConexion = new XMLSocket(); 
 miConexion.onConnect = conectado; 
 miConexion.onClose = desconectado; 
 miConexion.onXML = interpreta; 
 miConexion.connect(_root.ip.toString(), 4900); 
} 
function conectado(success) { 
 if (success) { 
  screen.text += "conectado a "+_root.ip+"\n"; 
  selection.setFocus("inputMsg"); 
 } else { 
  screen.text += "no se ha podido conectar con 
el servidor\n"; 
 } 
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} 
function desconectado() { 




En la función conecta definimos las funciones que se ejecutarán cuando 
ocurran los eventos pertinentes. Así cuando se haya producido el intento de 
conexión se llamará a la función conectado, y cuando se cierre, a 
desconectado. El evento onXML se invoca siempre que la conexión recibe 
datos por el socket. Dentro de la función conecta también encontramos el 
comando connect, que dada una dirección Ip y un puerto crea un socket para 
el intercambio de información. Hemos ejecutado el comando connect en 
última instancia puesto que se pueden producir errores si se conecta el socket 
antes de haber declarado el gestor de eventos onConnect. 
 
La siguiente función que encontramos es conectado. Esta función recibe un 
parámetro boleano que permite saber si la conexión se ha establecido con éxito 
o no. Si es así, se muestra un texto por pantalla y se selecciona el cuadro de 
texto donde el usuario podrá escribir sus mensajes. Si por el contrario no se ha 
podido conectar con el servidor, sólo se muestra un mensaje por pantalla. 
 
El evento onClose sólo se invoca cuando el servidor termina la conexión. En 
ese caso mostraremos un mensaje por pantalla como define la función 
desconectado. 
  
El siguiente bloque funcional corresponde a la interpretación de los mensajes 
entrantes. Como hemos visto en la definición de la función conecta, cuando 
recibimos un mensaje invocamos la función interpreta: 
 
function interpreta(miXML) { 
 miXML = miXML.toString(); 
 miXML = miXML.substring(miXML.indexOf("type")); 
 while (miXML.indexOf("/")>0) { 
  index = miXML.indexOf("="); 
  nameT = new String(miXML.substring(0, 
index)); 
  miXML = miXML.substring(index+2); 
  index = miXML.indexOf("\""); 
  valueT = new String(miXML.substring(0, 
index)); 
  miXML = miXML.substring(index+2); 
  this[nameT] = valueT; 
  if (nameT == "cmd") { 
   this[nameT]._command = valueT; 
   index = miXML.indexOf("="); 
   nameT2 = new String(miXML.substring(0, 
index)); 
   miXML = miXML.substring(index+2); 
   index = miXML.indexOf("\""); 
   valueT2 = new String(miXML.substring(0, 
index)); 
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   miXML = miXML.substring(index+2); 
   this[nameT]._value = valueT2; 
  } 
  if (this[nameT]._command) { 
   command = this[nameT]; 
  } 
 } 
 nameT = valueT=nameT2=valueT2=index=null; 
 miXML = miXML.substring(2); 
 switch (command.toString()) { 
 case "tempNick" : 
  _root.usr = command._value.toString(); 
  _root.addUsr (_root.usr); 
  _root.screen.text += "Bienvenido 
"+command._value; 
  break; 
 case "mov" : 
  movX = command._value.substring(0, 3); 
  movY = command._value.substring(3, 6); 
  _root.screen.text += "El usuario 
"+this["from"]+" se ha movido a la posicion 
("+movX+","+movY+")"; 
  if (this["from"].toString() == _root.usr) { 
   _root[this["from"]].mover(movX, movY); 
  } else { 
   _root[this["from"]].mover(movX, movY); 
  } 
  break; 
 case "msg" : 
  _root.screen.text += 
"<b>"+this["from"].toString()+"</b>: 
"+command._value.toString(); 
  _root.showUsrMsg(this["from"], 
command._value.toString()); 
  break; 
 case "usrList" : 
  getList = 
command._value.toString().split(","); 
  for (i in getList) { 
   _root.addUsr(getList[i].toString()); 
  } 
  break; 
 case "newUsr" : 
  _root.screen.text += 
"<u>"+command._value.toString()+"</u> acaba de entrar al 
chat \n"; 
  _root.addUsr(command._value.toString()); 
  break; 
 case "changeNick" : 
  this[this["from"].toString()]._name = 
command._value; 
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  _root.screen.text += 
"<u>"+this["from"].toString()+"</u> ahora se llama 
<u>"+command._value+"</u>\n"; 
  indexUsr = getUsrFromList(this["from"]); 
  _root.usrList.replaceItemAt(indexUsr, 
command._value.toString(), command._value.toString()); 
  if (this["from"].toString() == _root.usr) { 
   _root.usr = command._value.toString(); 
  } 
  break; 
 } 
 _root.refreshScreen(); 
 if (miXML.indexOf("<") == 0) { 





La función interpreta recibe por parámetro un nodo XML con la siguiente 
estructura: 
<mensaje type=”XXX” atrib1=”valor 1” atrib2=” valor 2” > 
 
En nuestro código el único atributo obligatorio es type. Los demás son 
opcionales y de número ilimitado. La limitación de este sistema es que los 
comandos deben ser del tipo: 
 
cmd=”comando a ejecutar” value=”parámetro” 
 
Esto se ha hecho así porque los comandos pueden poseer muchos nombres. 
De esta manera cuando un atributo se identifica por cmd, sabemos que su 
valor es el nombre del comando a ejecutar y que el valor del próximo atributo 
(no importa qué identificador utilice) será el parámetro único y mínimo que 
acompañe al comando. Aunque parezca un poco rebuscado es la manera que 
creemos óptima para nuestra aplicación.  
 
El proceso de ir generado pares atributo-valor consiste básicamente en ir 
buscando los caracteres “ y = e ir guardando los valores en orden. Esto implica 
que si un usuario envía un mensaje que contenga el carácter “, el mensaje no 
se interpretará correctamente (de hecho se interpretará que el mensaje llega 
hasta ese carácter). Esto se puede solucionar transformando las comillas 
dobles en simples antes de procesar el mensaje.  
 
Una vez hemos extraído el comando, ejecutamos las acciones pertinentes 
como mostrar un mensaje por pantalla o añadir un usuario a la lista. Podemos 
definir comandos nuevos añadiendo las acciones dentro del switch. 
 
En lo referente a la programación del entorno gráfico, sólo señalaremos las 
funciones que creemos pueden ser de interés. 
 
En el mecanismo de movimiento hemos diseñado una función de retorno para 
el cursor un tanto diferente a la deceleración del avatar del usuario. En este 
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caso hemos programado un efecto rebote (o bouncing) para hacer el sistema 
más vistoso. La función que hemos utilizado ha sido: 
 
function returnHome(clip, xTarget, yTarget) { 
 inertia = 0.7; 
 k = 0.1; 
 xp = yp=0; 
 returningHome = true; 
 this.onEnterFrame = function() { 
  if (returningHome) { 
   x = -_root[clip]._x+_root[clip].initX; 
   y = -_root[clip]._y+_root[clip].initY; 
   xp = xp*inertia+x*k; 
   yp = yp*inertia+y*k; 
   _root[clip]._x += xp; 
   _root[clip]._y += yp; 
   if ((Math.abs(_root[clip]._x-
_root[clip].initX)<1) && (Math.abs(_root[clip]._y-
_root[clip].initY))<1) { 
    returningHome = false; 
   } 
  } else { 
   _root[clip]._x = _root[clip].initX; 
   _root[clip]._y = _root[clip].initY; 
   delete this.onEnterFrame; 




Con esto lo que conseguimos es que el cursor regrese a su posición original 
con un movimiento oscilatorio con centro en esta misma posición (es como si el 
cursor estuviera atado a su posición inicial mediante una goma elástica). 
  
De las dos funciones siguientes, la primera nos sirve para mostrar la pantalla 
con el mensaje del usuario. Y ésta a su vez invoca a la segunda función, que 
es la que lo hace desaparecer.  
 
function showScreen(usr){ 
 _root[usr].screen._visible = true; 
 _root.fadeIn(_root[usr].screen, usr); 
 _root.wait = setInterval(hideScreen, 2000, usr); 
} 
 
function hideScreen(usr) { 
 _root.wait = clearInterval(); 




Para que las transiciones no sean tan bruscas, se llama a otras dos funciones 
que crean un efecto de “desvanecimiento”. La primera quita progresivamente la 
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propiedad _alpha (transparencia) de un clip de película dado, y la segunda 
todo lo contrario. 
 
function fadeIn(clip, usr) { 
 this.onEnterFrame = function() { 
  if (clip._alpha < 100) { 
   clip._alpha += 10; 
  } else { 
   clip._alpha = 100; 
   delete this.onEnterFrame; 




function fadeOut(clip) { 
 this.onEnterFrame = function() { 
  if (clip._alpha > 0) { 
   clip._alpha -= 10; 
  } else { 
   clip._alpha = 0; 
   delete this.onEnterFrame; 
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CAPÍTULO 7. ANÁLISIS DE RENDIMIENTO 
 
Este capítulo nace con el fin de comprobar el correcto funcionamiento del 
servidor implementado. Además se realizarán diversas pruebas que 
caractericen el rendimiento y carga del servidor para determinados escenarios. 
 
 
Cuando se ha diseñado e implementado un sistema, el siguiente paso es 
comprobar su correcto funcionamiento, y monitorizar su comportamiento en 
diferentes situaciones, hasta llegar a encontrar el límite de nuestra aplicación. 
 
Se realizarán dos tipos de pruebas en nuestra aplicación: 
 
De funcionamiento: En ellas se comprobará el correcto funcionamiento de la 
aplicación, para distintas peticiones de los clientes. No se valorarán carga o 
tiempo de respuesta, sino la correcta gestión de la información. 
 
De rendimiento: Se diseñará una aplicación de activación de clientes, en la que 
se podrán establecer parámetros, como número de clientes máximo, tiempo 
entre envío de mensajes o patrón de invocación de clientes. Con ello se 
pretende caracterizar la carga soportada por el servidor, en función del 
escenario en el que se encuentra. 
 
 
7.1. Pruebas de funcionamiento 
 
Se expondrán cuatro escenarios, en el que un número determinado de clientes 
interaccionan con el servicio. 
 
La aplicación cliente esta formada por un módulo implementado en lenguaje 
java, gracias a lo cual hemos comprobado la capacidad de nuestro servidor, de 
soportar clientes implementados con distintas tecnologías. Nuestra aplicación, 
será capaz de enviar al servidor los datos introducidos por línea de comandos, 
y mostrar en pantalla los mensajes recibidos. 
 
 
7.1.1 Escenario I: Petición de acciones 
 
El escenario esta formado por un único cliente que se conecta a la 
plataforma, y realiza una petición de invocación de una acción. 
 
La acción elegida es changeNickAction, ya que nos permitirá comprobar 
la correcta gestión de las tablas de gestión de usuarios. 
 
A continuación mostramos una captura de la consola de la aplicación 
cliente, durante la realización de la prueba; 
 
Capítulo 7. Análisis de rendimiento  59 
 
 
Fig. 7.1  Consola del cliente durante la prueba de invocación de acción 
 
En oscuro observamos los mensajes recibidos por el cliente, y en claro los 
enviados desde el cliente.  
 
El primer evento es la recepción del identificador temporal del cliente en el 
servicio, esto nos confirma una correcta conexión al servidor. El siguiente paso, 
será invocar la acción de cambio de identificador, mediante un mensaje al 
servidor (ver diseño de mensajes para ejecución de acciones,  capítulo 4.2.1.). 
 
Una vez realizada la petición, se nos comunicará del correcto cambio de 
identificador, mediante un mensaje de confirmación, indicando como referencia 
la acción protagonista de la invocación. 
 
A continuación, mostramos el fragmento de registro que hace reseña la 




Observamos la conexión la conexión del cliente, y la posterior recepción del 
mensaje de ejecución. Cabe destacar que se comprueba la correcta gestión de 
el cambio de identificador, ya que desde el momento en se recibe la petición, y 
se procesa, el servicio ya hará referencia al cliente por su nuevo identificador. 
 
 
7.1.2 Escenario II: Envío de mensajes cliente-cliente 
 
Este escenario está formado por dos clientes conectados a la plataforma, que 
se intercambian mensajes del tipo cliente-cliente (ver capítulo 4.2.2.), después 
de haber realizado un previo cambio de identificador. 
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Fig. 7.2  Consola del cliente durante la prueba de mensaje cliente-cliente 
 
En la figura 7.2, observamos la conexión del cliente al servicio, y el posterior 
cambio de identificador, a  “Cliente_2”.  El otro usuario protagonista del 
escenario, realizará los mismos pasos, adoptando “Cliente_1” como nuevo 
identificador. 
 
El primer mensaje cliente-cliente, esta formado por los atributos obligatorios 
para este tipo de comunicación (tipo, emisor y destinatario). Y comprobamos 
como Cliente_1 recibe íntegramente el mensaje. 
 
En el segundo mensaje en cambio, son incluidos los atributos accion y value, 
que podrían formar parte de una imaginaria aplicación cliente, que requiere de 
estos atributos para su funcionamiento. En concreto, hemos imaginado una 
aplicación tipo chat. El envío y recepción de dicho mensaje, se realiza 
correctamente, comprobando así que el servidor no interpreta ni modifica los 




En el fragmento de registro de la prueba, comprobamos el comportamiento de 




7.1.3 Escenario III: Envío de mensajes cliente-sala 
 
Tres clientes conectados al sistema que intercambian mensajes de tipo cliente-
sala (ver capítulo 4.2.3.), forman el escenario de esta prueba.  
 
Se intenta comprobar la correcta gestión de las salas, y de los clientes 
contenidos en ellas. 
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Fig. 7.2  Consola del cliente durante la prueba de mensaje cliente-sala 
 
El usuario ‘Cliente_1’, envía un mensaje del tipo cliente-sala, a una sala con 
identificador ‘home’, que resulta ser la sala donde están contenidos los tres 




El registro de eventos del servidor, ratifica, que el mensaje es reenviado por el 




7.1.4 Escenario IV: Carga de parámetros de una sala 
 
Con esta prueba se quiere comprobar la correcta carga de parámetros de 
configuración de las salas. No es necesario realizar una prueba para acreditar 
la correcta carga de las acciones o creación, ya que se ha puesto de manifiesto 
en su utilización en las anteriores pruebas. 
 
Evaluaremos la correcta gestión del número máximo de clientes de una sala, 
con un escenario en que 5 usuarios con identificador ‘Cliente_X’, desean entrar 
en una sala con identificador ‘Sala_limitada’, que tiene un aforo máximo de 4 
clientes. 
 
Primero mostramos el fragmento del fichero de configuración 
 
 









7.2. Pruebas de rendimiento 
 
Para la realización de las pruebas de rendimiento, primero deberemos exponer 
el escenario en el que nos encontraremos, y las herramientas utilizadas para la 
caracterización; 
 
Herramientas de monitorización 
 
 Iarsn Abpmon 2.0 
 
 Systemometer Personal 2.0 
 
Máquinas que albergan las aplicaciones 
 
 AMD Athlon  1 GHz  con 324 Mb de RAM 
  
 Microsoft Windows XP Professional Edition 
  
 J2SDK v1.4 
 




 Hub 100/10 Mbps 
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Para la invocación de los clientes, se ha diseñado una plataforma sobre 
lenguaje Java, que mediante tres parámetros, definirá el comportamiento de los 
clientes. Esos tres parámetros son: 
 
 
Número de clientes: El número de clientes que se conectarán al 
servicio, una vez iniciada la aplicación. 
 
Tiempo entre mensaje: Tiempo de espera entre el envío de mensajes 
consecutivos de un mismo cliente. 
 
Con ello conseguiremos diseñar dos tipos de comportamiento de clientes, que 
siguen la filosofía de las dos aplicaciones cliente diseñadas durante el proyecto 
(ver capítulo 6). 
 
Juego en tiempo real: Durante 5 segundos se supondrán 20 jugadores, 
que por requisitos del juego, envían 21 mensajes por segundo (velocidad 
de refresco de la imagen), lo que equivale a un tiempo entre mensaje de 
50 ms. 
 
Chat: En un intervalo de 5 segundos, se supondrán 100 clientes, que 
enviarán un mensaje cada cinco segundos. 
 
Para caracterizar el rendimiento en estos dos escenarios, se utilizarán las 
herramientas de monitorización mencionadas, fijándonos en el consumo de 
CPU, y de memoria. 
 
Los dos escenarios provocarán una excitación de tipo escalón, en el servidor, 
ya que recibirá un gran número de conexiones en un corto intervalo de tiempo, 
y la tasa de peticiones se mantendrá durante la duración del experimento. 
 
Dado que el servidor viene de un estado de reposo, observaremos su 
comportamiento ante cambios bruscos (régimen transitorio), y su posterior 
adaptación (régimen permanente). 
 
A continuación mostramos los resultados de los dos ensayos: 
 
 
7.2.1 Escenario I: Juego en tiempo real 
 
Primero observamos el una gráfica que hace referencia al consumo de 
varios recursos del sistema, en el instante de recibir la excitación; 
 




Fig. 7.4  Consumo de recursos en el instante del inicio de la excitación 
 
Observamos que solo el recurso de CPU muestra un consumo total. Otros 
parámetros importantes, como el consumo de memoria, a penas, sufren 
variaciones. 
 
Siendo el consumo de CPU, uno de los parámetros de mayor relevancia para la 
caracterización del rendimiento de nuestro servidor, a continuación se muestra 





Fig. 7.5  Niveles de consumo de CPU durante la duración del experimento 
 
 
Por último, la siguiente tabla, muestra los valores de varios parámetros del 





Capítulo 7. Análisis de rendimiento  65 
 
 




7.2.2. Prueba 2 
 
Como en el anterior ensayo, mostramos los niveles de consumo de CPU 






Fig. 7.7  Niveles de consumo de CPU durante la duración del experimento 
 
 
Y como último, también mostramos los valores de varios parámetros de 




Fig. 7.8  Valores recogidos durante el régimen transitorio 
 
 




Debido a que ambos ensayos, presentan una excitación similar, aunque con 
parámetros de tasa o duración distintos, las conclusiones que se pueden 
extraer de los resultados son comunes. 
 
En el periodo de régimen transitorio, cuando se recibe la excitación escalón, el 
servidor intenta adaptarse lo más rápidamente posible, al nuevo estado. Esto lo 
consigue consumiendo todo el nivel de CPU disponible. Cuando ya se ha 
conseguido la adaptación (régimen permanente), el servicio reduce en gran 
medida su consumo de CPU. Esto es debido al diseño del servidor, que solo 
consumirá el porcentaje necesario para el procesado de los mensajes. 
 
Pero sin duda, el punto que más destaca, es que el consumo de memoria 
durante todo el ensayo, se mantiene estático. Durante el intervalo transitorio, es 
debido a que nuestro servidor no requiere crear nuevos objetos socket para 
recibir las nuevas conexiones, lo que provocaría un consumo de memoria, 
gracias a la utilización de sockets no bloqueantes. Y durante el intervalo 
permanente, es debido que el conjunto de objetos que se deben crear para la 
gestión de los usuarios y de sus peticiones, tiene muy poco peso en memoria, y 
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CAPÍTULO 8. CONCLUSIONES 
 
Este capítulo nace con el fin de comprobar el correcto funcionamiento del 
servidor implementado. Además se realizarán diversas pruebas que 
caractericen el rendimiento y carga del servidor para determinados escenarios. 
 
En el capítulo de introducción se expusieron unos objetivos para este proyecto 
y ahora vamos a valorar hasta qué punto han sido alcanzados con éxito. 
 
Estudio del mercado y análisis de las necesidades 
Una primera parte de este proyecto ha consistido en marcar unos objetivos 
genéricos sobre la aplicación, estudiando y analizando después los productos 
existentes en el mercado para al final definir unos objetivos concretos basados 
en las carencias y las necesidades que hemos encontrado.   
 
Diseño del protocolo de comunicación. 
Uno de los objetivos era crear un protocolo de comunicación para el 
intercambio de mensajes entre cliente y servidor. Usando XML por su carácter 
estándar hemos definido las reglas que constituyen dicho protocolo. También 
hemos comprobado su eficacia y determinamos que cumple con los 
requerimientos demandados. 
 
Diseño e implementación del servidor 
Otro de los objetivos principales de este proyecto era el de crear un servidor 
extensible y modular capaz de trabajar con el protocolo mencionado 
anteriormente. Además tenía que ofrecer buenos resultados en cuanto a carga 
y proceso, hecho que hemos comprobado en el banco de pruebas. Hemos 
comprobado que es  
 
Diseño e implementación de clientes 
Como se menciona en la introducción, se pretendía integrar el servicio de 
comunicación en dos aplicaciones totalmente distintas. Esta tarea ha permitido 
constatar cómo crear aplicaciones con comunicación en tiempo real de una 
manera sencilla y eficaz mediante el servidor desarrollado. Además se ha 
profundizado en el propio desarrollo de las aplicaciones cliente. 
 
Guía de utilización 
Desde un primer momento quisimos crear una serie de instrucciones concisas 
para poder programar aplicaciones y juegos basados en nuestro servidor de 
una manera fácil. Creímos que la mejor manera de lograr esto era creando dos 
aplicaciones distintas y documentarlas. Se quiso crear dos casos prácticos que 
podrían servir de guía a futuros desarrolladores de nuestro sistema. 
 
Análisis del rendimiento del servicio 
Para comprobar si el servidor cumplía las exigencias marcadas en los objetivos 
del proyecto se han llevado a cabo una serie de pruebas. Dichas pruebas se 
han basado en los dos parámetros que creemos que son más interesantes 
para evaluar las prestaciones de este servicio; la capacidad de carga y de 
proceso. Como hemos podido comprobar en el banco de pruebas, nuestro
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servidor supera con creces todas las expectativas y requerimientos que 
marcamos como objetivo.  
 
 
8.1. Desarrollos futuros 
 
Aunque se han cumplido todas las expectativas expuestas en la introducción, a 
lo largo del desarrollo de este proyecto hemos ido viendo posibles extensiones 
del mismo. Vamos a comentar algunas de ellas: 
 
 ·Clustering (sistemas distribuidos) 
 
Aunque ya hemos visto cómo la capacidad de carga en el servidor aumenta al 
utilizar sockets no bloqueantes, seguimos estando limitados por el ancho de 
banda y por la capacidad de procesamiento del servidor. Para esto existe una 
solución muy utilizada cuando se trata de aplicaciones orientadas a dar 
capacidad a cientos de personas; el clustering. Este procedimiento consiste en 
repartir la carga de un servidor entre varios, multiplicando la capacidad de 
proceso y el ancho de banda. Para esto se tiene que marcar unas directrices 
que permitan al servidor principal delegar parte de las tareas y hacer que todo 
el sistema funcione como un solo servidor. Típicamente de cara al usuario este 
proceso es transparente, no sabiendo en muchos caso si se está realizando 
clustering o no. Un ejemplo de software que utiliza este método es el conocido 
Messenger. En este programa cuando se hace un intento de conexión se 
localiza el servidor más próximo que pueda albergar esta petición. De esta 
manera, creando muchos servidores en todo el mundo y organizando el 
sistema distribuido se puede llegar a albergar a miles de usuarios 
simultáneamente, y lo que es casi más importante, ofrecer el mejor servicio a 
cada uno de ellos (conectando al servidor más cercando aseguramos el retardo 
mínimo que se puede obtener dentro del sistema). 
 
 · Ampliación de los clientes 
 
Como también se ha dicho, los clientes son lo suficientemente sencillos como 
para tener cabida en nuestro proyecto, pero lo suficientemente potentes como 
para demostrar as capacidades de nuestro servidor y servir de base a 
aplicaciones más complejas. En el caso del chat ya hemos comentado en qué 
línea podríamos seguir desarrollando; podríamos crear un chat clásico con 
varias salas y mensajes privados entre usuarios (nuestro servidor lo soportaría 
sin problemas) o podemos desarrollar, en el caso del chat por avatares, un 
entorno gráfico más cuidado como en el caso de Habbo Hotel 
(http://www.habbohotel.es). Asimilar ese nivel de desarrollo nunca fue el 
objetivo de este proyecto. 
  
Gracias a la carga dinámica de acciones podemos dotar de nuevas 
funcionalidades a nuestro servidor según los requerimientos de cada caso. 
Nunca fue el objetivo de nuestro proyecto dotar al servidor de todas las 
funcionalidades posibles para este tipo de aplicaciones; más bien intentamos 
implementar las básicas y nos concentramos en hacer que fuera fácil 
ampliarlas. De esta manera un programador que quiera desarrollar una 
aplicación cliente basada en nuestro servidor podrá crear el cliente y adaptar el 
servidor a sus necesidades.  
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