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I N T R O D U C T I O N 
La mise au point d'un cross-compilateur paramétrable 
est entreprise au sein du projet X25 étudié en collaboration 
entre l'U.C.L. à Louvain-la-Neuve et l'Institut d'Informati-
que de Namur.Ce projet consiste à réaliser un réseau répon-
dant à la norme X25 et utilisa nt des microprocesseurs comme 
processeurs frontaux. 
· Dans le cadre de _ce projet,il a semblé intéressant de 
prévoir dès maintenant l a mise au point d'un cross-compila-
teur paramétrable.Celui-ci doit permettre de traduire des 
programmes écrits en langage C en codes objets relatifs à 
différents processeurs. 
· Dans cette étude, nous avons essayé ,. de construi re un pre-
mier ·-prototype de cross-compilateur paramétrable en utilisant 
une· chaîne de progra.I!lIIles pour le réaliser. Il a été mis au 
point dans l'espoir qu'il puisse être facilement utilisable 
pour- différents processeurs.Cependant,il a é té essentielle-
ment testé pour le microprocesseur 21Iotorola 6800 .Certa ines 
phases du cross-compilateur ont également ét é test é es pour 
le microprocesseur Intel 8080. 
Dans ce texte,nous nous proposons,da ns un premier cha-
pitre,de définir les buts e 3sentie l s d'un cro ss-coillpila teur 
a insi que ses principes de réalisa tion sur base d'une chaîne 
de JJrogrammes. Ensuite,nous présentons le s out ils utilisés 
- langage s et logiciels - pour le r é aliser.Le chapitre sui-
vant· décrit de façon pré cise les différent es étapes de réa-
lisation du cross-compilateur pour le microprocesseur ~.foto-
rola 6800.Enfin,dans un dernier c h apitre,nous a n a lysons les 
él éments d u processeur qui influencent le cross-com~il~teur 
et donnons les conseils nécessaires à sa mise en oeuvre pour 
un a utre proces s eur. 
I.I 
C H A P I T R E I 
--------------- -
BUTS ESSENTIELS ET PRINCIPES DE REALISATION 
D'UN CROSS-COMPILATEUR PARAMETRABLE 
I.2 
Dans ce chapitre,no us définissons tout d'abord les 









Nous présentons ensuite les buts et avantages essen-
tiels d'un cross-compilateur paramétrable en soulignant 
également ses limites. 
Enfin,nous décrivons les solutions de réalisation 
envisageables par une chaine de programmes ainsi que la 
solution retenue.Dans ce troisième point nous expliquons 
aussi,brièvement,pourquoi nous avons retenu une solution 
comportant une chaine de programmes. 
I • .3 
I.I Définition des termes utilisés 
Nous a llons définir les principaux termes utilisés à.ans 
la suite de cet exposé. 
I.II comnilateur 
------·-----
programme permettant de traduire un programme écrit 
dans un langage de haut niveau (différent d'un langage de 
type assembleur) en code objet exécutable sur un processeur. 
programme permettant de traduire un programme écrit 
dans un langage de haut niveau en code objet exécutable 
sur un processeur différent du processeur qui exécute ce 
c r oss-compilateur. 
cross-compilateur permettant de générer les codes objets 
rela tifs à différents processeurs. 
programme permettant de traduire un programme écrit 
dans un langage de haut nive a u e n un autre langa ge symbo-
lique plus élémentaire et plus simple à manipuler. 
I.I5 lan~~~e_assembleur 
langage permettant à l'utilisateur d'un ordinateur 
de ne pas écrire ses programmes dans le l a ngage primitif 
de la machine.Il lui offre la possibilité de désigner sym-
· ·---~ ---
I.4 
boli~uement les entités fondamentales ~u'il doit manipuler: 
ins t ructions, constantes, v a riables, em:;:;lacements mémoires, 
textes d'inst r uctions. 
I.I6 EroFamrne_assembleur 
programme permettant de traduire un prograrœ~e écrit 
dans un l a nga ge de type assemb l eur en c ode objet exécuta-
ble s ur un processeur. 
I.I7 cross-assembleur 
prograrn::ie permet t2.nt de trB.duir e w.'1. proe;r a:rc::ie écrit 
d2.ns un l ::<.nga ge (;_e type asse::-ibleur e::_ e;o cl e obj et e xé cuta-
-cle sur un processeur différent d u ·,·:rocesseur oui exécute · 
ce cro s s-as sembleur. 
I. 18 cross-assembleur n ?.ram~t rable 
-----------------·-----------
cross-asseI1Ibleur permettant de génsrer les codes ob j ets 
rel a tifs à diff'érents pro cesse u.rs. 
I.2 Buts d'un cross-compilateur paramétrable 
Dans ce paragraphe,nous pr8sentons les buts essentiels 
et les avantages que _peut offrir un cross-compilateur para-
métrable .Ces avantages sont particulièrement i mportants dans 
le cadre d'un réseau de micro processeurs de t :/ p c s différents. 
Ils peuvent éga lement s' a vérer très intéressants pour un 
proce s seur unique. 
Un des principau.x 2.v ant ages d'un cr-:;s s -c omy, il2.te ur ;_"' .!'.> -
ra.métrable est q_u' il ne nécessite que la co ru1::'.iss ance d'un 
seul langage de progr8.1m1ation de haut n iveau -en l'occurrenc e 
l e langage C. 
Ceci f a cil ite évi:ie .·:,.rne n t 1:_:· t â c h e j .:, s :pro gr a :n:neurs puis-
q_u ' ils ne .:..i. evront pas é crire l eur s pro Gr &-r..l:ie s dans le 1 2..n-
g :,ge cvssembl e ur d '..1. processeur où. ces t r ogr~_:·:;.rne s devron-;; être 
exéci....t è s - ou évent uelleme n t dan s d ' r.ut r es l c::.n gar:;es utilisa-
bl e s sur ce proces s eur. 
Il f a ut c ependa nt not e r, dès ma inten2.nt, qu e d ans le but 
d'obtenir des progarru11es exé c v.t ables pl .. '.s p erform:::nts, le s 
pr ogram. t:es C devront tenir co;.:pte, d a.n s uhe certai ne mes ur e , 
::es p nrticul ari t é s pro:9res a u processeur. 
D' a utre part, l a p ::·,.ramétrisa tion du cross-co;·.1pil J.teur 
n e sera pas é l émentaire à r é2.liser e t de ;i1ande r a un 2.s s ez 
long trav8.il de mise a u point .• 
Un a utre avantage q u 'on veut souligner est que l a pro-
b abilité de portabilité des programmes es t plus grande.Ceci 
s'avère vrai ;,,'.ussi bien dans l e c a dre d' un r é seau q_ue da ns 
celui d'une extension du sys t ème informati qu e ou lors d'un 
c hangement de matériel. 
• 
l.. 0 
Dans le cadre d'un r é se ~u où les diffé rents noeuds 
réal i sent les mêmes fonctions - les program:nes utilisé s dans 
les différents noeuds seront fort semblables même s'ils 
sont destinés à des proces s eurs de types différents.Il suf-
fira de les adapter e n tenant compte de c ertain es p 3.r t icu-
l~rit é s du pr ocesseur. 
On p e ut égaleme nt retenir que l a port 2,b i l i t é des pro-
gra ,~::es permettra de s i mplifier 1 ::-. 111ainten:.:.nce e t l a mise 
:,.èl r: '.) i:::-it d e s p:co t2:r 2..rn. ~·.e s . C e u.::-c i :;_; e uv ent , = t .!lt do ~·.L:::~é c 1-1. ' il :c: 
so::1t tous é crits d a ns le rnême l ang2.,ze, être c oE1pr i s p:·.r t .; US 
1 e s pro grEt.,;i;,1e 1J.rs. Cel é::, a s surera donc u.n.e mr:,.int e n :· . n c e pl us 
r s pid ·o , pl us e f fic a ce e t :pl us sù.re. 
I.ors cl ' ur1 changement de 1i12t ~r i 2l, p ~:r exe .:, Jle ,il 2- ttf f ira 
de re pr endr e l es pr o gr a œne s C ex i s t ants e t de les ad2Dt er 
dJ. :.:-:.o '..i.ve .:.u pro c e sseur . 
,, 
I. 3 Solutions de réalisation envisa geables 1J .::T u:.l"le chaîne de 
pro gra.IIl!ne s 
• 
Dans ce paragraphe,nous expli quons brièvement pourquoi 
nous ~vons c h oisi une solution utilisant une chaîne de pro-
gr:.:.m.ues.lfous d é crivons ensuite les di f f ~re ntes so lutions 
_envisageables et celle qui a ét é retenue. ifous donnons éga-
lement les raisons essentielles de ce c hoix. 
I. _:.,:: :?o u.rq üO i w.1.e cLaî ns è.e -,~ ro 6r ::_; _L:1:te s 
----~------------------~---------
Le cross-co:.:1.~ülateur :p ,·.r2. :,ét r3,ble C;_è..1.e n ,)"L.1.s constr ;:,i-
sons est u.n pre:ni:::r !Jro-t;otype. 30.:.~ but e ssent iel es ~c de clis-
s·.J.r&ir lors d.e l' 212,bo-
L'utiliss.tion d'une c :!_1· .î r~ ·3 de nrc _c-i'2 .. :::1e s TJour le n i a-• 
- - ... . 
liser permet de sfrier le s pr oblè~es e __ l es class~nt e ~ 
rnoè.u.l z~ire du ) roblème. Ceci :;er:~1e t ; ventuellement de r ~ç tu-
dier certaines pc.rties du cross-e;o"'""pil2.te-..i.r qui seraient 
j ugé es m2.l ad2ptées ou peu :rerformantes. 
I.ji Solutions de réalis rètion e:1vis :: .. -,:•::2.bles 
-------------------------------~------
_!'.;.v ::mt de décrire plus en d.t: t - il l e cros s -co :·r1pil ELteur 
tel qu'il a é t é réalis i ,voyons briève.~ant quelles ét ~ient 
les solutions de r éalisation ~o s 3ibles pour cons truire un 
t e l cross-coï:1p ilateur JY~r une c h:?~în ::: d~ IJrograrnmes.Deu.x des 
solutions envis ~:gées co E1portent t~ois phases essentiell es, 
1 2. tr ·:iisième n'en co .:1prend ,iue deux. 
I.J2I Solutions_en_trois_nhases 
., 
Chacune des deux solutions e ~ trois phases utilise une 
première 9h a se de pré-compilation.Cell e-ci c onsiste en une 
traduction de chaque inst :cuction C e n une sui te d' instruc-
tions d' u..11. l c::.nga g e s ymboli que plus é l ément a ire (~ue nous 
a p~)elerons l :=,mgage intermé diaire. 
La d e uxi ème pha se du tr2 .. i t ement cons iste à tradu i re 
chaque instruc t ion de ce l a ng:-?.se int e r mr; a. i 2.ire d .. n s un 1 :: .. n-
g3.ge de t y }:i e assemb leur • . 
.J ::m s l a premi è re s o l ut i on, ce code a ssembl e ur es T- un 
ccd e u...· ü v e rsel et stand;.r dis é , c' e s t - à - dire qu e sa s Jnt 2-xe 
est identi C1_ ue quel que s oit le :"'Jroc.esseur conc e r né .D::.ns ce 
C "s 1 - , +r oi· s i 0 ; ,1"' ph...,"' e 
....., ' - - ·.. \J - --- ...... c. ... l>.J c ons i ste e i-~ •_m cro s s - as sembl a ge p :_ :.r .?...-
. . b ~ . r - • • d :::;.; -c r a ..L e o_"",J.l en I onc -c i on ·:."l l) roce sse ur s-:_rr le q_ uel l =:-. :·:ro-
~r :..:~ .. e d . ) i t @tre exéc uté , traduit l e C O Cl~ e ~,,... "'e ·:•ïb l "'·v. ...... ::-- , >✓, :- ·r"e: 
- _,:.:) 1..J __ .. - - u. ù - ·~ . , -
1 •:) rs d.e l a ~::h?cse prf c ,:: dente e :: co de o·o je t e x é c ï.1.t zè·c1 e s -.-1.r 
ce processeur ( voir fi gv.re I.I ) . 
D:::.n s 1 :..... seco n de s .J l u t i on, 1 ·,. de uxi :-=:r.e ph:'..se tr:3.dui t 
les :.n st ructions du 1 2..n gage int s r :7if ci L •.ire d ire cteme::t d .s.ns 
l e c ode a 2se1i~bleur r e l 2.t i f e.u pr oce s seur sur l e ~~ uel le pr o-
' " ' L ...L • • , h . t .. 
,;-.:- s.: .:.1e s erc:. exe cu ce. a L, rois ie:ne p_ a::: e c on sis e ici e n v.n 
cross-asse:nblage util is ~:,n t dir t; Cte:~1 ent l e pr ogr [:.i11:r1e à. ' a s sem-
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c r o ss- :::~ssembl2.ge n2.rar1 ;;t rable 
-----------------~-----------
I . I Dremièr e s ol ut ion cl ' unc ro ss- c o:. i-::; ilateur D-:?~ra-
e e n tro is nhas~ r.1étrabï 
PRO GRA~-~1iE 
C 
PHASE I EEi -compilation 
i, 
CO J3 




i~J . .)E~,:31~0:rt 
PRO C:~SJ3UR 




figure I.2 de·o.:,;: iè:ne s olution d'un cross-co r:1ni 7 a teur n :~.r ;;.-
m~trable e n trois phases 
I.II 
I.322 Solut ion._en_deux_ph.:tses 
Cette t r oisième_ sol ut ion utilise 1 2~ m~rne phase de pre-
compilation que les deux autres solutions.Rappelons que 
cell-ci c ons iste à traduire c h a qu e instruction C e n une 
suite d'instructions d'un l angage symboli ~ue plus élémen-
taire. 
La deu.xi è ,:ie ph :?.s e e st ici un':! cros2 - c o ·; r, il2.tion n ·,r;:,_-
mét rable tradu..i sant directe:-aent le co d e obtenu lors de l a 
pha se d e pré-compile_tion e n co de obj et r el2:G if au :processeur 
qui o.oi t exé c ·0.t er le programrne tr2.dui t . ( ~vo ir f i s-u.re I. 3) 
PRO GR-a::•.~:-_;::_; 
C 
-or f - co::i,ïilat ion 
.,_ ______ . 1 -------
·~ 
CO:JE 
I N'J:3fü:iliDIAI ::tE 









La solution que nous avons décidf d'implémenter comprend 3 
phases • Ils 'agit de la première solution décri te dans le 
p 2.ragraphe précédent. 
Elle comprend: 
une phase de prt: -c o.,_1;ils.·cion 
une phase .le trad t..1.ction en 2.s ;:;; e ::1bl e 1J.r universel 
u..11.e phase de cross-as s e :11blage p :.:_r :3..Tilf trable 
(voir figure I.I) 
Voyons ms.intenant q_v.elle_s son-t; les r -·.isons e s s e :.-1 tielles 
à.e ce choix. 
Par.:,i le s solutions c: ue nous venons cl 'e::r:--ivis ::-.ger,la 
sollJ:Lion co::iport 2.nt deux phs.seË> ( prs-co ::1~~, i L::èt ion et cross-
co :;•,pilat i on p :~i.r8.:!1 é trable) se;,,ble int ,; re s s ::c: nte. En effet, elle 
co :,1porte une phase de tre_i ternent de mo i ns que le s deux autres 
ce qui per:Jet de di:rünuer le t e:1,JJS total de tr:~i temer:.t . :û ' 
autre 1J 2.rt, cette phase de cross-c o .. :pils.t ion pa ramétrable 
s.u.rai t sans doute pu être ré o.lis c E: sur b 2.se cl..J. cross-assë;r..-
bleur p :::-.•.ramé trable dont n ous disposions. 
hL:.üs conn .issant . m:il c et outil, nous avons préf~ré, par 
manque de te :,1ps,ne pas le TJodifie :::· .En :plus,cette solution 
est plus co mpliqu ~- e à r ~aliser e n ce sens e:.u' elle mél o.nge 
deux problèmes différents:d.'w'1e p 2..rt 1.L'1e 1Jhase de traduction 
d ans un l ?.ngage asse rnbleu.r, d' 2.v_tre ps.rt l e génération du 
c ode o ·o jet correspondunt à ce l :::1.ne;age as ~: embleu.r. 
I~ous 2.vo ns donc r eje té cette s o l v.tion. 
I.I3 
La raison essentielle qui nous a pous sé à nous tourner 
vers la solut ion utilisant U..1'1 cross-assembleur p a ra..."Ilétra-
ble est qu'il suffit d'écrire et de connaître un seul pro-
gram.me pour réaliser cette phase de cross-assemblage. 
En eff et, ls sol ut ion utilisant le 12.ngage assembleur 
standard du processeur nécessite d'écrire et d'apprendre 
i manipuler un nouveau programme de cross-assemblage pour 
chaq_ue processeur.Par cont re,dans 1 2. solution retenue,il 
- - . cle cr·o s s- assei~~i:...•l. c:_Ge s:;:1. s-
t e.nt. 
l)' ::::.utre p urt, l 'utilisr;.tio n d'un l r:.n 6 age a s se!.:lbleur 
universel plut6 t que le l ang:·,.ge 2.s ::3 e 1,,ble v2" sta:1dur cl du 
processeur Oi Îre des 2.v ::,.nt s.ges certains. ::, J.le permet ëi. e fa-
ciliter l e. paraji tris ,'._tion du cro s s-c ü: .. :::-:il tet,J· . :~ n eff et , 
-,::. d ~I~i·ni· +;o,..., . .:: es "'E:' ouences o~ ' in"'+ruc.,_ io1Îs 0 p-é.-n• .. :re-r· pou'~" 
_ _ ._ \... _ r., _ _.1. ,_,. .,;:,, .1. .. _ _ 1:::> V _ .. L, _ - - ~· 0 - .L C - _..1  
chaque instruction du l •ë'_ng:cge interi;;~ di .ire c~ n s rf p2.r lR 
phsse de pré-compila tion ser~ simplifi fe ,en ce sens r• ue les 
. · .,_ . bl . ' t .,_ -'- ' 1.ns-cruc uions 2.s.s e rn _ell.l"'S r é.pono.en t,0 1).ues a syntaxe 
0uel que so it le code objet du proces ~eur. 
3 n 1:;l us, nous désirions tester un C2::"'0Ss-2.s s embleur pc.-
ra.métrabl e que n ous avions reçt•. de l ' .:: co l e }'olyt e chniq_ue 
Fédi r a le de Lausanne. 
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II.2 
Dans ce c hapitre,nous allons essenti e lleme n t Qécrire 
les outils que nous ' a vons utilis é s pour r éaliser le cross-
co ;:1pil e.teur p2.rarnétrable. 
Nous décrivons tout d 'ab ord l es la::-igages do nt no u s n ous 
so :::.."Tle s s e rvis: 
Le l a ngag e C 
Le coà.e V .'"'-C 
Le code C • .'.i_Lifi 
Snobol 3 
:-:.:ns·\.J.ite , no u s dé c rivons l e lo ;::ici-::1 exist :,_n t ( Ui ?.:. f t .:; 
utilis ,[ : 
le c o::ipilateur \T .--.c 
Le cro s s-2.s sernb l eur 1J2.r ,0.:,:•2trable 'J., L .,.:i.:;; 
Ifous 1Jouvo~1.s ensui te co :·:m l é t e l~ le s c ::18rnr-,. ::."i. ·J. cross-
r•.-- -; l ~ ' C, ~ r ·· -·· .'. tr~ bl ' ,., -=-C J .. , ~- -- '~.""C - ur p r.::._ ,· .... Je:: _ ~ - e C~Ue D vU.:, .-, , r o·," c r e i- o-,,,u (,ro1·r i' i· ~urc .:.... 1/ __ ,;:i - ..., ....... ~.:. • - - ·-· -
I. I) e -c d. o ru.1.er un exe .::ple concret -+: ra .::.·_·,.is ::-.~-:t 1_12:.s in::.ti~üctio:n 
e:'.-i code objet pour u..n l)ro ce s : eur . 
II.3 
II.I L~nga ges utilisés 
C est un l ~mgs.ge de pro gr ','i.f!lfil3..t ion initialement d i ve-
lo:::;pé sur le système d ' exploitation l.LIX tournant sur ;.BC 
P~F-II.Il a été réalisé e t i mplément é par Dennis Ritchie . 
Des co ::1pil2.teurs C sont également disponi bles sur un certain 
no::ibre d'au i"- re s mac i1ine s, notam:-1ent 1' IBh-;/ 3 70 , Honeyv1ell 6000 
et Interdat ~ 8/J~. 
La plupart des idé es reprises pou:c a ..; ve lo :_;i;e r le la::~-
:;· . .:_::e ~! proviennent du l anga;::;e BCPL d.évelo :.:i:,::1é p a r :,:;:..rtin 
:.li c h2.rds. Cette infl u.ence de BCr'L sur C a ét/"!. __ e .:,e n t con:"i.nit 
p .r ï. en Tho.11:!_:)son e::.1 I~70 po ur ftr e utilis ·.:: su.r le pre:~lier 
s:-stè:ne Œ•:IZ tournant su.r Ï-' JJ?-7. 
C possède l a plu!-)2.rt : .. es ,.v :::.nt2.ges des l é:t.ngage s ô.e 
h :::.ut :clive au. . Voyons q_uelles e :::-1 ë:; ont les c ,?.r ,:.c -c~ristiques 
es s entielles. 
C dispose d'un gr::~n d no ;::bre de t ypes a_ ,:; donné es.Il 
per~~!et l'utilisa tion de c aractères, d' e r:tiers , de no ~,1b:res e n 
virgul3 flott g,nte, è.e po inteurs, dE: table s.u.x: , d2 structures 
e-: d e fonctions. 
C re prend l a plupart des instructi ons de contr6le que 
l'on retrouve dans les langa ges de haut nive :-~u.Ces instruc-
tioYis per;~1ettent une structuration bien adaptée des r,rogram-
:ne s. Ces instructions sont:if,while,for,do,switch. 
Toutes les routines de C pe uvent ~tre définies r é cur-
si ve ::1ent grâc e 2. 1' exi s tance d' .,__,_._""le pile où sont sauvées 
s.·.:to :,-.2-.ti -;uer.1ent toutes les infor mat ions né c essaires g, 1 2. 
restitution de l 'ancien enviro:n:.'lement . 
II.4 
C ne dispose pas de la structure de blocs.Un program-
me C co,:·:prend une ou plusieurs procédures.Cel a permet 18. 
modularité des programrnes;m3.is les procédures ne p :1_1.vent 
pas être e mboîtées.Cel ~ permet d'éviter la mise en place 
,de mécanismes complexes d'accès.On peut 8galement noter q_ue 
c h e.que procédure peut être co;npil é e sé:pa r ément. 
C ne dis :-:iose pas cle table ;:w.x â.y1L~ ,.i c: us s.Ceci pe:c;~1et 
u..vi.e organis a tion sim~·lle de la :::üle, 1 -=:. ,1ac -2 n 8c -::s s:-.ire y- J 1-1.r 
s t ocl:er les don_Y1é es étant connue a u :noine nt j e la cor:1pil:1tion. 
ï>: 2.is l' exista nce de pointeu::" s 11ermet de définir des -~roc É: -
du.res qui peuvent trava iller s ur d. Es t'.::.ble '":0.ux de l :1 n .s .·.e urs 
à.ifi s rentes:le :.:;o intel;.r do:r1::1e 2.ccès a :. p r e ~.:ie r é l f ::"~'. 1:t cl·.1. 
table2.u. 
Les 2.rgum·.:: 11ts d'une pro c ~dure sc·~,.t 2.~~Jel é s :rn r valeur. 
C 'est- i - J ire ~u 'ils sont pa~s é s i 1 ~ f~nc t ion ap,~l é e e ~ 
copiant l a val e v.r d1.1. YJ~,.ra,1ètre . Il es t , i n si L ,ipossi"tle à. 
1 2. nrocé clure ap:pel é e J.e mo -:3. ifi e r 1 :-t v2.le ur d ·.~ ·02.ran2 tre 
e.ctuel de 1 2. procédure a :,,r ela !1.te. Po-:.,1.r r ~aliser u.::.-i · p ~:,è.l 
p2.r rfférence, il es t C-c:~Jenà.2.nt po s =:; ible d'utiliser ru1 po in-
teur, ce cru.i permet à l <: '. :proc :.éiv.re a }'J2:"Jel s e cl e i,100.ifier l' 
ob2et sm· leq_uel pointe ce pointeu.r .Les 2.1.o i:1 s de t2J:,::;..e2..u 
sont pas s é s co :-n:ne la l ocaliss.t i on d. 0) . ::-,r ~:,lier é l iment c1u 
tableau. Ils 'Etgi t donc eîf ecti ve rne nt a.' u:.'1. a ::m èl p 2.r référence. 
Ces quelques considé r a tions s u.r le 1 2.n ga ::;-e C montrent 
que,bien q u 'offr2.nt l ,J. plupart des 2.v c.ntages des l 2.ng2.ges 
de haut niveau,il r)o s sède 1 2, :Jarticul s.rité · ,.i.e conserver 
à.es techni o, u~s d'implément a tion rel :,..·,tivement simples. 
D' .:.utre p a rt,le l 2.n g a 5 e C r c pond ~?.ux :oos s ibilit é s cles 
:·é::-:.:.c rünes a ctuelles.La pluix~.rt de s t yp2 s cls do r.;.n é es d. is r)o-
:niblss et des structures d e contrôle s ont su_q :iort~s p é::. r 
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le. plup :::.rt à.es ordinateurs.C est donc relativ ..: ment effica-
ce et l'utilisation d'un langage asse . .ibleur pour écrire 
les progra:mnes s'avère In')ins évidente.L e. d eille u.re preuve 
es t qu 'une grand e partie du s :_,r stème U3 L-C est écrite en C. 
Bien QUe n'étant pas un lang2.ge de très h 2.ut ni ve 2.u , 
S :::.~ s,3ts c epçnd..2.nt inù~p8ndant C.e l' '.::'.rc 1~it ~vv .. -.re cle 1 -,-_ ;r.a-
chine. Il e st .. insi facile me nt nos :; ibl e d ' é c ::c- ire des pro 6r c.m-
:·:--,es C q_ ~.i s o ient portables sur d 0 s mac l.:.ine s différentes. 
Po ·.:.r t o v.t es ces r a. i s o r:. s , ::w2.nt 3.f:e s ,3_ es 1 2.n t';:': r:~s s :i e h.:·:~:.t 
:::ive ,_ u , :::;os :;; i b il i t f J e rne.ni pv.1 2.t i on ëie s :.1 ~:·:,e s o b j s ~..:: s -c :..rac-
-': ères, no :,10 :r· e s, ;_:,clre s ses- c: ue l e s l •.iïg3.:I"23 3.sse .. ,b1 ,:~\..1.rs,::::--or tç1.-
-_ i li ~é , nous 2.vons décidé cl ' util iser C c or.r,e l ~~n gage de b E~se 
et -5.' écrire un cross-c o:::0ilateu.r ~:i -· .. r a:,:f t re::.bl e de C. 
Tl :;, ~ .;.. -' c;- leme·nt ,:, vi d 0 r1t '' " 8 +r:::. ·, .-; 71 ,·, nt sur le s y s 
-- ~ ;:, V ·.::: be. !li .L ..... - ~ · '. v . ' _, __ , -=-- ------ - ' -
t è 2 e U~ I L ,nous d~sirions utiliser t ous l e s ~r o gr aœ~es ~crits 
s ~ C d ~ns 1 2 système d 'exploitation. 
II.L: Le c ode VAC (Varian _.:,.bstr2,c t C-:.~ac:~ine ) 
Le c ode v.,~c a st é r balis ~ lors du p rojet 'l\ , I Z é t udi é 
en collaboration e ntre 1 'U. C. L . de Lo uv2.in-l2.- ~{euve et l e. 
1·: . U. L. de Leuven. Ce pro jet visa it à l' étuc3. e et l' i mplémen-
tation de s y stè:nes d'exploitat i ons iüodula ires pour d es s ini-
o ~·d inate v.rs. Ces s ys t èmes d ' expl o ite.tiens doivent ~tre, dans 
12, !!les u.re du possible ,ind É:p e nd r-in ts du h ,0 .rdwa re .Des versicns 
o :r,ér2.tionnelles devaient f onct ionner su.r les ::·.irü-ordinateu.rs 
,:i _. s deux i nstitut ions 
u.r.: V ar i an 7 J à Le uv en 
un l'.0P II/ L; 5 è. Louv::'.in-12 ï, euve et 
Po ur r f a liser ce t obje c tif ,il é tait 
:-1f ce ss2,ire d ' utiliser tm 1 : n ::;e.r;e ir.:.d f 1~•end2.11t d e l a ina c t .ine. 







Afin de pouvoir utiliser C sur l a Varian 73,une machi-
ne-C abstraite a été conçue .Elle est: orientée vers l' utili-
sation d'une pile. 
ï>î ou.s allons maintenant d écrire cette ma chine-C. Dans 
1.me premi ère :partie nous dé crivons COT::...':1ent est o r ganis ée 
la ~émo ire.La deuxième partie décrit l'environneme nt lors 
de l' exécution . I,a troisième ::,c=-.. r ti e r.rmt ::. ·e briève:::e ::.., t 
i nst r uct i ons V __ c à.i sponi bles. 
II .I~I la m~moir e 
Cette section no è.1. s 2.ide r 2. ~ c:o : . •T '?. ::1è.re l 'o ::.; rü ;:~ -.. tio:-:: 
é:.es ~- bje t s m:: .. n i p 1..üés p ~. r l e s in::; t!"uct io n s "i :.~C :,:-:insi : ue la 
ge stion des v ari a bles d isponibles . 
La :né1:10 ire organis é e ô. e 1 ,.., _ ,:: f a ~o n s ~ivante : ell e 
cont i ent un segment de code et un s e g;:, :~:nt d e 0. onnfe s 
(vo ir fi5U!"e II . I ) . 




f if:;-1.,1..r·e II. I or ganisat i on d e -l a rné:-:-ioire centrale 
Le segment de code est l e co de virtuel généré . 
Le segment de do nnf es es t divisé e2.1 deux p;,_rties. 
(voir figure II . 2) 
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Dans la partie permanente sont stocké s tous les objets 
~ui existent pendqnt l'entièreté àu program..~e.Ces objets 
sont adressés relativemlè, nt à une a dresse de base globale 
(~ointeur g).La longueur de ce t te zone permanente est con-
nue à la co:rapilation. 
Dans 1 2, pe.rtie stack sont stocl:és l es obj -ts 0ui exis-
nouvelle zone est créé e ~i l'entrée de chacue proc ~dure et 
à. i truite à l a sortie. 
zone 
p e r ,::.ane nt ,;; 
~-----~~~~dre s: e de b~se glob2le 
.( ~;oint e 1.;r g) 
stack 
Voyons maintenEmt co ;_~::,ent es t organis s e cet t e pile. 
Elle c o::,1Jrend l e s para::ii tres,u.ne zone lin1: ,les v 2.ri2.bles 
locales et des objets te :,tJ}Or ::üres.(voir figure II.J) 
Les variables loc r-,.les,les para::,ètre s et l :~. zon2 link 
sont a dress f s r elativ e r, ,ent à une 8.dres s e de bE-.se locale 
(pointe._,r 1) ci_ui est c -0.lculée à l'entrée de c h a que procé -
dure. 
Les objets te@poraires sont s dress ~s par r apport à 
m1 s t:::=.ck -· ointe:c ( point :, m~ s). 
L2. zone linl'.: es t L.1.e finie c0 _:-J.1e étant l'adresse cie base 
loc:s.le ( pointeur 1) et l e stacl: r·1int er ( ~lo inte1.ir s ) de 1 2 
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procédure appelante ~insi que l'adresse de retour à cette 
procédure. 
.c-; ,f;J'l)Te 
.L - l- , -
pararnètres 
link 
v 2.ri ~· bls s 
local e s 
var iables 
te ::1po r é:üre s 
2. 
.::, 
dresse te base l ocale 
( TJ O int eur l) 
0ac l-: po inter ( pointE::v.r s) 
I I . j organisRtion de l ~ nile 
II. I~ :2 Environ_nement 6. ' ex8 c ution 
Dans le par agraphe pre c è dent, no,-1.s avons donné ui, ,., i-
m8.ge statioue de l'environnement d' ex8c ution. No,.J.s éi é cri vons 
ici les c he.ngernents d'environnement. 
Ce t te partie nous p e r ::tettra de c o::ipre ndre les o~:érations 
à r éaliser lo rs d'une :::n~, difi c a tion d'environnement. 
Le nouvel environne~ne nt à créer J. Or s cl ' u ::.1. appel de 
proc ~dure es t. r éali s é e n de ux étape s: v.ne s ~quenc e d'appel 
dans 1 2. proc édure ap1)elante et une s èc:ue nce d ' entré e a ans 
1 2. proc -à.1::.re appel é e. ii ' a ncien env i ro rmemerit est 1-·estitué 
d ~:~ns l e. s l quence de retour d e l a :9r o c édu.re a p ':.)elé e. Dé crivons 
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brièvement ces trois séquences. 
Trois op érations sont réalisées dans la séC1_uence d' a p-
pel: 
reserver une pl :,.ce a v. s orriJfle t de J a p ile pour y ·,· l :·J.-
cer le résultat éventuel de l a proc 2ëi.u..re a ppelée. 
placer les paramètres;-a u so ;.ilr,e t de l z-, pile. 
a ~peler la proc Édure. 
II.I~ ~~ Sé ouence d'e ntr~e 
--~--------------
De ux o ,:é r a t:i.ons e s s en tielles sont r s a lis~e s d2.:c1s l a 
- s s.uver l' a ncien environ::1e r.-1ent d. e.ns l a ~one l i nk 
( adresse de b :e~se locale, st a ck poin1:; er et 2.è..re ;.;.; se cle ret our 
de l a proc f d. ,_1.re B.:ppelante ). 
- c e.lc 1..1-ler l ;:. nouvelle a dresse de b2.se loc 2.le de l a 
procédure e.::pelée.(11 f r-.u t not e r a u' ~:. l' ent é e d 'une proc~-
du..re, le st a ck n o inter e s t icler~ti one à l' a dre s se de base 
loc a le) • 
II.1~23 ~éouence_de_retour 
La séquence de r e tour réal i se les fonctions suivantes: 
-placer le résult 2.t f ventue l de la procédure appelée 
a 1 ~ placer servée h c e t eff et lors de l a s ~que n ce d'appel. 
r es t é~u.rer l'adresse de base l ocale et le st e.c l: po i n -
t e r de l a 11roc é du.re a ppelante e t brancher à 1 ' a dresse de 
II.IO 
retour de c ~tte même procédure. 
II.123 Je i d'instructions VAC 
On peut trouver en annexe ·des tableaux reprenants l'en-
se ::-.ble de ces instructions. (voir annexe I) nous nous bor-
nons ici 2. en citer l es gr-:.'.ndes cla sses. 
instructions de modific ::,tion de l' envirom1.e rnent 
instructions de :!1ani:pula.t i ons ::, e v al eurs 
instructions de mani pulat i Jns d'adresses 
o~f r a t i ons tin~ires 
opé r2.t i ons una ires 
opérations d'incrément et 2e décré~ent 
instructions de bre.nc ~ements 
inst :.:. uctions switch 
II. 13 f!~-~~~~-Q.~~ ( Co!T~non Asse• bly Language for k icro~ro-
cessors) 
Le code CAL~.I a é té mis a u point ~.,ar le l2.bor 2.toire ü. e 
calcvJ..atrices digitales de l'Eco l e Polytechnique de L2usar.ne. 
Il s'agit . d'un langage de type assembleur qui a été 
construit en com; arant les langages asse2bleurs de treize 
microprocesseurs:Intel 80 80,Zilog 80, ?.:otorola 6800,I\ios G50x, 
Signatics 2650,RCA 1802,FAIR F8,ï~S-SC/i\~P,ZA 9002,II IOOO, 
HS PACE,II 9900,DEC-LSI II.Il possède un jeu d'instructions 
standard et est utilis2.ble pour un grand nombre de proces-
seurs. 
3on rôle essentiel est de permettre l'écriture de tout 
:., r ogra:·,1:ne selon une s yntaxe identiQue Que l que soit le pro-
cesseur utilisé.Il es t cependant évident que des caractf-
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ristiques d'architecture telles que les registres manipu-
lables par CP..LI'i'l varient de processeur à processeur. 
Un autre avantage est la clarté de sa syntaxe a v ec 
notrurunent l'absence du mode d'adressage dans les mnémonics 
des instructions. Il n'apparait, en effet, que d ::.ns le cha:~1::, s 
des opérandes. 
Ho u s verrons les conventions e t les rè gles de C. ;_Lï.:: 
à. :.ns le c h api tre III.On remar quere. e:. ue c es convent ions s Dnt 
-_:-' ort- cec1·01 "'l ·,-., 7 C>S a' cel l es u' es l ::=>:,., ,.,.,., :::;ec r:,e: ~e ··:ib l eur~s co·-ive> n-
._,i .L... _ <.;..:..v __ - - ... .,_J.0 _· .. c , ...,J '-- •- · .:::> .:..i. - l- --
tio::.; .. nels. Il apparaî ë ra écaleme1:.t i :n:1é cl i 2.tement qu .. e le jsu 
d'instructions propos s par C~L~ es t plus lisible et plus 
co::::préhe:.'.'"1.sible aue cel ui J e l ;_,_ J l up2.rt d es as:::; embleurs des 
r::.icroproce s s eurs. 
Pou.r il :-:. u strer ceci, donn ons 2. titre d' exe Ll ~ù e, l ~'- s;yn-
·t a:r.:e de :~uelques instructions d-3s micro proces 2, e ·0.rs .·,;o torola 
6300 e t Intel 80 80 e t c ~m,aron s l a~ cel~e proposée par 
~ . - . -
(.; c• .. 1.: ... • 
Les deux tableaux q_v .. i s u ivent i J..J.ustrent respective-
ment 12. s yntaxe standard et C~:,,Li':I pou.r les instructions d' 
ad. :Ji tien de l' Intel 80 -30 et la synta:;~e st andard et CAL:,. 
Y:J OU.r les instructions d ' adcli tion du :,:otorola 6 , .. 00. 
r = A,B,C,D,E,H,L (registres 8 bits) 
(HL) ( adresse dans registre I6 bits HL) 
M (adresse m~moire) 
data = valeur i :n:nédiat e 8 bits 
rp = BC,DE,HL,SP (registres Iô bits) 
Int el 8080 CALi'.i 01;ération 
ADD r Ji.DD A,r (A)+(r) -> A 
ADC r -~DDC A,r (A)+(carry)+ (r) 
ADI data AD:O i ':.. ' data (A)+data -> A 
II.I2 
-) .!J. 
ACI data _!.:_J _Je 
-'"1-' d a ta ( ~ )+(carry)+dat~ -> A 
:0 ._D r r1 _'.:,_j)l) IIL ,rp (:-:L ) + ( r r, ) 
r = t d.ata (va leur· ::..:n-:nédi c.Lte 6bits) 
·" ( 2.d.res s e mémoire) 
-> ~IL 
dis 1) , X ou (IX)+disp (adressage i n dez:é avec dépla-
c ement disp rel2tif au regi s tre d'index resnecti-
ve:nent :9our lé l :::.ngage stancl2.rd et le l o.ngage C).L : 
A et :B = a cc u::nù a teurs 
i,'io torola 680( CALE opération 
_.:;_DDA r XD.D A,r ( A)+(r) -> li ... 
AD.OB r AD.u B,r (B)+(r) >u - .,_, 
ADCA r ADJC A,r ( A)+(carry)+(r) ->A 
ADCB r )J ).JC B,r ( B)+(c arry ) +(r) ->B 
• .'.:..BA P..DD A, B ( A)+( B) ->A 
A titre d'exemple, nous donnons 8gs..le,:ient en 2.nnexe le 
jeu d'instructions st c·.nd 3.rd. et son équivalent CALI\~ uour le 
:..:otorola 6bOO (voir annexe 2 . b.. et 2 . B ) 
II . I3 
Snobol 3 a é té mis au point p :::r l e s Bell Telephone 
Laboratories.Ils 'agit d ' un l~ngage de pro gr~~mation qui 
e s t une gé n é ralisation et une e x te n si8n du l angage Snobol 
~ui a é té dévelo ppé dès I 962 • 
.:ino:.-,01 3 pe r 2ne t une utili s 8.tiQn Cü -0..:,,_1e _.,c..ni pv1-c ti .:, 11 
? is ci e des chaînes de c a r act~res. 
I l pen:1et de r éfére :.1.cer s y:.nboliq_ue i,1e n t c3-es chaînes de 
c a r ,::,ctère s et dis1n se d e :11~c 2.nismes ueni1ettant facilement 
... -
ie r e c he rc he r, d e f o r ~ e r o u de r ~arr2n Ge r des c h aînes de 
cs.r2.ctsr e s. 
L ' as1)ect essentiel QUi nous int ti re sse d.2..n s :3n ob Ql 3 
est la DO a si b ili t ~ de g é n ,~r e r fac il e::_ent :i 1._1_ c -,' de s y1!lboli-
nue e u fonction d e la reco~~1aissance i 'une c h aîne de c a r ~c -
tè r es . 
Donn ons e n d ~s r:1a intcn2.nt un ez:e:J11le c oncret: 
(I) SL:titO i n:out = sys p it 
(2) input ' PL U.3 ' /f( sui tI ) 
(3) syspo t = ' PCP A' 
(4) sys~)o t = ' PUP B' 
( 5 ) syspot = ' ADD A,B ' 
(6) suitI 
Expliquons cette sui te d ' instrL1c tions. Notons tout d ' 
abord que s y spit est l a f onc tion de le c ture du fi chier in-
put st andard tandis que s ys :po t es t l a fonc t i on d' écri t "Lrre 
sur l e fic h i e r outpEt stand ard. 
II.I4 
L'instruction (I) permet donc de lire une ligne du 
fichier input standard et de mettre l,.e résultat dans la 
zone i nput. 
L'instruction (2) regarde si la zone input commence 
par les caractères 'PLUS ' .Si ce n'est pas le cas,elle 
branche à l'étiquette 'suitI' • 
Les instructions (3),(4)et( 5) pe r ~et tent d ' écrire 3 
lignes a. ,_,_n s le fichier out 1Jut standarà.. Après l'exécution 
de ces trois instructions celui-ci co~prend: 
Pül' A 
POP B 
;,.DD A, B 
_ü_près l'instruction ("5), l'instruction ( 6) est · exécutée. 
II.I5 
II.2 Logiciels utilisés 
Le pré-compilateur VAC a é té r éalisé ,comme l e code VAC 
lors du r rojet T·,-.:rx dont nous avons d é j à :pa rlé.Rap~elons 
q_ue ce projet,dans le but de mettre e :::1 oeuvre des systèmes 
à. 1 exploit2.tion pour lllini-orcl inate urs - i.ur Il/45 et V2.ri c:.u1 73 
a conçu une C- nJ.3.chine l u i perinet -:: ant not ,~·.,!tnent à. 'utilis ·2r 
C sur la Varian 7 3. 
Le p r 8- compilateur V.'\.C ner1net d e tr :nsf or ,:ie r un J,ro-
C,YT .. :-.:..:1e l cri t en C en u.11 i1ouv e2.u pro :sr1:,.:,-! :.e '2 cri t en c-ode 
·_.c _,.c ( c orres!J'Jl1d8.!-it a la C- r.nac hine) . 
teur C ori ginal. nous nous riro ~)osons ,ici, d ' en ex:91:j..quer briè-
vement 1 ::::.. st ructure générale ( voir f i gu.re II. 4). 
Le pr~-co!:1:Jilateur VJ1.C est co:-JDosé ci e 3 proces sus: 
- un proces s us d' enchaînei:rient à.es o --< r ~:tions et à. e 
co ntrôle. 
un proces s us à. ' anal yse du prograt,'l!,1e C. 
·.;n processus ô .. e traduc tion en co _ï. e V;,,(; . 
II.2II Proces s u s d'enchaînement des o Dé r ations et de contrôle 
----------- -·-·------------------· -----------------------
Ce proces s us r éalise les o p érations s u.ivantes: 
le c ti..,rre et v érific <1.tion d es par 2.:nèt r es 
prépa r a tion l es noms des fic h i e rs tem~ora ires e t des 
f ichi ë:rs r é sultats 
- a c tivation 1u pré - pro ce sse ur C 
II.I6 
Ce pré-processeur C est un macro-géns rateur :9ermettant 
d'inclure un fichier dans le prograrnrne source et de rempla-
cer dans le texte d'un progran1me toutes l e s occurrences 
de certains symboles par des valeurs de substitution. 
activation du processus d'analyse du program:-ne C 
a ctivation du processus de traduction en code VAC 
Ce processus est apy.1elé deu.x .Cois: u.;.1.e prernière fois 
pour ::::;é n -='- r ·::= r le code et un segment J. e ùonn0es ( non co n s-
t 2.ntes) , u.ne deuxième fois pour génf rer les const:,_ntes. 
- co n catén2.tion de s différents fichi'::: rs ré sultats 
uour cr;er le fichier r ~sultat final. 
r:.2I2 Pro ces s us d' a nalyse d u Drogra~~e C 
-----------------------~----------
Ce pro cessus eff e ctue 1 2 .. co ::i:9ilation ~)ropr >é.0 E1ent di te 
en vé rifi a nt la syntaxe du prograrœ:1e C. Il tr2.d1J.i t l s -r: r ·o-
int ~rne au co .:1~Jila -
t~ur et crée 1 2. table cle s s ymboles. 
II.~ï3 Frocessus de tra,lu.ction e::1 code V. •.C 
Ce r,1·ocessus de traduction re prend le :ï r ës li.lt a ts 
fJurnis ps..r la phase d' 2.n c.üyse du progra,;1.me C et les tra-
i .:.i t e n co de VA.C.co ;rc,1e nous l'avons d s jà dit,ce processus 
est a ;::pelé deux fois.La première fois po ur g 12 n ~rer le s eg-
ment de code et un s egm ,. int de données, l a seconde fois 
0o ur génér ~r les constantes. 
II.I7 
figure II. 4 structure générale du pré-compilateur V i~C 
r. rocessus d'analyse 
- j 
IL 
anb.~:r :..: e 6.u 
pro gre.:-:-c ,e C 
processus d'en chaînement 
e-1:; de c ontrôle 
lecture et 
verific a tion 
prE'.: pc.r 2 .. t ion 
ci.es no:·::s d e 
f ich i e r s 
pr é -
:c•rocessin3 
a ctiT? .. t i on 
r.;1,'\o c e s s ~-1.s 
d' 2.n ~-l y ::J c 
-.:::.c ti ,.r2.t i on 
1 
proc es ;-:; u s 1 
de t r u :.uc t . 
" 
-~-cti v s.t ion 








-----+--.;_ ___ _ 
de trad :..1.ct; 
conc Ft ( 2:C'~t ion 
r ?. s 1..iJ. t 2.ts 
• 
t r ?.duction 
C O l', 2 t f:'_~·1t 8 S 
II.I8 
II. 22 Le cross-assemble ur paramé trable U_'-f L -tSS 
--------------------~------------------
ŒHASS est un cross-2.ssembleur p 2.r a rrié trabl -o qui a été 
Écrit en Pascal par I1: . Schrni t au Labo : ·a toire de minis et 
ffiicros -ordinateurs de l'Ecole Polytechni~ue F Cd ~rale de La u-
sanne.Il foncti onne sur CDC CYB~R,PDP IO, PDP II. 
Il nerme t de géné r e r du code bins.ir.: pour t out lang2.~e 
2.ss embl ~: ur dont on l u i fournit une des c r i :!.)tion.Ils• s:::,g it d 'un 
pro gra2,r-:·,e c a:p8.ble de r e con.,.viaître et de s2.,..1.ve:r- 1..me descri ·:·:tion 
corresponde.nt à un proces s et1r donné e t de g c; n f rer le c ode 
obj e~ !"1our l 8s instruct i on s du l ,:.nee.ge 2,ss e::.bleur o--__:_i ci:1r :.·es-
··o::ider-~t i:i 1 2. C:. escription i" o tJrnie. 
r- r- -, · ' 1 1 • 7 ' ' ' ~ -'- · 11 t ' U.id __ ,:.,_;:;:., , "G e_ q_u i_ a e-ce conç u, e s i.:: essenl,i e en e :!:'"s a.es-
tiné 2. c éné rer du c ode b i n2.irs et non è.u e:o 5. e s :r .. :bo :.i ,.~ 1..;_e 
( --18 ···-e ~ i c·el ~ e::::t ,,.. e·,,.. 7 i· s~ble) ·;, e t 1,l_ ·1.c-,~ , 1_? .. ,rc, y_•s,_· on é""'. _7"_,.J..· s t :=-.. "'-te •· ._, ;.. - - -· = ~ - C,_ , C:.C e ~ _ ~ _ V - - - - • -
!"le Dermet -n 2..s de g éné r e r pl u s de S b~;tes ïJ2. r inst r uc t i on. 
Il se ~:1ble ceT1endant 0l1e ceci e st Î étcileJ:i e ~1t exter1sible . 
t i on de 1' strc h i t ect u:c.e ~ de 1 2., mac h ine m~.'- ~S seule !:ient u.n.e ô.es-
c r i :~ tion f or::lell e fü,1. l an.6 .:\ ~e a sse:nblem~· de 12. !U;.Ctii ne u t ili-
s~e . Les outils de descri~tion offe rts par Œ.iASj s e ront d ~-
cr i t s dar.i.s un chapitre ul t èri eur. îfous n ous b-J r no ns ici à 
e;-:pl i c:.uer 1 8. structure ,;én é r 2,le du foncti on:ne:ne n t de ü,:L~...:-d . 
Le cro s s-a ssembleur U. L .._ . j est lo g i quemen t divis ~ e n 
à.em: uhG.ses q_1.ü p e uvent o ,J~1~ er i nd.l pend&::~·11e nt ou s i .:.-..:.J. t ~né-
- 'iJ.Yl g éné r a t eur d e structvre à. 1 2.rbre ()iJ.i s ·:0cuve les in-
i" or'..:18."tions c ontenues dans l e:>_ dezcri}Jt ion du :pro ce s se ;_:.r . 
- u_11. 2 sse:-:-:blevr c.:.1.,.i :· n ·tlyse C ~l :,0_oue ligne du p:-·ogr :::.::1, ::e 
II.I9 
.source de l'utilisa teur en sui v a.nt le chemin correspondant 
clans _a structure d ',arbre e t crui génère l e code objet qui 
y correspond si la ligne est syntaxïq ue :ne !'lt correcte. 
La structure d'arbre pourra it ~tre 0énérée une fois 
-co ur toute et s a uvée pour ctes utilisati ons uJ. t é rieures.On 
pé.:.rle alors du 1:iode co :npilation C':Ui pe r :-1et d' a CC;E:Ùs r e r l e 
c:coss-a :·_,se ;,."t.ùage ( voir fi gure II . 5) - il l' ~':.L.i.t noter- c, ..;..,:; c.:e 
::-.ode co:;-,pila tio :-;. n'es t p2~s i:::pl érne:1t (j . 
1 :::. (l e s cript i on r)eut é gale::ae!".t prs c ide r l e ~ r og:r-22::!-:1e 
~ource . On p ,·.rle alors du :·,w d e i::1terpréteur.Il !) ".' r :·:;et ~il ' 
:.:.t i li s teur o. ' é c r-ire lui - ~;-.~ ·:·.e se s propre s J.esc ri'. t iens e n 
f ::. ncti :,!'J. ë.e ses beso i ~-.:. s s :·:~c i îi ·:ues ( v -:: i r ïi ~:urc I I . ô) . 
p ro gr 2.!:l;:! e 




figure II. 5 mode c o:-:1p ilat ion 
fi c h i e r 
ob j et 














2.s semble v..r 
Uï'H ASS 





as s e ;11 b l a.:-J...::,, e:.--___. 
II.2I 
II.3 Comulément du schéma du cross-co:nnilateur paramétrable 
et exemnle concret , 
Après avoir décrit les lo.~gages et les logiciels que 
nous allons utiliser pour r f aliser le cros s -corap ilateur,nous 
sommes à même de préciser le schéma de ce cross-co.::pila.te ur 
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1 CO .J:S ~ 














n~' ramétrable ""'----------. 1 
1 
COD?.: -4 CODE 





c o: ,:·c i 1 2.t ion 
·;J r o c:r 2.r:1J::l e s 
31-JOBOL 3 
UIGAS S 
Nous voyons, a u niv eau d es langage s ~ue le c ode int er-
:::édü::.ire corresp ond au code VAC t ct:-idis q_ue le code asse::1bleu2.·· 
u:..'1::.. versel es t le code CAE, .• 
II • .::2 
Donnons à présent un exe:..i:lle concret de traduction d' 
une instruction C en code objet pour le :,:otorola ô800. 
Soit l'in struction C i=i+I (i est une variable entière) 
tra duction de C vers V.AC 
Le co d e VAC obtenu est le suivant: 
(I) LALOC 0 ;place 1 ' adresse de i •::> 1 ï SO :ü.:,et ~:t e 1 2. pile '-\<V-
(2) LVL·J CI 0 ; place 12. val e ur d e i au S O i:1 ... et cle la pile 
(3) I.:VCO~H I ; pl a ce la const2.r-~-t e I :_u S O .. ... . et (le l~:. ·:~, ile 
( 4 ) J?'LU:3 I · -"-- ., ; ..:-; onne 7 e"' ·' 1 ·"e -~..!- ,...,, .---' a.U',t _ L, _ . - _ ,:, ~ \.: •:; :., ,, _ _ L,;:; ,:·. v. 
pile e t y s auve l e résu.l t a t 
( 5 ) s ·/ sŒI ; affect e 1 2. v2.le :-1.r 2.v. SO!T:,et d e l é\ ·,ile 
?:-i l ' r·rl resse r:.r,•,.-,1e··r, r.:,·r, + -~·1-y, 1 ~ 1J'Î7P 
- - •'-'-- çc, ....... - __ _ ...., __ 1,,., __, - _ c .. .!. ---

















(4) (5) (6) 
j5 
v aleu.r v al e ur 
de i+I d e i+I 
adresse 
de i 
- t r 2.d uct ion J. e ~./ :.\.U v e rs C/.1 .... 
Ch:-.c une d es 6 i:::1s t r-;)_c: t i ons V.::-.C ci-dessus est e ::1.s:,.,1.i te 
t:~:::.d v.i te e:::1 co é:.e C:AE,. 
Le co d e c.:·Œ:,: ob tenu est l e s · _ _;_iv ~.n t: 
L -:...~- C O devi e nt. : 
(I) LCAD A,LL 
(2) Lü>.D B ,LH 
(4) LO AD SH,IX 
( 5 ) ADD A, ;:31 
(6) XJDC B,SH 
(7) P USH A 
( 8 ) PUS!-I B 
LVLOCI O de v i ent: 
(9) 10.-.D I X ,LI--I 
(Iu ) LOAD B,(IX)+2~0 
; pl a ce l'adr ess e J e b as e l o c a le 
; pla c e le ch-.0 pl2.c e '.11e ::1t 1K.:.r r 2.-oi.Jort à 
l' ~dres s e de base l oc ~le dans I X 
;SE e t 31 ( aâ. r e s s e .::i!-ï+I) contiem1.ert 
le dé place ïï1e n t 
; c a lcul de l' a dresse de i 
; S ?..UV e ..:~ su.r 1 2. r ile 
; s .:.uve B s u.r l a p ile 
; pl :J.c e l' adres se d e 1J3.s e loc a.le 
d ans I X 
(II) LO AD A,(IX)+I+2 
(12) PUSH A 
(13) PUSH B 
LV:COiH I clevient: 
(I4) LOAD I X, I 
(I5) LO_~~ D SH , I X 
(I6) LOAD A, ::5L 
(I7) LOAD B, SH 
( I G) PU3H A 
(I9) Pü.3E B 
ï - -- . -
rl.: u .:>l. devient : 
-----
(20) , ., . ,.- -~ ...  ) r _c; 
(~I) PG:P A 
c~~) L ·:C I Z, SP 




-. .0 .:JC B 
' 
(IZ ) +O 
( ~5 ) PUSE {J 
( ~6) PVSH B 
.:3"!..1LI dev ient 
( 27) p --· ,-. \.).!: B 
( 28 ) POP A 
( ;:: 9) L ·IC I X, 3P 
(30 ) I i'lC SP 
Csr) I /fC :::iP 
( _) ;:: ) LO.c.0 IX , ( I Z ) +O 
(3 3 ) l.,L, .ill ( Ll ) +I , . .:. 
0; pla ce l a val eur üe .i d.2 .. ns _:.;_ et B 
; S::iUVe A sur l e. pile 
; s ?.uve B s ur l a pile 
; pla c e I .: . .. ,.ns IX 
; SH et .JL c ont ien n ent ( I ~n 
; A e t B co nt i em.1.ent (IX) 
. 2 '..:. UV e ) .. sur l s. pile 
' 
. 3 2.1.J.Ve 
... 




·e,. r_-r: ,...._ :,_1· :::: 7 ' o-,,,,.:: r ,,,-n -:c, ;; --. · -ne- :\ P.~: B V ..., .._, - _..,,1.,_.. C--- •-- '-' - ·•'- ;_. __ ..:;,, __ - _ 
;I.iC point e sur l ' c · ;é r 2.nè.e I 
; a d iitio~~e l es~ o~~ r :~n:s s 
; sauve · svr 1 ~ pile 
i s .. UVP J s ,.J.r l e:, p ile 
; e xt r 2. i -=.: l a val eur 2 .. u som.:net_ d e l a 
p il e 
; L( 1Jo int e s ur l' 2~dr esse d e i 
; i :::1c rérne11te le st a cl: point e r 
; plac ~ l ' ~dr e sse d e i a ~~ns IX 
II.25 
(34) LOAD (IX)+O,B 
(35) PUSH A 
(36) PUSH B 
R~i·.l'iE I devient: 
( .:; 7 ) I '(; I' :S 
( 33) PO .: A 
;place l a valev.r extraite à l' 
adresse dei 
;sauve ~ sur la pile 
; s auve B sv.r la pile 




On peut déj~ n o t e r J i s ~ ~T i sent 0 u e c art -.i n~ s O1.6 r -.-
J- -ios-ic =-e -,--y,:!..c:-e ·-· + -:: n. t a~ l ·· v _ --"-' _ _, ~J- ...... v - -li ~ -- - · fin d ' u.::~e i 2.1~t1,..,Lv:.: t i 8n -. r ~-:_, et ~--__ ;J_ " ;_\ ·..,, -
b\1t ,je L 0. sui V'.:mt e so:.1t i:1utiles . Il s :. :;i ·;; '1.es 
Eous v e ::crons ü. 2.ns le ch ::-_;· itr _ III :· ue C0 "-' ::: ~ c,ue~1ces 
80 :;.-i+ ·"' U T) ···· ri ,,.,:, es V - .. ;_ _., _ i_..,..._, 
II • .25 t'.\/ 
- traduction_de_CALM_vers : l e_co de_obj_et_Motorola_6ê_OO 
Nous obtenons en s upposant que LH se trouve à l 'adresse 
0 et LL à l' adresse l, que SH se trouve à l'adresse 2 et SL 
à l'adresse 3: 
(l) 226. .. 00-I (20)063 
(2) 326 000 (21)062 
(3) 3I6 000 000 ( 22 )060 
(4) 337 002 (23)253 001 
(5) 233 003 (24)351 000 
(6) 33I 002 (25)066 
(7) 066 (26)067 
(8) 067 (27)063 
(9) 336_ 000 (28)062 
( IO )·346 000 (29)060 
(II)246 OOI (30)061 
(I2)066 ( 31 )06I 
(I3)067 (32)356 000 
(I4)3I6 000 OOI (33)247 OOI 
(I5)337 002 (34)347 000 
(16)226 003 ( 35 )066 
(I7)326 002 (36)067 
(I8)066 (37)063 
(I9)067 ( 38 )062 
N.B.: Le code objet est représenté en octal. 
Le premier byte correspond au code opératoire 
(3 digits). 
Le ou les bytes suivants sont les adresses des opé-
randes ou des valeurs i mmédiates. 
III.I 
CH API T RE III 
ll'IISE EN OEUVRE DU CROSS-COMPILATEUR 
POUR 1=~ li.O TOROLA 6800 
Dans ce chapitre,nous décrivons le cross-compila-
teur pa ramétrable tel qu'il a été réalisé pour le Iviotorola 
6800. 
III.2 
Nous présentons d ,ins un premier point la phs..se de 
pré~compilation,en rappelant son but et l'outil de base uti-
lisé.Nous décrivons ensuit e les modifications apportées au 
pré-com:;;i ilateur existant . Enfin, nous donnons U..'1 exemule de 
traduction de C vers VAC. 
Le second point décrit la phase de -~raduction de 
VAC vers CALM. Nous r a ppelons le but de cett e phase et l' 
outil utilisé ( Sl~OBOL 3). Nous expliquons pou..rQ_uoi nous avons 
utilisé SNOBO L 3 . Nous décri vo:!'.ls ensuit -:: l es deux pé=._ s s es de 
ce tte phase de traduction,une passe de t r2.duction et une 
d'optimi s a tion du co ,l e obtenu. Enfin,nous donnons u.n exem-
ple de traducti on de VAC vers Cs--1:.'·.: . 
Le t roisième point dé crit la ph23e de cross-
asse mblage.Nous rappelons le but et l'outil util i sé pour 
ré aliser cette phase.Nous donnons ensui t e l es r èel es de 
d2scription po m~ paramétrer UHIAS0 avec des exemrJles.Hous 
donnons également un ex-emDle de traduction en C·..)d e obj et pour 
le Motorola 6800. 
. 1 
-- -- --~ TI. 3 
III.I Phase de pré-compilation 
Rappelons que la phase de r ré-compilation a pour but 
de transformer un programme écrit en C en un autre pro-
gramme en code VAC.L'outil utilisé pour réaliser ~ette 
pré-compilation est le pré-compilateur VAC qui a f té 
décrit en II.2I. 
Il faut noter que nous avons apporté un certain nom-
bre de modific 2ti ons au pré-com~i l ~t eur exist ant. 
Dans un premier temps, nous 2 .. llons expliciuer les r cü-
sons de ces modifications. Nous dé crivons ensuite ce s 
modific a t ions avant de fournir ui1 exe mple de tr r-~duction 
d e c:uel a_ues instructions C en co de V i-.C. ifo us donnons é-
g2.lement un exemple co:,!1:le t de traduct i on d'un progre . m-
me C. 
III.II Raisons à es modifications annort ées 
---------------------------~-------
Comme nous l'avons dé jà préci •:, é, l e pr é-compil s.teur 
v_:.,,_c a ét é r éalisé en fonction de 12. Vari an 7J.Cert8.ines 
de ses particularité s s t a ient mal 2.daptée s ou peu per-
formantes pour notre problème . Il nous a donc ses,:blé in-
téressant d'apporter un certain nombre Q.e moéi..ific 2.tions 
au pré-compilateur exist 2.nt. 
Une partie ~e ces modific ations a permis d'utili s er 
directement la syntaxe de CALlti plutôt que celle d e la 
Varian 73.Ceci est particulièrement vra i pour certaines 
directives, (ré servation J. ,~ bytes, de mots, ••• ) pour les 
étiquette s et les corrunentaires et permet de ne plus les 
modifier lors de l a phase de traduction en code C~L~ . 
III.4 
Les autres modifications permetten t d' 2;1éliorer les 
performances,en obtenant des prograrn.11es V:-.C r,lus concis, 
en définissant de ~ouvell e s ins t ructions mieux adaptées, 
en introduisan.t le type de données. caractère .Elles permet-
tent un gain appréciable de place mémoire e~ une améliora-
tion des temps d'exé cution à. es progrs...rn::!e s cross-com1Jil f s. 
No u s a llons m.:ü ntenant d é cri :,_ e ch2.que modific2.tion. 
III. I~ ii10dificat ions _ ,1E2ortée s _ au_Erf -comEil ,.,_teur _ V .C 
III. 12 I I\lodif ic B.ti 8n d es co m:r1ente.irs s 
Ce ,-,-'- -:i1·ns C O ···.•e n t '' l·r · s co ·,cern·· ·,t r··;,-•oc +e -,, e·1.J.. l° -· ,: ~ri' · n - l, c... . !:..'.! .: .. -._7 ' .L . •·:.L '1, __ '-' V ;:1 .L V - C . .' C, •·· 
7 3 on t é t f supprimé s.Les c:.utres ont é t é modifié s 2.fin â.e 
r épondr e s, 1 2. s ynt , . xe 6.e Ca-.L: .• To ut c omrJent a ire coa::,ençc-'.i t 
p :-.r un "*" . Ce c z.r e.ct è r e a r:; tr:; r e r:·.p l •_: c2 p ·.--_r l e c r~r a ct è r ~ 
Il • 11 
' . 
III.I~ ~ ~ odification d e s d irective s de r ~se r vation d'em-
placements mémoire s 
~------------------
Ces modif ic c:1.tions ont ég:..~leme nt é t é a ppo:ct f es pow: 
r i ponclre a ux propres d i r e ctiv e s d e CAL:,,. 
Ils'ag i t des dire ctives: 
- DATA val eur rempl a c.ée p a r 
.BYTE v a leur-
• WORD v a leur 
Cette dire ctive-DATA-réservait un mot de I6 bits e t 
lui 2.ffe ctai t l ::i. v a leur "vt.leur". 
Les d eux nouve lles directive s-. BY'ï'~~ e t • ·-.:rORD-réservent 
r e s pe c t iveme n t un byte e t un mot de I6 b its e t lui 2.f f ec-
III.5 
tent la valeur "valeur". 
Le f a it que nous g énérons deu~ directives s'explique 
car le pré-compilateur existant ne connai s sait que le type 
entier. Nous verrons plus loin que le type caract ère a ét é 
ajouté.Il fallait donc une directive c a p able d e ré s erv~r 
des bytes. 
- BSS v a leur r emplacée p a r 
• BLKB v ~.leur 
Cette directive r ~s E: rve "va leur" b yte s sans ini tiali· 
s .. ~ t ion. 
III.I2 J ~ od ific 2tion de s ~tia uettes 
-------------------- -------
Les ~tiQue t t es av2.i ent l e-~ s yntax :: s .·.iv :::.n t s :.=,_ ~_::-12 l'an -
cien prs -compil a teur: 
$Li 3QU 
Ce tte é tiquet te est devenue : 
Li: 
III.I~4 Intro duction_d u_tyEe_c 2ractère 
Co m:r;e nous l ' avon.3 sign t~l s e n I I I. I c~ , le 3e ul t ype d 2 
donné es c onnu en VAC es t le t ype e n t ier. Cel ,:. i mplique qu e 
tout c s.rac t ère es ·;:. transformé e ri e n tier et o ccupe 1c.;; bits 
en !!lC; moire d' oü une perte i mp,_; rt a nte de :· l a c e. 
Cel s. es t dù a u f a i t que la Vari 8.n 7 3 n e connait q_ue le 
t ype entier. 
Il nous est apparu imrJor t a n t d'introduire le type c a -
r a ctère au sein du pr é-co:npilat eur afin d'o btenir un go.in 
subst antiel d e 1ü a ce mémoire. 
III. 1::::5 Int roduction_ d'instruct i ons __ de_ manipula ti c; n _ à. e s 
c Lr a ctères 
---------------
III.6 
A partir du moment ov. nous introduisons le type c ci.rac-
tère, il est néces s~ire d'introduire les ins t ructions VAC 
qui permettent de m~ipuler ces c a r actères. 
Les instructions introduites sont au n ombre ~e cinq: 
LVLOCC 
LVJ~XTC 
I ND IRC 
SVA.LC 
LVP)_RC 
Décrivons ces ins tructions. 
LY.~~Q.Q (Load Value LOCal for Cha r 2.ct e rs) 
fo r rn2.t : rrr,ucc off set 
Cet T; e instruction perme t d.e ~1lacer UJ.:. ob jet de t ;ype 
c 2.r ,,~ctère au ;:,onmet cle l ,:;, pile.Le ::Jar :::J;t è tre o Ï f's et est le 
' r -, t -c.:.épJ..ac emen u.e 
,::_e b.::,.s e lo c .. le 
·. ué l e r6le e~1 
l 'objet en ques ion l:) ~:.r r 2.~J ~:io r t à une 
( }JOinteu.r 1) J on t nous 2.vons p ::.rl s . e ·'t.. 
II .I;2I (voir fi c v..re II . 5) 
adre sse 
expli-
0f ~=t de l'instruction: 
v 2~leur val e ur 
---•• -ï~ 
offse t ofi' ,: ot 
,_ • 







-!::Y.t~g_ (Load. Value of P ~..RaJnete r for Ch: .. r a cters) 
for:nat : LV};_:.nc off s et 
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Ce t te i ns t ruction a le m@me effet que LVLOCC mais est 
utilisé e p our placer les paramè tre s ( de type c a r _,ct è r e) d' 
une fonct ion a u s omme t d e l a pile. 
~Y~~~Q. (Lo 8.d Value E ,-:Te r n al for Cha r a c t :~ rs) 
f ormat: LV~~TC off se t 
Cet te i nst ruc t io n a le même effe t q u e LVLOCC mai s le 
p :-.r ~ nè t r e offs e t f ourni t le dépl a ce ïnent 1 .. ::.:r :r-ap port i l' 
~ ... ~ ~ ,.. e .- " ·- · - 1 b ·· -1. ( · · ,- 0 - , • -~ ·· ) •. ... • c.:..~. Y ;:;;;:;,..:, __,_ _; Uu. ,.:, e ë O c .. e _:, :Ol.&.11.1-::Ü..L g ·~. 0 1~1:; 
c; u é l e r6 l e en I I . I 2I ( v o ir f i gur e II . 2 ) 
e f f et de l'in struc t ion: 
V l'::ur v , l eur 
-- ·~ 
of f set 
,. 1, p o int ·., r g 
v c-,l eur 
L iDirtC 
fo r ;nat: L ;.JI~C 
--'~ 
offset 
,_ po i n t e ur g 
. 
3F 
L ' ent i er s e trouv .. . n t c:.u s o ::li-l:et •.:.i. e la p il e e s t i nï.:,s1 ·-
·:rs::. té co::-rL:1e une adre :::: se e ·i:. est re~;ml :,,.cé p . .r 1 ,~. v :~.l eur 
( C ~-l -,~ ... C t ~ Y' e ) 
-- - - . c:: - sur l aqu e l l e i l point ~~ . 










SP -- JP 
_:..._V _ c~·;T 
SVALC 
f or mat: SVA.LC 
Cette instruction· pe r me t :.:.'i. e modiÎi -2 r 1 ::::. v ::.leu.r d '"LL"l.e 
v : .ri ::.bl e par assign2.tion. L ' adresse e t l e~. no uvelle v e1.le1.rr 
( c c::.r c~ctère) s ont toute s deux au so ·:·.:ne t .:i. e 1 2. pile. _,;,.près 
ex~cv_t::..on, la valeur de 1 2.. v 2.riable est c ~: '.ngf e. :3eule l' 
a6-resse ,::: st enlevée du s ori:1e t de la pile . 













III .126 SuEpression_de 2_branchements_inutil es 
Le pré-compilateur,tel qu'il était conç u ne per:nettait 
pas de détecter certains branchements inutil es qui avaient 
l a forme suivante: 
Jlli1iP étiquette 
étiquet t e 
instructi ~n s uiv ~nte 
C ' est-à -dire que l'adresse de br8.nc h ement suit direc-
tement l' i ristruction .le br::.nche,nent . Cet t e i n s ty·uction J ~J _._p 
est évid e 1IL-::1e n t inutile.Par contre l' é tiquet t e do it êt re 
cc,nservee c ::.r e l l e p eut ~tre utilis ;; e p -::.r Ul'le ?~ut re instr·:..1.c-
La no -...rvelle v ersion d.u yirs -c o:·,1~-:.i l 2.teur ne gé nère 1::, lus 
.:l e t e lles inst :~uctions de b r .:=.ncl1eme11t. 
TT .,. I >7 
__ .L . - Re ~oul2ement __  è. ' i n struct :i_ons 
Il e st a J paru que certaine s sé que n c a s d'instructions 
~n,,_c pouvaient être r egroupée s pour former de nouvelles ins-
t ructions plus sophistiqué es ::lE;is per1net tant de gt'fnérer 
::-io ins cl ' instructions e::Œ"; lors de l a pha se d e trad,-1.ction 
en c ode C .~U fi: , d 'où un go. i n ult érieur de ~l a ce m~mo ire et 
vne a inéliora tion du temps d'exécution des pro gra::imes cross-
co mpilés. 
Ces s éque n ces d'inst~uctions sont: 
G~~ I LTI 
J lEiJ:1F l a bel JIB,'i:PT l a bel 
GTI L~ I 
JU .. ~Pl1' l · .. bel J 0.·,iPP l abel 
III.IO 
LEI GTI 
JUiviPF l abel JUTIIPT l c-1.bel 
LTI GEI 
J UluPF l abel JUifPT l a bel 
r QI 
J Œ,1PF l a bel 
INEI 
JUüPT l abel 
IIIBI 
Ju;::PF 1 2.bel 
IE QI 
TT T , r., 
'·· U,,:P 1 l :;,,bel 
Dans t out es c ~s sf que:1.c es a. ' L1:::truct ions , cert 2 ines 
0 3:;,; r :-.tions s ont effectué es de ·,J.x fois . ~n ei'fet ,l ::. p:!.~~ :r.i~re 
instruc ti on ( G:~ I, G1.ï1 I, 1:n , Ll' I, :;~::_ r, iT.•n) e f e et ue un t e :=:: t e ::2-
tre les deux v a l eurs au so:~net :3. e l :1 pile (re spectivernent 
~,>,~,<,==, !=) et me: le rés 'L1.lta-r (I si le résultat à. 1..1. t.:;st 
est v r ai , 0 sinon) au .30,œ;1et de 1 2~ p ile . J ·;J ... PF e -~ JU.~! jT , qu2...rid 
à eux, effe ctue un b:ran c he:n ,?nt à l' é ti 0uet te labei c ondition-
nellement à 1 2. v ::=üeur de 1' é1 ,;ment se trouV ;-".nt au so:r,met de 
1 ::: p ile . J :.J . . l)F br ·:.mche à 1 ~~bel si L '. v 2.leur d. e c e t ~l ement 
est nu.l ,,J ·: ·~?T s i s :t v a l eur est d iffér :, :'."1t -:: 5.e O. 
Le m@me t es t est donc , l , , . ,. . . -r e: 3., _ 1 se ;.1e "LJ .. X I :) 1 s • .-w us cré ons 
donc ô nouvell e s instructions qui ré ,üisent ces opér .:.:.tions. 
Il f :.;..ut noter qu 'il faut 6 nouvell es i nstructions et 
non p 8.s 1 2 c s:.r c h .:,que séquence d 'instructions VAC se tro . .J.-
v ant e n parall~le ci-de ssus est identi Que. 
Suécifica tions ie c e3 instructions 
-~--------------------------------










instructiori rtne s équences corre spond ::,.nt s s 
-- - '\ 1 ,~~bel s.~b branche ' l abel LEI GTI u l.:..:::.i :.:.·:.. 
s.inon,en sé q_uence JŒ.,:PT l e.bel J U1·/lI'F l ;.-1 bel 
JG3 l ::.be l 2,~b branchs ' l :'.bel G~:~r LTI 3. 
sinon,en s équence J _.:::PT l abe l J t.fo~PF l :: .bel 
JlT label a <b br8.nc h e à l .Lbel LTI G3I 
sinon , en séC:_uence lïU. .. PT l f".be1 J U. ._ PF 1 :-.bel 
J ·' m l abel a >b b :canche ' 1 -:::~bel GTI LEI ~..L <.-<, 
sinon, en s é quence J"" ·.-,m u ... ·_.r .L l abel JU.,.P.2 l .:.be l 
J ~;;~ 1 2.bel a !=b br2.nc he à 1 2.bel I':EI E(~I 
sinon, en séquenc e J l.h-.iPT l :"'-.bel J U. .PF 1 :-:::.bel 
J3Q l e.bel a==b b r a nche à l u.bel E 1,}I j\3 1 
sinon, en séquence JU: .. ï:PT l ;"!b e l J û:,TF l :.3.b e l 
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III.I3 ExemEles_de_pré-compilation 
Nous 2llons ma intenant donner quelques exemple s de 
traduction d'instructions C en code -✓ , i. , .: . Ifous donnons éga-
lement un exemple reprenant un pro·grarn.,.•11e C complet . 
, III . I3I Exemples_Eour_~uel~ues_instructions_C 
adresse i 
(I) 
ins t ruction d'aff ectation 
i=O ( i entier) dev i ent: 
( I) L...::_LOC O ; plac e l'adres s e de i 2,u :-.:; o .1i:.:1et de 
1 8- p ile 
( 2) LV CO~; r O ; pl ::-:.c e 1 2. const 2.n te O a u ,_; o r.:uet d e 
1 2. p ile 
( 3 ) ..:i VALI 
adresse i 
SP 
; af f ecte l a v ~·.leur au so x1:l!et C: e la 
p ile à l'adresse é :::: s..le rnent sur la 
pile 
; retire l a valeur a u s om::12t d e la 
:pile 
.-,___ adresse i 















i++ (i entier) devient: 
(I) LALOC 0 
( ~ ) I HC.i,.FT I 
( 3 ) R~T/IV~ I 
-- adre sse i 
SP 
i+I 
; pl s..c e l' a dr esse d.e , a u sorr~1et ,ie 
l a pile 
;incrément dei 
; r e tire l' f l ément -,u s om::,et d e l a 
p ile 
i+I 















i=j+I (i,~ entiers) devient: 
( I) LALOC I 
(2) LVLOCI 0 
( 3) LVCONI I 
(4) PLUSI 
( 5) SVALI 
(6) R?.:l::V:2:I 
ie--- a:iresse i 
SP 
- adresse i 
- SP 
; place l'adresse de i au sommet de 
la pil e 
;pla ce la valeur de j au s o1Enet d.e 
la pile 
; place 18. const s.nt e I au so lT'.:net de 
l a pile 
; adclition 
;affec te le résuitat à i 
;retire l'élément au s om~et de l a 
pile 
~---=-- adresse i 
adresse i 
v ~leu.r j 
t------~~--- sP 
(2) 












( 6 ) 
:i::xe ;;.1ple d e pro gr a.rn:ne C 
----~------~----------
Ce pro graiïH e, é l émenta ire, e ffe ctue l a somme cles nombres 
de I à 50 . 
I l f o.ut not ,2 r q_ue l e s c o:r~:1ent8.i res e_·i rego..rd G.e c ::: _:..'_'.·: ue 
i n st r uc tion v __ c ne sont u a s ~é nfrés auto~atiauement .Ils 
. ~ ~ 
ont é t é ajouté po ur expl ic"uer l' e x emple. 
Ce programme additionne les nombres 
de O a MAX (50) 
define ZERO 0 
def•ine MAX 50 
ain() { 
int i, tot; 
tot=Q; 









;adresse de base locale au sommet de la pile 
NLOC 
+ NLOC 
2 ; calcul de l'adresse de base locale de la fonction MAIN 
new expression at line 11 ;expression tot=O 
LALOC O ;adresse de tot au sommet de la pile 
LVCONI O ;0 au sommet de la pile 
SVALI ;affectation tot=O 
REMVEI ;enlever l'element au sommet de la pile 





;adresse dei au sommet de la pile 
; 0 au sommet de la - pile 
; affectation •i=O 
; enlever l'element au sommet de la pile 




;valeur dei au sommet de la pile 
;50 au sommet de la pile 
;branchement a L3 si i>50 
new expression at line 13 ;expression tot=tot+i 
LALOC O 
LVL0CI 0 




;adresse de tot au sommet de la pile 
;valeur de tot au sommet de la pile 
;valeur dei au sommet de la pile 
;addition des 2 elements au sommet d e la pile 
;affectation du resultat a tot 
;enlever l'element au sommet de la pile 














;adresse dei au sommet de la pile 
; increment i++ 
;enlever l'element au sommet de la pile 
;branchement a L2 
;re~titution de l'environnement initial 
III.I6 
III.2 Phase de traduction en code CALM 
Comme nous l'avons déjà dit,cette pha se de traduction 
a pour but de traduire les programmes VAC obtenus lors de 
la phase de pré-compilation en code as s embleur universel 
CALfü.Pour réaliser cette pha se,nous avons choisi d'écrire 
cles programmes SNOBOL qui assurent la traduction. 
Nous allons tout d'abord expliquer les raisons qui 
nous ont amenés à choisir S~'Jü:SOL J . Nous dé crivons ensuit e 
·c hacune cles deux passe s de la traduction: 1 2. pre ::G.ière qui 
assure l a traduction et de :!.iand e au dépar t l a définition 
d·2 s al gorithme s C. e traduction pour c l:a q ue i n s tructi ) n VAC; 
1 2. seconde permet d'optimise r le co cl e C_;'.,,L '..: obtenu, p :=.r l' 
utilis r..:.tion de sous-pro g .::·arn: ,1:-0 s e t p.::.r 1 2. su::_:; .r ession C. ' ins-
tructions inut iles .Enfin ,nous donnons un exem·-::- le de t r aduc-
ti ::;n pour quelques instructions ·v_-_c pour le :.:otorol ,0:. 6,~0U. 
No us fourni ssons é ..:;cüement un exemple c o'.,,plet cl 0 pro gi~c: .. "Illne. 
III. 2 I Re.ison s _du_ c ho ix_ de _ 3 ~·. O:00 1 _3 
:i.1.ap ~,,elons que 3NOBOL 3 p er 1net u.2.1.e 21:2.ni pula tion aisé e 
des c haînes à.e c a rac tère s. Il ne r me t Y1ota::1,:.er:t 5. e r;::.s n (;r e r 
- ~ 
assez f 2.cilement du co de symbolique e n fonction de 1 2. re-
conna :!.ssanc ::; d 'une chaîne i. e c ar. 0;.ct 2res.C'e st cet a spec t 
qui nous int é resse au n ive a u de l a phase de tr~duction. 
Av z;.nt de choisir SNOBOL 3 , nous avons r éali s é u...Yl cert a in 
no:nb:::-·e d' es ..:; ai s pour dé t e r miner quels ét aient les probl ~-
mes que nous rencontrerions. Nous avons tout d' ~bord réali-
s e u...Yl ess ~i d e t raduction à l' ~i cl e de l' éditeur d e UNIX. 
Cette solution ne pouva it évide :mnent p a s ~t .::· e reten ue, c a r 
t:r·op l ::: nte ,mais elle nous a permis à.e mieux cern-2 r l e pro-
blè::ne . Nous 2.vons ensuite étudié les possibilit és d 'un ma-
cro-esn e r a.teur - STAGE 2 . Liais il nous a s emblé trop c omplexe 
pour le genre éi.°e probl ème que n ous devions ré souclre. Nous 
2.vons ensui :. e étudié les possibilit és e t réalisé des essa is 
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avec un autre macro- gén é r a teur - lvl6 . Iv:i 6 a é té mis au point 
et implémenté en Fort ran IV par M. Nic Ilroy et R. I·,'Lorris 
des Bell Telephone Laboratories.Il a été compilé et exécu-
t é sur GE-635, IBlil 360/ 65, CDC 6600, Uni vac II08, PDP-IO, PDP 
II/45 et SIG1\1A 7.Ce macro-générateur aurait pu être rete-
nu ma is nous ne voulions pas,à l' é po que, modifier l e pre-
co :::pil a teur VAC, or c' é t a it néces saire pou.r ut iliser I'i'.6 de 
façon effic a ce. 
Nous 2.vons également discuté la possibili t é d 'écrire 
un macro-g- n é r 0.t e ur propre au pro b l ème q_ u e nous (ievions 
::.~ éso'.J.d.1~e. î,:2.is par manq_ u e i e temp.., , n ous .J.v ons r <? je t s cette 
solution. 
:i:{ ous avons donc r e t ·:::: nu :::i . ;-OBCJL 3 dont le c;ros d~f o..ut 
s . lentev.r è.u f .-.it c~'-1. 1 il tr2.v .· ille en mod J i nterpré t eur. 
:.2.i~ n ' 01.,1.blions p:.:1.s c:ue l e b v.t essenti e l -l e cette étu :_e 
, , ·t t t t d S""(. -:è. l z.van - ou e à. f co uvrir U:."l c e rt .. in no;·:1bre d.e probl~-
::ie s l i f s s. l :. construction d 1 1..m c:..~oss-co ;,1pilc-..teur :.:ë.rams -
trabl e et p ,~. s cl ' en o ptü,üssr les :)erfor ,r1 ~nce s. ( (; ert ê.. i nes 
c.2r:~ lior 2.tions I)OS :,.ibles s eront c ité e s fü:.ns le s conclusio~·~s ) 
III . c:~ Dsscri 1J t ion d •::: l :c. uhase è.e tr ,. ô.uctio n 
---------------·- --~------------------
III.2:::I Défini tie n_ :.e s _a l gorithmes _des _i:n.:; truc t i ons _ v":.c 
Le premie r travail c. r éaliser est de traduire c:~ac:ue 
ü1 :-.truct ion V .. C e n co de c·:.L,, et clone d I s c ri:re po ur c ::-1ar~u e 
instruction VAC l' al gori t:b...:ae C.-.LI./i r:ui lui correspond. 
Ces algorithmes peuvent être écrits indépendamment 
d ._ s t echni ~ues e ,ri:ployôes pour r .- al iser l a traduction en 
No us é:;.llons don~·ie r- ici un exe r:1ple d' a lgorithme.L'en-
s e:!lble des 2.l e oritTu"Tle s se trouve e :-J anr1exe (voir annexe 3). 
J.J..L • .LU 
Comme exemple d'algorithme,nous avons choisi l'instruc-
tion VAC: PLUSI.Cette instruction effectue la somme des deux 
entiers se trouvant au sommet de la pile.Elle retire les deux 
opérandes du sommet de la pile et y place le r s sultat.L' 




;extrais le byte 2u s ommet de la pile (by-
te le plus significatif de l'opérande 2) 
dans l'accumulateur B. 
; extr:.:-: is l e byte 2.u S0 / 1.rl'let de la :i:-0 ile ( by-
te le moins signific a tif de l '0 1; éra11cle 2 ) 
Qans l' accumulateur A. 
; le registre d'index I X pointe svr l a. pre-
mi~re opérande (IX=SP+I SP e s t le st ack 
pointer). 
ADD A, ( I X)+I;additionne les bytes l e s moins sig~ifi-
catif s des 2 opéran ~es d~n s l'accw:iulateur 
r •• 
P..D:OC B , ( IX) +O 
;additionne avec c ~rry les bytes les plus 
significRtifs des i opérandes dans l'accu-
mul2.teur B. 
LO AD (IX)+I, A 
LOAD (LiC)+O ,B 
; 3?.uve 1 <?. ré e11.l tat de 1' ~:,.ddi t ion sur 1 ~1. I1ile 
ï)onnons un autre exemple d'algorithme:l'instruction 
EQI. Rappelons que cette instruction con:r,are les ~ s l f ment s 
au so .:-,met de l s.. ::ile et les remplace par· I s 'ils sont égaux, 
pa r O sinon. 
L'al gorithme est le s uivant: 
POr B ; ezt r a i s l e byte s u s orn:net de l a pile ( by-
t e l e plus significatif de l'opér ande 2) 
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do.ns l 'accwnula teur B. 
POP A ; extrais le byte ,..:.u sommet de la pile ( by-
te le moins significatif de ·1•opérande 2) 
dans l' accurmüateur A. 
INC I X,SP ;IX pointe sur l'opérande I. 
COlYIP B, ( IX) +0 
;compa re les bytes les plus significatifs 
des 2 opérandes. 
Ju "P ~r_, 8 b "" i-;1 , 1~l!i • + ; r anclle si != les o pé r a nd .s sont dif f é-
rentes. 
LOAD A;#I ;A=I. 
co:.iP A, (IX)+I 
; compare les bytes les moins s ignii ïc cd ifs 
des 2 opéranà.es. 
J -- ·p ....,r 3 LJ... , .w .,,! • + 
CLR A 
CLR B 




LO AD (IX)+I, A 
LO >~ ( IL)+O ,B 
les o r;~r a.ndes sont iden-
; s a uve le r é sultat a u s o,;anet de la pile. 
III.222 D . t · - 1 ., escriE ion_de_ a _Eremiere_Ea sse 
A partir du moment où tous l es a lgori th.rnes c ;._L_, sont 
ëLéfinis,nous possédons pour c h a que instruction VAC l'algo-
rithme c ;._L:ivl qui lui correspond. 
Il suffit alors d'avoir un programme qui lit le fichier 
V.A.C ligne par ligne.Ce progranune doit po uvoir r econnaître 
l'instruc t ion VAC se trouv~mt sur chaque ligne input et la 
remplacer pa r l'algorithme Cl\.LiVl. qui lui correspond. 
Le ~rograrnme r éalise les fonctions s u ivantes: 
lecture ligne par ligne du fichier VAC 
reconnaissance de la ligne lue 
III.2O 
en fonction de cette reconnaissance,génération de 
l'algorithme' CALM qui correspond sur le fichier out-
put 
N.B. Nous verrons dans le paragraphe III. ~~3 que le 
texte généré ne correspond pas t J ujours à l'algorith-
me C.".1;;1 correspondant à une instruction V A.C ; cel a pour 
des r:. ~isons d' optimis :::,tion du code gén -:: ré. 
Le prograrnme complet se trouve en annexe. ( voir annexe 
~ . d: k otorola.I) . Nous allons l'illustrer ici pour les G.eux 
instruc t ions r LUSI et ZQI dont nous venon s è.e dorn1.e:~ l e s ,'.1-
gori thme s Cc0.L1.~. 
goI input = syspit /f( e:::id) 
ilfiflectl..1.re d'une ligne du ficl::.ier V i-.C à. 2.ns l e-.!. zone input; si 
**le fic h ier est vide branch ement i e nd 
input lf'/8H- 'PLUSI' /s(plusi) 
~test de la zone input.Si elle contient ' 
~~branchement à plusi 
input "'/8* 'EQI' /s(eqi)f(goI) 
PLUSI' 
*~idem mais pour E0I en cas d'échec branchement à goI 
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plusi syspot = 'POP B' 
syspot = 'POP A' 
syspot = 'INC IX,SP' 
syspot = 'ADD A, ( IX) +=I' 
syspot = 'ADDC B, ( IX) +0' 
syspot = 'LOAD (IX)+I,A' 
syspot = 'LOAD (IX)+O,B' / ( goI) 
,t,'l"gEfnère ces instructions ·c _.Jili'l de.ns le fichier output et bran-
~Jtche à goI. 
e qi syspot = 'POP B' 
syspot = 'POP A' 
s~rs pot = 'INC IX,SP' 
syspot = 'CO i·,œ B, ( IX) +O' 
SJspot = ' J m.:P , 1'.r:2: .+8' 
syspot = 'LO)_D A, I ' 
syspot = 'co~.IP -. (rr) I' _,.,_, ..:>. + 
syspot = ' J Œ,·:P , E ,:J .+3' 




syspot = 'LOA . .D (IX )+I,A' 
syspot = 'LOAD ( L ( ) +O , B ' / ( goI) 
**idem que pour plusi 
end syspot = '' 
;l("Jt>fin du program:!1e 
• 
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III.223 Description_de_la _seconde_Easse 
Cette seconde passe de la phas e 6.e traduction a pour 
but d'optimiser le 'co -::i. e C.fa.LI;1.Elle permet de su:iprimer cer-
te.ines séquences d'instructions inutiles o.u de les rempla-
cer par des s é quences plus courtes.Elle permet aussi d'obte-
nir un code plus concis gr~ce à l'utilisation de sous-rou-
tines.Elle génère également les instructions d'initialisa-
tion et de terrnin2.ison du prograrn;ne. 
III.223I Séquence d'initialisation et de terrnine,ison du 
-- --------- ~-- - - - ·- - ·-- .... ---·----------------------
La cle-..ncième p o.sse réEüise L : g -..: n f r .tion d e s inst:::-1).C-
tions d.'initialis [~tion et j e te r ::nin - ison du p:co gnmune,y 
co mpris l R r é serv2.tion d e zones o. e t r av .. il. 
Les foncti ons 
sont les suivantes: 
p : .r c et te p c:-~rtie ri - , '-'- v. pro grai:une 
- r ci servs.tion des v ari c.bles ,.le -crs.v : .. il e t initialisa-
tion de c e s v a ri ~1.bles.Ces v .. ~riable s sont 1:io ur le _,.oto-
1 .-:'00 , .... n ..... L S,....H ,.., .• 1 ,..,,.., ..,T- .., ., ..• .,. s ·~ ·si.- -,·, ..... L 1r-- -1 ro a o,.:, : ;) .::-1- .::> , • ;::;i~ - ::>:::i , ;) ;) .:, ri - 0.:.,....1.1., , ;).:> ... 1- ~2> ·_, .::, , _i- 1.J • 
( a6.re sse de bade lo c : ... l e ). 
- initialisation du st a ck p o i n t e r et de l' ::.dresse de 
b ~se locale. 
- br2.nchement 2.· l' éti c_uet te ~--~ :,. I; J qv.i r e présentE: le 
début r éel du proerarnme. 
- a rr~t du progra~une. 
III. 2232 Suppre s sion,.des _ séquences _inutiles 
Il apparaît, lors d.e 1' étuc.le du texte gén ~ré p :?.r l a 
pre::ii è r e p a s ..:.. e, qu'un c ~rt ::ân nombre de s éq_uenc e s d'instruc-
1 
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tion sont inutiles ou peuvent @tre réduites.La seconde p_as-
se permet de reconnaître ces séquences e ~ de les supprimer. 
Pour réali s er cette fonction ,il est nécessaire d'utili-
ser un certain no more de buffers inputs, a u minimum ég:::.ü au 
no :nbre d 1 instructions de la s équence l a plus longue à re-
connaître. Il faut alors tester ces diff é re nts buffers ~fin 
de voir si une telle séquence s'y trouve.Si c'est le cas, 
on ne reco pie sur le fichier output que les instructio~s 
n -.;; ces s2.ires. 
~Îin d'illustrer cette fonction,voyons l e s sé ~uences 
inutiles qui ont é ti d égagé es pour le ~,:ütor ola ô0C,O. J ous 
exr~li ::uons ensui te 1 .::. p2.rtie de progr ,::..m:.7le oui rée.lise cette 
f one t io:ci. 
nremiè re sécuence 
~----------------
PU3H .-.. 
PUSI-I B ; s a uve A et B 2.1). so: .:::1e~ i2 1 2. :)ile 
POP B 
FOP A ;extrai s les ~ byt es a u so .~net de l a pi~ 
Ces çu'.:d:. e ins tructions Jieuvent évicï.e :rn:.:.•2mt ~t:c e su11-
pri~ées lorsqu'elles se suivent . 
le u.xième s ec,uence 
----------- ~-----
LOAD (IX)+I, A 
10::.D (IX) +O, B ; s a uve -' et B au so mmet de la pile 
POP B 
POP A ; extrais les 2 bytes au s ora:net 
d 2 l '.· p ile 
III.24 




En effet,cette séquence r falise les mêmes opérations 
que la pr ernière sé , __ uence mais il faut t enir co mpte du fait 
que l'instruction POP incrémente a utomatiquement le stack 
po inter. 
Voyons m=1.intenc-:tnt l a partie de p1~ogr&Tune qui r·é alise 
cette fo n ction: ui1. buffer de 4 ligne s es t ::1é c 0s saire puis-
qu e le no ::-ib::.~e m8.ximu1Il d ' .:..nst::cuct io:a.1S à r .-.C-lYLTlattre 
1 ... e 
.. d I inputI = syspit 
input.2 = syspit 
inputJ = sys::ü t 
inpu:t4 = syspit 
**l -2c tu.re .:î.e 4 lienes du f ich i eT i n:::rut 
test I inputI "/tif- , 1-·:1srt A' / f(test2: ) 
input~ i'. ~ 'PUSH B' I f ( - · 8 ,-:, ;- > 'i / L, 1-J -i- , 
in}JUtJ 'lf-tt-- ' PC<P J3 ' /f( test ~) 
input4 ~1t 'po:;:-· A' / s ( reo.d.I) 
~,y.cette sui t e d' instrï..1-Ctions signifie ::-,ue · si: 
1Ht- inputI contient 'PUSH A' 
** input ~ contient 'PU:SH · B ' 
** input J contient 'POP B' 
~* input 4 contient 'POP A' , 
e - ,-;::;, _, 
i16,t'-c e s 4 instruction s n e s ont p 2-s r e co pié es d ;:,_ns le fic h ier 
*i'o ut pu t , si ce n'est JL;.s le c as b ranc L . .;ment à test~. 
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test2 inputI Jf- lt- 'LO AD (I:X:)+I,A' /f(chang) 
input2 'lt'lf- 'LO_.\D (I:X:)+O,B' /f(chang) 
input3 ,t--Jt- 'POP B' /f(chang) 
input4 -lt'-;t- 'POP A' /f(chang) 
syspot = 'INC SP ' 
syspot = 'I:i~C SP' /(readI) 
1t-1t même mécanisme que pour testI m;~is génération d e 'Ii'ÎC .::3P ' 
1f!f et 'INC SP' d a ns le fic h ier output. 
chang 
III.~~33 Utili s ~ti~n d e sous-routine s 
~-Tous avons dit d :':.n s le par é.-1.G-r2.1)he III.é.~2 1 ue l e. !J-.: ·e-
:-,üère p ~sse de l a phase cle 'traduction re :·.:pl a çai t c :C:3. q_ue · 
ins~ructi on V-.C par 1'2.lgorithrne CAL· .. C! Ui l u i correspond. 
Ceci n'est p2-s touj ov.rs vrai. Lorsque l' al::;o ri thi-ne C .l :': com-
:prs::id un tro p c r s.nd n ombre d'instructions,nous avons essayé 
:12.ns la mesure du possible , d'en faire une sous-routine qui 
ne s era 6 énêrée qu'une fois et de ne gEnC:re r d ::>.ns le texte 
d tJ. progran,:ne que les instruc tions C_::.,,,L., absolurn.ent nicessai -
res - appel aux sous-routines et instructions de mani ·,:ul a -
tion de la pile ou de modific ~ti on du st ~.ck pointer. 
La deuxième p ~sse de la phas e de tra duction permet 
ds reconnaître les sous- routines n é ce ssaire s et de les gé-
n s rer. 
_.:i., titre d' exem1:ile re prenons 1' exe :riple donné e n III . :.:::2 I 
pour l'instruction E<I pour le iiiotorol s. 6600. 
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cor:œ B, (IX)+O 
J1_JI1:P, NE • +8 
LOAD A,#-I 
cm,·;p A, ( IX)+I 
première passe 
POP B 





co;,œ B, (IX)+O 
JUTJP, N?.: • +8 
LOAD A,#-I 




C LR A Lü AD ( L{) • I , A 
CLR B LGAD (IX)+O,B 
LO P...D (IX) +I, A R:~T 
10_:;_D ( IX)+O ,B 
L 1 2.v :.nt age d e ce t te techn.i q_ ue es ·L· i vident . Si 1 1 instruc-
tion :Sc~I doit ~t - e gfn,i r é e ~Jlusieurs f :Ji s dans le même pro-
gr·amme, seules les 4 instrïJ_ctions g s nérfes lors :1. e la pre-
rnièr::: p 2-sse le seront ch ,,que fois,1 2. sous-routine ne l'é-
tant qu'une fois. 
Il fo..ut note r que les iï.1; t :c: uctiç~1s éle r:mni pï.,1.l a tion :_~e 
la pile et d. e mo ci_ifi cation du stack p :::i i ·c'lte r ne peuvent g6-
n s r a le rnerit pas se trouver d :J_ns 12, sous-Tout ine c :..'.r lee ~.:i:i.3 -
tructions GALL e t RET utilisent égale i~,ent l a pile pour re-
tenir l'adres s e de retour après exécut ion de l a s ous-rou-
tine. 
Voyons maintenant l a pa_rtie du pro gr amme qui r s alise 
cette fonction. ::~_lle est r éalisÉ:e grâce à deux fonctions: 
appel.fnc et test.fnc. 
fonction annel.fnc 
----------~-------
Cette fonction permet de tester quelles sont les routi-
nes à générer. 
Une variable globale initialisée à O est utilisée pour 
chaque sous-routine.Si une ligne du fichier output contient 
un appel à une sous-routine,la variable qui lui correspond 
est positionnée à I. 
eqi = '0' 
input= syspit 
appel.fnc(input) 
syspot = input 
define ap?el.fnc(input) 
2.ppelI input ' 3 ·:.: I' 
eqi = 'I' 
;initialis~tion J e eqi 
; l e ct.;.re dans in1Jnt 
; ~rpel d e l a fonction 
;écriture Qe input 
/f ( a ~1pel2) 
/( return) 
appel~ s uite Je l a fonction 
fonction test.fnc 
Cette fonction génère le te xte de tout E: s l es sous-
routines dont 1 ~ v ~ri able global e corres~on~ante es ~ po si-
tior.:...viÉ. e à I.Elle est 2.ppelée en fin ci e progra;rirne lorsquè 
tout le fic hier inpv.t a ét é lu. 
- exe m:ple_Eou.r E<: I 
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define test. fnc ( p c~r) 
testI eqi 'I' /f(test2 ) 
.syspot = 'EQI: ' 
syspot = 'COl\'IP B,(IX)+O' 
syspot = 'JŒiIP , NE .+8' 
syspot = 'LO AD A#I' 
syspot = 'CŒvlP A, (IX) +I' 
syspot = 'JŒ "P .,., Q l\'!. , .::J . .+3' 
syspot = 'CLH ,. t r . 
s ys pot = 'CLR B' 
s y s pot = 'LO i~D (r··) I 1> ' :. + , .. 
syspot = 'Lü • ..:.D ( I J: ) +0, B ' 
s yspot = , R:~T, 
t e s t L s u i t e de 12. fo nction 
N.B. Le programme r é a liss.n t 1 2 seconde p 2.sse se trouve en 
anneJ.:e (voir am1.exe 2. d: i·.~o torol a . 2) . 
III. 2 3 -"_; x e ,"lF,le d. e t r a o. ·;)_ction 
---------------------
Re prenons le proe;rs...-nme que nous avons prs sent é s en III. 132 
et voyons les r é sultats a près l ri. premièr.:::: et 1 2. seconde 
passe de la phase de tra duction. 
. te X t 
instruction 





i=-1 + NLOC 





UI3 A, #-1 +2-J:·2 
BC B,#0 
AD LH,B 











AD SH, IX 
D A,SL 
D IX,#0 











'°ID IX, ( IX ) +O 








POP B , 
POP A 
REMVEI 
'"" -/ . 
~ 1.. :::· 











J AD IX,#0 








~C IX, SP 
~C SP 
JC SP 
AD IX, ( IX) +O 











B new expression at line 12 
:nstrùction LVLOCI 1 
D IX,LH 
D B, ( IX) +2* 1 
D A, ( IX )+1+2*1 
H A 
H B 
n struction LVCONI 50 
LOAD IX,#50 











OMP B, ( I X ) +O 
Ut1P,LT .+8 
UMP,GT .+9 




DB neu, expression 
instruction LALOC 
OAD A,LL 
• AD B,LH 
OAD IX,#2*0 







AD B, (IX) +2*0 





OAD B, ( IX ) +:;!* 1 
OAD A, ( IX)+1+2*1 
PUSH A 
PUSH B ' ' ! 





1DC B, ( IX )+0 
LO~.D ( IX > + 1, A 
·L3 







' *POP A 
INC IX,SP 
I NC SP 
I NC SP 
OAD IX, ( IX) +O 
OAD <IX)+1,A 














OAD SH, IX 
J D A,SL 
:me B, SH 
USH A 
PUSH B 





















0AD IX, < IX )+2*2 
0AD SSH, IX 
0AD IX,LH 
0AD IX, (IX) +2+2-ié-2 
0AD SSSH, IX 
0AD IX,LH 
0AD IX, ( IX ) +4+2*2 




* DATA :0 
*BYTE : 0 
Les instructions qui commencent par* sont des 
nstructions inutiles qui seront supprimees lors de la 
hase d'optimisation . 
Les instructions qui commencent par** sont des 
n s tructions qui seront reduites lors de la phase d' 
p t imisation . 
ssquence d'initialisation et de terminaison 
RDX 10 . 
. BYTE 0 
. BYTE 0 
. BYTE 0 
. BYTE O 
SH : .BYTE 0 
SL : . BYTE 0 
SSH : . BYTE 0 
SSL : . BYTE 0 
3SSH·: . BYTE 0 
SSSL: .BYTE 0 
DRINIT : . WORD 1000 
EBUT: . LOC DEBUT 
:JAD SP , ADRINIT 
AD IX,ADRINIT 
C I>: 








. tex t 
:. n ~trué:tion 





i=-1 + NLOC 






B A, :i4-1+2i:·2 















; i nstruction LVCONI 0 
• P,D IX,#0 
LOAD SH, IX 
• AD A,SL 
• AD B,SH 




OAD IX I (IX) +O 
• AD CIX)+1,A 
• AD (IX)+O,B 
i struction REMVEI suprimee 
DB new expression at line 12 
instruction LALOC 1 
AD A,LL 
AD B,LH 
• AD IX, ~t-2* 1 














t\D IX, CI X> +O 
(IX>+LA 
<IX)+O,B 
7struction REMVEI supprimee 
B new expression at line 12 
instruction LVLOCI 1 
OAD IX,LH 
OAD B, ( IX ) +2* 1 
DAO A, (IX)+1+2*1 
USH A 
SH B 
instruction LVCONI 50 
AD ·IX,#50 
AD SH, IX 
AD A,SL 
AD B,SH 
ins t ruction JGT L3 
'\IC I X,SP 
'\IC SP 
C SP 
MP B, ( IX> +O 
MP,LT . +8 
UMP,GT .+9 
OMP A, (IX)+ 1 
UMP,GE. +5 
UMP L3 
B new expression at line 13 









· nstruction LVLOCI 0 
IX,LH 




·nstr ùction LVLOCI 1 
IX,LH 
B, ( IX )+2*1 
A,< IX)+1+2*1 
~1struction PLUS! 
DD A, <IX)+1 
DDC B, ( IX > +O 
INC SP 

















AD SH, IX 
D A,SL 
DC · B,SH 
LALOC 1 

















IX, ( IX > +2+2-tt-2 
SSSH, IX 
IX,LH 
IX, ( IX ) +4+2*2 
A,#2 
MP RETRNI 
*DATA : 0 
*EYTE : 0 
*DATA : 0 
*BYTE : 0 
routine RETRNI 
TRNI: 


























P (IX> +O 
outine INCAFT 
1: AFT: 
D SL, P, 
D I ):, SH 












Les instructions precedees de** correspondent a des 
ontractions de texte : 







On remarque notamment gue la séquence - PUSH A;PU3H 
B;POP B;POP A - se rencontre 9 fois.Il y a donc un ge.in 
de 36 instructions.L'autre séquence - LOAD (IX)+I,A; 
LOAD (IX)+O,B;POP B;POP A - est rencontée une 'fois.On gs~-
gne donc :::: instructions.Au total, il y a 38 i nstructions en 
moins sur un total de I5I instructions.Le ga in est donc 
appréciable puisqu'il représente plus de 20~. 
Au nive a u du nombre de bytes générés,on gagne 36 by-
tes pour l a première séquence et 4 pour l a seconde,soit 
40 bytes sur un total de 25I.Le g2in es t de l'ordre de 
I5 ;~. 
Il semble que ces chiffres peuvent ~tre généralisés: 
on g2,gne donc plus ou 1:1oins ~0% dans le no:·.ibre d' inst ruc-
tions et I5 f d2.ns le no rnlJre de byte s. 
III.3 Phase de cross-assemblage 
Rappelons que la phase de cross-assemblage a pour but 
de transformer le programme CALM obtenu lors de la phase 
de traduction en un programme exéqutable.Le cro ss-assemblage 
est par&~étrable en ce sens qu'il permet d'obtenir des pro-
gr,-:.rnrnes exécut 2.bles pour différents processeurs. Il sufi' i t 
pour cel a de fournir au cross-assemble ur une description 
correspondant au processeur sur lequel on veut exé cuter 
1 e pro E,rarmne • 
Rappelons scale:ne n t q1.,1.e le cross-as sem·:::leur utilis :: 
est le cross-assembleur U.U AS3 , écrit e :!'.·a · P 2~sc e.l p2.r =·-• ~chmi t 
d :.= l'Ecole Polytecrilli Que Féd é rale de l s.u s 2.n.ne. 
Dans ce paragraphe,nous &llons pré senter les règles 
de construc t ion de 1 2. ciescri ption peni"iet t~:.nt de IJc::.rai11étrer 
l e cross-s.sse!nbleur pour un proc e s s e ur donné . Nous a:p :r:liquons 
ensui te ces règles lJ OUl~ quel c:ues instruc t ions a.u· ~\~otorola 
6800 . La description complète pour le ~,~ot oro l a ô8üu se trou-
ve en ari..nexe (voir annexe 2.c). Nous donnons égé,.lement u.n 
exe :·i11üe c oncret de cross-assemblage d'un pY-ogra:,·1:ne :~·our le 
~,lotorola 6600 . 
III • .3I Règles_ de_ construction_ de _1 2._._ descri ption _ pour_ U.NL L:_;:;s 
La d e s cri ption à fournir à U!i° I ,.::i.i n'est pa s une descrip-
tion de l'architecture de l .a 1nachine mais une descri ption 
formelle du langage assembleur dans laquelle la machine 
doit être prograrnmée .Ils':::git donc dans notre c a s d'u.11.e 
description des instructions CALi;l utilisé es par le proces-
seur pour lequel on réalise l e. description. 
III.JI 
UrlIASS dispose d'un certain nombre d'outils pour ai-
der 1 'utilisateur à réaliser une description; il s •agit d' 
un ense:nble de pseudo-instructions de des.cription et d'un 
ensemble de variables. 
Ce sont ce 3 variables et ces pseudo-instructions ~ue 
nous allons décrire maintenant. 
III. JII Définition des .variables Ul, r :·1 :: s 
To utes les variables qui vont être déf i nie .ë: ps uvent 
être utilisées explicitement d~ns le texte de l a ùescrip-
tion. 
Ils '::.git de la vari 2-ble la plus i .. 1 Jort ;::,_nte, elle con-
tient l a Qe rnière v aleur qui a Éts évalué e par l'assemblevx 
en anal ys 2.nt une ligne du progam:ne so urce. Par exe ;:1ple, a pr È:;s 
s.voir Évalué une expression, s e~ v aleur est pla c ~e dans la 
variable V.L~ description devra do nc indi Guer ce qui doit 
être f ~it du contenu de V. 
v ariables Vi (i=I, •.• ,9) 
Ce s 9 variables permet t ent de stocker te~pora irement 
des valeurs. 
variabl e s_Gi (i=I, ••• ,9) 
Ces 9 vari ables permettent de stocker des i nformations 
pe r 212.ne r.t es. 
~l!~~-~~ (i=I, .•• ,9) 
Ces 9 variables permettent l a génération de code en 
plaçant des v aleurs dans les Bi.A la fin d'une instruction, 
ces variables sont transférées dans le fichier output si 
des valeurs leur ont été affectées.Ne uispo sant que de 9 
variables Bi ,il n'est pas possible _ de générer plus de 9 
bytes par instruction. 
P-counter PC 
Le P-cou....~ter es t :,cc essible 2,u y.:rc 5r :.:::.rn: .. e v.r . Il .:: 1 :::ci t 
de l'e.dresse sui v ante où on doit générer du code. 
Descriution de s ps eudo-instruc tions 
----------------~------------------
Les lJs 2udo-instruc t ions sont 2vu no :::br e de c inq : 
. I<.ŒHü 
.C ODE 
. I l\3Tf~ 
La pseudo-instruc .:. ion . ~.2~i"-m est utilisée pour grouper 
s ous le m@ :n~ no:n un c "'rt a L1 nombre de paramètr e s qui peu-
vent apparaître à l é.:~ même place dans une ir:struction, en as-
signant une valeur à chaQue par amè tre.Cette valeur sera uti-
lisée pour g {: n érer le co de .L'assembleur crée une liste des 
éléments du menu.La recherche dans cet te list e est séquen-
tie l2.e.Lors d'une rech ercLe fructueuse dans la liste,12. va-
leur correspondr:nte est pl c: i.c é e dans l a v ariable V et peut 
donc ~tre utili s é e pour Gé n i rer le co de . 
•f1ENIJ 
e ~: e m·,: l e 
Les instructio n s l 'USH et :t'OP pour le d otorola 6500 
sont co dse s de l a Ïaçon s u i v 2.nte : 
tfüj POP p p tE _.6.-1._ PUSH p B + 
Un'? instruction . :i2"::NU pe1-1.t ~tre cl;:: finie pour exprime r 
q_ --.J.el registre ( A ou B) e s t utilisé dans l'instruc tion. 
. 1:~ îiU PP.AB =(' A'= 0 1 ë:• ' 
' .w 
= I) 
Lorsq_ue l'assembleur exécute c ette instruction,s'il 
reconn2.ît d::..ns l a lig::-ie Qu'il tr :-~ite œ1e des deu."'.. c : .8.î n e s 
de c a r z.ct ères ' A ' o u ' B ',il pl ac e d::-..ns l e.. variable V la 
v s.leur q_ui es t as s ociée à 1 2. chaîne cie caract ères recorm.ue. • 
Nous verrons plus loin comment cett e valeur sera utilisée 
Une c-.. utre pseudo-instruction . r;;ENU peut ~tre utilisée 
pour ce même exemple: 
. M~NU PP = ('FUSH ' = 66 ,' POP ' = 62) 
Ic i , V contiendra 66 ou o;:: s u iva nt c;_ ue l' in:;; truction 
traitée est respectivement PUSH ou POP • 
• CODE 
La pseudo-instruction .COJE permet d'effectuer des 
opérations arithmétiques et lo g i ques sur les vari ~bles du 
cross-assembleur:V, Vi, Gi,Bi ou PC .Des v Eüeurs quelconques 
peuvent être affectées à chacune de ces variables.C'est un 
moyen utilisé pour décrire la eénération de code (en affec-
t;;!.rlt des valeü.rs G.UX v a riables :S i) . ï-~ous verrons pl'J..s lûin 
q_ue des V3.leurs peuv ,.:;nt aussi être 2.ffect é es aux v :::.riables 
Bi directement d -: .ns la description d' u.11.e instruc ·L ion. 
Il exi ste '.me ::iseudo-instruction • COD:,.: prédcfinie 
..,.,.., ,)0 . ( . - 0 ) . . ~ ' 7 1 Li.-.:. l l J.. i=.l, ••• , ,./ qui :!_Je:r:ne-c a a:n..'1.UJ.e r valeur ~:2.acs e 
d.an.3 3i q_'J. ': .. nd il ,· :9~::iaraît que celle-ci n ' es ·~ plt.1.s :18ces-
s .0.ire. i :.-~~W i est diff2rente d' une pseudo-in :::: truction .C0)3 
qui spécifie Bi:=0 c a r a pr~s ZJ~O i,Bi est m~ s à 0 m~is en 
illus,le ·oyte Bi n'est pas 2,,ris en consid.i ration :9our .=~ n é: -












V,Vi,Gi,PC,Bi ou no mbre 
& AND logique 
OR logique 
+ addit i on 
soustraction 
* multipl icat ion 
-> shift à droit e 
<- s h ift à gauche 
Jes p s e udo-instruction s . COJ :_; peuvent êt r e utilisées 
·-::,o u.r tr ::0.nsfor:,1er un no ~:,bre 16 bits en 2 bytes et de les 
pl::-:.c er clans les b yt ':; S 2 et 3 d ' w.1.e in:-:t r uc ~.::ion . ün obt ient: 
.CO:;JE L0-1iB = VI:=V&377 ; VI: =lo '.: byte 
. CODE }-l hl = V2 :=V&I77400 
. CO:UE :EIB2 V'j :=V2 - C · V 3 · _ ,.,i _b byte = ü ' • - .!..i. 0 -
. CO:JE B2V3 = _!:) ~:= ..., .- V3 
• eu JT~ B3VI = BJ :=VI 
Les bytes B~ et B3 contiennent a}'.)rès ex t": c ution de c ette 
s ec uenc e d ' inst1n1.lCt io:ns les byt e s r,rove n .:.nt du no:·!:."cre Io 
bits . ui se trouvait à.ans l a v ~rit=:.ble V. 
La p seudo-instruct ifJ n . 11 ,;:;T pe r me t de co :nparer l e s 
v ;-::.riables V, Vi,Gi, Bi,PC;ce qui pe r me t à l ' a sse:nbleur d e 
prendre c ertaine s d é cisions en fonction d u rés uitat du te st. 
· TE.Sï 
. :;-
Co j~~~ar_ai·son ·.·.= < > - <- >- <> (t-) !J - , , - ' - ' - , • -
exe ::m le 
--------
• '.:::~ .;;? 3 = V =IOU 
Ces d eux pseudo - ins ti~uctio :-_s !)e r • ettent cle te s t e :r la 
v ~.l c ur d e V, l é;. pre:ïiièr~ si V v ·.1..J.t O, 1' ,_:.-utre si V v a ut IOû • 
• I,L.:c!.: I 
La pseudo-instruction • i.-. :_,t.{I es-~ u tilisée pour grouper 
sous un même no m une s é ~ uenc e d e pse \.1à.o-i:i.1.::: truc t i ons • COD::, 
et • T:-~,3T q_ui appara iss ent souvent ense ;:1bles. Une instruction 
. i·a_-~.C I }JC-...l.t aus s i co:ï.1.tenir ·..;.ne a,r:re instruc t ic.,11 • "'"::.A .L .Pcur 
:::iouvoir diff é renci e r les ~13.r a:11 è tres (. C(1 ,) '., ,. T:2: .:i T ,. î,~..: i.KI), v.n 
no m de test es t prec s d é p2..r un point d ' interr ogation (?), 
un nom de code est préct2 J f p a r le caractère' :' e t u.:.11 nom 
de maxi p a r un dollar($). 
Si v.ne pseudo-instruction contient plusieurs tests,le 
rés 1. ü t at gl obal est un iùiD logiq_ue de tous les t e sts: . liiAXI 
r ; ussit seulement si tous les te st s qu 'il contient r é ussissent. 




3i 1 'on re prend l' e:,:e ,.-i:,le l)OU.~" t r 2,i1.sforme r un no . ,bre 
1 
• bits e ~ d'2 u.x byt e s, clonn'- pour ill ustre r l s. r)setldo-ins-
t r-o.c t ion • CiJJ.~, toutes ce s p seuù.o -in structions peu.v•.';-nt Ê-c re 
I~:.:. ~;·ro ' , -n é, e,:, ,-o u-r• 
....,.::::, 1.A.l_..JV ~ ~J -
instnJ.ctio:1 : 
. :;~A..CI ·-.. 2 = : L-.ii.-B , _'1-IBI, : HB2 , : :S2V3, : BJVI 
. r~;s~n . 
La pseudo-instruction • D~.3Trt lJe rmet de :ü·cri1 e les 
instruction s du langage assembleur. Chaq_ue pseudo-instr ,.-.ction 
• r :;:rn TR cré e une partie de 1' arbre qui s e r a parc ouru p a r 1' 
asse::nbleur :9our analyser chaq_ue instruction du pro e;r a rnme 
source. 
Les uar amè tres po ssibles po ur cette pseudo-instruction 
sont: 
- un e c hc~îne de caract ,i res :::. reco::.·1ruître. Cette c haî-
ne de c :.:~ractères est c ,:..) ;n}Jos é e de rnaxi mu.rn ô c.:·. i•a c t e re s et 
est mi s e entre quot es .La v 2,leur de V n'est p i:1.s modifiée 
si l'assemble ur reco nnaît une t elle c haîne de c a r actè r e s. 
exemples: ' 10.::..D ' '(IX)+' 
le nom d'un 'menu mis ent r e par enthèses.L' as sembleur 
essaie :i. e r e conna ître une d es c h aînes de c a r a ct è res ~ui 
composent le menu;en c a s de s ucc ès,la v aleur a ssoci é e à 
cette cha î ne e s t pla c ée d ~n s l a var i abl e V. 
exe:,;p l e s: (PP) ( PPA13 ) 
- 1 2. présenc ·:: d ' U..Yl s é p ~'.r Lt e ur d . ns l ::~ ligne in:.,ut 
2.na lysé e se r a r epré sent é e p i,.r un tiret (. ) 
Lr-=- r ~conn,.""_i s s ·.n e ·, ::1 ' 1)..:.'le e x 0ressio~ e s t J.é cr i t- e ::. ::: 
L .'. îaço n s uiv2.nt e : S(n) ou S(n) . n re ~n ~és:J n te le no ;i1bre 
,,12.1~i3 u;n d.e bits d e l' e~~ :.:: r es :3 ion . ï:;(n ) signifi e c~ue l ' e:::p r es-
sion est considr:; rée c o . ..:·ae non signé e . S(n ) si :;nifie T ù.8 l ' 
e xpre s s io n est signée . 
exe:.1ples : une adr esse Io b its est re -rJré sent é e pa r 
:; ( 16 . ) • L ' asse:!lole ur v i ri f ie o ue O < =e~c pTe s si 0n > =17 7777 
( v ::üeur oc tal e ). 
H. B . Le '·' signifie o ue 1 2. v a leur e s t d é c i:;,.ale 
- l e n o ;-n d 'un c ode ,test ou tn8.xi rlr i c è d é p 2.r le c 2.r :.:.c -
tè r e s pé c ial u t ilisé pour les d isti:ngu e r , respe c tivernent 
1. 1 l?I J+ 
. ' . ,-R. 
exe:.tple s: · ? A 
ll \., 2 
: LO hB 
; te s t 
; maxi 
;co de 
- l ;J. gén..:; ration d e c o d e pe u t @tre d .. cr i te p ::-œ le p a r s.-
mètre ~ i( v ~l) ( i =I, •.. , 9 ) . i e st le numé ro d u byte d~ns 
l e quel 1 8. val e ur ' v :..i.l ' ci:) it être Dl a c é e . Vé:.l :r-ie ut être un 
•JN.SïP. 
• I 
nombre ou une des variables V,Vi,Gi,Bi,PC.La valeur es t 
additionnée à la valeur p~écédente contenue dans Bi. Tou-
tes les variables Bi sont remise s à zéro au co mmenceme nt 
de chaque ligne du pro gr ::.,.mme source. 
exe~ples: BI( J?O ) 
B2(V) 
.., 
III.3I3 Exe~ples de descrintion 
----~-------------~----
Donnons quelques exemple s d ' applic ation de ces r ègles 
pour quelque s instruc tions du -,.ioto rol '"· 630 0 
(F)- A dont le code objet est 006 
• I ' LO .A.D ' ' F ' ' A ' BI ( 6 ) 
s igni fie que si l' a ssembleu.r re ::-.:.contre une lign e input 
co nten~nt dans l' ordre l a chai~e l e c ~r a ct ère s ' lC =~ ' nuis 
un s s pa r a te 1...lr S èÜ vi cl e ' F ', d' w.1. nouv e ,:1.u .s é par a te ur e t de 
' "1_ ' u:.1 byt e contenant 6 sera ; ,-n8r 0: • 
• L::Zl~U R = ( ,_ ...  '=0, ' B '= I OCJ , ' L{ '= ::IO , ' SJ? '= I ( 1 ) 
• I ' LO A 0 ' ' ( Le) + ' E ( 8 • ) D::: ( V ) ( ?t. ) :3 I ( V ) BI ( :-2 4 7 ) 
Le menu R per!."net de construire le code o n~r e.t oire d e 
l'iustruction.Cel~i-ci v~ut en effe t 
' Ll.1 0 LC ·, ( I "·r ) · r Cl 
.::: , + p o ur . --.. .!.J .!-.. + , , . _ 
247+100 pour 10 .. -_D (IZ )+~'f, B 
247+II0 po ur LOXD (IX) +:~ ,IZ 
2 47+10 pour 10 ).J (L0+N, 3P 
L'ins t r uction . I r éalise re sue c t ivement l e s o ~~ r ~ti~ns 
s ui vantes: 
• rec onn~issanc e de ' LOAD' 
• reconn2.iss2.nc e d ' un s é p2..r G.t eur 
• rec onna i s s an c e de '( L -:) +' 
• reco nnais san c e d 'une expr e s s i on 3 bi ts non signé e 
~( 8 .) e t mise de l a val eur de c e t t e expre ss io n dans V 
• place V dans le byte B2 (B2(V)) qui contient l a 
valeur de l'expression E(8.) 
• reconnaissance d'un sépar~teur 
• exécution du menu R,s'il r éussit place l a valeur 
correspondant e dans V 
• place V dans BI (BI(V)) 
• ajoute 247 à BI (BI(247)) 
si toutes ces opé r a tions r éussissent gén8ration du 
code de 1' instruction en plaç -:=,nt BI et B2 dans le fichier 
:J o..t :;: ut 
2:·_ppelons qy ' on tro uv e en ·::u1.:.'1.2xe 1 -:~ .ie scri nt i s n co.-~,-
pl ~te ù : __ :0 torola ôc,00 . ( voir a ;.-~nez: e2 . c ) 
III .:;~ t::xe :::1ple _ d. e _ cro ss - ~;.s se :--1blage 
Le ~-:- i~o c~·a::1..ïn e utilisé est c el ui qt,'._e no us ut ili:3ons 
de 1ui s l e d~b ut de c e chs pitre . 
. RDX 10. 
000000 000 LH: . BYTE 0 
000001 000 LL: . BYTE 0 
000002 000 SH: . BYTE 0 
000003 000 SL: . BYTE 0 
000004 000 SSH: . BYTE 0 
000005 000 SpL: . BYTE 0 
000006 000 SSSH: . BYTE 0 
000007 000 SSSL: . BYTE 0 
000010 000 SSSSH: . BYTE 0 
000011 000 SSSSL: . BYTE 0 
000012 350 003 ADRINIT : . WORD 1000 
DEBUT: . LOC DEBUT 
000014 236 012 LOAD SP,ADRINIT 
000016 336 012 LOAD IX,ADRINIT 
000020 0t0 INC IX 
00021 337 000 L0/1,D LH, IX 
000023 1.17 CLR A 
000024 066 PUSH t,, 
000025 066 PUSH A 
000026 066 PUSH A 
000027 066 PUSH A 
000030 275 000 034 CALL MAIN 
000033 076 FIN: Wf',I T 
i. te X t 
000034 226 001 MAit~: LOAD A,LL 
000036 326 000 LOl'.D B,LH 
000040 066 PUSH A 
000041 067 PUSH B 
; DB i=-1 + NLOC 
; DB tot=--2·+ NLOC 
000042 237 000 LOAD LH,SP 
000044 326 000 LOAD B,LH 
000046 226 001 LOAD A,LL 
000050 200 003 SUB A, ~t--1 +2*2 
000052 302 000 SUBC B,#0 
000054 327 000 LOAD LH,B 
000056 227 001 LOAD LL,A 
000060 236 000 L0/1,D SP, LH 
000062 064 DEC SP 
; DB new expression at line 11 
000063 226 001 LOAD A,LL 
000065 326 000 LOAD B,LH 
000067 316 000 000 LOi6,D IX, #2*0 
OÔOOï2 337 002 LOP.D SH, I>: 
000074 233 003 ADD A,SL 
000076 331 002 ADDC B,SH 
000100 066 PUSH /!-, 
000101 067 PUSH B 
000102 316 000 000 LOAD IX,#0 
000105 337 002 LOAD SH, IX 
000107 226 003 LOAD A,SL 
000111 326 002 LOAD B,SH 
000113 060 INC IX,SP 
000114 061 INC- SP 
000115 061 INC SP 
000116 356 000 LOAD IX, CI>:> +O 
000120 247 001 LOAD CIX)+1,A 
000122 347 000 LOAD CIX>+O,B 
; DB new expression at line 12 
000124 226 001 LOAD A,LL 
000126 326 000 LOAD B,LH 
000130 316 000 002 LOAD IX,tl2*1 
000133 337 002 LOAD SH, IX 
000135 233 003 . ADD A,SL 
000137 331 002 ADDC B,SH 
000141 066 PUSH A 
000142 067 PUSH B 
000143 316 000 000 LOAD IX,#0 
000146 337 002 LOAD SH, IX 
000150 226 003 LOAD A,SL 
000152 326 002 LOAD B,SH 
000154 060 INC IX,SP 
000155 061 INC SP 
000156 061 INC SP 
000157 356 000 LOAD IX, (IX) +O 
000161 247 001 LOAD CIX)+1,A 
000163 347 000 LOAD CIX)+O,B 
L2: 
; DB new expressic,n at line 12 
000165 336 000 LOAD IX,LH 
000167 346 002 LOAD B, ( IX > +2~~ 1 
000171 246 003 LOAD A, CIX)+1+2*1 
000173 066 PUSH A 
000174 067 PUSH B 
000175 316 000 062 LOAD IX,#50 
000200 337 002 -LOAD SH, IX 
000202 226 003 LOAD A,SL 
000204 326 002 LOAD B,SH 
000206 060 II\IC IX,SP 
000207 061 INC SP 
000210 061 INC SP 
00211 341 000 COMP B, <IX) +O 
00213 055 006 JUMP,LT . +8 
00215 056 007 JUMP,GT. +9 
00217 241 001 COMP A, (IX)+l 
00221 054 003 JUMP,GE . +5 
00223 176 000 331 JUMP L3 
; DB new expression at line 13 
00226 226 001 LOAD A,LL 
00230 326 000 LOAD B,LH 
00232 316 000 000 LOAD IX,#2*0 
00235 337 002 LOAD SH, IX 
00237 233 003 ADD.A,SL 
00241 331 002 ADDC B,SH 
00243 066 PUSH t,, 
00244 067 PUSH I3 
00245 336 000 LOAD IX,LH 
00247 346 000 LOAD B, <IX) +2*0 
00251 246 001 LOAD A, C IX)+1+2*0 
00253 066 PUSH A 
000254 067 PUSH B 
000255 336 000 LOAD IX,LH 
000257 346 002 LOAD B, (IX) +2*1 
000261 246 003 LOAD A, <IX)+1+2*1 
000263 060 INC IX,SP 
000264 253 001 ADD A, ( IX )+1 
000266 351 000 ADDC B, C IX ) +O 
000270 061 INC SP 
000271 061 INC SP 
000272 060 INC IX,SP 
000273 061 INC SP 
000274 061 INC SP 
000275 356 000 LOAD IX, ( IX ) +O 
00027.7 247 001 LOAD (IX)+1,A 
000301 347 000 LOAD CIX)+O,B 
L4 : 
; DB new expression at line 12 
000303 226 001 LOAD A,LL 
000305 326 000 LOAD B, LH 
000307 316 000 002 L.OAD IX, #2*1 
000312 337 002 LOAD SH, IX 
000314 233 003 ADD A,SL 
000316 331 002 ADDC B,SH 
000320 327 002 LOAD SH,B 
000322 306 001 LDAD B,#1 
000324 275 001 033 CALL INCAFT 
000327 040 234 JUMP L2 
L3 : 
L1: 
000331 336 000 LOAD IX,LH 
000333 356 004 L.OAD I X, < IX ) +2*2 
000335 337 00 4 LDAD SSH, IX 
000337 336 000 LOAD IX,LH 
000341 356 006 LOAD IX, ( IX> +2+2*2 
000343 337 006 LOAD SSSH, IX 
000345 336 000 LOAD IX,LH 
000347 356 01 0 LOAD IX, ( IX> +4+2*2 
000351 206 002 LOAD A,#2 
000353 176 000 356 JUMP RETRNI 
; *DATA :0 
; *BYTE :0 
; *Df1TA : 0 
i *BYTE : 0 
RETRNl: 
000356 337 002 LOAD SH, IX 
000360 170 000 003 SLC SL 
000363 110 SLC A 
000364 213 010 ADD A,#8 
000366 233 003 ADD A,SL 
000370 137 CLR B 
000371 233 001 ADD A,LL 
000373 331 000 ADDC B,LH 
_, 
000375 227 003 LOAD SL,A 
000377 327 002 LOAD SH,B 
000401 117 CLR A 
000402 137 CLR B 
000403 237 010 LOAD SSSSH,SP 
000405 336 010 LOAD IX,SSSSH 
000407 010 INC IX 
000410 234 000 COMP IX,LH 
000412 047 002 JUMP,EG . +4 
000414 062 POP A 
000415 063 POP B 
000416 336 004 LOAD IX,SSH 
000420 337 000 LOAD LH, IX 
000422 236 002 LOAD SP,SH 
000424 064 DEC SP 
000425 067 PUSH B 
000426 066 PUSH A 
000427 336 006 LOAD IX,SSSH 
000431 156 000 JUMP <IX)+O 
INCAFT: 
000433 227 003 LOAD SL,A 
000435 336 002 LOAD IX,SH 
000437 246 001 LDAD A, ( IX)+ 1 
000441 066 PUSH A 
000442 033 ADD A,B 
000443 247 001 LOAD <IX)+1,A 
000445 346 000 LOI-\D B, < IX > +O 
000447 067 PUSH B 
000450 311 000 ADDC B,#0 
000452 347 000 LOAD (I>:>+O,B 
000454 062 POP A 
000455 063 POP B 
000456 071 RET 
. END 
assembly complete start adress 0000 
assembly time 0 . 024 seconds 
IV .I 
CH API T RE IV 
PROCEDURE D' I fü:PLE.l\'ŒNTATION POUR 
UN PROCESSEUR ET PARA11'ŒTRISATION 
IV.2 
Dans ce c hapitre , nous pr é sentons les procédures n é ce s sai-
res à l a par amé trisa tion du cross-compilateur et à s a mise 
e n oe uvre pour un processeur. 
Le premier paragr aphe présente la procédure d'implémen-
tation au niveau du cross-assembla ge.Nous décrivons les dif-
férentes opérations à réâliser: définition du langage assem-
bleur CALl\1 du processeur que l'on veut u t iliser et r é alisa -
tion de la description UNIASS pour ce m~me processeur. 
Le deuxième paragraphe décrit la procé dure d'implémen-
tation au niveau de la traduction CAL \'! de VAC.Il convient 
tout d'abord de définir l'algorithme CALllï qui correspond à 
c h a que instruction VAC.Il f a ut ensuite c hoisir les procédures 
de traduction:utilisation &e sous-routines ou non.On peut 
alors paramétrer la première passe de la phase de traduction. 
Po ur paramétrer la seconde passe,il convient avant tout de 
déterminer les séquences CALM à supprimer ou rédu ire et d e 
d éfinir les s équences d'initialisation et de terminaison du 
programme t raduit. 
Dans le troisième paragraphe,nous abordons le problème 
de la programmation de s programmes C.Cell e-ci est en effet in-
fluencée par le processeur pour lequel les programmes sont 
écrits.Ce problème sera traité de façon tr è s générale,car 
nous n'avons pu,faute de temps,l'approfondir dans le cadre 
de ce mé moire . 
IV.J 
IV.I Procédure d'imnlément ation au nive a u du cross -assemblage 
Dans ce par agraphe,nous définissons les a ctions à r éa-
liserJ pour paramétrer le cross-compila teur au nive au d u cross-
assemblage.Nous expliquons dans un premier po int comment 
définir le langage as s e mbleur CALI'.: d u proces s eur qu'on veut 
utiliser.Ensuite,nous présentons la manière de réaliser l a 
description du jeu d'instructions pour UNI ASS . 
La première opération à réaliser est de définir le jeu 
d'instructions du processeur à l'aide de la syntaxe de CALM. 
Cette description peut être réalisée à p a rtir d u jeu d'ins-
tructions standard du pro c esseur.Il s'agit en fait d'un simple 
changement de notations,fait en respectant la syntaxe de 
CJ\.Lli'l . Il f a ut noter que l'utilisation de CAL111 n 'est pas obli-
gatoire pour utiliser UNIASw.C'est un choix que no u s avons 
fait pour les r aisons donné es dans le chapitre I. 
Nous all ons expl i citer plus en détail les rè gles e t con-
ventions propres à l'assembleur CALI1 . Elles portent sur trois 
parties:les registres,l e s modes d'adressages et les mnémonics 
des instructions. 
l e s_re gistres 
On retrouve g énéra lement: 
• le program counter PC 
• l e sta ck po inter SP 
• le registre d'état F 
• les registres d' i ndex 
• ~es accumulateurs et a utres registres 
IV.4 
Il convient de donner un no m symbolique à cha que re gis-
tre.CALiVi propose de donner un nom à une lettrepour un regis-
tre 8 bits,un no m à deux lettres pour un registre I 6 bits. 
(voir table I) 
- les_modes_d'adressa~e 
Le mode d'adressage peut ~tre direct.L' adresse est alors 
donnée dans le c hamps de l'instruction.Le mode d'adressage 
direct pe ut prendre trois formes:adres s age relatif (le dépla-
cement par rapport au program counter est donné dans le champs 
de l'instruction),adressage absolu dans la page Ode l amé-
moire (adresse 8 bits donnée dans le champs de l'instruction) 
et adres s a g e absolu étendu (adresse I6 bits donnée dans le 
champs de l'instruction). 
Les deux autres modes d'adressage les plus importants 
sont l'adressage indexé et l'adressage indirect.Ces deux 
modes d'adressage sont fort se mbl.ables:dans l'adressage inde-
xé,l'adresse se touve dans un registre;da ns l'adressage in-
direct,elle se trouve dans une case mémoire. 
Il existe parfois certaines variantes de ces modes d' 
adressage comme l'adressage indexé avec post ou pré-incré-
ment ou post ou pré-décrément. 
CAL1': propose toute une s é rie de notations pour repré sen-
ter ces différents modes d'adressage.Ces conventions s ont re-
prises dans l a table II. 
les mnémonics des instructions 
On p :ut gro uper l es instructions en cinq cat é gories: 
transferts de donné es,instructions à deux o p é randes,instruc-
IV.5 
t ia ns arythmétiqu e s à I o péra nde,instructions de branc h ements 
e t d 'ap pel d e s ous -routines et i ns tructions de contr6le du 
proces s eur • 
• transferts de donné es 
Trois types d'instructions sont repris d a ns cette 
caté gorie:l'instruction LO AD qui permet de pl a cer une valeur 
d a ns un registre ou à une a dresse en mémoire à pa rtir d'un 
re gistre ou d'une adresse mémoire;l'instruction EX qui per-
met d' é c h anger les valeurs c9ntenues da ns des registres ou 
en mémoire;les instruct i ons PUSH et PO P qui sont des instruc-
tions de tra nsfert ave c la pile.(voir table III) 
• instructions à deux o péra ndes 
---------------------~-------
On p eut trouver une premiere sous-catégorie:les ins-
tructions ADD et SUB ( addition e t soustra ction).Ces deux 
mnémonics pe uvent ~tre préfixés ou postfixés pour indiquer 
le type d'opération d é siré.(exemple:addition avec carry, 
s oustract i on dé cimale).Les conventions pour préfixer et post-
f ixer se trouvent dan s la table I. 
Da ns les autres instructions à deux o pé randes,on 
peut citer les opérations logi~ues,la multiplication,la divi-
sion,la co mparaison.(voir table III) 
• i n structions à une onérande 
--------------------~------
Cet t e catégo r ie repre n d principalement les o pera-
t io n s d e s h ifttd'incrément,de décrément,de remise à O,de 
positionnement de bits.(voir table III et IV) 




On r e trouve ici i e s instructions d e b r anchement 
conditionnel ou incond itionnel.La condition de bran c h ement 
dépe n d de l a val e ur du re gistre d 'éta t.La table I d éfi n it 
l e s mnémonics utilisé s pour t e s t er le s différents cas possibles~ 
Ce s ont l e s instructions d'int e rrupt ion,d'arrêt,d' 
a ttente,d'exé c ution.(voir table IV) 
Avec l' a i d e d e c e s règles et conventions,il convient de 
définir le jeu d'ins tructions CALM pour l e process eur qu'on 
veut pa ramétrer.A titre d'exemple,on peut rappeler celui que 
nous avons donné pour l'Intel 8080 pour les instruc t ~ons d' 
addition. 
Les instructions standards étaient les suivantes: 
ADD j},B ,C ,D, E ,H,L] 
(registres 8 bits) 
ADD (HL) 
(adresse dans HL) 
ADD m{adresse I6 bits) 
ADI d(va leur immédiate) 




DAD [ BC, DE,HL,S~ 1 
(registres I 6 bits~ 
a ddition 8 bit s dans l'accumu-
l a teur A 
addition 8 bits avec carry dans 
l'accumulateur A 
add ition Io bits d a ns le regis-
tre HL 
En utilisant la syntaxe de CAL·,~ on obtient respecti verne nt: 
ADDA , [A, B, C, D, E, H,L] 
ADD A, (HL) 
ADD _ , m 
ADD A,;;.d 
ADDC A, [ A, B,C, D, E, H,L] 
ADDC A, (HL) 
ADDC A, m 
ADDC A,:fl:'d 
ADD HL , [Be., DE , HL, sP] 
IV . 7 
1-.[ GISTE P.S 
Prot,rflm cuuntC:r PC 
Sf' 
XX, IX, l Y 
Stac ~ po1nLur (1~ IJ1t§) 
Ince , r r- glst ér (1E u 1tsl 
6 -t> i t f"t..:gist i.~1· t, , B, . . . ,P. i.f<l , R? , ._. 
1 6 -t>lt rq;lsu,:- HL,IX , ... Pfi ,f'2, ... 
r ri oe ra ~ l Stt·r 1~ l.llts) 
f li>i; IJl ls c a rry C, Jl11, L. si en S, r.,-e rflow V, 
1e;:c, valut• 7., j ntrt rruj'Jt I . tl e cimnl mDdü D 
MEKORY R[F[kENC[ 
LOCdtlcr , ( û r 1tG f:1'..!llli!nts) of 
adores~ rn m 
Loc. (or 1t5 L Untent$) the adCreJ:.i 
o f wh lch is t nc contcrots uf >. (X) 
Loc. (or i•.s c ui1l1 !n t~} t he cJd cre s5 
of whicr c 1c:. 1ri the ) oi:ation of 
PREFIXES TO INSTRUC TIONS 
lnver t~d ope rancs 
C~ci~ül ope r6~Jon 
Fl obti ng point operatior, 





\;.'!th CèHT J' C 
\.Il tt, J ln •, ui t L 
Uyte ope<ro Li on lin a 16-Dlt IJP) !l 
f r,JJowe>d tiy a jumo 1f t es t•- 1s t ,·u e ,Jt 
f<'l l c.wcd t, 1• a s~ir., if t es t~ 1s tru~ ,St 
TE ST S t IN CONDITJONAL JUMP OR SKI P l~ST R~C TJONS 
If ca r-ry set C • 1 
If carry clcdr C• O 
If slgn bit SL,t S• ~ 
If sien Cil clcar S• D 
1f z ero b l t set ] • 1 
1f zero tilt cle6r Z•O 
If o ve rf low se ':. V• 1 
If o verflow c:lt:=ar V•O 
lf t.ien~r Cvl•II 
If n1 gne~ o r eQ uù ! C•r 
If cr;ual 2•e 
Jf l owc:r or SèHT\t! CvZ •1 
l f l uw~r C•1 
If fr~at~r Zv!SoJ J• fi 
If ireater or eQudl s. ,. 0 
If equal Z•~ 
If } ow~r ur equa l Zv!So,J J • 1 
If lo-...1= r t :-ian SeV•1 
S!GIIS 
" od NOT 
sub ANG 
mu]tl p ly OR 
d ! vlC:e / f :-. cl us 1 v t:! 
mJY.fRJC EXPP.(SS !OliS 
4 ·b l t e1: ~rèss1o n 
e -~i t 1r,t ~r~c ~ ~xr,res s i~n 
t· ~lt s~g~eo e1: urcs~i un 
16·C1t J:.tc):cr \:! xp rc s~ion 





1 < J 
1 > J 
{)) 
1 • 1 
( () 






























or , HS 
or ,LO 
l ower , LO 
h1en ~r or som~ ,HS 
minu s re~u!t ,~!I 
positi ve r f-5ul t , PL 
r es ul t P.ljual t o zero ,EQ 




fo r two posit i ve nvmLers 




i For two sier ,~CI num::..t:!rS ( aru, r a COl'lf' or su& instr. 
1 (· 
Ta ble !. Assembly lang~agc con v~ntions . 




























































































































































Après a v oir d éfini l e je u d 'inst ruct i ons Cfa_L-·f p our le 
pro c e sseur à pa r ~~étrer,i l convient de réaliser l a description 
d e ce jeu d ' instruc-tions pour Ul'HASS à l' a i ~. e des pseudo-ins-
tructions q ue nous a vons dé c r ites en III. 3I2 : . Tu'iE NU , .CODE, 
• TZS T, • Iï.AXI, • I NSTR . 
Pour me ttre au point cet t e descri ption,il convient de 
respecter un c e rtain nombre de r è gles et de suivre certains 
Î1 . c onseils. 
l a d éfinition des pseudo-ins tructions . MENU , .CODE, 
. TES T , . 'YIAXI n e doivent p a s nécessa irement appar a ît r e dans le 
texte avant leur ut il isa tion d a ns une pseudo-instruction 
.INSTR . 
- il est recommand é d e plac er l e s cha îne s d e ..Jïle.ra ctères 
. J, ~ 
a v ant l es menus quand ceux-ci p euvent a pparaître à la même . 
pl a ce dans une instruction.L'assemblage sera plus rapide c a r 
l a re conna issance d'une c haîne de c a r actère r é ussit o u rate 
i rnmé di a tement;ma is l a r econna issance d'une c haîne d e c a ract ères 
dans un menu est plus lente:l'assembleur essa ie de r econna ître 
c haque chaîne de cara ct è res du menu et ce de f açon séquentielle. 
exemple: instruction J ili>lP d e l' Intel 8080 
J Œl:P (HL) 
JŒ,:.P m 


























. MENU TSTIZ = ( ' NE '=O, 'ZC '=0, ' EQ '=·IO, "'ZS'=IO, ' HQ '=20, 
... 
'CC'=20,'L0'=30,'CS'=30,'PL'=60 ,' SC'=60, JŒVII'=70,'SS '=70; 
' VC'=40,' P0 '=40,' VS '=50,' PE '=50) 
.INSTR 'JŒIIP'_' (HL) 'BI(35I) 
• I NSTR 'JUi1P '_ ( TSTI Z )BI (V) _E ( I6. ).fï.1 2BI ( 302) 
.• I H.STR ' JUs,_P '_r.: (I6 . )# Vi 2 BI( JOJ ) 
N.B.: W2 est un . i,'i:AXI que nous avons dé crit en III.JI2,il trans-
forme un nombre Iô bit s en deux bytes B2 et BJ 
En plaçant l a reconna issance de J ~n'iP (HL) avant la 
reconna issance de s instructions de branchement conditionnel 
l'assemblage est accéléré.Dans le cas contraire,l' assembleur 
devrait parcourir toutes les chaînes de caract ères du menu 
TSTIZ avant de reconna ître la chaîne '( HL) ' chaque fois 
qu 'une instruction JUitP (HL) est rencontrée . En effet l'as-
sembleur travaille sé que ntiellement.Dans le c ~s d'une ins-
truction de branchement conditionnel,le travail suppl émentai-
re e st f a ible puisque l'assembleur teste r a U:.~i qu ement la 
chaîne '( HL) ' en t ro p . 
- l e s c~a înes de car act ~res les plus longues doivent 
venir :..v ::::.nt le .:, !)lus c ourtes si l eurs premiers c 3.r act èr es 
S)nt identi~ues . Cette r ègle est val able po ur l es chaîne s 
IV.IO 
d e caract è res da ns l es menus ou pour d e s c Laî nes se t r ouv ant 
di r e ctement dans l es inst ructi ons . I H3TR . 
exemple:l e cro s s-as sembl e ur do it d'abord pouvoir re-
c onnaître le mnémonic ADDC a v 2.nt .ADï) sinon ADD sera toujours 
reconnu et le reste de l a chaîne conduira à une e rreur . 
- q uand on d é crit différent s type s d e pa r amèt r es qui 
peuv e nt a pparaître à la m~me place dans une i ns truct ion,les 
e xpres s ions doivent toujours v enir à l s, f in. S::..no ::-1 quel que 
soit le parrunè tre qui a pparaît,l'as s e mbleur considère que 
c'est une expres ~ion. 
exemple : • IIJSTR 'J ûl'IŒ ' ( TST IZ )BI (V) _E ( I6. )/fW2 BI ( 302) 
.IN3TR 'JŒiTP '_E(I 6 .)fW2 BI(303) 
Si les instructions sont inversé es,le jwnp conditionnel 
n e sera j ~~ais testé;l ' assembleur c he rche une expression 
Iô bits . 
- si différents t ype s d 'expressions peuvent apparaître 
à l a même place,les expressions les plus courtes doivent 
venir . e n tête. 
- po ur des raisons d'optimi s ation,il est int é ressant 
de placer en tête dans les menus le s chaîne s de caract ères 
le s plus s ouvent utilis é es.De même,les instruction s les plus 
utili s é es seront plac é es en tête de la description.L' as sem-
b leur travaille e n effet de f a çon s équentielle . Pour bien 
co::i :· rendre ce ci, mo ntrons co ;1·:me n t 1' a ssembleur construit 
l'arbre à partir de l a description. 
So it les instructions: 
.IN:3Tn 'JŒ,iP '_'(HL) ' BI( J 5I ) 
. I -~STR 1 JŒ:P 1 _ :S (I6.)$il2 BI(30 3) 
IV.II 
L' a rbre correspondant es t le s u i vant: 
1 ffL) 1 
On voit que la premiere instruction comprenant ( HL) 
es t d'abo r d testée.Si ellr a p~aratt souvent,il est donc 
intéressant d e la d écrire av a nt. 
IV. 2 Procédure cl ' i mpl émentation :-· .. u ni veau de l a traduc tion 
CALrii de VAC 
IV. I2 
Dans ce paragraphe,nous pré sentons les o pérations à 
réaliser pour p a ramétrer le cross-compilateur au n i ve a u de 
la traduction en code CALM: des instruct,ions V .AC . Nous don-
n ons é ga lement quel ques conse ils susceptibles d' améliorer 
l e s performa nc es du code C_ 1 .. : g é n é r é . 
Il convient d'abord de d éfinir les algorithmes CAL~,1 
pour chaque instruction VAC.Ensuite,il f a ut déterminer pour 
; ' 
chaque algorithme s'il est possib] e et int é ressant d'e n faire 
une sous-routine ou s ' il faut au contra ire générer tout le 
code cha que fois que l'instruction VAC est ren contré e d a ns 
le programme à traduire.Il f a ut également d éterminer les 
optimisations r éalisables.Après toutès ;: ces opé rations., on 
peut paramé trer les deux programmes Snobol , de traduction 
et d 'o ptimisation. 
IV. 2 I Définition_des_al~orithmes_C .LM 
Co mme nous l'avons vu dans le chapitre pré c édant,il 
convient de construire l' a l gorithme CALI{ qui correspond à 
chaque i n struction VAC. Pour cela,on dispose du j e u d'instruc~ 
tiens ~ CALM pour l e processeur qu'on veut utiliser,jeu d' 
instructions qui a ét é dé f ini lors de l a d éfinition du l a n-
gage assembleur CA1;1i: du processeur dans l e para gra phe pré-
c é d ant. 
Pour é crire c e s a l gorithmes,il convi ent donc d e très 
bien conna ître ce jeu d'instructions et par cons éque n t les 
possibilit é s d u processeur.il e s t ~g a lement i mport a n t de 
trè s bien c onnaî t re les modes d'adressage 3 disponibl e s et 
les effets de c h a q ue instruc t ion s ur le registre d' é t a t du 
processeur. 
IV.IJ 
Qu a nd à l a maniè r e d'écrire les al gori thmes,il est im-
port a nt d ' es s :-,ye r d 'être le p:tus syst émati q ue possible; c' e st-
à -dire d' ut iliser l e plus possible l es :-nê mes ins t r uct i on s , 
le s mêmes zones mémoire s ou re g i s t res, pour r éaliser des 
Îonctions identiques dans des algorithmes correspond e..nts 
à des instructions VAC différentes .- par e_xemple toujours 
utiliser le ou les mêmes registres pour s a uver ou e xtra ire 
des v a leurs de la pile.Ceci permettra de réaliser certaines 
o ~timisa tions sur lesquelles nous reviendrons plus loin. 
Donnons, à titre d'exernpl e ,un algorithme possible po ur 
les ins tructions v~c , PLUSI et EQI, pour 1 Intel 80 û0.Nous 
avons déjà fourni ces deux algorithmes pour le rrio torola 6800. 









CO l'iiP A; H 
J m,:p, zc • +9 
LOAD A,L 
LO AD HL,fI 
co:,IP A,C 
J Œ,:P , ZS • +5 
;extra is l'opérande 2 dans HL 
;extrais l'opérande I d a ns BC 
; (HL)+(BC) ->HL 
;sauve le résult a t sur l a pile 
;extra is l'opérande 2 dans HL 
;extrais l'opérande I dans BC 
;place le byte le plus significatif 
de l'opérand e I dans A 
;compare l e s parties les plus si-
gnificatives des 2 opérandes 
;branche si résult a t faux 
;place le byte le mo ins signific atif 
de l'opérande I d :3,ns A 
;I -> HL 
;compare l es parties les moins si-
gnificatives deffi 2 o pé randes 
;branche si r ~sultat vra i 
LOAD HL ,+ü 
PUSH HL 
;O -> HL 
; sauve le résult a t sur l a pile 
IV. 2 2 Choix des procédures de traduction 
----------~-----------------------
IV.I4 
Afin d'obtenir un texte CALM suffisamment performant, 
i l faut d é terminer pour chaque algorithme CALM s'il -est 
possible e t int é ressant d'utili s er une sous-routine qui ne 
sera géné r é e qu'une s eule fois p a r p r o gramme traduit - sil' 
instruction VAC qui lui correspond se trouve dans le pro-
gramme - e t par c ons équent de ne générer que les i1ftructions 
strictement nécessaires ou qui n e peuvent f a ire partie de 
la sous-routine c h aque fois que l 'instruction VAC appara1t 
dans le texte du programme à traduire. 
Des règles précises sont difficilement applicables pour 
savoir s'il f aut ou n on avoir rec ours à une sous-routine. 
On peut ce pendant rappeler que les instructions de ma nipula-
t io n de la pile ou de modification du stack pointer doivent 
@tre utilisées avec pr é c a ution à l'intérieur d'une sous-
routine c a r l es instructions d'appë.i et de retour d'une sous-
routine modifient l'état de l a p ile et du stack pointer.Les 
extractions et s a uvetages doivent en géné r a l @tre utilisés :· 
en dehors de t elles s ous-routines sous peine de complique r 
grandement la ge stion de la pile et donc de devenir moins 
:p e rformant . 
A titre d'exemple,on peut c hoisir pour l'instruction 
FL US I de génére r les 4 instructions CAL ,: décrites en IV .2I 
c haque foi s que PLUSI est rencontré dans le programme à tra -
duire.L'utilisation d'une sous-routine n'app0rtera it rien 
dans ce cas. En effet, une seule instruction ne mani pule pas 
l a p ile.D' a utr 2 part le nombre d'instructions à gé n é rer est 
très f a i ble . 
IV .I5 
Par contre ,on peut dé cider pour l'inst ruction ~QI d' 
utiliser u..~e sous- r outine .Le t exte généré à cha que r encontre 
de l 'inst r uction VAC dans le texte à traduire devient : 









LO AD A,L 
LO AD HL ,'If: I 
CO I1~P A, C 
J lIB'IP , ZS • +5 
LOAD HL,.0 
RET 
On remarque que le gain peut être appr éciable si le 
no mbre d'instructions EQI du programme VAC est i mportant. 
On génère seulement 4 i nstructions chaque fois au lieu de 
II si l'on n'utilise pas de sous-routine.La perte en temps 
d' exéc ·J.tion, représent ée par l'exéc ution des instructd.ons 
CALL e t RET est le prix qu'il faut payer. 
Après avoir défini tous les algorithme s C.ALif e t a près 
avoir choisi l e s s équences d'ins tructions CAL.,: à générer 
pour chaq_ue instruction V. C,il est possible de paramétrer 
le programme q_ui as sure la traduction en CALW.Rappelons que 
IV .I6 
c e programme a ét é décrit en III. 222 et qu 'il r éalise les 
fonctions suivantes: 
- l ecture ligne par ligne du fichi er VAC 
reconna issance de la ligne lue 
en fonction de cette reconnaissance générer l' algo-
rithme CALM qui correspond sur le fichi er output 
Il n'y a que cette troisi ème partie qui doit être mo-
difiée . Nous allons le montrer sur un exemple. Nous avons don-
né en III. 222 un exemple pour le Motorola 6800 (pour les 
ins tructions PLUS I et EQI). No us allons présenter ce même 
programme po ur l'Intel 8080. 
goI input = syspit 
input -Jt/811. 'PLUSI' 
input -lf-/8tt- 'EQI' 
plusi syspot = 'POP HL' 
syspot = 'POP BC' 
syspot = ' ADD HL,BC' 
syspo t = 'PUSH HL' 
eqi syspot = 'POP HL' 
syspot = 'POP BC' 
syspot = : 'CALL EQI' 
s:vspot = ' PUSH HL' 






On remaroue que la structure du programme compar ée à 
celle donné e pour le i,'iotorola 6GOO est la même .Les seules 
modifi cations concernent l e s s équences d'instructions CALii' 
à gé nérer ( c e qui est encadré dans notre exem:!:ùe). 
IV . I 7 
IV . 24 Ontimisa tions et p a r @né trisa tion de l a pha se d ' 
-~---------------~-----------------------------
Pour paramé trer l a second e passe de l a phase d e tra -
d uction, nous avons déj à déterminé .. •les sous-routines que 
nous voulons utiliser.Il reste encore à d é terminer les sé-
q u ences g énéré es par la première passe qui peuvent éventu-
ellement être supprimé es ou r é duites et à é crire les: séquen-
ces d'initiali s ation et de te r mina ison de pro gr amme. 
La façon l a plu s simple de d é tecter c es séquences est 
d e réaliser un certain no mbre de t ests ,c' es t - à - dire d'exécu-
te r la première passe d e la pha se d ~ traduction pour un 
c ertain nombre de programmes et d'analyser le texte g én é r é 
af i n de découvrir ces séque nces. 
On peut éga lement obse rver les instructions d e début 
et de fin de s a lgorithmes CALM.C'est en effet lors de l'en-
chainement de plusi e urs instructions VAC que des optimisa-
tions sont possibles . 
Pour l'Intel 8O 8O,nous avons découvert deux s équences 






Sé quences d 'initiali s a tion et d e termin~ison 
--------------------------------------------
Rap pelons que les opérations essentielles d e début de 
programme consistent a réserver le s variables éventuelles 
utilis é es, à initialise r l'adresse de base locale et le stack 
point e r e t de bra ncher à l'étiquette h:.AI N, v é ritable d ébut 
IV.I8 
du progr~nme. En fin de prograrnme,il f a ut arrêter l'exé cution 
du pr o g r a.'rune • 
exempl e po ur l'Intel 8080 
.RDX IO. 
.LOC IDJBUT 
DEBUT: 1011.D HL, ADR 
FIN: 
LO AD SP,HL 
J ffi1·IP l1ïAIN 
WAIT 
;toutes les valeurs en base IO 
;l'exé cut i on débute ici 
;initialisa tion de l'adress e de base 
locale 
;initial is~tion du stack pointer 
;arr~t de l a machine 
Nous disposons ma intenant de tous les éléments néces-
s a ires pour para.~étrer l a phase d'optimisation.Nous connais-
sons l e s sous-routines,les séquences à supprimer et l a sé-
quence d'initialisation et de terminaison. 
- ini ·t ialisation des_variables_Eilobales 
Rappelons qu'il faut une variable globale pour chaque 
sous-routine afin de déterminer si elle doit être géné rée. 
On peut conseiller de choisir un nom explicite pour chaque 
variable,par exemple le nom de la sous-routine.Ces variables 
sont initialisé es à o. 
exemple: eqi ='0' 
Le nombre d -' instructions à lire "ensemble" d épend du 
no ~bre d'inst ructions des séquences à S ùpprime r ou à modi-
IV.19 
fier.Pour l'In t e l 80 80 ,il f a ut lire 2 ligne s à l a f o i s. Nous 
obtenons do nc: 
readI 
read2 
i n putI = s yspit 
input2 = syspit 
/ f (finI); b r a nche s i f in de 
fich i er 
/f(fin2);branche s i f in de 
fic h ier 
- rec h erche _des_s é ~uences_à _s upprimer_ou à _modifier 
Il convie nt de te s ter si le buf'fer d' instruct i ons lues 
compr e nd une s é quenc e à supprimer ou modifier. Pour l'Intel 
80 80 nous obtenons: 
t e stI 
test2 
Chang 
inputI ** 'PUSH HL' 
input2 *• 'POP HL' 
inputI *"' 'PUSH BC' 
input2 ~~ 'POP BC' 
••• 
s yspot = inputI 
inputI = input2 
/f(test2) 




En 'chang' ,la première ligne lue (da ns inputI) peut 
~tre recopi é e sur le fichier out put.Il f a ut alors ajuster le 
buf'f er. 
- d é terminer si une instruction contient un a ppel de 
-------------------------------------------------
s ous-routine 
Rap pelons .q ue ceci est r é alisé par l a f onction appel. 
fnc(input) qu 'il convient d'appeler avant d' é crire une ligne 
dans le fic hier o ut put. 
chang 
Le progrs.mme pr éc édant devi ent donc: 
a ppel.fnc(inputI) 
syspot = inputI 
inputI = input2 
IV.20 
/(read2) 
Po ~r écrire la fonction appel .fnc(input) ,on peut se 
r éférer à la descript ion donnée pour l e füotorola 6800 .E l le 
sera construite de l a même façon·. 
- gén ération_des_sous-routines 
Cette fonction est réalisée par test.fnc qui est appe-
l é e lorsque tout le fichier input a été lu.Sa structure est 
l a même que celle décri te pour le Motorola 6800 et ne de:-nan-
d 3 pas plus de commentaires. 
I V.2I 
IV.3 Techniques de programmation C 
Un point import ant pour l'optimisation des programme s, 
tant du po int de vue de l a place mé moire que du t emps d'exé -
cution est le c h o ix des t e chni ques de pro gr runma tion des pro-
gra'Tiffies C adapt é es au processeur que l'on veu t utiliser. 
Nous ne donnons ici qu'une introduction à ce problème. 
Il n'a pas pu,fa ute de te ~nps,être approfondi d a ns le c adre 
dë ce mémoire.Il est cependant c ertain que ce problème est 
essentiel si l'on d é sire obtenir des programmes performants. 
Il convie nt,une fois que le cross-compilateur est cor-
rectement paramétré et testé,de déterminer les techniques 
de programmation les plus adéquates:fa ut-il utiliser les 
instruations spéciales d'incrément ou de décrément,les bou-
cles for sont elles plus performantes que les instructions 
while,les instructions switch sont elles intéressantes et 
dans quelle mesure;il faut donc se poser un certain nombre 
de questions.Pour y répondre,l a meilleure s olution est sans 
doute de les tester et de comparer les résultats des program-
mes objets obtenus après cross-compilation,t ant du point de 
vue de la taille des progrrurunes que des temps d'exéc a t ion. 
Il f a ut donc mettre au point un certain no mbre de con-
seils de programmation liés au processeur que l'on utilise,en 
veuillant cependant à conserver des règles permettant une 
p rogrammation claire et lisible. 
A titre d'exemple,comparons les 2 instructions i++ et 
i=i+I qui peuvent so uvent être utilis é es indifférem.~ent. 
lfo us donnons respectivement le code généré pour i++ et i=i+I. 
nstruction i++ 
000000 000 LH: . BYTE 0 
000001 000 LL: . BYTE 0 
00000.2 000 SH : .. BYTE 0 
000004 000 SL : .. BYTE 0 
000063 226 001 LOAD A,LL 
00-0065 326 000 LOAD B,LH 
000067 316 000 000 LOAD IX,#2*0 
000072 337 002 LOAD SH, IX 
000074 233 003 ADD A,SL 
000076 331 002 ADDC B,SH 
000100 327 002 LOAD SH,B 
00010.2 306 001 LOAD .B, #1 
00-0104 275 000 211 CALL INCAFT 
IN-cAFT : 
000211 227 003 LOAD SL, A 
000213 336 002 LOAD IX,SH 
000215 246 001 LOAD A, (IX) +1 
000217 066 PUSH A 
000220 033 ADD A,B 
000221 247 001 LOAD <IX)+1,A 
0 0 0223 346 000 LOAD B, ( IX > +O 
000225 067 PUSH .B 
000226 311 000 AD.OC .'B, #0 
000230 347 000 LOP.D (IX)+O,B 
000232 062 POP A 
000233 063 POP B 
0 0 0234 071 RET 
nstruction i=i+l 
000000 000 LH: . BYTE 0 
000001 000 LL : . BYTE 0 
000002 000 SH : . BYTE 0 
000003 000 SL: . BYTE 0 
000063 226 001 L0AD A,LL 
000065 326 000 L0AD B,LH 
000067 316 000 000 L0AD IX, #2-J.-0 
000072 3~7 002 LDAD SH, IX 
000074 233 003 ADD A,SL 
000076 331 002 ADDC B,SH 
000100 066 PUSH A 
000101 067 PUSH B 
000102 336 000 L0AD IX,LH 
000104 346 000 L0AD B, < IXH·2*0 
000106 246 001 L0AD A, <IX)+1+2*0 
000110 066 PUSH A 
000111 067 PUSH B 
00-0112 316 0-00 -001 LO,~D IX, -#1 
000115 337 002 L0t>.D SH, IX 
000117 226 003 L0AD A,SL 
000121 326 002 L0AD B,SH 
000123 060 INC IX,SP 
000124 253 .001 ADDA, (!X)+1 
000126 351 000 ADDC B, < IX ) +0 
000130 061 INC SP 
000131 061 INC SP 
000132 060 INC IX,SP 
000133 061 INC SP 
000134 061 INC SP 
000135 356 000 L0AD IX, (IX) +0 
000137 247 001 L0P,D <IX>+1,A 
000141 347 000 L0,~D (IX)+0,B 
IV.22 
On voit que i++ est d e loin l'instruction l a plus in-
t é ressante:el l e ne comporte que 2 3 i n structions assemble urs 
po ur 28 à i=i+I. De plus,elle o c c upe 40 bytes pour 48 à 
i=i+I.Il y a donc un ga in de place e t un g a i n de temp s d' 
exécution pour i++. 
Nous croyons qu'il faut a ussi se rendre co mpte quel ' 
utilisa tion d'un tel cross-compilat e ur entra î n e une dimi-
nution i m,ort a nte des performances si on les compare à celles 
d'un progr~"Ilffie é crit directement en langage as sembleur . 
Voyons par exem~le quelle e s t la traduction manuelle 
d a l'ins truction i=i+I (ou i++) . Nous supposons que i se 
trouve dans les b ytes SH et SL et e st initialisée à o • 
000 0 00 000 SH: • BYTE 0 
000 OOT 000 SL: . BYTE 0 
000 002 226 OOI LOAD A, SL 
000 004 326 000 LOAD B , SH ; cha rge SL e t SH dans A et B 
0 00 006 2I3 OOI ADDA, I 
0 00 OIO 3II 0 00 ADDC B, 0 ;ajoute I à i 
000 012 327 000 LOAD SH,B 
00 0 014 227 OOI LOAD SL,A ; place le r é sultat dans SH- SL 
On voit qu'ici il f a ut seulement 6 instruètions et 
12 bytes. 
C 0 - C L U S I 0 N 
Pour tracer l e bilan de ce t r avail, on peut dire que 
l e cros s-c ompilateur a é t é i mplémenté pour deux micro-
pro cesseurs: l e .·uotorola ô800 e t l' Intel 8080. 
Pour réaliser ce cross-compliteur nous avons du: 
- modifier l e pré-compilateur VAC afin d'en améliorer 
les pe rformances pour notre trava ïl. 
é crire deux programmes en Snobol j qui a ssurent la 
traduction en code CALI\'1 et 1' optimisation de ce même code 
CALI\'i e t réaliser leur paramétrisation pour les deux micro -
processeurs cit é s ci-dessus . 
- tester le programme de cross-assemblage lJNI ASS pour 
ces deux microprocess eurs. 
D' a utre part,le cross-compilateur a é t é test é pour le . 
microproces s eur _l'lotorola ô800 . Un certain nombre de program-
mes cross-co 1!1p i l és ont é t é exécutés sur ce mic ro processeur. 
hUCun t e st de ce genre n'a ét é r é alisé pour l'Intel 8080 . 
Nous aimerions pour terminer,présenter et suggérer 
c ert a ines améliorations qui pourrai ent être a pport ées au 
cross-compila t e ur existant. 
Au nive au d' Uîi I ASS ,il sera it s ans aucun dout e trè s 
i nté res sant d'implémenter l e mode co mpilation qui pen 1et 
de constr .;.ire e t stocker 1 ' arbre utilisé pa r 1 'assembleur une 
fo i s po ur toute.Cela pe r mettrait un ge-in i mpo rt ant de te mps 
lors de la phas e de cross-a ssemblage . 
Il s 3r a i t également int éressant que U::, L :i..::i.3 a ccept e les 
c a r a ct ères minuscules , ce qui n' est pa s le cas a c t uell ement . 
Au niveau de l a traduc tion en code C.f:,.L .-.: ,l'écriture 
d'un macro-gé n é rateur p e r mettra it é galement un gain de temp s 
i mportant,car comme n ous l' avons d é jà s ouligné,Snobol 3 est 
un interpré teur e t il est très lent. 
Enfin,au niveau de la programma tion en C,il serait 
intéressant de mener une étude a pprofondie sur les perfor-
ma nces des diff é rentes instruc t ions en fonction du micro-
pro ces s eur. 
D'autres problèmes pourra ien t éga lement être envisa -
gés:la possibilit é d e relier des programmes exé cut ables 
a près leur p a ssage d a ns UNI ASS ou l a ëré a tion d'une librai-
rie de routines. 
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JEU D'INSTRUCTIONS VAC 
----------------------
----------------------


















1 , , 
operande sur pile fonction 
la pile :av :ap 
1a 
1c 







1b :reserver une place 
:sur la pile pour pla-
lcer le resultat d'une 
:fonction 
1d lplacer l'adresse de 
:retour sur la pile 
1d idem CALL 
le lsauver l'adresse de 
lbase locile de la 
!fonction appelante 
:~.ur la pile 
1f lc:alcul de la nouvell t 
:adresse de base 
llocale et du SP 
lplac:er le resultat d1 
2c lla fonc:ti .on a l'en-
ldroit reserve et res · 
ltituer l'ancienne 








-----------------<----- adresse de base locale 
:valeurs tempo-
:raires 




-----------------z----- adresse de base locale 
:valeurs tempo-
:raires 
lplace pour res.: 




-----------------~----- adresse de base locale 
:valeurs tempo- : 
:raires 










-----------------(----- adresse de base locale 
!valeurs tempo- l 
:raires 




: adr. de retour 




-----------------<----- adresse de base locale 
:valeurs tempo-
:raires 




:adr. de retour 
:adr. base loc. 
-----------------<----- stack pointer 





-----------------<----- adresse de base locale 
:valeurs tempo-:-
:raires 




: adr. de retour 
:adr. ba ~e loc. 
!variables lac . 
-





-----------------<----- adresse de base locale 
:valeurs tempo-
:raires 




1 adr . de retour 
ladr. base lac. 
: . 
:variables lac . 
lresultat 






-----------------<----- adresse de base locale 
:valeurs tempo- 1 
lraires 




ladr. de retour 
ladr. base loc. 
:variables loc. 









-----------------<----- stack point~r 
Instructions de manipulation de valeurs 





















: 'ï. g 
: const. 
ldeplac. 
: ï. 1 
ldeplac. 
ï. l 





3a 3b :placer une valeur entiere 
:sur la pile; 
: dep lac. ï. adresse de bc:se 
:locale l 
: 3a l 3b li d em LVLOC I mais d ep lac. ï. 
: 3a l 3b lï. adresse de base globale 
l 3a : 3b lidem LVLOCI mais pour des 
:c~racteres 1 . 1 
l 3a l 3b !idem LVEXTI mais pour des 
lcaracteres ' 1 1 
: 3c l 3d :placer une constante sur l..: 
lpile 
3e 3-f! :remplacer l'adresse sur la 
:pile par la valeur sur la-
lquelle elle pointe 
l 3e : 3f lidem INDIRI mais pour des 
lcaracteres 
3g 3h !changer la valeur entiere 
lsur laquelle pointe l'adr . 
:au sommet de la pile par 1~ 
:valeur entiere egalement 
lsur la pile 
l adresse et : 3g : 3h 
l valeur 
lidem SVALI mais pour de~ 
lcaracteres 
: valeur ent.: 3i l 3J lduplicier la valeur au som·· 
lmet de la pile 
: valeur ent. : 3h : 31 !retirer la valeur enticre 
lau sommet de la pi.le 
1 
1 · 
: 3.;:: : 3b : idem LVLOCI mais pour cies 
lparametres 









:<:----- 1 ou g 
-----------------<----- stack pointer 
•· 1 valeur 
:deplacement 
:<:----- 1 ou g 
valeur 
-----------------<----- stack pointer 
-----------------<----- stack pointer 
1 . 
f 




























valeur stack pointer 
-------· · (----------
vale ur , ____ _ 
-------'-
_____ 
----- stack pointer 
valeur 
valeur 
-----------------<----- stack pointer 
3k: 
valeur 
------------ ·----<----- stack pointer 
31: 
-----------------<----- statk pointer 
III Instructions de manipulation d'atjresses 
operation:operande: pile fonction 
l av · : ap 
---------------------------------------------------------------------~ 
: LALOC l deplac. 1 4a l 4b I placer l'adresse d ' une variable sur la 1 
: ï. 1 lpile(variable locale) 1 
---------------------------------------------------------------------7 
l LAPAR ldeplac . 1 4a 1 4b lidem LALOC mais pour des parametres 
: ï. 1 1 
---------------------------------------------------------------------7 
l LAEXT ldeplac . 1 4-a 1 4b !idem LALOC mais deplacement relatif a 





-----------------<----- stack pointer 
:1 ou g+ deplac . : 
-----------------(----- stack pointer 
- - - --- --- - ~ 





















-----------------<----- stack pointer 
pile apres: 
resultat 
-----------------<----- stack pointer 
V Operations unaires 
!operation! fonction 
! NEGI -a 
! COMPI 
: NOTI 
pile avant : 
-----------------<----- stack pointer 
pile apres: 
----------------- ~----- stack poin t er 
VI IncrP.ments et decrements 
· loperationloperandeloperande surl pile 






( b ) 
:valeur 
< b ) 
lvaleur 
( b ) 
lvaleur 

















resultat sur la pile 
a=a-b 
resultat sur la pile 
a=a+b 
resultat sur la pile 
a=a-b 
resultat &ur la pile 















-----------------<----- stack pointer 
VII Instructions switchs 
Les instructions de switch sont au nombre de 3: 
-SWTCHD: si les valeurs des differents cas 
sont proches l'une de l'autre(ecart inferieur 
a 3) 
-SWTCHS : si le nombre de cas est inferieur a 3 
-SWTCHH : dans les autres cas 








plus petite valeur d'un 'case' 
plus grande - plus petite valeur 
etiquette pour 'case default' 
table d'etiquettes pour toutes les 
valeurs de rarif!e ., 
de l'instruction est le suivant: 
if(sv-min<O> (sv-min)range) 
go to def; 
~lse 
go ta tabl(sv-minJ; 
Exemple: 
instruction C: switch(sv) { 
}; 
case 1:. 
case 3: . 

















lval: deplacement relatif a g de la table de 
case value 
lhole: dP.placement relatif a g d ' une place pour 
un entier;cette place suit immediatement 
la derniere entree dans lval 
tabl:table d'etiquettes dans le meme ordre que 
les case values et suivie de def 





go to tabl[i-1]; 
switch(sv) { 

























Pour cette instruction, les case value sont groupes 
en m classes d'equivalence (relation congruentielle modulo m>. 
On calcule d.'abord la classe appropriee(abs(sv'l.m)).Ensuite 
une recherche sequentielle est f~ite a travers les tables 
comme pour l 'in~truction SWTCHS. 
Pour chaque classe il y a deux tables : 
-une table avec les qyotients des case value divises 
par m 
-une table des etiquettes correspondantes;cette table 
commence avec l'etiquette def 
arguments : 
m: nombre de sous-tables 
lind: deplacement d'une table qui comprend les deplace-
ments relatifs aux tables de quotients 
tabl: table des etiquettes 
effet de l'instruction: 
p = l i n d [ s v%m J ; 
q = l in d t s vï.m+ 1 J; 
*p=sv; 
w h i l e ( * ( -- q_ ) ! = s v ) ; 


















case 3: . 
case 5 :. 
case 7: . 
case 10: 
case 11: . 
case 12: . 
case 15:. 

















effet sur la pile(dans les 3 cas) : 
avant: 
SV 
-----------------<----- stack pointer 
apres : 
-----------------<----- stack pointer 




















6b lbranchement inconditionnel 
la l'adr . sur la pile 
6c : 6d lbranchement a label sil' 
lelement sur la pile != 0 
6c 6d : idem JUMPT mais branch . 
lsi element sur la pile==O 









label a,b entiers: 6e 
label a,b entiers: 6e 
label a,b entiers: 6e 
label a,b entiers: 6e 
label a,b entiers: 6e 
adresse 
6f :branchement a label si 
la!=b 
6f lbranchement a label si 
la<b 
6f lbranchement a label si 
la<=b 
6f lbranchement a label si 
: a)·b 
6f lbranchement a label si 
la>=b 
-----------------<----- stack pointer 
6b: 
-----------------<----- stack pointer 
6c: 
valeur 
-----------------<----- stack pointer 
6d: 




----------------· <----- stack pointer 
6f: 






A. JEU D'INSTRUCTIONS STANDARD 
B. JEU D'INSTRUCTIONS CALM 
C. DESCRIPTION UNIASS 
D. PROGRAMMES DE TRADUCTION ET D'OPTIMISAT ION 
-motorola . 1 
-motorola . 2 
A. ,JE lJ .0 ' i.NSTRUCT :i ON ST /-\N.vAR.D 
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TJ'~.1 ~1f"! -r:J~ C1L t- ,:..,._r:.; .,~~ ,. \ 
























































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































.8. JEU .l) ' INST:RUCT ION C . .6Li'1 





6 : LO (.;.0 F, (\ 
7 :LOAl.) A., F 
10: ït-J (: I>'. 
1 î ! DEC IX 
12 l CL f<\.J 
1 --:, ._; 1 ,-r- · r t , ! . .:,L:_ ! •·/ 
1 11 ,:LR X 
1 r:; ::3Eï-C 
16 : I Ur 
1 7 : I [li\! 
J;:. ' 
···, •:-. 
, ..:. . 
.: _: _: ,: . .. 
·· ,•·. 
L •. , 
--· "-
.(.' 
1 . ~ -; 
,- ' ; 
.. \_'. •' · .. :-:., 
-_7 • ·, 




1: 1. ~~-=· 
_, .. , , · .; , 
-::, l ' -~ l-.!---
I .-., ,-. 
,: :,:_ ... ,_;,- "'· 
(.: T 
, r.-
1 • • • .. _ 
·-- -- .. 
-=: .. ; 
. ·:. :._.' -:i--' ,., 
, ,, 
• i-j 1 
- '. 1 
:- r-: 
· '-l 1 
.1,..)1 I 
+ n ' 
..:.. 1, 
17 
! ;;>o 1 : CCtM:J ,t, , =:+r, 
: 2C:2: StJ.BC .A, :n-r1 
:203: 
:204:AN.0 A,#n 
:2os :BIT A, ihl 
: 206: LO.AD .A, rrn 
:20-;: 
: ,;~ J O : X O:R A, if 11 
: 211: /ü)DC A, #ri 
: .:21 2 i OR r"I , ·#, ; 
: 211.1- cœ·1P 
: ~~ i S C A-!_L_ 
IX , ·4t m 
: ~• i 6 ; L DA IJ ".:3 P , f. m 
: ;;! 1 7 
--,- ..... ;. 
: _,;:. :,;,_ :..:... S U.8 C /., . ·.-1 
• • ••. 1 
1...:.1-: ._:, 
:·~ :::::· 
--. · - : -.. 1 ; :---. r- ... -, 
- _J .. - _ , 
1 1 ,. - ~ ... ':' ',, 
· - . . -· - 1 J ... ] ,V: 
1 , 
. -·-, .. 
+•.- , 
·+ 
I >~- ., -;-;. 
.'.25-::- U JAD 
; ~ !:: 7 t L. [:.,; D 
-,. './ I 
~ ,... J , 
·2P , ( I ;: : +1, 
; _: _, -~ C) : 5 L.J X::  f.:.·:. 1n 
t ,...,L '":) 
' t.: . __ ) , . . '








77: TR 1\P 
l {)0 : NEG r-1 
j_.Q 1 : 
102 : 
103 : ,:PL 1:.., 
1,:, 4 _: ".::, F: C ,,-,, 
J.,J5 : 
106 :F- RC A 
,, 
,.., 
-; ~ ; -:-: :_·:_ .•:•. 
... t.: ~ -~ 
-: ·1·- ' 
. - .::· :- ' 
i ...:.~ l . 
... : ~. 
1 .: . ~~: ! ï': .:. ; ; 
•. - .•-· 
1 .• . ._-. J - ~ -: 
J. .t-;.5; 
l -~, l : _;.-: t_ C 
' · 1 i- -
I 'l + n 
.. ,., . ' 
.L h} -: -n 
J.J'.) +n 
I/ ) +n 
'I'" 1 ' / f ·• ! 
:270 : XO·R A, m 
:271:ADDC A,m 







! 301: COMP B , ~4n 
: 3c;2: ~::u.B·c .8, :r~·n 
: 3C13: 
: 3 0 4: Ak ) 13., #n 
: : .1-:,s: sïT s,#il 
: 3C>.~ : L O.t'= D .8 , :Fi·n 
! r-.J 1 .,-.  ,... 
···, 
, ~· ., -. .-· _,,_ [: _. 
.- ·. -. 
.:.:. ;_ ',.• 
. :..~ :-; 
...=.c . . .' 
:.:~=.. -· 
. · • ; r--:-
1 · .• •.c.. . 
: !. . :~·-.:~ ' 
.- : ·- -.. 
.• '•· " T E 
... ·; · ·1 ,...: .-
;- ·, .- :.· ·-
--=•-·:_ '._ 1~:: 
~ ·-: -· . 
.:~s-:--
i ,._, ·•- • 
! '. J 
'. .::.:r-:·· i ;,__ ; .. - _ ... ... , . 
-
. - -.. .:.. 
1 r-. ." . ; I •J 1 
: , _,-r.,_, ! 
,- . { ..... ,, .,:- , 





; 3 4 5 : B I T E .• 
' ' 
l- · -1 : 
I ~~ ·' --r P .• F. 
: 35(): XGS' 
1 ,..._, r:-.: ---; , --··o 
1 ...J J C... . I.J . 
: ,... i !.::t.:. 1 
1 , ..::, ... 1 ...,,1 1 
D 
.. _. , IX ) --r-n 
B, IX ) +n 
: 3 ~.:.: é, : L Q . .; [ ) I .x . , X) +n 
·! n .• I :/ 







167 :.ASR m 
170:SL.C m 
171 :RLC rn 
172 i DEC rn 
173 : 
174 i I t\lC m 
175 i :F::?T rn 
176 ; 
1. ï7: ·:L R rn 
:360:SUB B,m 




: 36 5 : BIT B, m 
: 366: L0,6-D B, m 
:367:LOAD rn ,B 
: 370:XQ.R 5 , m 
: 371 : AD.OC .8, rn 
: 372: OR B, ·,ÏI 
: 3ï3; AD.D B .. m 
13711 : 
: ;]75: 
: 376 i LClA[> I \ , -m 
: 3 7·7; LC1.~[, .rn ., IX 
DESCRIPTION UNI ASS 
. LIST L-
; MOTOROLA 6800 
,============== 
;DESCRIPTION FOR THE UNIVERSAL CROSS-ASSEMBLER 
,============================================= 
; 
;'VERSION 1 . 1 DECEMBER 1977 
j -----------
PNAME 'MOTOROLA 6800 MICRO-PROCESSOR' 
ECOMP LOW, HIGH-
/ GLOBAL DEFINITIONS: 
------------------
-BIT AND 16-BIT NUMBERS <POSITIVE OR NEGATIVE> : 
ODE M1 = V1 : =0-200 
EST S = V>=V1 
ODE M2 = Vl : =0-100000 
AXI N = : M1, ?S 
AXI M = :M2, ?S 
PLITTING A 16-BIT NUMBER INTO 2 BYTES : 
I GH BYTE FIRST, LOW BYTE NEXT; AND PLACING THEM 
N BYTES 2 ANP 3 OF AN INSTRUCTION : 
ODE LOWB = V1 : =V&377 ;Vl : ~LOW BYTE 
ODE HBl = V2 : =V&177400 
DE HB2 = V3 : =V2->8. ; V3 : =HIGH BYTE 
DE B2V3 - B2 : =V3 
DE B3V1 = B3 : =V1 
XI W2 = : LOWB, : HBL : HB2, : B2V3, : B3V1 
AMS 
-ST TO DETERMINE WHETHER AN ADDRESS IS IN RELATIVE RANGE: 







-· V1 : =V1-2 
M200 = V2:=0-200 
LE177 -- V1(=177 
GEM200 = V1>=V2 






: M200, ?LE177, 
t~U R = ( '/J, '=0, '13 '=100, 'IX '=110, 'SP '=10) 
GISTER TESTS : 
ST P, = V=O 
ST B = V=-100 
?GEM200 
'LOAD'_'F'_'A'B1C6) 
'LOAD '_' < IX)+' E ( 8 . ) B2 CV) < R) B 1 (V) B 1 C 24 7) 
'LOAD '_ < R) B 1 <V)_'< IX>+' E < 8 . ) B2 (V> B 1 ( 246) 
'LOAD'_(R)Bl(V)_'#'?A 8(9. )$N B2<V>B1(206) 
'LOAD' (R)Bl(V) 'it'?B 5(9. )$N B2<V>B1(206) 
'LOAD'_CR)B1CV)_'#'SC15. )$M $W2 81(206) 
'LOAD'_(R)Bl(V)_?A 'B' B1(27> 
'LOAD '_ < R ) B 1 <V) _?A 'F ' B 1 < 7 > 
'LOA'D'_(R)Bl(V)_?A E<S. )B2(V)B1C226) 
'LDAD '_ < R) B 1 <V) _?A E < 14 . ) $l,J2 B 1 < 266) 
'LDAD'_CR)Bl<V>_?B 'A' :ZEROl Bl(26) 
'LOAD' _(R)Bl CV)_?B E<S. )B2<V>B1 (226) 
'LOAD '_CR) B 1 (V) _?B E ( 14. ) $W2 B 1 < 266) 
'LOAD '_ < R) I31 <V) _E ( 8. ) B2 (V) B 1 ( 226) 
'LOAD'_(R)Bl(V)_E(14. )$W2 B1C266) 
'LOAD '_E < 8. ) B 2 <V)_< R > B 1 <V> B 1 < 227) 
'LDAD'_E<14. > $W2 (R)Bl(V)B1(267) 
RITHMETIC INSTRUCTIONS : 
,NEMONICS: 
,ENU ARITH1 = < 'ADD '=13, 'SUB '=0, 'COMP '=1) 
; LOAD F, A 
1 LOAD (IX) +N, R 
; LOAD R, ( IX ) +N 
; LOAD A, #N 
;LOAD B,#N 
; LOAD IX/SP, #M 
; LOAD A, B 
; LOAD A, F 
; LOAD A, N 
; LOAD A, M 
; LOAD B, A 
;LOAD B,N 
; LOAD B, M 
; LOAD IX/SP, N 
;LOAD IX/SP,M 
; LOAD N, R 
; LOAD M, R 
ENU ARITH2 = < 'ADDC'=211, 'SUBC'=202, 'AND'=204, '0R'=212, 'XOR'=210, 'BIT'=205) 
EGISTERS : 
ENU R 1 = ( 'A '=O, 'B '= 1 00 ) 
NEMON I C TEST : 
EST C = V=1 
(ARITH2)B1(V) (R1)B1(V)_'<IX)+'E(8. )B2(V)B1(40) ;ARITH2 R, <IX)+N 
(ARITH2)I31(V)_(R1)B1(V)_'#'S(9. )$N B2<V> ;ARITH2 R,#N 
(ARITH2)B1(V)_(R1)B1(V)_E(8. )B2(V)B1(20) ;ARITH2 R,N 
(ARITH2)B1 (V)_(Rl )Bl (V)_E( 14. )$W2 Bl (60) ; ARITH2 R, M 
(P,RITH1)B1(V)_(R1)B1(V)_'CIX)+'E(8. )B2(V)B1<240) ;ARITH1 R, <IX)+I\I 
<ARITH1)B1(V)_(R1>B1(V)_'#'S(9. )SN B2(V)B1(200) ;ARITH1 R,#N 
<ARITH1)B1<V)_(R1)B1(V)_?A 'B' B1(20) ;ARITHl A,B 
<ARITH! >Bl (V)_(R1 >B1 <V>_?A E<B. )B2CV)B1 (220) ; ARITHl A, N 
(ARITH1)B1<V>_<Rl)B1(V)_?A E<14. )$W2 B1(260) ;ARITH1 A,M 
(ARITH1 >B1 <V>_<Rl )Bl (V) __ ECB. )B2(V>B1 (220) ; ARITH1 B, N 
(ARITH1 )B1 (V)_<Rl )B1 <V>_E( 14 . )$l.J2 B1 (260) ; ARITHl B, M 
<ARITH1)B1(V)_?C'1X' : ZER01 B1(214)_'(IX)+'E(8. )B2(V)B1(4Ô) ;COMP IX, <IX)+N 
<ARITH1)B1(V)_?C'IX':ZER01 B1(214)_'#'S(15. )$M $W2 ;COMP IX,#M 
<ARITH1)Bl(V)_?C'IX':ZER01 B1(214)_E(8. )B2(V)B1(20) ;COMP IX,N 
<ARITH1>B1(V)_?C'IX' : ZER01 B1(214) _ E(14 . )$W2 B1(60) ;COMP IX,M 
CIMAL ADJUST : 
'DAA' 'A'B1(31) 
'DAA '_B 1 ( 31) 
'DAA'B1<31> 
CREMZNT/DECREMENT INSTRUCTIONS : 
; DAA A 
; Dt\A 
; DAA 
REG I STERS: 
ENU AB = ( 'A '=O, 'B '=20) 
I I INC, 'IX ' ' SP'B1(60) i INC IX,SP 
I 'INC' 
-
'1 X ' _B 1<10 > ; INC IX 
I 'INC' 'IX'B1(10) i INC IX 
-I 'INC' 'SP'B1(61) ; INC SP 
-I , INC I (AB>B1<114)B1(V) ; INC A/ B 
-I 'INC' '(IX)+'B1(154)E<B. 
-
)B2<V> ; INC <IX)+N 
I 'INC' E( 14. )$W2 B1 < 174) ; INC M 
-I 'DEC' 'SP' 'IX'B1(65) i DEC SP, IX 
I 'DECI 
-
'SP' _B 1 ( 64 > i DEC SP 
I ' 'DEC' 'SP'B1C64) i DEC SP 
-I 'DECI 'IX'B1(11> ; DEC IX 
-I 'DEC' (AB>B1(112)Bl(V) i DEC A / B 
I 'DEC' '(IX)+'B1(152)E(8. )B2<V> ; DEC <IX)+N 
-I ' DEC' _E ( 14. )$W2 81(172) ; DEC M 
SHIFT INSTRUCTIONS: 
NEMONICS: 
ENU SHIFT1 = ( 'CLR '=117, 'CPL '=103, 'NEG '=100, 'RLC '=11 L 'RRC '=106) 
ENU SHIFT2 - ( 'SLC'=110, 'ASL'=110, 'SRC'=104, 'LSR'=i04, 'ASR'=107, 'TEST'=i15 
CSHIFT1)B1(V)_(AB>B1(V) 
CSHIFT1)B1CV)_'CIX)+'B1(40)EC8. >B2(V) 
(SHI FT 1 ) B 1 ( V ) _E ( 14. ) $W2 B 1 C 60) 
(SHIFT2)B1<V>_<AB)B1(V) 
CSHIFT2)B1<V>_'<IX>+'B1(40)E(8. )B2(V ) 
CSHIFT2)B1 <V)_E< 14. )$~J2 El (60) 
TACK INSTRUCTIONS : 
NEMONICS : 
,ENU PP = ( 'PUSH '=66, 'POP '=62) 
EG!STERS: 
ENU PPAB = ( 'A '=0, '13 '=1 > 
(PP)Bl(V) <PPAB)Dl(V) 
ARRY AND OVERFLOW INSTRUCTIONS: 
EMONICS: 
NU CV= ( 'SETC'=15, 'CLRC ' =14, 'SETV '=13, 'CLRV'=l2) 
(CV) Bl(V) 
MP INSTRUCT I ONS : 
NDITION CODES : 
; SHIFTl A/B 
i SHIFTl < IX f°+N 
; SHIFT1 M 
; SHIFT2 A/B 
; SHI FT2 < I X ) +N 
i SHIFT2 M 
;PUSH/POP A/B 
Ti =< 'CS'=45, 'C C ' ='44, 'MI '=53, 'S8'=53, 'PL'=52, 'SC '==52, ' EG'=47, 'ZS'=47__.L ' 'E~ = 
T2 = < 'ZC '=46, 'VS '=51, 'VC '=50, 'LS '=43, 'HI '=42, 'GT '=56, ' GE '=54, 'LE '=57, 'LT '=: 
DRCING RELATIVE ADDRESSING: 
'JUMP. '_E( 14. )$REL Bl (40)B2(V1) 
'JUMP' (T1 )B1 (V)_E( 14. )$REL B2(V1) 
'JUMP '_(T2)B1 (V)_E( 14. )$REL B2(V1 > 
'JUMP ' ' ( IX>+ 'B 1 C 1 56 > E C 8. > B2 <V> 
'JUMP '_E( 14. )$REL Bl (40)B2(V1) 
'JUMP '_E ( 14. ) $W2 B 1 C 17 6) 
ALL INSTRUCTIONS: 
bRCING RELATIVE ADDRESSING : 
'CALL. '_EC14-. )$REL B1(215)E2CV1> 
'CALL'_'(IX)+'B1(255)E(8. )B2CV> 
'CALL'_E(14 . )$REL B1<215)B2(V1> 
'CALL'_E<14. )$W2 B1(275) 
ISCELLANEOUS INSTRUCTIONS: 
NEMONICS : 
; JUMP . . +N' 
; JUMP, T 1 . +N ' 
; JUMP, T2 . +N ' 
; JUMP ( I X ) +N 
; JUMP . +N' 
; JUMP M 
; CALL. . +N' 
; CALL <IX)+N 
; CALL . +N' 
;CALL M 
ENU DIVERS = < 'RET '=71, 'RTI '=73, 'TRAP '=77, 'WAIT '=76, 'ION '=16, 'IOF '=17, 'NOP' 
(DIVERS) B1 (V) 
. LIST L+ 
D. PROGRA/"1J'1ES DE TRADU.C:T ION 
-------------------------------- 4-----
ET D'OPTIM I SATION 
-----------------·
D-U MOTOROL°' 6800 
----------------·






















































' ' < t? Ctor·Ol é:l . 1 
l ectu·re du f ic t i e ·r i nput 
/ f ( e n d) 
r e ch e·r c n e de l ' i n si::; ru c t ion ,,:p.,-c corr e spondant 
a l ' i ns t r u c t io n l ue pr e cedemmen t 
~* 
** i n s tructions ne demandant aucune modification 
* • -~ 
in put * 18* ' NAME' ** = ' ' 
inpu t * 18* ' END ' ·- ' ' 





* * instructions VAC dem~ndant de generer plusieurs 
* * l i gnes de code CALM 
• H:-
input *18* 'MULTI' 
input *18* 'REMVEI' 
input *18* 'RRESI' 
i nput *p ·r* ' ENTRY' 
input *18* 'SAVE 
input *f-B* 'JLE '*PT* 
input *18* 'LVPARI 
input *IB* 'LVPARC 
input *18* 'LVCONI 
input *18* 'LEI' 
input *18* 'JUMPF 
input *18* 'PLUS!' 
input *18* 'CALL 
input *18* 'JUMP 
input *18* 'RETRNI 
input */·3* 'LALOC 
input *18* 'SVALI' 
input *18* 'SVALC' 
input *1·9* 'NE!' 
input *18* 'LVLOCC 
input *18* ' LVPARC 
input *18* 'I~OIRC' 
input *19* 'LAPAR 
input *18* 'DUPLI' 
input *18* 'LVL0CI 
inp u t *18* 'LAEXT 
in p u t *19* 'AND! ' 
input */·8* 'ORI' 
i n p u t * / ·8 * ' C A.LL I I ' 
input *19* 'COMPI' 
input *18* 'DIVI' 
i nput *18* 'ECH' 
input *18* 'EXORI' 
input *18* ' INCAFT 
input *f-B* 'DECAFT 










' * Pr* 
, *Pr* 
/s(multi) 















/s ( svali) 
/s(svalc) 
/s(nei) 







/s(a n di) 
/s(ori) 




/ s ( ex o·r i ) 
/s(incaft) 
/s ( decaft) 
/s(incbef) 
=uN - Com p uter Science Lab - UNIX s y stem 
































l ;-,p U ï:: 1;. /-8 ~- ; I:,i lJ I R I ' 
i np ut * 1·3* ',.) lJ:i'-iP I ' 
i.nput -l-"/ 3 * ' Jl.J-!·1PT 
i np u '(: -it- / ·a ~~ I I Ï T / L- l .L 
inp ut * /·9* 1 GE I 1 
i np u t */8-i~ ' LSHFTI ' 
inpu t * /-9 * 1 RSHFTI' 
inp u t * l·a* ' L VEXTI 
in pu t * 18* 'LVEXT-C 
in pu t * / ·9* ' NEGI' 
inpu t */·9* 'NOTI' 
in p ut *18* ' R8"1J I 
input. * 1•9* 'SUBTR I' 
i nput * I B* 'SWTCI-LO' 
input: • ~/8* 'SWTCHH' 
. ~ l np U •, * 18* 'SvJTCHS' 
input * 18* 'GT I ' 
input· *l-8*- 'JGE. I *pr·* 
inpu t *IB* ' JLT I *p·r* 
input *1·9* 'JGT I *Pr* 
input *18* 'JNE I -v.-p·r* 
input *1·9* 'JEG I *PT'* 
input *18* 'DECBEF 
lecture d'une instruction VAC 
syspot = input 
/s, ( indiri ) 
/sC Jumpi) 
I 
* PT'* /s (jiJmpt) 
/ <.:, C l t i ) 
/ s( gei ) 
/ s ( lshfti ) 
/ s( rshfti ) 
I 
*pr* ./ s(lvexti) 
, 
*Pr* /s(lvextc) 
/ s ( negi) 
/s(noti) 













du fichier input 
/(gal) 
95 **GENERATION. DES INSTRUCTIONS CALM CORRESPON~~NT 






102 ** INSTRUCTION ENTRY 
103 ** 
10-4 ** permet de sauver l'environnement a l'entree 






1 1 1 
112 
e ntry SlJSp0°t 
51.JSpot 
syspot 
s y s p o ·t 




1.l 3 *"'~'- INSTRUCTI°'I\J GTI 
J. 1-4 ** 
LO-AD -A, LL' 
B,LH' 
A' 
B , /(gol> 
115 ** place 1 au sommet de la pile si l'e l ement 
116 ** au sommet de la pile est> que le suivant 
117 ** su·r la pile > si ·.non place O au sommet de la 
118 ** pile . Les operandes sont enlevees de la pile 
1 J 9 -S:· * 
l20 
~-.:,:.:~ ! ~ .. 19-3() 13:-~2 F UN - Computer Sc i ence Lab - UNIX system 
·' '"\ .. ] : :.. -~ 
-; , ·-: 
.:.. c_._, 
-
i!iû LL;'P}J 1~ . 
~,._; spo ·t - -' ?·C~ .8 ' 
,, 1,1 s p G t = '? QP ,ûi ' 
sy spot = '!NC I X,SP ' 
= ,; s p c:: t = • c/.,LL c· ;- r , 
:.-.:~ I :\!ST~ tJC ï l :J:~-J f'·iJL TI 
/( gol) 
: . ,. _ .
. i.e...: r.iult iplication entie-re des 2 ope·randes 
; 'J r ·, 
.t.~•--; ·lHt· au sommet de la pi 12, l e resu l tat remp lacant 
les ope ran d es sur la pile 
134 
~ "J c; 









mu l .t i. 
J 44 i:-* 
* ·t~ 
·::t-* appel de la fonction extract . fnc 
*.;-;. 
sy.spa..t = 'POP .!3. / 
SlJSpot = 'POP A' 
syspot = I INC IX, SP' 
s~spot = 'C,6,LL MUL TI' /(gai> 
145 ** INSTRUCTION REMV-EI 
146 ·f·* 








S y S p O t = 'POP .B 1 
syspot = 'POP A' 
154 ** INSTRUCTION SAVE 
155 -l.'-* 
/(go1) 
156 ** ca.lcule la nouvelle valeur du pointeur LL-LH 
157 ** qui exprime l'endroit ou se touvent les 
15'8 ** va·riables locales 





















































176 ** permet ëe placer une constante entiere 
177 ** au sommet de la pile 
1.78 
179 
180 lvconi syspot = 'LOAD IX,#' pr 
182 
18:3 
1 C ' ~ 
·- ·- -· 
J. 8:.:, 
Com pu te r Scien ce Lab - UNI X s y s t em 
s 1; ·= p C ·r- - / ~ 0 P1 [; s H) î >:: i 
s ~ s pot - ' LOAD A, SL ' 
s ~soot = 'LOAD B,SH ' 
·; l) ::~G1: = '!-=· -U SH 
'P :JSH B ' / (g al ) 
•o c l.•....J,.,_J ~dl- H •iSTRUCTION LEI 
.!.9 .. J 
l o; I .l. 
192 
193 







J e i 
201 ·!:- * 
p1~ce 1 au so~~et de l a pile s i l ' e l ement 
a u sommet de la p i le est <·= que le suivant 
SUT l a p ile, sinon pla ce O au som-met de la 
pil e . Les operandes sont enlevees de la pile 
S l.J S p O t . = 1 POP B 1 
sqspot = 'POP A' 
syspot = ' INC IX,SP' 
syspot = 'CALL LEL ' /(gol) 
202 • 0 .x. INSTRUC TI ON LVPA,HI 
2 0 3 {C-1<-











pl~ce la valeur d ' un prametre sur la pile 
syspo ·t = 'LOAD IX,LH' 
syspot = 'LOAD B, ( IX) +2*' pr 
syspot = 'LOAD A, ( IX )+1+2*' p·r 
SljSpot = 'PUSH A' 
syspot = 'PUSH B , /(gel) 















place la valeur d'un prametre sur la pile 
(valeur caractere) 
syspot = 'LOAD IX, LH' 
syspot = 'LOAD A, ( IX)+1+2*' pr 
syspot = 'CLR .8 , 
syspot = 'PUSH A, 
syspot = 'PUSH B , /(go1) 
227 ** INSTRUCTION LVLOCC 
;:!28 ** 
229 ** place la valeur d ' une variable locale 















s y s p o·t; 
S ljS pat 





240 ** INSTRUCTION INDIRC 
IX,LH' 
A, <I X)+1+2*' p·r 
B , 
A' 
B , /(go1) 
~- ..... ';;j ~ ·- · ·' .!. ,• ,_. •- > ... .,_J • -~ =- ,_; , •I 
·- ,_ . 111 :'"' 1_1 •~· «.: r ._, \.. ! '11 1 1 ,_ ~ L d D o,\I ... .J.. s •~ s-:: em 
.... ~ --:.: ""~ }I 7 ... 'i 
~! 1·~.i L 1 :· :j l ~ . J.. 
~ ' En";:; i E:' T' a U s. om,ïl (~ "t d E l a p l 1 e e St i 'fit E'T r T' et e 
~omrne u nE ad~ess e. Ce t t e ~ dresse est r ernplac e e 







~- ::; s p C ~ - · ,. PCP : : ·' 
S ~_! S p O ·:. - - 1 PC1P A ,. 
sy s po~ = 'CALL !NDIRC 1 
s1..Jspo-t , ... I r, 
s y s p o r = 1 PUSH B ' 
2 5 4 ** INSTRUCTION PLUSI 




a d d i t i o n d e s 2 v a 1 e u·r s a u s a mm e t d e 1 a p i 1 e 
2 59 
260 







2 6 7 -r.-* 
S, IJ S p o t 
s ~sp o t 
s t.Jspot 
syspo t 




= ✓ pop 
= I INC 








IX, SP 1 
A, <IX)+1' 
B, ( I X) +O 1 
(IX)+1,A' 
(IX) +O, B' 
26'3 ** INSTRUCTION CALL 
270 






appel d 1 une fonction 




-i:•* INSTRUCTION JUMP 
** 
** 
branchement i nconditionnel 
279 -!.·* 
280 
281 JUmp s y s p o·t = 1 JUMP ' p r 
;2s2 
;..293 ** 







restitue l 1 environement a la rin d 1 une 
procedure 













retrn i syspot 
S l) Spot 
syspot 
S(,!Spot 




















= 'UJ AD 
= 
1 JUMP 
IX, LH 1 
IX, ( IX ) +2* 1 pr 
SSH, IX 1 
IX,LH' 
IX., <IX)+2+2*' pr 
SSSH, IX 1 
l X, LH' 
IX, (IX)+-4+2* 1 pr 
A,·# i pr 
RETRN l ' /(gol) 
\ . 
. ~. 
J. ~ .• i 9-9 () 13 : .<+2 - : o ~pu t er Sci-::nce La b - LL~i\J I )~ 
pi a c e une adr e s s~ lo c al e s ur l a ~ i l e 
:J() ::. 
._{ \~ / 
3 " ... U ,-:l 
3 1·0 





]. ·3 Ï O C 
J :J .::; l" -!"è 
3<J Spo't; 
s :.j s p o t 
sy s put 
s y s p o ·t 
sy spot 
s yspot 
Slj Spo t 
S l) SpOt 
= ,U] P,D 
= ' LO AD 
= ' LOAD 
= 'LOt,D 
- ' ADD 
= ' A.DOC 
= ,. PJJS H 
= ' PUSH 
A, LL ' 
IL i...H , 
IX , :;;-2 ~· / pr 
SH., IX I 
l·'. , SL' 
B,SH ' 
(,, I 
B , /(go1) 




















l' adresse et la valeur d'une variable 
s~ trouven t ~u sommet de la pile . Le 
bu t de l'instruction est d'assigner 
la valeur(sur la pile) a l ' adresse 
(sur la pile) 
s y spot = ' POP 8 I 
syspot = 'POP A' 
syspot = I INC IX,SP' 
syspot = 'INC SP' 
syspot = I INC SP' 
syspo ·t = 'LOAD IX, ( IX-) +O' 
syspot = 'LOAD <IX)+l,A' 
syspot = 'LOAD (IX)+O,B' 
Sl.JSpot = 'PJJSH A' 
syspot = 'P'USH B, /(gal) 
~38 ** INSTRUCTION SVALC 
339 ** 
340 ** l'adresse et la valeur d'une variable 
341 ** se trouvent au sommet de la pile. Le 
342 ** but de l'instruction est d'assigner 
343 ** la valeur(sur la pile) a l'adresse 
344 ** ( sur la pile) 






:J ~ l 
35.::2 







s y spot = 
s y s p ot = 
s y spot . = 
s~spot = 
s yspot = 
syspot = 
syspot = 
s yspot = 
syspot = 
' POP .B , 
'POP (:, ., ) . 
'INC IX, SP' 
' INC SP ' 
'INC ·SP' 
'LO/>,D IX, <IX)+O ' 
'LOAD <IX>+O,A' 
' PUSH (~ I 
' PUSH B , /(gal> 
359 ** I NSTRUCTION NEI 
:.36-0 -!:- • ;. 
s y s t e-rn 
~~ug 1:: ... 1c.;,3 ,J !~ : ·42 
,... ",j,,,~~ -,... : "" t 
' " '_; i.., u 1 ;_, 1.:.. . 
~1ace l ~~ so~nct de la pil~ si l ' ele men t 
~u som~ e t de la pi l e est ! = que le suivant 
s u-r L;:; p i l::, _. si -n on p lace O ,:i u s ci mm et u e 1 a 
pile. ~2s o pe ~andes so nt enlevees d e l a cil e 
·-.. . . 
... ~W'1:i 
s :J s p o·t = ' iJCP .B I 
sysoot = 'POP A I 
S lJ S jJ o·t = ' I NC l '✓ -SP I 
" ·' 
J7:J Sl)Spot = 'Ct;LL l'IEI I / ( go1 
371 
~72 -;:-* 
'.J 7 3 lHl- INSTRUCTION U,'L0-C I 
:374 {·* 







l v l.oc.i 
:_194 ~:-* 
s.~r spot. = 'LO.AD 
syspot = I LO/>.D 
s ~spot = ' LOAD 
sqs po-t = 'P·USH 
syspot = 'PJ.JSH 
385 {ï-* INSTRUCTION LAEXT 
386 {:-* 
IX,LH' 
I3 > ( IX)+2*' pr 
A, <IX)+1+2*' pr 
/>, I 
B I /(901) 
























398 ** INSTRUCTION .JUl'1PF 
:J99 ~"* 








401 ** ** 
branchement conditionnel si l'element au 












1+1 2 -l~* 









'COMP 13 1 -#0 / 
'JUMP,NE . + l O' 
'POP ,ô, I 
'COMP A, ·-itO ' 
'JUMP,NE . +5, 
'JUMP I pr /(gol) 







reserve une place SUT la pile pour 
placer le ~esultat d'une proced~re 
syspot = 'PUSH B' 
sijspot = 'PUSH B' /(gol) 
.~ u o i :: .. l Ü·2 c~ 1 2 : 4 2 
d ,, ,..,_ 
~. i ,:.:.:.__ 
,,, ..... _ 
... ":'r:...:J ~ ~ INST2 UC1ICN J0T 
,. ,.., ,-
4,:_ :> 





/1 ":> •: 
·,\ .JL:,. 











L~4 7 ** 
c- ;-2 r1:::hement c:c :,di i'::: c;inel e:1 fonction ci'.? 
!a valeu r d~s 2 operandes au sommet de la pile 




s y spo -t = 
s 1~spot == 
LEI 





SlJSpot = I INC IX, SP ' 
syspot = 'INC ·SP I 
syspot = I INC SP' 
s y spot = 'COMP I3, ( IX) +O I 
syspot = 'JUMP,LT . +8, 
sy spot = I JtJMP J GT • +9 I 
syspot = 'COMP r ... , (IX)+l' 
syspot = 'JUMP,GE +t= I . ...; 
syspot = 'JJJMP I pr /(gel) 
44'3 ** INSTRUCTION O:R I 
44-9 ~-* 
450 ** operation or entre les 2 elements au sommet de la 














s y spot 
5lJSpot 
s ~t s p o·t; 
syspot 
Sl.J Spot 








'POP B , 
'POP A' 
I INC IX, SP' 
'OR A, <IX)+!' 
, o.,q B, <IX) +O' 
'LOAD <IX)+LA' 
'LOAD (IX) +O, E' /(go1) 















ca lïi i 
ip5 ** 
appel de la fonction dont l ' adresse se 
trouve au sommet de la pile 
s 4spot = 'LOl,D SH, SP' 
!:;!JSpot = 'LO~.D IX,SH' 
syspot = 'INC ·3P' 
s ~1 spot = I INC SP' 
S lJ S p o·t = 'CAL.L CIX)+l' /(gal) 





complement de l a valeur sur la pile 
.. .l i:~ 
' . - :., 
/: u ·-, 
-- , .,,.:; 
1
~-G-éi-
,',( .. : ... 
~W \ .. .J 
.. ,. .... _ 
'+ Ll / 
FU N - Cc mputar Science Lab - UNIX system 
s '.,/ s p C ·c; = ! PüP .S / 
.,CP L 
l C-P ~- J I 
s~spot = ' PUSH A' 
~ u spo~ = 'PUSH E ' / (g o1) 
i+-8 '? -':0 * I NSTR UCT ION DvPLI 
1+9-0 
491 










50 i -t:* 
duplicie la valeu·r au sommet de la pile 
S L! Spot = 'POP l3 / 
S t._jS pot = 'POP A' 
Sl.J Spot = 'PJJSH A' 
syspot = 'PUSH I3 I 
S lJSf)Ot = 'PJJSH (-', I 
s ~1spot = 'PVSH 0· ,. /(go1) 
502 *~" INSTF<UC TI Œ✓ EG I 
503 -1:~" 
5 0~ ** p l ace 1 au so~net de la pile si l ' element 
505 ~* au sommet de la pile est= ~ue le suivant 
506 ** su·r la pile, si·non place O au sommet de la 
507 ** pile . Les operandes sont enlevees de la pile 
50-2 ** 
509 
510 eq_i syspot = ' POP .0 / 
511 syspot = 'POP A' 
512 syspot = I INC IX, SP' 
513 
514 
St,!Spot = 'CALL EGI' /(go1) 
515 ** 
















operation A entre les 2 operandes au sommet 
de la pile 
syspot = 'POP n , 
SLJSpot = 'POP A' 
s1,1spot = 'INC IX, SP' 
syspot = 'XOR A,(IX)+1' 
syspot = 'XOR .B, <IX) +O' 
syspot = 'LOAD <IX)+LA' 
s1,1spot = ' LOAD <I X )+-0,B' /(go1) 











operation A entre les 2 operandes au sommet 
de la pile 
~ljSpot = 'POP a ,, 
syspct = 'POP ,t_..1 / 
syspot = I •t\ ''"' J. ,.;t.., I X, SP ' 
syspot = 'AND A, <IX)+1' 
Aug :.3 .. lq-20 13 : 1.:;.2 





.. , u •~w t U -'- '-- · 1 
s ~spot = ,. AND G, ( ï >: ) +O 1 
=~ u s D o t = ·' UJ (; D ( l :;:'. ) + i , r-, 1 
~~spo t= ' LJAD CIXl +O, B' 
5'+ ,-::, ~'·* INST:~ UCTI ON INCAFT 
:-il'+ 7 ~H.0 
/ (g al) 











i nca f t 
559 -H~ 
s 1,1 spot = 
Sl,) SpO-C = 
SlJ Spot = 
sy spot = 
sy spot · = 
s q spot = 
s y s pot = 
' POP .8 I 
' POP A' 
' LOAD SH,B ' 
' LOAD i3' -~ , pr 
' CALL INCAFT ' 
'PJJSH A' 
'PUSH B , /(gol> 
56;_) ** INSTRUCTION DECAFT 
56 1 -l'ê- * 
562 












traduction de "decrement afte r " de C 
syspot = 'POP B , 
syspot = 'POP A' 
syspot = 'LOAD SH, l3 ' 
syspot = 'LOAD B, ·#' pr 
syspot = ' CALL DE-CAFT' 
syspot = 'PUSH A' 
syspot = 'PUSH B , /(gel) 

















traduction de "decrement befo·re" de C 
syspo ·t = 'POP .B' 
syspot = 'POP ,c., I 
syspot = 'LOAD SH, E' 
syspot = 'LOAD B, -#, pr 
syspot = 'CALL DECBEF' 
syspot = 'PJJSH A' 
syspot = 'PUSH B , /(go1) 
















traduction de 11 incre,1lent before-" de C 
syspot = 'POP B , 
Slj Spot = ' PDP .A, 
s y spot = 'LOAD SH,B ' 
s (,1 spot = 'LOAD B, ·#' pr 
syspot = ' C,6,LL IN-CBEF ' 
s yspot = ' PU SH A' 
syspot = 'PUSH I3 / /(go1) 
~IJQ .;. . :, ., 19-9::• 13 : l l2 
.=u~--: 
. -
Ir; • ~ .... >,. .... J& 1 l':I,. 
• 1 1 :_J Li ~: : • :J .i ~ , ! 
602 ~~ I NS T? ~CTI0N I NDIR! 
{"'1() 2 -r-.;.~ 
remp~ace i ' êlc r-es se au somm et de la pile 






b J. 2 
d 13 
i'r1 d i·r i s:~spot 
s•~spot 
S (J SPOt 
syspot 
s y sp ot 
-· 
,. POP 
= ' POP 
= 'CALL. 
= ' PU Sri 
= 'PUSH 





IN.D IRI ! 
À I 











,1 ump i 
626. • i- * 
sy spot 
syspot 





= I INC 
- 'INC 
= 'JUMP 















branchement conditionnel si la valeur sur 
la pile est ! = 0 
























'POP B ' 
'COMP B, ·#O' 
'JJJMP,NE • +7 I 
'POP P,, 
'COMP A, -#0' 
'JUMP,EQ . +o, 
I J-UMP, pr 
642 ** INSTRUCTION L TI 
643 -r~* 
/(gol> 
644 ** place 1 au so~net de la pile si l'element 
645 ** au sommet de la pile est< que le s u ivant 
646 ~-* su·r la pile, sinon place O au sommet de la 
647 ** pile . Les operandes sont enlevees de la pile 
6 1t8 ii-* 
649 
65-0 1 t ·i syspot -- 'POP 13 I 
651 s~rspot = 'POP A' 
652 s y spot = 'INC IX, SP ' 
653 /( gal) 
6~}-4 
syspo ·t = 'C.ALL LTI' 
655 -l:--l'r 
656 ** INSTRUCTION GEI 
657 • :-* 
658 ** place i ~u so mmet de la pile si l'element 
65·9 ** au sommet d e la pile est >·= q_ue le suivant 
660 ** sur la pile , sinon place O au sommet de la 
.Aug Ft) ;•.f - Co mrut e ï" ·.=.3ci eïlce i - i-. \-OU - UN ::: Y s 1~ s. t e.rn 
(;_ .. f:J 1 ;i le. L e s opE:ra,,.J e s s on:; é-,; ~evee s de ~a p i ~e 








S l\ :: p O t -- ' r-' û? _::_; ' 
= ' POP A ' r : 
~-t;: spuc = ·'It,JC I X,3?' 
syspo~ = 'CALL G~ I ' 
67-J ·ïH~- INS TRUC T ION L.:SHF TI 
/.; 71 ~di-
/ ( go1 , 
672 ** instruc t ion << entre les 2 elements 
6 7 :J 












au somm et de l a p i le 
S l; S p(;"t: = ' POP B ' 
SlJS p a t = 'POP .À, I 
Sl,!Spot = 'INC I X, -SP' 
Slj Spo t = ' SLC ( I X) +l' 
s ys pot = ' RLC ( I X) +O ' 
Slj Spo t - 'DEC 0 / ~· 1 
st,ispot = ' J ·UMP, zc - 5 ' 
685 ** INSTRUC TION RSHFTI 
68-6 -l:~* 
/(gal) 
687 ** instruction >> entre les 2 elements 











rsh f ti 
699 ** 




5 lJ S p o·t = 
syspot = 
syspot = 
'POP .!3 / 
'POP .,o,, 
I INC IX, SP' 
'SRC <IX)+O' 
'RRC (IX)+1' 
'DEC 16. / 
'JUMP, ZC • -5 I 
700 ** INSTHUCTIQ.."-1 LVEXTI 
701 i ~* 
/(gol) 
702 ~* p l ace une valeur sur la pile 
















s 1,1 spot = 
Sl_! Spot = 
syspot = 
'LOAD IX, I pr 
' LOAD SH, IX I 
'LOAD A, ·SL ' 
' LOAD B,SH ' 
'PUSH A, 
'PUSH B ' /(gol) 
713 ** INSTR UCTION LVEXTC 







place une val e ur sur la pile 
( v ~leu r carëct ~re ) 
·--. ,"-' i .:_::.: 
__,., . . - • 
/ '- ~ 
._,, .... ,-. 
, t.;_ ,_, 
l\.' E:~t ::: : ~ ~r~~ = ' L~~s ~-
:: ~ :: c c,·t _.. ., ·~~j_ r:: .G 1 
~ l_! S p 8 t = '~-;.; .. r:;_:! -: i ~: 
s y so • t - ' PUSH 3 ' ./: ;al) 










ne 9 i 
7 1~ 1 -1."* 
s y spot 
syspot 
sys pot 
s y spot 
syspot 
S I.J Spot 
sy.spot 
s.y sp ot 
= 'POP 
= 'r~o? 
= ' C:r'L 
= ' CPL 
= 
1 A.OD 
= '1-\DD C 
= ' PUSH 
= 'PUS.H 








A, #1 I 
B, -#0' 
A ' 
































'CLR ,t:,, I 
' COMP A, <IX)+2' 
'JUMP,NE . +6 / 
'COMP A, <IX)+1' 
'J-UMP,EG . +-8 / 
'CLR (IX)+2' 
'CLR <IX)+1' 
I ,J.UMP • + -4 I 
'INC <IX)+2' 
759 ** INSTRUCTION REMI 
76-0 ** 
/(gol) 
761 ** operation % entre les 2 elements au sommet 






























= ' P-USH 
= 'P-USH 









~ I /(gal) LI 
778 ·** operation entre les 2 el•?ments au so-:nmet 
779 ** de l a pile 
78-0 ** 
,.;ug 13.,19•3 0 1:::: .4;:: 
=- :_ih/ - .: :ornpute r 3c ien c;: L,.::: b - UNL< s ~1 st:e:n 
;;Ji 
·-,t l ' 




791 • =-* 
S (,! S p O t =- 1 ;.; :JP .,.:; 1 
s ~ : ~ o t = ~· I:7\~C I ;< > =:~' 1 
-=:, '.J s P u ~ = , c,-.:, L_ ;_::. I '....' r 
s :~ s p a ·: -- ' .,. .. . ,,, ~.- / .t :,·q,_. ·~ 1 
syspo~ - 'INC SP' 
s~ sp ut = ' PUSH A' 
s y s pot = ' PUS H D' 
7 9 .2 ** I N.ST:RUCTICN SUBTRI 
/( gal) 




** operatian - e ntre les 2 elements au sommet 











su b t -r i 
808 -~* 
syspot 












= ' POP 
= ' POP 
= ' SIJB 
= ' SUDC 
-- 'PJJSH 
= 'PVSH 
809 ** INSTRUCTIONS SWTCHD 
81.() ** 





A , (!X)+l' 
E, (IX H ·O' 
A ' 
B , /(gal) 
811 ** traduction de i ' instruction switch de C 
812 ** 
813 
814 swtchd syspot = 'POP B' 
815 syspot = 'POP A' 
816 syspot = 'JUMP SWTCHD' /Cgol) 
817 
81 ·8 *-'" 
819 ** INSTRUCTIONS SWTCHH 
820 ** 
821 ** traduction de i 'inst·ruction switch de C 
82.:2 ** 
823 
824 swtchh syspot = 'POP B' 
825 syspot = 'POP A' 
826 syspot = ' JUMP SWTC~~, /(gal) 
82ï 
828 ** 




t r a d u c t i on d e 1 ' i n s t r u c t i o n sw i t c h d e C 
833 
834 swtchs syspot = 'POP B ' 
835 ~ y spot = 'POP A ' 
836 syspo t = 'JUMP SWTCHS' /(gal) 
837 
838 ** 
83·9 11-* INSTRUCTION JEG 
840 ·tH~ 
-' u g l ~3 .• l 9 2 :J 1 3 : 4 2 F UN - Compute r Science Lab - l~ I X s y stem 
~ .i:.,_ _<P,;. ,., l".'I\;, °'; ~ 
i1 , ,_;i,U l·u1.:;. l 
t ~ a ïi c h e rr. -: n t c c ;-or d ::. ~ .. i o ~ ï1 e: 1 en f on c t i on d c 
842 
8 43 
~~ v aleur d~ s 2 operandes au somme t de la pile 




















sy spot = 
SI:! S O Ot = 
:::-y spot = 
syspot = 
s ~1 spot = 
syspot = 
sysp ot = 
S l)S jJOt- --
syspot = 









'LOAD ~- ' :::,H, A ' 
'POP l , I 
' COMP A, i3 / 
'JUMP., NE + 10' 
'POP B ' 
'COMP' B ,SH ' 
'JUMP,NE +5' 
'JUMP I pr 
863 ** INSTRUCTION JNE 
86-4 1:-* 
/ (go l . ) 
865 ** branchement conditionnel en fonctiQn de 
8b6 ** la valeur des 2 operandes au sommet de la pile 
867 ** co·rrespo11d a la seq_ence : 
868 ** NEI 
869 ~"* -.JUMPT 
870 ** ou 
87 1 1."* -EG I 
872 ** JUMPF 
873 ** 
874 
Jne syspot = 'POP E ' 
su,spot = 'POP A' 
syspot = 'LOAD SH,A' 
syspot = 'POP A' 












st_Jspot = 'JVMP,NE . +7 I 
syspot = 'POP ,Ô,, I 
syspot = 'COMP A, SH' 
syspot = 'JJ.JMP, EG . +5 / 
syspot = 'JUMP I pr 
886 ~;.* 
887 ** INSTRUCTION JGE 
0 8 -9 ·1:- * 
/(gol) 
88-9 -l!-* branchement conditionnel en fonction de 
s ·90 ** la valeu·r des .2 operandes au sommet de la pi le 
391 ** correspond a la seqence : 
892 ** GEI 
89;3 ~;.* JUMPT 
894 ** ou 
895 ** LTI 







= ' POP 




_, ; :_: :; l 3 ., 19F~C.1 1 ~ : 42 
r-:;,•--, ·. 
, \J J. 
90.2 
903 




:; ~ s ~o t = _. I ~ ✓ C I >.: , SP / 
= q spot -- 1 INC ·SP' 
=il.~ s p <J t = 'INC. SP ' 
s4 s·pot = ' CDï·1P B, ( :{ >:)-è- iJ ' 
s y=· p O t = I .JJJMP .' L T ·4··3 / 
S l.! Spct -- ' J'.Ji'iP .. CT . +-;_;,, 
sy s pG~ = -·crn"'îP À,\ IX ) +l' 
sys p ot = 'JUMP,GT. +5' 
90'? 
910 
s 14 s p o t = 'J.UMP p r / ( go 1 ) 
9 .l 1 tHi-
9 12 ** INSTR UC TIQN J LE 
9L3 ** 
914 
9 1 5 
9 1-6 






9 2 3 
IHf br anc h emen t con di t ionnel en fonction de 






































syspot = 'COMP B, ( IX) +O' 
syspot = 'JVMP,GT . +8 / 
syspot = 'JJJMP, L T . +9 / 
syspot = 'COMP A, ( IX ) + 1 ' 
51:JSpOt = 'JJJMP, L T . +5 / 
syspot = 'JVMP I pr /(gel) 
936 ** 
937 ** INSTRUCTION JLT 
938 ** 
939 ** branchement conditionnel en fonction de 
9~J ** la valeur des 2 operandes au sommet de la pile 
941 ** co·rrespond a la seqence : 
942 ** LTI 
943 ** JUMPT 
944 ** ou 
945 ** GEI 
946 ** .JUM.PF 
94 7 -l~* 
94-8 
,1 1 t SIJ SpOt = 'POP B , 













syspot = ' INC IX, SP ' 
s y spot = I INC SP' 
Sl:JSpO-!; = I INC sr:i , 
s yspo t = ' COMP I3, (IX)+O ' 
StJ Spot 
-· 'J.IJMP , GT . +8 I 
syspot = ' JUMP,LT , +4 I 
syspot = 'COl"IP A, ( IX )+ :l ' 
s-yspo t = I J-.JMP _. LF.: • +5 I 
sys pot = I JJJMP I pr / (gal) 
96 l S!J=po t = • I 



























' .. .-[;C/l O'ï~·G l~. d 
c~~ s \/ \3Ti~tl,:s ~ in i. ti al. is-e es 2 /j st:"' T\ o \i c 
mi se s 2 1 si au moins une f ois la 
rou~ine dont elles portent le nom 
se retr ou v e dans le texte in put 
.j.. • / /J I 
-re_,rn1 
·-· 
indirc ·- 1 -C1 1 
irid i ri 
·-
, 0 I 
i nc bP.f 
·-
'-0 , 
decbef ·- 10 I 




divi ·- 'O I 
remi 
·-













1 t i - 'O I 











































definition des va·riables de t·ravail 
in i t i a 1 i sa t i on d es p o in-te u·r s et d e l ' 
adresse debut du programme obJet et de 
la pile en memoire 
syspot 
·- '. RDX 10. I 
syspot 
- 'LH: . BYTE 0' 
syspot 
·- 'LL: .BYTE 0' 
s y s p o·t 
- 'SH : .BYTE 0 I 
syspot 
·- 'SL : BYTE 0' 
syspot 
- 'SSH : .. BYTE 0' 
syspot 
·- 'SSL: . BYTE 0' 
syspot 
- 'SSSH : . BYTE 0' 
syspot 
·- 'SSSL : . BYTE 0' 
syspot 
- ' ·3SS·3H: .BYTE 0' 
syspot 
·- 'SSSSL : . BYTE 0' 
syspot 
- '.ADRINIT : . vJORD 1000' 
syspot 
·- 'DEBUT : . LOC DEBUT' 
syspot - 'LOA.D SP , A.DR IN I T ' 
s1,1spot 
- 'LOA.O IX,A.DRINIT' 
s1,1spot = 'INC IX I 
syspot 
- 'LOA.O LH, IX I 
syspot 
·- '-CLR A' 
syspot 
- 'PUSH A' 
syspot 
·- 'PUSH A' 
syspot 
- 'PUSH A' 
syspot 
·- ' PUSH A' 
syspo·t 
- ' ·CALL MAIN' 
---- - -------------------------------- ----: 
~ ug 13, 1980 . 3 : 4 2 ,=-u1 .. ! - .':omp u t -2 r Science L.:ib - UNIX syste-.'ï1 
!"''< ; ; 'I" 0 i · il l - ,_, 
, • 1 "-' u • •J i. C . C-





7' ·:? i: d l 
read 4 
i npu t i 
i n p u t .2 
i n p ut3 
i nput 4 
·- Syspit / f(fin 2) 
-
syspit ./ f ( fin3 ) 
·- s~ s pit / f(fin4) 
-
syspit / f(fin1 ) 













































syspot = 'INC SP' 
syspot = 'INC SP' /(read1) 
** 



















99 ** test si l'instruction definie par input1 
100 ** correspond a une fonction predefinie 





chang ap . f(input1) 


















115 ** SEG:UENCE DE FIN DU PROGRAMME 
11-6 ** 
/(read4) 
117 ** verification si les dernieres instuctions 
119 ** correspondent a des appels de fonctions 
119 ** predefinies 
.Au q 1 3 .• 1 '?·8 CJ i 3 : 4 2 
ff• ·"' T.""",-. 1"' 'l d:U , UIU.i..!l . C:.. 
F Ui\l - -Comp uter -S c i ence La b - UN I X ; ,J ste.rn 
', ... .., 









1 ' J ., ,J .l. 
î ln l 
f in3 
-f l nC,. 
e ~; . f ( 1 n p u t 1 ) 
::. ,~ s p o ·t = i n p u t: 1 
aD. P(i n put2 ) 
syspot = i n pu t .2 
ëi p . 1: ( i ,i p u t 3 :i 
sy spot = ir.put3 
ëp . f ( inp u t4) 
sys pot = i nput-él 
t . f (pa -:- ) 
133 ,i;.oc G-ENER :6,T I O!'~ DU CODE DES RO-!J TI NES RENCONTREES 
18-4 ** 
** 
c eci est rea l ise par la fonction test. fnc 
1 :3 ..s i'.:- -l<-
137 











































** FONC TI 0,\1 
** 




















le role de cette fonction est de verifier 
si l'instruction qu'on lui passe comme 
parametre correspond a un appel d'une 
routi·ne predefinie . Si c'est le cas elle 
positionne la variable correspondant 
a ù nom de la routine a 1 
appel. fnc ( i ·nput) 
input ** I INDIRC I /f(appel3) 
indirc = / 1 ' / (·return) 
input 
** 
'R:ETRN I ' /f, (appel4 ) 
retrni = I 1 / /(return) 
input 
** 
'IND IR I ' /f(appel5) 
indiri = / 1 , /(return ) 
input 
** 
'INCBEF ' / f(appel6) 
-i ne b ef = , 1 / / (·re turn) 
input 
** 
'DECBEF' /f( appel7) 
decbef = / 1 / /(return) 
input 
** 
I INCAFT I / f(appel8) 
incaf-t = / 1 / / ( ·r e turn ) 
input 
** 
'D:ECAf='T ' /f(appel9) 
,'", U Q 13 , 198 0 13 : -4 2 
mo tor- olêL 2 
F U 1-..1 - --~ o m p ,_, -::: e r S c i e n c e L a b - ~l\l I X s lJ s t e m 




































ti eca -f t = ! 1 I / (T et urn ) 
ù ppel9 i n put 
** 
l -:--. Tl I T ,' 
'-' .i. V .L / ~~2ppel1 0) 
d i v i ·- Il I 
di '✓ r e -m = / 1 ! /( ret u rn ) 
ap pel 10 inp ut "'.".l'h 1 i"iU L Tl ' / f( appell l) 
îii U l t i = ' l I / (Teturn ) 
,_::,pp e li i i nput *~ ' E~I I / f'( appe l 12) 
eqi = / 1 I / ( return ) 
ap pe l 12 i npu t ** ' NEI ' / f (appe 1 13 ) 
ne i = / i I / (retu r n ) 
appel1 3 input 
** 
' LEI ' /f(appel14 ) 
l ei = / 1 / / ( ·r e turn) 
appe l14 input 
** 
' L T I I / f(appel15) 
l ti = / 1 I /(return) 
appel 1 5 input 
** 
'GEI I /f(appe116) 
gei = / 1 I /( ·return) 
appel16 input 
** 
' GTI ' /t(appe117 ) 




s:w·t c.h s = ' 1 ' / (·return) 
appe118 input ** 'REr1 I ' /f ( fretu·rn) 
re-mi 
·-
, 1 , 
di vr e<n = / 1 / /(return) 
define test . fnc ( par ) 
** 










le role de cette fonction est de generer 
le code correspondant aux routines 




































































indirc / 1 / / f ( te s t . fn c 3 ) 
I INDIRC : I 
'LOAD SL,A' 
'LOAD SH, B' 
'LOAD IX,SH' 
'LOAD A, <IX)+O' 
'CLR I3 , 
'RET' 
retrni / 1 , If ( test. fnc4) 
'RETRNI : ' 
'LOAD SH, IX' 
' SLC SL' 
'SLC A' 
'ADD A, #-8 I 
'A.OD .A, SL ' 
'CLR B , 
'A.DO A, LL' 
' ADDC B,LH' 
'LOAD SL,A' 
'LOAD SH, B' 
'CLR A' 
'.'. 
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1 w ~ 
mot0T'Ol2 . ;:. 
~2 1+ 1 S<;) SpO t = 'CL~ .8 / 
,_ . -
:::.yspc.t = ' LOAD SSSSH ,SP' t:.:.L-; ~ 
~ /). 3 sq spot = ' LOAD IX, SS·3SH' 
2 4-4 ~'J spo ·c = ' INC J V ! ., , 
,·: i,Î ::; 
c::. T '-' SIJS pot = 'COrîP I >: , LH' 
246 s1,1 s pot = ' JUMP , EQ , +.4 I 
247 :;-14 spot = 'POP A ! .,, · 1 
;:l4-8 sqspot = 'POP B , 
24'9 syspot = ' LOAD I X., SSH' 
25-{) syspot = ' LOAD LH, .,. ~., I .l. ;, 
251 syspot = I LOl~D SP,SH -' 
252 St,JSpot = 'DEC SP' 
253 syspot = ' PUSH B, 
254 syspot = 'PJJSH A ' 
255 syspot = 'LOAD IX,SSSH' 
25-6 syspot = 'JJJMP (IX) +O' 
257 test. fnc4 divrem / 1 , /f C test . fnc5) 
258 syspot = ' DIVREM: I 
25·9 syspot = 'CLR SSL' 
260 syspot = ' C,~LL TESTNEG ' 
261 syspot = 'LOAD SL A' 
262 syspot = 'LOAD SH, B' I 
263 syspot = 'LOAD A, <IX)+l' 
26-4 syspot = 'LOAD B, <IX>+O' 
265 syspot = 'CALL TESTNEG I 
266 syspot = 'LOAD IX,#0' 
267 syspot = 'COMP B; SH' 
268 syspot = '.JUMP,LT . +15' 
26·9 syspot = 'JUMP,GT . +6 / 
270 syspot = 'COMP A,SL' 
271 sy s p o·t; = 'JUMP,LT . +9' 
272 syspot = 'S-UB A, SL' 
273 syspot = 'SUBC B,SH' 
27-4 syspot = I INC IX' 
275 syspot = 'JUMP . -15 I 
276 syspot = 'RET I 
277 syspot = 'TESTNEG: I 
278 syspot = 'TEST B I 
279 syspot = 'JUMP,GE . +7 I 
280 syspot = 'INC SSL' 
281 syspot = 'CALL POSIT' 
282 syspot = 'RET' 
283 syspot = 'POSIT : I 
284 syspot = 'CPL A' 
285 syspot = 'CPL .8 I 
286 syspot = 'AOD ,~, #1 / 
287 syspot = I A.ODC B, ·#0' 
288 syspot = 'RET' 
289 test. fnc5 indiri / 1 I / f ( test . fn c 6 ) 
290 syspot = 'INDIR I : I 
291 syspot = 'LOAD SL,A' 
29.~ S'J spot = 'LOAD SH, B' 
293 syspot = 'LOAD IX,SH' 
294 syspot = 'LOAD A, <IX)+l' 
295 s_y spot = 'LOAD B, <IX)+O' 
296 syspot = 'RET' 
297 test . fnc6 incbef / 1 / /f ( test . fnc7) 
298 syspot = 'INCI3EF : I 
29-9 syspot = 'LOhD SL,A' 
300 syspot = 'LOAD IX,SH' 
,~ug 13, 19-S O 13 : .c.2 




























































rTio+-,. 7', ... , i ~- ,, ,: uUt ule:. i!:.. 
:. :~ s p o·t 
,:. ,~ spot 
s ~ =· p o ·:; 
sr;spot 
S !J ë; pO t 
sy spct 
;:Jspot 
t es t. f nc 7 
syspo~ 
















































sy s p o·t 
syspot 
s y s p o·t; 
F UN - Co mputer Science Lab - UNIX s~stero 
= 'LOAD A, (IX)+l' 
= 'ADD 'I~ ! 13 / 
= 'LOAD <l.X)+l,f'.' 
= ' LOAD B, ( IX ) +() / 
= ' A.ODC B, ·#0' 
= 'LOAD ( IX ) + .tJ, B ' 
= ' RE T ' 
decbef ! 1 I /f( test . fn c 8) 
= ,.D-EC B-EF : i 
= 'LOAD SL,A ' 
= 'LOAD IX , SH' 
= 'LOAD A, (IX)+l' 
= 'SJJB l•,, B ' 
= 'LOAD <IX)+l,A' 
= 'LOAD B, <IX)+O' 
= 'SUBC B, ·#0 ' 
= 'LOAD < IX> +O, B' 
= 'RET I 
incaft / 1 , /f(test . fnc9) 
= ' INCA.CT : I 
= 'LOAD SL,A' 
= 'LOAD IX,SH' 
= 'LOAD A, (IX)+l' 
= 'P!JSH A' 
= 'A.OD A,B' 
= 'LOAD (IX)+l,A' 
= 'LOAD B, <IX)+O' 
= 'PUSH B , 
= I A.ODC B, ·#O I 
= 'LOAD <IX)+O,B' 
= 'POP A' 
= 'POP B, 
= 'RET' 
decaft I 1 I /f(test. fnc10) 
= 'DECAFT : I 
= 'LOAD SL A' 
= 'LOAD IX,SH' 
= 'LOAD A, <IX)+l ' 
= 'PUSH A' 
= 'SUB A, B' 
= 'LOAD <IX)+l,A' 
= 'LOAD B, (IX)+O' 
= 'P!JSH B ' 
= 'SUBC B, ·#0 ' 
= 'LOAD <IX)+O,B' 
= 'POP A ' 
= 'POP B, ) 
= 'RET I 
eqi , 1 , /f < test . fnc11) 
= 'EGI : I 
= 'COMP B, <IX)+O' 
= 'JUMP,NE • +8 I 
= 'LOAD B, -#1' 
= 'COMP A, <IX)+l' 
= I JJJMP, EG • +3 I 
= 'CLR .B , 
= 'CLR A' ~ 1 
= 'LOAD (!Xj+0,B ' 
= 'LOAD <IX)+1,A' 
= 'RET' 
--
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l..:., I 
1 ,_, 1 1 
. ' , 17 
fnü t OT'O 13 . :!'. 
J61 test. fnc 1 1 
·rl i:= 1 .. . ! /f ( ·test . f·nc 12 ) 36.2 !:-~ ·spot: 
--
1 r,.,c i. 
, ',..i,,._ .1. • 
~.) :.. -:i 
s y spot = 'COMP !~ ( I ,: ) + O ' ...IW~ u, 
36 1'r s1,is p ot 
- 'J·:JMP ., ,,fE + ~/,, 
-:i :..~ 
s :~ =-pot = ' CLR B I \.J\ '·-
:36 6 S l.lSpGt = ' CDl''î P ;..\., (IX)+ l ' 
367 s y spot = ' JJJMP,EG: . +.q I 36-,3 s y spot = 'LOAD B, ·#1 ' 
369 syspot = 'CLR A' 
'.J7O sy spot = 'UJf>,D < I .X ) +O , 13 ' 371 syspot = ' LOAD (IX)+LA' 37.2 syspot = 'RET' 3~~ . .. fnc12 lei .' 1 / /f(test . fnc13) /~ t:e s.,. _ ...,.., 
sysp ot = 'LEI: I ..J/·4 3ï5 s ~ s p o·t: = 'COMP B, (IX)+O' 37-6 syspot = I \.JJJMP' L T . +12' 
:377 syspot = 'J-UMP ., GT . +6 I 378 syspot = 'COMP A, (IX)+l ' 
37-9 sy.s.p.ot = 'JUMP,LT . +6· ' 38-0 syspot = 'LOAD A, -#1' 381 syspot = 'JUMP • +3 I 382 syspot = .- CLR A' 
383 syspot = 'CLR .B / 38-4 syspot = ' L.OAD (IX)+LA' 385 syspot = 'LOAD <IX)+O,B' / ( retu·rn) 386 syspot = 'RET' 387 test. fnc13 lti , 1 , /f (test . fnc 14) 388 syspot = 'LTI: I 389 syspot = 'COMP B, <IX)+O' 390 syspot = I J'JMP J L T . +12' 391 syspot = 'JUMP,GT . +6 / 
39.:2 syspot = 'COMP A, ( IX)+l' 393 syspot = 'JUMP,LE . +6 / 
394 syspot = 'LOAD A, -#1' 
395 syspot = 'JUMP . +3 / 
396 s.y.s..p O t = 'CLR A , 397 syspot = 'CLR .B, 39,9 syspot = 'LOAD ( IX)+1, A' 
399 syspot = 'LOAD (IX)+O,B' / ( retu·rn) 40-0 syspot = 'RET' 401 test. fnc14 gei / 1 / /f(test . fnc 15) 402 syspot = 'GEI: I 
403 SlJSpot = 'COMP B, <IX)+O' 
40-4 syspot = 'JJJMP,GT 
. +12' 405 syspot = 'JUMP,LT . +6' 406 syspot = ' COMP A, ( IX)+l' 
407 syspot = 'JUMP., GT 
. +6' 408 syspot = 'L.OAD A, -#1' 409 syspot = 'J\JMP . +3 / 41-·J syspot = 'CLR A' 4Jl syspot = 'CLR .B' 
412 s9spot = 'LOAD (IXH· LA' 413 syspot = 'LOAD <IX>+O,B 1 / ( retu·rn) 41-4 syspot = 'RET' 
415 test. fnc15 gti / 1 / /f(test. fnc i'6) 416 syspot = 'GTI : I 417 sy s p o·t; = 'COMP B, <IX>+O' 418 syspot = 'J.IJMP,GT . +12' 419 syspot = 'J-UMP,LT . +6' 
42-0 syspot = 'C.OMP A, (IX)+l' 
Au g i 3, 1 9 8 C: 1 3 : -4 2 F Ui--! - .Compute r :::, c ::.er.ce Lab - UNIX s14stem 
421 si;spot = 1 ,)UMP ., CE . +6 , 
rl22 S lJ SpO t = 'UJAD ,'.;,,,1t 1' 
4 2 3 s ij spot = 'JUMP . -. , . .,. ,;j 
4.-; ,., 
. r- ·~ s:~spot = 'CLR A ' 
425 s L; s p o ·c = 'CLR n r 
·'-' 
,. "), 
Lt r~'W s1,, ;p ot = -'LOAD (IX)+l,!>,' 
427 s y s p o·è; = ' LOAD ( IX) +O, B' / < r e tu·rn ) 
4~,c 
,:..-...., s 1,:1 spot = ' RET I 
429 t est . fn c16 multi / 1 / ./ f ( t e s t . fn c 1 7 ) 
4JO syspot = 'MUL TI : I 
481 syspot = ' LOAD SL,A' 
4 '"''"' ,.J,::.. syspot = 'LOAD SH, B' 
433 s yspot = 'CLR ,6,_ I 
434 syspot = 'CLR .B , 
435 syspot = 'SRC SH' 
436 s t,i spot = 'RRC SL' 
4-,-
..., I syspot = 'J.Uf"IP,CC • +6 I 
438 s y. spot = 'A.OD A, <IX)+l' 
439 syspot = 'ADDC B, <IX)+O' 
44,J syspot = 'SLC <IX)+l' 
441 syspot = 'RLC <IX)+0' 
44.2 syspot = 'PUSH A' 
443 syspot = 'LOAD A, (IX) +O' 
444 syspot = 'COMP A, ·#O' 
44-5 syspot = 'JJJMP, NE . +8' 
446 syspot = 'LOAD A, <IX)+l' 
447 syspot = 'COMP "A, -#0' 
~1 448 syspot = 'JVMP,EG • +5 I 
449 syspot = 'POP A' 
450 syspot = 'JVMP . -.28 / . 
1 451 syspot = 'LOAD <IX)+l,A' 
45.2 syspot = 'LOAD <IX>+O,B' 
453 syspot = 'RET' _, 
454 test. fnc17 swtchs , 1 / /f(test. fnc18) 
455 s.y sp.ot = 'SWTCHS: I 
456 syspot = 'LOAD SSSSH,B' 
457 syspot = 'LOAD SSSSL,A' 
456 syspot = 'POP A' 
459 syspot = 'POP .a I 
460 syspot = 'LOAD SL,A' 
461 syspot = 'LOAD SH, B' 
462 syspot = 'LOAD IX,SH' 
463 syspot = 'LOP,D IX, < IX) +.2' 
46-4 syspot = 'LOAD SSSH, IX' 
465 syspot = 'LOAD IX, SH' 
466 syspot = 'LOAD IX, (IX) +O' 
467 syspot = 'SWTCHS2 : I 
46·a s y s p o·e = 'LOAD SSH, IX' 
469 syspot = 'LOAD IX, < IX> +-0' 
470 syspot = 'COMP IX, SS·SSH' 
471 syspot = 'JJJMP, EG SWTCHS1' 
472 Sl,JSpot = 'LOAD IX,SSH' 
473 syspot = 'AD,D ,c.,, #2 / I 
474 syspo-t = 'A.DOC B, ·#O I 
475 syspot = 'COMP IX,SSSH' 
476 syspot = 'JVMP,GE SvJTCHSl' 
477 syspot = 'INC IX I 
47-8 syspo -t = I INC IX ' 
479 syspot = 'J.IJMP SWTCHS2' 
48-0 sy s p o·t: = 'SWTCHS1: I 
Au 9 13., 19-3 0 13 : ~2 
r,·:otor-ul2 . 2 
46i Si.,J ~-pot 
48.~ sysp o ·t 
,.~ 8 3 sy s po ,; 
,'~ 84 :. i,j S ;)O "C 
,;as t•? S t. f nc1 8 
486 s t_Jsp o t 
487 s1,1 spot 
488 s y spot 
4 8-9 s y sp u ·t 






49-6 test . f nc19 
497 syspot 
49-B syspot 
4 9·9 syspot 
500 s y sp o·t; 
501 syspot 
50.2 end syspot 
::= u i·.J - ~ 0 1T1 p U t e r ·S C i e n C e L i:i b - UN I X S y S t · 
= ,. ~OAï) SL,A' 
= ' LO AD SH., B I 
= ' LD,.:,,D I X,SH' 
-- ' -.JUi''iP (IX) +4' 
di vi / 1 I If < tes t. fn c 19> 
= ' DIV I : I 
= 'C.t:-, LL D IVRE)"1' 
= ' LOAD A, SSL ' 
= ' COMP A , ·# 1 , 
= ' JJJMP , NE +11 , 
-
'LOAD SH, IX' 
= 'LOAD A,SL' 
= 'LOAD B,SH' 
= 'CALL POSIT' 
= 'RET' 
remi , 1 I /f(freturn ) 
= 'REMI : I 
= 'CALL DI'vREM' 
= ' INC SP' 
= I INC SP' 




ALGORITHMES CALM DU MOTOROLA 6800 
--==-==-=-======-================ 
ALGORITHMES DE·S -INSTRUCTIONS VAC POUR 
=~==~==~==~==~==~==~==~==~==~==~==~== 
TION ENTRY 










COMP B, (IX) +O 
JUMP., GT . + 12 
.JUMP,LT .+6 
COMP A, ( IX)+ 1 
,JUMP, GE . +6 
LOAD A,#1 






T ION i"rUL TI 
POP l3 
POP A 
IN-C IX, SP 
CALL MULTI 
MUL TI : 
LOAD SL,A 





JUMP, -CC . +6 
AD.O A, ( IX ) + 1 
AD.OC .B, (IX) +O 




i sauvetage de l'adresse de base locale LH-1.J._ sur la pile 
;B et A contiennent l'operande 2 
; I X p o in t e s UT l ' o p e ra n d e 1 
;comparaison parties high 
;branchement si~ 
;branchement si< 
; comparaison parties low 
;branchement si>= 
;0 dans A et B 
;resultat sur la pile O ou 1 
; e x t ·r a i ·r e o p e·r an d e 2 
; IX pointe sur operande 1 
; sauver operande 2 dans SH-SL 
;0 dans A et E (zone resultat) 
; shift a droite du multiplicateur 
;branchement si bit= 0 
;addition au ·resultat 
; shift a gauche du multiplicande 
PUSH ,4, 
LOAD .A, ( IX ) +O 
COMP A,~v 
JUMP,NE. +8 
LO.AD .A, <IX)+1 
COMP A,#0 
JUMP,EG . +5 
POP A 
Ju,i..1p . -28 










LOAD .B, LJ-1 
LO.AD A, U ... 
AD.O A,#1 
AD.OC .B, #0 
SU.B A, #2* pa r 
SU.BC .B, #0 
LOAD LH,.B 





LOAD IX, ·# par 








INC IX, SP 
CALL LEI 
LEI : 
COMP B, (IX)+O 
-JUMP , L T . . +1.2 
Jl.H1P, -GT . +6 
COMP A, ( IX)+ 1 
JU,"1P , LT . +6 
; sauver A sur la pile 
;veri ·Fier si multiplicande est ·nul 
;restituer la valeur de A 
; iteration 
; sauver le resultat sur la pile 
;enlever l ' element aus sommet de la ~ile 
; {SP) dans LH-LL{ad·resse de base local2 
;LH-LL dans accumulateurs A et B 
; c a l c u l d e 1 a no u v e 1 l e ad ·r e s se d e bas e 1 o c a 1 e 
;adresse de base locale dans LH-LL 
; calcul de la n ouvelle valeu-r du SP 
;place la constante dans IX 
;place la constante dans A et 3 
; sa uv e ta g e s u·r l a p i 1 e 
; extraction operande 2 
; I X p o in t e s u-r op e ra n d e 1 
;comparaison parties hig h 
;branchement si ·( 
; .bra,,cheme·nt si .) · 
i comparaiso n parties low 





LOAD ( IX ) + L A 
LOAD <IX)+O,I3 
RET 
CTION LVPAR I 
; sauvetage su·r la pile 
; sauvetage sur la pile 
LOAD IX,LH ;place l'adresse de base locale dans IX 
LOAD B, (IX)+2*pr 




;place la valeur du parametre dans A et 8 
; sa uv e ta g e s UT 1 a p i l e 
LOAD IX,LH ;place l'adresse de base locale dans IX 
la valeur du parametr~ dans A 







; sauvetage SUT la pile 
L~~D IX,LH ;place l ' adresse de base locale dans I X 
LOAD A, (IX)+2* pr ; place la valeur caractere da11s A 
CLR B 
PUSH A 








LOAD SL, .~ 
L~~D SH, B 
LC10iD IX , SH 




; extTaction adresse 
; sauver l e r es u l -t; a t s u·r l a p i l e 
; charger l'adresse dans IX 
; mettre la valeuT ou pointe IX dan s A 
POP B 
POP A 
INC IX, SP 
AOD A, < IX ) + 1 
ADDC B, (IX) +O 





JUr1P p r 
CTION RETRNI 
;extraire oper~nde 2 
; I X p o i ·n t e s u-r · o p e ra n d e 1 
;addition 
; sauver le resultat sur la pile 
; appel de la Fonction 











IX,LH ;charge l'adresse de base locale dans IX 
IX, (IX)+2* p-r ; charge l'ancienne adresse de base locale dans I 
SSH, IX ; sauve cette adresse dans SSH 
IX,LH 
IX,< IX)+2+2* pr ; char g e l 'adresse d e r et o u·r dans I X 
cette adresse dans SSSH SSH, IX ; sauve 
IX,LH 
IX, ( IX)+4+2* pr ; charge le nombre de pa·rametre dans IX 
A,# pr ;charge le nombre de variables locales dans A 
RETRNI 
RETRNI: 
LOAD SH, IX 
SLC SL 
SU: A 

















LOAD LH, IX 
LOAD SP,SH 
; sauve le nombre de parametre dans SH et SL 
;nombre ç!e pa·rametre * 2 SH=D 
;nombre de variables locales* 2 
;calcul du deplacement 
; sauve le deplacernent dans SH et SL 
; ,o, et B =O 
; cha·rge le stack pointer dans IX 
; a Juste IX 
; la routine a-t-elle un resultat sur la pil e 
; br a·n c h e s i non 
; e x t ·r a i s 1 e r e s u 1 ta ·t; 
;LH et LL contienne l ' adresse de base local e 




LO.~D IX, SSS}-1 
JUMP (IX) +O 
CTION LALO.C 
LO,6iD A, LL 
LO.~D B, LH 
LOAD IX, ·#2* pr 











LOAD IX, < IX ) +O 







IN-c IX, SP 
Il\fC SP 
IN-C SP 







IN-C IX, SP 
CALL NEI 
NEI : 
COMP B, (IX) +O 
Jlh'1P, NE . +7 
CL.R B 
; c a 1 c u 1 du nouveau s tac k point e-r 
;place le ·resultat de la fonction 
;branche a l'adresse de retour 
su la pile 
;charge l'adresse de base locale dans A et 8 
; cha·rge le deplacement dans IX 
;calcul de l'adresse 
; sauvetage sur la pile 
; e x t ·r a i s 1 a va 1 e u r en t i e r e d an s A e t .B 
; IX pointe sur l'adresse au sommet de la pile 
; a J u s t e ment du s ta c k p o i n ·t e r 
;charge l'adresse au sommet de la pile dans IX 
; sauve la valeur a l'adresse voulue 
; sauvetage s~r la pile 
; ex~rais la valeur caractere dans A <B=O) 
; IX pointe sur l'adresse au so~~et de la pile 
;aJuste le stack pointer 
;charge l'adresse au sommet de la pile dans I X 
; sauve la valeur a l'adresse voulue 
;sauv~tage s~r la pile 
; ext-rais l 'operande 2 du sommet de la pile 
; IX pointe sur l ' operande 1 
; comparaison parties high des 2 operandes 




LOAD .8, fr: 1 
CLR A 
LOAD < IX ) + 1, A 
LOAD <IX)+O,B 
RET 
CTION LVLO-C I 
LO.Ô\D IX,LH 
LOAD .8, <IX)+2* 
· - - ··· r - · - - - - · · r - · .. - - - - - - .. - .., - - i"' ·- • ._ • 1 '-" ·- •-' 
; b ra·n ch e si =-= 
; .8=1 
;A=O 
; sa uv e ta g e s u-r l a p i l e 
;charge l'adresse de base 
pr 
locale dans IX 




LOAD IX, ·# p·r 





TI 0.1\l JJJMPF 
POP A 
COMP A,#0 
JU,"1P, NE . +9 
POP B 












COMP .!3, ( IX )+O 
JUMP,GT . +8 
JUMP,LT . +9 
; c ha·r g e la valeu·r entiere dans 
; sauvetage sur la pile 
; ch a·r g e l 'adresse dans IX 
;charge l'adresse dans A et B 
; sauvetage s~r la pile 
A et 
; ext-rais partie high de l'operande 
;branche si A !=O 
; extrais partie low . de 1 'operande 
;branche si B!=O 
; ·reserve un emplacement sur la pile 
; extrais 1 'operande 2 
; IX pointe su·r l'operand e 1 
;aJuste le stack pointer 
B 
; compare les parties high des operandes 
;branche si > 
;branche si < 
• 
--------.---u{'lr' ,.., , 1- 1 X ,1 + l 
JUMP,LT. +5 
JUMP pr 
CTIOf.J OH I 
POP B 
POP A 
IN·C IX, SP 
OR A, CI X)+ 1 
OR B, (IX) +O 

























INC IX, SP 
CALL ECH 
EGI : 
COMP B, (IX) +O 
JU:MP, NE . +8 
;compare les parties low des operandes 
;branche si< 
;extrais 1 ✓ operande 2 
; IX poi ·nte su-r 1 'opera"11de 1 
;operation or 
; sa uv e ta g e s u·r l a p i l e 
;charge le stack pointer dans SH-SL 
; c ha·rg e SH-SL dans IX 
;aJuste le stack pointer 
; appel de la Fonction 
;extrais 1 ✓ operande 
; c omp l ement 
; sauvetage sur la pile 
; ex~rais l'operande 
; sauvetage sur la pile 
; sa uv e ta g e s u·r l a p i 1 e 
;extrais 1 ✓ operande 2 
; IX pointe s~r l'operande 1 
; compare les parties high des 2 operandes 
; br anche si 1 ·= 










INC IX, SP 
XOR A, < IX ) + 1 
X Q.R B , < I X > +.() 
L0AD <IX>+0,A 




INC IX, SP 
AND A, < IX )+1 
AND B, ( I X ) +O 
LDAD <IX)+O,A 
LOAD ( IX ) + L B 
C TION INCA-c:"T 
POP B 
POP A 
LO,OtD SH, 13 







L0AD A, (IX)+ 1 
PUSH A 
AOD A,B 
0AD < IX ) + 1, A 
LOAD 13, < I X ) +O 
PU·3H B 
ADDC B, #-0 




; compare les parties low des 2 operandes 
; b r cH"l c h e s i == 
sauve le -resultat sur la pile 
;extrais l'operande 2 
; IX pointe s u·r l 'ope rand e 1 
;operation exor 
; sa~ve le resultat sur la pile 
;extrai s l'operande 2 
; IX pointe su-r l 'operande 1 
;operation and 
; sauve l e ·r es u l ta t sur 1 a p i 1 e 
; e x t·r a i s 1 ' a d ·r e s s e a u s o mm e t d e 1 a p i 1 e 
; sauve 13 dans SH 
; cha·rge le pa-rametre dans B 
; sauve le resultat sur la pile 
; sauve A dans SL 
; c h a·r g e l 'ad r e s s e dans I X 
;charge la partie low de la valeur a incrementer 
; sauve A sur la pile 
;addition du parametre 
; ·restitue la nouvelle valeur(pa-rtie low) 
;charge la partie high de la valeur dans B 
; sa~ve B sur la pile 
;addition avec carry 
; ·r es -t i tue la no uv e 11 e va 1 eu r ( p a ·r t i e h i g h ) 
;extrais la valeur ancienne de la pile 
l 
• r I UN DECAFT 
POP I3 
PO.P A 
LO,Ô\D SH, B 





LOAD ·SL, A 
LO.AD IX,SH 
LOAD A, <IX)+l 
PUSH A 
SUB A,B 
LOAD < I X ) + 1, A 


















LOAD A, < IX ) + 1 
SUE A,B 
Lao.D ( IX ) + 1, A 







LO-AD SH, B 





LOAD SL, A 
; e x t-r a i s 1 'a d·r es se au s o mJn et de 1 a p i l e 
; sauve B dans SH 
; cha·rge le pa·rametre dans B 
; sauve le resultat sur la pile 
; sauve A dans SL 
; cha·rge. l'adresse dans IX 
;charge la valeur a decrementer (partie low) 
; sa uv e A s u r l a p i l e 
;calcul de la nouvelle valeur(partie low) 
; -r est i tue 1 a ·.no uv e 11 e va l eu r ( p a·r t i e 1 o 1.JJ ) 
;charge la valeur a decrementer dans B<partie high) 
; sauve B sur la pile 
;calcul de la nouvelle valeur(partie h igh) 
;·restitue la nouvelle valeur (partie high) 
;extrais l'ancienne valeur de la pile 
;extrais l'adresse au sommet de la pile 
; sauve B dans SH 
;charge le parametre dans B 
; sa uv e 1 e -r e su 1 ta t s u r 1 a p i 1 e 
; sauve A dans SL 
;charge l'adresse dans IX 
; cha-rge la valeu-r dans A (pa-rtie low) 
;calcul de la nouvelle valeur 
;restitue la nouvelle valeur (partie low) 
; c h a·r g e l a va l e u·r dans B ( p a·r t i e h i g h ) 
;calcul de la nouvelle valeur 
; ·restitue la nouvelle valeur (partie high) 
; e x t ·r a i s 1 ' a d T e s s e a u s o m;n e t d e 1 a p i l e 
; sauve I3 dans SH 
; cha·rge le pa·.-ametre dans B 
sauve A dans SL 
A,(IX)+! 
AD.0 A,B 
L DA D ( I X ) + 1, A 
LOAD B, < I X ) +O 










LO,~D SL, A 
LOAD SH,B 
LOAD IX,SH 
LOAD A, <IX>+ 1 
LOAD .B, < IX ) +O 
RET 
CTION JJJMPI 
LO.~D SH, SP 
LOAD IX,SH 
INC SP 
I N-C SP ; a J u s t e 












:;:N-C IX, SP 
CA.LL L TI 
LTI : 
COM P B, ( IX) + O 
JUMP ,LT . +1.2 
JUMP,GT . +6 
;charge la valeur dans A (partie low) 
; calcul de la nouvelle valeu·r 
;restitue la nouvelle valeur (partie low) 
;charge la valeur dans B (partie high) 
; c a l c u l d e l a n o u v e l l e va l e u-r 
;·restitue la nouvelle v aleur 
;extrais l'adresse au sommet de la pile 
; sa uv e 1 e ·r e su 1 ta t s u r l a p i l e 
; charge l'adresse dans IX 
; c h a ·r g e la va 1 e u·r dans A e t .B 
;charge SP dans IX 
1 e s ·ta c k p o i nt e r 
;branchement 
; extrais la partie 
; b ra·n ch e si !·= 
; ex t·ra i s la partie 




; e x t·r a i s l ' o p e r a ·n d e 2 
de l'operande 
de 1 ' o p eï' a n d e 
; IX pointe sur l ' operande 1 
;comparaison des parties high des 2 operan des 
; br a·n c h e s i < 
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JUMP, LE . +6 ; br an ch e s i <·= 
LOAD A, #1 
,JIB1P . +3 
CL~ A 
CL.H I3 






INC IX, SP 
CALL GEI 
GEI : 
C OMP E , ( I X ) +O 
JUMP,GT. +1.2 
JUMP,LT. +6 
C0,"1P A, ( IX)+ 1 
JlJ)"1P, GT . +6 
LOAD A, =l-; 1 
JlJ)'1P . +3 
CL~ A 
CLR B 






INC IX, SP 
SU: (IX) +1 
RL'C <IX) +O 
DEC A 





SR-C (IX) +O 
RRC ( IX)+ 1 
DEC A 
JUMP, ZC. -5 
TION LVEXTI 
LO-AD I X, pr 
; sauve le resultat sur la pile 
; ex~rais l'aperande 2 dans A et B 
; IX pointe sur l'operande 1 
; comparaison des parties high des 2 operandes 
; br an c h e s i :, 
; b r a·n c h e s i < 
;comparaison des parties low des 2 operandes 
;branche si> 
; sa uv e l e ·r e su l ta t s u r l a p i 1 e , .B 
; ext·rais l 'operande 2 dans A - .B=O 
; IX pointe sur l'operande 1 
; shift d'un bi~ a gauche 
;decremente A de 1 
; branche si ! --=O 
; extrais l'operande 2 dans A - E=O 
; IX p o i ·nt e s UT 1 ' op e r a ·n d e 1 
; shirt d'un bit a droite 
;decremente A de 1 
; h ranche si ! -=O 
;ch arge la val e ur dans IX 
LOAD SH, IX 
LOAD A,SL 





















CŒ'1P A, ( IX)+2 
JUMP,NE .+6 
C0MP A, <IX)+ 1 















; sauve le resultat sur la pile 
; cha·rge la valeu-r cai'acte·re dans A 
;B=O 
; sauve l e ·r es u l ta t sur 1 a p i 1 e 
;extrais l'operande dans A et 13 
; camp 1 emen·t 
;resultat + 1 
; sauve le resultat sur la pile 
;chaTge SP dans IX 
;A=O 
; b r a ·n c h e si ' ·= 
; bra·nc h e si 
--
; mi se a 0 
; -resul tF.1t 
- 1 
; e x t ·r a i s l e d i v i se u·r 
; IX pain te s u·r 1 e d i vide n de 
iaJuste le stack pointer 
; sauve le Tesultat sur la pile 
POP B 
POP A 







CALL DI VREi~1 
LOAD A,S-3L 
COMP A, ~t1 
Jlh"1P, NE . + 11 
LOAD SH, IX 
LOAD A,SL 
LOAD .!3, SH 
CALL POSIT 
RET 






SU.B A, (IX)+1 






LO.AD SH, A 
POP A 
COMP A,B 
Jl.J.MP,NE . +7 
POP A 
COMP . ,o,, SH 
JUMP,EQ .+5 
Jlh'1P p r 
UC T ION J.EQ 
POP B 
POP A 
LOAD S H, A 
POP A 
COMP A,B 
JUMP, NE . +10 
POP B 
;extrais le diviseur 
; IX point sur le dividende 
;aJuste le stack pointer 
; sauve 1 e ·r es u l ta t sur 1 a p i 1 e 
; a pp e 1 de D IVREM 
;-resultat dans A et B 
; appel de POS I T 
; IX pointe sur l'operande 2 
;aJuste le stack pointer 
;extrais l'operande 1 
; soustraction 
; sa uv e l e ·r e su l ta t s u r 1 a p i l e 
;extrais l'aperande 2 
; sauve A dans SH 
;extrais la partie high de l ' operande 1 
; comparaison des pa·rties high 
; branche si ! --= 
; e x t·r a i s l a par t i e 1 a w d e l ' op e·r and e 1 
;comparaison des parties low 
;branche si== 
; extrais 1 ' operande 2 
; sauve A dans SH 
;extrais la partie high de l ' aperand e 1 
; comparaison des pa·rties h i gh 
; branche s i ! --= 
; e x t ·r a i s 1 a p a r t i e 1 a w d e 1 • o p ra n d e 1 
COMP .0, SH 
JVMP,NE. +5 
JV,"1P pr 
RVCTION ,JL T 
PO:? I3 
POP A 
INC IX, SP 
IN-C SP 
INC S:P 
C OMP B, < I X ) +O 
JVMP,GT. +8 
JVMP,LT. +9 






INC IX, SP 
IN-c SP 
IN-c SP 
COMP B, ( IX ) +O 
JUMP,LT. +8 
JUMP,GT . +9 








I N-c S:P 
COMP B, <IX) +O 
Jl.J:i'1P, L T . +8 
JUMP,GT. +9 
COMP A, <IX)+1 
JUMP,GT . +5 
JUMP pr 
NE D I'vREJ1 
D I'vR8'1 : 
; comparaison des p<J·rties low 
; b ·ranche si !--= 
; ext-rais l'operande 2 
; IX pointe sur l'operande 1 
iaJuste le stack pointer 
;comparaison des parties high 
; br anche si :> 
;branche si< 
; comparaison des paTties low 
; b r an c h e s i <--= 
; e x t·r a i s l ' op e r a·n d e 2 
; ix pointe sur l 'operande 1 
;aJuste le stack pointer 
;compar aison des parties high 
;branche si< 
; branche si > 
;comparaison des pa·rties low 
; branche si >--= 
; ext·rais l 'opera·nde 2 
; IX pointe sur l'operande 1 
iaJuste le stack pointer 
;comparaison des parties high 
; branche si < 
;branche si:> 
; comparaison des pa·rties low 
; branche si.> 
; cette ·routine effectue la division 
; de 2 nomb-res positifs. 
le quotient se trouve dans IX 




LOAD ·SH, .8 
L DA D A, < I X ) + 1 
LOAD .l3, ( I X ) +O 
CALL TESTNEG 
LO.AD I X, ·#O 
C0MP B,SH 
JUMP,LT. +15 
JU,"1P, GT . +6 
CŒ"IP A, SL 
JUMP,LT. +9 
SU.B A, SL 



















;appel de TESTNEG 
i sauve l e d i v i s eu r dan s SH et SL 
; cha·rge le dividende dans A et .8 
;appel de TESTNEG 
; I X =0 IX contiendra 1 e quo t i en t 
; teste si le dividende est~ que le diviseur 
(partie high) 
;branche si < 
;branche si > 
;teste si le dividende est> que le d iviseu·r 
(partie low) 
ibranche si < 
soustrais le diviseur du dividende 
IX=IX+l 
; cette ·routine permet de tester 
; le signe des operandes. 
; si les 2 ope·randes so·nt de meme 
; signes,SSL vaudra O(si tous les 2 
;positifs)ou 2(si tous les 2 negatiPs) 
;elle rait aussi appel a P0SIT 
; cette -routine permet de prendre le 
;complement d'un nombre negatif pour 
; 1 e ·r e n d r e p o s i t i f . 
ANNEXE 4 
PROCEDURE D'UTILISATION DU CROSS-COMPILATEUR 
============================================ 
PROCEDURE D'UTILISATION DU CROSS-COMPILATEUR 
--------------------------------------------
--------------------------------------------
Nous expliquons ici toutes les operations a realiser pour 
ili~er le cross-compilateur pour le MOTOROLA 6800. 
Nous expliquons pour commencer l'enchainement des differen-
s operations a realiser avant d e presenter les 2 commandes permet-
nt . de realiser l 'entierete de ces operations. 
Premiere operation : 
pre-compilation VAC 
Cette pre-compilation permet de traduire le programme 
C en texte VAC. 
La commande qui realise cette pre-compilation est la 
commande ck et se presente comme suit : 
ck fichier 
Le resultat est place dans fichier. k 
Deuxieme operation: 
traduction en code CALM 
Cette phase de traduction permet de traduire chaque 
instruction VAC en code CALM. 
Elle est realisee par la commande: 
sno motorola . 1 <fichier . k :>fichier! 
motorola. 1 est le programme de traduction 
fichier! recevra le resultat 
Troisieme operation: 
optimisation du code CALM 
Cette phase d'optimisation realise les fonctions 
suivantes : 
-introduction de la sequence d'intialisation du 
programme. 
-introduction des procedures 
-suppresssion des sequences inutiles 
Elle est realisee par la commande: 
sno motorol~.2 <fichierl ) fichier2 
motorola . 2 est le programme d'optimisation 
fichier2 est le fichier resultat 
Guatrieme operation: 
introduction de la description UNIASS 
Le fichier resultat de la phase d'optimisation 
doit etre precede de la description UN!ASS du MOTOROLA 
6800. 





UNI6800 est le fichier qui comprend la 
description UNIASS pour le MOTOROLA 6800 
Cinquieme operation: 
cross-assemblage UNIASS et formatage 
Cette operation permet d'assembler le programme 
CALM et de formater le code obJet en fonction des parti-
cularites du MOTOROLA 6800 
Elle est realisee par : 
uniass. e fichier2 fichier3 )fichier4 
epmot fichier3 fichier5 
uniass . e est le programme de cross-assemblage 
fichier3 contient le code obJet produit par 
uniass . e 
fichier4 contient le 'listing' d'assemblage 
epmot est le programme assurant le formatage 
fichier5 contient le code obJet formate 
Deux commandes permettent de realiser l'ensemble de ces 
erations: 
sh motorola. cclel fichier . c fichier. k 
Cette commande fournit tous les resultats intermediaires 
s les fichiers suivants : 
fichier. c: programme C 
fichier. k:programme VAC 
fichier . k. cal: programme input de uniass. e 
fichier. k. obJ : programme obJet non formate 
fichier . k. moto: programme ob~ret formate 
·Fichier . k. r~s : 'listing' d'assemblage 
sh motorola . cde2 fichierl. c fichier1 . k fichier2 
Cette commande fournit uniquement le 'listing' d ' assemblage 
le programme resultat formate dans les fichiers: 
' 
fichier2 . res : 'listing' d' a ssemblage 
fichier2 . moto : programme obJet formate 
l 
un 
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