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V pričujočem delu je predstavljeno računalniško orodje (generator), ki generira 
VHDL kodo komunikacijskega vmesnika Wishbone Slave glede na želene 
karakteristike. Mogoča je implementacija vmesnika z registri, medpomnilnikom FIFO 
ali RAM pomnilnikom. Orodje deluje v obliki spletne strani, na kateri uporabnik vnese 
parametre vmesnika. Generator na spletni strani prikaže VHDL kodo vmesnika, ki jo 
uporabnik lahko kopira v svoj projekt za nadaljnjo uporabo pri komunikaciji med 
posameznimi IP komponentami v sistemih s programirljivim integriranim vezjem. 
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The thesis addresses a program tool (generator) for generating VHDL code of 
Wishbone Slave communication interface according to desired characteristics. 
Interface can be implemented with certain registers, RAM blocks or a FIFO buffer. 
The tool is designed as a website, where the user enters parameters of the module. The 
generator then displays a VHDL code that can be used to implement a interconnection 
between IP cores in programmable integrated circuits. 
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1  Uvod 
Sisteme na integriranem vezju (ang. System-On-Chip, SOC) danes srečamo tako 
rekoč povsod okoli nas. Kljub majhnim dimenzijam in cenovni ugodnosti so zmogljivi, 
zanesljivi in energijsko varčni. Zato ni presenetljivo, da ti sistemi predstavljajo jedrni 
del elektronskih naprav v različnih področjih, od medicine do letalstva. Učinkovito 
delovanje se jim torej zaupa tudi tam, kjer je od njih odvisno človeško življenje. Na 
njihovo zanesljivost pa ne vpliva le uspešen proizvodni proces, temveč tudi pameten 
in odgovoren razvoj. 
Razvoj SOC zajema gradnjo in povezovanje kombinacijskih in/ali sekvenčnih 
vezij ter programiranje algoritma delovanja samega sistema. To so časovno zamudni 
procesi in pri kompleksnejših sistemih zahtevajo ogromno razvojnega časa. Da bi se 
delo olajšalo, se uporabljajo različna razvojna programska orodja. Orodja 
avtomatizirajo opravljanje ponavljajočih korakov procesa, odkrivajo napake v sintaksi 
ter omogočajo simuliranje delovanja vezja. Pomembno vlogo na tem področju igra 
torej tudi izdelava učinkovitih programskih orodij. Ta orodja naj bi avtomatizirala čim 
več opravil in bila kar se da enostavna za uporabo. 
Cilj tega dela je razvoj programskega orodja, ki bi olajšal izdelavo namenske 
logike na način, da se avtomatizira izdelava komunikacijskega vmesnika glede na 
želene zahteve, saj ne obstaja splošen opis za vse vrste vmesnikov. Komunikacijski 
vmesnik predstavlja ogrodje posamezne komponente ter skrbi za komunikacijo z 
ostalimi deli sistema. Naloga razvijalca te periferije je potem le še izgradnja 
funkcionalnega dela oz. jedra. Takšen program je v praksi del kompleksnejšega 
razvijalskega orodja, kot je na primer profesionalno orodje Xilinx Vivado Design Suite 
v2016.1. Čeprav je to orodje eno najbolj razširjenih na področju razvoja SOC, pa ima 
pri generiranju vmesnika z vodilom AXI4 precej omejene možnosti. Zaradi tega je to 
orodje izbrano kot referenca v tem delu. Da bi bil program čim bolj enostaven, a kljub 
temu bolj fleksibilen kot je to primer v orodju Vivado, je namesto vodila AXI4 izbrano 
vodilo Wishbone. Za izdelavo samega uporabniškega vmesnika programa oz. 
generatorja pa je izbrano spletno okolje HTML s skriptnim jezikom JavaScript. 
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2  Komunikacija v sistemu na integriranem vezju 
2.1  Predstavitev področja 
Konstanten napredek procesnih tehnologij in načrtovanja integriranih vezij je 
omogočil integracijo več milijon tranzistorjev na en sam čip. Tako veliko število 
tranzistorjev pomeni tudi več komponent na samem vezju. Povezovanje teh 
komponent pripelje do razvoja sistemov na integriranem vezju, kjer imamo procesne, 
pomnilne, vhodno/izhodne enote ter komponente namenjene določeni aplikaciji. 
Slednje so prenosljive med sistemi in v večini primerov izdelek razvijalca ali skupine 
razvijalcev sistema, zaradi česar jih imenujemo komponente intelektualne lastnine 
(ang. Intellectual Property, IP). Če uporabimo grobo razdelitev SOC na procesni del 
(ang. Processing System, PS) in programirljivo logiko (ang. Programmable Logic, 
PL), lahko rečemo, da so IP komponente del programirljive logike, le-to pa v zadnjih 
časih predstavlja večinoma FPGA (ang. Field-Programmable Gate Array) vezje. Tako 
kot je mogoče načrtovati IP komponente v visokonivojskem programskem jeziku (v 
tem delu se v ta namen uporablja programski jezik VHDL, ang. Very high speed 
integrated circuit  Hardware Description Language), lahko na ta način zgradimo 
njihove vmesnike in povezave z ostalimi deli sistema, ki vsebujejo logične gradnike 
in delujejo po izbranem protokolu. 
2.2  Topologije 
Topologije komunikacij v SOC določajo arhitekture medsebojnih povezav (ang. 
interconnection). Med seboj se razlikujejo po številu enot, ki med seboj komunicirajo, 
številu povezav, načinu dostopa do vodila itd. 
Najbolj enostavna povezava je povezava točke s točko (ang. point-to-point) dveh 
enot. Primer take povezave je recimo med procesorjem in enoto na vhodno/izhodnimi 
vrati. V tem primeru je procesor nadrejena enota (ang. master) in začne s 
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komunikacijo, druga enota pa je podrejena (ang. slave) in izvršuje ukaze nadrejene 
enote. 
 
Slika 1:  Povezava točke s točko [1] 
Za pretok podatkov lahko uporabimo več zaporednih direktnih povezav. Takšno 
obliko povezave imenujemo cevovod (ang. pipeline). Uporabljamo jo za sekvenčno 
pošiljanje podatkov. Enote imajo na eni strani master, na drugi strani pa slave vmesnik. 
Ta povezava je zelo učinkovita pri reševanju problema, kjer je potrebno veliko število 
sekvenčnih korakov. V tem primeru povežemo potrebno število procesnih enot in s 
tem dobimo paralelno reševanje problemov, kjer je vsak naslednji problem rešen eno 
operacijo kasneje. 
Enaka povezava se uporablja pri krožni povezavi (ang. ring), kjer je zadnja enota 
povezava s prvo. Za tak način komunikacije je potreben poseben protokol, pri katerem 
vsaki napravi povemo, ali sodeluje v komunikaciji ali pa le posreduje podatke naprej. 
Kompaktna povezava večjega števila master in slave enot je povezava z enim 
deljenim vodilom (ang. shared bus). Za usklajeno komunikacijo skrbi nadzorna enota 
ali arbiter. Arbiter dodeluje dostop posameznim nadrejenim enotam glede na prioriteto 
ali enostavno po vrstnem redu. Slabost te povezave je čakanje na začetek komunikacije 
in s tem manjša, celo nepredvidljiva hitrost komunikacije. 
 
Slika 2:  Povezava z deljenim vodilom [1] 
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Nadgradnja prejšnje povezave je povezava z matričnim stikalom (ang. crossbar 
switch). Predstavljamo si lahko, da so vse enote povezane na neko črno škatlo, katere 
vsebine ne poznamo. Ta škatla skupaj z arbitrom poskrbi, da se master enota poveže z 
želeno slave enoto. Prednost te povezave pred prejšnjo je ta, da imamo lahko 
vzpostavljenih več povezav na enkrat, vse dokler ne dostopata dve master enoti do iste 
slave enote. 
 
Slika 3:  Povezava z matričnim stikalom [1] 
V protokolu Wishbone je topologija povezave master in slave enote zajeta v 
modulu imenovanem INTERCON. Ker pa je v tem delu uporabljena le povezava točke 
s točko je ta modul odvečen in zaradi tega izpuščen pri nadaljnji obravnavi Wishbone 
vmesnika. 
2.3  Vodila v sistemu na integriranem vezju 
V sistemih na integriranem vezju lahko srečamo kup različnih vrst logičnih 
vodil. V nadaljevanju so opisana le tri najbolj pogosto uporabljena vodila. To so vodila 
CoreConnect (IBM), AMBA (ARM) in Wishbone (Silicore Corp.). [2] Vsa tri vodila 
so namenjena povezovanju IP komponent in zadostujejo osnovnim zahtevam za 
učinkovito komunikacijo. Omogočajo različne širine vodil in nimajo dodatnih pogojev 
za frekvenco ure, kar lahko predstavlja problem pri povezovanju enot različnih 
proizvajalcev. [3] Namen kratkega opisa omenjenih vodil je prikaz, zakaj je bilo 
najbolj primerno ravno izbrano vodilo Wishbone. Čeprav sta druga dva vodila izdelka 
velikih podjetij, so po lastnostih vsa tri vodila približno enako zmogljiva. Zaradi svoje 
preprostosti pa je vodilo Wishbone veliko bolj primerno pri razvoju enostavnih 
projektov. 
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2.3.1  CoreConnect vodilo 
CoreConnect je vodilo v integriranih vezjih, proizvajalca IBM. Zgrajen je iz treh 
različnih vodil in arbitra. Uporablja se lahko tudi v kompleksnejših sistemih, saj 
zagotavlja učinkovito povezavo vseh enot, ki jih takšen sistem lahko združuje. 
Namenjen je ponovni uporabi enot različnih proizvajalcev. Je brezplačen, odprt 
standard, za katerega se zahteva le licenca. Čeprav je zelo razširjen med velikimi 
proizvajalci elektronike, ni najbolj primeren za enostavnejše aplikacije. [3] 
Glavno sistemsko vodilo je vodilo PLB (ang. Processor Local Bus). Je sinhrono 
vodilo s centralnim arbitrom, kar zagotavlja majhne zakasnitve in visoko zmogljivost 
prenosa podatkov. Mogoče je branje in pisanje v enem ciklu ure, saj sta ločeni vodili 
za branje in pisanje. Naslovno vodilo je lahko široko do 64 bitov, podatkovno pa do 
256. [4] Podpira povezavo večjega števila master in slave enot. 
Za povezavo manj zmogljivih oz. počasnejših perifernih enot skrbi vodilo OPB 
(ang. On-chip Peripheral Bus). Tudi to vodilo je sinhrono, dinamičnih velikosti, z 
možnostjo povezave več master in slave enot. Mogoč je le en prenos v urinem ciklu. 
Master enote na PLB vodilu dostopajo do periferije preko OPB mostu (ang. OPB 
bridge). OPB most je kot slave enota na PLB vodilu in master enota na vodilu OPB. 
Vodilo DCR (ang. Data Control Register) je zadolženo za prenos podatkov med 
splošnim registrom (ang. general purpose register) procesorja in kontrolnimi registri 
slave enot. Kot tako, ima vodilo eno master enoto in več slave enot. Je sinhrono vodilo, 
z 10 bitnim naslovnim vodilom in 32 bitnim podatkovnim vodilom. Povezano je v 
topologijo ring in deluje s programirljivo statično prioriteto. 
 
Slika 4:  CoreConnect vodilo [4] 
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2.3.2  AMBA vodilo 
Vodilo AMBA (ang. Advanced Microcontroller Bus Architecture) proizvajalca 
ARM je podobno vodilu CoreConnect, saj je tudi to sestavljeno iz treh vodil. Sprva je 
bilo vodilo razvito za povezovanje le ARM procesnih enot, kasneje pa se je njegova 
uporaba razširila tudi na enote ostalih proizvajalcev in je tako postalo eno najbolj 
razširjenih vodil v sistemih na integriranem vezju. 
Prva generacija vodil AMBA je temeljila na dveh vodilih, ASB (ang. Advanced 
System Bus) in APB (ang. Advanced Peripheral Bus). Prvo vodilo je splošno vodilo, 
ki omogoča povezavo več master enot. Podpira prenos z izbruhom (ang. burst transfer) 
ali cevovodni prenos (ang. pipeline transfer). Drugo vodilo je namenjeno povezovanju 
perifernih enot manjših moči in nižjih hitrosti. Je enostavno vodilo, slabših 
zmogljivosti. 
Vodilo AHB (ang. AMBA High-performance Bus) je bilo dodano šele v drugi 
generaciji vodil AMBA, tj. AMBA 2. Predstavljen je kot napredno, visoko zmogljivo 
vodilo. Kot tako se uporabljena za povezovanje enot s hitrim prenosom podatkov, kot 
so procesna enota, enota za direktni dostop do spomina (ang. Direct Memory Access, 
DMA), enota za digitalno obdelavo signalov (ang. Digital Signal Processing, DSP) itd. 
Omogoča povezavo več master enot. 
V tretji generaciji, generaciji AMBA 3, je dodano vodilo AXI3, ki dodatno 
izboljša lastnosti prenosa na submikronskem področju in temelji na povezavi točke s 
točko. Z generacijo AMBA 4 pride do razvoja AXI4 vodila z različicami AXI4-Lite, 
AXI4-Stream in AXI4-Full. Novo vodilo ACE pa je nekakšna razširjena različica 
vodila AXI4, s povečano povezljivostjo, kar omogoča povezavo več procesnih enot in 
deljenje podatkov med njihovimi predpomnilniki (ang. cache). 
 
Slika 5:  AMBA vodilo prve generacije [4] 
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2.3.3  Wishbone vodilo 
Za razliko od predhodnih dveh vodil, je vodilo Wishbone sestavljeno iz le enega 
vodila, zaradi česar je veliko bolj enostavno za uporabo, a vseeno dovolj fleksibilno. 
Kljub temu, da nima več različnih vodil, je kos tudi zahtevnejšim komunikacijskim 
opravilom, kjer je zahtevana visoka učinkovitost in nizka poraba energije. Glede na to, 
da so v naslednjem poglavju opisane specifikacije vodila Wishbone, je na tem mestu 
dovolj navesti, da je to vodilo, ki podpira povezovanje več master enot, ima širino 
naslovnega in podatkovnega vodila do 64 bitov, podpira več topologij in več načinov 
prenosa podatkov in dovoljuje arbitražo. V primeru, da povezujemo dve enoti z 
različnimi frekvencami ur oz. hitrostmi prenosa, je potrebno uporabiti dva Wishbone 
vmesnika. 
 




3  Opis protokola Wishbone 
To poglavje predstavlja ustrezno skrajšano obliko izvornih specifikacij 
protokola Wishbone, označenih kot Wishbone B4. Razvoj specifikacij je začel leta 
1996 Wade D. Peterson, v podjetju Silicore Corporation. Kasneje, leta 2002, pa je bilo 
nadaljnje delo in nadgrajevanje predano Richardu Herveilleju, iz organizacije 
OpenCore. Zadnja izdaja, izdaja Wishbone B4, je objavljena na spletu leta 2010 v 
formatu PDF. [5] 
Vodilni cilji vmesnika Wishbone so: fleksibilno načrtovanje, prenosljivost med 
sistemi in enotami, ponovna uporaba enot, zanesljivost, kompaktnost, majhna poraba 
virov, enostavnost in z vsem tem hitrejši razvoj. Vendar specifikacije ne postavljajo 
zahtev glede razvijalskih orodij, programskih jezikov ali ciljne strojne opreme. 
3.1  Osnovne značilnosti specifikacij 
Pomembna značilnost Wishbone specifikacij je uporaba besed kot so: pravilo, 
priporočilo, predlog, dovoljenje in opazovanje. Z eno od teh besed se označi vsaka 
definicija. S tem se razvijalcu oz. uporabniku pove, česa se je potrebno držati, da 
vmesnik deluje znotraj specifikacij, in kaj se sme spreminjati in prilagajati glede na 
potrebe aplikacije. To je prednost tega protokola, saj razvijalcu daje nekoliko proste 
roke pri razvoju. 
Časovni diagrami oz. poteki signalov so v osnovi enaki standardnim časovnim 
diagramom v simulacijah digitalnih vezij. Večinoma se za trenutek spremembe 
signalov izbere pozitiven prehod (fronta) ure, ki se tudi označi z zaporedno številko. 
To namreč omogoča lažjo analizo delovanja. Signali, uporabljeni v časovnih 
diagramih, se v kolikor ni drugače označeno, nanašajo na signale nadrejene enote. 
Stanje čakanja (ang. wait state) se v diagramu označi z »-WSM-« ali »-WSS-«, 
validnost podatkov pa z besedo »VALID« (v tem delu uporabljena slovenska beseda 
»VELJAVNO«). 
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Specifikacije Wishbone zahtevajo od razvijalca zapis dokumentacije IP enote, 
ki jo razvija, saj s tem končnemu uporabniku olajša uporabo ali prilagajanje vmesnika. 
Ta dokumentacija mora zajemati naslednje podatke: različica revizije, tip vmesnika 
(master ali slave), poimenovanje signalov, opis TAG signalov (razlaga TAG signalov 
v naslednjem poglavju), opis uporabe signala ERR, opis uporabe signala za ponovno 
pošiljanje RTY, širino vodil, velikost razdrobljenosti podatkov na vodilu (ang. 
granularity), največjo velikost operanda, zaporedje bitov v podatkih (big oz. little 
endian), sekvenco pošiljanja podatkov in dodatne omejitve urinega signala, v kolikor 
so prisotne. Dokumentacija je lahko del izvorne kode ali pa je napisana in podana 
posebej na kakšen drugačen način. 
3.2  Signali 
Glede poimenovanja signalov ne obstaja nobeno striktno pravilo, potrebno je le 
posvetiti pozornost, da imena signalov ustrezajo pravilom poimenovanja 
uporabljenega programskega jezika. Vseeno pa je, za enostavnejše razvijanje 
vmesnika, priporočena uporaba privzetih imen. Posebna lastnost teh imen je njihova 
končnica, ki določa smer poteka signala oz. ali je signal vhodni (_I, iz angleške besede 
Input) ali izhodni (_O, ang. Output). Poleg tega imajo večbitni signali na koncu imena 
zaviti oklepaj. 
Za definiranje lastnih signalov, ki se nanašajo na podatke z naslovnega, 
podatkovnega ali urinega vodila, se uporablja označevanje (ang. tagging) s tako 
imenovanimi označevalnimi signali (ang. tag signals), ki so označevalnega tipa (ang. 
tag type). V specifikacijah so navedena imena teh signalov, kateri enoti pripadajo 
(nadrejeni ali podrejeni), njihovo obnašanje ter na katero vrsto vodila se nanašajo. 
Uporaba teh signalov mora biti dokumentirana. 
Imena signalov vmesnikov na obeh straneh komunikacijskega kanala so, razen 
zadnje črke, enaka. To pomeni, da kar je pri enem vmesniku izhod (zadnja črka imena 
je O), je pri drugem vmesniku vhod (zadnja črka imena je I). Tako je obnašanje signala 
določeno s strani enote, pri kateri je ta signal izhodni. Sledijo opisi teh signalov, kjer 
so izpuščeni označevalni signali katerih delovanje določa razvijalec, ter signali, ki se 
uporabljajo pri komunikaciji v obliki toka ali bloka podatkov, saj take vrste 
komunikacije niso zajete v tem delu: 
 
DAT_O() – signal za prenos podatkov, katerih velikost je lahko do 64 bitov, 
ADR_O() – signal za prenos naslova branja ali pisanja podatkov, 
WE_O – signal, ki pove ali gre za bralni ('0') ali pisalni ('1') cikel, 
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STB_O – signal, ki označuje začetek veljavnega prenosa podatkov, 
ACK_O – signal, ki naznani zaključevanje prenosa, 
ERR_O – signal za opozorilo na nenavadno zaključitev prenosa podatkov, 
SEL_O() – signal, s katerim izberemo le del podatkov s podatkovnega vodila 
(tudi ta signal bo v nadaljevanju izpuščen, saj v tem delu ni bil uporabljen). 
 
V specifikacijah je kot vir urinega (CLK_O) in reset (RST_O) signala uporabljen 
modul SYSCON. Spodnja slika prikazuje gradnike in signale osnovne komunikacijske 
povezave po protokolu Wishbone: 
 
Slika 7:  Osnovna povezava točke s točko po protokolu Wishbone [1] 
3.3  Osnovni bralni in pisalni cikel 
Osnovni bralni in pisalni cikel (v specifikacijah ang. single read/write cycle), sta 
osnovna prenosa podatkov, z enim prenosom naenkrat. Prenos podatkov v načinu 
branja se zgodi v dveh urinih ciklih in je v protokolu opisan z naslednjimi koraki 
(navedeni signali so signali master enote): 
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1. pozitivni prehod urinega signala: 
o MASTER enota postavi veljaven naslov na naslovno vodilo ADR_O(), 
o MASTER enota označi začetek bralnega cikla z negacijo signala WE_O, 
o MASTER enota naznani začetek prenosa s signalom STB_O. 
2. pozitivni prehod urinega signala: 
o SLAVE enota razbere spremembe na vhodih, 
o SLAVE enota postavi veljavne podatke na DAT_I(), 
o SLAVE enota postavi signal ACK_I, s tem potrdi veljavnost podatkov, 
o MASTER enota zazna ACK_I, pripravi se na zajem podatkov. 
3. pozitivni prehod urinega signala: 
o MASTER enota zajame podatke na vhodu DAT_I(), 
o MASTER enota zaključi prenos z negacijo signala STB_O, 




Slika 8:  Bralni cikel [1] 
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Sledi še opis pisalnega cikla: 
 
1. pozitivni prehod urinega signala: 
o MASTER enota postavi veljaven naslov na naslovno vodilo ADR_O(), 
o MASTER enota postavi veljavne podatke na DAT_O(), 
o MASTER enota označi začetek pisalnega cikla s postavitvijo WE_O, 
o MASTER enota naznani začetek prenosa s signalom STB_O. 
2. pozitivni prehod urinega signala: 
o SLAVE enota razbere spremembe na vhodih, 
o SLAVE enota se pripravi na zajem podatkov s DAT_O(), 
o SLAVE enota postavi signal ACK_I, s tem potrdi zajem podatkov, 
o MASTER enota zazna ACK_I, pripravi se na prekinitev cikla. 
3. pozitivni prehod urinega signala: 
o SLAVE enota zajame podatke s DAT_O(), 
o MASTER enota zaključi prenos z negacijo signala STB_O, 




Slika 9:  Pisalni cikel [1] 
Kot je moč sklepati iz opisa obeh ciklov, je implementacija Wishbone vmesnika 
povsem enostavna, saj je potrebno res le minimalno število signalov za vzpostavitev 
osnovne komunikacije dveh enot.
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4  Zgradba in delovanje generatorja 
4.1  Generiranje Wishbone vmesnikov ter primerjava z AXI4 
Kot je bilo v uvodu povedano, je za referenco generiranja vmesnikov izbrano 
razvijalsko orodje Vivado v2016.1, z vmesnikom AXI4. V tem orodju ima uporabnik, 
pri ustvarjanju nove IP komponente, na izbiro tri različne tipe komunikacijskih 
vmesnikov. Prvi, najbolj enostaven vmesnik, je vmesnik AXI4-Lite z registri. Sledita 
AXI4-Stream s FIFO (ang. First-In, First-Out) medpomnilnikom ter najbolj 
kompleksen, AXI4-Full z RAM (ang. Random-Access Memory) pomnilnikom. Prvi 
in zadnji vmesnik sta v angleščini imenovana »Memory mapped«, kar pomeni, da do 
njihovih posameznih delov lahko dostopamo s pomočjo naslovnega vodila. Pri 
vmesniku z medpomnilnikom FIFO, kjer podatke zapisujemo enega za drugim, 
naslovnega vodila ne potrebujemo. 
Razlika med generatorjem Wishbone vmesnika (v nadaljevanju generator 
Wishbone) in orodjem Vivado je način generiranja datotek oz. kode VHDL. Pri 
slednjem se generirata dve datoteki. V eni datoteki najdemo VHDL kodo, ki opisuje 
delovanje vmesnika. Druga datoteka je vrhnja datoteka in tako rekoč vsebuje prejšnjo 
datoteko. V tej datoteki so povezave signalov IP komponente in samega vmesnika. 
Logiko IP komponente dodamo v to datoteko. Pri generatorju Wishbone se generira 
VHDL koda vmesnika, ki jo uporabnik enostavno kopira v svoj projekt in ureja na 
želen način. 
Še ena pomembna razlika je pri izbiri načina vmesnika. Tu je mišljeno na kakšen 
način bo vmesnik oz. IP komponenta sodelovala v komunikaciji. Torej ali bo začela s 
komunikacijo ali pa bo le izvrševala ukaze nadrejene enote, ki bo s komunikacijo 
začenjala. V orodju Vivado lahko namreč izbiramo med master in slave načinom, pri 
generatorju Wishbone pa je izbrani način slave. 
Primer, ki prikazuje generiranje AXI4 periferije in dodajanje logike najdemo na 
spletnem naslovu [6]. 
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4.1.1  Vmesnik z registri 
Od AXI4 vmesnikov je vmesnik z registri AXI4-Lite. V načinu slave ima širino 
naslovnega vodila 32 bitov, število registrov od 4 do 512 ter širino naslovnega vodila 
toliko bitov, kolikor registrov izberemo. 
 
Slika 10:  Generiranje AXI4-Lite slave vmesnika 
Vidimo, da razen imena vmesnika, nastavitve načina vmesnika in števila 
registrov niso mogoče druge spremembe. Pri generatorju Wishbone je zato dodana 
možnost izbire širine naslovnega in podatkovnega vodila (širine vodil v enoti bit) ter 
izbira signalov, ki niso nujno potrebni za osnovno delovanje komponente. Pri tem tipu 
vmesnika je mogoče izbrati tudi ločen podatkovni dostop do registrov. Na ta način 
lahko vsak register poljubno poimenujemo in mu določimo poljuben naslov. Naslednja 
slika prikazuje vse korake nastavitev lastnosti vmesnika. V tem primeru so izbrane 
enake nastavitve kot pri zgornjem AXI4-Lite vmesniku, s tem, da je tu dostop do 
registrov ločen. Uporabniški vmesnik generatorja Wishbone je, tako kot orodje 
Vivado, v angleščini. 
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Slika 11:  Generiranje Wishbone vmesnika z registri 
 
4.1.2  Vmesnik z medpomnilnikom FIFO 
AXI4-Stream je tip vmesnika AXI4, ki ima medpomnilnik FIFO. V 
medpomnilnik FIFO se podatki zapisujejo v obliki toka, eden za drugim. Kot pove že 
samo ime, se podatek, ki je najprej vpisan, tudi prvi bere iz pomnilnika. Zaradi tega ne 
potrebujemo naslovnega vodila. Širina podatkovnega vodila je pri AXI4-Stream 
vmesniku določena na 32 bitov. Spremembe, razen imena, niso mogoče. 
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Slika 12:  Generiranje AXI4-Stream vmesnika z medpomnilnikom FIFO 
Pri Wishbone generatorju imamo možnost izbire širine podatkovnega vodila, 
velikosti FIFO medpomnilnika ter izbiro signalov. 
 
Slika 13:  Generiranje Wishbone vmesnika z medpomnilnikom FIFO 
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4.1.3  Vmesnik s pomnilnikom RAM 
Najbolj kompleksen vmesnik od vseh treh AXI4 vmesnikov je AXI4-Full. Ta 
vmesnik vsebuje blokovni RAM pomnilnik. Pri njem lahko poleg imena spremenimo 
tudi velikost pomnilnika. Na izbiro imamo pomnilnike z velikostjo 64, 128, 256, 512 
ali 1024 besed (ang. Byte). 
 
Slika 14:  Generiranje AXI4-Full vmesnika s pomnilnikom RAM 
Za razliko od AXI4-Full vmesnika, kjer imamo le blokovni RAM pomnilnik, pa 
imamo v generatorju Wishbone možnost izbire med blokovnim in porazdeljenim (ang. 
distributed) RAM pomnilnikom. Razlika med njima v funkcionalnosti je, da je pri 
porazdeljenem RAM pomnilniku branje asinhrono, medtem ko je pri blokovnem to 
sinhrono. Zunanji priključki ostajajo pri obeh vrstah pomnilnika enaki. 
Poleg vrste pomnilnika, lahko uporabnik nastavlja ime vmesnika in širini 
podatkovnega in naslovnega vodila. S širino podatkovnega in naslovnega vodila 
uporabnik določi velikost samega pomnilnika. Velikost pomnilnika pomeni število 
bitov, ki jih ta lahko shranjuje. To število izračunamo tako da pomnožimo število 
možnih naslovov (dva na širino naslovnega vodila) s širino posameznega podatka 
(širina podatkovnega vodila). 
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Slika 15:  Generiranje Wishbone vmesnika z RAM pomnilnikom 
 
4.2  Zgradba generatorja 
Uporabniški vmesnik generatorja Wishbone je narejen v obliki spletne strani. To 
pomeni, da je njegovo zunanje ogrodje napisano v označevalnem jeziku HTML (ang. 
Hyper Text Markup Language). Glede na to, da je uporabljena različica HTML5, lahko 
pri uporabi programa s starejšimi brskalniki to povzroča težave. Zato se uporabniku 
svetuje uporaba najnovejše različice brskalnika, predvsem Firefox ali Chrome. 
Da bi program pravilno deloval, ni dovolj le podpora za HTML5, temveč mora 
biti omogočeno izvajanje JavaScript funkcij in lokalni spomin (ang. local storage). V 
skriptnem jeziku JavaScript je namreč napisan »aktivni« del programa, kot so kliki na 
gumbe, odpiranje novih oken, računanje, shranjevanje spremenljivk itd. Ravno za 
zadnjo možnost je potrebno, da ima brskalnik omogočen lokalni spomin. S tem lahko 
shranjujemo začasne podatke, kot so parametri generiranega vmesnika, v brskalnik 
(lokalno). To pomeni, da se ti podatki ne posredujejo na noben strežnik, zato lahko 
program uporabljamo brez internetne povezave, čeprav je narejen v obliki spletne 
strani. 
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Zaradi boljše preglednosti in lažjega nadgrajevanja je generator razdeljen na več 
datotek. Datoteke so poimenovane in oštevilčene glede na to kateremu tipu vmesnika 
pripadajo. V imenih so uporabljene angleške besede, začenjajo pa se z dvema 
številoma, ki ju ločuje podčrtaj. S prvim številom so ločeni vmesniki, drugo število pa 
določa le zaporedno število datoteke posameznega vmesnika. Kjer je v imenu zadnja 
črka P, pomeni da gre za programski del generatorja, ki je napisan v jeziku JavaScript. 
To nakazuje tudi končnica datoteke (.js). 
 
Slika 16:  Imena datotek 
Program se začne z datoteko 0_1_type.html, kjer uporabnik, s klikom na gumb, 
izbira med tremi vrstami vmesnikov (Register, RAM ali FIFO). 
 
Slika 17:  Začetna stran 
Da bi se, ob kliku na izbrani gumb, odprlo okno želenega vmesnika, se izvrši 
JavaScript funkcija, shranjena v datoteki 0_2_typeP.js. 
V nadaljevanju je prikazan potek programa skozi programsko kodo na primeru 
komunikacijskega vmesnika z blokovnim pomnilnikom RAM. Kako izgledajo koraki 
v uporabniškem vmesniku programa je prikazano v prejšnjem poglavju. 
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Torej, ko uporabnik na začetni strani izbere vmesnik z RAM pomnilnikom, tj. 
klikne na gumb RAM, se kliče funkcija iz datoteke 0_2_typeP.js, ki odpre datoteko 
3_1_ramSpecs.html. S tem se v brskalniku odpre okno kjer vnesemo lastnosti 
vmesnika ter izberemo tip pomnilnika (v tem primeru blokovni RAM). Vnesene 
podatke potrdimo s klikom na gumb »Submit«. Opis gumba izgleda takole: 
 
<button type="button" onclick="saveRamSpecs();">Submit</button> . 
 
Vidimo, da se s klikom na gumb kliče funkcija »saveRamSpecs()«, katere 
definicija se nahaja v datoteki 3_2_ramSpecsP.js. S klicem te funkcije se berejo in 
shranjujejo vsi vneseni podatki na naslednji način: 
 




Ko se vsi podatki shranijo, se izvrši odpiranje nove datoteke oz. okna v 
brskalniku, glede na izbrani tip pomnilnika: 
 
var type = document.getElementsByName("type"); 
 if (type[0].checked) { 
  localStorage.setItem("type", "dist"); 
 } else if (type[1].checked) { 
  localStorage.setItem("type", "block"); 
 } 
 window.open("3_3_ramWBsig.html", "_self"); 
 
Na tej strani je obrazec (značka »form«) z elementi »input«, tipa »checkbox«. 
Gre za polja kjer izbiramo posamezne signale vmesnika z označevanjem. Tudi tu se s 
klikom na potrditveni gumb shranijo podatki in se odpre novo okno kjer se prikaže 
generirana VHDL koda vmesnika. 
Del VHDL kode, ki je ne glede na vnesene podatke vedno enak, se že nahaja v 
datoteki 3_5_ramBlockWBvhdl.html. Ostali deli pa se »skrivajo« v JavaScript 
datoteki 3_6_ramBlockWBvhdlP.js. Tu se kombinirajo različni deli kode, glede na to 
kakšen vmesnik uporabnik želi, in se vpišejo v omenjeno datoteko HTML. Največje 
spremembe v generirani kodi posameznega vmesnika prinese ravno izbira signalov, 
saj so le-ti del pogojnih stavkov, ki so gradniki jedra VHDL entitete. Primer 
spremembe kode glede na izbrane signale prikazujeta naslednji dve sliki obeh datotek. 
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Slika 18:  Del HTML kode 
 
Slika 19: Del JavaScript kode 
Kot je iz slik razvidno, se del VHDL kode, kjer je opisano vpisovanje podatkov 
v vmesnik, generira glede na izbrane signale. Ta del VHDL kode izgleda takole: 
 
     -- Write 
            elsif(stb_i = '1' and ack = '0') then 
                ack <=  '1'; 
                if(we_i = '1') then 
                    ram(to_integer(unsigned(adr_i))) <= dat_i; 
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Tako se v HTML datoteki v element »span« z identifikacijsko oznako »write« 
vpiše koda, ki se ustvari v datoteki JavaScript. V slednji se preveri prisotnost stb_i in 
ack signala. Signala sta del pogoja. V kolikor eden od njiju ni prisoten, ostane kot 
pogoj za vpisovanje v pomnilnik le signal we_i. 
Z upoštevanjem zahtev specifikacij Wishbone vodila, da je potrebno vsak 
vmesnik dokumentirati, je na začetku vsake generirane kode VHDL kratek opis 
vmesnika v angleškem jeziku. Tukaj je naveden primer takšnega zapisa za vmesnik z 
blokovnim RAM pomnilnikom: 
 
-------------------------------------------------------------------- 
-- WISHBONE DATASHEET 
-- 
-- General description: 32-bit RAM with 32-bit address width 
-- Supported cycles: SLAVE, WRITE/READ 
-- Data ports: dat_i, dat_o 
-- Data port, size: DATA_WIDTH 
-- Data transfer ordering: Big endian and/or little endian 
-- RAM memory size: 4096 B 
-- 
-- Author: Novakovic Sasa (sn3250@student.uni-lj.si) 
-------------------------------------------------------------------- 
 
Slogovni jezik CSS (datoteka styles.css), ki se uporablja za oblikovanje slogov 
spletnih strani je bil v večjem delu uporabljen za standardni barvni prikaz programske 
kode VHDL, ki jo program generira. S tem je uporabniku omogočen boljši pregled 
nad generirano kodo. Slog je bil avtomatsko generiran s pomočjo tekstovnega 





5  Preizkus delovanja 
Tekom razvoja je preverjanje sintakse in semantike generirane VHDL kode 
potekalo v programskem orodju Xilinx Vivado, verifikacija pa je bila izvedena v 
realnem primeru, sistemu z 12-bitnim mikroprocesorjem v vezju VHDL. 
Uporabljeni mikroprocesor je bil za izobraževalne namene razvit v Laboratoriju 
za načrtovanje digitalnih vezij, Fakultete za elektrotehniko v Ljubljani. Osnovna 
zgradba temelji na centralno-procesni enoti z akumulatorjem, ki omogoča preprosto 
nadgradnjo in dodajanje ukazov. Procesor in zbirniška koda programa, ki ga izvaja, 
sta v celoti opisana v jeziku VHDL, tako da za uporabo ne potrebujemo dodatnih 
prevajalnikov. [7] Sistem je bil tudi nadgrajen z grafičnim krmilnikom, kjer je za 
povezovanje komponent uporabljeno vodilo Wishbone. Druga, nekoliko večja 
nadgradnja je bila izvedena kot zasnova za laboratorijske vaje na visokošolskem 
študiju, imenovane »Načrtovanje digitalnih sistemov: od števca do videoigre«, kjer je 
dodan algoritem za igranje videoigre. [8] 
Mikroprocesorski sistem je sestavljen iz dveh delov: 12-bitnega procesorskega 
jedra (CPU4) v katerem se izvajajo ukazi ter pomnilnika z ukazi in pomnilniškimi 
naslovi podatkov (Program). Strojni ukazi procesorja so binarne kode, ki so sestavljene 
iz dveh delov: kode ukaza in pomnilniškega naslova. [7] V konkretnem primeru so 
izbrane 4-bitne ukazne kode (do 16 različnih ukazov), definirane kot konstante. Za 
pomnilniške naslove preostane torej še 8 bitov, kar je več kot dovolj za učinkovit 
preizkus danih Wishbone vmesnikov. Ves strojni ukaz, sestavljen iz 12 bitov, procesor 
zajame iz pomnilnika v enem ciklu. 
Samo procesorsko jedro lahko razdelimo na podatkovni in krmilni del. 
Podatkovni del sestavljata 4-bitni register za ukazno kodo in 12-bitni akumulator za 
shranjevanje operandov oz. rezultatov operacij aritmetično-logične enote (ALE). V 
krmilnem delu pa se nahajajo sekvenčni stroj stanj (ang. Finite State Machine, FSM), 
naslovni register (adr) in programski števec (pc), v katerem se nahaja pomnilniški 
naslov naslednjega ukaza. 
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Slika 20:  12-bitni mikroprocesor s programskim pomnilnikom 
V sistemu preizkusa pa se, poleg pomnilnika z ukazi in 12-bitnega 
mikroprocesorja, nahaja tudi izbrani Wishbone vmesnik, ki deluje kot pomnilnik, v 
katerega se shranjujejo rezultati operacij. 
Programska koda sistema je razdeljena na pet VHDL datotek. Vrhnja datoteka 
je sistem.vhd, v kateri se nahaja opis zgradbe oz. povezave enot sistema. 
 
Slika 21:  Del vrhnje datoteke (preizkus vmesnika z RAM pomnilnikom) 
V datoteki cpu4.vhd je opisano delovanje procesne enote, v program.vhd pa 
pomnilnik z ukazi in podatki. Izvorna koda preizkusnega Wishbone vmesnika se 
nahaja v samostojni datoteki in je poimenovana v odvisnosti od izbranega tipa 
vmesnika. Sami strojni ukazi so definirani v datoteki propack.vhd. 
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Slika 22:  Del vsebine datoteke propack.vhd 
Za prevod zbirniške kode v obliko z absolutnimi naslovi je bil uporabljen spletni 
simulator za preizkušanje 12-bitnega mikroprocesorja, CPU12. [9] 
 
Slika 5.1:  Prevod zbirniške kode s spletnim prevajalnikom CPU12 
Program je napisan tako, da se iz programskega pomnilnika naloži pet konstant 
(od 0x12 do 0x16) v pomnilnik preizkusnega vmesnika Wishbone. Pri vmesnikih z 
registri ali RAM pomnilnikom se konstante naložijo v naslove od 0 do 4. Glede na to, 
da se za vmesnik z medpomnilnikom FIFO ne uporabljajo naslovi, se konstante 
zapisujejo zaporedoma, ena za drugo. Ko je vseh pet konstant naloženih, sledi 
zaporedno branje le-teh. Za izvajanje omenjenih operacij skrbi seveda centralna 
procesna enota. 
V nadaljevanju so opisani preizkusi vsakega tipa Wishbone vmesnika posebej. 
V programskem orodju Vivado 2016.1 je kot testno okolje izbrana razvojna plošča 
ZedBoard Zynq-7000. 
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5.1  Preizkus vmesnika z registri 
Širini podatkovnega in naslovnega vodila vmesnika sta v preizkusu enaki 
širinam podatkovnega in naslovnega vodila mikroprocesorja. Namerno so izbrani le 
štirje registri, čeprav program zapisuje in bere pet podatkov. S tem je preizkus bolj 
učinkovit, saj se vidi odziv v neobičajnih situacijah. 
 
Slika 23:  Nastavitve vmesnika z registrom 
Glede na to, da ima mikroprocesor le eno izhodno podatkovno vodilo, tudi pri 
vmesniku z registri niso izbrana ločena podatkovna vodila. V naslednjem koraku 
generatorja so izbrani vsi ponujeni signali. 
Sledi slika komponente na nivoju registrov (ang. Register Transfer Level, RTL). 
 
Slika 24:  RTL vezje vmesnika s štirimi registri 
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Zasedenost vezja pri sintezi take komponente prikazuje naslednja slika. Na sliki 
so za primerjavo podani tudi podatki za vmesnik s 16 in 32 registri. 
 
Slika 25:  Zasedenost vezja za vmesnike s 4, 16 ter 32 registri 
Sledi slika Wishbone vmesnika z registri v preizkusnem sistemu. 
 
Slika 26:  Blokovna shema preizkusnega sistema 
34 5  Preizkus delovanja 
 
Levo spodaj na sliki je komponenta »regWB«, ki je preizkušanec. Povezana je 
na mikroprocesor »CPU4«, ki prejema programsko kodo in podatke iz komponente 
»program«. 
V simulaciji so opazovani le signali preizkušanca, zajet pa je le del časovnega 
diagrama od zadnjega vpisa do zadnjega branja. 
 
Slika 27:  Časovni diagram simulacije »regWB« komponente 
Ob poskusu vpisa zadnjega, petega podatka se vidi postavitev signala err_o, ki 
opozori na napako vpisovanja v poln pomnilnik. Isto se zgodi ob poskusu branja iz 
praznega pomnilnika. 
Zaradi optimizacije vezja bi bilo bolje, da je širina naslovnega vodila primerna 
številu registrov. A bi v tem primeru lahko prišlo do prekrivanja naslovov, v kolikor 
bi bila širina naslovnega vodila mikroprocesorja večja od širine naslovnega vodila 
vmesnika. V obravnavanem primeru bi se to zgodilo. 
5.2  Preizkus vmesnika z medpomnilnikom FIFO 
Tudi tu sta širina podatkovnega vodila 12 bitov ter globina spomina (ang. 
memory depth) oz. število podatkov, ki jih ta pomnilnik lahko hrani, štiri. 
 
Slika 28:  Nastavitve vmesnika z medpomnilnikom FIFO 
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Primerjava zasedenosti vezja za tak vmesnik in vmesnika z globino spomina 16 
oz. 32 je prikazana na spodnji sliki. 
 
Slika 29:  Zasedenost vezja, različna velikost medpomn. FIFO 
Pri simulaciji je bilo tudi tokrat pričakovati postavitev err_o signala ob pisanju 
v poln pomnilnik in branju iz praznega pomnilnika. 
 
Slika 30:  Časovni diagram simulacije vmesnika s FIFO 
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5.3  Preizkus vmesnika z blokovnim RAM pomnilnikom 
Pri nastavitvah vmesnika z blokovnim RAM pomnilnikom sta izbrani enaki 
širini podatkovnega in naslovnega vodila, kot jih ima mikroprocesor. Velikost 
pomnilnika je določena s širino naslovnega vodila. 
 
Slika 31:  Nastavitve vmesnika z blokovnim RAM 
Zasedenost vezja za RAM pomnilnik z 8, 12 in 16-bitnim naslovnim vodilom 
prikazuje naslednja slika. 
 
Slika 32:  Zasedenost vezja za različne velikosti RAM 
Glede na to, da je velikost pomnilnika določena s širino naslovnega vodila 
vmesnika, in da je ta v danem primeru 8 bitov, lahko pomnilnik shrani do 256 
podatkov. Pri simulaciji torej ni bilo pričakovati težav z zasedenostjo pomnilnika. 
Potrebno pa je bilo posvetiti pozornost, da se tako pisalni kot bralni cikel izvajata 
sinhrono. To je namreč lastnost pomnilnika, ki ga loči od porazdeljenega oz. 
distribuiranega pomnilnika, kjer branje iz pomnilnika poteka asinhrono. Na časovnem 
diagramu je zaradi preglednosti zajet le del od zadnjih dveh vpisov naprej. 
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Slika 33:  Časovni diagram simulacije vmesnika s FIFO 
5.4  Preizkus vmesnika s porazdeljenim RAM pomnilnikom 
Pri vmesniku s porazdeljenim RAM pomnilnikom so bile uporabljene enake 
nastavitve kot pri vmesniku z blokovnim RAM pomnilnikom. Kljub temu, pa je zaradi 
drugačnega opisa vmesnika oz. vrste pomnilnika, drugačna zasedenost vezja. 
 
Slika 34:  Zasedenost vezja za vmesnik s porazdeljenim RAM 
Vpisovanje v pomnilnik vmesnika poteka sinhrono, tako kot pri vmesniku z 
blokovnim RAM pomnilnikom. Ta del časovnega diagrama je torej enak kot pri 
vmesniku z blokovnim RAM pomnilnikom in je zaradi tega izpuščen. V časovnem 
diagramu pa je zajet del, kjer poteka branje iz pomnilnika. Branje iz porazdeljenega 
RAM pomnilnika poteka asinhrono, kar se na časovnem diagramu lepo vidi. 
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6  Zaključek 
Glede na to, da je bila oporna točka razvoja generatorja Wishbone vmesnik 
AXI4, sledi primerjava med vmesnikoma z registri. Izbrane lastnosti so 32-bitno 
podatkovno vodilo in štirje registri. 
 
Slika 36:  Primerjava zasedenosti vezja 
Iz primerjave zasedenosti vezja sledi, da je vmesnik Wishbone v danem primeru 
bolj kompakten in zasede manj virov vezja. Sicer gre ta razlika večinoma na račun 
manjšega števila signalov, kar prinese tudi manj logičnih enot. Za tako enostaven 
vmesnik, pa so v večini primerov dovolj signali, ki jih ponuja Wishbone vmesnik. Tudi 
sam razvoj sistema je s tem poenostavljen. To je pa bila tudi motivacija za nastanek 
tega dela. 
Sama razlika v porabi virov vezja oz. številu povezav in logičnih enot se bolj 
opazi s pregledom RTL vezij obeh vmesnikov. 
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Slika 37:  RTL vezje AXI4 Lite vmesnika 
 
Slika 38:  RTL vezje Wishbone vmesnika 
Zastavljen cilj je bil sicer dosežen, vendar bi bile dobrodošle nadgradnje 
generatorja, kot so: možnost za generiranje nadrejene (master) enote, izbira med 
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