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Abstract
The project presents how a Raspberry Pi with hard real-time enabled Linux can
control stepper motors to operate the kinematics of a 3D (three-dimensional)
printer. The consistent performance of the Raspberry Pi with the PREEMPT-RT
(real-time) patch can satisfy real hard-time requirements for 3D printing kinematics,
without introducing dedicated microcontrollers. The Klipper 3D printer firmware
enables one of the Raspberry Pi processors to act as the Klipper MCU, the primary
controller for the hardware components. This project introduces a software
implementation of the control logic for controlling the stepper motors, which utilizes
the PCA9685 pwm driver and TB6612 motor drivers from Adafruit DC & Stepper
Motor Pi HATs (hardware attached on top). This initial investigation shows that the
Raspberry Pi itself can perform as a 3D printer satisfactorily and readily utilize Linux
software.
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I. Introduction
3D (three-dimensional) printers and Raspberry Pi’s became some of the most
widespread prototyping technologies for hobbyists, students and professionals. In
the last few years, 3D printers slowly began to incorporate characteristics of the
Internet of Things (IoT) into their daily operations. An operating system on the
Raspberry Pi attached to the 3D printer’s mainboard can power on the printer and
queue print jobs over an Internet connection, without the need to operate the 3D
printer in person. What if the Raspberry Pi is configured to act as a 3D printer
mainboard with the benefit of an operating system?
The Raspberry Pi, Beaglebone and similar SBCs can acquire excellent
compatibility with existing Linux programs and kernel modules with the major
developments of hard real-time solutions. SBCs running Linux with hard real-time
can easily use projects like Klipper and Fluidd, as well as electronic devices
including stepper drivers, temperature sensors, and accelerometers. This prevents
the need to rewrite programs and drivers for a specific real-time operating system
(RTOS). With the large availability of Linux programs and devices, there are many
products and programs that can transform a Raspberry Pi into a 3D printer.
The report presents the initial investigation to prepare a Raspberry Pi running
Linux with hard real-time extensions for operating stepper motors to perform the
kinematics of a 3D printer using Adafruit DC & Stepper Motor Pi HATs.

6

Hard Real-time Linux on a Raspberry Pi for 3D Printing

Figure 1: Raspberry Pi with Stepper Motor HATs 3D printer Setup. The
Raspberry Pi is in the bottom right,

II. Background
2.1. 3D Printing
3D printing is a time-critical application for printing virtual 3D models into
physical objects. A 3D printer performs a common process to print an object: read
the list of instructions to create a 3D model, process instructions line-by-line, control
its kinematics and components according to an instruction, and repeat the
procedure until all instructions are read [1]. At the end, the printer produces an
object in the real world. This procedure depends on the printer’s ability to reliably
execute commands within a timely manner. The printer will fail if it cannot complete
an instruction within the deadline. To summarize, 3D printing requires the ability to
perform under hard real-time constraints to meet its timing requirements.

7

Hard Real-time Linux on a Raspberry Pi for 3D Printing

Figure 2: Creality Ender 3 3D Printer.

2.2. Hard Real-Time for Linux
Hard Real-time in Linux has been a popular research topic in embedded
systems, and the need for real-time applications increased significantly as the Linux
kernel gained popularity amongst developers and users. Real-time is not
completing a task as fast as possible, but starting a task as quickly as possible [2].
In this requirement, real-time applications need to react to an event within some
deadline. A deadline refers to the time a task must complete. In the context of hard
real-time, deadlines must be satisfied or the system will fail.
This requirement often appears when multiple devices need to coordinate
processes within strict time periods. For example, if a computer wants to launch a
rocket into the air in 10 seconds, then the computer anticipates that the rocket
launches at exactly 10 seconds. Disturbances or delays in the computer could
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cause catastrophic failure for the rocket. To prevent this issue, the computer must
reliably execute processes at the required deadlines.
Projects like PREEMPT_RT and Xenomai sought to implement effective
hard-real time capabilities into the Linux kernel for the last 20 years [3]. However,
these projects were not included inside the Linux mainline development until
recently. In August 2021, a large portion of PREEMPT_RT was merged into the
mainline Linux development branch [4]. This makes the hard real-time more
accessible on Linux, and would become relevant for applications that can benefit
from this inclusion like Klipper.

2.3. PREEMPT-RT Patch
The PREEMPT-RT patch provides hard real-time capabilities for the Linux
kernel by making the entire kernel preemptible. Simply, the patch allows any
real-time tasks to preempt the kernel. This effect would reduce the throughput of
system processes in return for lower latency [3]. Unlike other approaches to add
hard-real time to Linux, this patch retains Linux as a single kernel. This allows
developers to write real-time applications as if they were not. This property would
allow us to work on driving stepper motors without needing to introduce additional
real-time utilities in Klipper.

2.4. CPU Isolation and Affinity
A problem real-time applications run into is competition with other processes for
the processors. CPU isolation and affinity are solutions that ensure specific
applications do not get interrupted or stalled by other processes [5].
9
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CPU isolation refers to isolating a processor or thread from the default
scheduling algorithms [6]. Isolated processors can be reserved for real-time
applications so they can run without the competition from other processes.
However, they would need the programs to implement CPU affinity functions in
order to obtain an application to run. Figure 3 shows the effect of CPU isolation.

Figure 3: Effect of CPU Isolation. Processor 3 no longer acquires tasks from the
default scheduler.
CPU affinity refers to the ability to bind processes to processors [7]. Instead of
letting the Linux scheduler automatically assign new processes to any available
processor, developers can choose which processors the processes can run on. Two
CPU affinity interfaces available in Linux are sched_setaffinity and cpuset.
sched_setaffinity is a function from sched.h that allows us to specify which
processors or threads a process can be assigned to [7]. Another approach to CPU
affinity is the cpusets. cpusets provide a mechanism to assign a set of CPUs and
memory nodes to a set of tasks [8]. Similar to sched_setaffinity, the cpusets will
allocate tasks to a set of processors. More importantly, these CPU affinity interfaces
can assign tasks to the isolated processor or set of processors. The experiments in
section 6 demonstrate the effectiveness of these CPU isolation and affinity
interfaces. Figure 4 shows CPU affinity assigning a real-time task to an isolated
processor.
10
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Figure 4: CPU Affinity on the Isolated Processor 3.
2.5. Klipper
Klipper is a 3D printer firmware that incorporates processors from single board
computers and 3D printer mainboards into a single system for operating 3D printers
with expanded computational power [9]. Before, other 3D printer firmwares
programs a single microcontroller to execute both file processing and computations
for operating the printer’s components. In contrast, Klipper coordinates multiple
computers and printer mainboards to perform as a single 3D printer. As 3D printer
firmwares develop more features for 3D printers, microcontrollers struggle to keep
up with the processing demands required. Klipper seeks to remedy this with its
approach to share processing power amongst processors and microprocessors.
The primary attraction of Klipper is the distribution of workload across the
processors and microprocessors. Klipper offloads the file reading, processing, and
computations to a computer, away from the 3D printer’s microcontroller. This
increases the microcontroller’s processing resources for controlling the printer’s
components. In theory, the microcontroller suffers less contention or overutilization.
Additionally, the computer and microcontroller can share GPIO pins to expand the
utilities available to the 3D printer.
11
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Figure 5: Klipper Ecosystem.
2.5.2. Structure
Klipper’s structure is composed of two components: the Klipper MCU and
Klippy. Each of the components perform specific tasks to build the firmware or
operate the 3D printer.
The Klipper MCU (microcontroller unit) provides the low-level hardware
interfaces for running Klipper. Support for hardware interfaces and protocols such
as the general purpose input-output (GPIO) and serial peripheral interface (SPI) are
prepared for the architecture of the processor. Additionally, the MCU saves all
commands for operating the supported interfaces. These commands are used for
the MCU’s scheduler for queuing tasks to control the hardware. Users do not
interact with the MCU directly, unless a specific protocol or hardware needs to be
included. In short, the MCU prepares necessary instructions and utilities for Klippy
to use.
Klippy is the high-level interface for the general operation of the 3D printer. At
startup, users specify the devices used in their 3D printers with a configuration file.
Then, Klippy pulls software modules needed to run the 3D printer in the
configuration file. After creation, Klippy will operate the printer whenever the user
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sends a command or print job. Klippy will read the configuration file again after a
restart or shutdown, and repeat the same processes. Additionally, Octoprint,
Mainsail and Fluidd communicate with Klippy to provide users a front-end web
application for users to operate their printer.

Figure 6: Klippy and Klipper MCU.
2.5.3. Scheduling
Klipper’s scheduler is important for the operation of the 3D printer. The primary
scheduler for operating the hardware resides in the printer’s processor. The MCU
and Klippy communicate with each other to schedule tasks for accessing the
printer’s devices. Typically, Klippy requests tasks for the MCU to execute. Figure 7
illustrates the scheduling sequence: 1. Klippy gets a high-level command, 2. Klippy
parses the command into a low-level command used in the MCU, 3. Klippy sends a
command to the MCU, 4. MCU receives the command, 5. MCU adds the command
to its scheduler, 6. MCU executes the command when it is next in the queue.
Maintaining the scheduler ensures the continuous operation of the 3D printer.
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Figure 7: Klipper’s Scheduler.

III. Related Works
3.1. Real-time Operating Systems
Many real-time operating systems (RTOS) emerge in order to provide systems
with real-time capabilities. Specifically, these operating systems aim to make tasks
and computations complete within periodic constraints and deadlines for
time-critical applications [3]. Robotics or motion systems in a 3D printer require the
ability to control the motors on demand. In order to satisfy this requirement, the
operating system must be capable of processing and sharing instructions by a
deadline. Every RTOS has drawbacks and limitations that make this choice difficult.
The Zephyr Project and Xenomai are two notable RTOS alternatives to the
PREEMPT_RT patch, which can be suitable for acquiring hard real-time extensions
on the Raspberry Pi for 3D printing.
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3.1.1. Zephyr
The Zephyr Project is a highly-customizable RTOS that aims to support a large
variety of resource-constrained devices and architectures [10]. This project allows
users to curate numerous features from kernel extensions to firmware and
architecture support for their desired application. In this manner, the OS keeps a
small-footprint in memory so the application can make the most of its limited
resources. At the time of writing, the Raspberry Pi is not officially supported by the
project, and would require additional efforts to build Zephyr OS.
3.1.2. Xenomai
Xenomai is a hard real-time framework working alongside Linux designed for
handling time-critical activities. Simply, xenomai is a component dedicated for
hard-real time. In contrast to PREEMPT-RT, xenomai allows users to set up
xenomai as a co-kernel to Linux in a dual kernel approach or provides a targeted
API inside the Linux kernel for handling interrupts and scheduling real-time threads
[11]. This approach has proven to achieve lower latency compared to
PREEMPT-RT in many tests [3]. On the other hand, xenomai requires more effort to
incorporate its own non-POSIX API and system calls into applications. This can
make porting old real-time projects a hassle. Finally, xenomai does not support as
much hardware as the Zephyr Project.
3.2. 3D Printer Firmwares
Open-source 3D printer firmwares in the last ten years gained widespread
recognition. Generally, every firmware provides the implementation for hardware
components to create and form a 3D printer. However, the firmwares’ designs
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determine the ease-of-use for adding new devices. Lacking native support for the
Raspberry Pi’s processor architecture, the RepRap Firmware and Marlin would
have been more challenging than Klipper to implement the HATs used in this
project.
3.2.1. RepRap Firmware
The RepRap Firmware (RRF) is a firmware targeted for 32-bit microcontrollers
for 3D printing [12]. This firmware places heavy emphasis on the use of G-Codes.
G-Codes provide the primary interfaces for configuring and operating the 3D printer.
In the newest generations of the firmware, RRF utilizes FreeRTOS, a RTOS for
microcontrollers. However, RRF supports fewer architectures compared to Marlin
and Klipper, which does not include processors used in Raspberry Pi’s.

Figure 8: RepRap Firmware on a Duet WiFi Mainboard [12]. The diagram shows
how the firmware interacts with the components on the Duet WiFi.
3.2.2. Marlin
Marlin is a 3D printer firmware for a large variety of 8-bit and 32-bit
microcontroller architectures [13]. Generally, the supported microcontrollers are
used in Arduino/Genuino platforms. This firmware can be found in the majority of
consumer 3D printers, like the Prusa and Creality3D printers. The popularity of
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Marlin is enticing for adding support for new hardware. Despite this, the Raspberry
Pi is not natively supported. So, Marlin was not considered for the project.

Figure 9: What is Marlin? [13]. The diagram depicts how Marlin is responsible for
operating the controller board that drives the 3D printer.
3.3. 3D Printer Expansion Boards
In the past, multiple expansion board solutions attempted to provide 3D printer
interfaces for the Raspberry Pi and similar SBCs. Typically, they use additional
microcontrollers to offset the lack of hard real-time capabilities of the SBCs’
processor. While the current solution implemented in this project does not feature
the interfaces for thermal control with the Raspberry Pi, the section compares how
each of these boards communicate and operate the stepper motor drivers.
3.3.1. Aperio
The Aperio was a proposed RPi HAT (Hardware Attached on Top) on
Kickstarter, which provided hardware components coordinated by a microcontroller.
Together, these components would expand the RPi’s capability to robotics, home
automation, 3D printing, and other Internet of Things [14]. Here, the Raspberry Pi
would need to communicate with the Aperio’s microcontroller in order to control the
stepper motors. The Raspberry Pi does not have full control of the stepper motors.
In contrast, this Master’s project shows that the Raspberry Pi will not need to
communicate with another microcontroller to control the stepper motors. It can
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directly interact with the stepper motor drivers on the Stepper Motor Pi HATs to
operate the stepper motors for the 3D printer.

Figure 10: Aperio Raspberry Pi HAT.
3.3.2. Replicape
The Replicape is a 3D printer controller board that can be attached to the
BeagleBone Black [15]. The BeagleBone Black is a SBC that features a primary
processor and programmable real-time units (PRU). PRUs are co-processors that
can be assigned to real-time processes [16]. Under Klipper, the PRU can be used
as the Klipper MCU for operating the 3D printer components, and the primary
processor can run the front-end applications for operating Klippy. By assigning the
stepper motors and temperature sensors to the PRU, the Replicape can satisfy the
hard real-time limit for the Klipper MCU to operate a 3D printer. The approach used
in this paper aims to demonstrate that the processor on SBCs can drive stepper
motors satisfactorily without requiring PRUs.
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Figure 11: Replicape for the BeagleBone Black.
3.3.3. PandaPi 3D Printer Controller
The PandaPi is a 3D printer controller board that the Raspberry Pi attaches to
[17]. The control of the components are shared between the Raspberry Pi
processor and the PandaPi’s STM32F103RCT6 MCU. The MCU connects to the
heaters, thermistors and fans. The Raspberry Pi processor controls the stepper
motors over its GPIO pins with UART. Unlike the other expansion boards, PandaPi
runs a custom build of the Marlin firmware that combines the Raspberry Pi
processor and MCU to operate together. This configuration is similar to Klipper’s
multi-MCU model.

Figure 12: PandaPi 3D Printer Controller V2.9 [17]. Left: the PandaPi with a
Raspberry Pi 4 attached on top. Right: complete view of the PandaPi.
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IV. Architecture
The following architecture allows the Raspberry Pi to operate as a 3D printer.
Inside the Raspberry Pi, software is prepared for the processor to acquire Linux
hard real-time extensions, and utilize CPU isolation and affinity for the Klipper MCU.
The kernel enables the preemptible kernel and provides firmware for hardware.
The operating system, Raspberry Pi OS, deploys cpusets to divide the allocation of
processors for tasks in the system.
By default, most processes will be assigned the parent cpuset. The parent
cpuset will assign tasks to any available processor. User applications like the Klippy
and SSH will be handled by the scheduler. Notably, the Klippy will be the primary
method of communication with the Klipper MCU for assigning print jobs or
performing commands.
Inside the parent cpuset, a child cpuset dedicated for the isolated processor that
hosts Klipper MCU. The Klipper MCU is responsible for connecting and operating
the 3D printer’s hardware components, such as the stepper motor drivers, and
temperature sensors over the Raspberry Pi’s GPIO headers. This isolation helps
ensure the Klipper MCU can perform within the hard real-time constraints.
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Figure 13: Architecture of a Raspberry Pi that runs real-time Linux for 3D Printing.
4.1. Hardware
The Raspberry Pi 3 Model B+ (RPi) and Adafruit DC & Stepper Motor HATs
(Motor HATs) are the primary hardware components for the project. Figure 14
shows each of the hardware. The Motor HATs will attach to the RPi’s GPIO pin
headers. This enables the RPi to communicate with the MotorHATs over I2C, in
order to control the stepper motors. More specifically, the PCA9685 PWM driver
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chip will control the TB6612 motor drivers that operate the stepper motors. Figure
15 shows how the RPi communicates to the stepper motors. The current
configuration would allow the physical ability to operate the kinematics of the 3D
printer. Since the Motor HATs only use two GPIO pins for I2C communication (GPIO
2, 3), the other GPIO pins can be used for other accessories for the 3D printer.
Figure 16 shows the complete assembly of the Raspberry Pi and stepper motor
HATs.
Raspberry Pi 3 Model B+

Adafruit DC & Stepper Motor HAT

●

●
●

●
●
●
●
●
●
●
●
●
●
●
●

Broadcom BCM2837B0, Cortex-A53
(ARMv8) 64-bit SoC @ 1.4GHz
1GB LPDDR2 SDRAM
2.4GHz and 5GHz IEEE
802.11.b/g/n/ac wireless LAN,
Bluetooth 4.2, BLE
Gigabit Ethernet over USB 2.0
(maximum throughput 300 Mbps)
Extended 40-pin GPIO header
Full-size HDMI
4 USB 2.0 ports
CSI camera port for connecting a
Raspberry Pi camera
DSI display port for connecting a
Raspberry Pi touchscreen display
4-pole stereo output and composite
video port
Micro SD port for loading the operating
system and storing data
5V/2.5A DC power input
Power-over-Ethernet (PoE) support
(requires separate PoE HAT)

●
●
●
●

fully-dedicated PWM driver chip
4 H-Bridges: TB6612 chipset provides
1.2A per bridge with thermal shutdown
protection, internal kickback protection
diodes. Can run motors on 4.5VDC to
13.5VDC.
Up to 4 bi-directional DC motors with
individual 8-bit speed selection (so,
about 0.5% resolution)
Up to 2 stepper motors (unipolar or
bipolar) with single coil, double coil,
interleaved or micro-stepping.
Big terminal block connectors to easily
hook up wires (18-26AWG) and power
Polarity protected 2-pin terminal block
and jumper to connect external
5-12VDC power

Table 1: Technical Specifications for the Raspberry Pi and Adafruit DC & Stepper
Motor HAT [18], [19].
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Figure 14: Raspberry Pi and Motor HATs.

Figure 15: Connection between Raspberry Pi and Stepper Motors.

Figure 16: Raspberry Pi and Adafruit DC & Stepper Motor HAT Assembled.
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4.2. Software
The Raspberry Pi runs Raspberry Pi OS with the preemptible Linux kernel.
Raspberry Pi OS is a Linux distribution originating from Raspbian, which is a Linux
distribution based on Debian. The kernel becomes preemptible after enabling
CONFIG_PREEMPT_RT in the kernel config. This would serve as the starting point
for evaluating how the RPi can perform in hard real-time scenarios. For the 3D
printer aspects, cloned the Klipper git repository and built the Klipper MCU for the
RPi. Additionally, the Fluidd web application was used to interact with the printer.

Figure 17: System Information Reported by Fluidd.

4.3. 3D Printer
The 3D printer setup used in this project is configured in the following manner
(Figure 18). The Ender 3 printer (Figure 2) serves as the body with the 3D printer
components. The isolated processor will contain the Klipper Linux MCU that will run
the X and Y stepper motors through the stepper motor HATs. This is the primary
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MCU investigated during the project. As a supplement, a 3D printer mainboard with
an Atmega MCU is used to add the heaters, endstops, temperature sensors, and
other components that cannot be easily attached to the Raspberry Pi during this
study.
Originally, the Z and extruder stepper motors were attached to the HATs, but
were moved to the mainboard. Klipper assigns the extruder a different kinematic
system from the XYZ stepper motors, and the Z stepper motor usually does not
operate at the same time as the X and Y stepper motors. Additionally, there were
occasions where the HATs would halt when all stepper motors requested a step
move. As a result, the Z and extruder were moved to the mainboard. On a positive
note, this arrangement allows the study to focus more on the X and Y, which
perform the majority of the kinematics that form the shape of the printed models.

Figure 18: 3D Printer Setup Diagram.
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V. Processor Experiments
The processor on the Raspberry Pi must satisfy the hard real-time constraint
needed for operating a 3D printer. Experiments on the processor under contention
are designed to understand the behaviors of the processor after enabling real-time
extensions in the Linux kernel for Raspberry Pi OS.

6.1. Observation
LMBench was used in order to retrieve an initial impression of the RPi running
Raspberry Pi OS with the preemptible kernel. LMBench provided a general
overview about the performance of the system for various aspects [20]. Figure 19
shows the performance of the processor in various tasks, like OS calls and process
creation, after running the benchmark three times. Additionally, LMBench’s mhz tool
calculated that the RPi processor clock rate is 1396 MHz with a 0.7163 nanosec
clock. This brought insight into the expected behavior and existing overheads of the
processor, when running programs under normal conditions. Understanding the
baseline performance of the processor, more investigations were needed to
evaluate if the processor can operate a 3D printer under the time-critical
requirement.

Figure 19: LMBench Processor and Processes results after three runs.
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5.2. Question
How does the processor perform after enabling the real-time preemptible model
for Linux? How does it perform under heavy CPU contention? Will heavy contention
prevent us from guaranteeing hard real-time with the RPi?

5.3. Hypothesis
The Raspberry Pi should be able to regain access to a processor in a
reasonable time under any processor contention in a real-time system.

5.4. Programs
The following programs evaluate the processor’s performance and CPU affinity
interfaces for real-time applications.
5.4.1. clockduration.c
The clockduration program tests and records the performance of the processor
under a variety of operating scenarios, with or without CPU affinity.
The goal of the program is to time the duration that the processor spends to
complete simple instructions, such as usleep for some time in microseconds (Figure
20). The time is measured using CLOCK_MONOTONIC, because the clock cannot
be set by the system or any other program [5]. If the Raspberry Pi properly has
real-time capabilities, clockduration should measure a duration close to the duration
needed to execute the instruction. clockduration will repeat a loop for some number
of iterations, and save the durations in microseconds in an array for each iteration.
In addition to measuring duration, clockduration can configure the CPU affinity
method it can use. There are three methods: use sched_setaffinity to assign the
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process to a specific processor, assign the clockduration process to a cpuset that
specifies the isolated set of processor, or use both sched_setaffinity and cpuset
together. Figure 21 shows the first method of assigning the process to the
processor selected. Figure 22 shows the second method where the process id of
the current clockduration process is written to the cpuset’s task file. Then, the
cpuset will activate and isolate its assigned processor for its processes.

Figure 20: Loop for measuring duration to run usleep.

Figure 21: CPU Affinity with sched_setaffinity.
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Figure 22: CPU Affinity with cpuset.
5.4.2. busythreads.c
The busythreads program adds CPU contention by executing a non-terminating
while loop. In essence, the while loop would occupy processing time as it remains
running. Multiple busythreads run in the background to produce CPU contention
that is challenging for the processor. If the real-time extensions and CPU affinity are
prepared correctly, the clockduration program should not be interrupted or slowed
down by the busythreads.
Originally, busythreads had no instructions in the while loop. However, the
busythreads processes did not exert contention that dramatically affected
clockduration. The Linux scheduler probably considered the execution of the
busythreads as low priority, since they only used a predictable amount of resources
[21]. As a result, clockduration would run without any contention, even though
busythreads were introduced into the system.
Thus, a usleep was added into the while loop. This provided a significant
amount of contention when multiple busythreads run in the background. Unlike
before, the Linux scheduler would have to ensure that the busythreads start their
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usleep and retain their while loops. In return, processes would compete for CPU
time.

Figure 23: Original while loop vs. usleep in while loop for busythread.c.

5.5. Testing Environment
The RPi has 4 processors (numbered 0-3). The last processor (3) is isolated
from the scheduler by adding isolcpus=3 in /boot/cmdline.txt. Additionally, a cpuset
named /dev/cpuset/rpi will allocate its assigned tasks to processor 3. After isolation,
the processes would no longer be scheduled on processor 3. Figure 24
demonstrates the CPU isolation for the last processor of the RPi (the last processor
is numbered 4 in the output).

Figure 24: htop Output with Processes.
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5.6. CPU Contention Tests
Tests are performed under two scenarios, without contention (nocontention) and
with contention (contention), in four CPU affinity configurations: 1 = no cpu affinity, 2
= isolatecpu only, 3 = cpuset only, and 4 = cpuset and isolatecpu. Then,
clockduration is configured to iterate 100,000 times in the loop, where it will
measure usleep(100). The tests are prepared in this manner, in order to compare
the CPU affinity approaches against each other.
The tests are performed in the following procedure. For each scenario and CPU
affinity configuration, run clockduration 10 times, and save the results for each run.
Once the 10 runs finish, concatenate the results into a single file for the current
scenario and configuration. The metrics from each run can be compared amongst
each other. In the contention scenario, launch 50 busythreads processes before
clockduration starts, and kill them after clockduration ends. Bash scripts specify the
settings for clockduration in each scenario and configuration, and automate this
testing procedure.

Figure 25: Sample output from a single clockduration run in a contention scenario
and CPU affinity with cpuset and isolatecpu.
5.7. CPU Contention Results
The CPU contention tests produced 8 results: nocontention 1, nocontention 2,
nocontention 3, nocontention 4, contention 1, contention 2, contention 3, and
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contention 4. Every result retrieves the best (lowest), median and worst (highest)
durations. Metrics are in microseconds.
5.7.1. No CPU Contention
When running clockduration with no CPU contention, the processor tends to
perform similarly between the 10th and 99th percentile amongst all CPU affinity
approaches. The durations between the 10th and 99th percentile reveal the
performance of the processor under normal circumstances. With the exception of
the lowest and highest durations, there are minor differences in performance,
regardless of the CPU affinity approach used. The duration remains between 170
and 180 microseconds. If no CPU affinity approach was used, the processor may
receive the lowest or the highest durations compared to the CPU affinity
approaches. On the other hand, using any CPU affinity keeps the durations from
climbing higher than 370 microseconds or lower than 136 microseconds. This
observation shows that assigning clockduration to the isolated processor using any
CPU affinity approach can prevent the processor from slowing down. To summarize
the no CPU contention tests, the processor should respond to instructions in a
reasonable period under normal circumstances or little CPU usage.
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Figure 26: Graphs for Each Result from Tests with No Contention.
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Table 2: Metrics of clockduration experiment when there is no contention.
5.7.2. With CPU Contention
When running clockduration with contention caused by 50 busythreads, the
results reveal the significance of using CPU affinity. Unlike in the no contention
tests, running clockduration without any CPU affinity inflated the durations acquired
by the processor. Starting at the 10th percentile, the durations continually increased
as it reached the 99th percentile. From the 99th, the durations were worse than the
other tests under contention. At the highest, the duration peaked at 1/15th of a
second. In contrast, running clockduration with any CPU affinity kept the durations
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between the 10th and 99th percentile consistent within 3 microseconds. Strangely,
the durations retrieved here were shorter than the durations when there was no
contention. This may be one of the effects after enabling hard-real time extensions
in the kernel. To summarize the CPU contention tests, the RPi’s processor retained
its real-time determinism with the help of CPU affinity approaches in the event of
CPU contention.

Figure 27: Graphs for each Result from Tests under CPU Contention.
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Table 3: Metrics of CPU Contention experiment when there is contention with 50
busythreads.

VI. Stepper Motor Control
6.1. Observation
3D printer firmwares typically assign the step and direction (dir) pins of the
stepper motor drivers to the microcontroller. Stepper motor drivers like the Trinamic
TMC2209 or Texas Instrument DRV8825 have step and dir pins for controlling
stepper motors. The step and dir pins enter a control logic. This control logic will
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lookup an index of controls, depending on the values of the step and dir pins. Next,
it will power the stepper motors according to the control found. This control logic
does not exist on the stepper motor HAT. However, the stepper motor drivers and
HAT similarly utilize a driver that controls the H-bridges. Figure 28 illustrates the
common layout of devices within a stepper motor driver.

Figure 28: Simplified Stepper Motor Driver Diagram.
6.2. Question
How can the Raspberry Pi make Klipper recognize the stepper motor HATs as a
stepper motor driver?

6.3. Approach
Klipper can operate the stepper motors through a software implementation of
the control logic (Table 4). This would allow the stepper motor HATs to appear like
stepper motor drivers to the firmware. Traditionally, the MCUs iteratively send inputs
to the stepper motor driver. The stepper motor driver will update the positions of the
coils that energize the stepper motor. Replicating this behavior, the approach only
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uses the necessary inputs (step, dir, and enable) to look up the stepping control
logic. So, Table 4 maps all combinations of the inputs with their outputs to power on
the coils in software. The control logic operates using the virtual GPIO step, dir and
enable (en) pins for a stepper motor. Klipper sends certain values to the pins
throughout the operation of a motor (Table 5). When a step move is requested, the
control logic will lookup the command for powering the pins at the next step. Then,
the Klipper MCU uses the command to control the PCA9685 driver. The PCA9685
will configure the channels that drive the TB6612 driver assigned to the target
stepper motor. The stepping of the drivers would create the rotation motion on the
stepper driver in the end.

Table 4: Stepper Motor Control Logic for the Stepper Motor HATs.

38

Hard Real-time Linux on a Raspberry Pi for 3D Printing

Table 5: Actions for Values sent to the GPIO Pins.
6.4. Programs and Modifications
In order to apply the new software-implementation control logic and virtual GPIO
pins, new additions and modifications were introduced to the Klipper MCU’s source
code. Modifications to gpio.c for the Linux MCU adds the ability for the virtual pins
to interact with the control logic stepperhatctrl.c. Second, stepperhatctrl.c
implements the functionality of the control logic.
6.4.2. gpio.c
Modifications to the gpio.c for the Linux MCU allowed the detection of the
virtualized step, dir and enable pins for the Stepper Motor HATs. In the
gpio_out_write function, if the current GPIO pin being written belongs to any of the
stepper motors, then a call to hatstepper_update from stepperhatctrl.c is made to
lookup the command for driving the motor (Figure 29). Afterwards, the value written
to the GPIO pin. Additionally, new enumerations were introduced to easily identify
the pins used for the stepper motor HATs (Figure 30).
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Figure 29: Modifications (line 121-125) in the gpio_out_write function.

Figure 30: Enumerations for the Stepper HATs.
6.4.1. stepperhatctrl.c
The stepperhatctrl.c contains the implementation of the control logic (Figure 31)
and functions to lookup the logic for stepper motor operation (Figure 32). The
indices of the control logic are arranged by the possible values sent through the
virtual pins. Then, the program updates and stores the pin values for each stepper
motor (Figure 33). For example, the pins for the x stepper motor are xstep, xdir, and
xenable. Every time the MCU wants to step, change direction, enable, or disable a
stepper motor, the program will properly lookup the logic and operate the stepper
motor.
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Figure 31: Control Logic Implementation for the Stepper Motor HATs.

Figure 32: lookup_logic function. The function looks up the correct control logic to
operate the target stepper motor.
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Figure 33: hatstepper_update function. The function updates the step, dir, and
enable pins for each stepper motor.
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6.4.2. homing_override
Klippy prevents the homing sequence, G28, from executing if the endstops are
not assigned the same MCU as their target stepper motor. Since the Linux MCU
(RPi processor) only controls the stepper motors, a new G-Code macro
[homing_override] will substitute the original implementation, in order to circumvent
the limitation. Implementing the homing_override enables the MCU to start a print
job or move the printhead with G-Codes. homing_override replicates the same
sequences as G28: 1. move the X axis to the endstop, 2. move the Y axis to the
endstop, 3. move the Z axis towards the bed. Klippy will acknowledge that the
printer is positioned safely within the print area, and allow users to control the
positioning of the printhead.

Figure 34: Sequence of Homing Movements invoked by G28.
6.5. Initial Motion Observations
Whenever the stepper motors are actively stepping, the MCU will receive
massive spikes in workload (Figure 35). Unlike the background processes
introduced in the CPU Contention tests, these stepper motor workloads are not
constantly using the processor. Rather, activity appears when processing the
motion G-Codes. This produces fluctuations in workload. This appears that the
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MCU is processing and executing the control logic lookup as it receives the GPIO
writes.

Figure 35: MCU Stepper Motor Workload.
6.6. Print Tests
For evaluating the capabilities of the implemented control logic and stepping of
the stepper motors, the following print tests are used. Every print was sliced using
SuperSlicer version 2.4.58.2 on Linux, using the same print settings, and printed
with PLA filament.
6.6.1. Hollow Cube
The Hollow Cube is an outline of a cube on 4 faces, excluding the top and
bottom (Figure 36). The models were generated using OpenSCAD by creating the
function (Figure 37). This test will look at cubes with a width of 20mm and heights 4,
10, and 20 mm. This provides initial impressions on the performance of the stepper
motor HATs for simple print moves.
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Figure 36: Hollow Cube. The model as seen in OpenSCAD.

Figure 37: box Module. The module for generating the hollow cube in OpenSCAD.
box(20, 4) is an object module for producing a 20x20x4mm3 hollow box as seen in
Figure 36.
6.6.2. Alphabetical Letters
Models of Alphabetical letters A, B, and C (Figure 38). The models were
generated using OpenSCAD with the text module for producing each letter (Figure
39). Alphabetical letters feature a mixture of curvy and straight lines of variable
lengths. This tests the X and Y motors’ ability to tackle the combination of curving
and straight movements in rapid succession.

Figure 38: Alphabetical Letters. The models of A, B, and C as seen in OpenSCAD.
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Figure 39: text Modules. The text modules of A, B, and C for producing the models
as seen in Figure 38.
6.6.3. Bed Square
The Bed Square is a wide hollow cube that is 160 mm wide and 4 mm tall. This
model was generated using the same OpenSCAD module in Figure 37. Then, the
model is rotated 45° on the Z-axis, so the corners are close to the edges of the print
bed. This alignment tests if the stepper motor HATs can still operate under constant
load. Both X and Y stepper motors are constantly rotating during the print job.
Additionally, the model demonstrates how easily the stepper motors can operate
along the entire span of the X and Y axes.

Figure 40: Bed Square. The model as seen in SuperSlicer.
6.6.4. XYZ Calibration Cube
The XYZ calibration cube is a 20x20x20 mm3 cube used for calibrating a 3D
printer’s dimensional accuracy. This model was uploaded by iDig3Dprinting on
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Thingiverse [22]. The test will evaluate the accuracy of the stepper motors using the
steps generated by the control logic.

Figure 41: XYZ Calibration Cube. The stl model as seen in SuperSlicer.
6.7. Print Results
The results of each print test detail positive and negative aspects of the current
stepper motor control implementation. Generally, print jobs that can produce the
desired test models are considered successful prints. Conversely, failed prints do
not produce a complete model or finish the print job.
6.7.1. Hollow Cube
The Hollow Cubes are consistently printed with a width of 20±1 mm. The cubes
were printed at heights of 4, 10, and 20 mm. Figure 42 shows two successful prints
on the left and two failed prints on the right. Successful prints complete when the
height of the cubes are at 4 and 10 mm. Attempts to print at a height of 20 mm
failed after the cube reached a height of 11 and 13 mm. Altogether, the 3D printer
completed the hollow cubes.
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Figure 42: Hollow Cube Prints. The height of each print in mm from left to right: 4,
10, 11, 13.
6.7.2. Alphabetical Letters
The Alphabetical Letters printed successfully with visual imperfections. The
prints reveal the same angles and curves as seen in the original models. Some
prints exhibit layer shifting in the Y-axis, where a layer from the print moves away
from the original location. Excess molten filament resulting from stringing and
blobbing is seen in all prints, but is not a symptom of the X and Y axes.

Figure 43: Alphabetical Letter Prints. The Best two of each print.
6.7.3. Bed Square
The Bed Square printed successfully. The MCU’s stepper motors experienced
no interruptions during the duration of the print job under constant loads. Each side
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of the print measured 160±1 mm. Most similar to the Hollow Cubes, the print did not
show any artifacts from the X and Y stepper motors.

Figure 44: Bed Square Print.
6.7.4. XYZ Calibration Cube
The XYZ Calibration Cube failed to print completely. The printer will only print up
to the layer before filling the top of the cube. Additionally, the model will always
exhibit layer shifting in the Y-axis for every attempt to print. There was only one
attempt where both X and Y axes showed layer shifting. Perhaps, the MCU cannot
handle the drastic workload change from infill layers to solid layers.

Figure 45: XYZ Calibration Cube Results. Top - X faces, Middle - Y faces,
Bottom - Z faces.
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VII. Future Work
The performance of the Raspberry Pi 3D printer could be further developed by
tinkering with the software and hardware, and meticulous analysis.
Better stepper motor control with the HATs can be acquired with more software
development. First, the software-implemented control logic of the stepper motors
should add support for multiple stepping modes, like microstepping or half-stepping.
Second, the Linux MCU may gain efficiency with targeted support for the Raspberry
Pi’s GPIO pins. Additional software support can improve the efficiency of the
stepper motor control and reduce the likelihood of sudden shutdowns.
On the other hand, adjusting the physical configuration of the stepper motor
HATs may yield better physical properties. In this investigation, each stepper motor
was attached to a single TB6612 driver. What if each coil of the stepper motor was
attached to their own TB6612 drivers? If the stepper motor HATs were configured
similarly to common stepper motor drivers (Figure 28), there may be different
effects on the physical properties of the stepper motors, like its temperature during
operation. This can increase the lifespan of the stepper motors, and may reduce the
appearance of print artifacts on future print jobs.
While this project is primarily focused on the kinematics aspect of the 3D printer,
thermal control is another major area for investigation. Heating elements helps the
printer’s hotend melt plastic, so it can be shaped into an object. Precise control and
measurement of the heating elements are necessary for safely operating the
printer. Safe operation may be a challenge for thermal control with the Raspberry
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Pi. Additional design considerations should be placed for connecting the Raspberry
Pi to high-power heaters.
Most importantly, investigate the exact upper and lower limits that the Klipper
MCU must perform within. Understanding of the limits will pinpoint areas of
improvement, so the Raspberry Pi can reliably operate under the hard real-time
constraints established by Klipper.

VIII. Conclusion
The Raspberry Pi with hard real time extensions is capable of operating the
stepper motors for the kinematics of a 3D printer. The experiments with the
Raspberry Pi’s processor with hard real-time extensions for Linux revealed that the
Raspberry Pi can satisfy time-critical requirements needed for operating 3D printers
by applying CPU isolation and affinity. Then, one of the processors of the Raspberry
Pi is assigned the Klipper MCU for controlling the stepper motors. This approach
prevented other processes in the system from interfering with the Klipper MCU.
Thus, the deterministic nature of the Raspberry Pi processor with the PREEMPT-RT
patch for hard real time capabilities should be satisfactory for 3D printing
applications. To enable the Adafruit DC & Stepper Motor HATs for Klipper, a new
stepper motor control logic was introduced to the Klipper MCU.
The stepper motor HATs with the new stepper motor control logic allowed the
Klipper MCU to directly control stepper motors over I2C. Then, the MCU could
accurately maneuver the print head, and produced the shape of the print tests
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within a ±1 mm tolerance. Although one of the print tests failed, the Raspberry Pi
demonstrated that it can operate the kinematics system needed for the 3D printer.
Even with the efforts to enable hard real-time extensions with the Raspberry Pi’s
processor, the reliability of the 3D printer setup was unpredictable. At worst, Klippy
may shut down the MCU during a print job. This chance of this occurrence was
uncertain, for the shutdown occurred in various conditions: the MCU executed too
many commands at once, or the MCU was not executing the commands fast
enough. The intermittent spikes in workload on the MCU may have prematurely
triggered Klippy’s shutdown functions. Ultimately, the exact causes were difficult to
determine. In the best case, this issue does not occur.
In conclusion, this initial investigation proved that the Raspberry Pi can operate
as a 3D printer with real-time extensions. The print results show that the Raspberry
Pi can successfully drive the stepper motors to perform the kinematics. Further
research into the techniques and configurations to operate the stepper motor HATs
can solve the issues with the current implementation.
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