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V prvej časti práce sa nachádza rozdelenie sietí. Je tu základná charakteristika manet 
sietí. V ďalšej kapitole sa nachádza rozdelenie smerovacích protokolov v sieťach manet na 
preaktívne, reaktívne a hybridné. V simulácii sú porovnávané 3 smerovacie protokoly, ktoré 
sú opísané v 2. kapitole. 
Simulácia je vykonaná v programe Ns-3, konkrétnejšie vo verzii 3.14. V 3. kapitole je 
tento sieťový simulátor bližšie špecifikovaný. Taktiež je tu spomenutá nadväznosť na staršiu 
verziu tohto programu, Ns-2.   
Cieľom tejto simulácie je vytvorenie siete s implementovanými smerovacími protokolmi 
a s určitým počtom uzlov, ktorým sa nastaví mobilita tak, aby sa táto sieť čo najviac podobala 
manet sieťam. Takisto boli vytvorené 2 aplikácie, na ktorých sa zisťovali hodnoty meškania 
paketov pre dané smerovacie protokoly.    
Ďalšou časťou práce bolo zavedenie podpory kvality služieb (QoS) a zavedenie merania 
spotreby energie pre jednotlivé uzly. Následnou činnosťou bolo porovnanie, v akej miere 
ovplyvnilo zavedenie podpory kvality služieb meškanie jednotlivých paketov pre 
podporované služby a tiež určiť rozdielnu spotrebu energie pri podpore kvality služieb a bez 
podpory. 
Výsledkom práce je zvýhodnenie hlasových služieb na úkor prenosu súboru po zavedení 
podpory kvality služieb. Percentuálne je zlepšenie hlasových služieb v rozmedzí 30–31 %, 
pričom pri prenose súboru sa zvýšilo meškanie paketov v rozmedzí 7–19 %. Taktiež miera 
spotrebovanej energie je väčšia po zavedení QoS. K počiatočnej hodnote batérie 1 J máme 
hodnotu rozdielu spotrebovanej energie po zavedení QoS približne 1 %.   
 






The first part of thesis is about networks that are divided based on area. It includes also 
basic characteristic of Manet networks. The next chapter is about distribution of routing 
protocols into preactive, reactive, hybrid. In the simulation, there is comparison of 3 routing 
protocols, which are described in this chapter. 
The simulation is performed in program called Ns-3, more specifically in version 3.14. In 
the third chapter, this network simulator is described more closely. Here is also mentioned 
its continuity on previous version Ns-2. 
The goal of this simulation is to create a network with implemented routing protocols 
and with certain number of nodes, which has configured mobility, so the network looks like 
Manet network as much as possible. There are also 2 applications created, which were used 
to determine the delay for each routing protocol.  
Another part of thesis is about implementation of the quality of service (QoS) and 
energy model for each routing protocol. Energy model was used to calculate the remaining 
energy of node. Next activity summarizes how the implementation of QoS changed delay for 
used applications and how it changed the energy consumption of a node.  
The result of thesis is that the voice applications was preferred after the QoS 
implementation. The value of delay increased for ftp application. Percentually, the 
improvement for voice traffic was 30-31 %. The increase of delay was percentually 7-19 %. 
The difference in remaining energy after QoS implementation was about 1%. The actual 
amount of battery in the beginning of simulation was 1 J.   
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Mobilné siete typu ad hoc, teda manet, majú praktické uplatnenie v spoločnosti. Ich 
potenciál je vysoký. Dajú sa využiť v krízových situáciách, kde nie je pevná infraštruktúra 
siete. Vo svojej práci som priblížil túto sieť, jej hlavné výhody a nevýhody. Jednou 
z najväčších výhod je mobilita jednotlivých uzlov v sieti a tiež nepotrebnosť pevného 
prístupového bodu v tejto sieti. V 2. kapitole sú predstavené využívané smerovacie protokoly 
pre tieto siete. Delia sa do 3 tried podľa toho, akým spôsobom smerujú pakety v sieti. V tejto 
kapitole sú bližšie opísané 3 smerovacie protokoly, ktoré boli použité aj v simulácii.   
V nasledujúcej kapitole sa nachádza opis sieťového simulačného programu Ns-3, v 
ktorom boli simulácie vykonané. V tomto simulátore sa dá aplikácia vytvárať pomocou dvoch 
programovacích jazykov a to C++ a Python.    
Keďže cieľom tejto práce je implementácia smerovacích protokolov pre manet siete a 
následne podpora kvalít služieb, v nasledujúcej kapitole sa nachádza opis QoS pre manet 
siete a takisto opis pre jednotlivé smerovacie protokoly. V ďalšej kapitole je opísaná 
spotreba energie pre uzly v manet sieťach. Nachádza sa tu aj opis spotreby pre rôzne 
smerovacie protokoly.  
V nasledujúcej kapitole sa nachádza opis tried využitých v Ns-3 na podporu kvality 
služieb a aj na implementáciu zdrojov energie pre jednotlivé uzly. Pre QoS sa tu nachádzajú 
rôzne parametre, ktorými možno nastaviť správanie tohto modelu. Na spotrebu energie sa 
využívajú 2 triedy, ktoré spolupracujú spolu. Na obr. 6.1 sú znázornené vzťahy medzi týmito 
2 triedami.  
Ďalšia kapitola sa venuje vytvorenému modelu siete v simulátore. Sú v nej opísané 
vytvorené aplikácie s nastavenými parametrami a tiež sa tu nachádza opis vytvorenia 
jednotlivých častí siete. Dá sa tu nájsť aj implementácia QoS v Ns-3 a využitie gnuplotu na 
vytvorenie grafov.  
V poslednej kapitole sú uvedené výsledky hodnôt meškania paketov jednotlivých 
aplikácií pre rôzne smerovacie protokoly. Tieto výsledky sú následne porovnané s hodnotami 
meškania paketov pre tie isté smerovacie protokoly, teraz však už aj s podporou QoS. Ten 
istý postup platí aj pri overení spotreby energie pre jeden konkrétny uzol v sieti. Kontrola 
spotreby bola vykonaná po skončení obidvoch aplikácií.  
V závere sú následne uvedené možnosti, ako sa dá zlepšiť smerovanie s podporou QoS a 












1 Rozdelenie sietí 
Siete môžeme rozdeliť podľa rozlohy pokrytia do 4 druhov: BAN – Body Area Network 
s rozlohou okolo 1-2 m, ako sú napríklad bezdrôtové slúchadlá, v podstate zariadenia, ktoré 
nosíme na sebe (wearable devices). Potom siete PAN – Personal Area Network s rozlohou 
okolo 10 m, medzi ktoré sa zaraďuje aj technológia bluetooth. Tieto siete vysielajú na 
kmitočte 2,4 GHz. Tieto siete slúžia na spojenie mobilov, PDA a podobných zariadení medzi 
sebou. Už dlhšie môžeme vidieť využitie napríklad pri synchronizácii emailov a rôznych 
pripomienok medzi notebookom a mobilom alebo spomínaným PDA. Tieto siete majú veľký 
potenciál vývoja do budúcnosti. Ďalej sú siete LAN – Local Area Network s veľkosťou okolo 
500 m. Tieto siete sú najpoužívanejšie. Bezdrôtové lokálne siete majú zväčša obmedzenie vo 
veľkosti budov. Sila signálu z vysielača sa prechodom stien zoslabuje, ako aj klesá so 
vzdialenosťou od zdroja, a preto je najlepšie využite v rámci budov. V implementácii 
bezdrôtových lokálnych sietí sa rozdeľujú na 2 typy. Siete s pevnou infraštruktúrou, ktoré 
pracujú na centralizovanom princípe, kde je daný bod tzv. access point alebo tiež prístupový 
bod, ktorý riadi celú komunikáciu medzi zariadeniami v danej sieti. Zväčša tento prístupový 
bod je pripojený káblom do internetu, a preto poskytuje pripojenie prostredníctvom neho aj 
zariadeniam, s ktorými je spojený. Druhým typom týchto sietí je ad hoc, ktorá nemá žiaden 
prístupový bod a sieť je na princípe klient – klient (peer-to-peer). 
Posledným typom sú siete WAN – Wide Area Network, ktoré pokrývajú veľké mestá, čiže 
sú rozlohou najväčšie, rádovo v jednotkách kilometrov. Ad hoc siete pre veľké oblasti sa stále 
len zlepšujú (problémy sú najmä so smerovaním, s adresovaním, bezpečnosťou atď.), ale 
siete s menšími rozlohami sa už pomaly začínajú objavovať. Zariadenia s týmito kartami 
tvoria jednotlivé bloky postupne sa rozvíjajúcej siete z rozsahu niekoľkých metrov na 
jednotky kilometrov. Pre siete s veľkými rozsahmi sa využíva princíp multi-hop, kde ako hop 
sa považuje spojenie medzi 2 zariadeniami. V týchto sieťach sa zariadenia správajú ako 
routery, ktoré smerujú dáta medzi sebou. Vo väčšine prípadov musia dáta cestovať cez 
viacero zariadení, a preto sa to nazýva multi-hop, pretože dáta musia „skočiť“ viac ako jeden 
raz, ako to býva v prípade malých sietí s princípom single-hop, kde zariadenia komunikujú 
medzi sebou priamo. Pri multi-hop musia zariadenia stále zisťovať a objavovať nové 
zariadenia alebo zisťovať, ktoré zo zariadení už nie je v dosahu. Na základe týchto zistení 
musia tieto informácie posielať ďalej, aby smerovanie bolo stále čo najúčinnejšie [1].  
1.1 Manet siete 
Mobilná ad hoc sieť (mobile ad hoc network) je sieť, ktorá pozostáva z bezdrôtových 
zariadení, ktoré sa môžu samovoľne pohybovať v rámci siete a vytvárať rôzne typy topológií. 
Zmeny v topológii sa vyskytujú veľmi často a nepredvídateľne. Zariadenia v týchto sieťach 
dokážu fungovať aj bez danej pevnej infraštruktúry. Ľudia alebo autá, či dopravné 
prostriedky môžu byť prepojené bez pevnej infraštruktúry alebo ak sieť s takouto 





Manet sieť môže byť vytvorená hocikde, hocikedy, ak 2 alebo viacero zariadení sú 
spojené a komunikujú spolu priamo, ak sú v dosahu jeden druhého alebo cez prechodný 
mobilný uzol. Mobilné uzly môžu vykonávať úlohu aj koncového užívateľa alebo routera. 
Neobmedzená mobilita uzlov sietí tvorí pre manet značnú úlohu pri návrhu a implementácii. 
Je to veľká výzva navrhnúť topológiu, smerovanie, kvalitu služby (QoS), služby zabezpečenia, 
keďže tradičné spôsoby sa v manet sieťach nedajú uplatniť.  
Využitie sietí manet v reálnych podmienkach je v armáde, automobilovej komunikácii, 
pri katastrofách a v sieťach tolerujúcich omeškanie paketov. S príchodom nových technológií 
sa manet siete stávajú dôležitou časťou sietí ďalších generácií vďaka jej flexibilite, možnosti 




Obr. 1.1: Manet sieť. 
 
Štandard IEEE 802.11 je dobrým podkladom pri zakladaní ad hoc sietí vďaka svojej 
jednoduchosti. V malých rozsahoch sa môže využiť technológia bluetooth na vybudovanie 
malej ad hoc siete, ktorá spája bezdrôtové zariadenia v malom okruhu. Manet siete využívajú 
spoločný rozsah frekvencií ako iné zariadenia, ktoré nemusia byť sieťovými prvkami, čím 





1.2 Mobilita  
Mobilita uzlov v manet sieťach je kľúčovým atribútom. Je známe, že v skutočnosti vzory 
mobility môžu byť veľmi zložité. Hlavne to záleží na cieľoch danej úlohy. Čím komplexnejší je 
vzor mobility, tým je ťažšie ho namodelovať, pretože treba zahrnúť viac detailov. Uzol 
mobility sietí manet spôsobuje časové zmeny topológie siete a výkon siete musí byť 
dynamicky prestavený na tieto zmeny. Z toho vyplýva, že výkon sieťových a aplikačných 
protokolov je veľmi závislý od frekvencie týchto topologických zmien. Na druhej strane, 
výkon sietí manet sa môže líšiť významne v závislosti od rozdielnych modelov. Navyše 
zmenou rôznych parametrov daného modelu je výkon siete manet ovplyvnený vo veľkom 
rozsahu [2]. 
1.3 Kontrola topológie 
Topológia alebo kontrola pripojenia zdôrazňuje správne upravovanie vysielanej energie 
každého uzla s minimálnou akceptovateľnou mierou rušenia v bezdrôtových ad hoc sieťach. 
Nielenže to šetrí energiu, ale zároveň to aj zvyšuje priepustnosť systému zvyšovaním počtu 
komunikačných kanálov, ktoré sa opätovne používajú.  
Protokol kontroly prístupu k médiu (MAC), aký sa používa pri štandarde IEEE 802.11 je 
použitý aj v manet sieťach a je zodpovedný za reguláciu prístupu k bezdrôtovému, 
zdieľanému kanálu. Rozhodnutie o dosahu vysielania pre mobilné uzly s využitím správneho 
množstva energie bez toho, aby neúmyselne rušil susediace uzly, je kľúčovou záležitosťou. 
Tento problém je zjednodušený, ak dosah vysielania každého uzla je rovnaký. Avšak 
v skutočných podmienkach, kde každý nezávislý uzol sa pohybuje samovoľne, 
s nepredvídanou rýchlosťou a smerom, vysielanie každého uzla bude len sotva rovnaké [2]. 
1.4 Prístup k médiu v štandarde 802.11 
Prístup k médiu v manet sieťach musí zabezpečiť, aby nedošlo ku kolízii dát. Kolízia môže 
nastať vzájomným vysielaním 2 a viac zariadení (uzlov) v určitom rozsahu, kde sa tieto 
signály môžu stretnúť a vzájomne interferovať. Na druhej strane kolízie môžu nastať 
v dôsledku tzv. skrytého terminálu. Skrytý terminál je zariadenie, ktoré nezachytáva 
vysielanie z vysielača dát, ale ani správne neprijalo rezervačný paket od príslušného 
prijímača. V štandarde IEEE 802.11 MAC protokole je tento rezervačný paket nazvaný CTS 
(clear-to-send) čo znamená voľno – posielaj, ktorý oznamuje rezerváciu kanála na posielanie 
dát. Skrytý terminál môže interferovať s prebiehajúcim vysielaním a vysielaním v rovnakom 






Obr. 1.2: Skrytý terminál [4]. 
 
Druhý prípad môže nastať ako vystavený terminál (exposed terminal). Uzly A, B, C môžu 
navzájom detegovať vysielanie medzi sebou, ale iba uzol C môže detegovať vysielanie z uzla 
D. Uzol B sa snaží komunikovať s uzlom A a C sa snaží komunikovať s uzlom D. Riešením tejto 
situácie je povolenie vysielať len jednému uzlu, a tak uzol B začne komunikovať s uzlom 
A a uzol C to zistí. Médium sa používa, a preto uzol C nemôže vysielať dáta smerom k uzlu D, 
i keď komunikácia medzi týmito 2 uzlami by nepredstavovala také veľké riziko vzniku kolízií. 
Je to tak preto, lebo uzol C je vystavený uzlu A a B, zatiaľ čo uzol D nie je [4].  
 
 
Obr. 1.3: Vystavený terminál [4]. 
Protokoly RTS (request-to-send)/CTS (clear-to-send) sú momentálnymi riešeniami pre 





2 Rozdelenie smerovania v manet sieťach 
Smerovanie v ad hoc sieťach je kritickou vecou, čo sa týka základných sieťových operácií. 
Po prvé, mobilné uzly sa môžu pohybovať svojvoľne, čím dochádza k častým zmenám 
v topológii, ktoré spôsobujú časté zlyhania v smerovaní. Druhým aspektom je, že bezdrôtový 
kanál poskytuje omnoho menšiu šírku pásma, ako je to pri káblových sieťach, preto by mali 
smerovacie protokoly využívať čo najmenšiu šírku pásma pre smerovacie informácie, aby 
väčšia časť toho pásma ostala k dispozícii jednotlivým uzlom na komunikáciu. A po tretie, 
treba brať do úvahy, že mobilné uzly sú závislé od batérií, a preto réžia by mala byť čo 
najmenšia. Na obr. 2.1 je rozdelenie smerovacích protokolov podla tried. 
Preaktívne smerovanie – tieto protokoly si udržujú trasy medzi všetkými pármi zariadení 
bez ohľadu na to, či sa momentálne používajú. Keď treba, tak zdroj vysielania má trasu ku 
koncovému zariadeniu ľahko k dispozícii, takže nevzniká žiadne časové oneskorenie 
zisťovaním trasy k cieľu. Pod túto skupinu spadajú aj protokoly OSPF a RIP používané v sieti 
internet, tieto protokoly však majú veľkú réžiu, a preto nie sú vhodné pre siete ad hoc.  
Tieto protokoly sa môžu deliť na vzdialenostné – vektorové – VZ (distance vector) a na 
tie, ktoré určujú stav linky – LS (link-state). Pri VZ uzol vymieňa s ostatnými uzlami aktuálne 
informácie o všetkých dostupných uzloch. Tieto informácie sa šíria prechodne a výpočty 
jednotlivých trás si určujú uzly samy. Pri LS sa používajú smerovacie tabuľky, čo spôsobuje 
väčšiu réžiu a pridáva viac záťaže na sieť.  
Reaktívne smerovanie – alebo iný názov, ktorý sa používa, je na vyžiadanie (on-demand), 
predstavuje rozdielny prístup k šíreniu smerovacích správ, ako je to pri preaktívnych. Pri nich 
sa cesty udržiavali po celý čas bez ohľadu na to, či sa používali, alebo nie. Pri reaktívnom 
smerovaní sa cesty vyhľadávajú na vyžiadanie, čím sa vyhneme nutnosti udržovať všetky 
trasy obzvlášť nepoužívané. Má to však aj tú nevýhodu, že keď nastane potreba poslať dáta, 
vyhľadanie správnej cesty spôsobí oneskorenie paketov. Príklady týchto protokolov sú DSR 
(dynamic source routing), AODV (ad hoc on-demand distance vector). 
    
 





Posledným typom sú hybridné smerovacie protokoly. Sú to protokoly, ktoré sú akýmsi 
zlúčením spomínaných typov (proaktívne a reaktívne). Z každých využívajú to, aby 
zabezpečili čo najlepšie vlastnosti v oblasti oneskorenia a réžie. Typickým príkladom tohto 
typu je ZRP (zone routin protocol) [6].  
 
2.1 OLSR 
OLSR (optimizied link state routing) je preaktívny smerovací protokol patriaci do skupiny 
link state, ktorý bol vyvinutý pre siete typu manet. Je to stabilný smerovací protokol, ktorý 
kontroluje réžiu kontrolných paketov vďaka kontrolovanému zaplavovaniu (flooding). Toto je 
zabezpečené vďaka výberu niektorých uzlov ako MPR (multipoint relays), ktoré je hlavným 
konceptom OLSR. 
Každý uzol nominuje zopár zo svojich 1 skok vzdialených uzlov ako MPR. MPR sú vybraté 
takým spôsobom, aby zabezpečili spôsob doručenia kontrolných správ uzlom, ktoré sú 
vzdialené 2 skoky [7]. Takže všesmerové správy (broadcasty), ktoré sa šíria od uzla, sú prijaté 
a spracované všetkými uzlami v okolí daného uzla, ale sú preposlané len jeho MPR.  
Keďže OLSR je preaktívny smerovací protokol, udržuje si svoje informácie všetkých uzlov 
v sieti rozposielaním zaplavovacích kontrolných správ, čo spôsobuje zvýšenie záťaže siete. 
Použitím MPR sa znižuje počet zaplavovacích kontrolných správ, keďže sa preposielajú len 
cez MPR. Majú veľmi dobré využitie vo veľkých sieťach s veľkým počtom uzlov.  
OLSR používa 3 druhy kontrolných správ: Hello, kontrola topológie (topology control – 
TC) a správy MID (multiple interface declaration). Hello správy vykonávajú úlohy typu 
overenie stavu linky (link sensing), zisťovanie nových zariadení v sieti a signalizovanie MPR. 
TC správy oznamujú vyhlásenie topológie. MID správy majú za úlohu oznámiť prítomnosť 
viacerých rozhraní na uzle.  
Výpočet cesty v OLSR je zabezpečený použitím algoritmu najkratšej cesty, ktorý je 
spustený vždy, keď je zmena v stave linky, zmena topológie siete, zmena okolitých uzlov 
alebo ich rozhraní. Vo výpočte trasy MPR sú použité na vytvorenie cesty z daného uzla do 
ktoréhokoľvek cieľa v sieti. OLSR používa smerovanie typu skok za skokom (hop by hop), 
v ktorom každý uzol používa svoje informácie na smerovanie paketu. Výpočet trasy je 
udržiavací proces, v ktorom záznamy o trasách sú aktualizované počnúc cestami, ktoré sú 
jeden skok vzdialené, až po cesty, ktoré sú vzdialené viac skokov [8].  
2.2 AODV 
AODV (ad hoc on demand distance vector) je smerovací protokol, ktorý bol navrhnutý 
pre ad hoc siete. Je to smerovací protokol, určuje cestu k cieľu, len keď to požaduje zdroj. 
Udržuje tieto trasy alebo cesty len tak dlho, ako ich zdroj vysielania potrebuje. Navyše, tento 





sa skladajú z účastníkov skupiny a uzlov potrebných na spojenie daných užívateľov. AODV 
používa sekvenčné čísla, aby zabezpečila aktualizovanosť daných trás.   
Tento protokol vytvára cesty len na základe žiadostí – RREQ (route request) a následnou 
odpoveďou – RREP (route reply). Keď počiatočný uzol komunikácie si žiada komunikovať 
s cieľom, pre ktorý nemá cestu, vyšle všesmerový paket RREQ cez celú sieť. Uzly, ktoré 
prijmú tento paket, aktualizujú svoje informácie pre zdrojový uzol a nastavujú tzv. spätné 
body (backwards pointers) k zdrojovému uzlu v smerovacích tabuľkách. K zdrojovej IP 
adrese, súčasnému sekvenčnému číslu a všesmerovému ID paket RREQ obsahuje navyše 
posledné sekvenčné číslo pre cieľ, o ktorom zdroj vie. Uzol prijímajúci RREQ správu môže 
poslať RREP správu, ak je daný uzol cieľom, alebo ak vie o ceste k cieľu, pričom táto cesta 
musí mať sekvenčné číslo väčšie alebo rovné tomu, čo sa nachádza v RREQ správe. Ak toto je 
ten prípad, pošle RREP paket priamo k zdroju. Ak to nie je ani jeden z dvoch uvedených 
prípadov, všesmerovo prepošle RREQ paket. Uzly si pritom ukladajú IP adresu zdroja 
a všesmerové ID. Ak prijmú paket RREQ, ktorý už predtým raz spracovali, čo zistia podľa IP 
adresy zdroja a všesmerového ID, tak paket neposielajú ďalej, ale ho zahodia. Týmto 
spôsobom sa zabraňuje vzniku nekonečných slučiek. Tento priebeh je zobrazený na obr. 2.2. 
 
 
Obr. 2.2: Rozposielanie RREQ správ všesmerovo od zdroja. 
 
Ako správa RREP ide späť k zdroju (obr. 2.3), jednotlivé uzly si nastavujú smerovacie 
body (forward pointers) k cieľovému uzlu. Je to podobný spôsob, ako si určovali spätné body 
na ceste k zdroju. Len čo zdroj prijme RREP paket, môže začať vysielať dáta k cieľu. Ak zdroj 





s menším počtom skokov na ceste k cieľu, dôjde k aktualizácii smerovacích informácií pre 
daný cieľ a bude použitá lepšia cesta.  
Cesta bude udržiavaná len tak dlho, kým bude aktívna. Cesta je považovaná za aktívnu, 
ak sa na danej trase periodicky posielajú dáta od zdroja k cieľu. Len čo zdroj prestane 
posielať dáta, daná linka ešte chvíľu ostane aktívna, kým nevyprší časovač, a potom sa 
vymaže zo smerovacích tabuliek zdrojového uzla. Ak nastane porucha na danej linke počas 
toho, ako je aktívna, uzol, ktorý nebol schopný poslať ďalej pakety, propaguje správu – chyba 
cesty (RERR) vysielaciemu zdroju, aby ho informoval a nedosiahnuteľnom cieli. Po prijatí 
správy RERR môže zdroj vysielania, ak si stále praje komunikovať s cieľom, začať celý proces 
zistenia trasy od začiatku [9]. 
 
Obr. 2.3: Preposielanie správ RREP od cieľa k zdroju RREQ správ. 
2.3 DSDV 
Je to smerovací protokol využívaný v manet sieťach. Je adaptovaný z konvenčného RIP, 
aby správne pracoval pre ad hoc siete. Pridáva nové vlastnosti, ako je sekvenčné číslo ku 
každému záznamu smerovacej tabuľky. Použitím tohto sekvenčného čísla môžu mobilné uzly 
odlíšiť staré smerovacie informácie od tých nových, a tým zabrániť vytváraniu smerovacích 
slučiek.  
Pri protokole DSDV každý mobilný uzol ad hoc siete si udržuje smerovaciu tabuľku, 
v ktorej sa nachádzajú záznamy pre všetky dostupné cieľové stanice, ako je metrika, 
nasledujúci skok na ceste k cieľovému uzlu a sekvenčné číslo, ktoré je generované cieľovým 
uzlom. Použitím takýchto smerovacích tabuliek nachádzajúcich sa v každom uzle sa pakety 
prenášajú medzi jednotlivými uzlami ad hoc sietí. Každý uzol v týchto sieťach aktualizuje 





informácia, ktorá zaistí správnosť smerovacích tabuliek s dynamicky sa meniacou topológiou 
siete. Periodicky alebo len čo je detekovaná zmena topológie siete, každý mobilný uzol 
oznamuje smerovacie informácie použitím všesmerového (broadcast) alebo 
mnohosmerového (multicastového) vysielania. Paket s aktualizovaným obsahom 
smerovacích tabuliek sa začína metrikou rovnou 1. Tento paket sa pošle všetkým priamo 
pripojeným uzlom. Po prijatí tohto paketu uzol aktualizuje svoju smerovaciu tabuľku tým, že 
zvýši hodnotu metriky o 1 a preposiela tento paket každému zo svojich uzlov. Tento proces 
trvá dovtedy, kým všetky uzly v sieti neprijmú kópiu paketu s aktualizáciami s príslušnou 
metrikou. Tieto dáta sú chvíľku uchovávané v záujme toho, že by mohol prísť paket 
s aktualizáciami s lepšou trasou k niektorému z uzlov. Ak uzol prijme viacero paketov 
s aktualizáciami pre ten istý uzol v intervale čakania, cesty, ktoré majú najnovšie sekvenčné 
číslo, sú vždy preferované ako základ pre rozhodovanie o tom, ktorá trasa sa použije. Ak 
viaceré pakety s aktualizáciami majú rovnaké sekvenčné číslo pre rovnaký uzol, bude použitý 
paket, ktorý má pre daný uzol najmenšiu metriku a existujúca cesta bude buď vymazaná, 
alebo bude uložená ako náhradná cesta.  
Elementy v smerovacej tabuľke každého uzla sa menia dynamicky, aby sa zachovala 
správnosť smerovacích tabuliek v dôsledku dynamických zmien topológie manet sietí. Aby sa 
toto dosiahlo, rozposielanie smerovacích aktualizácií musí byť časté alebo dostatočne rýchle, 
aby sa zabezpečilo, že každý uzol je schopný takmer vždy lokalizovať všetky ostatné uzly 
v tejto dynamicky sa meniacej sieti. 
    
 
Obr. 2.4: Príklad smerovania pre DSDV [10]. 
 
Na obr. 2.4 máme zobrazený postup smerovania paketov pre protokol DSDV. Máme tu  
uzol H4, ktorý chce poslať dáta na uzol H5. Uzol H4 sa pozrie do smerovacej tabuľky a zisťuje, 
že nasledujúci skok pre smerovanie paketu k uzlu H5 je uzol H6. H4 posiela paket uzlu H6. 
Uzol H6 vyhľadá nasledujúci skok na ceste k uzlu H5 vo svojej smerovacej tabuľke, viz 









Obr. 2.5: Príklad smerovania pre DSDV [10]. 
 
 
Obr. 2.6: Príklad smerovania pre DSDV [10]. 
 
Do smerovacích informácií vkladá uzol, ktorý tieto správy generuje, sekvenčné číslo, aby 
sa rozlíšili staré aktualizácie od tých nových. Sekvenčné číslo sa monotónne zvyšuje, 
pomocou čoho sa jedinečne identifikuje každá smerovacia aktualizácia od daného uzla. 
Dôsledok tohto procesu je taký, že ak uzol prijme smerovacie aktualizácie od jedného 





sekvenčné číslo pre daný uzol, ktoré sa nachádza v smerovacej tabuľke (obr. 2.7). Ak je 
sekvenčné číslo rovnaké, porovnáva sa metrika a cesta s menšou metrikou bude použitá. Ak 
je sekvenčné číslo menšie, tak sa dané informácie berú ako staré a paket je zahodený [10].  
 
 






3 Ns-3  
Ns-3 (network simulator 3rd version) je nový program pre sieťové simulácie. 
Predchádzajúci model Ns-2 patrí medzi najznámejšie sieťové simulátory. Má veľkú výhodu že 
je to open-source program pod licenciou GNU GPLv2. Je to program, ktorý prichádza 
s mnohými nástrojmi. Implementácia Ns-2 nemohla byť využitá alebo otestovaná na 
reálnych systémoch. Bolo treba spraviť viac práce, aby mohli konkrétny problém overiť na 
reálnom modeli. 
Ako už som spomínal, Ns-3 je nový sieťový simulátor. Jeho štruktúra je veľmi rozdielna 
od predchádzajúceho modelu Ns-2. Ns-3 podporuje tak simuláciu, ako aj emuláciu. Toto 
môže znížiť potrebný čas na implementáciu. Výskumníci môžu implementovať ich prácu len 
raz. Potom môžu použiť ten istý zdrojový kód na vyhodnotenie ich práce [11]. 
Ns-3 je postavený pomocou C++ a Python, čiže programovanie je možné v oboch 
programovacích jazykoch [12]. 
Ns-3 infraštruktúra dovoľuje simulovať modely v realistických podmienkach. Simulačné 
jadro Ns-3 podporuje výskum v IP sieťach aj v sieťach bez IP. Má veľa modelov, ktoré hlavne 
podporujú wi-fi, WiMAX alebo aj siete LTE. Takisto má aj modely smerovacích protokolov, 
ako je OLSR alebo AODV. 
Ns-3 taktiež podporuje real-time plánovač, ktorý napomáha pri určitom počte simulácií 
v slučke využívať pre prípady interakcie s reálnymi systémami. Napríklad, užívatelia môžu 
vysielať a prijímať pakety generované programom Ns-3 na zariadeniach v reálnej sieti [13]. 
Tento projekt sa začal v roku 2006. Projekt financovala Univerzita vo Washingtone 
(University of Washington), konkrétnejšie Tom Henderson, Craig Dowell, ďalej to bola 
Technická univerzita v Georgii a výskumné centrum INRIA [14]. Ako som už naznačil, Ns-3 nie 
je nadstavba Ns-2, je to kompletne nový simulátor. Obidva simulátory sú napísané v jazyku 
C++, ale Ns-3 je nový simulátor, ktorý nepodporuje aplikačné programové rozhranie (API) 
programu Ns-2. Niektoré modely z Ns-2 boli prenesené do Ns-3. Projekt bude stále udržiavať 
simulátor Ns-2, zatiaľ čo Ns-3 sa bude stále vyvíjať. Projekt Ns-3 sa usiluje udržiavať otvorené 
prostredie pre výskumníkov, aby prispeli a využívali ich softvér. Ns-3 je výskumný 
a vzdelávací program vytvorený vedeckou komunitou pre túto komunitu. Spolieha sa na 
prispenie tejto komunity pri vytváraní nových modelov a udržiavanie existujúcich modelov 
a na využívanie výsledkov [15].  
Každé 3 mesiace je vytvorená nová stabilná verzia tohto programu s novými modelmi, 
ktoré sú zdokumentované, overené a spravované výskumníkmi. Momentálne najnovšia 
verzia tohto simulátora je 3.15 [13]. 
3.1 Pre používateľov Ns-2 
Pre tých, ktorí pracovali s Ns-2, je jasná zmena pri výbere programovacieho jazyka. 
Programy v Ns-2 sú vytvárané v OTcl a výsledky simulácií sa dali prezrieť v programe Network 
Animator [15]. OTcl je objektovo orientovaná nadstavba jazyka Tcl [16]. V Ns-2 nie je možné 





kompletne v C++, s možnosťou viazania na Python. Z toho vyplýva, že zdrojový kód môže byť 
napísaný aj v C++ aj v jazyku Python. Nové animátory a vizuálne programy sú dostupné 
a stále vo vývoji. Keďže Ns-3 generuje sledovacie pakety typu pcap, môžu byť použité aj iné 
nástroje na analýzu sledovania.  
Sú tu takisto aj niektoré podobnosti medzi týmito dvoma simulátormi. Obidva sú 
založené na C++ objektoch a niektoré kódy boli už dokonca portované z Ns-2 do Ns-3.  
Na otázku, či prejsť z Ns-2 do Ns-3, sa nedá presne odpovedať. Záleží na tom, o akú prácu 
ide. Napríklad Ns-3 nemá k dispozícii všetky modely ako Ns-2, ale na druhej strane má nové 
schopnosti (napríklad správne narábanie s viacerými rozhraniami uzlov, použitie IP adresácie 
a lepšia pomoc s internetovými protokolmi a dizajnmi, viac do detailov spracované modely 
802.11 atď.). Dobrý postup by bol pozrieť sa na oba simulátory a v určitom nájsť modely 
dostupné pre daný výskum, keď sa však začína s novým projektom alebo simuláciou, je treba 
vybrať nástroj alebo program, ktorý je v rámci aktívnejšieho vývoja [15]. 
3.2 Komponenty 
V následujúcich kapitolách sú stručne popísané komponenty pre sieťový simulator Ns-3. 
Nachádza sa tu popis Mercurial, Waf a vývojového prostredia. 
3.2.1 Mercurial  
Zložité programové systémy vyžadujú spôsob riadenia organizácie a zmien základného 
kódu a dokumentácie. CVS (concurrent version system) patrí medzi najznámejšie systémy, 
ktoré spĺňajú spomenuté požiadavky. Ns-3 projekt používa Mercurial ako svoj spôsob 
riadenia zdrojových kódov [15]. 
3.2.2 Waf  
Len čo je zdrojový kód vytvorený, je treba daný zdrojový kód skomplivoať na vytvorenie 
použiteľných programov. Asi najznámejšia funkcia na toto je nástroj make (vytvoriť), ktorý je 
aj jeden z najťažších na použitie, čo sa týka veľkých a vysoko konfigurovateľných systémov. 
Práve kvôli tomuto sa začali vyvíjať mnohé alternatívy a nedávno boli vyvinuté pomocou 
jazyka Python. 
Kompilátor Waf je použitý v projekte Ns-3. Je to jeden z novej generácie programov 
založených na jazyku Python [15]. 
3.2.3 Vývojové prostredie  
Programovanie v Ns-3 je umožnené tak v C++, ako aj v jazyku Python. Väčšina 
aplikačného programového rozhrania Ns-3 je dostupná v Pythone, ale modely sú písané 
v jazyku C++. Ns-3 používa niekoľko komponentov z GNU „toolchain“ (je súhrnné 





nepoužívajú sa nástroje kompilátora GNU ani nástroj „make“. Na tieto funkcie používame 
Waf. 
Používatelia typicky pracujú v Linuxe alebo prostredí podobnom, ako je Linux. Pre tých, 
ktorí pracujú pod operačným systémom Windows, existujú prostredia, ktoré simulujú 
linuxové prostredie na rôznej škále. Projekt Ns-3 v minulosti (momentálne už nie) 
podporoval vývoj v prostredí Cygwin, pre užívateľov s Windowsom. Alternatíva ku Cygwinu 
pre týchto používateľov je nainštalovať si virtuálny stroj a na ňom nainštalovať Linux [15]. 
3.3 Zdroje  
Je niekoľko dôležitých zdrojov, o ktorých by mali používatelia Ns-3 vedieť. Hlavná 
stránka poskytuje prístup k základným informáciám o tomto systéme. Taktiež sa tu nachádza 
aj wiki, ktorá dopĺňa hlavnú stránku Ns-3. Nájdete tu často kladené používateľské 






4 Kvality služieb (QoS) 
Z anglického spojenia Quality of Service, čo je v preklade kvalita služieb, je zabezpečenie 
definovanej kvality medzi prevádzkovateľom služby (služieb) a používateľom aplikácií, čo sa 
týka požiadaviek pripojenia. Požiadavky pripojenia pre QoS sú vlastne akýmsi súborom 
obmedzení, ako je šírka pásma (dostupná šírka pásma), obmedzenie meškania, obmedzenie 
prechodného meškania, obmedzenie pomeru stratovosti a iných. Tieto QoS požiadavky sa 
taktiež nazývajú QoS metriky.  
Stav QoS pre danú sieť odráža jej celkovú schopnosť poskytovať špecifické služby medzi 
komunikujúcimi zariadeniami. Pre čoraz väčšiu popularitu multimediálnych aplikácií a služieb 
v reálnom čase, ktoré vyžadujú striktné hodnoty šírky pásma alebo meškania paketov 
a potenciálneho komerčného využitia ad hoc sietí, podpora QoS pre manet siete sa stala 
dôležitým bodom záujmu.  
Viacero QoS komponentov by malo pracovať spolu, aby zaistili podporu QoS v ad hoc 
sieťach. QoS model určuje, ktoré typy služieb majú byť zahrnuté v sieti. QoS smerovacia 
schéma hľadá cestu s dostačujúcimi zdrojmi definovanými QoS modelom. QoS signalizačný 
protokol zabezpečuje potrebné zdroje pozdĺž cesty, ktorú vypočítal QoS smerovací protokol. 
Najdôležitejším prvkom je QoS smerovanie. Ciele QoS smerovania sú viaceré: 1. je to výber 
jednej alebo viacerých ciest, ktoré majú dostatočné zdroje, aby splnili požiadavky QoS pre 
dané spojenie; 2. poskytnúť informácie o zdrojoch cesty pre mechanizmus vstupnej kontroly 
a 3. dosiahnuť celkovú účinnosť využitia zdrojov.  
Problém QoS smerovania v ad hoc sieťach je veľmi zložitý. Najskôr, na podporu QoS, 
informácie ako meškanie, šírka pásma, premenlivé meškanie (jitter), cena, pomer stratovosti 
a pomer chybovosti v sieti musia byť dostupné a ovládateľné. Avšak získavanie a ovládanie 
týchto informácií pre bezdrôtové siete nie je také jednoduché, keďže sú úzko späté 
s okolitými podmienkami. Čím je daná sieť väčšia, tým je ťažšie udržiavať tieto informácie 
aktualizované. Taktiež obmedzenie zdrojov  a mobilita používateľov robia dané úlohy ešte 
komplikovanejšími.  
Napriek uvedeným problémom v smerovaní pre QoS je zložité aj vyhodnotenie výkonu 
smerovania QoS. Topológia siete alebo charakteristika prevádzky môžu ovplyvniť výkon 
tohto smerovania. Aj keď QoS smerovacie protokoly zvýšia výkonnosť siete, je dôležité 
zamyslieť sa, či to za tú cenu stojí, v porovnaní s klasickým smerovaním „najlepšieho úsilia“ 
(best effort).  
QoS smerovanie má 2 faktory, ktoré treba brať do úvahy. Výpočet trasy a režijné náklady 
protokolu. Cena výpočtu trasy pochádza zo čoraz častejšieho výberu trasy, popritom treba 
udržiavať cestu od zdroja k cieľu, kde sú tiež potrebné výpočty na splnenie požiadaviek QoS. 







4.1 QoS pre OLSR 
QoS smerovanie pre protokol OLSR môžeme rozdeliť do dvoch stratégií. Prvá je striktne 
založená na voľbe MPR. Druhá sa nazýva QOLSR a využíva voľbu MPR a takisto správy TC, aby 
spravili QoS informácie dostupnými v rámci celej siete.  
Voľba MPR má za cieľ vybrať minimálny počet MPR vzdialených 1 skok, ktoré môžu byť 
použité na komunikáciu so všetkými uzlami, ktoré sú vzdialené 2 skoky. Zmenou množiny 
MPR uzlov, ktoré sú vybraté, modifikuje počet liniek, ktoré sú distribuované po sieti. Iba tieto 
distribuované linky sú zahrnuté v procese výpočtu ciest. Stratégiou je vybrať len tie uzly 
MPR, pomocou ktorých sú distribuované linky s dobrou kvalitou namiesto tých, ktoré majú 
zlú kvalitu liniek. Základnou myšlienkou je to, že v prípade, že sa nachádza viac ako jeden 
uzol, ktorý je vzdialený 1 skok a pokrývajú tie isté uzly vzdialené 2 skoky, ten, ktorý ma linku 
v najväčšou šírkou pásma, je zvolený. Táto stratégia má niekoľko výhod. Neprerušuje 
spoluprácu medzi štandardnou verziou OLSR. Tiež sa vyhýba výmene prídavných kontrolných 
informácií medzi uzlami. Dokonca to vedie k vytvoreniu najkratšej cesty, čo sa týka počtu 
skokov.  
Táto stratégia má aj zopár nevýhod. Môže brať do úvahy len jednu metriku alebo jednu 
určitú kombináciu metrík. Aj s použitím len jednej metriky to vedie k vytvoreniu ciest, ktoré 
nemusia byť najlepšími cestami pre danú metriku, ale radšej vyberie cestu s najmenším 
počtom skokov. Napríklad vezmeme linku AB. Táto linka je distribuovaná v sieti, iba ak uzol B 
je MPR uzlu A, určitý počet liniek nie je potom v rámci siete odovzdaný ďalej. Ako následok 
niektoré dobré linky sa nemusia brať do úvahy pri výpočte trasy.  
Ďalším typom stratégie je QOLSR. Tento typ je založený na špeciálnom type heuristiky 
pre voľbu MPR a modifikáciu TC správ na šírenie QoS informácií naprieč siete. Pre voľbu MPR 
sa využíva stratégia, ktorá ma za úlohu nájsť MPR, ktoré maximalizujú dostupnú šírku pásma 
a minimalizujú meškanie smerom k uzlom vzdialeným 2 skoky. Pri tomto spôsobe je výpočet 
trasy robený na súbore lepších liniek, ako je to v klasickom OLSR. V rámci tejto stratégie 
treba pozmeniť Hello správy, aby podporovali výmenu QoS informácií medzi uzlami 
vzdialenými 1 skok. Každý uzol oznamuje dostupnú šírku pásma a oneskorenie paketov pre 
každý zo svojich 1 skok vzdialených uzlov. Taktiež môže voliteľne oznamovať ďalšie metriky 
QoS pomocou rozšíriteľného QoS poľa. Prijatím takýchto Hello správ s informáciami 
o metrikách QoS môžu uzly zvoliť lepšie MPR.  
V QOLSR sú TC správy podobné tým v OLSR, ale obsahujú QoS informácie pridružené 
k linkám. Dostupná šírka pásma a oneskorenie distribuovaných liniek sú uložené v správach 
TC a algoritmus pre výpočet trasy tieto informácie využíva. TC správy môžu tiež obsahovať 
prídavne QoS metriky takisto ako Hello správy. Cesty môžu byť rátané pomocou algoritmu 
podobného tomu, ktorý sa využíva v štandardnom OLSR alebo založenom na Dijkstrovom 
algoritme.  
QOLSR má niekoľko výhod. Jednou z nich je umožniť využitie viacerých metrík. Aj keď 
štandardne QOLSR počíta cesty s najkratšou, ale najširšou (najväčšia šírka pásma) linkou, 
môžu byť použité aj iné metriky na určenie cesty. Po druhé QOLSR nachádza skutočne 





MPR. Aj QOLSR má svoje nevýhody. Po prvé, neposkytuje spätnú kompatibilitu s ostatnými 
OLSR verziami. Súvisí to s modifikáciou správ, ktorým ostatné verzie nerozumejú. Po druhé, 
šírka pásma a oneskorenie, ktoré sú použité ako základné metriky sú veľmi ťažko merateľné 
pri použití IEEE 802.11 MAC vrstvy. Po tretie, QOLSR trpí z inflexibilnosti vznikajúcej pre 
povinnosť používať šírku pásma a oneskorenie ako základné metriky. Tento problém znižuje 
rozmanitosť možných ciest, ktoré môžu byť vybraté s pomocou iných metrík [18]. 
4.2 QoS pre AODV 
Hlavnou myšlienkou funkčnosti smerovania pre AODV v rámci QoS je pridanie prvkov 
smerovacím správam počas zisťovania cesty. V záujme zvládnutia rozšírenia QoS musia byť 
vykonané niektoré zmeny v smerovacích tabuľkách. 4 nové polia sú potrebné pre QoS-AODV, 
a to:   
 1. Maximálne meškanie  
   2. Minimálna dostupná šírka pásma 
 3. Zoznam zdrojov požadujúcich záruky meškania 
 4. Zoznam zdrojov požadujúcich záruky šírky pásma 
 
Keďže uzol môže byť cieľom rôznych spojení s rôznymi úrovňami QoS, aj smerovacia tabuľka 
by mala byť udržovaná na dané spojenie a nie na základe cieľa. 
Minimálna šírka pásma je pole, ktoré indikuje požadovanú veľkosť šírky pásma pre danú 
trasu. Vždy, keď uzol prijme správu typu RREQ, musí porovnať svoju dostupnú kapacitu linky 
s kapacitou šírky pásma, ktorá je požadovaná v správe RREQ. Ak požadovaná kapacita nie je 
dostupná, daný uzol, ktorý prijal správu RREQ, túto správu zahodí a ďalej sa ňou nezaoberá. 
Naopak, ak požadovaná šírka pásma je dostupná, správa RREQ je spracovávaná, až kým 
nedosiahne koncový uzol komunikácie. V tomto bode koncový uzol odpovie správou typu 
RREP, ktorá bude inicializovaná so šírkou pásma rovnou nekonečnu (veľmi vysokým číslom). 
Každý uzol preposielajúci správy RREP porovnáva pole udávajúce šírku pásma v správe RREP 
so svojou kapacitou linky a udržuje si minimálnu hodnotu šírky pásma z týchto 2 hodnôt pred 
tým, ako pošle správu RREP.  
Ak po zriadení komunikácie uzol pozdĺž cesty deteguje nemožnosť ďalšieho udržiavania 
QoS, posiela ICMP-QoS-LOST správu všetkým uzlom, ktoré by mohli byť potenciálne 
ovplyvnené QoS parametrami. Toto je dôvod prečo treba udržiavať zoznam zdrojov 
požadujúcich záruku šírky pásma alebo meškania [19]. 
4.3 QoS pre DSDV 
Požiadavky pre QoS v sieťach ad hoc, ktoré podporujú služby v reálnom čase, sú tieto: 
rezervácia pásma, QoS smerovanie, kontrola zahltenia.  
Rezervácia pásma: Ad hoc siete musia alokovať šírku pásma pri zriaďovaní komunikácie 





QoS smerovanie: Na podporu QoS pre služby v reálnom čase mobilné uzly nielenže 
potrebujú vedieť minimálne meškanie trasy k cieľu, ale tiež musia vedieť o dostupnej šírke 
pásma pozdĺž cesty. Pri zriaďovaní komunikácie šírka pásma musí byť dostupná 
a rezervovaná. Inak bude požiadavka na zriadenie komunikácie zamietnutá. Teda tradičné 
smerovacie algoritmy nie sú adekvátne. Smerovanie s podporou QoS slúži na efektívnejšie 
riadenie šírky pásma.  
Kontrola zahltenia: Aj napriek tomu, že QoS smerovanie dokáže lepšie riadiť zdroje šírky 
pásma pri zriaďovaní komunikácie, zahltenie siete v dôsledku dynamického pohybu 
a komunikácie musí byť kontrolované aplikovaním výberového zahadzovania paketov 






5 Spotreba energie  
Keďže spotreba energie počas komunikácie je veľmi dôležitá, počet vysielaní musí byť 
redukovaný na čo najnižšiu úroveň, aby sme dosiahli čo najväčšiu výdrž batérie. Toto má za 
následok vysokú potrebu protokolu, ktorý využíva energiu efektívne. Nanešťastie vývoj 
batérií nebol taký rýchly ako vývoj CPU (Central Proccessing Unit – výpočtová jednotka) 
alebo pamätí [20].  
Niekedy sa veľmi často avšak nesprávne predpokladá, že využitie šírky pásma a spotreba 
energie sú približne synonymá. Nedávno sa vyskytli štúdie, ktoré hovorili o smerovacích 
protokoloch pre siete ad hoc v závislosti od spotreby energie, resp. také, ktoré sa snažia o čo 
najnižšiu spotrebu. Návrhy týchto protokolov pre siete ad hoc vyžadujú praktické znalosti 
o spotrebe energie pre jednotlivé bezdrôtové zariadenia. Pre týchto vývojárov je veľmi 
zásadná informácia aj o tom, koľko celkovej energie sa spotrebuje pri posielaní paketov a tiež 
špecifikácie zariadení, ktoré indikujú aktuálnu spotrebu pri stavoch vysielania/prijímania.  
Je veľmi dôležité brať do úvahy nielen to, koľko energie si vyžaduje posielanie dát, ale 
tiež musíme rátať spotrebu pri prijímaní a pri zahodení paketov. Preto je dobré zvážiť, či sa 
oplatí využiť pri smerovacích protokoloch všesmerové vysielanie. Veľmi dôležitý je vzťah 
medzi prenosovou rýchlosťou a spotrebou energie. Znížením posielania dát má počet prijatí 
len limitovaný vplyv na spotrebu energie vzťahujúcej sa na jeden paket [21].  
Uzly v manet sieťach, ako aj celkovo všetky bezdrôtové uzly obsahujú okrem iného 
anténu, CPU a rádio. Tieto komponenty sú hlavnou súčasťou každého uzla, avšak sú to aj 
najväčší spotrebitelia energie v zariadení. Podľa toho, čo spôsobuje spotrebu energie v ad 
hoc sieťach, môžeme definovať stavy zariadenia: 
 
 Zariadenie vysiela – Uzol vysiela dáta na najvyššej dostupnej energetickej úrovni. 
Najväčšia časť energie sa spotrebúva v tomto stave. 
 Zariadenie prijíma – Uzol prijíma dáta, ktoré boli preň poslané. 
 Stav nečinnosti – Uzol počúva prebiehajúce prenosy v jeho okolí.  
 Zariadenie spí – Uzol vypol svoj vysielač. Žiadna alebo len minimálna energia je 
spotrebovaná v danom stave. 
 
Zmena zo stavu, keď je zariadenie vypnuté do stavu nečinnosti, resp. do stavu 
načúvania, zvyšuje spotrebu energie. Prechod do stavu, keď zariadenie vysiela, však 
spotrebu energie skoro zdvojnásobuje. Spracovanie dát spotrebúva len zanedbateľné 
množstvo energie. Takže sa budeme snažiť, aby uzol bol v stave spánku, ako najviac sa len 
dá. Pri akomkoľvek smerovacom protokole pre ad hoc siete bolo spozorované, že skoro 80 % 






5.1 Spotreba energie pre reaktívne smerovacie protokoly 
Pri týchto smerovacích protokoloch sa dané cesty vytvoria a udržujú len v prípade 
potreby. V prípade tohto smerovania počet paketov typu RREQ je rovný N-1 pričom N je 
celkový počet uzlov siete. Najpoužívanejším typom zaplavovacej techniky je slepé 
zaplavovanie. Všetky pakety, ktoré prijali paket RREQ, posielajú tento paket ďalej všetkým 
ostatným uzlom v dosahu. Takže celková spotreba energie je rovná (podľa [22]): 
 
      (   )  (     
 ( )     )  (    ), (5.1) 
 
kde h‘(i) predstavuje priemerný počet susediacich zariadení pre daný uzol v sieti. Pri 
predpoklade, že využívame IPv4 smerovanie, máme adresu veľkosti 32 bitov. Za 
predpokladu, že paket RREP musí cestovať α skokov od cieľového uzla späť k zdroju, 
spotreba energie je daná vzťahom (prebraté z [22]): 
 
        (       )    (    ).  
(5.2) 
 
V tejto rovnici môže byť α určená preskúmaním poľa, ktoré hovorí o počte skokov, ktorý 
sa nachádza v pakete RREQ a y je počet odpovedí poslaných späť k zdroju. Energia 
spotrebovaná je rovná súčtu uvedených energií, teda (podľa [22]): 
 
                 .  (5.3) 
       
5.2 Spotreba energie pre preaktívne smerovacie protokoly 
Ako už bolo spomenuté pri smerovacích protokoloch, tento typ si uchováva informácie 
o jednotlivých cestách k uzlom stále. Pri protokole OLSR sa využívajú Hello správy. OLSR 
navyše využíva techniku kontrolovaného zaplavovania pomocou MPR.  
Dajme tomu, že počet uzlov v sieti je opäť N. Ak h je rýchlosť posielania Hello správ, tak 
počet prenesených paketov bude hN. Hello paket je prijatý všetkými uzlami vzdialenými 
jeden skok, ale nie je preposielaný ďalej všetkým uzlom. Takže spotreba energie spojená 
s Hello paketmi bude rovná (prebraté z [22]): 
 
           (         
 ( )).  (5.4) 
           
Pri určovaní MPR sa využíva NP algoritmus. Každý uzol si volí svoje MPR. Akákoľvek 
zmena v MPR tabuľke sa zisťuje pomocou Hello paketov, takže tu nenastáva takmer žiadna 





všesmerového vysielania. Každá TC správa je preposielaná N-krát. Takže ak τ je rýchlosť 
aktualizácie topológie, potom celkovo sa pošle τN paketov a energia bude (prebraté z [22]): 
 
       
  (         
 ( )).  (5.5) 





6 Opis tried pre QoS a batériu pre Ns-3 
V následujúcich kapitolách sú opísané tridy použité v Ns-3 pre implementáciu QoS a pre 
spotrebu energie uzlov. Nachádzajú sa tu taktiež možnosti ako upraviť alebo prenastaviť 
niektoré parametre v záujme zlepšiť dané funkcie.  
6.1 QosWifiMacHelper a QoS v Ns-3 
Iba 3 MAC modely v Ns-3 majú spoločnú triedu Ns-3::RegularWifiMac, ktorá navyše od 
ostatných konfigurácií MAC vrstiev obsahuje QosSupported atribút, ktorý umožňuje 
konfiguráciu 802.11e/WMM na podporu kvality služieb. Tento atribút je typu boolean, čiže 
nadobúda hodnoty true alebo false. S podporou kvality služieb pri modeloch MAC možno 
spolupracovať s dátovými prenosmi, ktoré rozdeľujeme do 4 rôznych prístupových kategórií 
(ACs – Access Categories) a to: 
 
 AC_VO – pre hlasové dáta 
 AC_VI   – pre video dáta 
 AC_BE  – pre dáta s prioritou best effort 
 AC_BK  – pre dáta, ktoré sa posielajú na pozadí 
 
V záujme toho, aby vrstva MAC mohla určiť vhodnú prístupovú kategóriu pre MSDU 
(MAC service data unit), čo sú pakety, ktoré prijaté od LLC podvrstvy, resp. vrstvy na kontrolu 
logickej linky. Táto podvrstva sa nachádza vo vrchnej časti linkovej (spojovej) vrstvy v ISO OSI 
modele. Pakety smerujúce k týmto MAC vrstvám by mali byť označkované pomocou Ns-
3::QosTag, aby sa nastavila TID (ID pre typ prenosu) pre tieto pakety, inak sa budú považovať 
za pakety s prioritou best effort. 
Pomocou Ns-3::QosWifiMacHelper sme schopní nakonfigurovať inštanciu z Ns-
3::WifiMac. Trieda Ns-3::NqosWifiMacHelper, ktorú sme využívali v simuláciách bez podpory 
kvality služieb, podporuje vytvorenie Mac zariadení, ktoré nepodporovali 802.11e/WMM, 
resp. mali hodnotu atribútu QosSupported nastavenú na false. Na vytvorenie teda využijeme 
triedu Ns-3::QosWifiMacHelper. Tento objekt môžeme využiť aj v prípade nastavovania: 
 
 Agregáciu MSDU paketov pre určité ACs, aby využívali 802.11n MSDU prvok 
agregácie 
 Block ack parameter ako prah (počet paketov, pre ktoré bude block ack mechanizmus 
použitý) a taktiež inactivity timeout.  
 
Metoda block ack nastavuje hodnotu prahu pre danú ACs. Ak počet paketov v danom 
fronte dosiahne nami zvolenú hodnotu, začne pracovať block ack mechanizmus. Nastavenie 
Inactivity timeout pre danú ACs reprezentuje počet blokov v intervale 1024 µs. Keď tento 





6.2 Model spotreby energie pre Ns-3  
Spotreba energie sa považuje za kľúčovú pre bezdrôtové uzly, resp. uzly, ktoré sa 
vyskytujú aj v manet sieťach. Pre Ns-3 sa preto vyvinuli 2 časti, a to: 
 
 Energy source (zdroj energie) 
 Device energy model (model energie zariadenia) 
 
Energy source reprezentuje zdroj energie na každom uzle. Uzol môže mať jeden alebo 
viacej zdrojov energie a každý môže byť pripojený do viacerých modelov device energy. 
Pripájať zdroj energie do týchto modelov znamená, že dané zariadenie čerpá energiu z tohto 
zdroja. Základnou funkciou týchto zdrojov energie je poskytovať energiu pre zariadenia na 
danom uzle. To znamená, že uzol nie je zariadenie, ale viacero zariadení, ktoré čerpajú 
energiu a nachádzajú sa na jednom uzle. Ak je energia úplne vyčerpaná, môže dať vedieť 
danému zariadeniu na uzle a toto zariadenie je schopné na danú situáciu reagovať. Každý 
uzol je schopný pristupovať k informácii, ako je zvyšná energia alebo zlomok energie (úroveň 
batérie). Toto umožňuje implementáciu protokolov schopných reagovať na zmeny, čo sa týka 
energie, do simulátora Ns-3. 
V záujme návrhu širokej škály zdrojov energie, ako sú batérie, trieda energy source musí 
byť schopná zachytávať charakteristiky týchto zdrojov. Existujú 2 dôležité charakteristiky 
alebo efekty spojené s praktickými batériami, a to: 
 
 Efekt miery kapacity (rate capacity effect) – Znižovanie životnosti batérie, ak je 
aktuálna spotreba energie väčšia, ako je miera kapacity batérie. 
 Efekt obnovy (recovery effect) – Zvýšenie životnosti batérie, ak batéria je chvíľu 
v stave vybíjania a chvíľu v stave nečinnosti a tieto procesy sa opakujú. 
 
Aby sme mohli zhrnúť efekt miery kapacity, trieda energy source využíva aktuálnu 
spotrebu zo všetkých zariadení na tom istom uzle, aby bola schopná vyrátať spotrebu 
energie. Táto trieda sa periodicky pýta všetkých zariadení na tom istom uzle, aby mohla 
vyrátať aktuálnu spotrebu a z nej určiť spotrebu energie. Ak zariadenie zmení svoj stav, 
prislúchajúci model (trieda device energy model) oznámi triede energy source o tejto zmene 
a nová aktuálna spotreba sa musí vyrátať. 
Trieda energy source si uchováva zoznam zariadení (objekty triedy device energy model) 
využitím určitých zdrojov energie ako napájania. Ak sa energia úplne minie, trieda energy 
source oznámi tento fakt všetkým zariadeniam na spomenutom zozname. Každé zariadenie 
na uzle môže túto situáciu zvládnuť individuálne. 
Trieda device energy model je model pre spotrebu energie zariadenia na uzle. Je 
navrhnutá tak, aby bola ako model založený na stavoch, to znamená že každé zariadenie má 
niekoľko možných stavov a každý je spojený s určitou hodnotou spotreby energie. Len čo sa 





o aktuálnej spotrebe zariadenia. Trieda energy source potom vyráta aktuálnu spotrebu 
a aktualizuje hodnotu o zvyšnej energii. 
Trieda device energy model môže byť takisto využitá pre zariadenia, ktoré nemajú 
konečný počet stavov. Napríklad v elektrickom dopravnom prostriedku aktuálna spotreba 
motora závisí od rýchlosti vozidla. Keďže rýchlosť vozidla môže nadobúdať nekonečno 
možných hodnôt v určitom rozsahu, je nemožné definovať diskrétny počet stavov. 
Prepočtom rýchlosti priamo na prúd však môžeme využiť rovnakú súpravu API (aplikačné 
programové rozhranie) z device energy model [24]. 
 
 





7 Model siete 
V tejto kapitole je popísaný vytvorený model siete v simulátore Ns-3. Sú tu uvedené 
jednotlivé nastavenia uzlov, ich mobilita, aplikácie a taktiež rôzne smerovacie protokoly. Na 
konci tejto kapitoly sa nachádzajú vytvorené súbory zo simulácie, ktoré sa použijú pre 
neskoršiu analýzu.  
7.1 Úvod do programu  
Na začiatku každého programu je možné vidieť správu týkajúcu sa GNU, ktorá hovorí 
o podmienkach používania softvéru zadarmo. Na začiatku každého programu, ako to býva pri 
programoch založených na programovacom jazyku C alebo C++, je zoznam hlavičkových 
súborov, ktoré budú zahrnuté v tomto kóde, resp. ktorých funkcie a metódy sa budú 
používať. Tieto hlavičky majú koncovku .h ako header.  
Taktiež je tu zadefinované logovanie a trieda ostream, čo znamená outputstream 
wrapper, čo nám zabezpečuje triedy na vytváranie súborov, do ktorých budeme zapisovať 
neskôr. Má trošku inú syntax, ako je to pri hlavičkových súboroch.  
7.2 Funkcia main  
Funkcia main je hlavnou časťou programu. Na začiatku sa môžu vytvoriť premenné, 
ktoré budeme používať v našom programe, ako je počet uzlov, dĺžka simulácie a podobne, 
záleží to od situácie. Zadeklarovala sa premenná verbose typu boolean, ktorá môže 
nadobúdať len hodnoty pravda/nepravda (true/false), pomocou ktorej si zapneme úroveň 
logovania správ. Hodnoty týchto premenných je možné použitím príkazu CommandLine cmd 
meniť pomocou príkazového riadku bez ďalších úprav v zdrojovom kóde. Premenné, ktoré sa 
dajú meniť pomocou príkazoveho riadku, určíme pomocou metódy Add s opisom hodnoty. 
Ďalej pomocou kontajnera uzlov sa vytvorí premenná s uzlami. Potom sa zavolá metóda 
create, aby vytvorila dané uzly. Počet týchto uzlov je možné nastaviť priamo pri metode 




wifiSTAnodes.Create (číslo/názov premennej); 
 
Ďalej sa zadeklaruje pomocník na aplikovanie daného smerovacieho protokolu na 
jednotlivé zariadenia. V tejto simulácií sa využíva vždy len jeden smerovací protocol, ktorý sa 
volá prostredníctvom pomocníkov, ktorý sa zatiaľ len zadeklarovali, používať sa budú neskôr. 
Keďže zariadenia sú bezdrôtové uzly, treba im vytvoriť kanál, pomocou ktorého budú 
komunikovať. Taktiež sa zadeklarujú využitím pomocníkov. Tak ako pri wi-fi kanáli, ako aj pri 






YansWifiChannelHelper channel = YansWifiChannelHelper::Default (); 
YansWifiPhyHelper phy = YansWifiPhyHelper::Default (); 
Phy.SetChannel (channel.Create ()); 
 
Po vytvorení kanálov a fyzických vrstiev je potreba nastaviť MAC vrstvu. Metódou 
SetRemoteStationManager sa určí pre vytvoreného pomocníka algoritmus kontroly rýchlosti. 
Nastavila sa hodnota 2 Mbps s technikou DSSS. V záujme, ktorý typ sa bude používať či bez 
podpory kvality služieb alebo s podporou sa nastaví mac vrstva. Následne sa volí typ MAC 
vrstvy, s ktorou sa bude pracovať, čiže ad hoc (táto vrstva podporuje atríbut QosSupported): 
 
NqosWifiMacHelper mac = NqosWifiMacHelper::Default (); 
mac.SetType(„Ns-3::AdhocWifiMac“); 
 
Keďže sú vytvorené uzly a kanály v sieti, treba týmto uzlom pridať sieťové zariadenia, 
resp. sieťové karty. Podobne ako pri vytváraní uzlov sa vytvorí kontajner pre sieťové 
zariadenia. Tieto zariadenia sa potom pomocou metódy install nainštalujú na jednotlivé uzly, 
MAC a fyzickú vrstvu. 
 
NetDeviceContainer STAdevices; 
STAdevices = wifi.Install (phy,mac,wifiSTAnodes); 
 
Keďže sa pracuje v sieti typu ad hoc, pre ktorú je typický pohyb uzlov neobmedzený, 
treba nastaviť aj pre tieto uzly pohyblivosť. Pomocou objektu MobilityHelper sa určí zopár 
atribútov kontrolujúcich pohyb uzlov. V tejto simulacií je využitá trieda GridPositionAllocator. 
Jednotlivé parametre nastavujú polohy uzlov a vzdialenostné rozdiely medzi jednotlivými 
uzlami. Ďalej sa vyžaduje, aby sa uzly pohybovali náhodne, tak ako je to aj v reálnom svete 
pre siete tohto typu. Pre objekt vyššie sa použije model RandomWalk2dMobilityModel, 
ktorým sa určí, aby sa uzly pohybovali náhodnými smermi a ľubovoľnými rýchlosťami. Ako 
posledná vec sa nastavujú hranice priestoru.  
Ďalšia činnosť spočíva v nastavení tzv. zásobníku protokolov, ktorý sa aplikuje na 




Potom sa zvolí, ktorý smerovací protocol sa bude používať. Smerovací protokol je už 
zadeklarovaní vyššie. Pomocou metódy SetRoutingHelper sa pridá do tohto zásobníka 
smerovací protokol, ktorý sa bude použivať. Posledným krokom je inštalácia týchto 
protokolov na jednotlivé uzly opäť pomocou metódy install. 
Následne treba nastaviť pre dané rozhrania zariadení IP adresy. Vytvorí sa daný objekt, 
pre ktorý sa zvolí rozsah adries, z ktorých sa bude čerpať. Následne sa tento rozsah pridelí 








V tejto kapitole sú popísané využité aplikácie v simulácií v prostredí Ns-3. Je tu uvedená 
ich implementácia a nastavenie parametrov ako rýchlosť, velkosť paketov a taktiež uzly 
odkiaľ kam sa data posielajú. 
7.3.1 VoIP 
V tejto simulácií sú zadefinované dva typy aplikácií. Pomocou triedy OnOffApplication sa  
zadefinuje aplikácia typu voIP. Zvolil sa port s číslom 5060, ktorý sa používa pri protokole SIP. 
Zadefinoval sa taktiež aj zdrojový a koncový uzol pomocou ukazovateľa s indexom na skoršie 
vytvorený kontajner s uzlami. Pri tejto aplikácii sa použil protokol typu UDP, keďže je to voIP, 
ktoré normálne na tomto protokole beží. Ďalej sa pri tejto aplikácii nastavili jednotlivé 
atribúty. Aplikácia je vždy zapnutá na 1 sekundu a vypnutá na 1 sekúndu. Ďalej sa dajú 
nastaviť hodnoty, ako je veľkosť posielaných paketov a rýchlosť prenosu dát. Nižšie je 
uvedený príklad ako sa týmto aplikáciam nastavujú hodnoty. 
 
voIP.SetAttribute („OnTime“, RandomVariableValue (ConstantVariable 
(1))); 
voIP.SetAttribute („OffTime“, RandomVariableValue (ConstantVariable 
(1))); 
 
Posledným krokom je nainštalovanie tejto aplikácie jednému z uzlov. Pomocou metód 
start a stop sa nastaví, kedy sa daná aplikácia spustí a kedy sa ukončí. Ešte treba vytvoriť 
packetsink, aby sa dali tieto pakety prijať. Tento packetsink sa nainštaluje na cieľový uzol. 
Takisto ako pri zdrojovom uzle tejto komunikácie aj pri cieľovom uzle treba nastaviť čas 
spustenia a ukončenia tohto packetsinku. Väčšinou sa tieto hodnoty volia rovnaké alebo sa 
čas spustenia aplikácie pri zdroji nastaví o pár sekúnd neskôr, ako je to pri cieli. 
 
7.3.2 Ftp 
Aplikácia ftp sa takisto vytvorila pomocou on-off aplikácie. Použil sa port s číslom 20, 
ktorý slúži na posielanie ftp dát. Využíva sa protokol TCP, ktorý sa pri ftp zvyčajne používa.  
V tomto prípade sa hodnota MaxBytes pre ftp nenastavovala a preto sa berie ako rovná 
0, čo znamená nekonečný počet bytov. Aplikácia je teda ohraničená len časovo. Takisto treba 
nainštalovať túto aplikáciu na nejaký nami zvolený uzol. Je potreba vytvoriť packetsink pre 
túto aplikáciu, aby sme boli schopní prijímať dáta.  
7.4 Implementácia QoS 
Pre jednotlivé smerovacie protokoly sa v Ns-3 používa zavedenie kvality služieb (QoS) 
pomocou triedy QosWifiMacHelper. Vytvorila sa trieda s názvom mac, ktorej sa priradil typ 






QosWifiMacHelper mac = QosWifiMacHelper::Default(); 
mac.SetType(„Ns-3::AdhocWifiMac“); 
 
 Pre jednotlivé dátové prenosy sa nastavilo tagovanie. Pre VoIP to je hodnota 6 a pre 
ftp je táto hodnota 0. Vo výpise v programe Wireshark je možné overiť priradenie políčka pri 
IEEE 802.11 (obr. 7.1 a obr. 7.2). Je tu opis QoS Data, kde dole je uvedené pole QoS Control 
a následne pole priority.  
 
voIP.SetAttribute(„AccessClass“, UintegerValue (UintegerValue (6))); 
ftp.SetAttribute(„AccessClass“, UintegerValue (UintegerValue (0))); 
 
 
Obr. 7.1: Tagovanie prenosu pre ftp. 
 
 





7.5 Implementácia triedy energy model 
V rámci implementácie zdroja energie do jednotlivých uzlov je potreba najskôr zahrnúť 






Ďalej sa ešte pred hlavnou funkciou main zadefinuje nova funkcia, ktorá nám bude do 
konzoly vypisovať hodnoty zostávajúcej energie. Pri tejto funkcií sa určí v akom časovom 
interval budeme hodnoty požadovať. Nastavená je hodnota medzi 26-27  sekundou, čo je čas 
po ukončení aplikácie. Táto hodnota sa vyjadruje v jednotkách joule (J). Keďže, ako bolo 
uvedené vyššie (kap. 6), hodnota zostávajúcej energie sa vždy vypočítava len v prípade 
zmeny stavu. Preto ani tieto logy nie sú v pravidelnom intervale. Napríklad pri prenose sa 
hodnota zostávajúcej energie batérie mení veľmi často, rádovo v desiatkach milisekúnd, ale 
zase po prenose sa táto hodnota vypisuje niekoľkokrát v rámci jednej sekundy alebo niekedy 
dokonca len raz za sekundu.  
Opäť pomocou helperov sa zadefinuje batéria v uzloch. Je tu možnosť si nastaviť 
počiatočnú hodnotu batérie, ktorá je typu double. Nastavila sa hodnota 1 J, pretože pri nižšej 
počiatočnej hodnote uzly dosahovali záporné hodnoty, s ktorými by sa nám dobre 
nepracovalo a ani teoreticky to nie je možné. Následne sa nainštaluje zdroj pre množinu 
všetkých uzlov, čo je v tomto prípade wifinodes.  
Ďalej je treba použiť správny model z triedy DevieEnergyModel. Pre ad hoc sieť je 
najlepší model s názvom WifiRadioEnergyModel a zaimplementuje sa tiež pomocou helpera. 
Ďalej sa nakonfiguruje tento model. Môže sa tu nastaviť viacero hodnôt, ako sú hodnoty 
spotrebovanej energie pre rôzne stavy. Spotreba energie sa udáva v ampéroch. V tejto 
simulácií sa nastavila hodnota spotreby pre vysielanie, a to na hodnotu 0,0174 A. Posledným 
krokom je inštalácia tohto modelu na zariadenia v uzloch. Pomocou následujúceho príkazu 
sa určí uzol, ktorého sa bude hodnota zvyšnej energie sledovať. 
 
Ptr<BasicEnergySource> basicSourcePtr = 




7.6 Vytvorenie grafov pomocou gnuplotu 
Pomocou Ns-3 sa dá vytvoriť súbor typu plt, ktorý sa využíva na vykresľovanie grafov. 
Keďže v tejto práci sa pracuje s viacerými zdrojovými kódmi (pre každý smerovací protokol 
jeden) využíva sa upravený plt súbor, ktorý čerpá dáta z jednotlivých súborov. Tieto súbory 





typu dat. Pre ftp, voIP a pre hodnotu batérie je vždy jeden riadok. Tieto súbory majú 
nasledovný formát (pre smerovací protokol OLSR pre QoS): 
 
0. OLSR 476,353 
1. OLSR 291,202 
2. OLSR 52,96 
 
Prvý riadok je pre ftp, druhý je pre voIP a tretí reprezentuje hodnotu zvyšnej batérie 
udávanú v percentách. Každý smerovací protokol má jeden tento súbor a to isté platí aj pre 
podporu QoS a bez QoS. Pomocou upraveného plt súboru sa určí nastavenie grafov. Určí sa 
názov výstupného súboru aj typ tohto súboru. Nastavia sa tiež jednotlivé popisy, ako popisy 
grafu a jednotlivých osí. Pri týchto grafoch je popísaná len os y, ktorá udáva hodnotu 
meškania paketov v ms, resp. hodnotu zvyšnej batérie v percentách. Je tu aj možnosť si 
nastaviť rozsah jednotlivých osí. Pri položke auto, sa rozsah osi nastaví podľa hodnôt v grafe. 
Pre prehladnosť grafov sa nastavovali osi y v niektorých prípadoch. Pre os x sa nenastavoval 
žiaden popis, pretože tu budú popisy určené z dat súborov. Vo východiskovom nastavení sa 
graf zobrazuje ako prázdny stĺpec ohraničený farebnou čiarou. Preto sa nastaví štýl grafu 
pomocou príkazu: „set style fill solid“, tým sa zabezpečí, že tieto stĺpce v grafe budú 
vyplnené danou farbou.  
V poslednom kroku sa určí zdrojový súbor resp. súbory, z ktorých sa bude čerpať. Musí 
sa  brať do úvahy, že tieto súbory musia byť v rovnakom adresári ako daný plt súbor.  
 
plot „AODVnQoS.dat“ every::0::0 using 1:3:xtic(2) with boxes ls 1 title '', \ 
       „OLSRnQoS.dat“ every::0::0 using 1:3:xtic(2) with boxes ls 2 title '', \ 
       „DSDVnQoS.dat“ every::0::0 using 1:3:xtic(2) with boxes ls 3 title '' 
 
Pomocou možnosti every sa môže určiť veľmi veľa vecí. Táto možnosť má až 6 rôznych 
parametrov, ktoré sú oddelené dvojbodkami. Pre tento prípad stačí 4 a posledný parameter, 
ktorý  označuje začiatok bloku dát a koniec bloku dát. Tieto parametre sú nasledujúce: 
 
every I:J:K:L:M:N 
I – Inkrementácia po riadkoch 
J – Inkrementácia po dátových blokoch 
K – Označuje prvý riadok 
L – Označuje prvý dátový blok 
M – Označuje posledný riadok 
N – Označuje posledný dátový blok 
 
Pomocou spomínaného every si teda určíme, z ktorého riadka z daného dátového 
súboru sa budú čerpať dáta. Nasleduje prepínač using. Tento prepínač slúži na určenie osi x, 
y, z. Dáta v gnuplote sa berú tak, že každé voľné miesto alebo medzera je brané ako 





ovú os. Os y je určená 3. stĺpcom, teda stĺpcom s danou hodnotou. Položka xtic označuje na 
osi x pre dané dáta popis. S parametrom v zátvorke, ktorý taktiež určuje číslo stĺpca, 
z ktorého má čerpať. Teda xtic(2) berie hodnotu v druhom stĺpci a priraďuje ju v grafe danej 
hodnote. Príkaz with boxes určuje, že graf bude typu histogramu. A posledná časť je prázdny 
popis, ktorý slúži podobne ako legenda v grafe.  
Posledným krokom je vytvorenie daného grafu ako obrázok typu png. To sa spraví cez 
terminál príkazom gnuplot a daného plt súboru. Treba nainštalovať niektoré funkcie na 
podporu, ale pri OS Ubuntu tieto súbory samo vyhľadá a nainštaluje všetko, čo je potrebné. 
Výsledný graf ako obrázok je v tom istom adresári ako príslušný plt súbor. 
7.7 Vytvorenie súborov na analýzu 
V Ns-3 možno sledovať prevádzku, resp. pakety, ktoré sa posielajú touto sieťou. 
Odchytávanie sa dá nastaviť na ktoromkoľvek uzle a vytvoria sa súbory typu pcap. Tieto 
súbory sa neskôr môžu analyzovať pomocou programu Wireshark. V ďalšom kroku sa 
vytvoríme súbor typu xml. Tento súbor sa dá neskôr analyzovať pomocou programu 




AnimationInterface anim („Animace.xml“); 
 
Ako ďalší krok sa využije flowmonitor, ktory sleduje parametre jednotlivých komunikácií. 
Nainštaluje sa na všetky uzly pomocou metódy InstallAll. Hodnoty týchto parametrov sa 
uložia v súbore, pomocou funkcie SerializeToXmlFile, kde sa dá nastaviť názov súboru, do 
ktorého sa údaje uložia, a taktiež 2 hodnoty typu boolean, čiže pravda alebo nepravda. Prvá 
sa týka vytvorenia jednotlivých histogramov, druhá má na starosti zapnutie tzv. sond.  
Jednotlivé údaje z tohto flowmonitoru sa tiež vypisujú do konzoly pomocou funkcie for, 
kde sa pre každý tok (flow) zobrazia jednotlivé parametre typu oneskorenie, jitter, Rxpakety, 
Txpakety a iné. Txpakety sú tie, ktoré sa poslali a Rxpakety sú tie, ktoré sa prijali. Každý flow 
je definovaný ako komunikácia medzi zdrojovým a koncovým uzlom. Taktiež je možnosť 
zaznamenať smerovaciu tabuľku daného smerovacieho protokolu, ktorý  sa práve používa. 
Určuje sa pri ňom interval, ako často sa daná tabuľka zaznamená. Daný súbor sa otvorí 
pomocou textového editora, kde je možné vidieť pre jednotlivé uzly ich smerovacie tabuľky 





8 Dosiahnuté výsledky 
Pomocou vytvoreného modelu, ktorý je popísaný vyššie, sa nasimulovalo 6 rôznych sietí 
s 3 rôznymi smerovacími protokolmi. V každej sieti sa nachádza 9 uzlov. V rámci komunikácie 
sa vytvorili 2 aplikácie a to voIP a  ftp. Služba voIP sa uskutočňuje medzi uzlami s ip adresou 
10.1.1.3 a uzlom s adresou 10.1.1.8. Služba ftp prebieha na uzloch s tými istými adresami, 
čiže 10.1.1.3 a 10.1.1.8. Simulácia trvá 60 sekúnd, dostupná prenosová rýchlosť kanála je 
zvolená na 2 Mbps. Je nastavená aj mobilita, takže uzly sa pohybujú časom. Na obr. 8.1 je 
možné vidieť rozloženie uzlov a komunikáciu. Obrázok je spravený ako printscreen z 
prostredia programu Netanim. 
 
 
Obr. 8.1: Animácia v programe NetAnim. 
 
Veľkosť zasielaných paketov pri voIP je nastavená na hodnotu 218 bytov. Doba, počas 





na 1 sekundu. Aplikácia sa spustí v čase 15 sekúnd. Tým sa zaručilo aby sieť skonvergovala. 
Aplikácia sa ukončí v 25. sekunde simulácie. Aplikácia ftp je spustená v 15. sekunde a vypína 
sa v 25. sekunde. Na obr. 8.2 je zachytené posielanie paketov RREQ, resp. zisťovanie trasy 
k cieľu.  
 
 
Obr. 8.2: Ukážka prenosu dát v programe Wireshark. 
 
Pri jednotlivých smerovacích protokoloch je možné vidieť aj správy, ktoré si medzi sebou 
posielajú uzly. Pri OLSR sú to správy hello, ktoré sa posielajú každé 2 sekundy. Pomocou nich 
si vytvorí OLSR pre každý uzol smerovaciu tabuľku, kde je označená cieľová adresa, koľko 
skokov k nej a kam sa má paket ďalej poslať. Príklad takejto tabuľky je vidieť na obr. 8.3. Ako 
je na obrázku vidno, nie hneď sú všetky cieľové adresy uložené v smerovacej tabuľke. 
Vidíme, že uzol 8 má v čase 4 sekúnd len 3 záznamy vo svojej smerovacej tabuľke. V čase 8 
sekúnd má tento uzol vo svojej smerovacej tabuľke už všetky záznamy o daných uzloch 
v sieťach. Sieť s 9 uzlami skonvergovala relatívne rýchlo.  
Protokole DSDV tiež funguje na princípe smerovacej tabuľky. Taktiež v pcap súboroch sa 
dá vidieť správy typu packetbb. Pomocou nich si uzly vytvoria svoju smerovaciu tabuľku, aby 
mohli spolu komunikovať.  
Protokol AODV, ako bolo spomenuté vyššie, pracuje na inom princípe. Je to reaktívny 
protokol, čiže si vytvorí cestu k cieľu, až keď to potrebuje. Posiela všesmerovo RREQ pakety, 
ktorými žiada o vytvorenie cesty. Odpoveď na túto správu je RREP, v ktorej je uvedená cesta 
k cieľu. Tieto správy môžeme tiež vidieť v pcap súboroch jednotlivých uzlov (viz obr. 8.2). 
Pomocou flowmonitoru, ktorý je nainštalovaný na všetkých uzloch, sa zachytávajú  dôležité 
dáta. Hodnoty Rxpaketov, Txpaketov, meškanie paketov, jitter, Rxbyty, Txbyty. Pomocou 
týchto hodnôt sa zistila priemerná hodnota meškania paketov pre jednotlivé prenosy. Keďže 
flowmonitor zisťuje len hodnotu delaysum, čo je súčet meškania všetkých prijatých paketov, 
teda Rxpaketov, je potreba vyrátať primernú hodnotu. Táto hodnota je rátaná 







Obr. 8.3: Ukážka smerovacej tabuľky pre smerovací protokol OLSR. 
 
Pre voIP a ftp sú grafy vytvorené pomocou gnuplotu na zobrazené nižšie. Pri simuláciach 
bez podpory QoS boli hodnoty meškania paketov pre AODV vyššie v dôsledku vytvorenia 
cesty. Grafy s hodnotami meškania paketov pre protokoly bez podpory QoS je možné vidieť 
na obr. 8.4 resp. obr. 8.5. 
Po zavedení podpory kvality služieb sa zistilo zlepšenie prenosových vlastností. Pre voIP 
sa znížila hodnota meškania dosť výrazne. Prenos hlasu bol uprednostnený pred ftp. 
Hodnoty meškania pre ftp sa zhoršili rôzne v závislosti na použitom smerovacom protokole. 
Bolo to v rozmedzí 7-19%. Pre voIP bolo taktiež zlepšienie okolo 30%. Grafy s meškaniami 
paketov pre jednotlivé smerovacie protokoly s podporou QoS sú na obr. 8.6 a obr. 8.7. 
Hodnota meškania paketov pre aplikácie závisi na veľa činiteloch ako sú vzdialenosti 
medzi jednotlivými uzlami, rýchlosť pohybu uzlov, nastavenie aplikácií, počet uzlov, počet 
zdrojov vysielania dát a iné. Táto hodnota sa môže pohybovať od jednotkách milisekúnd až 
po jednotky sekúnd. Nastavená hodnota vzdialenosti jednotlivých uzlov v tejto simulácií je 
55. Rýchlosť jednotlivých aplikácií je nastavená na 1 048 576 a velkosť paketov ako je 
uvedené vyššie je 218 a 1500 bytov. Počet zdrojov taktiež súvisi na hodnotu meškania 
paketov. Pri tomto prípade je jeden zdroj a jeden príjemca.  
Hodnoty meškanie paketov pre použité smerovacie protokoly sú uvedené v tab. 8.1, tab. 
8.2 a tab. 8.3. V poslednom stĺpci je uvedený rozdiel, udávajúci pomer zlepšenia resp. 
zhoršenia vlastností prenosu. Pre ftp to bolo zhoršenie uvádzané v % a pre voIP to bolo zase 








Obr. 8.4: Hodnoty meškania paketov pre voIP bez podpory QoS. 
 
 





   
Obr. 8.6: Hodnoty meškania paketov pre ftp s podporou QoS. 
 
 





Pre batérie sa vyhodnotili priemerné hodnoty batérií v časovom rozmedzí. Konkrétne sa 
zisťovali zmeny aktuálnej hodnoty batérie v čase medzi 26-27 sekundou. Tie sa ukladali do 
premennej s názvom remains. Následne sa spravil aritmetický priemer. Pre všetky 3 
smerovacie protokoly vyšlo, že spotreba batérie pri podpore QoS je o niečo väčšia ako je to 
pri situácii bez podpory QoS. Tieto hodnoty sú zobrazené v grafoch (obr. 8.8 a obr. 8.9). 
Hodnoty sa líšili v rozmedzí 0,89-1,53% (viz tab. 8.1, tab. 8.2, tab. 8.3). 
 
Tab. 8.1: Tabulka s výsledkami pre OLSR. 
OLSR Bez QoS  S podporou QoS  Rozdiel [%] 
FTP [ms] 418,749 476,353 13,76 
voIP [ms] 416,706 291,202 30,12 
Batéria [%] 53,94 52,96 0,98 
     
Tab. 8.2: Tabulka s výsledkami pre AODV. 
AODV Bez QoS  S podporou QoS  Rozdiel [%] 
FTP [ms] 447,911 479,668 7,09 
voIP [ms] 448,442 305,888 31,79 
Batéria [%] 52,32 51,43 0,89 
 
Tab. 8.3: Tabulka s výsledkami pre DSDV. 
DSDV Bez QoS  S podporou QoS  Rozdiel [%] 
FTP [ms] 421,763 505,059 19,75 
voIP [ms] 421,136 289,506 31,26 
Batéria [%] 53,45 51,92 1,53 
 
Pre AODV je spotreba energie podla tejto simulácie najväčšia. Je to v dôsledku 
vytvorenia trasy pri každom prenose. Táto hodnota avšak nie je až tak rozdielna. Najväčší 
rozdiel v dôsledku zavedenia QoS nastáva pri protokole DSDV. Táto hodnota je rovná 1,53 % 






Obr. 8.8: Hodnota priemernej hodnoty batérie bez podpory QoS. 
 






Podľa dosiahnutých výsledkov je možné povedať, že pre sieť s malým počtom uzlov sú 
lepšie preaktívne protokoly typu OLSR alebo DSDV ako reaktívne typu AODV. Na meškaní 
paketov môžeme vidieť, že najväčšie sú pri AODV v dôsledku vytvorenia cesty. 
Ako bolo vyššie spomínané pre triedu Qoswifimachelper v Ns-3 je možné pomocou 
parametrov blockack a inactivity timeout viac zvýhodniť danú triedu prenosu.  
Pre spotrebu energie pri rôznych smerovacích protokoloch je z výsledných grafov 
patrné, že zavedením QoS sa spoteba energia zvýši.  
Jedním zo spôsobov zlepšenia resp. predĺženia životnosti batérie je podľa [22] príklad s 
použitím NAV vektorov. Ako som spomínal v kap. 5 takmer 80 % spotreby energie nastáva v 
dôsledku prepočutia resp. naslúchania komunikácií v okolí, ktorá sa netýka daného uzlu. 
Počas tohto prebiehajúceho prenosu medzi 2 inými uzlami môže daný uzol prejsť do stavu 
spánku a tým ušetrí energiu. Táto dlžka spánku by bola určená pomocou vektora NAV 
(network allocation vector), ktorý sa nachádza v paketoch. Alebo ďalším spôsobom taktiež  
podľa [22] je prebudenie uzlov, ktoré majú komunikovať. Pri tomto je potreba každému uzlu 
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Zoznam použitých skratiek 
 AODV  Ad-hoc on demand distance vector 
 CTS   Clear-to-send  
 DSDV  Destination-sequenced distance vector 
 FAQ  Frequently asked questions 
 Ftp  File transfer protocol 
 LTE  Long term evolution 
 Manet  Mobile ad-hoc  network 
 MPR  Multipoint relays 
 OLSR  Optimized link-state routing 
 QoS  Quality of Service 
 RERR  Route error 
 RREP  Route reply 
 RREQ  Route request 
 RTS  Request-to-send 
 SIP  Session initiation protocol 
 TCP  Transimission control protocol 
 UDP  User datagram protocol 
 voIP  Voice over IP 
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