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Este proyecto trata sobre la automati-
zacio´n y extensio´n del Test Template Frame-
work (TTF). El TTF es un me´todo de testing
basado en modelos (MBT) especialmente ori-
entado a testing de unidad a partir de especi-
ficaciones Z. Aunque el TTF es un me´todo
so´lido y fue ampliamente estudiado desde su
primera publicacio´n, la comunidad de MBT
fue perdiendo intere´s en e´l. Nosotros creemos
que esto se debio´, al menos en parte, a la falta
o dificultad aparente en dotarlo de un apoyo
herramental. De hecho, algunos han sugeri-
do que la generacio´n de casos de prueba ab-
stractos siguiendo el TTF es una actividad
manual que requiere que los usuarios manip-
ulen predicados complejos. La intencio´n de
este proyecto es mostrar que estas conclu-
siones son al menos dudosas, implementando
una herramienta, llamada Fastest. Fastest no
solo es capaz de producir automa´ticamente
casos de prueba abstractos sino que adema´s
podr´ıa cubrir las necesidades de la comunidad
Z en relacio´n a herramientas de MBT.
Palabras clave: testing basado en mod-
elos, test template framework, notacio´n Z,
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Contexto
El proyecto se desarrolla en el Centro In-
ternacional Franco-Argentino de Ciencias de
la Informacio´n y de Sistemas (CIFASIS) y
en la empresa Flowgate Consulting. Hasta el
momento el financiamiento ha provenido en
su mayor´ıa de Flowgate Consulting. Flowgate
obtuvo parte del dinero para este proyecto a
trave´s de un ANR otorgado por FONTAR.
Por otro lado, durante los cuatro an˜os que
llevamos en este proyecto hemos interactuado
con investigadores y profesionales de INVAP
(Argentina), The Open University (Gran Bre-
tan˜a), Instituto Nacional de Pesquisas Espa-
ciais (INPE, Brasil), Instituto de Aerona´utica
y Espac¸o (IAE, Brasil) y Altran Praxis (Gran
Bretan˜a), con alguno de los cuales hemos re-
alizado publicaciones conjuntas.
Introduccio´n
El testing basado en modelos (MBT) es
una te´cnica ma´s o menos madura orientada
a generar casos de prueba de un programa
analizando su especificacio´n formal [12, 9], co-
mo se muestra en la Figura 1. Estas te´cnicas
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han sido desarrolladas y aplicadas a especifi-
caciones escritas en diferentes notaciones for-
males como Z [11], ma´quinas de estados fini-
tos y sus extensiones [8], B [10], especifica-
ciones algebraicas [1], etc. La hipo´tesis fun-
damental detra´s del MBT es que dado que
un programa es correcto si verifica su especi-
ficacio´n, entonces esta es una fuente excelente
















Figura 1: A general description of the MBT
process.
Stocks y Carrington introdujeron un
me´todo de MBT basado en especificaciones
Z llamado Test Template Framework (TTF)
[11] que da una sema´ntica particular al pa-
so “Generacio´n” de la Figura 1. El TTF
apunta principalmente al testing de unidad.
Nuestro grupo fue el primero en desarrollar
una herramienta, llamada Fastest, que au-
tomatiza casi por completo el TTF [5, 3, 2].
Adema´s podemos asegurar que es la primera
implementacio´n abiertamente disponible de
un me´todo de MBT para la comunidad Z.
Una de las ventajas importantes del TTF
para los usuarios de Z es que todos los con-
ceptos importantes (clases de prueba, casos
de prueba abstractos, etc.) se expresan en Z.
Segu´n el TTF: (i) las especificaciones de
tests se estructuran en a´rboles de testing, los
cuales se generan aplicando ta´cticas de test-
ing; (ii) los a´rboles de prueba deben ser po-
dados para evitar especificaciones de tests in-
satisfacibles; y (iii) se deben derivar casos de
prueba abstractos solo de las hojas de los
a´rboles una vez podados. Todas estas activi-
dades requieren complejas manipulaciones de
predicados y esquemas Z que Fastest autom-
atiza casi por completo.
Como parte de nuestro trabajo de in-
vestigacio´n hemos aplicado Fastest a varios
casos de estudio en colaboracio´n con insti-
tutos de investigacio´n o empresas. En par-
ticular trabajamos con investigadores del
INPE en la aplicacio´n de Fastest a prob-
lemas del a´rea aeroespacial [6]. Tambie´n
hemos hecho lo propio con con el a´rea de
sistemas de INVAP e investigadores de IAE
pero sin generar una publicacio´n cient´ıfica
espec´ıfica (se pueden ver los resultados en
http://www.flowgate.net/pdf/reports
.tar.gz). Estos resultados incluyen la for-
malizacio´n en Z de una porcio´n no trivial del
esta´ndar aeroespacial ECSS-E-70-41A [7] a
la cual se le aplico´ Fastest lo que nos per-
mitio´ descubrir limitaciones y fijar nuevos
desaf´ıos.
L´ıneas de Investigacio´n y
Desarrollo
Actualmente estamos trabajando en los
siguientes sub-proyectos.
Traduccio´n de casos de prueba a
lenguaje natural
Los casos de prueba abstractos generados
por Fastest son pa´rrafos de texto Z, es de-
cir texto formal. Si bien esta descripcio´n de
un caso de prueba es u´til para automatizar el
testing, requiere que los ingenieros involucra-
dos en el proyecto sepan leer Z. En proyec-
tos donde se requiere verificacio´n independi-
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ente esto puede ser un problema dado que
los expertos externos pueden no saber Z. Al
detectar este problema hemos comenzado a
trabajar en un me´todo semi-automa´tico de
traduccio´n de los casos de prueba abstrac-
tos generados por Fastest a lenguaje natu-
ral [4]. Este sub-proyecto lo llevamos a cabo
interactuando con investigadores del a´rea de
lingu¨´ıstica computacional de The Open Uni-
versity. El me´todo propuesto entra dentro de
la categor´ıa de generacio´n de lenguaje natural
basada en plantillas.
Refinamiento de casos de prueba
Como dijimos ma´s arriba, el TTF trata es-
encialmente sobre el paso “Generacio´n” de la
Figura 1; los autores originales no incluyeron
en su trabajo el resto de los pasos del proceso
de MBT. Nosotros hemos extendido el TTF
completando el proceso de MBT. En particu-
lar hemos trabajado en la automatizacio´n del
paso “Refinamiento” graficado en la Figura
1. En efecto, los casos de prueba generados
por Fastest son abstractos en el sentido de
que esta´n escritos en lenguaje Z. En u´ltima
instancia el propo´sito del MBT es testear un
programa, por lo que los casos escritos en Z
no son completamente u´tiles. Por esta razo´n
es necesario refinarlos al nivel del programa.
Esto significa traducirlos de Z al lenguaje de
programacio´n en el cual este´ escrito el progra-
ma. Para tal fin hemos definido un lenguaje
de refinamiento de casos de prueba (TCRL)
mediante el cual se pueden escribir reglas de
refinamiento independientes del lenguaje de
programacio´n. Adema´s, implementamos un
inte´rprete de ese lenguaje con una arquitec-
tura tal que permite de manera sencilla refi-
nar los casos a diferentes lenguajes de progra-
macio´n.
Aplicacio´n y transferencia tec-
nolo´gica
Nuestro objetivo de ma´xima es crear una
tecnolog´ıa que sea u´til en la industria. Hasta
el momento el testing funcional es una tarea
pra´cticamente manual siendo automa´ticas so-
lo sus etapas ma´s sencillas (ba´sicamente la
ejecucio´n de casos de prueba). En consecuen-
cia gran parte de nuestro trabajo consiste en
validar continuamente nuestros avances me-
diante la aplicacio´n de Fastest a casos reales
tomados de la industria.
En estos momentos estamos trabajando
con la empresa Nemo Group (Argentina)
para testear sus principales aplicaciones Ja-
va. Adema´s, trabajamos en conjunto con in-
genieros de Altran Praxis (Gran Bretan˜a)
en la definicio´n de nuevas funcionalidades
de Fastest de manera tal de adecuar la her-
ramienta a sus necesidades.
Formacio´n de Recursos Hu-
manos
Algunos de los miembros del equipo son
docentes del Departamento de Ciencias de
la Computacio´n (DCC) de la Facultad de
Ciencias Exactas, Ingenier´ıa y Agrimensu-
ra (FCEIA) de la Universidad Nacional de
Rosario (UNR); el resto son estudiantes o
graduados de la Licenciatura en Ciencias de
la Computacio´n (LCC) del DCC.
Hasta el momento cuatro tesinas de gra-
do se han desarrollado dentro del marco del
proyecto. Cabe aclarar que estos estudiantes
fueron becados por el grupo por lo que en al-
gunos casos se les exigio´ un trabajo que nor-
malmente excede la complejidad y longitud
de una tesina de grado.
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