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1 Introducción
1.1 Descripción del proyecto
Desde la implantación de ActionScript en la tecnología Flash en el año 2000, esta se ha 
utilizado cada vez  más para  crear  juegos  de forma sencilla  pudiendo  jugarlos  desde 
cualquier ordenador a través de la web.
En  todos  estos  años,  Flash  y  ActionScript  han  ido  evolucionando  a  la  vez  que  la 
complejidad de los juegos creados con este. La posibilidad de utilizar el paradigma de la 
orientación a objetos y la creación de archivos de código ActionScript externos fue clave 
para poder avanzar en la creación de juegos realmente elaborados.
A día de hoy Flash ha servido para dar vida a infinidad de juegos, desde los más sencillos 
hasta los más complejos, pudiendo compartirlos inmediatamente a través de la World 
Wide Web.
Muchos son los videojuegos y compañías que han surgido y se han hecho un hueco en el  
mercado de los videojuegos, algunos continuando su programación en Flash con juegos 
en Facebook y otras páginas web, otros adaptándose al mercado de los videojuegos en 
ordenador y consolas.
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Los más célebres juegos de Facebook son de compañías como Playfish o Zynga Games, 
compañías con apenas unos años de vida que ya han hecho más de una docena de 
juegos cada una. Algunos de estos juegos son los populares juegos sociales Pet Society y 
FarmVille.
La compañía The Behemoth fundada el año 2002, conocida por crear juegos Flash en la 
web  Newgrounds,  gracias  al  éxito  del  juego  Alien  Hominid,  se  hizo  un  hueco  en  el 
mercado de las consolas porteando Alien Hominid a varias consolas en el año 2004 y una 
versión HD para X-Box 360 en el año 2007. Posteriormente han creado Castle Crashers 
para  X-Box  360  y  actualmente  están  en el  desarrollo  de  BattleBlock  Theater  para  la 
misma consola. A pesar de haberse centrado en consolas, sus juegos siguen teniendo el  
mismo estilo que en Flash y de hecho han comentado que todos sus juegos podrían ser 
creados con la tecnología de Flash perfectamente.
El caso más reciente es el del juego Fancy Pants Adventures creado por Brad Borne en 
Flash,  juego  que  ha  llamado  la  atención  de una  de las  compañías  más  grandes  de 
videojuegos,  Electronic  Arts,  que hace pocos días  anunció que van a lanzar  el  juego 
Fancy Pants Adventures para X-Box 360 y PlayStation 3 siendo desarrollado por Borne 
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Games y el estudio español Over The Top Games.
Con la futura amenaza de HTML5 en muchas de las aplicaciones actuales que tiene 
Flash, tal vez la de videojuegos sea la que se vea menos amenazada. Sin duda flash es y 
seguirá siendo una gran plataforma para videojuegos de todo tipo y un buen trampolín 
para el desarrollo de juegos mayores.
Hacer  un  buen  videojuego  en  Flash  necesita  una  estructura  elaborada  basada  en 
Orientación a Objetos, aunque permitiendo una flexibilidad necesaria en la creación de un 
videojuego. Adicionalmente se puede utilizar código externo para el cálculo de físicas u 
otras funcionalidades.
En el proyecto se trata de buscar una solución para la elaboración de videojuegos en 
Flash con una programación basada en Orientación a Objetos. La estructura y diseño de 
la  programación  debe  servir  para  una  gran  variedad  de  videojuegos  en  2D con  una 
mínima complejidad.
1.2 Objetivos
Hacer  un  buen  videojuego  en  Flash  necesita  una  estructura  elaborada  basada  en 
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Orientación  a  Objetos,  aunque  permitiendo  una  flexibilidad  que  es  necesaria  en  la 
creación de un videojuego.
El objetivo del proyecto es buscar una solución para la elaboración de videojuegos en 
Flash con una programación basada en Orientación a Objetos. La estructura y diseño de 
la  programación  debe  servir  para  una  gran  variedad  de  videojuegos  en  2D con  una 
mínima complejidad. Para conseguirlo se han establecido estos objetivos concretos:
• Diseñar una estructura genérica que permita la elaboración de una gran variedad 
de videojuegos en una misma aplicación. Para conseguirlo hace falta:
• Comprender las necesidades básicas de un videojuego.
• Estudiar la tecnología de desarrollo de aplicaciones en Flash y adaptarlas a 
la realización de un videojuego.
• Diseñar una estructura para la creación de un videojuego bidimensional cualquiera. 
Para conseguirlo hace falta:
• Analizar las necesidades de un videojuego bidimensional.
• Estudiar las posibilidades y limitaciones existentes en Flash y ActionScript 
para la realización de un videojuego.
• Adaptar los conocimientos teóricos obtenidos a la tecnología Flash con un 
desarrollo basado en Orientación a Objetos.
• Analizar las diferentes posibilidades para realizar la física de un videojuego.
• Analizar la optimización de Flash para mejorar el rendimiento.
• Desarrollar  un  editor  de  escenarios  para  un  videojuego,  compatible  con  la 
estructura de juego bidimensional creada. Para conseguirlo hace falta:
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• Definir el conjunto de propiedades del escenario editables de forma externa.
• Adaptar el editor a la estructura de juego bidimensional creada.
• Crear una interfaz gráfica sencilla para la modificación de propiedades del 
escenario. La interfaz debe de ser intuitiva y fácil de utilizar para cualquier 
persona, sin necesidad de tener conocimientos de Flash o de programación.
• Implementar  la  importación  y  exportación  de datos  para  la  comunicación 
entre editor y juego.
• Realizar varios tipos de juegos de demostración para mostrar la versatilidad de 
todo el diseño.
• Crear  diferentes  tipos  de  escenarios  para  diferentes  juegos  para  mostrar  las 
posibilidades y facilidades que aporta el editor de escenarios.
1.3 Estructura del proyecto
El proyecto consta de 4 partes principales:
• Descripción de las herramientas utilizadas y análisis de tipología y conceptos de 
videojuegos.
• Descripción de la estructura e implementación detallada del proyecto.
• Análisis de detección de físicas y optimización de rendimiento en Flash.
• Gestión y conclusiones de todo el proyecto.
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2 Tipos de videojuegos
En la  corta  historia  de  los  videojuegos  de unas pocas  décadas  la  evolución  ha sido 
constante debido a los avances tecnológicos de la informática.
Los primeros juegos gráficamente no eran más que textos o gráficos muy simples en 
blanco y negro, con una vista aérea o lateral en 2 dimensiones y una jugabilidad bastante 
simple.  Surgieron  los  primeros  géneros  como  los  puzzles,  los  juegos  de  acción,  los 
shooters y los plataformas.
Con la expansión del mercado surgieron montones de consolas y multitud de juegos para 
ellos  aunque  de  dudosa  calidad  y  acabaron  fracasando.  Entonces  Nintendo  lanzó  la 
Nintendo  Entertainment  System  restringiendo  los  juegos  que  saldrían  para  ella, 
permitiendo que solo fueran distribuidos aquellos juegos que alcanzaran un mínimo de 
calidad. Gracias a esto los juegos aumentaron su calidad y evitó que el mercado de los 
videojuegos muriera antes de nacer. A su vez los videojuegos se diversificaron, surgiendo 
la mayoría de géneros que a día de hoy existen y ganaron en complejidad. Los géneros 
surgidos en esta  época fueron los  Role  Playing  Game,  juegos  deportivos,  juegos de 
carreras, simuladores, estrategia, aventura y lucha. También se comenzó a utilizar un
Una de las mayores revoluciones en los videojuegos fue la aparición de las 3D gracias a 
la evolución de los procesadores, dejando las 2D abandonadas por un tiempo. La mayoría 
de géneros existentes evolucionaron a su versión en 3D, formando varios subgéneros, 
aunque no todos con la misma suerte. Con el 3D surgieron 2 formas nuevas de ver el  
videojuego, en primera persona y en tercera persona.
En esta época el mercado se amplió a jugadores más adultos por el mayor parecido de 
los videojuegos a la vida real y por unas temáticas mucho más adultas y complejas que  
en la generación anterior.
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Casi al mismo tiempo en la mayoría de consolas y en ordenador se implementó el formato 
CD que al contrario que los cartuchos permitía utilizar una gran cantidad de datos sin 
aumentar mucho el coste, lo cual estimuló la creación de nuevos géneros como el de 
película interactiva y una mayor utilización de escenas generadas por ordenador, música 
orquestada y diálogos.
Con la aparición de internet  comenzaron a crearse videojuegos online,  entre ellos los 
juegos masivos online que hasta entonces no habían sido posibles.
Los géneros que más éxito tuvieron fueron los Massively multiplayer online role playing 
game y los juegos de un estilo social, a parte de los modos competitivos y cooperativos de 
muchos otros géneros.
Después de varios años sin grandes innovaciones y habiendo llegado ya a una calidad 
gráfica difícil de superar la última gran innovación vino con los sensores por movimiento 
que  surgieron  con  Nintendo  DS y  Wii  y  que  5  años  después  Sony  y  Microsoft  han 
continuado con PlayStation Move y Kinect. Gracias a este tipo de juegos mucho más 
sencillos jugablemente se ha ampliado enormemente el rango de jugadores, expandiendo 
a su vez el mercado.
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En la actualidad, con un mercado enormemente expandido y habiendo perdido parte del 
encanto que tenía la novedad de las 3D han ido resurgiendo los juegos en 2D y antiguos 
géneros que habían quedado olvidados. Posiblemente pasen unos cuantos años hasta la 
próxima gran revolución en los videojuegos.
2.1 Géneros y subgéneros
Durante la historia de los videojuegos, estos han ido evolucionando y se han ido creando 
nuevos géneros y subgéneros, los cuales se han ido utilizando y combinando, generando 
multitud de alternativas jugables.
2.1.1 Puzzle
Este fue uno de los primeros géneros que aparecieron debido a que pueden ser bastante  
simples de programar y no requieren una gran potencia gráfica para funcionar. Son juegos 
en los que el usuario tiene que resolver cierto problema de lógica o de estrategia y suelen 
tener gráficos muy simples, normalmente utilizando formas geométricas comunes y una 
visión aérea o lateral.
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Uno  de  los  juegos  más  conocidos  de  este  género  es  Tetris,  como  también  lo  son 
Buscaminas, Crack Attack!, un juego de sudokus o de ajedrez.
En otro tipo de géneros también se suelen integrar algunos problemas de lógica para 
conseguir avanzar en el juego.
2.1.2 Plataformas
Los plataformas consisten en ir caminando por un mapa en visión lateral con la utilización 
de scroll, utilizando el salto como habilidad más importante, que nos sirve para avanzar 
por bloques estáticos que componen el mapeado, esquivar y matar enemigos y recoger 
ítems. El precursor de este género fue Space Panic pero fue con la recreativa Donkey 
Kong y los Super Mario Bros. de NES cuando realmente comenzaron a popularizarse.
Con la aparición de las 3 dimensiones, los plataformas clásicos empezaron a entrar en 
desuso para dar paso a sus homónimos en mundos tridimensionales donde generalmente 
la exploración y la acción tomó un mayor protagonismo en detrimento a la precisión en los 
saltos. La visualización de la acción pasó a ser en 3ª persona con libertad de mover la 
cámara alrededor del jugador, aunque también los hay con una cámara en 1ª persona.
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En la última década tanto los plataformas en 2D como los 3D han perdido el protagonismo 
que tuvieron en los 80 y 90,  aunque en los últimos años los  plataformas en 2D han 
resurgido gracias en gran parte a las plataformas de descarga de pago.
2.1.3 Acción
Este es uno de los géneros más antiguos de los videojuegos y el más utilizado en toda su 
historia  y  del  que han salido multitud de subgéneros,  creando incluso géneros por  sí  
mismos.
Los  juegos  de  acción  se  centran  en  desafiar  la  destreza  del  jugador  para  resolver 
situaciones  comprometidas,  normalmente  violentas,  utilizando  todo tipo  de acciones y 
armas. El objetivo del juego suele ser avanzar por un escenario derribando los enemigos 
que nos salen al paso, acabando con un combate contra un enemigo final al final de la 
fase. En los juegos en 2D el escenario se ve desde un plano lateral con profundidad 
simulando una 3ª dimensión en el plano, por la que los personajes se pueden mover. En 
los juegos en 3D la visión de la acción suele ser en 3ª persona, al igual que con los 
plataformas.
16
Librería para el desarrollo de videojuegos en Flash
Los subgéneros más fieles al concepto de Acción son el Beat'em up y el Hack & Slash. En 
Beat'em up se utilizan en gran medida ataques cuerpo a cuerpo, además de una gran 
variedad de armas, mientras que en el Hack & Slash se suelen utilizar armas cortantes, 
normalmente en ambas manos.
Los Beat'em up más populares son los juegos de recreativa Double Dragon y Final Fight 
entre otros. Los Hack & Slash son géneros más utilizados en la actualidad con juegos 
como Devil May Cry o God of War.
2.1.4 Shooter
Los shooter son un género que comenzó siendo un subgénero de la acción, pero ha 
pasado a crear su propio género por la gran abundancia y variedad de juegos de este 
estilo.
Un shooter es un juego de acción en el combate se centra en derribar los enemigos a  
base de disparos, ya sea con armas de fuego o con vehículos armados.
El precursor de este género fue el que es el subgénero de los Shoot'em up, que son en 
2D con scroll lateral y donde el protagonista usualmente es una nave.
El juego que inició el subgénero de los shoot'em up, a la vez que el género shooter y el 
género de acción fue Spacewar! que es conocido como el 2º videojuego de la historia.
En la  transformación de 2D a 3D surgieron los  subgéneros shooter  en 1ª  persona y 
shooter en 3ª persona que corresponden a ver la acción desde los ojos del protagonista o 
desde una visón en tercera persona por encima del protagonista. El 1º basa casi toda la 
acción en apuntar y disparar con un ritmo más elevado mientras que los que son en 3ª 
persona suelen tener un mayor componente de acción cuerpo a cuerpo o exploración por 
lo que hay pocos shooter en 3ª persona puros.
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Otro subgénero del shooter, bastante popular en recreativas, es el shooter sobre raíles. El 
shooter tiene la restricción que el avance por el escenario se realiza automáticamente. 
Dentro de este subgénero suelen haber 2 alternativas, una es la que se juega en 1ª  
persona y únicamente tenemos el control del apuntado y disparo y la otra es la que se 
juega  en  3ª  persona  y  además podemos mover  el  personaje  por  la  zona  visible  del  
escenario.
Entre los shoot'em up más populares están el clásico Space Invaders, Gradius y Contra. 
En shooters  en 1ª persona cabe destacar  Quake,  Half-Life,  Unreal,  Duke Nukem 3D, 
Goldeneye 007, BioShock, Halo y Call of Duty. En shooter en 3ª persona tenemos los 
Tomb Raider, los últimos Resident Evil y la saga Gears of War. Y en shooter sobre raíles  
están The House of the Dead, Time Crisis, Killer7, Sin & Punishment, Star Fox y la serie 
Chronicles de Resident Evil.
2.1.5 RPG
El  género  Role  Playing  Game  es  la  evolución  de  los  tradicionales  juegos  de  rol 
conservando ciertos elementos característicos. El jugador suele asumir el papel de un 
grupo  de  personajes  que  suben  el  nivel  de  sus  habilidades  a  medida  que  gana 
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experiencia en los combates durante la aventura. La historia, el contexto y los personajes 
tienen una gran importancia en este tipo de juegos. Es habitual que en estos juegos se 
tenga una gran libertad en explorar todo el mundo que podemos recorrer pudiendo visitar  
ciudades, hablar con multitud de personajes y hacer misiones secundarias.
Los  RPG  tradicionales  son  los  creados  por  estudios  japoneses  y  suelen  utilizar  un 
contexto de Europa medieval en un mundo fantástico con magos, pociones y monstruos. 
Jugablemente  el  combate  suele  ser  por  turnos  dando  ordenes  de ataque,  defensa  y 
curativas. Un claro ejemplo es el popular Final Fantasy o la serie Pokémon.
Jugablemente hay 2 subgéneros del RPG tradicional. En el subgénero de los Action-RPG 
el combate no es por turnos, si no del estilo de un juego de acción. En este estilo están el  
Zelda II de NES y la saga Tales of. En el subgénero de los Tactical-RPG el combate es 
estratégico por turnos con unas reglas determinadas dependiendo del juego, similares a lo 
que podría ser un juego de ajedrez. El precursor de este estilo fue Fire Emblem y a día de 
hoy sigue siendo una de las sagas más populares del subgénero.
Por  otro  lado,  está el  subgénero,  que casi  podría ser  un género aparte,  de los  RPG 
occidentales. Irónicamente estos RPG se parecen más a lo que sería un juego de rol, ya 
que permiten una gran personalización del protagonista y suelen haber alternativas a la 
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hora de seguir la historia de una manera o de otra. Muchas veces también se utiliza una 
perspectiva  en  primera  persona  y  un  combate  de  estilo  shooter,  más  del  gusto  del 
mercado occidental. Este subgénero se utiliza más en estudios occidentales, de ahí su 
nombre. En este tipo de juego están juegos como Fable, Mass Effect y Fallout.
2.1.6 Juego deportivo
Uno de los primeros juegos de la historia fue un juego deportivo, concretamente Tennis for  
Two en el año 1958. Por lo tanto los juegos deportivos han existido desde el principio y  
han ido evolucionando continuamente.
Los juegos deportivos tratan de simular juegos deportivos normalmente existentes en la 
vida real  y utilizando licencias de ligas existentes. La visión del juego es en un plano 
alejado del terreno y hoy en día es habitual que sea desde una posición similar a la que 
habitualmente se ve en televisión.
Antiguamente había más variedad en este tipo de juegos tanto jugablemente como en la  
posición de la cámara que en algunos juegos se ponía casi al hombro del jugador. Hoy en 
día estos juegos casi se limitan a replicar como son los deportes en la vida real.
Entre los juegos más populares están los Pro Evolution Soccer,  FIFA, Wii  Sports y la 
gama de juegos de EA Sports.
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2.1.7 Carreras
Los juegos de carreras consisten en competir en carreras de vehículos motorizados con 
otros rivales controlados por el ordenador o por otros jugadores.
Hay 2 subgéneros que son simulador y arcade. En simulador se trata de ser lo más fiel  
posible a la realidad, mientras que el arcade es mucho más simple en su conducción y 
más  irreal  en  el  comportamiento  del  vehículo,  haciendo  que  sea  muy  difícil  perder 
velocidad, volcar o destrozar el vehículo por una mala maniobra. La mayoría de juegos de 
carreras son arcades, con más o menos toques de simulador.
Algunos de los simuladores más populares son Gran Turismo y los juegos de Formula 1.  
En arcade podemos encontrar algunos como Mario Kart o Need for Speed.
2.1.8 Simulador de vehículos
Un género algo minoritario son los simuladores de vehículos, que no de carreras. Estos 
juegos simulan el comportamiento de vehículos tales como aviones, trenes, submarinos o 
camiones. Normalmente estos juegos incluyen ciertos desafíos físicos o tácticos.
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Algunos ejemplos son Pilotwings, Ace Combat, Wing Commander, Rail Simulator o Ship 
Simulator.
2.1.9 Estrategia
Son juegos que requieren un planteamiento estratégico para ser superado por parte del 
usuario.  Usualmente el  jugador  controla  un gran número de unidades para conseguir 
ciertos objetivos, por eso el jugador suele tomar el mando del gobernante de una ciudad,  
una civilización o un ejército.
Los juegos de estrategia se diferencian principalmente en 2 subgéneros: estrategia por 
turnos y estrategia en tiempo real. Como su nombre indica en el primero los jugadores 
juegan por turnos y en el segundo el tiempo transcurre de forma continua.
Algunos juegos de estrategia en tiempo real goza de una inmensa popularidad en algunos 
países asiáticos donde los jugadores profesionales son reconocidos como ídolos y existen 
torneos que se retransmiten por la televisión para todo el país.
Algunos juegos por turnos algunos son Civilization o Worms. En tiempo real algunos son 
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StarCraft, Total War o Anno.
2.1.10 Aventura
El  género  de  la  aventura  se  caracteriza  por  un  reiterado  uso  de  la  exploración,  la  
investigación, la resolución de rompecabezas,  la interacción con otros personajes y la 
manipulación de múltiples objetos que se pueden encontrar por el entorno del juego. A 
diferencia de muchos otros géneros de videojuegos, el enfoque de la historia permite en 
gran medida tomar prestadas cosas de otros medios basados en narrativa, tales como la 
literatura o el cine. Casi todos los videojuegos de aventura están diseñados para un solo 
jugador, dado que hay un fuerte énfasis en la historia y el personaje.
Muchos juegos mezclan elementos de aventura y la acción,  sobretodo en los últimos 
años, lo cual se podría calificar como el subgénero de la aventura-acción. Algunos de 
estos juegos son The Legend of Zelda y Metroid.
Otro subgénero mucho más puro a la definición de aventura es el de aventura gráfica, el  
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cual carece casi totalmente de acción y se centra en explorar e interactuar con el entorno 
que podemos ver gráficamente. Un buen ejemplo de este estilo es la serie Monkey Island.
El subgénero originario es el de la aventura conversacional o aventura de texto donde 
tanto nuestras acciones como lo que vemos se realiza con texto. Algunos ejemplos son 
Adventureland y Zork.
2.1.11 Lucha
A raíz de los juegos beat'em up surgió este nuevo género, el de la lucha, que consiste en 
enfrentar a 2 protagonistas en una lucha entre ellos hasta que uno de ellos es derrotado.  
En este  tipo  de juegos el  repertorio  de golpes,  llaves,  armas o magias  que utiliza el  
personaje es mucho más rica y elaborada que en cualquier otro juego.
Es un género relativamente moderno, ya que se originó en 1985 con el juego Yie a Kung  
Fu y comenzó su popularidad en 1991 con Street Fighter II, década en la que el género de 
la lucha ganó una inmensa popularidad. Actualmente el género de la lucha es minoritario  
en la mayoría de regiones excepto en algunos países asiáticos.
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2.1.12 Película interactiva
Con la introducción de los discos a los videojuegos se podía almacenar una gran cantidad 
de datos además de poder  acceder  a secciones diferentes de datos inmediatamente. 
Aprovechando este avance surgió el género de película interactiva, en el que la acción se 
desarrolla  en  secciones  de  videos  de  imagen  real  o  con  gráficos  3D generados  por 
ordenador, donde de vez en cuando el jugador puede realizar un conjunto muy limitado de 
acciones  pulsando  un  determinado  botón,  llevándole  a  una  u  otra  sección  de  video 
dependiendo de la acción escogida.
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Es un género muy minoritario que apareció por primera vez en un juego comercial el año 
1983 en Dragon's Lair. Algunos juegos de aventura más recientes han introducido algunos 
conceptos de este género, siendo algunos el popular Shenmue o Heavy Rain.
2.1.13 Survival Horror
Un survival horror es una aventura de acción con toques de aventura gráfica dentro de 
una atmósfera de terror psicológico donde lo que prima es la supervivencia. Este género 
se  popularizó  con  la  saga  Resident  Evil,  aunque  ya  existieron  juegos  similares  con 
antelación.
Otros ejemplos son las sagas Silent Hill, Alone in the Dark, Escape from Bug Island! o 
Fatal Frame.
2.1.14 Sigilo
El genero de sigilo, espionaje o infiltración se define como un juego de acción donde lo 
más importante es el sigilo, ya que el personaje deberá utilizarlo para poder completar la  
misión.
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Las sagas más conocidas son Metal Gear y Splinter Cell.
2.1.15 Simulación de vida
En un videojuego de simulación de vida el jugador vive o controla una o más formas de 
vida artificial. Puede girar en torno a individuos y relaciones, o puede ser una simulación 
de un ecosistema.
Algunos juegos son Nintendogs, Spore o Los Sims.
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2.1.16 Sandbox
Sandbox significa literalmente caja de arena, es decir,  en un mundo abierto el jugador 
puede  hacer  lo  que  quiera.  A la  hora  de  la  verdad,  muchos  de  los  juegos  que  son  
catalogados como sandbox no llevan este concepto hasta el extremo si no que el número 
de posibilidades está lejos de ser ilimitado y son más una aventura que un sandbox.
Una de esas aventura-sandbox es el popular Grand Theft Auto, mientras que un ejemplo 
de sandbox puro es el reciente Minecraft.
2.1.17 Massively multiplayer online
Un  juego  MMO  es  uno  en  el  que  un  gran  número  de  jugadores  participan 
simultáneamente en un mismo entorno donde pueden participar e interactuar. En este tipo 
de videojuegos es habitual que varios jugadores cooperen para completar las misiones 
del  juego  y  requieren  una  gran  cantidad  de  tiempo  por  parte  de  los  jugadores. 
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Habitualmente  estos  juegos  utilizan  algún  tipo  de  suscripción  de  pago  mensual  o 
micropagos por contenidos descargables.
El subgénero más popular es el MMORPG que combina el estilo de juego RPG con el 
juego online masivo.
La evolución de Internet favoreció la creación de este tipo de juegos para ordenador y en 
las  últimas  2  generaciones  también  para  consolas.  Algunos  títulos  reconocidos  son 
Phantasy Star Online o el popular World of Warcraft.
2.1.18 Musical
Un juego musical es aquel cuya jugabilidad se basa total o principalmente en la música o 
en  los  efectos  de  sonido  del  juego.  Dentro  de  este  género  hay  múltiples  juegos  de 
diferente estilo; simulación de instrumentos como en Guitar Hero o Rock Band, karaoke 
como los Sing Star, juego de baile como Dance Dance Revolution o Just Dance, edición 
de música como Electroplankton o Wii Music, juegos híbridos que siguen el esquema de 
otro tipo de géneros como la acción como Otocky y algunos otros estilos más.
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2.1.19 Training
Uno de los géneros más recientes o que al  menos ha gozado de popularidad en los 
últimos años son los juegos de entrenamiento donde el objetivo no es tanto lúdico si no de 
aprendizaje.  Normalmente  este  aprendizaje  se  realiza  con  una  serie  de  minijuegos 
especialmente diseñados para ese fin. Estos juegos pueden servir para entrenar la mente, 
aprender idiomas, dibujar o hacer algún tipo de ejercicio relajante.
Recientemente se popularizaron enormemente este tipo de juegos con Brain Training que 
a día de hoy ya ha tenido múltiples secuelas y ha inspirado a multitud de nuevos juegos.
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2.1.20 Fitness
Con los recientes controles por movimientos surgidos en la nueva generación de consolas 
han surgido los juegos denominados de fitness los cuales sirven para perder  peso o 
mantenerse  en  forma haciendo  ejercicios  físicos  reconocidos  por  el  propio  juego.  En 
muchos de estos juegos se incorporan periféricos adicionales que ayudan a controlar los 
movimientos o la evolución del jugador.
Algunos juegos de fitness o exergames son Wii Fit o EA Sports Active.
2.2 Videojuegos educativos
En la realización del proyecto se hicieron 2 juegos, los cuales tienen un perfil educativo u 
están destinados a dar a conocer personajes históricos catalanes para niños de 10 años.  
Además de conocimiento histórico de los personajes y de su entorno en el juego se trata  
de  enseñar  muchos  otros  conceptos  científicos,  aptos  para  niños  de  esa  edad.  En 
definitiva, se podría decir que son juegos educativos, aunque no por ello eliminando la 
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parte lúdica que contiene el resto de juegos y que los hace realmente atractivos.
En general los juegos pueden dividirse en 3 grupos:
Los  juegos  educativos  suelen  ser  juegos  muy  concretos  destinados  únicamente  para 
educar  de  una  manera  interactiva,  normalmente  son  minijuegos  muy  simples  como 
podrían ser de ordenar elementos, hacer un puzzle, unir puntos, responder preguntas, 
hacer parejas de elementos, etc. Una evolución de este tipo de juegos son los surgieron a 
partir de año 2005 con Brain Training que consisten en un conjunto de minijuegos que 
ayudan a ejercitar  la mente con diferentes dinámicas.  A su vez estos juegos han ido  
evolucionando y pueden servir tanto para ejercitar la mente, aprender idiomas, o incluso 
aprender a dibujar.
En  el  otro  extremo están  los  juegos  tradicionales,  que  se  centran  únicamente  en  la 
diversión, pues ese es el propósito principal por el que la gente compra juegos. Estos 
juegos han existido desde el principio de la historia de los videojuegos y a día de hoy 
sigue siendo el claro dominador del mercado. Entre estos juegos están desde los clásicos 
Pong, Pac-man, Mario Bros. hasta los modernos Halo, Call of Duty o Wii Sports.
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Y en el medio podría decirse que están los juegos que en mayor o menor grado tratan de 
enseñar algo pero conservando el estilo de juego tradicional. Esta enseñanza puede ser 
incluso involuntaria, que puede ser desde aprender historia con un juego bélico, conocer 
otras culturas o filosofías o incluso aprender otros idiomas para entender los diálogos del  
juego.
Un poco más dentro de la parte educativa hay juegos como PlayEnglish para PSP, una 
aventura gráfica como cualquier otra en la que surgen situaciones en un contexto real de 
habla inglesa y te obliga a desenvolverte en este idioma para resolver el misterio que 
plantea.
En este último estilo están los 2 juegos realizados. Son juegos tradicionales pero cuyo 
objetivo principal es el de enseñar historia y un contexto histórico, además de reforzar 
conocimientos que se aprenden a esa edad.
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3 Componentes de un videojuego
Antes de realizar  un videojuego hay que conocer  ciertos  conceptos recurrentes en la 
mayoría de juegos.
3.1 Inteligencia Artificial
Los videojuegos nunca han tenido una gran inteligencia artificial. Desde el inicio de los 
videojuegos los personajes controlados por el ordenador se han limitado a reaccionar de 
una  determinada  manera  según  unas  condiciones  o  rutinas  impuestas  desde  la 
programación. Esta falta de IA que inicialmente se veía restringida por la capacidad de 
procesamiento de los primeros ordenadores y consolas, no ha mejorado mucho con el 
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paso de los años y aún a día de hoy en la mayoría de juegos se sigue el mismo esquema. 
La explicación a esta falta de progreso probablemente se deba a que los jugadores nos 
hemos acostumbrado tanto a ello que ya nos parece normal y que realizar una buena IA 
cuesta tiempo, dinero y si no está bien hecha podría dar casos no deseables por parte de 
los programadores. Lo más fácil es tener un sistema de inteligencia lo suficientemente 
simple como para tener controlados todos los casos posibles y evitar así problemas.
Aunque tener una IA simple es la norma, no siempre se puede seguir ese estilo y los 
juegos normalmente poseen una IA más o menos compleja para determinados aspectos, 
sobretodo en los últimos tiempos, como por ejemplo; hacer caminar a un personaje de un 
punto  a  otro  por  un  entorno  tridimensional  con  obstáculos  por  medio,  buscar  una 
cobertura para defenderse de los enemigos o atacar de forma coordinada a enemigos con 
tácticas de guerra.
Por supuesto, en todos estos años han salido juegos que sí han utilizado la IA de forma 
activa basando en ello gran parte del juego.
Un ejemplo de ello son los juegos de simulación de vida tipo Creatures o Spore donde los 
seres  artificiales  aprenden  del  entorno,  se  adaptan  o  mueren  y  evolucionan  en 
consecuencia. Tal vez estos sean los pocos juegos que tienen una IA verdadera.
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Otro tipo de IA es el de juegos del tipo shooter donde un grupo de enemigos trata de 
adaptarse según las acciones del jugador y desarrollan tácticas de guerra para vencerlo 
como puede verse en algunos juego como Crysis. Adicionalmente, como sucede en la 
saga Halo, la IA se centra en realizar un combate realista haciendo que los enemigos 
actúen según lo que han visto o lo que otros enemigos les han comunicado, incluso los 
enemigos llegan a huir si ven que están siendo derrotados.
Ultimamente la IA también se le ha dado uso para aumentar la dificultad del juego según 
el nivel del jugador que es calculado durante la partida. Es el caso de Left 4 Dead, donde  
los ítems y los enemigos aparecen en posiciones y cantidades diferentes según el estado 
de los jugadores creando una nueva experiencia y un reto asequible y exigente en cada 
partida.
3.2 HUD
En la mayoría de juegos existen indicadores que son dibujados en pantalla por encima de 
la escena jugable. A este tipo de indicadores se les llama HUD(Head-Up Display).
Los HUD suelen mostrar datos como la vida restante, los puntos obtenidos, el tiempo 
restante,  los  objetos  conseguidos,  el  mapa  del  nivel,  un  radar,  la  munición,  el  daño 
recibido, etc. Cada juego utiliza sus propios indicadores y un diseño característico del 
juego o saga.
En  los  últimos  años  varios  juegos  han  optado  por  prescindir  de  HUDs  e  integrar  la 
información dentro del propio juego con el fin de crear una experiencia más inmersiva y 
realista.  Entre estos juegos se encuentran Another World,  Silent  Hill  2,  Dead Space y 
Fable 3.
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3.3 Idiomas
En la actualidad la mayoría de juegos vienen subtitulados e incluso doblados en varios 
idiomas es por eso que la gestión de los textos y sonidos dependientes del idioma tienen 
que ser dinámica en la programación. A veces incluso hay elementos del propio juego que 
cambian según el idioma.
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3.4 Protagonista
Exceptuando los videojuegos tácticos y géneros similares, el jugador suele controlar un 
personaje o un pequeño grupo de personajes. El peso de la acción y la historia recae 
sobre este tipo de personajes, que suelen el mismo desde el inicio hasta el final de la 
historia,  aunque  sus  características  y  habilidades  pueden  cambiar  a  lo  largo  de  la 
aventura. El protagonista suele ser un personaje con una gran personalidad, poseedor de 
poderes excepcionales o un don que le hace único. Muchas veces el protagonista es el 
elemento  que  da  más  personalidad  a  un  juego  y  normalmente  es  más  conocido  el 
protagonista que la propia saga.
Muchas veces en un videojuego se trata de despersonalizar al protagonista para que el 
jugador tome el protagonismo del juego, por ello es habitual que el personaje principal no 
hable como ocurre con Link en la saga Zelda. Es habitual en juegos de tipo aventura y  
acción.
En otros juegos el protagonista puede ser editado físicamente y se puede puede modificar 
el comportamiento para que el jugador se identifique con el protagonista, o más bien para 
que el personaje sea un reflejo de sí mismo. Este tipo de protagonistas suele utilizarse en 
juegos RPG occidentales.
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3.5 NPC
En los videojuegos suelen haber muchos otros personajes a parte del protagonista, los 
personajes controlables por el jugador y los enemigos. A este tipo de personajes se les 
llama NPC(Non-Player Character). En caso de interactuar activamente en el juego, estos 
son controlados por el ordenador y el jugador no tiene ningún control sobre ellos. Muchas 
veces estos personajes se limitan a explicarnos algo ya sea para mandarnos una misión o 
para añadir contexto al juego.
3.6 Jefes finales
Uno de los conceptos más recurrentes en los videojuegos son los conocidos como jefes,  
monstruos o enemigos finales. Es un personaje particularmente desafiante, controlado por 
el ordenador y que debe ser vencido al final de un segmento de un juego, ya sea en un 
nivel o al final del juego.
Se le llama jefe a este tipo de enemigos porque se le toma el nombre y concepto de los 
villanos  en  las  historias  que  lideran  grupos  de  enemigos.  En  los  videojuegos,  esos 
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enemigos menores suponen estar al servicio de su líder,  y a los que el jugador debe 
vencer antes de dar con el enemigo final. No en todos los videojuegos ocurre así, pues un 
jefe puede no tener nada que ver con los demás enemigos, de hecho ni siquiera con los 
eventos del propio nivel o incluso ni siquiera tenga algo que ver con nada de lo ocurrido 
en el videojuego, se le llama jefe entonces simplemente por ser el enemigo más fuerte o 
porque el juego le dé una presentación especial.
3.7 Multijugador
Un juego multijugador es aquel en el que más de una persona puede jugar en el mismo 
escenario de juego al mismo tiempo. Los videojuegos son usualmente actividades para 
una sola persona que enfrenta al jugador contra enemigos preprogramados que no tienen 
la flexibilidad e ingenuidad de la forma de pensar de una persona.
El juego multijugador permite a los jugadores interactuar entre ellos ya sea para cooperar 
o para competir y les aporta una forma de comunicación social que casi nunca existe en 
los juegos de un solo jugador.
Antiguamente los juegos multijugador solo se podían jugar de forma local utilizando uno o 
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varios dispositivos de entrada sobre una sola máquina, años después la interconexión de 
múltiples  máquinas  a  través  de  redes  LAN  e  internet  ha  servido  para  expandir  la 
experiencia  multijugador  de  forma  masiva  pudiendo  jugar  con  un  gran  número  de 
personas simultáneamente en un mismo entorno al mismo tiempo.
En la mayoría de juegos multijugador que se ejecutan de forma local se divide la pantalla 
en  lo  que  se  llama  split-screen  lo  cual  repercute  directamente  en  el  rendimiento  de 
procesamiento del juego ya que tiene que crear 2 o más pantallas con diferentes puntos 
de vista, siendo este calculo uno de los puntos más costosos que tiene que realizar la 
máquina.
El efecto secundario de este modo de visualizar la acción la mayoría de veces repercute 
en una notable bajada en la tasa de fotogramas, que por ejemplo en juegos de Nintendo 
64 con hasta 4 jugadores simultáneos era bastante frecuente.
En la actualidad es frecuente que el juego multijugador con pantalla partida esté limitado a 
2  personas  debido  a  estos  problemas  de  rendimiento  y  en  poder  jugarse  con  más 
personas se apueste más por un juego multijugador online donde hay una máquina por 
jugador.
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3.8 Físicas
Desde la aparición del género de las plataformas la física ha sido una característica que 
ha ido ganando importancia en los videojuegos. En la mayoría de juegos y sobretodo 
antiguamente  la  física  se  reduce  a  un  conjunto  finito  de  casos  de  interacción  entre 
elementos antes que utilizar un sistema de físicas realista y completo.
En la mayoría de juegos bidimensionales se utilizan formas rectangulares exclusivamente 
reduciendo enormemente el problema de la física reduciéndolo a un conjunto de casos 
concreto.
En juegos de tipo shooter en 2 dimensiones la colisión del jugador con otros elementos se 
define únicamente por el punto central y no por el contorno del personaje.
En juegos tridimensionales muchas veces las colisiones de los personajes con el terreno 
se definen en un plano bidimensional utilizando lo que se conoce coloquialmente como 
paredes invisibles para limitar el avance del jugador.
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Los  motores  de físicas  realistas  se  han  utilizado  mucho  más  en  esta  generación  en 
consolas de alta definición y en ordenador para juegos de tipo shooter,  rpg,  acción y 
aventura. Algunos de los motores de físicas más utilizados son Havok, PhysX y Bullet.
Ya cubiertas las físicas que afectan a la jugabilidad y al comportamiento de colisiones 
entre objetos, en los últimos años los motores de físicas han avanzado en mejorar la parte 
estética con físicas que simulan el movimiento de líquidos, tela o pelo.
3.9 Editores de niveles
Un  editor  de  niveles(también  conocido  como  editor  de  mapas  o  escenarios)  es  una 
herramienta de software usada para diseñar mapas o niveles para un videojuego.  En 
algunos  casos  el  creador  del  juego  incluye  el  editor  en  el  propio  juego  o  lo  lanza 
independientemente del juego, aunque algunas veces es la comunidad de fans la que 
hace ese paso para llenar el vacío.
Cuando  el  editor  se  integra  dentro  del  juego,  algunas  de  sus  características  son 
recortadas en la versión final para hacerlo más sencillo. Cuando el editor se lanza de 
forma  separada  del  juego  la  mayoría  de  veces  conserva  todas  o  gran  parte  de  sus 
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características al ser algo más pensado para fans acérrimos del juego.
Un editor de niveles se usa internamente para crear niveles para un determinado motor de 
juego. Desarrollar un editor de niveles lleva mucho tiempo y lo más habitual es lanzar 
varios juegos usando el mismo motor de juego y editor con algunos cambios, en lugar de 
crear un nuevo motor y editor para cada juego.
En los  primeros años del  mundo de los  videojuegos,  algunos juegos venían con una 
utilidad llamada “construction set”. Esto era similar en muchas maneras a un editor de 
niveles.
En  los  últimos  años,  multitud  de  juegos  incluyen  editores  de  niveles  y  también  de 
personajes como parte del juego. Los que se han aprovechado más de estos editores son 
los juegos del género sandbox, tomando el significado de caja de arena al punto más 
extremo.
Sin embargo muchos otros géneros se han aprovechado de esta filosofía. Plataformas 
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como Mario vs. Donkey Kong 2 o juegos de carreras como ModNation Racers. En juegos 
como LittleBig Planet en efecto toman el editor como la base de todo el juego.
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4 Herramientas utilizadas
4.1 Adobe Flash
Adobe  Flash  es  una  plataforma  multimedia  usado  para  crear  animaciones,  videos  e 
interactividad en páginas web. Flash es muy utilizado en banners publicitarios y juegos.
Flash  utiliza  como  base  gráficos  vectoriales,  aunque  también  soporta  gráficos 
rasterizados, para crear animaciones de dibujos, imágenes y texto. Soporta streaming de 
audio y video, y puede capturar input de usuario a través de ratón, teclado, micrófono y 
webcam.  Para  programar  flash  utiliza  un  lenguaje  orientado  a  objetos  llamado 
ActionScript.
El contenido creado con Flash puede ejecutarse en multitud de sistemas y dispositivos, 
usando Adobe Flash Player, el cual es gratuito y funciona con la mayoría de navegadores 
y algunos dispositivos móviles.
Flash  utiliza  el  formato  .fla  para  el  archivo  editable  y  adicionalmente  puede  utilizar 
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archivos .as para editar código debidamente estructurado. Flash exporta el resultado en 
archivos  .swf,  nombre  que  viene  de  ShockWave  Flash,  que  son  ejecutados  con  el 
programa Flash Player, aunque también puede exportarse en formato .exe para sistemas 
Windows de forma que se ejecuta sin necesidad de otros programas. Para animaciones 
sencillas también puede exportarse en formato .gif y otros formatos.
El  uso  de  gráficos  vectoriales  combinado  con  código  programable  permite  que  los 
archivos flash ocupen muy poca memoria y por lo tanto utilizar menos ancho de banda 
que otros formatos que utilizan bitmaps o videos. Para contenido en un formato simple 
como texto,  video o audio,  otras  alternativas  pueden proveer  un  mejor  rendimiento  y 
consumir menos cpu que la correspondiente película flash.
Para las animaciones Flash utiliza una linea de tiempo dividida en fotogramas. En cada 
fotograma le  cambia  la  imagen  mostrada  y  se  ejecuta  el  código  correspondiente.  Es 
habitual que en los programas flash haya un evento de tipo bucle que se ejecuta cada 
fotograma ejecutando una serie de lineas de código. Si  el  tiempo que tarda Flash en 
ejecutar esas líneas de código y crear la imagen en pantalla es superior al tiempo por 
fotograma es habitual que la animación se ralentice o haya secuencias de tiempo en las 
que no se actualice la visualización de la imagen. Los fotogramas por segundo se pueden 
modificar en el  archivo .fla pudiendo elegir la tasa más conveniente para el programa 
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creado. Aquí entra un conflicto entre rendimiento y fluidez en la animación. Lo normal es 
utilizar una tasa de fotogramas de unos 24fps, al igual que en el cine. Una tasa de menos 
de 15 suele ser molesta y una tasa mayor de 40 es casi inapreciable por el ojo humano.
Adobe  Flash  es  el  sucesor  de  FutureSplash  Animator,  un  programa  de  gráficos  y 
animaciones  vectoriales  lanzado  en  Mayo  de  1996.  FutureSplash  Animator  fue 
desarrollado por una pequeña compañía de software llamada FutureWare Software. En 
1995  la  compañía  decidió  añadir  la  posibilidad  de  hacer  animaciones  en  su  primer 
producto, el SmartSketch, y crear una plataforma para crear animaciones con gráficos 
vectoriales para la World Wide Web. La tecnología de FutureSplash se usó en varias 
webs de gran importancia.
En  Diciembre  de  1996,  Macromedia  compró  FutureWave  y  renombró  y  relanzó 
FutureSplash Animator como Macromedia Flash v1.0, siendo Flash la contracción de las 
palabras Future y Splash.
Desde 1996 hasta 2005 Macromedia lanzó 8 versiones del producto Flash, añadiendo 
nuevas funcionalidades en cada versión. En Flash 2 se incluyó la librería de objetos, en 
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Flash 3 el elemento MovieClip que es la base de Flash e integración con JavaScript, en 
Flash 4 la utilización de código escrito y compatibilidad con MP3s, en Flash 5 la primera 
versión de ActionScript y soporte para XML, en Flash MX codecs para videos y la API de 
dibujo, en MX 2004 ActionScript 2.0 que permitía la programación orientada a objetos, el  
formato FLV que permitió la creación de webs como Youtube y en Flash 8 más control  
para las animaciones y mayor facilidad de uso.
En 2005, Adobe Systems compró Macromedia y por eso a partir de entonces Macromedia 
Flash pasaría a llamarse Adobe Flash.
Desde el año 2007 hasta el 2010 Adobe ha lanzado 3 versiones de Flash bajo el sello 
Creative Suite, una colección de programas de edición de Adobe y siguieron añadiendo 
nuevas funcionalidades en cada versión. En Flash CS3 ActionScript 3.0 e integración con 
otros  productos  de  Adobe  como  Adobe  Photoshop.  En  Flash  CS4  la  utilización  de 
cinemática inversa(huesos), manipulación de objetos 3D y la no retrocompatibilidad con 
muchas de las funciones y clases anteriores a ActionScript 3.0. En Flash CS5 un nuevo 
gestor de textos conocido como TLF.
A día de hoy Flash se ha convertido en un formato con una gran base instalada, las 
estimaciones  dicen  que  en torno  al  95% de los  ordenadores  tienen  instalado  alguna 
versión de Flash Player, siendo la gran mayoría la última versión.
En dispositivos móviles Flash tiene mucha menos penetración ya que Apple no permite la 
ejecución de programas externos en sus dispositivos móviles.
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4.2 Box2D
Box2D es un motor  de simulación de físicas  bidimensional  gratuito de código abierto 
creado por Erin Catto y publicado bajo licencia zlib. Sin embargo, según la página de 
descarga oficial,  Box2D está también disponible  bajo licencia MIT.  Se ha utilizado en 
juegos como Crayon Physics Deluxe, Rolando, Incredibots y multitud de juegos Flash.
Box2D se lanzó por primera vez como Box2D Lite, en una presentación de físicas dada 
por Erin Catto en la GDC de 2006. El 11 de Septiembre de 2007 se lanzó como código  
abierto en Sourceforge. El 6 de Marzo de 2008 se lanzó la versión 2.0, introduciendo la 
detección de colisión continua y reformando la API.  El 3 de Abril  de 2010 se lanzó la  
versión 2.1.
Box2D está  escrita  en  código  C++ independiente  de la  plataforma y  es  utilizable  en 
cualquier sistema con compilador de C++. El motor puede compilarse en modo coma fija y 
en punto flotante y ha sido utilizada en Nintendo DS, Wii y multitud de teléfonos móviles.
El motor también se ha porteado a varios lenguajes de programación, incluyendo Java, 
Adobe Flash, C#, JavaScript y D.
Box2D utiliza cuerpos rígidos compuestos por rectángulos, círculos y polígonos convexos. 
Estos cuerpos también pueden unirse con diferentes tipos de uniones y pueden moverse 
con la aplicación de fuerzas.  Además,  cada cuerpo puede tener diferentes valores de 
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densidad, fricción, restitución, resistencia al movimiento, resistencia al giro, etc. También 
incluye una gestión de colisiones para definir qué objetos colisionan entre sí, entre otras 
funcionalidades.
Box2D  ha  sido  porteado  a  Adobe  Flash  en  ActionScript  3.0  por  Boris  the  Brave. 
Actualmente la última versión estable es la 2.0, mientras que la 2.1 está disponible en 
versión alpha.
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5 Estructura de desarrollo
Para hacer un videojuego en Flash con un mínimo de complejidad se necesita estructurar 
debidamente los archivos de código y otros archivos necesarios para la compilación y 
ejecución del juego.
5.1 Esquema conceptual
En  la  creación  del  videojuego  se  utiliza  Adobe  Flash  CS5  como  plataforma  básica,  
utilizando  el  propio  lenguaje  de  programación  ActionScript  3.0  para  gestionar  el 
funcionamiento del videojuego. En Flash se crean los elementos visuales del juego como 
los elementos del escenario y los indicadores del estado del juego(HUD), los cuales van 
encapsulados en MovieClips que posteriormente ActionScript puede utilizar para modificar 
su comportamiento.
Además de gestionar el comportamiento de los elementos visuales, ActionScript controla 
toda la ejecución del videojuego, con una programación basada en orientación a objetos.  
Desde ActionScript pueden utilizarse datos dinámicamente como sonidos o archivos de 
texto, sin necesidad de añadirlos al archivo de flash. La ejecución del bucle principal del 
videojuego y la entrada de datos de parte del usuario se hace a través de eventos que se 
pueden escuchar desde ActionScript.
La edición del escenario se hace desde el editor de escenarios que es una aplicación 
hecha en Flash específicamente para la creación de escenarios en el videojuego. Aunque 
en el propio editor de Flash se podría hacer esta misma función, la limitación de espacio 
físico en el  editor  impide que esto sea posible para la  gran mayoría de videojuegos,  
además de que no se ajustaría a las propiedades de un videojuego concreto. Es un editor  
pensado  principalmente  para  hacer  animaciones  y  no  para  crear  escenarios  de 
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videojuegos o aplicaciones que utilicen el lenguaje ActionScript como parte fundamental 
en su funcionamiento.
Adobe Flash no contiene ninguna aplicación para las físicas entre objetos y simplemente 
aporta unas pocas funciones que sirven para detectar colisiones entre objetos, con las 
que se puede crear un motor de físicas más o menos digno. La opción que mejor reúne 
eficiencia con efectividad es utilizar un motor de físicas externo en ActionScript, entre los  
que está Box2D.
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Como cualquier aplicación Flash accesible desde internet con una gran carga de datos, se 
utiliza un cargador también creado en Flash que se ocupa de cargar todos los datos antes 
de iniciar la ejecución del juego.
La estructura principal del juego se ha hecho de manera que se puedan tener varios tipos 
de juego en la misma aplicación, por eso la utilización de una clase Base conceptual que 
representa la base de cada tipo de juego ejecutable.
En esta estructura principal se gestionan las clases genéricas que pueden ser utilizadas 
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desde los diferentes tipos de juego de forma común, se almacenan los datos del estado 
de la partida y se gestiona la ejecución de las fases.
En un tipo de juego concreto mínimamente complejo la estructura de clases se construye 
a partir de la base que se utiliza desde la estructura principal y contiene clases para cada 
concepto del juego.
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En Escenario se obtienen los datos creados desde el editor de escenarios y se crean los  
elementos con sus propiedades. Las físicas se controlan desde Colisiones, delegando el 
trabajo al motor de físicas Box2D que define el estado y el comportamiento de los objetos 
del escenario en cada iteración del bucle. En cada iteración del bucle, además, se ejecuta 
la “IA” de los elementos y del jugador, a partir de la entrada de datos del usuario. Tanto el 
bucle como la entrada de datos del usuario se realizan gracias a la gestión de eventos de 
Flash.
5.2 Estructura de archivos para la ejecución
Una vez compilado el programa, solo son necesarios algunos archivos para su ejecución. 
Esto es importante si vamos a distribuir el juego a personal externo a la programación del  
juego, ya que reducimos la cantidad de memoria necesaria y evitamos que el código 
fuente y otros datos puedan ser utilizados sin permiso.
Si publicamos el videojuego en una página web, lo más habitual es tener una página html, 
php o derivados en la que se pueda ver de forma correcta el archivo .swf. Aquí podemos 
concretar  ciertos  parámetros  como  el  tamaño  de  la  película  y  definir  variables  que 
hayamos creado en el propio juego como por ejemplo el idioma escogido por defecto.
Al igual que en el caso anterior, si el videojuego está publicado en la World Wide Web, es 
conveniente tener un cargador(creado también en Flash) que carga el juego y archivos 
externos necesarios como sonidos y textos, mostrando el progreso de la bajada de datos 
en tiempo real. Una vez cargados todos los datos, el cargador importa y ejecuta el juego. 
Aparte de los archivos externos, el archivo .swf de un videojuego puede llegar a ocupar 
varios MegaBytes y tardar varios segundos en cargar. Mientras un archivo .swf se carga, 
aparece una pantalla vacía, pudiendo confundir al usuario, por eso es tan necesario tener 
un cargador y por eso también es conveniente que el cargador no ocupe mucho. Si el 
juego tarda mucho en cargar, se puede poner un sencillo minijuego en el propio cargador  
para amenizar la espera.
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Aparte de lo ya mencionado, pueden necesitarse archivos externos que son cargados en 
tiempo de ejecución desde el cargador o desde el juego. En nuestro caso, una carpeta 
sonidos con música y efectos de sonido en formato .mp3 y una carpeta xml con textos de 
idiomas y la información de los escenarios en formato .xml.
5.3 Estructura principal de archivos
La estructura del proyecto está preparada para hacer funcionar varios tipos de juegos y 
minijuegos simultáneamente, por lo tanto esta estructura principal no es el juego en sí, si  
no la base para el acceso al juego completo, pudiendo contener a la vez un conjunto de 
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juegos que pueden ir desde un simple minijuego hasta la complejidad de un juego en 3 
dimensiones.
Cada clase utilizada en la aplicación debe ser contenida por un archivo en formato .as con 
el mismo nombre que el que tiene la clase.
Las clases que están ubicadas en la misma carpeta pueden verse unas a otras y a las  
clases  que  están  en  carpetas  superiores.  Todas  las  clases  de  una  carpeta  deben 
pertenecer al mismo package.
Las clases que están en la misma carpeta que el  archivo .fla no necesitan definir  un 
nombre de package, ya que son visibles por todos.
Para que una clase pueda utilizar una clase contenida en una carpeta no visible debe 
importar la clase utilizando su nombre de package.
En  caso  de  utilizar  un  cargador,  necesitamos  un  archivo  .fla  en  el  que  se  edita  el 
comportamiento  del  cargador.  Según  la  complejidad  del  cargador,  podrían  utilizarse 
archivos de código .as externos.
Toda  aplicación  Flash  necesita  un  archivo  .fla  que  contiene  los  MovieClips  y  código 
necesario para la compilación. En este .fla no hay código y simplemente se asocia la 
clase de alto nivel que se ejecuta al iniciar la película.
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En la misma carpeta donde está el .fla debe de estar la clase a la que hace referencia el  
.fla  para  iniciarse.  Además  de  esta  clase,  pueden  haber  otras,  aunque  no  es 
recomendable que hayan muchas.
Para  la  creación  de  distintos  tipos  de  juegos  y  minijuegos  es  necesario  un  número 
importante de clases para cada uno, por eso es esencial tener el código de cada tipo de 
juego en una carpeta diferente y por lo tanto en un package diferente.
Por ejemplo, si la aplicación contiene 2 tipos de juegos, uno de plataformas y otro de 
navegación, tendrá una carpeta para cada uno.
Además de tener carpetas para cada tipo de juego, también es conveniente tener una 
carpeta o más carpetas para contener clases genéricas o externas que pueden utilizar 
tanto las clases de la carpeta raíz como las clases de cada tipo de juego.
5.4 Estructura principal del código
El archivo cargador.fla tiene asociada la clase Cargador como la clase de alto nivel de la 
aplicación, por lo tanto al ejecutarse el .swf, se ejecuta la función creadora de la clase 
Cargador que es la que inicia la carga de datos y del swf del juego.
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Una vez cargados todos los datos, se ejecuta el swf, que ejecuta la clase de alto nivel 
asociada en juego.fla, que es la clase Juego.
La estructura de clases corresponde a la estructura visual de la aplicación, exceptuando 
las clases que sirven para aportar una funcionalidad determinada de forma externa. Es 
por ello que las clases principales son definidas como subclase de MovieClip y se añaden 
unas dentro de otras siguiendo la estructura definida.
La clase Juego es la base de toda la aplicación, contiene el menú inicial y puede contener  
animaciones de introducción al juego, los créditos, un menú de opciones o cualquier otra  
utilidad que pueda ser de utilidad al inicio de la aplicación.
La clase Juego gestiona el menú principal del juego, al igual que hace de clase principal 
de la aplicación. En Juego también se pueden añadir clases para el control de rendimiento 
del juego y otras utilidades. Juego contiene las instancias de las clases CargadorXml,  
Sonido y Partida.
Desde Juego se crea Partida y Estado con un estado global determinado dependiendo de 
si es una nueva partida o si se continua una partida guardada con anterioridad.
Partida simboliza una partida concreta de un jugador, pudiendo ser una partida nueva o 
una partida anterior cargada desde la caché de Flash, desde un archivo o desde el modo 
que  creamos  necesario  para  un  juego  determinado.  Partida  contiene  un  estado  que 
contiene los datos de la partida del jugador, tales como el número de fases superadas, los 
puntos conseguidos, etcétera. A su vez, Partida es el puente desde el que se accede a las 
diferentes fases del juego o menús de la partida.
Partida gestiona el estado global del juego y la ejecución de los diferentes tipos de juegos, 
minijuegos o menús. Al controlar el inicio y fin de los juegos, puede añadir animaciones o 
sonidos de transición entre juegos o fases. Partida contiene las instancias de las clases 
Estado  y  Base,  siendo  Base  la  clase  raíz  del  tipo  de  juego,  minijuego  o  menú 
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ejecutándose en ese momento.
Al definir la variable base como tipo MovieClip, se puede utilizar esta variable como una 
instancia  de  clase  genérica,  pudiendo  ser  así  la  instancia  de  cualquier  clase  que 
queramos, solo debemos ocuparnos de que no se llame a una función o se utilice una 
variable que la clase real no contenga.
La instancia de la clase Base puede ser la clase principal de un juego, un minijuego o un 
menú, y una vez iniciada, pasa a tomar el control de la aplicación.
Desde Partida se crea el juego, minijuego o menú determinado según el estado global del 
juego y las acciones del usuario.
La clase Estado contiene el estado global del juego y por norma general  no contiene 
funciones. En este estado global puede guardarse el nivel que está jugando el usuario, el  
nivel máximo accesible de la partida, la cantidad de puntos obtenidos, estadísticas de 
juego,  contenidos desbloqueados,  etcétera,  pudiendo modificar  estos datos durante  la 
ejecución  de la  partida.  Este estado se crea al  iniciar  la  partida  y  en caso de poder 
guardar la partida estos datos deben poder importarse y exportarse de forma adecuada.
Las  clases  CargadorXml  y  Sonido  son  clases  genéricas  que  se  ejecutan 
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independientemente  del  juego  o  menú  que  se  esté  ejecutando  en  un  momento 
determinado, por lo tanto es adecuado que estén en la estructura principal de la aplicación 
para que puedan ser utilizadas por cualquier juego o menú que requiera de ellas.
La clase CargadorXml sirve para obtener datos guardados en archivos externos que se 
obtienen en tiempo de ejecución. Generalmente sirve para cargar textos dependientes del 
idioma a través de archivos xml y sonidos, aunque también podrían ser imágenes y otro 
tipo de archivos.
CargadorXml es creado desde la clase Cargador y carga los datos localizados en archivos 
externos como sonidos en formato .mp3 y archivos de texto en formato .xml para utilizar 
posteriormente en el juego.
Sonido es creado desde Juego y gestiona la ejecución de la música y efectos de sonido 
desde cualquier parte de la aplicación.
Las clases de tipo Base representan el  juego en sí,  pudiendo utilizar  como Base un 
conjunto ilimitado de clases que actúen como tal, cumpliendo las restricciones definidas a 
continuación en el siguiente párrafo. Una base define un tipo de juego determinado, de 
manera que se pueden tener varios tipos de juego en una misma aplicación. Por ejemplo, 
si en un juego hay algunas fases de tipo plataformas y también hay otras de tipo rpg, se  
puede  crear  una  base  para  cada  uno  de  estos  2  tipos  de  juegos  ya  que  su 
comportamiento interno es notablemente diferente. Una base también puede ser un menú 
del juego.
Las clases que actúan como Base en Partida deben tener unas funciones determinadas 
para poder hacer un uso genérico en Partida.
El constructor de Base debe tener un parámetro de tipo Juego o compatible(por ejemplo 
Object) que identifica a la instancia de la clase principal de la aplicación(en este caso la  
instancia de Juego), necesaria para tener acceso a cierto tipo de variables y funciones, y  
para poder gestionar determinados eventos de Flash.
Además, deben incluir las funciones iniciar, parar, pausar y continuar para iniciar el juego, 
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pararlo, pausarlo y despausarlo.
También deben cumplir otra restricción y es que no deben llamarse igual que otra clase 
que sea visible desde la clase Partida, es decir, que cada juego tiene que tener una Base 
con un nombre diferente.
5.5 Estructura de juego simple (tipo minijuego o menú)
Este tipo de minijuegos simples o menús normalmente no necesitan una gran estructura 
para funcionar, a veces incluso basta con la misma clase que hace de Base.
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Normalmente este tipo de juegos necesitan obtener input del usuario y suelen definir el 
bucle principal del juego, ambas funcionalidades suelen hacerse con Eventos de Flash, 
aunque en determinadas funcionalidades hay alternativas. El bucle principal del programa 
no  es  un  bucle  tal  como  se  conoce  normalmente  en  programación,  si  no  que  las 
iteraciones se ejecutan en cada fotograma, es decir, que si definimos que la película Flash 
se ejecute a 25 fotogramas por segundo, el bucle ejecutará 25 iteraciones por segundo.
5.6 Estructura de juego bidimensional
Un  juego  de  estilo  bidimensional  mínimamente  complejo  necesita  una  estructura 
elaborada para facilitar el desarrollo y la gestión de los diferentes componentes del juego. 
Sin  embargo también  hay  que  tener  en  cuenta  la  estructura  visual  y  una  flexibilidad 
necesaria para el funcionamiento de un videojuego.
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Al igual que la estructura principal de la aplicación, la estructura de las clases sigue la 
jerarquía visual del juego. Además, se utiliza una clase especial(la clase Oraculo) que 
sirve  para  ayudar  a  la  comunicación  entre  clases,  independiente  de  la  estructura, 
aportando una gran flexibilidad y simplicidad.
La  clase  principal  que  actúa  como  Base  no  tiene  una  participación  activa  en  el 
funcionamiento del juego, solo sirve como puente entre Partida y Estructura, y para crear  
las clases que forman la estructura del juego. Base crea las clases Oraculo y Estructura.
Oraculo sirve para guardar las instancias de las clases más importantes de la estructura y 
comunicarlas  dinámicamente  a  las  clases  que  lo  requieran.  Esto  aporta  una  gran 
flexibilidad y simplicidad en la forma en la que se comunican las clases, pues a menudo 
varias  clases tienen que comunicarse con clases  que  están mucho más arriba en la 
jerarquía de la estructura. Además, sirve para acceder de forma genérica a clases como 
Sonido, CargadorXml y la clase donde se recoge el input, sin necesidad de conocer la 
clase ni su ubicación dentro de la estructura.
Estructura es la primera clase dentro de la jerarquía visual del juego, ya que Base no 
añade ninguna imagen a la escena. Además, controla las clases principales del juego y 
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rige el orden de su funcionamiento. Estructura contiene todos los elementos visuales del 
juego, incluyendo Escenario, que es la clase que contiene el mundo del juego, donde está 
el  jugador  y  todo  su  entorno.  Aparte  de  Escenario,  puede  contener  otros  elementos 
visuales como el HUD, imágenes de fondo y en general todos aquellos elementos que son 
independientes del estado del mundo creado en Escenario.
Estructura es la primera clase que realmente tiene incidencia en el diseño del juego en sí 
y constituye la base sobre la que se construye.  Estructura crea las clases Escenario,  
Colisiones y Puntuacion.
La inclusión visual de Escenario dentro de Estructura no es directa, si no que se utiliza un 
MovieClip conocido como escenarioCamara entre las dos clases para poder controlar más 
fácilmente la visión de la cámara.
Además, en Estructura se ejecuta el bucle principal del juego que ejecuta una iteración 
cada fotograma, se gestionan los datos de input del usuario, se añaden algunos gráficos  
que no pueden estar dentro del Escenario y se gestionan diferentes comportamientos que 
no tienen que ver con los gráficos, como por ejemplo la música de fondo.
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En el  bucle principal  del  juego se hace actuar  la IA de los  elementos que hay en el 
escenario, se calculan las colisiones, se actualiza el estado de los elementos, se mueve la 
cámara de visión del escenario, se hace reactuar la IA de los elementos, se eliminan los 
elementos que han pasado a ser innecesarios, se actualiza puntuación y se cambia el 
estado de los objetos visibles de estructura.
La clase Escenario representa el mundo del juego y contiene todos los elementos que 
están dentro de ese mundo, tales como el jugador, los enemigos, el suelo, el decorado e  
incluso elementos que no son visibles como sensores. Estos elementos son colocados o 
se mueven por el escenario, definiendo su posición en el mundo indiferentemente de la 
visión de este escenario en la pantalla, ya que dentro de un MovieClip la posición de un 
objeto es siempre relativa al propio MovieClip padre. De forma independiente, Escenario 
cambia de posición cambiando la visión de la pantalla. De esta forma un objeto estático 
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está siempre en la misma posición, aunque cambie su posición visual en pantalla porque 
Escenario(o alguno de sus antecesores) haya cambiado de posición, rotación o escala.
La clase Escenario contiene todos los elementos que se ven dentro del mundo del juego.  
Además, puede gestionar el mundo de físicas del juego, la visualización por capas de los  
elementos que contiene, la importación de los elementos del escenario a través de datos 
en formato XML
En la clase Colisiones se gestiona el comportamiento de los elementos del escenario en 
función  del  estado  de  estos.  La  utilización  de  un  motor  de  físicas  externo  facilita 
enormemente  esta  tarea.  Después  de  hacer  el  cálculo  de  las  físicas  se  actualiza  la 
visualización  de  los  elementos  del  escenario.  En  colisiones  también  se  controla  el 
movimiento de la cámara, es decir, se mueve el escenario para que en pantalla se vea la 
parte  del  escenario  que  queramos,  generalmente  se  suele  centrar  en  la  posición  del 
personaje. También se puede girar y escalar la cámara.
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En la clase Puntuacion se gestionan los indicadores(HUDs) y otras variables de estado 
del juego. El conjunto de indicadores visibles en una fase del juego pueden definirse a 
través del archivo XML del mapa de la fase.
En el  último escalafón están los  elementos  del  escenario,  que pueden crearse  como 
diferentes clases y subclases, dependiendo del comportamiento de cada elemento.
El más importante e imprescindible de estos elementos es Jugador, que suele tener un 
comportamiento mucho más elaborado que el  de los  demás elementos y  cuya IA se 
substituye por el input del usuario.
Todos los elementos se suelen dividir por 2 propiedades básicas. Si el elemento no se 
mueve una vez creado y por  lo tanto no tiene IA,  es un elemento estático. Si  por  el  
contrario se mueve, tiene IA y es un elemento dinámico. Si el elemento puede colisionar 
con otro elemento es un elemento colisionable. Si por el contrario nunca colisiona con otro 
elemento es un elemento no colisionable. Jugador suele tener un comportamiento de tipo 
dinámico y colisionable.
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Dentro  de  estas  4  clases  de  elementos,  puede  haber  una  gran  variedad  de 
comportamientos que pueden formar diferentes subclases, entre las que pueden estar 
enemigos,  sensores,  amigos,  personajes,  suelos,  decoraciones,  etc.  También  pueden 
haber elementos creados a partir de un conjunto de otros elementos.
Cada elemento determinado se identifica por un identificador que puede ser un número o 
string único en el juego, estando este elemento en la subclase que mejor pueda adaptarse 
a sus necesidades.
Cada clase de elemento contiene un conjunto de variables y funciones determinadas que 
son utilizadas por los diferentes tipos de elementos de la clase. También hay variables y 
funciones genéricas necesarias para todos los elementos.
Las variables pueden ser referencias a otras clases, identificadores propios del elemento, 
propiedades visuales, propiedades referentes al comportamiento de la IA, variables de 
estado del elemento o propiedades necesarias para el sistema de físicas y colisiones. 
Muchas de estas variables pueden ser definidas a través del archivo XML creado con el 
editor de mapas.
Las funciones necesarias en todo elemento son las de inicialización de tipo de elemento,  
la  función  de  actuación  de  la  IA,  una  segunda  función  de  reactuación  de  la  IA que 
generalmente sirve para aplicar cambios de estado por reacciones de la física o de otros 
elementos, y una función para la correcta eliminación del elemento. Adicionalmente, cada 
clase  y  tipo  de  elemento  puede  tener  funciones  propias  públicas  y  privadas  para  el 
funcionamiento de las interacciones entre elementos y agentes externos.
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5.7 Estructura de editor
La estructura del editor es mucho más simple que la del juego ya que a pesar de contener  
el mismo número de elementos, no tiene que controlar animaciones, físicas, indicadores, 
estados de juego, interacciones entre elementos, IA y muchas otras cosas más.
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Al  igual  que  cualquier  otra  aplicación,  se  necesita  un  archivo  .fla  que  contiene  los 
MovieClips necesarios para su ejecución y donde se define la clase de alto nivel que debe 
ejecutarse.
La estructura de las clases sigue una jerarquía visual, siendo las clases principales cada 
una de las interfaces de las que se compone el editor.
La clase de alto nivel es Editor, que contiene las clases principales de la estructura. Esta  
misma clase controla el input de usuario y gestiona el bucle principal de la aplicación.
La clase Escenario es el contenedor de los elementos que posteriormente se verán en el  
videojuego  y  los  representa  gráficamente.  Además,  contiene  también  los  diferentes 
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En Escenario se gestiona gran parte de la lógica del editor de escenarios, que incluye la 
gestión de elementos, la gestión de capas, la manipulación de componentes gráficos y la  
traducción de xml.
En  Escenario  se  crean  y  gestionan  las  múltiples  instancias  de  Elemento  y 
CaracteristicaGrafica.
La clase MenuEstatico es el menú, situado en la parte superior de la aplicación, desde 
donde se puede seleccionar un elemento para añadirlo al  escenario.  Este menú está 
organizado en forma de árbol y utiliza la identificación numérica de los elementos para 
ordenarlos en la estructura del menú. También se utiliza un MovieClip que contiene la 
representación gráfica de cada elemento.
La clase MenuDinamico es el menú, situado en la parte inferior de la aplicación, desde 
donde se pueden editar todas las propiedades modificables del elemento seleccionado. 
También se pueden editar propiedades generales del mapa si no hay ningún elemento 
seleccionado. Para la gestión de la edición de propiedades modificables se utilizan las 
instancias  de  Caracteristica  para  cada  propiedad  concreta.  Cada  elemento  tiene  un 
conjunto de propiedades determinado y por ello este menú es totalmente dinámico y es 
diferente para cada tipo de elemento.
Las  clases  BarraHorizontal,  BarraVertical  y  Cruz  gestionan  el  scroll  y  el  zoom  del 
escenario en 3 interfaces separadas. De esta forma el usuario tiene total control sobre 
qué parte del escenario quiere ver y con qué detalle para ajustar de forma precisa las  
características de los elementos.
La clase Elemento es la representación gráfica del correspondiente elemento en el juego, 
además  de  contener  el  valor  de  las  propiedades  modificables  desde  el  editor,  la 
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identificación de las características y la información necesaria para la correcta creación 
del elemento en el juego. En la misma clase se hace la traducción de xml concreta para 
cada elemento.
La clase Caracteristica gestiona la modificación de propiedades del mapa(principalmente 
para propiedades de elementos) a partir del input de usuario recogido desde entradas de 
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texto.  Cada  característica  tiene  un  conjunto  de  entradas  de  texto,  botones,  textos 
explicativos  y  restricciones en la  entrada de datos  determinados.  Además,  el  tamaño 
gráfico  disponible  para  cada  característica  varía  según  el  número  de  características 
existentes en un mismo momento. La clase Caracteristica reúne todas las propiedades 
modificables desde el editor.
La clase CaracteristicaGrafica gestiona la modificación de propiedades del mapa al igual 
que la clase Caracteristica, pero de forma visual y dentro de la clase Escenario. Cada tipo 
de característica gráfica tiene un aspecto y un comportamiento muy concreto. La clase 
CaracteristicaGrafica engloba un subconjunto de las propiedades que pueden modificarse 
desde Caracteristica.
La clase VentanaTexto sirve para copiar, modificar y visualizar el código xml del mapa.
5.8 Estructura del mapa xml
Un mapa xml contiene la información necesaria para poder crear un escenario de juego 
concreto con diferentes propiedades y elementos. Los diferentes mapas que componen 
un juego podrían estar en un mismo archivo xml, pero realmente no hay una razón de 
peso  para  que  esto  sea  necesario  y  a  lo  largo  del  desarrollo  del  proyecto  se  ha 
establecido una estructura de archivo por  mapa.  Esta estructura no limita en nada la 
creación de mapas y aporta una gran facilidad para la modificación y gestión de mapas, 
necesaria por el tamaño de estos mapas.
Cada mapa tiene un tamaño considerable, siendo desde 15KB hasta 150KB el tamaño 
habitual de un mapa y una longitud de unas 3000 lineas. Este es el inconveniente de 
utilizar  una codificación tan  redundante  y basada en el  lenguaje humano como es el  
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formato xml.  Prueba de ello es que un mapa xml cualquiera comprimido en zip suele 
reducir unas 9 veces su tamaño.
La estructura del mapa xml consta de 4 partes importantes: La información referente a 
propiedades editables del mapa como el tipo de juego, o los límites de la cámara. El  
conjunto de elementos que componen el juego, cada uno con sus propias características. 
La información extra del mapa o de elementos necesaria para el editor. Y propiedades del  
juego modificables desde el mismo xml y no desde el editor.
La modificación de datos desde el mismo xml y no desde el editor puede ser muy util para 
definir  propiedades  poco  comunes  o  temporales  en  los  mapas  y  que  son  fáciles  de 
codificar por una persona. Esto requiere que el editor tenga en cuenta estas propiedades 
extra para que las conserve al importar un mapa al editor y su posterior exportación. En 
este caso, todas estas propiedades deben crearse dentro de la etiqueta EXTRA en la raíz 
del archivo xml.
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6 Implementación en detalle
6.1 Carga de archivos externos
Para cargar archivos externos, ya sean archivos de texto, de sonido o de otro tipo, Flash 
dispone de las clases URLLoader y URLRequest. Aunque la carga de un archivo de un 
formato concreto puede hacerse con otras clases en lugar de URLLoader. La carga de 
archivos debe de hacerse secuencialmente para que funcione correctamente.
URLRequest  almacena  la  dirección  del  archivo,  mientras  que  URLLoader  gestiona  la 
carga de los datos y de esta se pueden obtener datos para conocer el estado de la bajada 
de datos.  Una vez todo el  contenido del  archivo se ha cargado,  URLLoader lanza el  
evento COMPLETE. En ese momento los datos pueden ser utilizados por la clase que los 
gestione correspondientemente y se puede iniciar la carga de un nuevo archivo.
private var xmlLoader:URLLoader;
public var xmlMapa:XMLList;
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La implementación de la carga de datos externos se realiza en la clase cargadorXML de la 
carpeta utils.
6.2 Ejecución de sonidos
La ejecución de sonidos se hace con la clase Sound. Cada instancia de la clase Sound 
identifica un sonido concreto, que puede haber sido cargado desde un archivo externo.
El control de la ejecución del sonido se hace con la clase SoundChannel ya que así un 
mismo  sonido  puede  ejecutarse  varias  veces  en  un  mismo  momento.  La  clase 
SoundChannel  permite  parar e iniciar  el  sonido en cualquier punto en la duración del  
sonido.  También se puede ajustar  el  volumen y diferentes propiedades del  sonido en 
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La implementación de la ejecución de sonidos se hace en la clase Sonido en la carpeta 
utils.
6.3 Tipos de elementos
En un videojuego puede haber una gran variedad de elementos, de manera que hay que 
agruparlos según su comportamiento y hacer funciones genéricas para estos elementos. 
Un elemento es un objeto independiente ubicado en el escenario en una posición y con 
unas características determinadas.
Los elementos pueden dividirse en varias subclases para gestionar más fácilmente sus 
diferentes  comportamientos.  Estas  subclases  pueden  agrupar  elementos  decorativos, 
elementos con física  inmóviles,  elementos  con física  y movimiento,  elementos con IA 
elaborada, sensores, personajes, etcétera.
También puede existir una clase de elementos que cree múltiples elementos, pudiendo 
crear  cualquier  tipo  de  elemento  que  haya  en  el  juego.  La  clase  que  crea  múltiples 
elementos  no  contiene  físicamente  los  elementos  creados,  simplemente  crea  los 
elementos tal y como se haría desde Escenario. Pero sí puede guardar referencias de las 
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instancias de elemento creadas para poder gestionar su comportamiento y aportar una 
comunicación entre él mismo y los elementos creados.
Cada una de estas subclases puede generar un conjunto de elementos diferenciándolos 
por la variable tipo. Cada tipo define el elemento concreto que es, su comportamiento y su 
aspecto. Adicionalmente, se puede utilizar la variable subtipo para cambiar ligeramente el 
comportamiento o el aspecto de un tipo de elemento.
Cualquier instancia de elemento creado en el juego puede ser definido por un nombre 
concreto. El nombre es independiente de su clase y tipo. Este nombre puede ser utilizado 
para  comunicar  alguna  información  a  este  elemento  desde  fuera  del  elemento.  Por 
ejemplo,  desde  el  editor  podemos  crear  un  elemento  sensor  que  detecta  al  jugador 
cuando entra en una zona concreta y un elemento que genera enemigos. Si al generador  
de  enemigos le  ponemos un nombre y  al  sensor  le  comunicamos ese nombre como 
referencia, cuando en el juego el sensor detecte al jugador, podrá comunicarse con el 
generador de enemigos reconociéndolo por su nombre. De esta forma se pueden crear 
varios tipos de elementos independientes y combinarlos según el efecto que queramos 
conseguir.  Varios  elementos  pueden  tener  el  mismo  nombre,  si  queremos  que  estos 
actúen en el mismo momento, por ejemplo, si queremos que el sensor active 2 o más 
generadores de enemigos.  La forma de comunicarse es llamar a la función activa de 
Escenario, comunicando el nombre del elemento o elementos que deben ser activados. 
De igual manera funciona la función desactiva.
Por último, tenemos una última forma de agrupar elementos, muy importante para crear 
una física personalizada. Como se comenta en los apartados Creación de una forma y 
Control de colisiones de Box2D, se pueden agrupar los cuerpos por categorías. De esta 
forma podemos definir para cada cuerpo con qué categorías queremos que colisione a 
través de la  variable maskBits  de la  clase b2FilterData.  Un elemento puede contener 
múltiples cuerpos, por lo tanto esta agrupación es a un nivel más bajo, agrupando cuerpos 
y no elementos; aunque la mayoría de veces un elemento está formado por un único 
cuerpo o todos sus cuerpos suelen ser de la misma categoría.
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6.4 Contador de tiempo
Para hacer contadores de tiempo Flash aporta 2 funcionalidades básicas. La clase Timer 
cuyo  funcionamiento  se  basa  en  lanzar  eventos  cada  una  cantidad  de  milisegundos 
determinada. Y la función getTimer que retorna el número de milisegundos transcurridos 
desde que se inició la aplicación Flash. Estas 2 funcionalidades son útiles para contar 
tiempo  real,  sin  embargo,  en  la  ejecución  de  una  aplicación  Flash,  si  esta  se 
ralentiza(bastante probable en un videojuego), el tiempo real pasará más rápido que el  
correspondiente tiempo ejecutado por fotogramas en Flash. De modo que si el videojuego 
utiliza el fotograma como unidad de tiempo básica para el juego, estas funcionalidades no 
servirán.
Para hacer un contador de tiempo basado en fotogramas lo mejor es utilizar variables 
genéricas que se decrementen o incrementen en cada fotograma y llegado un número 
determinado de fotogramas, hacer el comportamiento deseado. Por ello es útil tener un 
conjunto reducido de variables en la clase Elemento y utilizarlos en cada tipo de elemento 
de la manera adecuada, decrementándolo en 1 en cada fotograma y en caso de llevar a 
un valor negativo, dejarlo desactivado.
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6.5 Eliminación de elementos
En la ejecución de un juego normalmente hay elementos que por algún motivo deben ser  
eliminados. Para la eliminación de elementos es recomendable dejar un espacio concreto 
para que no haya conflictos o referencias nulas que puedan causar errores de ejecución.  
Por ejemplo, en Box2D no se pueden eliminar cuerpos mientras se están ejecutando las 
físicas y controlando las colisiones.
El método utilizado para eliminar un elemento es definir la variable muerto a cierto cuando 
detectemos que queremos eliminarlo. Posteriormente, en la clase Estructura, al final de 
bucle principal se detectan los elementos que tienen la variable muerto a true, se eliminan 
del  escenario y se ejecuta la función eliminar de Elemento que elimina las uniones y 
cuerpos de la física, elimina algún posible evento y elimina cualquier otro componente que 
deba eliminarse con el elemento.
6.6 Distribución de elementos en capas
Es  necesario  definir  una  estructura  para  la  inclusión  de  elementos  visuales  en  el 
escenario,  que ya al  añadir  MovieClips estos  se van colocando uno encima del  más 
antiguo, y eso seguramente no sea lo que más nos convenga.
Una  solución  simple  es  crear  diferentes  MovieClips  para  cada  tipo  de  elemento, 
añadiendo estos MovieClips en el orden concreto que queramos, por ejemplo, debajo de 
todo  poner  un  MovieClip  que  contenga  los  elementos  decorativos  como  montañas, 
arboles o casas, por encima otro contenedor para los suelos, por encima otro contenedor 
para enemigos, por encima otro contenedor para el jugador y por encima de todos otro 
contenedor para más elementos decorativos. Sin embargo, este sistema no funciona si 
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queremos que diferentes tipos de elementos estén mezclados en el escenario.
En lugar de esto se realiza una gestión de capas dinámica configurable desde el editor de 
mapas. Esto es que, desde el editor, para cada elemento hay que definir en qué capa y 
subcapa estará, pudiendo así tener un control total en el orden de los elementos en el 
escenario.
Para realizar esto, tanto en el editor como en Escenario en el juego, se crean todas las 
capas desde la capa 0 hasta la más alta. Y dentro de cada capa, se crean todas las 
subcapas desde la subcapa 0 hasta la más alta de esa capa. Esta generación de capas 
se hace dinámicamente a la vez que se van añadiendo elementos, por lo tanto, también 
se pueden añadir elementos y crear nuevas capas y subcapas durante el juego.
6.7 Comunicación entre elementos
La comunicación entre elementos puede realizarse de 3 maneras diferentes, las cuales ya 
se han ido comentando en apartados anteriores.
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La comunicación más básica es la que puede realizar la clase ElementoMulti(una clase de 
elementos que crea otros elementos), que al crear los elementos guarda las instancias y 
puede aportar una comunicación directa entre él y los elementos.
Otra forma es ponerle un nombre a una instancia de elemento y activar este elemento 
desde  otro  elemento  utilizando  el  nombre  de  referencia  con  el  mecanismo  de 
comunicación  por  nombre-referencia  que  se  realiza  a  través  de  la  función  activar  y 
desactivar de la clase Escenario.
Los  elementos  también  pueden  comunicarse  directamente  con  otros  elementos  del 
escenario desde la variable elementos de la clase Escenario, al que se puede acceder a 
través de la clase Oraculo. Esta comunicación puede ser útil para comunicar un elemento 
con un conjunto grande de elementos sin relación a priori.
6.8 Acceso a datos externos en formato .xml
Para acceder a datos externos en formato .xml primero hay que cargar el archivo tal y 
como se explica en el apartado Carga de archivos externos, obteniendo así una instancia 
de la clase XML o XMLList.
Para acceder a una información concreta en la estructura del XML se puede hacer tal 
como si fuera una clase o un Array. Por ejemplo, si tenemos un xml con la estructura  
<xml><idioma>es</idioma></xml>, y la variable xml es la instancia de XML, se puede 
obtener el dato “es” con el código xml.idioma o bien xml[“idioma”].
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También se puede acceder a información a través de un atributo. Por ejemplo, si tenemos 
un xml con la estructura <xml><elemento nombre=”enemigo”>tipo5</elemento></xml>, y 
la variable xml es la instancia de XML, se puede obtener el dato “tipo5” con el código  
xml.elemento.(@nombre==”enemigo”) o bien xml[“elemento”].(@nombre==”enemigo”).
Si existen múltiples datos que coincidan con la búsqueda, se tendrá que recorrer el valor  
obtenido a través de un bucle y la función children de la clase XML.
Para comprobar que la información obtenida es correcta se pueden utilizar unas funciones 
especialmente diseñadas para ello. La función length de la clase XMLList determina de 
cuantos valores se compone. Si el resultado es 0 es que este dato no existe en el XML y 
si el valor es superior a 1 es que hay múltiples datos que coinciden con la búsqueda. La  
función hasSimpleContent de la clase XMLList determina si el valor retornado es solo un 
valor o en caso de ser falso constituye una estructura XML más compleja.
Existen  otras  maneras  de  acceder  información  alojada  en  una  clase  XML,  pero 
posiblemente sean excesivamente complicadas para su uso en un videojuego.
El  uso de archivos XML externos  es  necesario  para  crear  mapas  desde el  editor  de 
escenarios y para crear textos dependientes del idioma.
6.9 Acceso a input de usuario
Para obtener información proveniente del usuario suelen utilizarse eventos que detectan 
de diferentes maneras el uso del teclado y del ratón.
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Para detectar eventos hay que especificarlo con la función addEventListener de la clase 
MovieClip, especificando el tipo de evento que se quiere recibir y la función que debe 
ejecutarse cuando se reciba un evento. Para recibir estos eventos se ha encontrado como 
mejor solución utilizar como MovieClip el propio stage de la película Flash, tanto para 
eventos  de  teclado  como para  eventos  de  ratón.  Esto  es  así  porque  el  stage  es  el  
elemento visual más alto en la jerarquía y no se puede eliminar.
Como  con  todos  los  eventos,  es  imprescindible  eliminarlos  cuando  dejan  de  ser 
necesarios, ya que los Listener de eventos no se eliminan automáticamente cuando se 
elimina  las  clase  que  lo  ha  creado,  los  Listener  de  eventos  se  eliminan  únicamente 
cuando se ejecuta la función removeEventListener. No eliminarlos podría hacer que se 
acumulasen una gran cantidad de Listener de eventos o que estos intentasen acceder a 









ruedaMovida= evt.delta; // movimiento de rueda
}
private function teclaAbajo(evt:KeyboardEvent):void{
if(evt.keyCode==37) teclaIzq= true; // pulsada tecla izquierda
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Sin embargo, si  deben detectar eventos de ratón en un MovieClip concreto, es mejor 
utilizar el propio MovieClip, para que detecte únicamente los eventos de ese MovieClip. 
Pero esta solución tiene un problema y es que si se ha detectado un evento, el foco del 
teclado pasa a localizarse en el MovieClip y si posteriormente el MovieClip es eliminado 
de la escena, el foco de teclado se queda sin referencia. La consecuencia es que si el 
foco del teclado no tiene una referencia, dejan de recibirse los eventos de teclado hasta 
que el  usuario  vuelva a clickar sobre la pantalla.  Por  suerte  existe una solución para 
solventar este problema.
botonMc.addEventListener(MouseEvent.CLICK, botonPulsado);
Para arreglar el problema del foco de teclado basta con definir la variable focus de la 
clase Stage. Lo cual puede hacerse cada vez que se elimina un MovieClip que pueda 
haber cogido el foco, cada vez que hay un evento de teclado en un MovieClip o en cada 
fotograma. El MovieClip más adecuado para ser definido como el foco del teclado es el 
propio stage de la película Flash, por ser el elemento visual más alto en la jerarquía y 
porque no se puede eliminar.
stage.focus= stage;
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6.10 Control de colisión con el suelo
En un  juego  bidimensional  de  tipo  plataformas  o  de  acción  es  esencial  controlar  las 
colisiones del jugador y de otros elementos con el suelo de forma que se puedan ejecutar 
saltos  únicamente  cuando  se  está  en  contacto  con el  suelo  o  para  hacer  diferentes 
comportamientos del personaje, como andar, subir una cuesta o resbalarse.
Box2D aporta la clase b2Contact en la que puede detectarse el contacto de 2 objetos. La 
función PostSolve funciona para detectar de forma continua el contacto de un objeto con 
el suelo, obteniendo el ángulo, la fricción y otras características de la colisión. La función  
EndContact sirve para detectar el fin de un cuerpo con el suelo.
En  la  clase  Jugador  se  recibe  toda  esta  información  y  se  almacena  en  la  variable  
contactos,  guardando  la  información  de  los  contactos  producidos  en  un  momento 
determinado. Esta información puede ser utilizada posteriormente para mover el jugador, 
animarlo o hacer diferentes acciones según el contexto.
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6.11 Control de la cámara
La inclusión visual de Escenario dentro de Estructura no es directa, si no que se utiliza un 
MovieClip conocido como escenarioCamara entre las dos clases para poder controlar más 
fácilmente la visión de la cámara.
El MovieClip escenarioCamara se coloca en el centro de la pantalla y dentro de este se 
añade Escenario, de manera que el punto central de escenarioCamara identifica siempre 
el  punto  central  de  la  visión  de  la  pantalla.  Así,  para  definir  el  centro  de  la  visión  
simplemente hay que modificar la posición de Escenario de forma que lo que queramos 
que  se  vea esté  en el  centro  de  escenarioCamara.  La  mayor  ventaja  de  hacer  este 
sistema de MovieClips es que se puede cambiar el zoom y la rotación del escenario en 
pantalla simplemente cambiando la escala y la rotación de escenarioCamara, sin tener 
que hacer complicados cálculos de posicionamiento del escenario según posición, zoom y 
rotación; aunque rotemos y escalemos escenarioCamara su punto central estará siempre 
en el mismo lugar de la pantalla y la visón será siempre la que hemos definido al haber 
colocado Escenario en una posición concreta.
6.12 Menús en juego
La utilización de menús y otras funcionalidades que detienen la ejecución normal  del  
juego  en  mitad  de  una  fase  debe  ser  debidamente  controlada.  Hay  que  suprimir  la 
detección de eventos de input de usuario o hacer que las clases que normalmente utilizan 
estos datos los ignoren y tal vez parar la ejecución de físicas, IA y animaciones. El menú o 
la funcionalidad ejecutada debe controlar entonces los datos de entrada del usuario y las  
condiciones para finalizar la ejecución de si mismo, además del propio funcionamiento 
interno de la funcionalidad.
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Normalmente este tipo de funcionalidades se ejecutan desde Estructura, a menos que 
visualmente deban estar dentro de Escenario. Aún así, el control de la ejecución del juego 
debe seguir estando en Estructura y por lo tanto se debe tener en cuenta si la normal 
ejecución del juego ha de ser modificada.
Entre este tipo de funcionalidades pueden haber conversaciones con personajes, fichas 
de información, gestión de ítems, minijuegos, visualización de mapas o visualización de 
secuencias animadas.
6.13 Animación compleja de elementos
Si  un  elemento  del  juego  tiene  una  animación  compleja  basada  en  el  contexto  del 
escenario o de la situación no basta con utilizar unas pocas variables de la clase, si no 
que hay que utilizar un conjunto posiblemente elevado de variables y una programación 
detallada en los cambios de la animación del elemento, pudiendo incluso llegar a utilizar 
una clase aparte para este fin. Normalmente en un videojuego, el elemento más complejo 
es el personaje controlado por el jugador.
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Para gestionar un conjunto de estados suficientemente complejo, en torno a los 10, lo 
mejor es tener un control del contexto del elemento con una variable única para cada 
criterio,  mientras  que  el  estado  de  la  animación  se  define  en  una  variable  aparte, 
determinando  en  cada  fotograma  si  se  cambia  el  estado  de  la  animación  según  el 
contexto  actual.  Adicionalmente  se  pueden  utilizar  variables  para  determinar  uno  o 
múltiples  subestados  dentro  de  un  estado  concreto  y  variables  adicionales  para 
determinar el cambio de estado independientemente del contexto.
6.14 Movimiento de elementos
En una aplicación Flash, el movimiento de un elemento se determina por su posición en 
las coordenadas y el formato de Flash(equivalente a un pixel por unidad). Normalmente el 
movimiento y la velocidad aplicada a un elemento se mide por la misma medida.
Al utilizar un motor de físicas como Box2D el movimiento de un elemento no se determina  
por los pixeles/fotograma que queremos que tenga en un momento determinado, si no 
que normalmente se aplican fuerzas que hacen que un cuerpo se mueva. En Box2D esta 
fuerza se aplica a través de la función ApplyForce de la clase b2Body. Después de la  
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ejecución de colisiones, esta fuerza se traduce en movimiento. La función ApplyForce 
necesita como parámetros la fuerza a aplicar en Newtons y el punto sobre el que se debe 
aplicar la fuerza en coordenadas relativas al mundo de colisiones.
boxCuerpo.ApplyForce(new b2Vec2(fuerzax,fuerzay),new b2Vec2(this.x/30,this.y/30));
A veces,  es  necesario  aplicar  una  fuerza  para  conseguir  que  un  cuerpo  tenga  una 
velocidad concreta. Para ello se necesita la masa del cuerpo que puede conseguirse con 
la  función  GetMass  de  la  clase  b2Body,  los  fotogramas/segundo  de  ejecución  de  la 
película  y  la  velocidad  actual  del  cuerpo  que  puede  obtenerse  con  la  función 
GetLinearVelocity de la clase b2Body.
var velx:Number= 7; // velocidad resultante
var velxActual:Number= boxCuerpo.GetLinearVelocity().x; // velocidad actual del cuerpo
var masa:Number= boxCuerpo.GetMass(); // masa del cuerpo
var framesseg= 25; // fotogramas por segundo de la película Flash
var fuerzax:Number= masa*framesseg*(velx-velxActual);
boxCuerpo.ApplyForce(new b2Vec2(fuerzax,0),new b2Vec2(this.x/30,this.y/30));
De la misma forma, también puede ser de utilidad aplicar a un cuerpo una fuerza contraria 
a la que aplica la gravedad para que el cuerpo se mantenga sobre el suelo.
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7 Casos de uso
7.1 Crear un escenario
Para la creación de un mapa se utiliza el editor de escenarios, en el que se pueden añadir  
elementos  y  modificar  sus  propiedades  a  través  de una interfaz  gráfica.  Después de 
añadir todos los elementos necesarios, el editor crea un código xml que se puede guardar 
en un archivo xml para que el juego pueda importar el escenario creado.
1. Ejecutar la aplicación del editor.
2. Añadir elementos y modificar sus propiedades.
3. Modificar las propiedades del escenario.
4. Clickar el botón Exportar XML.
5. Clickar el botón Copiar mapa(el texto se guarda en el portapapeles).
6. Crear un archivo xml y pegar el texto.
7.2 Crear un tipo de elemento en el juego
Para crear un tipo de elemento en el juego es necesario editar tanto el archivo .fla del  
juego como el código. Un tipo de elemento pertenece a una clase y en esta debe definir  
tanto  su  inicialización  como  su  comportamiento  durante  la  ejecución.  Este  tipo  de 
elemento podrá ser creado dinámicamente desde cualquier parte del juego, incluso desde 
otro elemento.
1. Abrir el archivo .fla del juego.
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2. Crear el MovieClip para el tipo de elemento.
3. Activar la propiedad Exportar para ActionScript para el MovieClip.
4. Abrir el archivo ActionScript de la clase de elemento al que pertenecerá el tipo 
de elemento.
5. Añadir  el  código necesario para inicializar el  tipo de elemento en la función 
inicializar. El tipo de elemento se indica en la variable tipo.
6. Añadir el código para el tipo de elemento en las funciones actua y reactua, si es 
necesario.
7.3 Crear un tipo de elemento en el editor
Para  poder  crear  un  elemento  de  un  tipo  determinado  desde  el  editor  es  necesario 
modificar tanto el archivo .fla como el código. En el código debe definirse la clase a la que 
pertenece y las propiedades que pueden ser modificadas desde el editor.
1. Abrir el archivo .fla del editor.
2. Crear el MovieClip representativo para el tipo de elemento(normalmente es una 
versión simplificada del que se introduce en el juego).
3. Activar la propiedad Exportar para ActionScript para el MovieClip.
4. Añadir  el  MovieClip  dentro  del  MovieClip  iconos_menu,  en  el  fotograma 
correspondiente, según el número  de identificador del tipo de elemento.
5. Abrir el archivo ActionScript MenuEstatico.as.
6. Añadir  el  número  de  identificador  del  tipo  de  elemento  en  la  variable 
iconos_hijos_id.
7. Abrir el archivo ActionScript Elemento.as.
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8. Añadir  el  código necesario para inicializar el  tipo de elemento en la función 
Elemento. Los tipos de elementos se identifican por la variable elemento_id.
9. Añadir la creación del MovieClip del tipo de elemento en la función crearMc.
7.4 Crear una clase de elemento en el juego
Añadir una clase de elemento es sencillo y solo requiere modificar el código del juego.  
Normalmente  una  clase  de elemento  es  subclase de otra  clase,  lo  cual  simplifica  su 
creación.
1. Crear un archivo ActionScript con el mismo nombre que la clase.
2. Añadir el código para crear la clase.
3. Añadir la función creadora y la función inicializar.
4. Si  la clase no es subclase de otra  clase de elemento,  añadir  las funciones 
actualiza,  actua  y  reactua.  Si  es  subclase  seguramente  sea  necesario 
sobrescribir las funciones actua y reactua.
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5. Abrir el archivo ActionScript Escenario.as.
6. Añadir el código necesario para crear elementos de la clase creada a través de 
código XML en la función anadeObjeto.
7.5 Crear una clase de elemento en el editor
Para utilizar elementos de una clase determinada simplemente hay que definir para un 
tipo de elemento la clase a la que corresponde en la variable clase. De este modo, no hay 
que modificar el código de la aplicación para poder añadir elementos de una nueva clase.
7.6 Crear una propiedad en el juego
Para añadir una propiedad de elemento en el juego hay que crear la variable en las clases 
de elemento adecuadas y preparar para que pueda ser modificada desde el editor.
1. Abrir los archivos ActionScript de las clases que vayan a tener esta propiedad, o 
bien sus superclases.
2. Añadir la variable correspondiente para guardar el valor de la propiedad.
3. Abrir el archivo ActionScript Escenario.as.
4. Añadir el código necesario para modificar esta propiedad a través de código 
XML en la función inicializarObjeto.
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7.7 Crear una propiedad en el editor
Para que una propiedad de elemento  pueda ser  inicializada desde  el  editor  hay  que 
modificar el código.
1. Abrir el archivo ActionScript Caracteristica.as.
2. Añadir  el  código  necesario  para  crear  un  tipo  de  propiedad  en  la  función 
constructora.
3. Añadir el código necesario para modificar los datos del tipo de propiedad en la  
función datosAceptados.
4. Añadir el código necesario para actualizar los datos del tipo de propiedad en la 
función actualizar.
5. Crear una función que actualiza los datos del tipo de propiedad.
6. Abrir el archivo ActionScript Elemento.as.
7. Añadir la variable correspondiente para guardar el valor de la propiedad.
8. Añadir el código necesario para copiar el valor de la propiedad en la función 
copiar.
9. Añadir el código necesario para importar y exportar el valor de la propiedad a 
través  de  código  XML  en  las  funciones  importarXML  y  exportarXML 
respectivamente.
10.Abrir el archivo ActionScript Escenario.as.
11. Crear una función con el código necesario para modificar los datos del tipo de 
propiedad.
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7.8 Crear una propiedad gráfica en el editor
Para que una propiedad pueda modificarse gráficamente hay que añadir código adicional, 
muy específico para cada tipo de propiedad.
1. Hacer todos los pasos para crear una propiedad en el editor.
2. Abrir el archivo .fla del editor.
3. Crear los MovieClips necesarios para representar gráficamente la propiedad y 
activar la propiedad Exportar para ActionScript para los MovieClips.
4. Abrir el archivo ActionScript CaracteristicaGrafica.
5. Añadir el código necesario para crear un tipo de propiedad gráfica en la función 
constructora.
6. Añadir  el  código  necesario  para  definir  el  comportamiento  de  la  propiedad 
gráfica en la función bucle.
7. Añadir el código necesario para actualizar el aspecto de la propiedad gráfica 
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según el valor de la propiedad en la función actualizarGrafica.
8. Abrir el archivo ActionScript Escenario.as.
9. Añadir  el  código  necesario  para  crear  la  propiedad  gráfica  en  la  función 
ponerCaracteristicas.
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8 Físicas
Flash no tiene un motor de físicas integrado por lo que si es necesario detectar colisiones 
entre objetos en un videojuego flash hay que programarlo específicamente o utilizar un 
motor de físicas externo programado en ActionScript como por ejemplo Fisics Engine o 
Box2Dflash. Para este fin ActionScript proporciona 3 funciones básicas que sirven para 
detectar  si  un objeto colisiona con otro  o con un punto de la pantalla,  lo  cual  puede 
ayudarnos a detectar colisiones entre objetos.
La  función  DisplayObject.hitTestObject(obj:DisplayObject):Boolean  comprueba  si  dos 
DisplayObject(que pueden ser un MovieClip o un Sprite) coinciden en un mismo punto, sin 
embargo solo tiene en cuenta la caja contenedora de los DisplayObject, por lo que no 
aporta una información demasiado útil para detectar una colisión precisa entre 2 objetos, 
a menos que ambos tengan forma rectangular.
La  función  DisplayObject.hitTestPoint(x:Number,  y:Number,  shapeFlag:Boolean  = 
false):Boolean puede ser una mejor opción. Comprueba si un DisplayObject coincide en 
un  punto  x,  y  determinado.  Por  defecto,  con  la  variable  shapeFlag  a  false,  esta 
comprobación se efectúa únicamente con la caja contenedora del DisplayObject, pero si 
la variable shapeFlag se define como true, la comprobación se hace con la forma, lo cual 
puede ser mucho más útil. Sin embargo, si esta función con shapeFlag a true se utiliza 
masivamente para detectar la colisión de objetos puede repercutir en el rendimiento de la 
ejecución.
La  última  función  y  más  precisa  de  todas  es  BitmapData.hitTest(firstPoint:Point, 
firstAlphaThreshold:uint,  secondObject:Object,  secondBitmapDataPoint:Point  =  null, 
secondAlphaThreshold:uint = 1):Boolean que realiza una detección de colisión a nivel de 
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pixel entre un BitmapData y un punto, rectángulo o Bitmap. Esta detección de colisiones 
es suficientemente precisa para comprobar todo tipo de colisiones adecuadamente, sin 
embargo,  requiere  hacer  un  BitmapData  de  cada  objeto  que  tenga  colisiones  en  el  
videojuego, lo cual es un problema, mayor cuantos más objetos colisionen y cuanto más 
grandes  sean  estos  objetos.  El  rendimiento  de  la  película  puede  verse  gravemente 
afectado con un conjunto de elementos colisionables no demasiado grande.
Utilizando estas funciones se puede controlar las colisiones entre objetos o incluso hacer  
motores de física que funcionen para casos determinados sin que repercuta demasiado 
en  el  rendimiento,  pero  si  queremos  una  detección  de  colisiones  más  precisa,  más 
completa o más eficaz, casi con toda seguridad la mejor opción es utilizar un sistema de 
físicas propio creado a partir de formas sencillas simbolizando físicamente los MovieClips 
que queremos que colisionen.
Existen varios motores de físicas externos para ActionScript 3.0, siendo algunos de ellos 
gratuitos.  En  caso  de  necesitar  un  sistema  de  físicas  más  o  menos  complejo  es 
conveniente utilizar alguno de estos motores, que se pueden adaptar para conseguir que 
realicen la aplicación necesaria para nuestro videojuego.
Para  la  creación  del  juego  se  ha  utilizado  el  motor  de  físicas  Box2D  para  Flash 
ActionScript 3.0, que es totalmente gratuito para uso no comercial. Este motor de físicas 
utiliza  formas sencillas  como círculos,  rectángulos  y polígonos convexos,  que pueden 
unirse  con  diferentes  tipos  de  juntas.  En  cada  fotograma  el  motor  calcula  la  fuerza, 
velocidad, rotación, posición, etc de cada cuerpo simulando una física real que tiene en 
cuenta la fricción, restitución, inercia y muchos otros parámetros.
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8.1 Colisiones con función Display:hitTestObject
El  tipo  de  colisiones  más  simple  es  el  que  se  puede  realizar  con  la  función 
DisplayObject.hitTestObject(obj:DisplayObject):Boolean que realiza la detección utilizando 
las cajas contenedoras de los objetos. No aporta información sobre ángulos de colisión, 
por lo que este tipo de detección a priori es útil solo para detectar colisiones simples entre 
objetos más o menos rectangulares. Lo normal es utilizar este tipo de detección para 
recoger ítems y para detectar colisiones con enemigos sin una reacción física demasiado 
realista, como por ejemplo en un juego de scroll lateral.
8.2 Colisiones con función DisplayObject.hitTestPoint
La función DisplayObject.hitTestPoint posiblemente sea la más útil de las funciones que 
incluye  Flash  para  detectar  colisiones  de  forma  más  o  menos  fiable  sin  que  afecte 
demasiado al rendimiento de la película. Esta función puede detectar una colisión entre un 
punto de la pantalla determinado y el contorno de un DisplayObject.
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En algunos juegos esta función tal cual puede servir, como por ejemplo en los antiguos 
shoot'em up, donde la nave del jugador colisiona con un objeto determinado cuando este 
objeto se superpone con el punto central de la nave identificado por un pixel o por un 
conjunto pequeños de pixeles y no colisionando cuando simplemente se ha superpuesto 
al  contorno externo de la nave.  De forma análoga,  como con la función hitTestObject  
también se puede utilizar para recoger ítems y para detectar colisiones con enemigos sin  
una reacción física demasiado realista.
La utilidad de esta función puede ir más allá si se utiliza adecuadamente, definiendo un 
conjunto de puntos de colisión en el contorno de elementos que deben colisionar. El bajo  
consumo de rendimiento de esta función permite que así pueda ser.
Para ello, han de definirse un conjunto de puntos de colisión en el contorno del objeto 
móvil que debe detectar colisiones. El número de puntos debe de ser lo suficientemente 
mayor como para detectar de forma más fiel una colisión y debe de ser lo suficientemente  
menor como para que no resienta el rendimiento de la película. Por otra parte el terreno 
con  el  que  puede  colisionar  este  objeto  debe  estar  preferiblemente  en  un  mismo 
MovieClip, si no, deberían hacerse múltiples comprobaciones para cada MovieClip con el 
que el  objeto puede colisionar.  El conjunto de terrenos sobre el  que un objeto puede 
104
Librería para el desarrollo de videojuegos en Flash
colisionar que conforman el terreno colisionable puede contener elementos móviles.
La comprobación de colisiones se realiza cada fotograma para cada punto de colisión con 
la función hitTestPoint. Cada punto que detecte una colisión con el terreno colisionable 
aplica una fuerza al objeto móvil en la dirección contraria.
La suma de las fuerzas aplicadas se traducen en una velocidad resultante para el objeto 
móvil que ha colisionado.
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Cada objeto móvil que pueda colisionar con un terreno colisionable debe tener definidos 
un conjunto de puntos que representen de la forma más fiel posible el contorno de este 
objeto. Pudiendo así tener un conjunto de objetos móviles con colisiones y reacciones 
más o menos fiables en un entorno determinado con un terreno formado por un conjunto 
de MovieClips cualquiera.
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8.3 Colisiones con  BitmapData.hitTest
El control de colisiones con BitmapData.hitTest es completo y proporciona la información 
necesaria  para  hacer  un  sistema  de  físicas  bastante  preciso,  sin  embargo,  las 
restricciones por tener que generar los BitmapData de todos los elementos colisionables y 
el  gran  consumo  de  rendimiento  hace  que  este  tipo  de  detección  de  colisiones  sea 
prohibitivo en la mayoría de los casos.
8.4 Colisiones  con  motores  de  físicas  basados  en  formas 
simples
Este tipo de sistemas muy posiblemente sean los que mejor combinan precisión en las 
colisiones, realismo en las reacciones y un rendimiento óptimo. El único defecto que tiene 
este sistema es que hay que hacer un trabajo extra que consiste en trasladar las formas 
de los MovieClips de los elementos a formas básicas para el motor de físicas.
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Las formas simples que se utilizan para estos sistemas de física suelen ser  círculos,  
rectángulos y polígonos de pocas aristas. La simplicidad de las formas hace que el calculo 
de  las  colisiones  entre  las  diferentes  combinaciones  de  formas  sean  más  sencillas, 
mejorando su rendimiento.
También  suelen  utilizarse  uniones  para  juntar  las  formas  creadas  en  el  mundo  de 
colisiones. Estas uniones pueden servir únicamente para crear formas más complejas a 
partir de formas simples y también para hacer diversos mecanismos combinando formas 
con diferentes tipo de uniones.
Este tipo de sistemas también aportan un sistema para poder controlar las colisiones y 
recibir  información sobre estas,  pudiendo así tener  un control  adecuado sobre lo que 
sucede en la aplicación. Esta información es especialmente útil para crear una reacción 
realista  en  un  videojuego,  como  por  ejemplo  hacer  saltar  un  personaje  únicamente 
cuando está sobre un objeto o para crear objetos que tengan un comportamiento diferente 
según  el  estado  del  juego,  como  por  ejemplo  crear  una  plataforma  que  se  pueda 
atravesar en determinados momentos y en otros no.
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9 Box2DFlash 2.1a
En el desarrollo del juego se ha utilizado la herramienta Box2D para Flash en su versión 
2.0 y posteriormente en su versión 2.1a. A continuación se va a describir las principales 
funcionalidades de Box2DFlash 2.1a para el desarrollo de un videojuego.
9.1 Creación del mundo
Lo primero que llama la atención de Box2D es que todas sus clases llevan el prefijo b2, 
esto es para que no hayan conflictos entre las propias clases y las clases de Box2D.
La creación del mundo es muy simple, de hecho se ha simplificado desde la versión 2.0.  
Hay que crear  una instancia de tipo b2World con 2 parámetros que son el  vector de 
gravedad del mundo y un booleano que indica si no se dejan de simular los cuerpos que 
estén inactivos en un momento determinado para mejorar el rendimiento.
Es necesario  que la  instancia de b2World  se guarde para por  ejemplo poder  crear  y 
eliminar cuerpos del mundo de colisiones en tiempo de juego.
La gravedad se mide en metros/segundo^2, por lo tanto para simular la gravedad en la 
superficie de la tierra se definiría la componente x como 0 y la componente y como 9.8. 
Hay que recordar que en el sistema de coordenadas de Flash una x positiva señala hacia 
la  derecha  y  una  y  positiva  señala  hacia  abajo  en  la  pantalla.  La  gravedad  puede 
modificarse en tiempo real.
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La clase b2Vec2 simboliza un vector con dos componentes x e y. Esta clase se utiliza de 
forma  genérica  en  multitud  de  clases  de  Box2D,  tanto  para  posiciones,  velocidades, 
fuerzas, etc.
public var boxEscenario:b2World;
var boxGravedad:b2Vec2= new b2Vec2(0, 9.8);
boxEscenario= new b2World(boxGravedad, true);
9.2 Creación de un cuerpo
La creación de un cuerpo en el mundo de colisiones se hace con la clase b2BodyDef, que 
posee un gran cantidad de propiedades para poder diferenciar su comportamiento. Esta 
clase solo sirve para crear el cuerpo, y es la clase b2Body la que se utiliza para poder 
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modificar el estado del cuerpo en el tiempo de juego, por lo que es necesario guardar la  
instancia de b2Body para por ejemplo poder eliminarlo del mundo de colisiones.
Las propiedades básicas que hay que definir en b2BodyDef son la posición y la rotación 
inicial  del  cuerpo.  Box2D utiliza como unidad de longitud el  metro que equivale  a 30 
unidades de longitud en Flash(una unidad de longitud de Flash equivale a un pixel), por lo  
tanto si un MovieClip está en la posición x de Flash, su posición se divide entre 30 en el  
mundo de colisiones. Para los ángulos Box2D utiliza el radián, mientras que en Flash se 
utiliza el grado sexagesimal, por lo tanto si un MovieClip tiene una rotación r en Flash, 
tiene una rotación de r*PI/180. Tanto Flash como Box2DFlash utilizan el mismo sistema 
de coordenadas, es decir, la x positiva va hacia la derecha, la y positiva va hacia abajo y  
la rotación se mide en el sentido de las agujas del reloj, lo cual hace que no se complique 
más esta traslación de Flash al mundo de colisiones.
Una vez creado el b2BodyDef y definidas todas sus propiedades, se utiliza la función 
CreateBody para incluirlo en el mundo de colisiones creado con anterioridad. El retorno de 
esta función es la instancia de b2Body que se utilizará posteriormente para eliminar el 
cuerpo o modificar su comportamiento.
var boxCuerpo:b2Body;




La clase b2BodyDef tiene muchas otras características que pueden ser útiles a la hora de 
crear objetos para un videojuego.
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La propiedad type sirve para definir el tipo del cuerpo que puede ser static, kinematic y 
dynamic. Un cuerpo de tipo static no reacciona ante fuerzas o colisiones y tiene una masa 
infinita. Un cuerpo de tipo kinematic reacciona ante velocidades pero no ante fuerzas o 
colisiones y tiene una masa infinita. Un cuerpo de tipo dynamic reacciona ante fuerzas y 
colisiona  con  todo  tipo  de  cuerpos,  y  tiene  una  masa  finita  y  superior  a  0.  En  un 
videojuego los cuerpos de tipo static suelen representar objetos inamovibles como suelos, 
paredes, plataformas y sensores; los cuerpos de tipo kinematic pueden utilizarse para 
objetos firmes que se mueven por el escenario como plataformas móviles; y los cuerpos 
de tipo dynamic se utilizan para todos los objetos móviles que reaccionan a colisiones con 
el  entorno como el  jugador,  algunos enemigos  y  objetos  inanimados.  Por  defecto  un 
cuerpo se define como static.
La propiedad booleana fixedRotation hace que al ser definida como cierta un cuerpo no 
cambie de una rotación fijada, lo cual es especialmente útil para objetos como jugador, 
enemigos, personajes y en general objetos que siempre están de pie. Por defecto esta 
propiedad está definida como falsa.
La propiedad linearDamping sirve para aplicar una amortiguación constante a la velocidad 
lineal, como una especie de resistencia de fricción al aire. Cuanto mayor sea el valor de 
linearDamping mayor amortiguación habrá. Por defecto tiene un valor de 0.
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La  propiedad  angularDamping  sirve  para  aplicar  una  amortiguación  constante  a  la 
velocidad de giro, como una especie de resistencia de fricción al aire. Cuanto mayor sea 
el valor de angularDamping mayor amortiguación habrá. Por defecto tiene un valor de 0.
La propiedad booleana bullet  definida a true sirve para evitar  que cuerpos dinámicos 
pequeños con una gran velocidad pasen a través de otros objetos,  fenómeno que se 
conoce  como tunneling,  esto  pasa  porque  normalmente  Box2D utiliza  una  simulación 
discreta  para  detectar  colisiones  entre  objetos  dinámicos,  en  favor  de  un  mayor 
rendimiento en la ejecución de colisiones. Al definir un objeto con la propiedad bullet como 
cierta, Box2D utiliza una detección de colisiones continua que evita este defecto en las 
colisiones.
Adicionalmente  de estas  propiedades se  ha encontrado de utilidad utilizar  una última 
variable para la gestión del objeto en otras funcionalidades. La propiedad userData sirve 
para  guardar  información  específica  de  un  cuerpo.  En  el  juego  se  ha  utilizado  esta 
variable para guardar la instancia del MovieClip utilizado para representar el objeto en 
pantalla. También se ha utilizado la variable name del MovieClip para guardar la categoría 
del objeto dentro del mundo de colisiones.
9.3 Creación de una forma
Una vez creado el cuerpo, debe definirse la forma de este y sus propiedades. Un único 
cuerpo puede ser formado por multitud de formas, cada una con propiedades diferentes. 
Las formas por las que esté generado un cuerpo constituirán un objeto rígido; la posición 
y rotación de cada forma respecto a las otras se mantendrá siempre inalterada, como si  
estuvieran totalmente unidas.
En Box2D existen 2 formas básicas, el circulo y el polígono convexo. El circulo se define 
con la clase b2CircleShape y únicamente necesita la longitud del radio para ser creado. El 
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polígono se define con la clase b2PolygonShape y puede ser creado de diferentes formas. 
Con la función AsBox se puede crear un rectángulo definiendo la anchura y la altura. Con 
la función AsArray se puede crear un polígono convexo cualquiera pudiendo definir hasta 
8 vértices, definiendo estos vértices en el sentido de las agujas de reloj. Además de estas 
2 funciones principales para crear polígonos existen otras funciones para generar tipos de 
polígonos concretos.
Normalmente al crear una forma, el centro de esa forma corresponde al centro del cuerpo 
donde se crea y si por ejemplo se crea un polígono a través de vértices, la posición de 
estos vértices es relativa al punto central del cuerpo.
Como es habitual, las longitudes hay que definirlas en metros y la rotación en radianes.
var circleShape:b2CircleShape= new b2CircleShape(radio/30);
Un rectángulo define su anchura y altura según la distancia del centro a los extremos, por 
lo tanto, si un MovieClip tiene un ancho determinado en Flash, su representación en el  
mundo de colisiones se define como el ancho entre 2, además de dividirlo por 30 debido a 
la conversión a metros.
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var polygonShape:b2PolygonShape= b2PolygonShape.AsBox(ancho/60, alto/60);
Al crear un polígono mediante vértices hay que vigilar de cumplir las restricciones: Los 
vértices no deben formar ángulos cóncavos, no se pueden crear más de 8 vértices y los 
vértices deben estar definidos en orden según el sentido de las agujas de reloj.
Un polígono creado con vértices no tiene porque tener el centro natural de la forma en el  
centro del cuerpo.
El siguiente ejemplo muestra como crear un rectángulo centrado en el centro del cuerpo 
con la función AsArray.





var polygonShape:b2PolygonShape= b2PolygonShape.AsArray(vertices, vertices.length);
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Para la definición de propiedades de una forma y para incluir la forma en el cuerpo se  
utiliza la clase b2FixtureDef. Una vez creada la instancia de b2FixtureDef, en la variable 
shape se asigna la forma creada con anterioridad.
var fixtureDef:b2FixtureDef= new b2FixtureDef();
fixtureDef.shape= polygonShape;
En b2FixtureDef se definen propiedades físicas para la forma asignada. En la variable 
density se define la densidad en kg/m^2 y por defecto tiene el valor de 1, que corresponde 
a la densidad del agua con una profundidad de 1 metro. En la variable friction se define la  
fricción,  que  usualmente  tendrá  un  valor  entre  0  y  1.  Un  valor  de  0  sería  para  una 
superficie sin fricción y un valor de 1 sería para una superficie con bastante fricción, más 
de 1 sería una fricción un poco excesiva.  La fricción por defecto es 1. En la variable 
restitution se define la restitución, que es la capacidad de rebote de un objeto. El valor 
indica la proporción de fuerza que conserva la forma al chocar con otra forma, de forma 
que si el valor es 0 la forma no rebota nada, si el valor es 1 la forma rebota conservando 
toda su energía(una pelota rebotaría infinitamente contra el  suelo llegando siempre la 
misma altura), y un valor superior a 1 haría que la forma tendría más fuerza después de 
chocar, un caso antinatural en el mundo real. Por defecto el valor es 0.
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Hay otro tipo de propiedades que sirven para definir con qué otras formas colisiona.
La variable isSensor definida a cierto hace que esta forma no colisione con nada,  de 
forma que como su nombre indica, esta forma solo sirva como sensor. Por defecto esta 
variable es falsa.
La variable  filter  contiene una instancia de la  clase b2FilterData que sirve para  filtrar 
mediante grupos las colisiones de la forma con otras formas. Dentro de esta clase hay 3 
propiedades para definir este comportamiento.
La variable groupIndex es un entero que asignado a un grupo de formas define si estas 
formas colisionan entre sí siempre en caso de ser un valor mayor a 0 o si estas formas 
nunca colisionan entre sí  en caso de ser  un valor  negativo. Esto es útil  para objetos 
creados en grupo en un mismo elemento, por ejemplo.
La variable categoryBits sirve para asignar una forma dentro de una o varias categorías. 
Una categoría se define por la posición del bit a 1 dentro de un número natural, siendo así 
los  valores  posibles  para  una  categoría  potencias  de  2,  siendo el  primer  valor  1,  el 
segundo 2, el tercero 4, el cuarto 8 y así hasta el 32768, pudiendo haber así un máximo  
de 16 categorías. De esta manera una forma puede pertenecer a un conjunto cualquiera 
de categorías, identificado por un número natural que es la suma de las categorías a las 
que  pertenece.  Lo  normal  es  que  una  forma  pertenezca  a  una  única  categoría.  Por 
defecto tiene un valor de 0x000, es decir que no pertenece a ninguna categoría.
La variable maskBits  da sentido a la anterior variable.  En maskBits  se identifican las 
categorías con las que la forma puede colisionar y con cuales no. Ya que la posición de un 
bit  identifica  una  categoría,  al  poner  ese  bit  a  1  en  la  variable  maskBits,  la  forma 
colisionará con las formas que pertenecen a la correspondiente categoría que son las que 
tienen ese bit a 1 en la variable categoryBits. Por consiguiente, un valor a 0 indica que la 
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forma no colisionará con las formas que pertenezcan a la categoría correspondiente. Por 
defecto la variable maskBits se define como 0xFFFF, es decir que por defecto se colisiona 
con todas las categorías.
En el caso de que una forma defina a través de maskBits que una categoría colisiona con 
ella  y  una  forma  perteneciente  a  esa  categoría  defina  a  través  de  maskBits  que  la 
categoría de la primera forma no tiene colisión con ella, tendrá prioridad la no colisión 
entre las formas, es decir  que es necesario el  consentimiento de ambas formas para 
colisionar.
Utilizar  las  variables  categoryBits  y  maskBits  aporta  casi  un  control  total  sobre  las 
colisiones entre objetos, mientras que la variable groupIndex por sí sola está limitada a un 
control de colisiones muy simple dividiendo las formas en grupos. También hay que tener 
en cuenta que groupIndex tiene prioridad sobre maskBits.
Para  tener  un  control  absoluto  y  dinámico  en  tiempo  de  ejecución  se  puede  utilizar 
adicionalmente la clase b2ContactListener, cuyo funcionamiento se explica más adelante, 
pero hay que tener en cuenta que es una herramienta especial para casos muy concretos 
que estén fuera del alcance de la clase b2FilterData.
Al igual que en la clase b2BodyDef, la clase b2FixtureDef también contiene una variable 
userData que sirve para guardar información específica para una forma determinada.
Finalmente, se debe añadir la forma al cuerpo con la función CreateFixture.
boxCuerpo.CreateFixture(fixtureDef);
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9.4 Creación de una unión
La creación de una unión es mucho más sencilla ya que no requiere la definición de 
tantas variables, aunque cada tipo de unión tiene unas propiedades muy  específicas que 
hay que saber configurar para que el resultado sea exactamente el esperado. Todos los 
tipos de uniones comparten la superclase b2JointDef que define el comportamiento básico 
de las uniones.
Las propiedad bodyA y bodyB sirven para contener los 2 cuerpos unidos. Si la variable 
collideConnected  se  define  como  cierta,  los  2  cuerpos  de  la  unión  colisionarán.  Por 
defecto  esta  variable  es  falsa  y  por  lo  tanto  los  cuerpos  no  colisionarán.  Esta  clase 
también  incluye  una  variable  userData  para  contener  información  propia  para  la 
aplicación.
Para crear una unión concreta primero se debe crear la instancia con el constructor sin 
parámetros  y  seguidamente  inicializar  la  unión  con  la  función  Initialize  que  necesita 
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diferentes parámetros según el tipo de unión. A continuación se explica la creación de 3 
tipos diferentes de unión.
La clase b2RevoluteJointDef sirve para juntar 2 cuerpos diferentes por un punto concreto. 
Por defecto los cuerpos pueden girar sobre ese punto y además puede aplicarse una 
fuerza de rotación entre los 2 cuerpos de manera que la unión actúa como una especie de 
motor.
En la función Initialize se definen los 2 cuerpos y el punto de unión. El punto de unión se  
ha de definir en coordenadas relativas al mundo de colisiones.
Se puede restringir  el  angulo de rotación relativo de los cuerpos en la unión.  En las  
variables lowerAngle y upperAngle se puede definir el límite de rotación en radianes. La 
variable  enableLimit  definida  a  cierto  hace  que  se  apliquen  los  límites.  Por  defecto 
enableLimit  se define como falso y por lo tanto no hay límite en la rotación. Para por  
ejemplo crear una unión sin giro, como si los cuerpos formaran parte de un mismo cuerpo, 
habría que poner 0 como valor en lowerAngle y upperAngle.
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También se puede aplicar una fuerza de rotación a la unión. Con la variable motorSpeed 
se  define la  velocidad de rotación  deseada  en radianes  por  segundo.  En la  variable  
maxMotorTorque  se  define  el  par  motor  con  el  que  la  unión  tratará  de  alcanzar  la 
velocidad  de  rotación  deseada.  El  par  motor  se  mide  en  Newton-metro.  Finalmente, 
definiendo la variable enableMotor a true, hace que se aplique la fuerza de rotación en la  
unión. Por defecto enableMotor se define como falso y no se aplica ninguna fuerza de 
rotación.
La clase b2DistanceJointDef sirve para crear una unión de distancia entre 2 cuerpos. La 
unión hace que los 2 cuerpos mantengan una distancia relativa respecto a los puntos de 
unión. Los cuerpos pueden rotar,  mientras mantengan la distancia relativa entre los 2 
puntos de unión.
En la función Initialize se definen los 2 cuerpos y los 2 puntos de unión, uno para cada 
cuerpo. Los puntos de unión se han de definir en coordenadas relativas al mundo de 
colisiones. La longitud de la distancia se define por defecto con la distancia entre los 
puntos de unión.
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Por defecto, esta unión tiene un comportamiento totalmente rígido, pero puede definirse 
un comportamiento  elástico.  La variable  frequencyHz define  como de rápido  la  unión 
responderá a cambios en la distancia entre las uniones. La variable dampingRatio es la 
fuerza de amortiguación de la unión y puede tener un valor entre 0 y 1. Estas 2 variables 
valen 0 por defecto y por lo tanto, la unión no tiene ninguna elasticidad.
La clase b2PrismaticJointDef sirve para crear una unión que en realidad es una linea de 
unión entre 2 cuerpos. Al igual que en la clase b2RevoluteJointDef los cuerpos pueden 
girar mientras mantengan la unión y además puede aplicarse una fuerza de rotación entre 
los 2 cuerpos de manera que la unión actúa como una especie de motor.
En la función Initialize se definen los 2 cuerpos, el punto de unión y el eje sobre el que se 
pueden mover los cuerpos. El punto de unión se ha de definir en coordenadas relativas al  
mundo de colisiones.  El  eje debe definirse en coordenadas unitarias,  es decir,  que el  
cuadrado de x más el cuadrado de y de como resultado 1.
Se puede restringir la distancia relativa a la unión sobre la que los cuerpos se mueven 
mover por el eje. En las variables lowerTranslation y upperTranslation se puede definir el 
límite  de  distancia  en  metros.  La  variable  enableLimit  definida  a  cierto  hace  que  se 
apliquen los límites. Por defecto enableLimit se define como falso y por lo tanto no hay  
límite en el movimiento de los cuerpos.
También se puede aplicar una fuerza de rotación a la unión. Con la variable motorSpeed 
se  define la  velocidad de rotación  deseada  en radianes  por  segundo.  En la  variable  
maxMotorTorque  se  define  el  par  motor  con  el  que  la  unión  tratará  de  alcanzar  la 
velocidad  de  rotación  deseada.  El  par  motor  se  mide  en  Newton-metro.  Finalmente, 
definiendo la variable enableMotor a true, hace que se aplique la fuerza de rotación en la  
unión. Por defecto enableMotor se define como falso y no se aplica ninguna fuerza de 
rotación.
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Existen más tipos de uniones que tienen diferentes comportamientos y pueden ser de 
utilidad  en  un  videojuego:  b2FrictionJointDef,  b2GearJointDef,  b2LineJointDef, 
b2MouseJointDef, b2PulleyJointDef y b2WeldJointDef.
En la utilización de uniones para crear diferentes mecanismos frecuentemente se hace 
necesario un 2º cuerpo estático que a priori  no tiene otra función que la de servir de 
soporte para dicha unión. En estos casos, se puede no crear este cuerpo y en su lugar 
utilizar  el  cuerpo  del  propio  mundo.  Este  cuerpo  se  obtiene  a  través  de  la  función 
GetGroundBody() de la clase b2World creada con anterioridad.
Para definir un punto de unión muchas veces es habitual utilizar como referencia el punto 
central  de  uno  de  los  cuerpos.  Este  dato  se  puede  obtener  a  través  de  la  función 
GetWorldCenter de la clase b2Body obteniendo así una instancia de la clase b2Vec2. Sin 
embargo, hay que tener en cuenta que si se modifica esta instancia también se modificará 
la posición del cuerpo del que se ha obtenido. Por lo tanto, es conveniente hacer una 
copia de este dato a través de la función Copy de la clase b2Vec2 o manualmente.
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Una vez creado el b2JointDef  y definidas todas sus propiedades,  se utiliza la función 
CreateBody para incluir la unión en el mundo de colisiones creado con anterioridad. La 
instancia que retorna la función es una instancia de la clase b2Joint, que es la que se 
utiliza posteriormente para poder modificar el estado de la unión en el tiempo de juego, 
por lo que es necesario guardar la instancia de b2Joint para por ejemplo poder eliminar la 
unión del mundo de colisiones.
Como ya se ha visto,  las uniones son muy útiles para crear  objetos complejos,  pero 
también pueden ser una fuente de problemas si no se utilizan adecuadamente, causando 
que  la  ejecución  del  motor  de físicas  se  colapse y  por  lo  tanto  que  la  aplicación  se 
bloquee.  Esto  puede  suceder  cuando  creamos  objetos  complejos  que  según  sus 
características, estas pueden ser contradictorias.  Uno de los problemas detectados es 
cuando la unión no permite la rotación, si los cuerpos unidos con esta unión tienen la 
propiedad fixedRotation a true, es seguro que el motor de físicas se bloqueará en cuanto  
empiece la ejecución. La solución es que o bien uno de los dos cuerpos o bien la unión no  
tengan  la  restricción  de  la  rotación  fija,  de  forma  que  obtenemos  el  resultado  que 
inicialmente  queríamos.  En  conclusión,  hay  que  ir  con  cuidado  a  la  hora  de  utilizar 
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uniones y especialmente cuando los cuerpos y las uniones tienen muchas restricciones de 
rotación, de movimiento o de otro tipo.
9.5 Eliminación de cuerpos y uniones
La eliminación de cuerpos y uniones del mundo de colisiones es mucho más sencilla que 
la creación, pero es casi igual de importante, ya que no conviene dejar cuerpos y uniones 
que no deberían estar  en el  mundo de colisiones,  ya sea por  lógica del  juego o por  
rendimiento de la aplicación. Hay que vigilar especialmente que no queden uniones con 
cuerpos eliminados.
La  eliminación  de  cuerpos  y  uniones  se  hace  con  las  funciones  DestroyBody  y 
DestroyJoint de la clase b2World.
boxEscenario.DestroyJoint(boxUnion);
boxEscenario.DestroyBody(boxCuerpo);
9.6 Ejecución de físicas
La utilización de un motor de físicas externo como Box2D y toda la gestión que conlleva 
en creación de objetos y gestión ve recompensado enormemente su utilización en este 
apartado, que es donde el motor de físicas ejecuta todo su potencial.
En Box2DFlash 2.1a la ejecución de las colisiones se hace manualmente, es decir, que no 
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se ejecuta automáticamente en cada fotograma,  si  no que vez que queremos que se 
ejecute debemos decirlo. Para ello hay 2 funciones que son Step y ClearForces de la 
clase  b2World.  Normalmente,  estas  funciones  deberían  ejecutarse  una  vez  en  cada 
fotograma.
La función Step necesita 3 parámetros. El primer parámetro indica la cantidad de tiempo 
que  debe  simular,  en  segundos.  Normalmente  se  indicaría  como valor  el  inverso  del 
número de fotogramas por segundo que está ejecutando la aplicación. El segundo y tercer 
parámetro son valores que se utilizan internamente en el motor de físicas para ajustar la 
precisión de las físicas. El segundo parámetro indica las iteraciones que puede ejecutar el  
motor de físicas para calcular los impulsos de los cuerpos para moverse correctamente; 
cuanto más alto sea, más preciso será y más tiempo de ejecución requerirá. El tercer 
parámetro  indica  las  iteraciones que puede ejecutar  el  motor  de  físicas  para  calcular 
posiciones de los  cuerpos;  cuanto más alto  sea,  más preciso  será  y  más tiempo de 
ejecución requerirá. El valor recomendado para el segundo y tercer parámetro es 10.
La función ClearForces debe ejecutarse después de haber ejecutado la función Step para 
borrar las fuerzas que se pueden haber aplicado desde nuestro programa.
public var timeStep:Number= 1/25;
public var velocityIterations:int= 10;
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9.7 Actualización del estado de los cuerpos
Una vez el motor de físicas ha sido ejecutado, debe actualizarse el estado de los objetos  
para que las físicas tengan repercusión en el videojuego. La actualización del estado no 
se realiza automáticamente, por lo tanto, se debe gestionar de forma manual para cada 
objeto.
El propiedad más importante o fundamental es el de la posición del objeto. Esta posición 
se  obtiene  a  través  de  la  función  GetPosition  de  la  clase  b2Body,  que  retorna  una 
instancia de b2Vec2 con la posición del objeto en el mundo de colisiones. Para trasladar 
esta información al  mundo de flash hay que hacer  la operación inversa a cuando se 
creaba el objeto, hay que multiplicar las coordenadas por 30 para pasar de metros a la 
medida de flash en píxeles.
this.x= boxCuerpo.GetPosition().x * 30;
this.y= boxCuerpo.GetPosition().y * 30;
Otra propiedad fundamental, es la rotación, aunque en muchos objetos esta información 
se puede obviar si son constituidos por un cuerpo con rotación fija ya sea en el mundo de 
colisiones o visualmente en la aplicación. A través de la función GetAngle de la clase 
b2Body se obtiene la rotación de un cuerpo en radianes.  Al  multiplicar  por  180/PI  se  
obtiene  la  rotación  en  grados  sexagesimales  que  es  el  formato  de  Flash  para  las 
rotaciones. También es conveniente hacer el módulo de 360 del resultado ya que aunque 
normalmente flash funciona bien al asignar rotaciones fuera del rango estricto de grados,  
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También puede  ser  útil  obtener  ciertos  datos  como la  velocidad  lineal  o  la  velocidad 




9.8 Control de colisiones
Si  bien  tener  un  motor  de  físicas  es  necesario  para  tener  reacciones  realistas  a  las 
colisiones,  otra  parte  importante  es  el  poder  detectar  estas  colisiones  y  obtener 
información de ellas para poder hacer diferentes comportamientos en el videojuego, como 
por  ejemplo,  disminuir  la  vida  del  protagonista  al  colisionar  con  un  enemigo,  hacer 
caminar y saltar personajes sobre el suelo, recoger ítems, reproducir efectos de sonido, 
etcétera.
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La clase b2ContactListener sirve para recibir la información de colisiones antes, después 
y durante el tiempo en que se produzca y así poder hacer uso de esta información en el  
juego. También es de gran utilidad para tener un filtro de colisiones entre cuerpos mucho 
más detallado y variable que el que se consigue únicamente con la clase b2FilterData, 
como ya se explicó en el apartado Creación de una forma.
La forma de utilizar la clase b2ContactListener es crear una clase que sea subclase de 
b2ContactListener,  sobrescribiendo sus funciones.  Y después de crear la instancia  de 
b2World, asignar una instancia de nuestra subclase al mundo de colisiones con la función 
SetContactListener de la clase b2World. Una vez hecho esto, cada vez que se detecte un 
contacto, automáticamente se ejecutará la función correspondiente de nuestra clase.
var boxContacto:b2Contacto= new b2Contacto();
boxEscenario.SetContactListener(boxContacto);
Las funciones que podemos sobrescribir de b2ContactListener son BeginContact, que se 
ejecuta  justo  cuando  se  ha  detectado  que  2  cuerpos  han  empezado  a  colisionar; 
EndContact,  que  se  ejecuta  cuando  se  ha  detectado  que  2  cuerpos  han  dejado  de 
colisionar; PostSolve, que se ejecuta mientras 2 cuerpos estén contacto cada vez que se 
dé un paso en la ejecución de físicas, y se ejecuta justo después de que el contacto haya 
repercutido en las físicas; y PreSolve, que se ejecuta mientras 2 cuerpos estén contacto o 
cerca de contactar cada vez que se dé un paso en la ejecución de físicas, y se ejecuta 
justo antes de que el contacto haya repercutido en las físicas.
Sin embargo, antes de nada, hay que tener en cuenta que durante la ejecución de las 
funciones de la clase b2ContactListener no se pueden crear o eliminar cuerpos del mundo 
de  colisiones,  ya  que  en  caso  de hacerlo,  la  ejecución  de  la  aplicación  se  quedaría 
bloqueada.
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public class b2Contacto extends b2ContactListener{
public override function BeginContact(contact:b2Contact):void{}
public override function EndContact(contact:b2Contact):void{}
public override function PostSolve(contact:b2Contact, impulse:b2ContactImpulse):void{}
override public function PreSolve(contact:b2Contact, oldManifold:b2Manifold):void{}
}
La función BeginContact es útil para detectar que 2 cuerpos han entrado en contacto, por 
lo tanto, puede utilizarse fácilmente como sensor para iniciar ciertos eventos. Por ejemplo, 
si el jugador ha recogido un ítem, ha entrado en una zona del mapa, ha golpeado un 
objeto o ha sido golpeado por un enemigo.
La función EndContact puede utilizarse en combinación con BeginContact para detectar 
de forma continua el contacto de ciertos elementos. Por ejemplo, para que el jugador 
131
Detección de contacto entre elementos.
Librería para el desarrollo de videojuegos en Flash
recoja un ítem solo necesitamos saber cuando el jugador ha entrado en contacto con el 
ítem y no necesitamos saber que ha dejado de contactar porque lo que tenía que hacer 
con el ítem ya lo ha hecho, pero para saber si el jugador sigue estando en una zona del 
mapa sí que necesitamos saber si el jugador ha salido o no del contacto con la zona, para 
lo cual utilizaríamos EndContact.
La función PostSolve se ejecuta mientras haya contacto entre 2 cuerpos y es útil para 
recibir información continua sobre el contacto de los cuerpos. Por ejemplo, es de gran 
utilidad para saber sobre qué cuerpo está el jugador y también si queremos información 
sobre el contacto, como la inclinación del contacto, el impulso producido por el contacto, 
la fricción del cuerpo o el tipo de cuerpo que es.
La función PreSolve se ejecuta no solo cuando hay contacto entre 2 cuerpos, también se 
ejecuta cuando 2 cuerpos están cerca de colisionar, por lo tanto no es útil utilizarlo como 
sensor.  En  cambio,  PreSolve  es  especialmente  útil  ya  que  puede  aportar  una  gran 
flexibilidad en el filtro de colisiones que no se consigue en la clase b2FilterData.
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Ya que la función PreSolve se ejecuta mientras exista o pueda existir un contacto entre 2 
cuerpos y además se ejecuta antes de que este contacto repercuta en las físicas, es la 
función idónea para utilizar la función SetEnabled de la clase b2Contact, la cual permite 
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10 Optimización de rendimiento
La optimización de rendimiento no es un tema esencial para hacer videojuegos en Flash,  
pero sí puede ayudar en la mayoría de juegos a ofrecer un aspecto visual competente, 
manteniendo una tasa de fotogramas por segundo estable y adecuado. Tener una buena 
tasa  de  fotogramas  por  segundo  hace  que  la  ejecución  de  los  gráficos  sea  fluida  y 
atractiva a la vista.
La página web oficial  de Adobe Flash no da muchos detalles para optimizar películas 
Flash, solamente unas directrices sobre qué tipo de gráficos consumen más procesador, 
la mayoría de ellas bastante obvias:
• Utilizar  una  tasa  de  fotogramas  por  segundo  no  demasiado  elevada,  solo  lo 
suficiente para que el  movimiento de los objetos sea lo suficientemente suave, 
siendo entre los 15 y los 25 un valor bastante razonable.
• Minimizar los dibujos con color con efecto de transparencia.
• Minimizar los dibujos con degradado de colores, en su lugar utilizar colores planos.
• Minimizar el número de lineas o la complejidad de estas en los dibujos. Se puede 
optimizar el dibujo a través de la opción Modify > Shape > Optimize...
• Usar capas para separar elementos que cambian durante la animación.
• Minimizar el tamaño de la película, reduciendo así el número de píxeles que han de 
calcularse en cada fotograma.
Aunque estas pautas están más pensadas para animaciones, la mayoría de ellas son 
útiles para la optimización de un videojuego, en menor o mayor medida. De las directrices 
propuestas  por  Adobe  son especialmente  significativas  la  de  tasa  de fotogramas por 
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segundo, el tamaño de la película y la complejidad del dibujo.
Lo  primero  que  diferencia  una  animación  o  cualquier  otra  aplicación  Flash  de  un 
videojuego es que un videojuego tiene potencialmente un código ActionScript mayor, más 
complejo y que consume más recursos. Normalmente el tiempo de ejecución del código 
es insignificante en comparación con el consumo de los gráficos para el procesador. Sin 
embargo hay que tener  en cuenta ciertos  casos puntuales que podrían hacer  que la 
ejecución del código si sea un gran handicap en el rendimiento de la película:
• El cálculo de físicas puede ser muy costoso, según el modo en que se detecten los  
contactos entre 2 cuerpos, con especial atención a aquellos motores de físicas que 
se basan en la forma del contorno de los MovieClips.
• La ejecución de funciones con coste cuadrático o superior en cada fotograma, más 
cuando se utilizan múltiples operaciones costosas para el procesador como raíces 
cuadradas, senos, cosenos, tangentes, etcétera.
Salvo en esos casos, el cálculo de la gráfica suele ser el punto esencial para que una 
aplicación funcione a buen rendimiento. Esto es así en gran medida porque Flash utiliza 
casi únicamente el procesador para calcular gráficos, en lugar de utilizar la tarjeta gráfica.
Además de las pautas de Adobe para mejorar  el  rendimiento de los gráficos,  se han 
descubierto otros aspectos que pueden afectar al rendimiento de un videojuego y se han 
encontrado técnicas que pueden mejorar la ejecución de la película:
• El uso de muchos MovieClips, tanto si son independientes como si están dentro de 
otro MovieClip pueden afectar negativamente al rendimiento. Flash puede soportar 
un gran número de MovieClips simultáneamente en pantalla, en torno a los 500 o 
más, aunque depende mucho de la complejidad del dibujo. Para solucionarlo, si se 
dan las circunstancias adecuadas, se pueden agrupar varios MovieClips en un solo 
MovieClip,  transformando  los  MovieClips  en  dibujo,  lo  cual  se  puede  hacer 
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directamente  con  la  opción  Modify  >  Break  apart.  El  único  problema  de  esta 
solución es que no se reutiliza el MovieClip original y por lo tanto el archivo swf 
ocupará más espacio. Por ejemplo, si queremos crear un cielo con estrellas, en 
lugar de utilizar un MovieClip para cada estrella, podría ser mejor utilizar un solo 
MovieClip con un conjunto de estrellas dibujadas.
• Por otro lado utilizar un MovieClip demasiado grande con un dibujo complejo puede 
afectar negativamente al rendimiento. Esto es así porque Flash optimiza el cálculo 
de la gráfica haciendo que los MovieClips que están fuera de la pantalla no se 
dibujen. Si se utiliza un MovieClip muy grande, aunque solo se vea una pequeña 
parte en pantalla igualmente se hará el cálculo del dibujo completo. La solución 
para  ello  es dividir  el  MovieClip  en varios  MovieClips  de menor  tamaño.  Estos 
MovieClips pueden agruparse dentro de otro MovieClip ya que Flash optimiza su 
visualización  de la  misma forma.  Flash solo  hace  esta  optimización a  nivel  de 
MovieClip, en este sentido no sirve de nada separar un MovieClip internamente por 
capas o por grupos.
• Como se ha comentado en el  anterior  punto,  Flash optimiza  el  rendimiento  no 
haciendo el cálculo de dibujo de los MovieClips que están fuera de pantalla, pero 
no hace lo mismo con MovieClips que no son visibles por estar debajo de otro 
MovieClip,  o  mejor  dicho,  no lo  hace  de forma tan  eficaz  y  precisa.  En casos 
concretos se podría optimizar el rendimiento eliminando MovieClips que sabemos 
que no se van a ver, ya que es algo que Flash no va a optimizar.
• Un MovieClip muchas veces puede estar formado por varios dibujos colocados en 
varias capas o por grupos. Aunque tener un MovieClip de esta forma es útil para 
poder modificar el dibujo fácilmente, en la ejecución puede afectar negativamente 
al  rendimiento  ya que Flash debe calcular  la  visualización de cada uno de los 
dibujos separados por capas o por grupos. Para optimizar el rendimiento puede ser 
útil juntar todos estos elementos en una misma capa y desagruparlos, de manera 
que  todos  formen  parte  de  un  mismo dibujo,  siendo  así  más  fácil  para  Flash 
dibujarlo en pantalla.  Con el fin de reducir el  cálculo de dibujado en tiempo de 
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ejecución  también  se  puede  utilizar  el  mismo  método  para  optimizar  diversos 
efectos, como por ejemplo la utilización de máscaras dentro de un MovieClip.
• Como  aconseja  Adobe  para  optimizar  películas,  es  recomendable  reducir  los 
MovieClips que tengan efecto de transparencia. Cuanto más grande sea un dibujo 
con transparencia y este esté encima de otros MovieClips, más costoso será el 
cálculo  de  dibujado,  especialmente  si  se  superponen  varios  dibujos  con 
transparencia  en  un  mismo  punto.  Un  efecto  de  transparencia  afecta  más  al 
rendimiento  si  se  aplica  dinámicamente,  por  lo  que  si  es  posible  lo  mejor  es 
aplicarlo al propio dibujo.
• En cualquiera  de los  puntos  mencionados hay  que  tener  en cuenta  que  si  un 
MovieClip  no  cambia  su  estado  de  un  fotograma  al  siguiente,  el  dibujo  es 
exactamente el mismo y Flash no vuelve a calcular su dibujado, optimizando así el  
rendimiento de la película. En un videojuego es difícil que hayan elementos que no 
cambien su estado en cada fotograma, pero en caso de haberlo, su dibujo puede 
ser  mucho  más  complejo  sin  que  repercuta  negativamente  al  rendimiento, 
ignorando así muchos de los puntos mencionados con anterioridad. Se dice que un 
MovieClip cambia su estado cuando visualmente cambia de posición en pantalla,  
de tamaño, de rotación o cambia su dibujo.
• La utilización de gráficos vectoriales puede hacer que MovieClips pequeños pero 
gráficamente muy complejos  puedan consumir  mucho procesador,  cosa que no 
pasaría con gráficos basados en mapa de bits. Sin embargo, Flash también puede 
utilizar mapas de bits. Seleccionando el MovieClip y activando la opción Properties 
>  Display  >  Cache  as  bitmap,  o  bien  activando  esta  opción  desde  el  código 
ActionScript, se puede hacer que un MovieClip se transforme dinámicamente en un 
mapa de bits. Al hacer esto, Flash guarda la visualización del MovieClip y la coloca 
en pantalla en cada fotograma sin necesidad de recalcular el gráfico. Esto funciona 
así mientras el MovieClip no cambie visualmente de tamaño, de rotación o cambie 
su dibujo, en cuyo caso el mapa de bits ha de recalcularse. En un videojuego la  
mayoría de elementos se mueven por la pantalla, pero pueden haber pocos que 
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cambien de tamaño, de rotación o cambien su dibujo durante el juego, o al menos 
que lo hagan de forma continua. En según qué videojuegos este recurso puede ser 
muy apropiado pero en otros puede que no sea la mejor solución, por ejemplo, si 
en  el  videojuego  existe  la  posibilidad de  cambiar  continuamente  el  zoom o  la 
rotación del escenario y con él todos los MovieClips dentro de este, haría que en 
ese  momento  el  mapa  de  bits  no  sirviera  para  nada  y  podría  ralentizarse 
excesivamente la ejecución del videojuego.
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11 Gestión del proyecto
11.1 Planificación temporal
Las tareas se han repartido  entre  3  tipos  de actores que son el  jefe  de proyecto,  el 
analista y el programador, trabajando 8 horas al día, de lunes a viernes, siendo el total de  
la duración del juego de casi 4 meses.
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11.2 Costes
El coste del proyecto se divide en costes de desarrollo, costes de hardware y costes de 
software.
Los programas OmniGraffle Standard 5.2.3, OmniPlan 1.7 y Snapz Pro X 2.2.3 se han 
utilizado para la creación de la documentación y la presentación.
El coste total del proyecto es de 30959 Euros.
Costes de desarrollo
Concepto Dias(8 horas) Coste/día Total
Jefe proyecto 39 32*8= 256 EUR/d 9984 EUR
Analista 19 36*8= 288 EUR/d 5472 EUR
Programador 68 24*8= 192 EUR/d 13056 EUR
Costes de hardware
Ordenador 1200 EUR
Conexión a internet 200 EUR
Costes de software
Mac OS X 10.6 Snow Leopard 29 EUR
Adobe Flash CS5 699 EUR
Box2DFlash 2.1a 0 EUR
OmniGraffle Standard 5.2.3 100 EUR
OmniPlan 1.7 150 EUR
Snapz Pro X 2.2.3 69 EUR
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Coste total del proyecto
30959 EUR
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12 Conclusiones
Con la realización de este proyecto se ha conseguido hacer 2 videojuegos con estilos muy 
diferentes a lo largo de 1 año y medio de desarrollo. A su vez, el desarrollo de estos  
juegos han servido para mejorar y afinar constantemente el funcionamiento del proyecto.
Con el objetivo de hacer un motor de juego que pueda abarcar una gran multitud de 
juegos, se ha desarrollado una estructura básica para contener varios tipos de juegos, se 
ha desarrollado una estructura para juegos bidimensionales y se han añadido un conjunto 
de funcionalidades básicas para todo tipo de juegos,  en el  que se ha hecho especial 
hincapié en el control de físicas al ser un concepto clave sobre el que se construye un 
juego. También se ha desarrollado un editor de escenarios que facilita enormemente la 
creación de mapas para un juego bidimensional, compatible con la estructura de juego 
desarrollada.
Se escogió Flash como plataforma de desarrollo por  ser una plataforma comúnmente 
utilizada para juegos web y personalmente es una plataforma en la que tenía mucha 
experiencia desde Macromedia Flash 5. La experiencia con Adobe Flash CS5 ha sido muy 
buena y ha cumplido las expectativas para el desarrollo del proyecto. Se ha notado una 
gran evolución de la plataforma Flash a lo largo de sus versiones para poder soportar  
proyectos mucho más complejos.
También se ha utilizado el motor de físicas Box2D para Flash en su versión 2.1 alpha. Se 
barajaron otras  alternativas  para disponer  de un motor  de físicas,  pero  Box2D fue  la 
opción que más se adecuaba para el proyecto por ser suficientemente preciso y eficiente, 
además de que es gratuito para un uso no lucrativo.
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Personalmente  este  proyecto  me  ha  sido  de  gran  utilidad  para  comprender  el 
funcionamiento interno de un videojuego y profundizar mucho más sobre las posibilidades 
de Flash para hacer desarrollos elaborados.
12.1 Posibles mejoras
De cara a mejorar la estructura del juego se podría desarrollar un sistema más elaborado 
y  eficiente para  la  utilización  de clases de los elementos.  También se  podrían  añadir 
clases en la estructura para delegar funcionalidades, pensando en videojuegos mucho 
más  complejos.  Y  podría  mejorarse  la  elaboración  de  elementos  visuales  fuera  del 
escenario, como fondos en múltiples planos para dar más sensación de profundidad.
Se podría mejorar la implementación del editor para facilitar la creación de nuevos tipos 
de elementos y características o propiedades para elementos, de cara a simplificar la 
modificación y ampliación del editor para nuevos videojuegos.
También  se  podrían  añadir  nuevas  funcionalidades  en  el  editor  como  la  gestión  de 
elementos a través de un listado de elementos, o la selección y modificación simultanea 
de un grupo de elementos.
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Box2DFlash 2.1a reference: http://www.box2dflash.org/docs/2.1a/reference/
Juego en Box2Dflash, Tinger: http://www.huesforalice.com/project/box2d_tinger
Estudio de desarrollo de juegos, The Behemoth: http://www.thebehemoth.com/
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