In this paper we present the implementation of an adaptive mobile map client. We used a client-proxyserver model that enables the map client to activate and deactivate a set of filters managed by the proxy. We developed three map generalization filters each of which reduces the amount of data received by the map client using a different technique. A set of experiments and their results are discussed along with some heuristics that we believe could help optimize the use of the system.
INTRODUCTION
Mobile devices must deal with limited and dynamically varying resources; in particular, the network quality of service (QoS). This QoS includes network availability, network bandwidth, latency and cost. Applications that execute in such environments need to adapt to the dynamic operating conditions in order to preserve an acceptable level of service as close to 100% of the time as possible.
Map-client applications face many challenges in accessing data across a wireless network because a mobile client has to be compact and lightweight. Network connectivity, especially via wireless media over a large area, tends to vary considerably in bandwidth, latency, reliability and cost. Limited storage space on PDAs and handheld computers is also a major constraint, especially with the lack of secondary storage devices on most of these machines.
The issues in Internet transmission of vector spatial data remain a challenge. Amongst these factors, bandwidth continues to be the primary limiting factor for mobile computing. . Vector files tend to be large, and file sizes tend to increase unpredictably depending on the complexity of feature geometry [l] . This conflict between the limited resources available to PDAs on wireless networks and the sheer size of data that needs to be handled hy mapping applications creates a situation where it could be difficult to meet the users' needs in a timely fashion, if at all. In this research effort we explore ways to make it possihle for the user to have some degree of service that varies with the availability of resources For a mapping application to adapt, it may have to reduce the data fidelity of the map [6] . We lower data fidelity by using map generalization techniques. Map generalization is the process of reducing detail on a map. Fidelity can be lowered in two ways: coarsening and straining. Coarsening means reducing the level of detail in the map, which could be done by filtering out objects that are small relative to the window size. Straining removes certain classes of features from the map. For example, one might only look at roads and rivers, ignoring buildings. This results in a reduction in the amount of data that the network has to transmit from the server to the client, which translates into a faster completion of the transmission operation at the expense of the quality of the map.
Using these map generalization techniques, we devised a set of filters. These filters were designed with the goal of limiting the amount of data Uaveling over the network from the server to the portable client. The filters have parameters that are used to determine the degree of filtering achieved. This allows for finer grained adaptation which makes for a better balance between QoS and map quality. Figure 1 shows the adaptation model we are using. In this model, adaptive map client applications register for We developed two coarsening filters for elimination and reduction based on map generalization techniques.
ADAPTAION MODEL
The Elimination Filter (EF) filters out objects that arc tm small to be useful. This is determined based on a comparison of the area of the bounding rectangle representing the object and the hounding rectangle representing the display. The Reduction Filter (RF) reduces the number of points in a line or polygon object respectively. A Geographic Information Systems (GIS) stores a line (e.g. a lake shoreline) as a sequence of point locations, and draws it with the edges that join them. There is no limit to how many points can be stored. or how close together they may be. The amount of detail on line features should be limited, as it does not make sense to store points at intervals which are shorter than the accuracy of their locations. RF checks every message from the server and applies the reduction algorithm on map lines and polygons. We developed one straining filter, Feature Filter (FF), used to filter out the less important layer@) when the need arises. As the FF receives objects from the server, it checks the layer property of each object to determine if it belongs to one of the layers to be dropped. If so, it ignores the object. Otherwise, it passes it through to the client.
FILTER PERFORMANCE TEST
The aim of this set of tests is to assess the amount of reduction achievable by each filter. To come up with the amount of reduction achieved, we compared the size of the received serialized objects a1 the client machine with the original size of the serialized objects on the server side. The difference reflects the effectiveness of the filtering process. Tests were conducted on the performance of the filters by looking at how much data reduction was achieved on thc data stream between the client and server. We used four actual street maps as our data sets in all our experiments.
Feature Filter Experiment Results
The Feature Filter (FF) is used to filter out the least important laycr(s). The importance of a layer is reflected by its weight relative to the other layers. For our experiments, we used a ranking t w l to construct a preferred order in which to remove layers. Figure 2 shows the amount of data reduction that resulted from activating the FF filter. The total size of serialized ohjects is shown for each layer. Lwking at the figures, we can see that the amount of reduction achieved using this filter varies from one map to the other based on the size of each layer in the map. Wc can also see that within the same map, the amount of reduction achieved differs from one layer to the other. Lwking at Figure 2 we can see that 45.65% reduction was achieved by dropping 3 4 layers or roughly 30% of the layers in the map. This observation holds truc lor all maps except for the Clearwater map which had a different pattern. For the rest of the maps, dropping 30% of the number of layers resulted in 45.65% reduction that corresponded to 50.90% of the maximum possible reduction. We can say that this amount of reduction is very significant, which means that dropping further layers will result in much less average reduction per layer, which means that the reduction gained by dropping more layers might not be justifiable.
Elimination Filter Experiment Results
The Elimination Filter (EO filters out small objects relative to the client window size and resolution. Figure 3 shows the amount of reduction made to the maps when activating the elimination filter. For our test purposes we chose several values from one to 100 pixels for the maximum size of an object to be filtered out.
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Figure 3: Elimination filter experiment results
From Figurc 3 we can see that except for the Clearwaler map, all maps reacted somewhat similarly to this filler. The Clearwater map had an 80% reduction when objects of size one pixel were removed. This reduction could be attributed to the fact that the Clearwater map has the lowest average number of segments. This means that the lines and polygons are broken down into small segments, which meant that objects that should be large enough not to be removed by this filter were actually removed. Looking at the curves for the other maps we can see a similar correlation between the average number of segments and the reduction achieved using this filter. We can also notice that most of the reduction took place with small objects (up to 16 pixels). The amount of reduction diminished as the number of pixels increased to 36, 64, and 100. Actually, 70.98% of the reduction took place when 16 pixels was used as the object size.
Reduction Filter Experiment Results
The Reduction Filter (RF) reduces the number of points in a line or polygon object. RF takes a target reduction percentage by which to reduce the number of points. Figure 4 shows the reduction achieved by using the filter. For our test purposes, we used 30, 70, 90, and 99% reduction percentages. (99% is the most reduction that can be made on the data.)
By inspecting Figure 4 , we can see a strong correlation between the average number of segments per object in a map and the amount of reduction achieved using the R F filler. The University of Waterloo map, with the highest average number of segments per object, achieved the highest reduction with a maximum reduction of 57%. The Clearwater map, with the lowest average number of segments per object, achieved the lowest reduction with only 28%. This observation suggests that the amount of reduction to be expected from applying RF with a certain pcrcentagc could be approximated given the average number of segments per object in the map. 
Applying Combinations Of More Than One Filter
These tests were performed to explore the effects of combining more than one filter on data reduction. First we attempted to see if the order of the filters has any effect on the data reduction. For example, would activating EF then RF produce the same results as RF then EF? From these tests we found that the results are almost the same. However, it makes more sense to activate EF before RF to save time, since the elimination will filter out some of the objects that the RF would otherwise spend time on.
Generally, there was extensive data reduction when running combinations of filters. First, as expected, the amount of reduction achieved by combining two filters has a strong correlation with the amount of reduction achieved by each filter individually.
We also notice that combining FF with EF results in more data reduction than using FF with RF. This is due to the fact that EF has a very high reduction rate, especially when the maximum object size to be eliminated is 16 pixels or more.
The question now is which combination of filters to choose. We believe that there is no single answer to this question. The combination to choose depends on the user needs and the characteristics of the map. For example, if the user needs all the layers to be visible, then the option of using the FF filter is not available. Now the question is what parameters should be used with each of the two filters to be used. From the results of our experiments its seams like using 16 pixels with EF and 30% with RF makes for a good combination if the maximum reduction is desired while maintaining usability. With an average reduction rate around 91% we bclievc that this combination with these parameters is very well balanced in terms of reduction and usability. If more reduction is desired, then again it depends on the user's needs. If the user is interested more in details of polylines and polygons than the existence of smaller objects (e.g. using the map to find trails in a mountain area), then the numbcr of pixels to be used with EF should be increased rather than increasing the percentage of reduction used with RF.
CONCLUSION
This research effort aims to tackle the issues of QoS and usability on mobile devices by introducing a clientproxy-server model where clients are on mobile devices.
While maintaining QoS is a very important aspect for mapping applications, it is equally important to maintain usability of the maps. This means that the system has to strike a balance between lowering the amount of detail in the map to speed up the response to users' queries, and keeping enough detail in the map to be still useful for the user.
The user could play a vital role in the adaptation process by supplying hisher preferences regarding the importance M each layer, his definition of "too small objects," allowing a certain filter to be used or not, etc.
The user preferences could be used to decide on the filters to use, their combinations, and the parameters used with each.
While there are no hard and fast rules for activating and deactivating filters, we noticed some patterns that we used to deduce some heuristics. When using FF alone, good reduction could be achieved by dropping about 30% of the layers without reducing the overall quality of the map by too much. There is a direct correlation between the average number of segments per object in a map and the amount of reduction achieved using RF. This correlation could be used tn approximate the amount of expected reduction in the overall map size given the percentage of reduction uscd by the elimination algorithm. When using EF, 16 pixels seems to be the most effective value for the attribute used with the filter in terms of the amount of reduction achieved compared to the degradation of quality resulting. When using combinations of filters, a reduction rate around 90% is usually optimum in terms of the amount of redwtion achieved compared to the effect the reduction has on the quality of the map.
In the course of conducting this research effort we came across some issues that we believe could make for good future research opportunities. A number of the adaptation decisions taken by the client could be greatly influenced by a wide array of user preferences concerning (he different aspects of adaptation. This includes the filters to use, their attributes, and the relative importance of the layers. In our implementation, we hard-coded many of these values to conduct our experiments. Adding the capability for the user to specify these preferences, and how the client could use this information in adaplation look like very promising research issues.
As we concluded, the reduction achieved by a certain filter could in some cases be approximated given !iome criteria. Devising automatic algorithms to perform I.hese approximations could be a g o d area for future reseuch.
