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Introducción 
Los Sistemas embebidos son pequeños, rápidos y herramientas muy poderosas que ayudan 
a realizar tareas fundamentales en nuestras vidas, estos sistemas no están diseñados para propósitos 
generales como lo son las computadoras personales, en su lugar son sistemas diseñados con un 
rango de funciones limitadas para una tarea en específico, típicamente estos sistemas tienen fuertes 
restricciones en costo, consumo de potencia y confiabilidad. 
 
Este reporte lo he destinado a presentar algunos proyectos desarrollados durante el curso 
de la maestría en diseño electrónico, el área de concentración elegida es Sistemas Embebidos y 
Telecomunicaciones, los proyectos enlistados a continuación fueron seleccionados por la cantidad 
de aportación a la formación académica.  
 
De la asignatura de Procesamiento Digital de Señales 
 Diseño de un reproductor de audio usando un MCU de 32bits  
De la asignatura de Sistema Embebidos avanzados 
 Diseño de Software para un vehículo aéreo no tripulado 
De la asignatura de Diseño e implementación de Sistemas Operativos 
 Diseño de un sistema de archivos 
 
Se seleccionó un proyecto de asignaturas diferentes todas relacionadas al diseño de 
sistemas embebidos. Los proyectos desarrollados me facilitaron la generación de conocimiento 
sobre el diseño y funcionamiento de los componentes fundamentales dales como: Procesadores, 
Memorias, Múltiples periféricos, Compiladores, Sistemas Operativos de tiempo Real, etc. 
 
En todos los proyectos se utilizó un lenguaje de programación basado en “C”. Los dos 
primeros proyectos mencionados tuvieron limitaciones en utilización de memoria y capacidad de 
procesamiento, esto me ayudo a entender  las complicaciones que se pueden presentar y las razones 
para elegir diferentes componentes para maximizar su confiabilidad, siendo que uno de sus 
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requerimientos es el funcionamiento continuo sin errores. El tercer proyecto se realizó en ambiente 
Linux, con recursos suficientes para cumplir los objetivos planteados,  el objetivo fue el diseño 
desde cero del sistema de archivos. 
 
Los proyectos fueron desarrollados cumpliendo sus requerimientos alcanzando los 
objetivos propuestos, se utilizaron diferentes tarjetas de evaluación, al inicio desconocía las 
tecnologías que se iban a utilizar a lo largo de la maestría, esto despertó gran interés en mí. 
 
La influencia que tuve por parte de mi trabajo (Ingeniero de Software en sistemas 
embebidos) fue bastante, me ayudó a dirigir mi formación en el área relacionada. Los proyectos 
presentados en este reporte fueron la apertura para seguir investigando en el área de sistemas 
embebidos utilizando sistemas operativos en tiempo real  y técnicas de programación para la 
optimización del uso de recursos en sistemas de bajo costo. 
 
1. Resumen de los proyectos realizados 
A continuación se describen los tres proyectos realizados, sin profundizar en detalles 
específicos (para esto dirigirse a la sección de apéndices). 
1.1. Diseño de un reproductor de audio usando un MCU de 32 bits 
1.1.1 Introducción 
El objetivo del proyecto es realizar un “Playback and recording” basado en un 
microcontrolador STM32F407VG6 y una tarjeta de evacuación STM32F4 DISCOVERY, dicha 
tarjeta contiene un sensor de audio y un DAC para audio con un controlador para altavoces. 
 
El audio se grabara en un archivo WAVE y será almacenado en una memoria USB Flash 
utilizando un controlador USB OTG HOST, al momento de grabar el audio se podrá filtrar 
digitalmente utilizando tres diferentes filtros. 
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1.1.2 Antecedentes 
El conocimiento necesario para desarrollar este proyecto se basa en desarrollo de código 
en lenguaje C, el cual ya contaba con suficiente experiencia. Por otra parte, el diseño de filtros 
digitales fue un tema que se tomó durante el semestre en la materia de  Procesamiento digital de 
Señales, otro conocimiento necesario para este proyecto fue librerías de Pulse Density 
Modulated para la grabación de audio. 
1.1.3 Solución desarrollada 
El proyecto se realizó utilizando librerías proporcionadas por STMicroelectronics, se 
usaron librerías para el uso del micrófono embebido, sistema de archivos para montar la 
memoria USB, para generar el archivo WAVE, entre otros.  
En el proyecto se incluyeron tres filtros digitales, Pasa altas, Pasa Bajas y Pasa banda, 
estos filtros se codificaron utilizando lenguaje C, el reporte del diseño de los filtros de respuesta 
finita al impulso se incluye en el anexo. 
1.1.4 Análisis de resultados 
El resultado satisfizo en plenitud los requerimientos del proyecto. Se logró de manera 
exitosa, con el uso del hardware proporcionado,  el grabando audio y almacenándolo en formado 
WAVE en la memoria externa USB. El audio se pudo acceder para ser reproducido por el 
CODEC embebido, una vez en reproducción, se podían apreciar los cambios realizados por los 
filtros digitales correspondientes. El proyecto fue exitoso. 
1.1.5 Conclusiones 
Este proyecto demandó mucho tiempo de investigación por mi cuenta, debido a que la 
tarjeta de evaluación tenía muchos drivers y debí investigar cómo usarlos. Comprendí el 
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funcionamiento de micrófonos embebidos y la aplicación de filtros digitales, este proyecto lo 
realice de manera individual aumentando la carga de trabajo pero al final fue muy gratificante.  
1.2. Diseño de Software para un vehículo aéreo no tripulado 
1.2.1 Introducción 
En el proyecto se considera en general un módulo para el algoritmo de navegación de un 
vehículo aéreo no tripulado, este módulo consiste en simular un sensor cuya respuesta está 
definida por una formula. 
 
El objetivo de proyecto es resolver utilizando librerías de punto fijo y punto flotante, 
estas librerías deben ser hechas por el estudiante. Significa que el rendimiento del algoritmo se 
verá afectado directamente por el manejo numérico que se obtendrá en cada librería 
referentemente. 
1.2.2 Antecedentes 
Anteriormente en clase se había abordado el tema de optimización de código para 
sistemas de recursos reducidos, esto implicaba en realizar análisis matemáticos para saber los 
rangos numéricos de los sistemas, con el objetivo de maximizar los recursos usados. Esto fue 
algo prioritario debido a que este proyecto se realizó en un microcontrolador de 16bit de Texas 
Instruments MSP430 con recursos bastante limitados. 
1.2.3 Solución desarrollada 
La solución desarrollada puede manejar tanto manejo numérico en punto fijo o punto flotante, 
pero no puede utilizarse los dos al mismo tiempo, también se realizó un análisis matemático el 
cual sugirió que se deberían usar amenos 10bits para las variables, ya que 8 bits era insuficiente y 
podría desencadenar un OverFlow del sistema. 
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Las librerías desarrolladas para punto flotante se hicieron en base de número de 16bits, la 
resolución era mayor pero el espacio utilizado para código era mucho mayor también. 
1.2.4 Análisis de resultados 
Algunas desventajas de los resultados obtenidos: 
 Las funciones desarrolladas solo funcionan para ESTE proyecto, el código no es modular. 
 Se tuvo que utilizar optimizaciones al momento de compilar el código de las librerías de 
punto flotante para que pudiera ser programado en el microcontrolador. 
 Debido a la metodología utilizada en el código, era muy difícil agregar mejoras en los 
algoritmos, un código de difícil mantenimiento. 
 
Las ventajas de los resultados fueron: 
 La precisión obtenida por ambas librerías eran muy altas, superaron las expectativas. 
 Los cálculos eran realizados en tiempos muy cortos, alcanzando una tasa de 
actualizaciones cercanas a las de 1Mhz. 
  
1.2.5 Conclusiones 
Las operaciones en punto fijo fueron realmente muy sencillas de entender y realizar, no se 
requirió mucho tiempo de análisis. 
 
Por otra parte, las operaciones de punto flotante me tomo mucho tiempo de análisis para entender 
cómo funcionan y mucho más tiempo para poder implementar las librerías de una manera 
óptima, encontré muy poca documentación en internet que explicaba cómo realizar las 
operaciones en punto flotante con bases binarias.  Las funciones para calcular valores en punto 
flotante  ocupo mucha más memoria flash que las librerías en punto fijo. Esto me hizo entender 
la importancia de selección de librerías matemáticas al momento en empezar un proyecto en un 
ambiente embebido con recursos limitados. 
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1.3. Diseño de un sistema de archivos 
1.3.1 Introducción 
El objetivo de este proyecto fue realizar un sistema de archivos, el cual tuviera la 
capacidad de escritura/lectura de archivos, manejo de espacio en memoria física para determinar 
dónde y cómo ser guaran los archivos. 
1.3.2 Antecedentes 
En proyectores anteriores había tenido la oportunidad de utilizar Sistemas de Archivos 
para microcontroladores, nunca había tenido la oportunidad de introducirme más en el 
funcionamiento, solo había tenido la oportunidad de usar los sistemas de archivos. 
1.3.3 Solución desarrollada 
El sistema de archivos  fue creado en C, se utilizaron librerías estándar. La arquitectura del 
sistema de archivos fue bastante sencilla, pero abarco desde creación, edición y eliminación de 
archivos de manera dinámica en la memoria disponibles. 
 
Se desarrolló un Shell para tener una interface con el sistema de archivos, de esta manera se 
podía ingresar comandos para la manipulación de archivos. 
1.3.4 Análisis de resultados 
Los resultados fueron favorables, el sistema de archivos funciono con éxito, más sin 
embargo la arquitectura fue muy pobre y de muy difícil mantenimiento, esto género que varios 
errores surgieran, pero lo el objetivo del proyecto se cumplió. 
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1.3.5 Conclusiones 
Este proyecto fue complicado, debido a que muchas funciones requeridas para el 
desarrollo d este proyecto no las conocía, muchos conceptos eran  nuevos. El proyecto cumplió 
con el cometido de enriquecerme enormemente con nuevos términos y conocimiento. Añadiendo 
este proyecto se desarrolló en Linux, por lo tanto fue todo una experiencia totalmente nueva y 
grata. 
2. Conclusiones 
La realización de los proyectos expuestos en este reporte facilito la generación de nuevo 
conocimiento para ser usado en mi vida laboral, hago mención que las herramientas adquiridas 
en el transcurso de diferentes asignaturas las utilizo día con día para desempeñar mi trabajo. 
Además, por la experiencia obtenida me siento más capaz de desarrollar proyectos donde 
no tenga mucho conocimiento del tema, debido a que desarrolle una capacidad sistemática para 
llevar acabo estrategias para descubrir algo, esto es transcendente ya es la única manera para 
poder aprender a utilizar nuevas tecnologías la cual pienso que es lo más apreciado que aprendí 
en el trascurso de la MDE. 
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3. Apéndices 
3.1. Apéndice A. 
Reporte “Diseño de un reproductor de audio usando un MCU de 32 bits”  
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3.2. Apéndice B 
Reporte “diseño de software para un vehículo aéreo no tripulado” 
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3.3. Apéndice C 
Código fuente “diseño de un sistema de archivos”  
 
3.3.1 Makefile.mak 
all: datehandler vdisk createvd vdformat dumpsec block_node_handler 
logical_sector filehandling shell1 
 
shell1: shell1.c tiposdatos.h tiposdatos.c block_node_handler.h 
logical_sector.h datehandler.h filehandling.h block_node_handler.o 
logical_sector.o vdisk.o filehandling.o datehandler.o 
 gcc -o shell1 shell1.c tiposdatos.c filehandling.o block_node_handler.o 
logical_sector.o vdisk.o datehandler.o 
 
filehandling: filehandling.c  tiposdatos.h block_node_handler.h 
logical_sector.h block_node_handler.o logical_sector.o vdisk.o tiposdatos.c 
 gcc -c filehandling.c tiposdatos.c   
 
createvd: createvd.c vdisk.h vdisk.o 
 gcc -o createvd createvd.c vdisk.o 
 
vdformat: vdformat.c vdisk.h tiposdatos.h vdisk.o 
 gcc -o vdformat vdformat.c vdisk.o 
 
dumpsec: dumpsec.c vdisk.h vdisk.o 
 gcc -o dumpsec dumpsec.c vdisk.o 
 
block_node_handler: block_node_handler.c block_node_handler.h vdisk.h vdisk.o 
tiposdatos.h datehandler.h datehandler.o tiposdatos.h tiposdatos.c 
 gcc -c block_node_handler.c tiposdatos.c   
 
logical_sector: logical_sector.c logical_sector.h tiposdatos.h vdisk.h 
vdisk.o tiposdatos.h tiposdatos.c 
 gcc -c logical_sector.c tiposdatos.c  
 
datehandler: datehandler.c datehandler.h  
 gcc -c datehandler.c 
 
vdisk: vdisk.c vdisk.h 
 gcc -c vdisk.c 
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3.3.2 Block_node_hanlder.h 
#ifndef __BLOCK_NODE_HANDLER_H__ 
# define __BLOCK_NODE_HANDLER__H__ 
 
int isblockfree(int block); 
int nextfreeblock(void); 
int assignblock(int block); 
int unassignblock(int block); 
int writeblock(int block,char *buffer); 
int readblock(int block,char *buffer); 
int searchinode(char *filename); 
int removeinode(int numinode); 
 
int isinodefree(int inode); 
int nextfreeinode(); 
int assigninode(int inode); 
int unassigninode(int inode); 
 
 
 
#endif 
 
3.3.3 datatypes.h 
#ifndef ___DATA_TYPES_H__ 
 
 #define ___DATA_TYPES_H__ 
 
 struct SECBOOT { 
  char jump[4]; 
  char nombre_disco[8]; 
  unsigned char sec_res;  // 1 sector de arranque 
  unsigned char sec_mapa_bits_nodos_i;  // 1 sector 
  unsigned char sec_mapa_bits_bloques;  // 4 sectores 
  unsigned short sec_tabla_nodos_i; // 1 sector 
  unsigned short sec_log_unidad; // 54400 sectores 
  unsigned char sec_x_bloque;  // 4 sectores por bloque 
  unsigned char heads;   // 20 superficies 
  unsigned char cyls;   // 160 cilindros 
  unsigned char secfis;   // 17 sectores 
  char restante[487]; 
 }; 
 
 struct INODE { 
  char name[20]; 
  unsigned short uid; 
  unsigned short gid; 
  unsigned short perms; 
  unsigned int datetimecreat; 
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  unsigned int datetimemodif; 
  unsigned int size; 
  unsigned short blocks[10]; 
  unsigned short indirect; 
  unsigned short indirect2; 
 }; 
   
 struct OPENFILES { 
  int inuse; 
  unsigned short inode; 
  int currpos; 
  int currbloqueenmemoria; 
  char buffer[2048]; 
  unsigned short buffindirect[1024]; 
 }; 
 
 SECBOOT secboot; 
  
  
#endif 
3.3.4 datehandler.h 
#ifndef __DATEHANDLER_H__ 
# define __DATEHANDLER_H__ 
 
#include <stdio.h> 
#include <stdlib.h> 
#include <sys/types.h> 
#include <time.h> 
 
typedef union DATE 
{ 
 struct 
 { 
  unsigned char year   : 6; 
  unsigned char month  : 4; 
  unsigned char day   : 5; 
  unsigned char hour   : 5;  
  unsigned char min  : 6;  
  unsigned char sec  : 6; 
 }sdate; 
 unsigned int uDate; 
}DATE; 
 
unsigned int datetoint(DATE date); 
int inttodate(DATE *date,unsigned int val); 
unsigned int currdatetimetoint(); 
 
 
#endif 
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3.3.5 filehandling.h 
 
 
 
vddirent *vdreaddir(VDDIR *dirdesc); 
VDDIR *vdopendir(char *path); 
 
int vdseek(int fd, int offset, int whence); 
int vdwrite(int fd, char *buffer, int bytes); 
int vdread(int fd, char *buffer, int bytes); 
int vdcreat(char* filename, unsigned short permissions); 
int vdopen(char* filename, unsigned char mode); 
int vdunlink(char * filename); 
int vdclose(int fd); 
 
int getsizeof(char * filename); 
 
 
3.3.6 logical_sector.h 
#ifndef __LOGICAL_SECTOR_H__ 
 
# define  __LOGICAL_SECTOR_H__ 
 
# define  SUCCESS 1 
# define FAILED  -1 
 
# include "vdisk.h" 
#include "tiposdatos.h" 
 /* 
  Esta función lee el(los) sector(es) indicado(s) por los parametros 
y retorna como fallido o exitoso 
 */ 
 int vdreadseclog(int sector, char * buffer); 
  
 /* 
  Esta función escribe el(los) sector(es) indicado(s) por los 
parametros y retorna como fallido o exitoso 
 */ 
 int vdwriteseclog(int sector, char * buffer); 
 
#endif 
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3.3.7 tiposdatos.h 
#ifndef ___DATA_TYPES_H__ 
 
 #define ___DATA_TYPES_H__ 
 
 typedef struct SECBOOT { 
  char jump[4]; 
  char nombre_disco[8]; 
  unsigned char sec_res;  // 1 sector de arranque 
  unsigned char sec_mapa_bits_nodos_i;  // 1 sector 
  unsigned char sec_mapa_bits_bloques;  // 4 sectores 
  unsigned char paddingbyte; 
  unsigned short sec_tabla_nodos_i; // 1 sector 
  unsigned short sec_log_unidad; // 54400 sectores 
  unsigned char sec_x_bloque;  // 4 sectores por bloque 
  unsigned char heads;   // 20 superficies 
  unsigned char cyls;   // 160 cilindros 
  unsigned char secfis;   // 17 sectores 
  char restante[488]; 
 }SECBOOT; 
 
 typedef struct INODE { 
  char name[20]; 
  unsigned short uid; 
  unsigned short gid; 
  unsigned short perms; 
  unsigned int datetimecreat; 
  unsigned int datetimemodif; 
  unsigned int size; 
  unsigned short blocks[10]; 
  unsigned short indirect; 
  unsigned short indirect2; 
  unsigned short PaddingShort; 
 }INODE; 
 
 typedef struct OPENFILES { 
  int inuse; 
  unsigned short inode; 
  int currpos; 
  int currbloqueenmemoria; 
  char buffer[2048]; 
  unsigned short buffindirect[1024]; 
 }OPENFILES; 
 
 /************************************************************* 
 /* Tipos de datos para el manejo de directorios 
  *************************************************************/ 
 
 typedef int VDDIR; 
  
 
 typedef struct vddirent  
 { 
  char *d_name; 
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 }vddirent; 
 
 
 
 extern unsigned char inicio_nodos_i; 
 extern OPENFILES openfiles[8]; 
 extern SECBOOT secboot; 
 extern INODE inode[8]; 
 extern unsigned char secboot_en_memoria; 
 extern unsigned char inodesmap_en_memoria; 
 extern unsigned char nodos_i_en_memoria; 
 extern unsigned char inodesmap[2];  
 extern int mapa_bits_bloques; 
 extern unsigned char blocksmap_en_memoria; 
 extern unsigned short inicio_area_datos; 
 extern unsigned char blocksmap[16384]; 
  
#endif 
 
3.3.8 vdisk.h 
#define HEADS 20 
#define SECTORS 17 
#define CYLINDERS 160  
 
int vdwritesector(int drive, int head, int cylinder, int sector, int nsecs, 
char *buffer); 
 
int vdreadsector(int drive, int head, int cylinder, int sector, int nsecs, 
char *buffer); 
3.3.9 block_node_handler.c 
#include "block_node_handler.h" 
#include "vdisk.h" 
#include "tiposdatos.h" 
#include <stdio.h> 
#include <stdlib.h> 
#include <string.h> 
 
 
// 
*****************************************************************************
* 
// Para el mapa de bits del área de de datos 
// 
*****************************************************************************
* 
int isblockfree(int block) 
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{ 
 int offset=block/8;  // Obtener en que byte  
 int shift=block%8;   // y bit, que indica si el bloque está libte 
 int result; 
 int i; 
 
 // Es importante tenerlo en memoria porque ahí es donde tenemos 
 // la información del disco, cuáles son los sectores donde hay qué 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 
 // Calculo el sector donde está el mapa de bits para los bloques 
 mapa_bits_bloques= secboot.sec_res+secboot.sec_mapa_bits_nodos_i; 
 
// ¿Está en memoria el mapa de bits de bloques?, si no, cargarlo a // memoria 
 if(!blocksmap_en_memoria) 
 { 
  // Leer todos los sectores del mapa de bits a memoria 
  for(i=0;i<secboot.sec_mapa_bits_bloques;i++) 
   
 result=vdreadseclog(mapa_bits_bloques+i,blocksmap+i*512); 
  blocksmap_en_memoria=1; 
 } 
 
  
 if(blocksmap[offset] & (1<<shift)) 
  return(0); 
 else 
  return(1); 
}  
 
// Buscar en el mapa de bits cuál es el siguiente bloque libre 
int nextfreeblock() 
{ 
 int i,j; 
 int result; 
 
 // Ya quedó explicado arriba 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 
 mapa_bits_bloques = secboot.sec_res+secboot.sec_mapa_bits_nodos_i; 
 
 if(!blocksmap_en_memoria) 
 { 
  for(i=0;i<secboot.sec_mapa_bits_bloques;i++) 
   result=vdreadseclog(mapa_bits_bloques+i,blocksmap+i*512); 
  blocksmap_en_memoria=1; 
 }  
 
 // Buscar el primer byte en el mapa de bloques donde hay al menos un  
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 // bloque libre 
 i=0; 
 while(blocksmap[i]==0xFF && i<secboot.sec_mapa_bits_bloques*512) 
  i++; 
 
 // Si no llegamos al final 
 if(i<secboot.sec_mapa_bits_bloques*512) 
 { 
  j=0; 
  while(blocksmap[i] & (1<<j) && j<8) 
   j++; 
 
  return(i*8+j);  // Regresando cual es el primer bloque libre 
encontrado 
 } 
 else  
  return(-1);  // Llegamos al final del mapa y no encontramos  
      // un bloque libre 
   
} 
 
//Poner un bloque como asignado 
int assignblock(int block) 
{ 
 int offset=block/8; 
 int shift=block%8; 
 int result; 
 int i; 
  
  
 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 
 mapa_bits_bloques= secboot.sec_res+secboot.sec_mapa_bits_nodos_i; 
 
 if(!blocksmap_en_memoria) 
 { 
  for(i=0;i<secboot.sec_mapa_bits_bloques;i++) 
   result=vdreadseclog(mapa_bits_bloques+i,blocksmap+i*512); 
  blocksmap_en_memoria=1; 
 }  
 //printf("asignando bloque\n"); 
 // Poner en 1 el bit en el byte que corresponde al número de bloque 
 blocksmap[offset]|=(1<<shift); 
 
 // Escribir ese sector en el disco 
 offset=(offset/512)*512; 
  // 0 .. 511 = 0 
  // 512 .. 1023 = 512 
  // 1024 .. 1535 = 1024 
  // offset=offset-(offset%512); 
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 vdwriteseclog(mapa_bits_bloques+offset,blocksmap); 
 
 return(1); 
} 
 
//Liberar un bloque 
int unassignblock(int block) 
{ 
 int offset=block/8; 
 int shift=block%8; 
 int result; 
 char mask; 
 int sector; 
 int i; 
 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 
 mapa_bits_bloques= secboot.sec_res+secboot.sec_mapa_bits_nodos_i; 
 
 if(!blocksmap_en_memoria) 
 { 
  for(i=0;i<secboot.sec_mapa_bits_bloques;i++) 
    result=vdreadseclog(mapa_bits_bloques+i,blocksmap+i*512); 
  blocksmap_en_memoria=1; 
 } 
 
 blocksmap[offset]&=(char) ~(1<<shift); 
 
 sector=(offset/512)*512; 
 vdwriteseclog(mapa_bits_bloques+sector,blocksmap+sector*512); 
 
 return(1); 
} 
 
// 
*****************************************************************************
***** 
// Lectura y escritura de bloques 
// 
*****************************************************************************
***** 
int writeblock(int block,char *buffer) 
{ 
 int result; 
 int i; 
 
 // Verificar si el sector de boot está en memoria y si no, cárgalo 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
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 // Calcula cuál es el sector donde inician los bloques  
 inicio_area_datos=secboot.sec_res+secboot.sec_mapa_bits_nodos_i 
+secboot.sec_mapa_bits_bloques+secboot.sec_tabla_nodos_i; 
 
 // Escribir todos los sectores lógicos que corresponden al bloque 
 for(i=0;i<secboot.sec_x_bloque;i++) 
  vdwriteseclog(inicio_area_datos+(block-
1)*secboot.sec_x_bloque+i,buffer+512*i); 
  // Escribimos cada uno de los sectores que corresponden al bloque 
  // buffer+512*i hacemos que cada iteración del for un subbuffer de 
512 
  // bytes. 
 return(1);  
} 
 
//Lee un bloque 
int readblock(int block,char *buffer) 
{ 
 int result; 
 int i; 
 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 
 inicio_area_datos=secboot.sec_res+secboot.sec_mapa_bits_nodos_i+secboot.
sec_mapa_bits_bloques+secboot.sec_tabla_nodos_i; 
 
 for(i=0;i<secboot.sec_x_bloque;i++) 
  vdreadseclog(inicio_area_datos+(block-
1)*secboot.sec_x_bloque+i,buffer+512*i); 
 return(1);  
} 
 
 
 
// A partir de una posición en el archivo determina la dirección de memoria 
// donde está el apuntador en el nodo i que está cargado en memoria. 
unsigned short *postoptr(int fd,int pos) 
{ 
 int currinode; 
 unsigned short *currptr; 
 unsigned short indirect1; 
 
 // El número de inodo actual lo obtenemos de la tabla de archivos 
abiertos 
 currinode=openfiles[fd].inode; 
 
 // Está en los primeros 10 K 
 if((pos/1024)<10) 
  // Está entre los 10 apuntadores directos 
  currptr=&inode[currinode].blocks[pos/1024]; 
 else if((pos/1024)<1034) 
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 { 
  // Si el apuntador a bloque indirecto está vacío, asígnale un 
bloque 
  if(inode[currinode].indirect==0) 
  { 
   // El siguiente bloque que disponible de acuerdo al mapa de 
bits 
   indirect1=nextfreeblock(); 
   assignblock(indirect1); // Asígnalo 
   inode[currinode].indirect=indirect1; 
  }  
  // En la tabla de archivos abiertos tenemos el buffer que almacena 
  // el bloque de apuntadores 
  currptr=&openfiles[fd].buffindirect[pos/1024-10]; 
 } 
 else 
  return((unsigned short*)-1 /*NULL*/); 
 
 return(currptr); 
} 
 
unsigned short *currpostoptr(int fd) 
{ 
 unsigned short *currptr; 
 
 currptr=postoptr(fd,openfiles[fd].currpos); 
 
 return(currptr); 
} 
 
// En un inodo específico escribe el nombre, atributos y usuario y dueño 
// del nuevo archivo. 
// Usada por la función vdcreate 
int setninode(int num, char *filename, unsigned short atribs, int uid, int 
gid) 
{ 
 int i; 
 
 int result; 
  
 if (num >= 0) 
 { 
  if(!secboot_en_memoria) 
  { 
   result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
   secboot_en_memoria=1; 
  } 
 
 inicio_nodos_i=secboot.sec_res+secboot.sec_mapa_bits_nodos_i+secboot.sec
_mapa_bits_bloques; 
 
  if(!nodos_i_en_memoria) 
  { 
   result=vdreadseclog(inicio_nodos_i,(char*)&inode); 
   nodos_i_en_memoria=1; 
  } 
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  strncpy(inode[num].name,(char*)filename,20); 
 
  if(strlen(inode[num].name)>19) 
    inode[num].name[19]='\0'; 
 
  inode[num].datetimecreat=currdatetimetoint(); 
  inode[num].datetimemodif=currdatetimetoint(); 
  inode[num].uid=uid; 
  inode[num].gid=gid; 
  inode[num].perms=atribs; 
  inode[num].size=0; 
  
  for(i=0;i<10;i++) 
   inode[num].blocks[i]=0; 
 
  inode[num].indirect=0; 
  inode[num].indirect2=0; 
 
  // Optimizar la escritura escribiendo solo el sector lógico que 
  // corresponde al inodo que estamos asignando. 
  // i=num/8; 
  // result=vdwriteseclog(inicio_nodos_i+i,&inode[i*8]); 
 
  result=vdwriteseclog(inicio_nodos_i,(char *)&inode); 
 } 
 
 return(num); 
} 
 
 
// Buscar a partir del nombre del archivo el número de inodo correspondiente 
int searchinode(char *filename) 
{ 
 int i; 
 int free; 
 int result; 
 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 inicio_nodos_i=secboot.sec_res+secboot.sec_mapa_bits_nodos_i+secboot.sec
_mapa_bits_bloques; 
 
 if(!nodos_i_en_memoria) 
 { 
  result=vdreadseclog(inicio_nodos_i,(char*)&inode); 
 
  nodos_i_en_memoria=1; 
 } 
  
 if(strlen(filename)>19) 
    filename[19]='\0'; 
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 i=0; 
 while(strcmp(inode[i].name,filename) && i<8) 
  i++; 
 
 if(i>=8) 
  return(-1); 
 else 
  return(i); 
} 
 
 
// Elimina un inodo de la tabla de nodos i 
// Util para borrar un archivo 
int removeinode(int numinode) 
{ 
 int i; 
 
 unsigned short temp[2048]; 
 
 for(i=0;i<10;i++) 
  if(inode[numinode].blocks[i]!=0) 
   unassignblock(inode[numinode].blocks[i]); 
 
 if(inode[numinode].indirect!=0) 
 { 
  // Leer el bloque 
  readblock(inode[numinode].indirect,(char *) temp); 
  for(i=0;i<2048;i++) 
   if(temp[i]!=0) 
    unassignblock(temp[i]); 
  unassignblock(inode[numinode].indirect); 
  inode[numinode].indirect=0; 
 } 
 unassigninode(numinode); 
 return(1); 
} 
 
// ************************************************************************* 
// Para el mapa de bits del área de nodos i 
// ************************************************************************* 
int isinodefree(int inode) 
{ 
 int offset=inode/8; 
 int shift=inode%8; 
 int result; 
 int mapa_bits_nodos_i; 
 
 // Checar si el sector de boot está en memoria 
 if(!secboot_en_memoria) 
 { 
  // Si no está en memoria, cárgalo 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 mapa_bits_nodos_i=secboot.sec_res; //Usamos la información del sector 
de boot para  
      //determinar en que sector inicia el  
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      // mapa de bits de nodos i  
      
 // Está el mapa está en memoria 
 if(!inodesmap_en_memoria) 
 { 
  // Si no está en memoria, hay que leerlo del disco 
  result=vdreadseclog(mapa_bits_nodos_i,inodesmap); 
  inodesmap_en_memoria=1; 
 } 
 
 
 if(inodesmap[offset] & (1<<shift)) 
  return(0); 
 else 
  return(1); 
}  
 
//Obtiene el siguiente i-nodo libre 
int nextfreeinode() 
{ 
 int i,j; 
 int result; 
 int mapa_bits_nodos_i; 
 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 mapa_bits_nodos_i= secboot.sec_res; 
 
 if(!inodesmap_en_memoria) 
 { 
  result=vdreadseclog(mapa_bits_nodos_i,inodesmap); 
  inodesmap_en_memoria=1; 
 } 
 
 // Recorrer byte por byte mientras sea 0xFF sigo recorriendo 
 i=0; 
 while(inodesmap[i]==0xFF && i<secboot.sec_mapa_bits_nodos_i) 
  i++; 
  
 if(i<secboot.sec_mapa_bits_nodos_i) 
 { 
  j=0; 
  while(inodesmap[i] & (1<<j) && j<8) 
   j++; 
 
  return(i*8+j); 
 } 
 else 
 { 
  return(-1);   
 } 
} 
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//Asigna el i-nodo 
int assigninode(int inode) 
{ 
 int offset=inode/8; 
 int shift=inode%8; 
 int result; 
 int mapa_bits_nodos_i;  
 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 
 mapa_bits_nodos_i = secboot.sec_res; 
 
 if(!inodesmap_en_memoria) 
 { 
  result=vdreadseclog(mapa_bits_nodos_i,inodesmap); 
  inodesmap_en_memoria=1; 
 } 
 
 inodesmap[offset]|=(1<<shift); 
 vdwriteseclog(mapa_bits_nodos_i,(char*)inodesmap); 
 return(1); 
} 
 
//Libera el i-nodo 
int unassigninode(int inode) 
{ 
 int offset=inode/8; 
 int shift=inode%8; 
 int result; 
 char mask; 
 int mapa_bits_nodos_i; 
 
 if(!secboot_en_memoria) 
 { 
  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 
 mapa_bits_nodos_i= secboot.sec_res; 
 
 if(!inodesmap_en_memoria) 
 { 
  result=vdreadseclog(mapa_bits_nodos_i,inodesmap); 
  inodesmap_en_memoria=1; 
 } 
 
 
 inodesmap[offset]&=(char) ~(1<<shift); 
 vdwriteseclog(mapa_bits_nodos_i,inodesmap); 
 return(1); 
} 
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3.3.10 createvd.c 
#include <stdio.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include <string.h> 
#include "vdisk.h" 
 
#define NSECS HEADS*SECTORS*CYLINDERS 
 
int main(int argc,char **argv) 
{ 
    int fp; 
    int i; 
    char nombre[20]; 
    char buffer[512]; 
    if(argc!=2) 
    { 
        fprintf(stderr,"Debe indicar el número de disco virtual a 
crear\n\n"); 
        exit(2); 
    } 
    if(argv[1][0]<'0' || argv[1][0]>'3') 
    { 
        fprintf(stderr,"Los números válidos para la creación del disco son 
entre 0 y 3\n\n"); 
        exit(2); 
    } 
    sprintf(nombre,"disco%c.vd\0",argv[1][0]); 
    fp=open(nombre,0); 
    if(fp!=-1) 
    { 
        fprintf(stderr,"Este disco virtual ya existe, para volver a crearlo 
es necesario borrarlo\n\n"); 
        exit(2); 
    } 
    fp=creat(nombre,0644); 
    memset(buffer,0,512); 
    for(i=0;i<NSECS;i++) 
        write(fp,buffer,512); 
    close(fp); 
} 
 
3.3.11 datehandler.c 
#include "datehandler.h" 
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// 
*****************************************************************************
****** 
// Funciones de manejo de fecha y hora 
// 
*****************************************************************************
****** 
 
// Convierte la fecha que está en una estructura fecha a un entero de 32 bits 
unsigned int datetoint(DATE date) 
{ 
 unsigned int val=0; 
 
 val=date.sdate.year-1970; 
 val<<=4; 
 val|=date.sdate.month; 
 val<<=5; 
 val|=date.sdate.day; 
 val<<=5; 
 val|=date.sdate.hour; 
 val<<=6; 
 val|=date.sdate.min; 
 val<<=6; 
 val|=date.sdate.sec; 
  
 return(val); 
} 
 
// Extraer la fecha y hora que está empaquetada en un entero de 32 bits 
// Almacena los resultados en una estructura 
int inttodate(DATE *date,unsigned int val) 
{ 
 date->sdate.sec=val&0x3F; 
 val>>=6; 
 date->sdate.min=val&0x3F; 
 val>>=6; 
 date->sdate.hour=val&0x1F; 
 val>>=5; 
 date->sdate.day=val&0x1F; 
 val>>=5; 
 date->sdate.month=val&0x0F; 
 val>>=4; 
 date->sdate.year=(val&0x3F) + 1970; 
 return(1); 
} 
 
// Fecha y hora actual empaquetada en un entero de 32 bits 
// Las funciones de creación y escritura de archivos usan esta función. 
unsigned int currdatetimetoint() 
{ 
 char i = 0; 
 
 struct tm *tm_ptr; 
 time_t the_time; 
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 DATE now; 
 
 (void) time(&the_time); 
 tm_ptr=gmtime(&the_time); 
 
 now.sdate.year=tm_ptr->tm_year-70; 
 now.sdate.month=tm_ptr->tm_mon+1; 
 now.sdate.day=tm_ptr->tm_mday; 
 now.sdate.hour=tm_ptr->tm_hour; 
 now.sdate.min=tm_ptr->tm_min; 
 now.sdate.sec=tm_ptr->tm_sec; 
 
 return(datetoint(now)); 
} 
 
3.3.12 dumpsec.c 
#include <stdio.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include "vdisk.h" 
 
#define LINESIZE 16 
#define SECSIZE 512 
 
int main(int argc,char *argv[]) 
{ 
 int drive; 
 int ncyl,nhead,nsec; 
 int fd; 
 unsigned char buffer[SECSIZE]; 
 int offset; 
 int i,j,r; 
 unsigned char c; 
 
 if(argc==5) 
 {  
  drive=atoi(argv[1]); 
  ncyl=atoi(argv[2]); 
  nhead=atoi(argv[3]); 
  nsec=atoi(argv[4]); 
  if(drive<0 || drive> 3 || ncyl>CYLINDERS || nhead > HEADS || nsec 
> SECTORS || ncyl<0 || nhead<0 || nsec<1) 
  { 
   fprintf(stderr,"Posición invalida\n"); 
   exit(1); 
  } 
  printf("Desplegando de disco%d.vd Cil=%d, Sup=%d, 
Sec=%d\n",drive,ncyl,nhead,nsec); 
   
 } 
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 else  
 { 
  fprintf(stderr,"Error en los argumentos\n"); 
  exit(1); 
 } 
 
 if(vdreadsector(drive,nhead,ncyl,nsec,1,buffer)==-1) 
 { 
  fprintf(stderr,"Error al abrir disco virtual\n"); 
  exit(1); 
 } 
 
 for(i=0;i<SECSIZE/LINESIZE;i++) 
 { 
  printf("\n %3X -->",i*LINESIZE); 
  for(j=0;j<LINESIZE;j++) 
  { 
   c=buffer[i*LINESIZE+j]; 
   printf("%2X ",c); 
  } 
  printf("  |  "); 
  for(j=0;j<LINESIZE;j++) 
  { 
   c=buffer[i*LINESIZE+j]%256; 
   if(c>0x1F && c<127) 
    printf("%c",c); 
   else 
    printf("."); 
  } 
 } 
 printf("\n"); 
} 
 
 
3.3.13 filehandling.c 
#include <unistd.h> 
#include <sys/types.h> 
#include <stdlib.h> 
#include <stdio.h> 
#include "block_node_handler.h" 
#include "logical_sector.h" 
#include "tiposdatos.h" 
#include "filehandling.h" 
 
 
VDDIR dirs[2]={-1,-1}; 
vddirent current; 
 
 
 
 
// fd = Descriptor del archivo 
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// Offset = Cuanto hay que mover el apuntador 
// Whence = A partir de dond 
// 0 = A partir del inicio. 
// 1 = A partir de la posición actual del puntero. 
// 2 = A partir del final del archivo. 
// 
// devuelve la posición donde queda el puntero del archivo después de 
moverlo. 
int vdseek(int fd, int offset, int whence) 
{ 
 unsigned short oldblock,newblock; 
 
 // Si no está abierto regresa error 
 if(openfiles[fd].inuse==0) 
  return(-1); 
 
 oldblock= currpostoptr(fd);//(unsigned short*)currpostoptr(fd); 
  // A partir de la posición actual del archivo, me regresa un 
apuntador 
  // a una dirección de memoria que contiene el bloque actual. 
  //  Puede ser el inodo o un bloque de apuntadores. 
   
 
 if(whence==0) // A partir del inicio 
 { 
  // Si el offset es negativo o excede el tamaño del archivo regresa 
  // error 
  if(offset<0 ||  
     openfiles[fd].currpos+offset>inode[openfiles[fd].inode].size) 
   return(-1); 
  openfiles[fd].currpos=offset; 
 
 } else if(whence==1) // A partir de la posición actual 
 { 
  // Validar que posición actual - offset no vaya antes del 
principio 
  // también que posición actual + offset no exceda el tamaño del 
archivo 
  if(openfiles[fd].currpos+offset>inode[openfiles[fd].inode].size || 
     openfiles[fd].currpos+offset<0) 
   return(-1); 
  openfiles[fd].currpos+=offset; 
 
 } else if(whence==2) // A partir del final 
 { 
  // Validar que no sea positivo 
  // Si es negativo, que el valor absoluto no exceda el  
  // tamaño del archivo 
  if(offset>inode[openfiles[fd].inode].size || 
     openfiles[fd].currpos-offset<0) 
   return(-1); 
  openfiles[fd].currpos=inode[openfiles[fd].inode].size-offset; 
 } else 
  return(-1); 
 // Una vez cambiada la posición, obtenemos el nuevo bloque actual 
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 newblock= currpostoptr(fd); //(unsigned short*)currpostoptr(fd); 
  
 // Si después del movimiento hay un cambio de bloque 
 if(newblock!=oldblock) 
 { 
  // Escribir el bloque que ya no estoy usando 
  // Si quieren en la tabla de archivos abiertos poner una bandera 
que 
  // indica si el bloque fue modificado y si es así escríbelo 
  // Una vez que se escribe, poner esa bandera en 0. 
  writeblock(oldblock,openfiles[fd].buffer); 
 
  // Cargar el nuevo bloque a memoria 
  readblock(newblock,openfiles[fd].buffer); 
  openfiles[fd].currbloqueenmemoria=newblock; 
 } 
 
 return(openfiles[fd].currpos); 
} 
 
// fd es el identificador en la tabla de archivos abiertos 
// buffer un apuntador al area de memoria donde está lo que vamos a escribir 
// bytes cuántos bytes vamos a escribir 
int vdwrite(int fd, char *buffer, int bytes) 
{ 
 int currblock; 
 int currinode; 
 int cont=0; 
 int sector; 
 int i; 
 int result; 
 unsigned short *currptr; 
 
 // Si no está abierto, regresa error 
 if(openfiles[fd].inuse == 0) 
 { 
  printf("El archivo no está abierto\n"); 
  return(-1); 
 } 
 else 
 { 
  //printf("El archivo sí está disponible y su nodo es: %d\n", 
openfiles[fd].inode); 
 } 
 // Determinar cuál es el inodo de la tabla de nodos i del archivo que 
 // vamos a escribir 
 currinode=openfiles[fd].inode; 
 
 // Ciclo para recorrer byte por byte del buffer a escribir 
 while(cont<bytes) 
 { 
  // Obtener la dirección de donde está el bloque que corresponde 
  // a la posición actual, si no hay bloque asignado a la posición 
  // actual del archivo, regresamos error 
  currptr = (unsigned short *)currpostoptr(fd);//(unsigned 
short)currpostoptr(fd); 
  if(currptr==NULL) 
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  {  
   //printf("Aquí tronó\n"); 
   return(-1); 
  } 
  else 
  { 
 
  } 
  
  // Obtener el número de bloque actual 
  currblock=*currptr; 
   
  //printf("Escribiendo el bloque numero: %d\n", currblock); 
 
  // Si el bloque está en 0, aún no hay bloque para  
  // escribir este carácter del archivo 
  // hay que darle uno 
  if(currblock==0) 
  { 
   // Busca un bloque libre en el mapa de bits 
   // si no hay bloques libres, regresa -1 
   currblock=nextfreeblock(); 
   if(currblock==-1) 
    return(-1); 
   else 
    //printf("El bloque estaba vacío, el nuevo bloque es: 
%d\n", currblock); 
   // El bloque encontrado ponerlo en donde 
   // apunta el apuntador al bloque actual 
   *currptr=currblock; // aquí ya lo estoy escribiendo en el 
nodo i. 
   assignblock(currblock); // Poner ese bloque como asignado   
    
   // Los cambios se hicieron en el nodo i en memoria, ahora  
   // hay que escribirlos en el disco 
   // Escribir el sector de la tabla de nodos i 
   // En el disco 
  
   // Recordar que los nodos i son de 64 bytes y caben 8 en 
   // un sector 
   sector=currinode; 
   result=vdwriteseclog(inicio_nodos_i,(char*)&inode); 
  } 
 
  // Si el bloque de la posición actual no está en memoria 
  // Lee el bloque al buffer del archivo 
  if(openfiles[fd].currbloqueenmemoria!=currblock) 
  { 
   // Leer el bloque actual hacia el buffer que 
   // está en la tabla de archivos abiertos 
   readblock(currblock,openfiles[fd].buffer);    
   openfiles[fd].currbloqueenmemoria=currblock; 
  } 
 
  // Copia el caracter del buffer que recibe la función 
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  // vdwrite, al buffer donde tenemos el bloque actual 
  openfiles[fd].buffer[openfiles[fd].currpos%2048]=buffer[cont]; 
 
  // Incrementa posición actual del archivo 
  openfiles[fd].currpos++; 
 
  // Si la posición es mayor que el tamaño, modifica el tamaño 
  if(openfiles[fd].currpos>inode[currinode].size) 
   inode[openfiles[fd].inode].size=openfiles[fd].currpos; 
 
  // Incrementa el contador 
  cont++; 
 
  // Si se llena el buffer, escríbelo 
  if(openfiles[fd].currpos%2048==0 || 
(inode[openfiles[fd].inode].size - openfiles[fd].currpos < 2048)) 
  { 
   writeblock(currblock,openfiles[fd].buffer); 
   //printf("Escribiendo el bloque: %d\n", currblock); 
  } 
 } 
 return(cont); 
}   
 
// fd es el identificador en la tabla de archivos abiertos 
// buffer un apuntador al area de memoria donde está lo que vamos a escribir 
// bytes cuántos bytes vamos a escribir 
int vdread(int fd, char *buffer, int bytes) 
{ 
 int currblock; 
 int currinode; 
 int cont=0; 
 int sector; 
 int i; 
 int result; 
 unsigned short *currptr; 
 
 // Si no está abierto, regresa error 
 if(openfiles[fd].inuse==0) 
 { 
  printf("el archivo no está abierto\n");  
  return(-1); 
 } 
 else 
  //printf("El archivo sí está abierto\n"); 
 // Determinar cuál es el inodo de la tabla de nodos i del archivo que 
 // vamos a escribir 
 currinode=openfiles[fd].inode; 
  
 // Ciclo para recorrer byte por byte del buffer a escribir 
 while(cont<bytes) 
 { 
  //printf("atoradote\n"); 
  // Obtener la dirección de donde está el bloque que corresponde 
  // a la posición actual, si no hay bloque asignado a la posición 
  // actual del archivo, regresamos error 
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  currptr = (unsigned short *)currpostoptr(fd);  //(unsigned 
short)currpostoptr(fd); 
  if(currptr==NULL) 
  { 
   //printf("Aquí trono \n");   
   return(-1); 
  }  
   
  // Obtener el número de bloque actual 
  currblock=*currptr; 
 
  // Si el bloque está en 0, aún no hay bloque para  
  // escribir este carácter del archivo 
  // hay que darle uno 
  /* 
  if(currblock==0) 
  { 
   // Busca un bloque libre en el mapa de bits 
   // si no hay bloques libres, regresa -1 
   currblock=nextfreeblock(); 
   if(currblock==-1) 
    return(-1); 
 
   // El bloque encontrado ponerlo en donde 
   // apunta el apuntador al bloque actual 
   *currptr=currblock; // aquí ya lo estoy escribiendo en el 
nodo i. 
   assignblock(currblock); // Poner ese bloque como asignado   
    
   // Los cambios se hicieron en el nodo i en memoria, ahora  
   // hay que escribirlos en el disco 
   // Escribir el sector de la tabla de nodos i 
   // En el disco 
  
   // Recordar que los nodos i son de 64 bytes y caben 8 en 
   // un sector 
   sector=currinode; 
   result=vdreadseclog(inicio_nodos_i,(char *)&inode); 
  } 
*/ 
 
  // Si el bloque de la posición actual no está en memoria 
  // Lee el bloque al buffer del archivo 
  if(openfiles[fd].currbloqueenmemoria!=currblock) 
  { 
   // Leer el bloque actual hacia el buffer que 
   // está en la tabla de archivos abiertos 
   readblock(currblock,openfiles[fd].buffer);    
   openfiles[fd].currbloqueenmemoria=currblock; 
  } 
 
  // Copia el caracter del buffer que recibe la función 
  // vdwrite, al buffer donde tenemos el bloque actual 
  buffer[cont] = openfiles[fd].buffer[openfiles[fd].currpos%2048]; 
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  // Incrementa posición actual del archivo 
  openfiles[fd].currpos++; 
 
  /*// Si la posición es mayor que el tamaño, modifica el tamaño 
  if(openfiles[fd].currpos>inode[currinode].size) 
   inode[openfiles[fd].inode].size=openfiles[fd].currpos; 
  */ 
  // Incrementa el contador 
  cont++; 
 } 
 return(cont); 
}   
 
int vdcreat(char* filename, unsigned short permissions) 
{ 
 int inodo = 0; 
 int fd = 0; 
  
 if (searchinode(filename) == -1) 
  inodo = setninode(nextfreeinode(), filename, permissions, 
(int)getuid(), (int)getgid()); 
 else 
  return -1; 
  
 if (inodo >= 0) 
 { 
  if (assigninode(inodo) == 0) 
   return -1; 
  else 
  { 
   //printf("Abriendo el archivo\n"); 
   fd = vdopen(filename,0); 
   openfiles[fd].currpos = 0; 
   //printf("El fd del archivo es: %d\n", fd); 
 
   return fd; 
  } 
 } 
 else 
 { 
  printf("Ya no hay inodos disponibles\n"); 
 } 
} 
 
int vdopen(char* filename, unsigned char position) 
{ 
       int inode = searchinode(filename); 
       int i; 
   
       for(i = 0; i < 8; i++) 
       { 
               if (openfiles[i].inuse == 0) 
               { 
                       openfiles[i].inuse = 1; 
                       openfiles[i].inode = inode;   
        openfiles[i].currpos = vdseek(i,position,0); 
        openfiles[i].currbloqueenmemoria = 0;      
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                       break; 
               } 
       } 
        
       if (i < 8) 
       { 
       } 
       else 
       { 
               return (-1); 
       } 
        
       return (i); 
} 
 
int vdunlink(char * filename) 
{ 
 int inodo = 0; 
 
 inodo = searchinode(filename); 
 
 unassigninode(inodo); 
 
 removeinode(inodo); 
  
 return (1); 
} 
 
int vdclose(int fd) 
{ 
 char * clear = (char*)&openfiles[fd]; 
 int j = 0; 
 
 if (openfiles[fd].inuse == 0) 
  return (-1); 
 else 
 { 
  for (j = 0; j < sizeof(OPENFILES); j++) 
   *clear++ = 0;   
 } 
  
 return (1); 
} 
 
/************************************************************* 
/* Manejo de directorios 
 *************************************************************/ 
 
VDDIR *vdopendir(char *path) 
{ 
 int i=0; 
 int result; 
 
 if(!secboot_en_memoria) 
 { 
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  result=vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria=1; 
 } 
 inicio_nodos_i=secboot.sec_res+secboot.sec_mapa_bits_nodos_i+secboot.sec
_mapa_bits_bloques; 
 
 if(!nodos_i_en_memoria) 
 { 
  for(i=0;i<secboot.sec_tabla_nodos_i;i++) 
   result=vdreadseclog(inicio_nodos_i+i,(char*)&inode[i*8]); 
 
  nodos_i_en_memoria=1; 
 } 
 
 if(strcmp(path,".")!=0) 
  return(NULL); 
 
 i=0; 
 while(dirs[i]!=-1 && i<2) 
  i++; 
 
 if(i==2) 
  return(NULL); 
 
 dirs[i]=0; 
 
 return(&dirs[i]);  
} 
 
vddirent *vdreaddir(VDDIR *dirdesc) 
{ 
 int i; 
 
 int result; 
 if(!nodos_i_en_memoria) 
 { 
  result=vdreadseclog(inicio_nodos_i+i,(char*)&inode[i]); 
  nodos_i_en_memoria=1; 
 } 
 
 // Mientras no haya nodo i, avanza 
 while(isinodefree(*dirdesc) && *dirdesc < 8) 
  (*dirdesc)++; 
 
 
 // Apunta a donde está el nombre en el inodo  
 current.d_name=inode[*dirdesc].name; 
 
 (*dirdesc)++; 
 
 if(*dirdesc>= 8) 
  return(NULL); 
 return( &current);  
} 
 
int vdclosedir(VDDIR *dirdesc) 
{ 
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 (*dirdesc)=-1; 
} 
 
 
int getsizeof(char * filename) 
{ 
 return(inode[searchinode((char * )filename)].size); 
} 
 
 
 
 
 
 
3.3.14 logical_sector.c 
#include "logical_sector.h" 
 
int vdreadseclog(int sector, char * buffer) 
{ 
 int secfis; 
 int superficie; 
 int cilindro; 
  
 if (!secboot_en_memoria) 
 { 
  (void)vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria = 1; 
 } 
 
 if (sector > secboot.sec_log_unidad) 
  return FAILED; 
  
 secfis = (sector % secboot.secfis) + 1; 
    superficie = (sector / secboot.secfis) % secboot.heads; 
 cilindro = (sector /(secboot.secfis * secboot.heads)); 
   
 if (vdreadsector(0, superficie, cilindro, secfis, 1, buffer) > 0) 
  return SUCCESS; 
 else 
  return FAILED; 
} 
  
int vdwriteseclog(int sector, char * buffer) 
{ 
 int secfis; 
 int superficie; 
 int cilindro; 
  
 if (!secboot_en_memoria) 
 { 
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  (void)vdreadsector(0,0,0,1,1,(char *) &secboot); 
  secboot_en_memoria = 1; 
 } 
 
 if (sector > secboot.sec_log_unidad) 
  return FAILED; 
  
 secfis = (sector % secboot.secfis) + 1; 
    superficie = (sector / secboot.secfis) % secboot.heads; 
 cilindro = (sector /(secboot.secfis * secboot.heads)); 
   
 if (vdwritesector(0, superficie, cilindro, secfis, 1, buffer) > 0) 
  return SUCCESS; 
 else 
  return FAILED; 
} 
 
3.3.15 shell1.c 
#include <stdio.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include <fcntl.h> 
#include <string.h> 
#include <dirent.h> 
#include <sys/types.h> 
#include <sys/stat.h> 
#include "tiposdatos.h" 
#include "filehandling.h" 
 
 
#define MAXLEN 80 
#define BUFFERSIZE 512 
 
#define TYPEBUFFERSIZE 2048 
 
#define LINESIZE 16 
#define SECSIZE 512 
 
void locateend(char *cmd); 
int executecmd(char *cmd); 
 
void typev(char *arg1) 
{ 
  int fd; 
  int i,j,r;  
  char buffer[512]; 
  unsigned char c; 
  int size, ncars; 
  int nBlocks = 0; 
   
   
  printf("abriendo\n"); 
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  fd = vdopen(arg1, 0); 
  printf("file descriptor = %d\n",fd); 
 
  size = getsizeof((char* )&arg1[0]); 
  printf("size = %d\n",size); 
   
  nBlocks = (size / BUFFERSIZE) + ((size%BUFFERSIZE > 0)? 1 : 0); 
   
  do 
  { 
   ncars = vdread(fd,(char*)&buffer , BUFFERSIZE);   
   for(i=0;i<SECSIZE/LINESIZE ;i++) 
   { 
    for(j=0;j<LINESIZE;j++) 
    { 
     c=buffer[i*LINESIZE+j]%256; 
     if(c>0x1F && c<127) 
      printf("%c",c); 
     else 
      if(c == '\n') 
       printf("\n"); 
      if(c == '\t') 
       printf("\t"); 
    } 
   }    
  }while(nBlocks--); 
   
  printf("\n"); 
  if(vdclose(fd)) 
  { 
   printf("Archivo cerrado exitosamente\n\n"); 
  } 
} 
 
void typeu(char *arg1) 
{ 
  int sfile; 
  char buffer[BUFFERSIZE]; 
  int ncars; 
  unsigned char c; 
  int i,j,r;  
 
  sfile = open(arg1, 0); 
  do 
  { 
   memset((void *)&buffer,0,sizeof(buffer)); 
   ncars = read(sfile,buffer, BUFFERSIZE);    
   for(i=0;i<SECSIZE/LINESIZE ;i++) 
   { 
    for(j=0;j<LINESIZE;j++) 
    { 
     c=buffer[i*LINESIZE+j]%256; 
     if(c>0x1F && c<127) 
      printf("%c",c); 
     else 
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      if(c == '\n') 
       printf("\n"); 
      if(c == '\t') 
       printf("\t"); 
    } 
   }    
  }while(ncars == BUFFERSIZE); 
   
  printf("\n"); 
  if(close(sfile)) 
  { 
   printf("Archivo cerrado exitosamente\n\n"); 
  } 
} 
 
int main() 
{ 
 char linea[MAXLEN]; 
 int result=1; 
 while(result) 
 { 
  printf("vshell > "); 
  fflush(stdout); 
  read(0,linea,80); 
  locateend(linea); 
  result=executecmd(linea); 
 }  
} 
 
void locateend(char *linea) 
{ 
 // Localiza el fin de la cadena para poner el fin 
 int i=0; 
 while(i<MAXLEN && linea[i]!='\n') 
  i++; 
 linea[i]='\0'; 
} 
 
int executecmd(char *linea) 
{ 
 char *cmd; 
 char *arg1; 
 char *arg2; 
 char *search=" "; 
 
 // Separa el comando y los dos posibles argumentos 
 cmd=strtok(linea," "); 
 arg1=strtok(NULL," "); 
 arg2=strtok(NULL," "); 
 
 
 // No hay comando 
 if(cmd==NULL) 
  return(1); 
 
 // comando "exit" 
 if(strcmp(cmd,"exit")==0) 
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  return(0); 
 
 // comando "copy" 
 if(strcmp(cmd,"copy")==0) 
 { 
  if(arg1==NULL && arg2==NULL) 
  { 
   fprintf(stderr,"Error en los argumentos\n"); 
   return(1); 
  } 
  if(!isinvd(arg1) && !isinvd(arg2)) 
   copyuu(&arg1[2],&arg2[2]); 
 
  else if(!isinvd(arg1) && isinvd(arg2)) 
   copyuv(&arg1[2],arg2); 
 
  else if(isinvd(arg1) && !isinvd(arg2)) 
   copyvu(arg1,&arg2[2]); 
 
  else if(isinvd(arg1) && isinvd(arg2)) 
   copyvv(arg1,arg2); 
    
   
 } 
 
 // comando "cat" 
 if(strcmp(cmd,"cat")==0) 
 { 
  if(isinvd(arg1)) 
   catv(arg1); 
  else 
   catu(&arg1[2]); 
 } 
 
 // comando dir 
 if(strcmp(cmd,"dir")==0) 
 { 
  if(arg1==NULL) 
   dirv(); 
  else if(!isinvd(arg1)) 
   diru(&arg1[2]); 
 } 
  
 // comando create 
 if(strcmp(cmd,"create") == 0) 
 { 
  if(arg1 == NULL) 
  { 
   return(1); 
  } 
  //int vdcreat(char* filename, unsigned short permissions) 
  if( vdcreat((char*)&arg1[0], 0777 )) 
  {  
   printf("Archivo creado exitosamente.\n"); 
  } 
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  else 
  {  
   printf("El archivo no pudo crearse. Quizás ya existe uno con 
el mismo nombre\n"); 
  } 
 } 
 
 // comando delete 
 if(strcmp(cmd,"delete") == 0) 
 { 
  if(arg1 == NULL) 
  { 
   printf("no hay argumentos\n"); 
   return(1); 
  } 
  if(vdunlink((char*)&arg1[0])) 
  { 
   printf("Archivo %s exitosamente borrado.\n", (char*)arg1); 
  } 
 } 
 
 // comando type 
 if(strcmp(cmd,"type") == 0) 
 { 
  if(arg1 == NULL) 
  { 
   printf("no hay argumentos\n"); 
   return(1); 
  } 
 
  if(!isinvd(arg1)) 
   typeu((char*)&arg1[2]); 
  else  
   typev(arg1); 
 } 
 
 return 1; 
} 
/* Regresa verdadero si el nombre del archivo no comienza con // y por lo  
   tanto es un archivo que está en el disco virtual */ 
 
int isinvd(char *arg) 
{ 
 if(strncmp(arg,"//",2)!=0) 
  return(1); 
 else 
  return(0); 
} 
 
 
/* Copia un archivo del sistema de archivos de UNIX a un archivo destino 
   en el mismo sistema de archivos de UNIX */ 
 
int copyuu(char *arg1,char *arg2) 
{ 
 int sfile,dfile; 
 char buffer[BUFFERSIZE]; 
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 int ncars; 
  
 sfile=open(arg1,0); 
 dfile=creat(arg2,0640); 
 do { 
  ncars=read(sfile,buffer,BUFFERSIZE); 
  write(dfile,buffer,ncars); 
 } while(ncars==BUFFERSIZE); 
 close(sfile); 
 close(dfile); 
 return(1);  
} 
 
 
 
/* Copia un archivo del sistema de archivos de UNIX a un archivo destino 
   en el el disco virtual */ 
 
int copyuv(char *arg1,char *arg2) 
{ 
 int sfile,dfile; 
 char buffer[BUFFERSIZE]; 
 int ncars; 
  
 sfile=open(arg1,0); 
 dfile=vdcreat(arg2,0777); 
 if (dfile == -1) 
 { 
  printf("Ya existe un archivo con ese nombre\n"); 
  return 1; 
 } 
 
 do { 
  ncars=read(sfile,buffer,BUFFERSIZE); 
  if (vdwrite(dfile,buffer,ncars) == -1) 
   printf("El archivo no se copió correctamente.\n"); 
 } while(ncars==BUFFERSIZE); 
 close(sfile); 
 vdclose(dfile); 
 return(1);  
} 
 
 
/* Copia un archivo del disco virtual a un archivo destino 
   en el sistema de archivos de UNIX */ 
 
int copyvu(char *arg1,char *arg2) 
{ 
 int sfile,dfile; 
 char buffer[BUFFERSIZE]; 
 int ncars; 
 int size, nBlocks; 
 
  
 sfile=vdopen(arg1,0); 
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 size = getsizeof(arg1); 
 nBlocks = size/BUFFERSIZE; 
 
 dfile=creat(arg2,0640); 
 do { 
  ncars=vdread(sfile,buffer,BUFFERSIZE); 
  write(dfile,buffer,ncars); 
 } while(nBlocks--); 
 vdclose(sfile); 
 close(dfile); 
 return(1);  
} 
 
 
 
/* Copia un archivo del disco virtual a un archivo destino 
   en el mismo disco virtual */ 
 
int copyvv(char *arg1,char *arg2) 
{ 
 int sfile,dfile; 
 char buffer[BUFFERSIZE]; 
 int ncars; 
 int size; 
 int nBlocks;  
 sfile=vdopen(arg1,0); 
 
 size = getsizeof(arg1); 
 nBlocks = size/BUFFERSIZE; 
 
 dfile=vdcreat(arg2,0777); 
 if (dfile == -1) 
 { 
  printf("Ya existe un archivo con ese nombre\n"); 
  return 1; 
 }  
 do { 
  ncars=vdread(sfile,buffer,BUFFERSIZE); 
  vdwrite(dfile,buffer,ncars); 
 } while(nBlocks--); 
 vdclose(sfile); 
 vdclose(dfile); 
 return(1);   
} 
 
 
/* Despliega un archivo del disco virtual a pantalla */ 
 
int catv(char *arg1) 
{ 
 int sfile,dfile; 
 char buffer[BUFFERSIZE]; 
 int ncars; 
  
 sfile=vdopen(arg1,0); 
 do { 
  ncars=vdread(sfile,buffer,BUFFERSIZE); 
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  write(1,buffer,ncars);  // Escribe en el archivo de salida 
estandard 
 } while(ncars==BUFFERSIZE); 
 vdclose(sfile); 
 return(1);   
} 
 
 
/* Despliega un archivo del sistema de archivos de UNIX a pantalla */ 
 
int catu(char *arg1) 
{ 
 int sfile,dfile; 
 char buffer[BUFFERSIZE]; 
 int ncars; 
  
 sfile=open(arg1,0); 
 do { 
  ncars=read(sfile,buffer,BUFFERSIZE); 
  write(1,buffer,ncars);  // Escribe en el archivo de salida 
estandard 
 } while(ncars==BUFFERSIZE); 
 close(sfile); 
 return(1);   
} 
 
 
/* Muestra el directorio en el sistema de archivosd de UNIX */ 
 
int diru(char *arg1) 
{ 
 DIR *dd;  
 struct dirent *entry; 
 
 if(arg1[0]=='\0') 
  strcpy(arg1,"."); 
 
 printf("Directorio %s\n",arg1); 
 
 dd=opendir(arg1); 
 if(dd==NULL) 
 { 
  fprintf(stderr,"Error al abrir directorio\n"); 
  return(-1); 
 } 
  
 while((entry=readdir(dd))!=NULL) 
  printf("%s\n",entry->d_name); 
 
 closedir(dd);  
} 
 
/* Muestra el directorio en el sistema de archivos en el disco virtual */ 
 
int dirv() 
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{ 
 VDDIR *dd;  
 struct vddirent *entry; 
 
 printf("Directorio del disco virtual\n"); 
 
 dd=vdopendir("."); 
 if(dd==NULL) 
 { 
  fprintf(stderr,"Error al abrir directorio\n"); 
  return(-1); 
 } 
  
 while((entry=vdreaddir(dd))!=NULL) 
  printf("%s\n",entry->d_name); 
 
 vdclosedir(dd);  
} 
 
 
3.3.16 tiposdatos.c 
#include "tiposdatos.h" 
 
unsigned char inicio_nodos_i = 0; 
OPENFILES openfiles[8]; 
SECBOOT secboot; 
INODE inode[8]; 
unsigned char secboot_en_memoria = 0; 
unsigned char inodesmap_en_memoria = 0; 
unsigned char nodos_i_en_memoria = 0; 
unsigned char inodesmap[2]; 
int mapa_bits_bloques = 0; 
unsigned char blocksmap_en_memoria = 0; 
unsigned short inicio_area_datos = 0; 
unsigned char blocksmap[16384]; 
 
3.3.17 vdformat.c 
#include <stdio.h> 
#include <stdlib.h> 
#include <unistd.h> 
#include "vdisk.h" 
#include "tiposdatos.h" 
 
 
int main(int argc, char ** argv) 
{ 
 int i; 
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 char * nodo; 
 char buffer[512]; 
 
    SECBOOT secboot; 
  
 for(i = 0; i < sizeof(buffer); i++) 
 { 
  buffer[i] = 0; 
 } 
 
 printf("Disco numero %c\n", argv[1][0]); 
    secboot.jump[0] = 0; 
 secboot.jump[1] = 0;  
 secboot.jump[2] = 0; 
 secboot.jump[3] = 0; 
    secboot.nombre_disco[0] = argv[1][0]; 
    secboot.nombre_disco[1] = 0; 
    secboot.nombre_disco[2] = 0; 
    secboot.nombre_disco[3] = 0; 
    secboot.nombre_disco[4] = 0; 
    secboot.nombre_disco[5] = 0; 
    secboot.nombre_disco[6] = 0; 
    secboot.nombre_disco[7] = 0; 
    secboot.sec_res = 1;     // 1 sector de arranque 
    secboot.sec_mapa_bits_nodos_i = 1;  // 1 sector 
 secboot.sec_mapa_bits_bloques = 4; // 4 sectores 
 secboot.paddingbyte = 0; 
    secboot.sec_tabla_nodos_i = 1;  // 1 sector 
    secboot.sec_log_unidad = 54400;   // 54400 sectores 
    secboot.sec_x_bloque = 4;    // 4 sectores por bloque 
    secboot.heads = 20;      // 20 superficies 
    secboot.cyls = 160;      // 160 cilindros 
    secboot.secfis = 17;     // 17 sectores 
     
 for (i = 0; i < sizeof(secboot.restante); i++) 
  secboot.restante[i] = 0; 
                                                                                                                              
    if (vdwritesector((int)(argv[1][0] - '0'), 0, 0, 1, 1, (char *) &secboot) 
> 0) 
 { 
  for (i = 1; i < 7; i++) 
  { 
   vdwritesector((int)(argv[1][0] - '0'), 0, 0, 1 + i, 1, 
buffer); 
  } 
  printf("El disco %c se formateo exitosamente\n", 
secboot.nombre_disco[0]); 
 } 
 else 
  printf("El disco no se pudo formatear. ¿Estás seguro de que 
existe?\n"); 
                                                               
        
} 
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3.3.18 vdisk.c 
#include <sys/types.h> 
#include <stdio.h> 
#include <unistd.h> 
#include <fcntl.h> 
#include "vdisk.h"  
 
int currentcyl[4]={0,0,0,0}; 
int currentsec[4]={0,0,0,0}; 
 
int vdwritesector(int drive, int head, int cylinder, int sector, int nsecs, 
char *buffer) 
{ 
    char filename[20]; 
    int fp; 
    int timecyl,timesec; 
    int sl,offset; 
    sprintf(filename,"disco%c.vd",(char) drive+'0'); 
    fp=open(filename,O_WRONLY); 
    if(fp==-1) 
        return(-1); 
 
    // Valida parámetros 
    if(drive<0 || drive>3) 
        return(-1); 
 
    if(head<0 || head>=HEADS) 
        return(-1); 
 
    if(cylinder<0 || cylinder>=CYLINDERS) 
        return(-1); 
 
    if(sector<1 || sector>SECTORS) 
        return(-1); 
 
    if(sector+nsecs-1>SECTORS) 
        return(-1); 
 
    // Hace el retardo 
    /*timesec=sector-currentsec[drive]; 
    if(timesec<0) 
        timesec+=SECTORS; 
    usleep(timesec*1000); 
    currentsec[drive]=sector; 
 
    timecyl=abs(currentcyl[drive]-cylinder); 
    usleep(timecyl*1000);     
    currentcyl[drive]=cylinder; 
*/ 
    // Calcula la posición en el archivo 
    sl=cylinder*SECTORS*HEADS+head*SECTORS+(sector-1); 
    offset=sl*512; 
    lseek(fp,offset,SEEK_SET); 
    write(fp,buffer,512*nsecs); 
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    close(fp); 
    return(nsecs); 
} 
 
int vdreadsector(int drive, int head, int cylinder, int sector, int nsecs, 
char *buffer) 
{ 
    char filename[20]; 
    int fp; 
    int timecyl,timesec; 
    int sl,offset; 
    sprintf(filename,"disco%c.vd",(char) drive+'0'); 
    fp=open(filename,O_RDONLY); 
    if(fp==-1) 
        return(-1); 
                                                                                 
    // Valida parámetros 
    if(drive<0 || drive>3) 
        return(-1); 
                                                                                 
    if(head<0 || head>=HEADS) 
        return(-1); 
                                                                                 
    if(cylinder<0 || cylinder>=CYLINDERS) 
        return(-1); 
                                                                                 
    if(sector<1 || sector>SECTORS) 
        return(-1); 
                                                                                 
    if(sector+nsecs-1>SECTORS) 
        return(-1); 
                                                                                 
    // Hace el retardo 
   /* timesec=sector-currentsec[drive]; 
    if(timesec<0) 
        timesec+=SECTORS; 
    usleep(timesec*1000); 
    currentsec[drive]=sector; 
                                                                                 
    timecyl=abs(currentcyl[drive]-cylinder); 
    usleep(timecyl*1000); 
    currentcyl[drive]=cylinder; 
     */                                                                            
    // Calcula la posición en el archivo 
    sl=cylinder*SECTORS*HEADS+head*SECTORS+(sector-1); 
    offset=sl*512; 
    lseek(fp,offset,SEEK_SET); 
    read(fp,buffer,512*nsecs); 
    close(fp); 
    return(nsecs); 
} 
                                                                                 
 
 
