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En el presente trabajo se desarrollan varios sistemas mecánicos, basados en objetos 
de la vida cotidiana, para su ensayo en un software educativo de análisis de sistemas 
multibody, creado por varias universidades, con el objetivo de analizar los resultados y 
comprobar la fidelidad de éstos con la realidad, demostrando la eficacia de dicho 
programa. Se hace énfasis en las fuerzas de contacto entre cuerpos, utilizando 
expresiones desarrolladas en los últimos años. 
 
Por otro lado, se realiza una introducción a los sistemas multicuerpo, las ecuaciones de 
movimiento de los cuerpos, los métodos de resolución de dichas ecuaciones y las 
fuerzas de contacto esfera-esfera y esfera-plano. Además, se explica el funcionamiento 
del programa utilizado, de modo que este documento permita a cualquier estudiante de 
ingeniería crear un modelo para su ensayo. 
 











In the present project, several mechanical systems are developed, based on objects of 
everyday life, for testing on an educational software for multibody system analysis, 
created by some universities, with the purpose of analysing the results and check their 
fidelity with reality, so its effectiveness can be proved. Contact forces between bodies 
are emphasized, using recently developed expressions.  
 
On the other hand, an introduction to multibody systems, equations of motion, methods 
to solve them and contact forces between spheres and sphere-plane is made. Moreover, 
the operation of the program is explained, so this document can be used by any 
engineering student to develop his/her own model for testing. 
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 Capítulo 1. Introducción y objetivos 
1.1 Motivación 
 
El incremento de la capacidad de computación de los ordenadores en las últimas 
décadas ha dado lugar al desarrollo de nuevas metodologías para el diseño y simulación 
de sistemas mecánicos. La competitividad del mercado implica una optimización en 
tiempos y costes. Los software CAE (Computer Aided Engineering) y CAM (Computer 
Aided Manufacturing) juegan un papel crecientemente importante en el desarrollo de 
productos, en los que los estudios computacionales deben ser fiables. Con el objetivo 
de obtener simulaciones cada vez más realistas, se busca considerar cualquier efecto 
que tenga o pueda tener impacto en el resultado final obtenido en la simulación. Esta 
forma de pensar afecta a toda la ingeniería en general y, en particular, al caso que aplica 
a este trabajo: la Dinámica de Sistemas Multicuerpo (en inglés, Multibody System 
Dynamics -MSD-). 
Esta metodología ha experimentado un gran crecimiento en las últimas décadas debido 
al desarrollo de la potencia de los ordenadores. Las aplicaciones de este tipo de 
modelización son múltiples: simulación del comportamiento de elementos de vehículos 
[1], estudios de biomecánica (incluyendo medicina deportiva, ortopedia o estudios de 
accidentes) [2], [3], [4], robótica [5], etc. 
Las diferentes posibilidades de aplicación, así como la actual actividad 
investigadora en este campo, con innovaciones casi constantes, son dos motivos, 
más que suficientes, para que la MSD suponga un tema de interés y con una gran 




El objetivo principal de este trabajo es describir cómo generar un programa de 
simulación de sistemas multibody para propósitos educativos y de investigación 
desarrollado en MATLAB mostrando, a través de diferentes ejemplos desarrollados para 
ello, cómo definir cualquier sistema mecánico que quiera simularse. 
 






A continuación, se enumeran los objetivos que se intentan alcanzar en esta memoria: 
▪ Entender la MSD, sus conceptos fundamentales y los diferentes sistemas de 
coordenadas utilizados para definir sistemas mecánicos. 
 
▪ Comprender el funcionamiento de las ecuaciones de restricción que definen las 
juntas entre cuerpos, las ecuaciones de movimiento y sus métodos de 
resolución. 
 
▪ Explicar el funcionamiento del programa MUBODYNA y cómo se define un 
sistema mecánico en éste para su simulación. 
 
▪ Realizar modelos complejos y verificar que los datos y condiciones introducidos 
son correctas. 
 
▪ Analizar los resultados y extraer las conclusiones y propuestas para la mejora 
del programa y para trabajos futuros, ya que el programa tiene un amplio 
recorrido. 
 
▪ Redactar una memoria explicando claramente las ecuaciones de la física 
utilizadas en el programa y su funcionamiento en él, facilitando así trabajos 
futuros.  
 
1.3 Estructura del documento 
 
La memoria de este trabajo se estructura en siete capítulos, la bibliografía y los anexos. 
Los capítulos pueden agruparse en cuatro bloques: 
▪ Bloque 1: se explican los conceptos fundamentales de la MSD, se hace una 
introducción a la modelización de sistemas mecánicos y se desarrolla la 
formulación de sistemas multibody aplicada a MUBODYNA. Abarca el capítulo 
2. 
 
▪ Bloque 2: se explica el programa MUBODYNA, su implementación en MATLAB 
y cómo se define un sistema mecánico cualquiera en él. Constituye el capítulo 
3.   
 






▪ Bloque 3: se muestran diferentes sistemas mecánicos realizados con 
MUBODYNA, acompañados de los resultados obtenidos. Abarca el capítulo 4. 
 
▪ Bloque 4: sobre el marco regulador y al entorno socioeconómico del trabajo, se 
explica la normativa aplicable, el concepto de propiedad intelectual y el impacto 
socioeconómico, incluyendo el presupuesto del proyecto y la planificación. Se 
incluyen también las conclusiones y los trabajos futuros. Abarca los capítulos 5, 





















 Capítulo 2. Fundamentos 
2.1 Definición de un sistema multibody 
 
Como dice el nombre, un sistema multibody (o multicuerpo) es un conjunto de varios 
cuerpos (o bodies) unidos entre sí por uniones o juntas (joints) y accionados por fuerzas 
(ver Figura 2.1.1). Cualquier sistema multibody debe presentar dos características 
principales [6]: 
▪ Ser una agrupación de componentes mecánicos que describen movimientos de 
traslación y rotación. 
▪ Presentar juntas cinemáticas que imponen restricciones al movimiento relativo 
entre cuerpos. 
Un cuerpo, que puede ser rígido o flexible, se define como una agrupación de puntos 
materiales. Un cuerpo es rígido si se asume que sus deformaciones son tan pequeñas 
que no afectan al movimiento global descrito por éste (puede rotar o realizar un 
movimiento de traslación, pero su forma no cambia). Por otro lado, un cuerpo flexible 
presenta elasticidad (sufre deformaciones reversibles que cesan tras eliminar la fuerza 
externa que las origina). Mientras que un cuerpo rígido libre puede situarse en el espacio 
mediante seis coordenadas generalizadas asociadas a seis grados de libertad, un 
cuerpo flexible requiere un mayor número de coordenadas para describir las 





















Spherical joint with clearance
Revolute joint
Figura 2.1.1 Representación de un sistema multibody con sus componentes 
más significativos: cuerpos, juntas y fuerzas [5] 






Aunque en la realidad los cuerpos no son completamente rígidos, en muchas ocasiones 
se consideran como tal, simplificando el proceso de modelización.  
Las juntas aseguran el contacto entre los dos elementos, limitando el movimiento entre 
ellos. El tipo de junta define el movimiento relativo entre los eslabones, siendo las más 
típicas las juntas de revolución y las traslacionales [6]. 
Las fuerzas aplicadas sobre los componentes del sistema pueden tener su origen en 
muelles, amortiguadores, actuadores o ser fuerzas externas [8]. 
Los sistemas multibody se utilizan para realizar estudios cinemáticos y dinámicos del 
movimiento de una amplia variedad de sistemas en múltiples campos de la ingeniería, 
con diferentes niveles de complejidad: robótica [5], biomecánica [2], [3], [4] o en la 

















Figura 2.1.2 Ejemplos de aplicación de la modelización de sistemas multibody [6]:    
a) Modelo de un automóvil. 
b) Modelo biomecánico humano. 
c) Mecanismo de cuatro barras con dos juntas de revolución. 
d) Máquina de conformado. 






2.2 Conceptos fundamentales de un sistema mecánico  
 
2.2.1. Movilidad del sistema mecánico: grados de libertad 
Se definen los Grados De Libertad (GDL) de un sistema mecánico como el número 
mínimo de coordenadas o variables independientes necesarias para definir su 
configuración [7]. Distinguiendo entre dos y tres dimensiones: 
▪ Movimiento plano (dos dimensiones): tres grados de libertad. 
▪ Movimiento en tres dimensiones: seis grados de libertad. 
El número de grados de libertad se puede definir también como el número de 
coordenadas generalizadas requeridas para definir de forma unívoca la configuración 
de un sistema [6]. El conocimiento del número de grados de libertad es importante en el 
proceso de modelización y análisis de un sistema multibody. 
Por otro lado, se define como par cinemático al conjunto formado por dos elementos 
mecánicos (o eslabones) contiguos, en contacto permanente y con movimiento relativo 









Partiendo de un cuerpo en el espacio con seis grados de libertad, al añadirle una junta 
cinemática, el número de GDL del sistema será reducido según las restricciones 
impuestas por ésta. El número de GDL de un sistema multibody puede definirse como 
la diferencia entre las coordenadas del sistema y el número de restricciones 
independientes. La expresión matemática que aplica esta idea es la fórmula de Grüebler 
[7]: 
Figura 2.2.1 GDL de los principales pares cinemáticos 






En mecanismos planos: 
 𝐺𝐷𝐿 = 3𝑁 − 2𝑝1 − 𝑝2 (2.2.1) 
En mecanismos tridimensionales: 
 𝐺𝐷𝐿 = 6𝑁 − 5𝑝1 − 4𝑝2 − 3𝑝3 − 2𝑝4 − 𝑝5 (2.2.2) 
Donde 
▪ N: nº de eslabones móviles del mecanismo (se suele restar el eslabón 1 o suelo). 
▪ pi: nº de pares cinemáticos de i grados de libertad (nº de pares tales que        
GDLpar = i). 
Determinar el número de GDL de un sistema multibody es el primer paso en el análisis 
de un sistema mecánico. Un número de GDL negativo implica un sistema con exceso 
de restricciones, carente de solución. Un sistema con 0 grados de libertad representa 
una estructura, un sistema inamovible. Para que un sistema multibody sea resoluble, 
debe tener un número positivo de GDL [6]. 
 
2.2.2. Tipos de coordenadas 
Las coordenadas (generalizadas) se definen como el conjunto de variables cuyos 
valores definen unívocamente la posición del sistema. Se denotan con la letra n. Existen 
dos grupos principales de coordenadas [6]: 
▪ Coordenadas independientes: son el número mínimo posible de coordenadas, 
igual a los grados de libertad del sistema. No existen ecuaciones de restricción 
entre ellas. Son útiles en cadenas abiertas, pues sitúan los eslabones de forma 
directa. Sin embargo, en cadenas cerradas puede haber más de una solución, 
por lo que su computarización es compleja. 
▪ Coordenadas dependientes: su número es mayor al de los grados de libertad 
del sistema. Presentan r = n – GDL ecuaciones de restricción que permitirán 
expresar n – GDL coordenadas en función de las otras GDL coordenadas. De 
esta manera, la definición de la posición de cada elemento es más sencilla. 






Dentro de este segundo grupo se distinguen tres clases principales de 
coordenadas relativas (ver Figura 2.2.2). 
A continuación, se explicará cada tipo de coordenada dependiente junto con un 
ejemplo bidimensional común para mostrar las diferencias entre ellos. 
▪ Relativas: sitúan cada elemento con relación al anterior, estando 
asociadas al par cinemático que une dichos eslabones. Existe una 
coordenada por cada GDL que deja el par cinemático. Las ecuaciones 
de lazo o de cierre son difíciles de automatizar, pues dependen del 
mecanismo a analizar y para situar un elemento deben haberse situado 







Las dos ecuaciones de restricción provienen de la condición de cierre de 
lazo: 
















nº ecuaciones restricción: 
r = 3 – 1 = 2 
Figura 2.2.2 Tipos de coordenadas usados en la formulación de sistemas multibody 
Figura 2.2.3 Definición de los elementos de un sistema mecánico mediante 
coordenadas relativas 






Desarrollando en ejes x e y 
 𝐿1𝑐𝑜𝑠𝜑1 + 𝑠 · 𝑐𝑜𝑠(𝜑1 + 𝜑2 − 𝜋) + 𝐿3 𝑠𝑒𝑛(𝜑1 +𝜑2 − 𝜋) − 𝐿4 = 0 (2.2.4) 
 
 𝐿1𝑠𝑒𝑛𝜑1 + 𝑠 · 𝑠𝑒𝑛(𝜑1 +𝜑2 − 𝜋) − 𝐿3 𝑐𝑜𝑠(𝜑1 + 𝜑2 − 𝜋) = 0 (2.2.5) 
 
▪ De punto de referencia: consisten en la definición de un punto cualquiera 
del eslabón (normalmente el centro de masas) y en las coordenadas de 
orientación del elemento (x, y, φ en dos dimensiones y x, y, z, φ, θ, ρ en 
tres dimensiones). Las ecuaciones de restricción consisten en la 
imposición de uniones entre los elementos en los pares cinemáticos, con 
lo que cada elemento es situado de forma independiente a los demás, 






Las ocho ecuaciones de restricción provienen de imponer las uniones 
(pares cinemáticos) entre los elementos: 
 
Par de rotación en A 
 
𝑥1 − 𝑥𝐴 −
𝐿1 
2
𝑐𝑜𝑠 𝜑1 = 0 (2.2.6) 
 
𝑦1 − 𝑦𝐴 −
𝐿1 
2
𝑠𝑒𝑛𝜑1 = 0 (2.2.7) 





𝑐𝑜𝑠 𝜑1 − (𝑥2 −
𝐿2 
2





𝑠𝑒𝑛𝜑1 − (𝑦2 −
𝐿2 
2





















nº ecuaciones restricción:              
r = 9 – 1 = 8 
Figura 2.2.4 Definición de los elementos de un sistema mecánico mediante 
coordenadas de punto de referencia 






Par prismático en C 
 
32⃗⃗⃗⃗ · 𝑢3𝐶⃗⃗ ⃗⃗ ⃗⃗  =  
𝐿3 
2
 → (𝑥2 − 𝑥3) 𝑐𝑜𝑠 𝜑3 + (𝑦2 − 𝑦3) 𝑠𝑒𝑛𝜑3 − 
𝐿3 
2
= 0 (2.2.10) 
Donde 𝜑3 − 𝜑2 − 𝜋 2⁄ = 0 y 𝑢3𝐶⃗⃗ ⃗⃗ ⃗⃗   es un vector unitario en la dirección de 
la barra 3. 
 
Par de rotación en D 
 
𝑥3 − 𝑥𝐷 − 
𝐿3 
2
𝑐𝑜𝑠 𝜑3 = 0 (2.2.11) 
 
𝑦3 − 𝑦𝐷 − 
𝐿3 
2
𝑠𝑒𝑛𝜑3 = 0 (2.2.12) 
Este tipo de coordenadas serán las utilizadas en MUBODYNA. 
 
▪ Naturales: los puntos básicos (PB) o de referencia de cada elemento se 
sitúan en los pares cinemáticos. Las ecuaciones de restricción son las de 
sólido rígido y las de los pares cinemáticos que unen eslabones. Sitúan 
cada elemento con independencia de los demás y el número de 
ecuaciones frente a los otros tipos es menor [7]. En principio serían las 
más ventajosas, pero su automatización es más compleja que la de las 
coordenadas de punto de referencia y no son tampoco adecuadas para 






Las cinco ecuaciones de restricción provienen de imponer las 
condiciones de sólido rígido y de los pares cinemáticos. 
 
Barras 1, 2 y 3 como sólidos rígidos 
 (𝑥1 − 𝑥𝐴)
2 + (𝑦1 − 𝑦𝐴)
2 − 𝐿1
2 = 0 (2.2.13) 





















nº ecuaciones restricción:   
r = 6 – 1 = 5 
Figura 2.2.5 Definición de los elementos de un sistema mecánico mediante 
coordenadas naturales 






 (𝑥2 − 𝑥1)
2 + (𝑦2 − 𝑦1)
2 − 𝐿2
2 = 0 (2.2.14) 
 (𝑥3 − 𝑥𝐷)
2 + (𝑦3 − 𝑦𝐷)
2 − 𝐿3
2 = 0 (2.2.15) 
 
Par prismático en C  
 12⃗⃗⃗⃗ · 𝐷3⃗⃗⃗⃗  ⃗ =  0 → (𝑥2 − 𝑥1)(𝑥3 − 𝑥𝐷) + (𝑦2 − 𝑦1)(𝑦3 − 𝑦𝐷) = 0 (2.2.16) 
 12⃗⃗⃗⃗ × 13⃗⃗⃗⃗ =  0 → (𝑥2 − 𝑥1)(𝑦3 − 𝑦1) − (𝑦2 − 𝑦1)(𝑥3 − 𝑥1) = 0 (2.2.17) 
 
Por otro lado, para caracterizar la posición, la velocidad y la aceleración de los cuerpos 
se debe elegir un sistema de coordenadas adecuado. Se distingue entonces, dentro de 
los sistemas de punto de referencia, entre sistema de coordenadas global y local. El 
primero, denotado por xyz, es utilizado para definir el sistema de referencia inercial 
sobre el que se sitúan los cuerpos. El segundo, denotado por ξηζ, es exclusivo de cada 
cuerpo, está fijado, normalmente, en su centro de masas y es utilizado para definir las 
características particulares de dicho cuerpo. Este segundo sistema se mueve y rota con 
el cuerpo, variando su posición respecto al sistema global con el tiempo [6].   
 
2.2.3. Coordenadas de un cuerpo en el espacio 
Una partícula i moviéndose en el espacio se localiza mediante tres coordenadas o 
variables independientes. Como no tiene dimensión, puede considerarse como un punto 








De forma similar, un cuerpo rígido libre i en el mismo entorno se puede describir 
mediante uno de sus puntos y el estado de rotación del cuerpo en torno a él. Esta 
descripción puede hacerse respecto a cualquier sistema de referencia (global o local). 
Por ejemplo, sea un punto Pi del cuerpo i como en la Figura 2.2.6. Dicho punto se definirá 
respecto al origen del sistema de coordenadas local mediante el vector de posición 𝑠𝑖
𝑃, 
de forma que su localización respecto al sistema global será [6]: 
 𝑟𝑖
𝑃 = 𝑟𝑖 + 𝑠𝑖
𝑃 (2.2.19) 














El mismo punto puede ser descrito con respecto al sistema local mediante el vector de 
posición 𝑠′𝑖
𝑃
, que contiene las componentes locales del vector 𝑠𝑖
𝑃, siendo, por lo tanto, 
constante en el caso de sólidos rígidos. La relación entre ambos vectores se define 
mediante la matriz de transformación A, que sólo depende de la orientación relativa del 
cuerpo con respecto al sistema de referencia global [6]: 
 𝑠𝑖
𝑃 = 𝐴𝑖 · 𝑠′𝑖
𝑃
 (2.2.20) 
La matriz Ai, de dimensión 3 x 3, describe la orientación del sistema local con respecto 
al global, permitiendo pasar de coordenadas locales a globales. Las coordenadas 



























Donde cada columna contiene componentes de los vectores unitarios en los ejes ξηζ, 
















Figura 2.2.6 Representación del punto Pi de un cuerpo i 
respecto a los sistemas de referencia global y local [6] 






2.2.4. Ángulos de Euler y Parámetros de Euler 
Como se ha mostrado en el Apartado 2.2.3, la posición de un cuerpo rígido i en el 
espacio se define mediante tres coordenadas traslacionales (sistema global) y tres 
rotacionales (sistema local, describen el origen y la orientación del sistema de referencia 









La orientación de un cuerpo rígido i en el espacio puede describirse mediante una matriz 
de transformación en la que los elementos están expresados en un sistema 
convenientemente elegido de coordenadas, como los ángulos de Euler o los parámetros 
de Euler. Como el movimiento del cuerpo es continuo, esta matriz debe ser una función 
continua del tiempo. De los nueve cosenos directores definidos en la Ecuación (2.2.22), 
sólo tres pueden considerarse independientes, por lo que deben definirse seis 
ecuaciones de restricción para poder obtener la matriz Ai. Como se puede deducir, este 
procedimiento para describir la orientación de un sólido resulta complejo y laborioso [6]. 
Se deben buscar entonces otras alternativas como, por ejemplo, los ángulos de Euler. 
Éstos representan tres rotaciones independientes que, unidas, dan lugar al sistema de 
coordenadas dado, a partir de un sistema de coordenadas de referencia. Esto es 
equivalente a decir que cualquier orientación puede obtenerse mediante la composición 
de tres rotaciones elementales. Estos tres ángulos suponen la mínima representación 
de la orientación de un cuerpo, sin necesidad de ecuaciones de restricción [7]. Siguiendo 
las indicaciones de la bibliografía, para la explicación realizada en este capítulo se 
utilizará la convención zxz, que indica los ejes respecto de los cuales se realiza el giro 
del sistema de coordenadas.  
 
Figura 2.2.7 Traslación y rotación [6] 






El primer giro se realiza en sentido antihorario sobre el eje z con un ángulo de magnitud 
ψ (ver Figura 2.2.8), obteniéndose el sistema de referencia local ξ’’η’’ζ’’. La segunda 
rotación se efectúa también en sentido antihorario, sobre el eje ξ’’ (el eje x en la fase 
inicial), en un valor angular θ, dando lugar al sistema de coordenadas ξ’η’ζ’. Con el último 
giro, antihorario, sobre el eje ζ’ y de valor σ, se obtiene el sistema de referencia local 
ξηζ. Los valores ψ, θ y σ representan los ángulos de Euler y actúan como coordenadas 
independientes, describiendo la orientación del sistema local ξηζ respecto del global xyz.  
Los elementos de la matriz de transformación A pueden obtenerse como el producto de 
















Figura 2.2.8 Diferentes fases de la rotación de los ángulos de Euler [6]: 
a) Sistema de referencia global inicial 
b) Primera rotación 
c) Segunda rotación 
d) Tercera rotación 






Donde c es coseno y s seno. Se tiene entonces: 
 
𝐴 = 𝐷𝐶𝐵 = [
𝑐ψ𝑐σ − 𝑠ψ𝑐θ𝑠σ −𝑐ψ𝑠σ − 𝑠ψ𝑐θ𝑐σ 𝑠ψ𝑠θ
𝑠ψ𝑐σ + 𝑐ψ𝑐θ𝑠σ −𝑠ψ𝑠σ + 𝑐ψ𝑐θ𝑐σ −𝑐ψ𝑠θ
𝑠θ𝑠σ 𝑠θ𝑐σ 𝑐θ
] (2.2.25) 
Como se puede deducir, el orden de rotación de los ejes afecta al resultado final, de ahí 
que deba elegirse una convención.  
Por otro lado, existe una paradoja en esta formulación. Cuando sen θ = 0, los ejes de 
los sistemas correspondientes a la primera y tercera rotación coinciden, por lo que los 
ángulos ψ y σ no pueden distinguirse. Para evitar este problema, se usa una cuarta 
coordenada, pasando a utilizar los llamados parámetros de Euler. De acuerdo con 
Euler, existe un único eje tal que, si el sistema xyz es rotado en torno a él un ángulo 𝛷, 
se obtiene la orientación del sistema de coordenadas ξηζ. Este eje imaginario, denotado 
por el vector unitario ?⃗? , se denomina eje orientacional de rotación [10]. Se define 


















Donde el vector 𝑒  tiene la dirección del eje orientacional de rotación y un módulo igual 
al seno de la mitad del ángulo 𝛷. Los cuatro valores e0, e1, e2 y e3 son los parámetros 
de Euler. Estos parámetros, no independientes entre sí, deben cumplir la ecuación 





+ ?⃗? · ?⃗? · 𝑠𝑒𝑛2
𝜙
2
= 1 (2.2.28) 
 
Figura 2.2.9 Ángulo 𝛷 y eje ?⃗?  [6] 











2 = 1 (2.2.29) 
























𝑒1𝑒2 − 𝑒0𝑒3 𝑒1𝑒3 + 𝑒0𝑒2

















De forma compacta, la Ecuación (2.2.31) puede escribirse como: 
 𝐴𝑇 = (2𝑒0
2 − 1) · I + 2(𝑒𝑒𝑇 + 𝑒0?̃?) (2.2.32) 








Por otro lado, se cumple que cualquier vector cuya dirección coincida con el eje 
orientacional de rotación presenta las mismas componentes, tanto en el sistema de 
referencia local como en el global [6].  
Para obtener los parámetros de Euler a partir de los ángulos de Euler ψ, θ y σ, definiendo 
la matriz A según la Ecuación (2.2.22) y considerando (2.2.29) [10]: 




2) − 3 = 4𝑒0





tr (A) + 1
4
 (2.2.35) 
Operando con la Ecuación (2.2.31) se tiene: 
 𝑎32 − 𝑎23 = 4𝑒0𝑒1 𝑎13 − 𝑎31 = 4𝑒0𝑒2 𝑎21 − 𝑎12 = 4𝑒0𝑒3 (2.2.36) 
 

















El signo de 𝑒0 puede ser positivo o negativo, pero no afecta a la matriz de transformación 
definida en (2.2.31) [10]. 
 
2.3 Formulación de variables en un sistema multibody 
 
2.3.1. Magnitudes angulares: velocidad y aceleración 
Considerando un sistema de referencia como el de la Figura 2.3.1, en el que no hay 
traslación y los orígenes coinciden, la dirección definida por el vector velocidad angular 
?⃗⃗?  se corresponde con el eje instantáneo de rotación, que no debe confundirse con el 
eje orientacional de rotación descrito en el Apartado 2.2.4 [6]. La velocidad angular 
puede definirse tanto para el sistema local ξηζ como para el global xyz, expresándose 



















Partiendo de la Ecuación (2.2.20) y derivando respecto del tiempo [10]: 
 ?̇?𝑃 = ?̇? · 𝑠′𝑃 + 𝐴 · 𝑠′̇𝑃 (2.3.2) 
Como 𝑠 𝑃 es fijo respecto al sistema de coordenadas ξηζ, su derivada es nula, por lo 
tanto: 
Figura 2.3.1 Sistema de coordenadas ξηζ en rotación 






 ?̇?𝑃 = ?̇? · 𝑠′𝑃 (2.3.3) 
Partiendo de esta base, Nikravesh demuestra que [10]: 
 ?̇? = 𝐴 · ?̃?′ ?̇? = ?̃? · 𝐴 (2.3.4) 
Donde ?̃?′ y ?̃? son dos matrices de dimensión 3 x 3 y antisimétricas, de forma similar a 

















Sustituyendo (2.3.4) en la Ecuación (2.3.3) [6]: 
 ?̇?𝑃 = ?̃? · 𝐴 · 𝑠′𝑃 = ?̃? · 𝑠𝑃 (2.3.6) 
Para cualquier vector 𝑠  expresado en el sistema local ξηζ, como en la Figura 2.2.6, se 
puede escribir como [6]: 
 ?̇? = ?̃? · 𝑠 = −?̃? · ?̃? (2.3.7) 
Partiendo de (2.2.19), derivando respecto al tiempo e introduciendo la Ecuación (2.3.6): 
 ?̇?𝑃 = ?̇? + ?̇?𝑃 = ?̇? + ?̃? · 𝑠𝑃 (2.3.8) 
La fórmula que relaciona la velocidad angular en componentes del sistema xyz con la 
derivada temporal de los parámetros de Euler se define como [6]: 
 𝜔 = 2 · 𝐺 · ?̇? (2.3.9) 










Y ?̇? la derivada respecto del tiempo de los parámetros de Euler. Análogamente, la 
relación entre la velocidad angular en componentes del sistema de coordenadas ξηζ y 
?̇? se define como [6]: 
 𝜔′ = 2 · 𝐿 · ?̇? (2.3.11) 
















Ahora, derivando (2.3.9) con respecto al tiempo: 
 ?̇? = 2 · 𝐺 · ?̈?  + 2 · ?̇? · ?̇? (2.3.13) 
Nikravesh demuestra que el producto ?̇? · ?̇? es nulo, por lo tanto [10]: 
 ?̇? = 2 · 𝐺 · ?̈?  (2.3.14) 
De forma análoga, con la Ecuación (2.3.11): 
 ?̇?′ = 2 · 𝐿 · ?̈?  (2.3.15) 
 
2.3.2. Vectores de posición, velocidad y aceleración 
Siguiendo la formulación utilizada en [6], el vector de posición de un cuerpo i se define 
como: 
 𝑞𝑖 = {
𝑟𝑖
𝑝𝑖
}  (2.3.16) 
Donde ri contiene las coordenadas traslacionales del cuerpo i, en componentes del 






}  (2.3.17) 

















}  (2.3.19) 
 
2.3.3. Ecuaciones de restricción en cinemática 
Una restricción o ligadura implica una limitación en los grados de libertad de un cuerpo. 
Existen distintas divisiones atendiendo a diferentes aspectos [11]: 
▪ Respecto a si las expresiones matemáticas de las ligaduras contienen el 
tiempo como variable: 
❖ Ligadura reónoma o móvil: depende de forma explícita del tiempo. 






❖ Ligadura esclerónoma: también llamada estacionaria, no 
depende del tiempo. 
▪ Respecto a la integrabilidad de las ligaduras: 
❖ Ligadura holónoma o geométrica: depende sólo de las posiciones 
y del tiempo, no de la velocidad. Es integrable, por lo que se 
utilizan para eliminar coordenadas dependientes estableciendo 
relaciones entre coordenadas. 
❖ Ligadura no-holónoma: aquella que no es holónoma. NO es 
integrable, por lo que no puede emplearse para eliminar las 
coordenadas dependientes.  
Como se ha mostrado en los apartados anteriores, la configuración de un sistema 
multibody se describe mediante una serie de coordenadas generalizadas agrupadas en 
un vector q (ver Ecuación (2.3.16)). Estas coordenadas generalizadas pueden dividirse 
en independientes y dependientes. Mediante las ecuaciones de restricción se relacionan 
las segundas con las primeras [6]. Siguiendo la notación utilizada en la referencia, el 
conjunto de ecuaciones de restricción se denomina Φ. Cada conjunto lleva incluido un 
superíndice con dos parámetros: el primero denota el tipo de restricción, mientras que 
el segundo indica el número de variables independientes que requiere. Las restricciones 
cinemáticas en MUBODYNA son consideradas holónomas, y se pueden escribir de la 
forma: 
 Φ ≡ Φ(q) = 0  (2.3.20) 
La primera derivada respecto del tiempo de la Ecuación (2.3.20) da lugar a las ligaduras 
de velocidad, expresadas tal que [6]: 
 Φ̇ ≡ Dv = 0  (2.3.21) 
Figura 2.3.2  a) Ligadura holónoma (junta de revolución) 
b) Ligadura no-holónoma (rodadura sobre un plano) 






Siendo D la matriz jacobiana de dimensión k x n, donde k es el número total de 
restricciones y n el de coordenadas. Si no hay restricciones redundantes, se considera 









































  (2.3.22) 
Donde v es el vector de velocidades definido en (2.3.18). La segunda derivada de la 
Ecuación (2.3.20) se define como: 
 Φ̈ ≡ Dv̇ + Ḋv = 0  (2.3.23) 
Donde v̇ es el vector de aceleraciones definido en (2.3.19). El término −Ḋv se suele 
colocar en el lado derecho de las ecuaciones de aceleración, definiéndose como 𝛾 [6]: 
 Dv̇ = 𝛾  (2.3.24) 
Las ecuaciones representadas por la Ecuación (2.3.20) son no lineales en términos de 
q y se resuelven habitualmente mediante el método Newton-Raphson. Por otro lado, las 
Ecuaciones (2.3.21) y (2.3.24) son lineales en términos de v y v̇, respectivamente, y se 
pueden resolver de forma normal.  
 
2.3.4. Juntas cinemáticas 
En este apartado se definirán las juntas cinemáticas más utilizadas en la formulación de 
sistemas multibody. Destacan, principalmente, tres tipos: 
▪ Junta esférica: mostrada en la Figura 2.3.3, restringe la traslación relativa entre 
dos cuerpos i y j adyacentes, permitiendo tres rotaciones relativas, teniendo el 
centro de la esfera coordenadas constantes en componentes de los sistemas de 
coordenadas locales de cada cuerpo [6]. Se debe cumplir la condición de que la 
posición del punto P del cuerpo i (Pi) es coincidente con el punto P del cuerpo j 
(Pj), respecto al sistema global de coordenadas. 
 Φ(𝑠,3) = 𝑟𝑗
𝑃 − 𝑟𝑖
𝑃 = 𝑟𝑗 +  𝑠𝑗
𝑃 − (𝑟𝑖 +  𝑠𝑖
𝑃) = 0 (2.3.25) 














La derivada temporal de (2.3.25) da lugar a las ecuaciones de restricción de 
velocidad de la junta esférica [6]: 
 Φ̇(𝑠,3) = ?̇?𝑗 + ?̇?𝑗
𝑃 − (?̇?𝑖 + ?̇?𝑖
𝑃) = 0 (2.3.26) 
A partir de la Ecuación (2.3.7), se puede reescribir (2.3.26) como [6]: 
 Φ̇(𝑠,3) = ?̇?𝑗 − ?̃?𝑗
𝑃 · 𝜔𝑗 − (?̇?𝑖 − ?̃?𝑖
𝑃 · 𝜔𝑖) = 0  (2.3.27) 
De forma similar, para las aceleraciones: 
 Φ̈(𝑠,3) = ?̈?𝑗 − ?̇??̃?
𝑃
· 𝜔𝑗 − ?̃?𝑗
𝑃 · ?̇?𝑗 − (?̈?𝑖 − ?̇??̃?
𝑃
· 𝜔𝑖 − ?̃?𝑖
𝑃 · ?̇?𝑖) = 0  (2.3.28) 
Por lo tanto, la contribución al lado derecho de la ecuación de aceleraciones es: 
 𝛾(𝑠,3) = −?̇??̃?
𝑃
· 𝜔𝑖 + ?̇??̃?
𝑃
· 𝜔𝑗 (2.3.29) 
 
▪ Junta de revolución: compuesta de un cojinete en torno a un eje que permite una 
rotación relativa respecto a un eje común, pero restringe la traslación del primero 
a lo largo del eje del segundo (ver Figura 2.3.4). Considerando dos vectores 𝑎𝑗⃗⃗  ⃗ y 
𝑏𝑗⃗⃗⃗  , perpendiculares entre sí y con respecto al eje de la junta, si se define un tercer 




Φ(𝑠,3) ≡ 𝑟𝑗 +  𝑠𝑗
𝑃 − (𝑟𝑖 +  𝑠𝑖
𝑃) = 0
Φ(𝑛1,1) ≡ 𝑠𝑖
𝑇 · 𝑎𝑗 = 0
Φ(𝑛1,1) ≡ 𝑠𝑖
𝑇 · 𝑏𝑗 = 0
 (2.3.30) 
Figura 2.3.3 Junta esférica entre los cuerpos i y j [6] 

















La derivada temporal de la última expresión de (2.3.30) da lugar a las ecuaciones 
de restricción de velocidad [6]: 
 Φ̇(𝑛1,1) = 𝑏𝑗
𝑇 · 𝑠?̇? + 𝑠𝑖
𝑇 · 𝑏?̇? = 0 (2.3.31) 
A partir de la Ecuación (2.3.7), se puede reescribir (2.3.31) como [6]: 
 Φ̇(𝑛1,1) = −𝑏𝑗
𝑇 · 𝑠?̃? · 𝜔𝑖 − 𝑠𝑖
𝑇 · 𝑏?̃? · 𝜔𝑗 = 0  (2.3.32) 
De forma similar, para las aceleraciones: 
 Φ̈(𝑛1,1) = 𝑠𝑖
𝑇 · 𝑏?̈? + 𝑏𝑗
𝑇 · 𝑠?̈? + 2 · 𝑏?̇?
𝑇
· 𝑠?̇? = 0  (2.3.33) 
Considerando que: 
 ?̈? = −s̃ ·  ?̇? + ?̃? ·  ?̇? (2.3.34) 











𝑇 · ?̃?𝑗 · ?̇?𝑗 − 𝑎𝑗
𝑇 · ?̃?𝑖 · 𝑠?̇? − 2 · ?̇?𝑗
𝑇 · ?̇?𝑖
−𝑠𝑖
𝑇 · ?̃?𝑗 · ?̇?𝑗 − 𝑏𝑗
𝑇 · ?̃?𝑖 · 𝑠?̇? − 2 · ?̇?𝑗
𝑇
· ?̇?𝑖
  (2.3.35) 
 
▪ Junta de traslación o prismática: similar a la junta de revolución, en este caso se 
restringe la rotación relativa y se permite la traslación relativa de un cuerpo i 
respecto de otro j a lo largo de un eje común. Para ello, se utilizan dos vectores 
ℎ𝑖⃗⃗  ⃗ y ℎ𝑗⃗⃗  ⃗, que deben permanecer perpendiculares entre sí. Existen, por lo tanto, 
cinco ecuaciones de restricción [10]: 
 
Figura 2.3.4 Junta de revolución entre los cuerpos i y j [6] 








Φ(𝑝1,2) ≡ 𝑠?̃? · 𝑠𝑗 = 0
Φ(𝑝2,2) ≡ 𝑠?̃? · 𝑑 = 0
Φ(𝑛1,1) ≡ ℎ𝑖
𝑇 · ℎ𝑗 = 0











2.3.5. Ecuaciones de movimiento 
Para un sistema compuesto por nb cuerpos sin restricciones de movimiento, las 
ecuaciones de movimiento Newton-Euler se denotan [6]: 
 M · v̇ = g (2.3.37) 
Donde: 















Siendo cada elemento Mi de la matriz y 𝑛𝑏 el número de cuerpos del sistema : 
 
M𝑖 = [
𝑚𝑖 · I 0
0 J𝑖
] (2.3.39) 




Figura 2.3.5 Junta prismática entre los cuerpos i y j [10] 






▪ v̇ es el vector de aceleraciones, definido en la Ecuación (2.3.19). 












𝑛𝑖 − ?̃?𝑖 · J𝑖 · 𝜔𝑖
} (2.3.41) 
Siendo 𝑛𝑖 la suma de todos los momentos que actúan sobre el cuerpo i. En el caso de 
cuerpos con ligaduras, las ecuaciones de Newton-Euler se definen [6]: 
 M · v̇ = g + g(𝑐) (2.3.42) 
Siendo g(𝑐) el vector de reacciones, expresado en términos de la matriz jacobiana y de 
los multiplicadores de Lagrange: 
 g(𝑐) = D𝑇 · λ (2.3.43) 
Se tiene entonces: 
 M · v̇ − D𝑇 · λ = g (2.3.44) 
Considerando la segunda derivada temporal de las ecuaciones de restricción 










Estas ecuaciones no incluyen de forma explícita las restricciones de posición y 
velocidad, por lo que deben considerarse diferentes métodos para evitar la propagación 












2.4 Integradores y métodos de resolución 
 
2.4.1. Métodos de resolución de las ecuaciones de movimiento: Lagrange y 
Baumgarte 
Al realizar un análisis dinámico, la solución única del sistema se obtiene cuando se 
consideran tanto las ecuaciones de restricción (en su segunda derivada temporal) como 
las ecuaciones diferenciales de movimiento.  
Las Ecuaciones (2.3.44) y (2.3.24) forman un sistema de ecuaciones diferenciales que, 
resueltas, permiten obtener las aceleraciones y los multiplicadores de Lagrange. En 
cada paso o step de la integración, se obtienen las velocidades y posiciones del 
siguiente paso mediante la integración de los vectores de aceleraciones (v̇) y 
velocidades (v) del step anterior. Este proceso se repite hasta completar el tiempo final 
de análisis. Para iniciar la simulación dinámica se requieren unas condiciones iniciales 
de posición y velocidad, basadas en los resultados de la simulación cinemática del 
sistema mecánico [6].  
El sistema lineal desarrollado en (2.3.45) se puede resolver mediante cualquier método 
de resolución de ecuaciones algebraicas lineales. Sin embargo, esta formulación no 
considera el caso en el que existan restricciones redundantes. Las ecuaciones de 
movimiento se resolverán de forma analítica, para lo cual el vector de aceleraciones se 
definirá de la forma [6]: 
 v̇ = M−1 · (g + D𝑇 · λ) (2.4.1) 
En este proceso se asume que ningún cuerpo del sistema analizado tiene masa o inercia 
nulas, de modo que la matriz inversa de M existe. Sustituyendo la Ecuación (2.4.1) en 
(2.3.24): 
 λ = [D · M−1 · D𝑇]−1 · (𝛾 − D · M−1 · g) (2.4.2) 
Introduciendo (2.4.2) en (2.4.1) se tiene: 
 v̇ = M−1 · g + M−1 · D𝑇 · {[D · M−1 · D𝑇]−1 · (𝛾 − D · M−1 · g)} (2.4.3) 
Resolviendo la Ecuación (2.4.3) se obtiene el vector de aceleraciones que, mediante un 
proceso de integración, da lugar a los vectores de velocidades y posiciones. Este 
método de resolución de ecuaciones dinámicas de movimiento se denomina método 
estándar de los multiplicadores de Lagrange. En la Figura 2.4.1 se muestra un 
diagrama de flujo donde se desarrolla el algoritmo de resolución. Para un t=t0 se tienen 






los vectores de posición y velocidad iniciales q0 y v0, respectivamente. Estos valores no 
pueden ser arbitrarios, ya que deben satisfacer las ecuaciones de restricción definidas 









1. Inicio en un instante t0 con las condiciones iniciales q0 y v0. 
2. Ensamblar la matriz global de masas M, evaluar la matriz jacobiana D, definir las 
ecuaciones de restricción Φ, determinar el lado derecho de las ecuaciones de 
aceleraciones 𝛾 y calcular el vector de fuerzas generalizadas g. 
3. Resolver el sistema lineal de ecuaciones de movimiento desarrollado en (2.3.45) 
para obtener el vector de aceleraciones v̇ y los multiplicadores de Lagrange λ. 
4. Construir el vector ẏ𝑡 con las velocidades y aceleraciones para un instante de 
tiempo t. 
5. Integrar numéricamente los vectores v y v̇ para un tiempo t + ∆t para obtener las 
nuevas posiciones y velocidades. 
6. Actualizar la variable tiempo. Volver al paso (2) y repetir el bucle hasta alcanzar 
el tiempo final de análisis. 
Este proceso tiene una desventaja: el sistema de ecuaciones desarrollado en (2.3.45) 
no refleja de forma explícita las ecuaciones de restricción para las posiciones y las 
velocidades (Ecuaciones (2.3.20) y (2.3.21)). Por esta razón, para simulaciones más o 
menos largas, las ecuaciones de restricción comienzan a ser incumplidas debido al 
proceso de integración. Por lo tanto, deben considerarse métodos de corrección de 
Figura 2.4.1 Diagrama de flujo del análisis dinámico de un sistema multibody mediante el 
método estándar de los multiplicadores de Lagrange 






errores en las ecuaciones de posición y velocidad. El objetivo es, al menos, mantener el 
error bajo control. Destaca el método de estabilización de Baumgarte, que permite 
una cierta violación de las ecuaciones de restricción antes de intervenir, de modo que el 
error se corrija de forma automática. Consiste en reemplazar (2.3.23) por la expresión:  
 Φ̈ + 2 · α · Φ̇ + 𝛽2 · Φ = 0  (2.4.4) 
De modo que la ecuación diferencial se convierte en un sistema de bucle cerrado, en el 
que los términos 2αΦ̇ y 𝛽2Φ funcionan como “términos de control”. El principio de este 
método se basa en la amortiguación del error en las ecuaciones mediante la 
retroalimentación de los valores de velocidad y posición que incumplen las restricciones. 
En los sistemas de bucle abierto, Φ̇ y Φ nunca convergen en torno a cero si se genera 
algún error, por lo que el sistema es inestable. Mediante el método de Baumgarte, las 
ecuaciones de movimiento son siempre estables, para valores de α y 𝛽 positivos. Los 
valores óptimos de estos dos parámetros sólo pueden determinarse de forma 
experimental, por lo que no deja de ser un método ambiguo, ya que no hay un proceso 
fiable para ello. Una elección incorrecta de estos dos valores puede complicar en gran 
medida el proceso de resolución [6]. 
 
2.4.2. Método de penalización 
Desarrollado por García de Jalón y Bayo [13], supone una alternativa para la resolución 
de las ecuaciones de movimiento, que se definen como una ecuación diferencial lineal 
de segundo orden, de la forma [6]: 
Figura 2.4.2 Sistemas de integración de bucle abierto y bucle cerrado 






 𝑚𝑐 · Φ̈ + 𝑑𝑐 · Φ̇ + 𝑘𝑐 · Φ = 0  (2.4.5) 
Introduciendo la Ecuación (2.3.23) en (2.4.5): 
 𝑚𝑐 · (Dv̇ + Ḋv) + 𝑑𝑐 · Φ̇ + 𝑘𝑐 · Φ = 0  (2.4.6) 
Operando y considerando las ecuaciones de Newton-Euler (Ecuación (2.3.37)) y 
(2.3.24): 
 (M + 𝛼D𝑇D)v̇ = g − αD𝑇 · (−𝛾 + 2𝜇𝑤Φ̇ + 𝑤2Φ) (2.4.7) 
Donde: 
 






= 𝑤2 (2.4.8) 
Al resolver (2.4.7) se obtiene v̇. Este método da buenos resultados si 𝛼 tiende a infinito. 
Valores típicos de 𝛼, 𝑤 y 𝜇 son 107, 10 y 1, respectivamente [13]. Este método facilita la 
resolución de sistemas con restricciones redundantes. 
 
2.4.3. Método del lagrangiano aumentado 
De forma similar al método de Baumgarte, es un proceso iterativo que presenta ciertas 
ventajas frente a otros métodos, ya que implica la resolución de un sistema de 
ecuaciones menor, funciona con restricciones redundantes y proporciona resultados 
precisos para configuraciones singulares. Sea el índice i una iteración i-ésima, la 
ecuación de Newton-Euler para un tiempo t determinado del proceso se define como 
[6]:  
 M · v̇𝑖 = g  (2.4.9) 
Con i = 0, pues es el instante inicial. El proceso iterativo para evaluar el vector de 
aceleraciones del sistema sigue la expresión (2.4.7) [6]: 
 (M + 𝛼D𝑇D)v̇𝑖+1 = Mv̇𝑖 − αD
𝑇 · (−𝛾 + 2𝜇𝑤Φ̇ + 𝜔2Φ) (2.4.10) 
El proceso iterativo continúa hasta satisfacer la condición: 
 ‖v̇𝑖+1 − v̇𝑖‖ =  ε (2.4.11) 
Donde ε es una tolerancia definida por el usuario.  
 






2.5 Fuerzas de contacto 
 
Dado que gran parte de los modelos desarrollados en el presente trabajo implican 
fuerzas de contacto, se considera necesario realizar una breve introducción a la materia. 
La teoría de fuerzas de contacto es un tema de investigación con notable interés en la 
actualidad, con avances casi constantes. Destaca el estudio del contacto biomecánico 
para el desarrollo de modelos de simulación de articulaciones como la rodilla [14] o de 
interacción entre el ser humano y el entorno, como el contacto pie-suelo [2], [15]. 
Las interacciones de contacto entre cuerpos son eventos frecuentes en la MSD. El 
impacto es un fenómeno físico complejo de duración muy breve, con fuerzas de gran 
magnitud, disipación rápida de energía y cambios abruptos en las velocidades de los 
cuerpos. Algunos de los efectos asociados al impacto son: vibraciones, deformaciones 
(elásticas y plásticas) en la zona de contacto y disipación de energía de fricción [15].  
Un problema de contacto se inicia cuando dos cuerpos inicialmente separados entran 
en contacto. Generalmente, se utilizan dos tipos de enfoques para analizar este 
problema: el Método de Elementos Finitos (FEM, en inglés) o la MSD. El primero es más 
poderoso en términos de computación, pero requiere la introducción de un gran número 
de propiedades por parte del usuario y el análisis dinámico que realiza no deja de ser 
una aproximación desde la estática. Por otro lado, la MSD es más eficiente en el análisis 
dinámico del sistema, utiliza ecuaciones exactas sin realizar aproximaciones y se 
muestra superior en problemas con múltiples contactos y cuerpos con altas velocidades 
[15]. 
En el análisis del fenómeno de contacto se distinguen dos fases: la detección del 
contacto y la evaluación de las fuerzas de contacto resultantes de la colisión entre 
cuerpos. La primera es crucial cuando uno o ambos cuerpos están en movimiento. 
Factores como la complejidad de las superficies de los cuerpos o el número de cuerpos 
que pueden colisionar influyen en el enfoque a tomar para realizar la evaluación de las 
fuerzas de contacto.   
 
2.5.1. Modelado de la respuesta al contacto 
Se distinguen dos métodos para modelizar la respuesta al contacto en los sistemas 
multibody: modelos basados en las fuerzas de contacto y modelos basados en 
restricciones geométricas. Cada uno tiene sus ventajas e inconvenientes según la 
aplicación [15].  






Los modelos basados en las fuerzas de contacto, o modelos suaves (smooth), destacan 
por su simplicidad y eficiencia computacional. Las fuerzas de contacto se expresan 
como funciones continuas de la penetración entre los cuerpos que están entrando en 
contacto. El enfoque es simple y su implementación en programas, sencilla. No hay 
impulso en el instante de contacto, por lo que las pérdidas pueden calcularse fácilmente 
a partir de los datos de velocidad y posición. Sin embargo, su mayor problema radica en 
la dificultad de elección de los parámetros adecuados de contacto, como la rigidez o el 
grado de no linealidad de la penetración, especialmente en materiales no metálicos. Los 
modelos suaves consideran las regiones en contacto como un elemento muelle-
amortiguador (ver Figura 2.5.1). La fuerza normal impide la penetración, por lo que no 
se requieren restricciones cinemáticas, sino fuerzas de reacción. Las magnitudes de 
rigidez y coeficiente viscoso de los elementos muelle-amortiguador se calculan 
basándose en datos obtenidos de la penetración, las propiedades de los materiales y 











Por otro lado, los modelos basados en restricciones geométricas, o modelos “no suaves” 
(non-smooth), asumen que los cuerpos en contacto son completamente rígidos, 
resolviendo el problema de contacto a partir de las restricciones para calcular las fuerzas 
que evitan que se produzca penetración [15]. Sus algoritmos complejos y su 
particularidad frente a los modelos de fuerza de contacto provocan su descarte en el 
presente trabajo. 
 
Figura 2.5.1 Modelo muelle-amortiguador para representar el 
contacto entre un pie humano y el suelo, con dos conjuntos, uno por 
dirección (normal y tangencial) [15] 






2.5.2. Cinemática del contacto 
En la Figura 2.5.2 se muestran dos cuerpos i y j en dos posibles estados: separados o 
en contacto. Cada cuerpo se mueve con una velocidad 𝑟?̇? y 𝑟?̇?, respectivamente, 
expresada en coordenadas del sistema global. Los puntos potenciales de contacto son 
𝑃𝑖 y 𝑃𝑗, respectivamente.  
La evaluación de la cinemática del contacto implica el cálculo de tres magnitudes 
fundamentales: la posición de los puntos potenciales de contacto, su distancia en el 
espacio euclídeo y su velocidad normal relativa o velocidad de indentación [15]. Una 
distancia positiva indica un estado de separación, mientras que un valor negativo implica 
penetración de un cuerpo en el otro. Por otro lado, valores positivos de velocidad normal 
relativa entre los puntos potenciales de contacto implican un acercamiento entre los 
cuerpos, situación que se da en la llamada fase de compresión, mientras que valores 
negativos indican un alejamiento entre los cuerpos, lo que corresponde a la fase de 
restitución.  
El vector que conecta los puntos potenciales de contacto se denota de la forma: 





𝑃 se expresan en coordenadas globales. Un vector ?⃗?  normal al plano de 







 𝑑 = 𝑛𝑇 · d (2.5.3) 
Figura 2.5.2 Estados en los problemas de contacto [15]: 
a) Cuerpos i y j separados  
b) Cuerpos i y j en contacto (δ es la penetración) 






La condición de mínima distancia definida en (2.5.3) no es suficiente para determinar 
los puntos potenciales de contactos, definidos como aquellos en los que se produce la 
máxima penetración. Éstos son los puntos de mayor deformación relativa, medida en la 
normal de contacto. Se deben dar tres condiciones geométricas [15]: 
▪ Mínima distancia: definida en la Ecuación (2.5.3). 
 
▪ Que d⃗  sea colineal con ?⃗? 𝑖: 
 





▪ Que los vectores normales ?⃗? 𝑖 y ?⃗? 𝑗 sean colineales con la normal de contacto: 
 





Estas tres condiciones geométricas dan lugar a un sistema con ecuaciones no lineales 
que debe ser resuelto mediante un proceso iterativo como el método Newton-Raphson 
[15]. Una vez se han determinado los puntos potenciales de contacto, se calcula la 
penetración: 
 𝛿 = √d𝑇 · d (2.5.6) 
La velocidad normal relativa se define como la proyección de la velocidad de contacto 
sobre la normal de contacto: 




Esta descripción se restringe únicamente a sólidos rígidos convexos con una superficie 
lisa en la zona de contacto, de modo que el área de contacto de un cuerpo con el otro 
se reduce a un punto. 
 
2.5.3. Modelos de fuerza de contacto en sistemas multibody 
Los modelos suaves proporcionan generalidad y simplicidad, lo que los hace idóneos 
para el presente trabajo. Para evaluar de forma correcta las fuerzas de impacto producto 
de las colisiones en los sistemas multibody se deben considerar datos como la velocidad 
de impacto, las propiedades de los materiales o las características geométricas de las 
superficies en contacto. Aunque los cuerpos se consideran rígidos, las fuerzas de 






contacto evaluadas en la penetración se suponen resultado de deformaciones elásticas 
locales, expresándolas como función de las velocidades y posiciones de los cuerpos en 
colisión [15]. 
 
Figura 2.5.3 Modelos de fuerzas de contacto desarrollados en la bibliografía [15] 
Aunque existen distintos modelos de fuerza de contacto, como se puede ver en la Figura 
2.5.3, se explicarán los utilizados en los modelos desarrollados en el presente trabajo. 
Se distinguen dos grandes grupos: modelos puramente elásticos y modelos disipativos. 
 
2.5.4. Modelo lineal de Hooke 
Es el modelo más simple, representado por un elemento tipo muelle, el cual agrupa la 
elasticidad de las superficies en contacto. Conocido como ley de Hooke, se expresa de 
la forma [15]: 
 𝐹𝑁 = 𝑘 · 𝛿 (2.5.8) 
Donde k es la rigidez del muelle, 𝛿 es la penetración definida en la Ecuación (2.5.6) y 
𝐹𝑁 es la fuerza normal de contacto. La rigidez del muelle puede calcularse mediante 
distintas expresiones analíticas, por simulaciones de elementos finitos o de forma 
experimental.  
Para comparar los distintos modelos, la bibliografía proporciona un ejemplo numérico 
en el que dos esferas con el mismo radio, de valor 50 mm, impactan entre sí. La esfera 












Modelo no lineal de Flores y otros 
Modelo lineal de Hooke 
Modelo lineal de Kelvin-Voigt 
Modelos puramente elásticos 
Modelos disipativos 
Modelo no lineal de Hertz 
Otros modelos 
Modelo no lineal de Hunt y Crossley 
Modelo no lineal de Lankarani y Nikravesh 
Otros modelos 






fija. Se considera una rigidez de 2,4 x 109 N/m, un módulo de Young de 207 GPa (acero) 
y un coeficiente de Poisson de 0,3. 
Uno de los problemas que presenta es el cálculo de la rigidez, que depende de las 
características geométricas y materiales de los cuerpos en contacto. Por otro lado, 
suponer una relación lineal entre la penetración y la fuerza normal es una aproximación 
poco exacta, pues la forma y las condiciones de la superficie, entre otros factores, 
afectan a la fuerza de contacto. 
 
2.5.5. Modelo no lineal de Hertz 
Es el modelo más popular para representar la colisión entre dos esferas de materiales 
isótropos. Restringido a superficies sin fricción y cuerpos perfectamente sólidos. La ley 
que define la fuerza de contacto se define [15]: 
 𝐹𝑁 = 𝐾 · 𝛿
𝑛 (2.5.9) 
Donde K es un parámetro de rigidez y 𝛿 es la penetración definida en la ecuación (2.5.6). 
El exponente 𝑛 suele tomar el valor 1.5 para una distribución parabólica de las tensiones 
de contacto. Para materiales como el cristal o los polímeros, el valor puede ser mayor o 
menor, y deberá ser obtenido de forma experimental. K depende de las propiedades de 
los materiales y de la forma de las superficies en contacto. Para dos esferas i y j es de 
la forma: 
Figura 2.5.4  a) Modelo comparativo de las distintas modelizaciones de fuerzas de contacto 
b) Gráfica penetración-tiempo para el modelo lineal 
c) Gráfica fuerza de contacto-penetración para el modelo lineal 














Donde 𝑅𝑖 y 𝑅𝑗 son los radios de cada una de las esferas, mientras que los parámetros 







Donde 𝜐 y 𝐸 son el coeficiente de Poisson y el módulo de Young del material, 
respectivamente.  
Por otro lado, para una esfera i y un plano perteneciente a un cuerpo j, el parámetro de 




3 · (𝜎𝑖 + 𝜎𝑗)
· √𝑅𝑖  (2.5.12) 
Por definición, el radio es negativo para superficies cóncavas y positivo para convexas.  
Este modelo representa el proceso de contacto como un muelle no lineal a lo largo de 
la dirección de colisión. Sus ventajas frente al modelo de Hooke residen en su mayor 
precisión al ser no lineal y considerar las propiedades geométricas y materiales de los 
cuerpos implicados. Una desventaja es que, al limitarse a deformaciones elásticas, no 
incluye disipación de energía. Implementar esta característica en modelos de contacto 
es una tarea difícil [15]. 
 
2.5.6. Modelo no lineal de Hunt y Crossley 
Hunt y Crossley demostraron que la fuerza de contacto, modelizada como un sistema 
lineal muelle-amortiguador, no representa la naturaleza física de la energía transferida 
Figura 2.5.5 a) Gráfica penetración-tiempo para el modelo de Hertz 
b) Gráfica fuerza de contacto-penetración para el modelo de Hertz 






durante el proceso de impacto. En su lugar, representaron la fuerza de contacto a partir 
de la fórmula propuesta por Hertz, pero añadiendo un elemento viscoelástico de carácter 
no lineal. La expresión se define [15]: 
 𝐹𝑁 = 𝐾 · 𝛿
𝑛 + 𝐷 · ?̇? (2.5.13) 
Donde D es el coeficiente de amortiguación y ?̇? es la velocidad normal relativa de 
contacto. Para asegurar que la componente de amortiguación satisface las condiciones 
de contorno al inicio y al final de la fase de contacto, el valor de D se elige tal que la 
fuerza de amortiguación está en fase con la velocidad de penetración, siendo 
proporcional a ésta: 
 𝐷 = 𝜒 · 𝛿𝑛 (2.5.14) 
Siendo 𝜒 el factor de histéresis, definido como: 
 
𝜒 =
3 · 𝐾(1 − 𝑐𝑟)
2 · ?̇?(−)
 (2.5.15) 
Donde 𝑐𝑟 es el coeficiente de restitución y ?̇?
(−) es la velocidad inicial de impacto cuando 
se detecta contacto. Tras trabajar un poco con la ecuación, se obtiene que la expresión 
de la fuerza de contacto según el modelo de Hunt y Crossley es de la forma: 
 
𝐹𝑁 = 𝐾 · 𝛿
𝑛 · [1 +






Con este modelo, la pérdida de energía durante el impacto se asocia con la 
amortiguación de los materiales de los cuerpos en contacto, la cual podría definirse 
como energía disipada en forma de calor. Este modelo no presenta discontinuidades en 
los instantes inicial y final del impacto.  
Figura 2.5.6 a) Gráfica penetración-tiempo para el modelo de Hunt y Crossley 
b) Gráfica fuerza de contacto-penetración para el modelo de Hunt y Crossley 
 






Este modelo es utilizado por su simplicidad y facilidad de implementación. Es apropiado 
en casos en los que el coeficiente de restitución es cercano a la unidad, es decir, para 
impactos casi elásticos [15]. 
 
2.5.7. Modelo no lineal de Lankarani y Nikravesh 
Cuando un cuerpo elástico es sometido a cargas cíclicas, las pérdidas de energía 
asociadas a la amortiguación interna dan lugar a un ciclo de histéresis, reflejado en el 
diagrama fuerza-penetración, correspondiente a la disipación de energía. 
El modelo de Lankarani y Nikravesh es una evolución del modelo hertziano explicado 
en el Apartado 2.5.5, al que se le incorpora un factor de amortiguación por histéresis, 
buscando ofrecer un modelo de fuerza de contacto continuo (es una evolución del 
modelo de Hunt y Crossley mostrado anteriormente). Este factor de histéresis es función 
de la velocidad de impacto, las propiedades del material y el coeficiente de restitución. 
Este factor se define como [15]: 
 
𝜒 =




Sustituyendo este factor en la Ecuación (2.5.13), se tiene:   
 
𝐹𝑁 = 𝐾 · 𝛿
𝑛 · [1 +







Este modelo de fuerza de contacto es válido para casos en los que la energía disipada 
en el contacto es relativamente pequeña en relación con la energía elástica absorbida, 
es decir, para valores de coeficiente de restitución próximos a la unidad. Por otro lado, 
la Ecuación (2.5.18) sólo es válida para velocidades de impacto menores a la velocidad 
de propagación de las ondas elásticas a través de los dos cuerpos, es decir, para: 
Figura 2.5.7  a) Gráfica penetración-tiempo para el modelo de Lankarani 
b) Gráfica fuerza de contacto-penetración para el modelo de Lankarani 






 ?̇?(−)  ≤ 10−5 · √𝐸/𝜌 (2.5.19) 
Donde 𝜌 es la densidad del material. √𝐸/𝜌 es la velocidad de propagación de la onda 
elástica, cuyo valor es el mayor de entre los cuerpos en colisión. Para velocidades de 
impacto bajas, la amortiguación por histéresis es la mayor fuente de disipación de 
energía [15].  
 
2.6  Fuerzas de fricción 
 
Asociadas a las fuerzas de contacto van, normalmente, las fuerzas de fricción. La 
fricción es un fenómeno de modelización compleja que consiste en fuerzas tangenciales 
que se oponen al movimiento relativo entre dos cuerpos en contacto [12]. Esta fuerza 
presenta distintos valores en función de la velocidad y el desplazamiento relativos entre 
los cuerpos. Además, factores como la geometría de contacto, las propiedades de los 
materiales o la presencia de lubricación influyen en los resultados obtenidos.  
Existen múltiples tipos de fuerzas de fricción, pero en el presente trabajo se utilizarán 
sólo tres tipos: lineal, Threlfall y Bengisu, derivados del modelo de Coulomb. Todos son 
modelos de fricción estática, utilizados habitualmente en la MSD. Estos modelos 
presentan problemas cuando la velocidad relativa es próxima a cero, ya que aparecen 
discontinuidades [12]. 
 
2.6.1. Modelo de Coulomb 
Coulomb propuso el primer modelo de fuerza de fricción, estableciendo que la fuerza de 
rozamiento siempre se opone al movimiento relativo entre cuerpos en contacto. La 
magnitud de esta fuerza es proporcional a la fuerza normal de contacto entre los 
cuerpos. Este modelo depende de la dirección de la velocidad relativa, excepto cuando 




min(‖Fe‖, 𝐹𝐶) · sgn(Fe)
 
𝑠𝑖 |vT|  ≠  0
𝑠𝑖 |vT| =  0
  (2.6.1) 
Donde:  
 𝐹𝐶 = 𝜇𝑘 · ‖FN‖ (2.6.2) 






Siendo FN la fuerza normal, 𝐹𝐶 la fuerza de fricción de Coulomb, 𝜇𝑘 el coeficiente de 
fricción dinámico, Fe la fuerza tangencial externa y vT la velocidad relativa entre los 
cuerpos en contacto [12]. Este modelo presenta una dependencia con la velocidad 






   
𝑠𝑖 ‖vT‖  ≠  0
𝑠𝑖 ‖vT‖ =  0
  (2.6.3) 
Donde 0 es un vector nulo con la dimensión de v. En la Figura 2.6.1 se muestra este 









Este modelo presenta algunos problemas cuando no se especifica un valor de fuerza de 
fricción para velocidad nula. Se suele utilizar en simulaciones de fricción por su 
simplicidad.  
 
2.6.2. Modelo lineal 
Para suavizar la discontinuidad del modelo de Coulomb a bajas velocidades, existen 
varias propuestas. Una de ellas consiste en usar una dependencia lineal y considerar 














· (𝐹𝑠 − 𝐹𝐶)) · sgn(vT)
𝐹𝐶 · sgn(vT)
   
𝑠𝑖 ‖vT‖ ≤ 𝑣0
𝑠𝑖 𝑣0 < ‖vT‖ < 𝑣1
𝑠𝑖 ‖vT‖ ≥ 𝑣1
 (2.6.4) 
Donde 𝑣0 y 𝑣1 son las tolerancias para la velocidad tangencial y 𝐹𝑠 es la fuerza de fricción 
estática, cuya expresión es: 
Figura 2.6.1 Modelo de fricción de Coulomb para 
el caso unidimensional [12] 






 𝐹𝑆 = 𝜇𝑆 · ‖FN‖ (2.6.5) 
Siendo 𝜇𝑆 el coeficiente de fricción estático. En la Figura 2.6.2 se muestra la gráfica 











2.6.3. Modelo Threlfall 
Otra opción es considerar solamente la fricción dinámica y utilizar una aproximación 
hiperbólica para suavizar la discontinuidad del modelo de Coulomb cuando la velocidad 
es próxima a cero. Threlfall (1978) definió la siguiente expresión: 
 
F = {𝐹𝐶 · (1 − 𝑒
−3·
‖vT‖
𝑣0 ) · sgn(vT)
𝐹𝐶 · sgn(vT)
   
𝑠𝑖 ‖vT‖  ≤  𝑣0
𝑠𝑖 ‖vT‖ >  𝑣0
  (2.6.6) 
Donde 𝑣0 es la tolerancia para la velocidad tangencial. A menor tolerancia, mayor 
parecido con la ley de fricción de Coulomb. En la Figura 2.5.3 se muestra la gráfica 
fuerza-velocidad para esta aproximación [12]. 
Figura 2.6.2 Modelo de fricción de Coulomb para 
el caso unidimensional, aplicando aproximación 
lineal con coeficientes estático y dinámico [12] 















2.6.4. Modelo Bengisu 
Este modelo considera el efecto Stribeck (el cambio entre fricción estática y dinámica 
sigue un proceso continuo) [12]. Similar al modelo lineal, sólo requiere una velocidad de 







· (‖vT‖ − 𝑣0)
2 + 𝐹𝑠) · sgn(vT)
(𝐹𝐶 + (𝐹𝑠 − 𝐹𝐶) · 𝑒
−ξ·(‖vT‖−𝑣0)) · sgn(vT)
  
𝑠𝑖 ‖vT‖ <  𝑣0
𝑠𝑖 ‖vT‖ ≥  𝑣0
  (2.6.7) 
Como el modelo lineal, a velocidades bajas el intervalo de integración debe reducirse 
para calcular de manera precisa la fuerza de fricción, lo que aumenta el tiempo de 
computación. Además, para velocidades bajas, la fuerza de fricción será de valor bajo, 
independientemente del desplazamiento [12].  
 
Figura 2.6.3 Modelo de fricción de Coulomb para 
el caso unidimensional, aplicando la aproximación 
de Threlfall [12] 
Figura 2.6.4 Modelo de fricción de Bengisu para 
el caso unidimensional [12] 






 Capítulo 3. MUBODYNA: análisis completo 
3.1 ¿Qué es MUBODYNA? Estructura del programa 
 
MUBODYNA, acrónimo de MULTYBODY DYNAMICS, es un código desarrollado en 
lenguaje MATLAB para el análisis dinámico y simulación de sistemas mecánicos 
multicuerpo. Este programa ha sido el resultado del trabajo de conjunto de varias 
universidades, destacando de entre ellas la Universidad Carlos III de Madrid (a través 
del grupo de investigación MAQLAB) y la Universidad de Miño (Portugal). Este programa 
fue concebido como una herramienta educativa y de investigación, aunque su eficiencia 



















Figura 3.1.1 Árbol de carpetas del programa 
MUBODYNA 






MUBODYNA sigue una estructura modular, lo que facilita su comprensión y la inclusión 
de nuevas características. Es un programa en constante actualización, ya que los 
algoritmos se optimizan de forma casi constante.  
A continuación, se mostrará qué se encuentra el usuario al abrir la carpeta principal del 
programa. Se muestran diez carpetas y seis archivos. Las carpetas contienen diferentes 
archivos (cálculo de fuerza normal, cambio de sistema de referencia, restricciones 
cinemáticas, etc.) que son llamados desde el archivo principal mubodyna.m. 
 
▪ Analysis: contiene las ecuaciones de movimiento a utilizar en 
el análisis dinámico, para los diferentes métodos de 
resolución desarrollados en el Apartado 2.4. Incluye también 
un archivo que se encarga de comprobar las condiciones de 
inicio dadas por el usuario (posiciones, velocidades, etc.) y 






▪ Constraints: contiene las ecuaciones de las diferentes 
restricciones disponibles en el programa (revolución, 









Figura 3.1.2         
Archivos incluidos en la 
carpeta Analysis 
Figura 3.1.3          
Archivos contenidos en la 
carpeta Constraints 







▪ Forces: contiene el array de fuerzas y momentos, así 
como las ecuaciones para el cálculo de fuerzas de 
contacto. Para el presente trabajo se han cargado los 
archivos correspondientes a la interacción esfera-plano 







▪ Functions: contiene las ecuaciones para los distintos 
modelos de fuerza normal y de fricción, así como las 
expresiones de funciones utilizadas para, por ejemplo, 
describir las características no lineales de un muelle o un 
elemento conductor. MUBODYNA incluye funciones 






▪ Models: contiene las carpetas con los distintos sistemas 
mecánicos a simular, que son llamados desde el archivo 





Figura 3.1.4                                   
Archivos incluidos en la carpeta 
Forces 
Figura 3.1.5     
Archivos contenidos en 
la carpeta Functions 
Figura 3.1.6 Algunos de 
los modelos incluidos en 
la carpeta Models 







▪ RevClea: contiene los archivos necesarios para definir una 







▪ someFiles: contiene algunos archivos cruciales para 
la correcta ejecución del programa, destacando 
include_global.m (recoge las variables de carácter 
global, que son utilizadas por los distintos archivos 
que componen MUBODYNA), initialize.m (al iniciar el 
archivo principal, crea las matrices y los vectores que 
van a ser usados posteriormente), las diferentes 
versiones de plot_system.m (código necesario para 
la simulación gráfica del sistema mecánico al 
terminar los cálculos) o inData.m (invoca los distintos 




▪ Structures: contiene las diferentes variables o propiedades 
que pueden definirse para cada uno de los archivos que 
componen el modelo del sistema mecánico, así como el 






Figura 3.1.8 Archivos incluidos 
en la carpeta someFiles 
Figura 3.1.9     
Archivos contenidos en 
la carpeta Structures 
Figura 3.1.7 Archivos 
contenidos en la 
carpeta RevClea 






❖ Transfer: los resultados de las integraciones (posiciones, 
velocidades y aceleraciones) se guardan en un vector u 
para, posteriormente, transferirlos al espacio de memoria 
propio de cada cuerpo. En la siguiente integración se 
invocan estos datos desde el archivo del cuerpo para 
realizar los cálculos necesarios. Esta carpeta contiene los 
archivos encargados de realizar dichos procesos. 
 
▪ Updates: contiene los archivos destinados a generar las 
matrices de inercia de cada uno de los cuerpos, la matriz A 
definida en (2.2.31), la G desarrollada en (2.3.10), así como 
de actualizar los valores de posición y velocidad en cada 
step de la integración. 
 
 
Sobre los archivos presentes en la carpeta principal, la mayor parte están asociados con 
acciones posteriores al cálculo analítico (postprocesado y simulación gráfica): 
▪ animate.m: inicia la simulación gráfica a partir de los resultados obtenidos en el 
cálculo analítico. Invoca los diferentes archivos plot_system para construir los 
entornos gráficos de la simulación. 
▪ cylinder2P.m: función añadida al programa MUBODYNA de la biblioteca on-line 
de MATLAB que permite construir un cilindro entre dos puntos cualesquiera en 
el espacio [16]. Se ha usado para el modelo descrito en el Apartado 4.4. 
▪ energycalc.m: realiza cálculos de energía cinética, potencial y mecánica a partir 
de los datos obtenidos durante el análisis. 
▪ mubodyna.m: es el archivo principal del programa. En torno a él se organizan el 
resto de los programas, que son invocados siguiendo la secuencia mostrada en 
la Figura 3.2.1. Su funcionamiento completo se explica en el Apartado 3.2. 
▪ plotCircle3D.m: otro archivo obtenido de la biblioteca En línea de usuarios de 
MATLAB, optimizada con funciones adicionales [17]. Permite crear 
circunferencias y círculos en tres dimensiones, dando como datos de entrada el 
centro, un vector normal a la figura, el radio y el color del interior (en el caso de 
que se desee graficar un círculo). 
▪ post.m: una vez se ha realizado el análisis, se encarga de llevar a cabo el       
postprocesado de los resultados obtenidos. 
Figura 3.1.10      
Archivos contenidos en la 
carpeta Transfer 
Figura 3.1.11       
Archivos contenidos en la 
carpeta Updates 






3.2 El núcleo de MUBODYNA: mubodyna.m 
 
mubodyna.m constituye el archivo principal del programa. Es al que se llama desde la 
ventana de comandos de MATLAB al querer realizar una simulación, así como el 
encargado de invocar y coordinar los archivos contenidos en las distintas carpetas 
descritas en el Apartado 3.1. 
Como muestra el diagrama de flujo representado en la Figura 3.2.1, mubodyna.m sigue 
la siguiente secuencia: 
1. Invoca la función include_global.m, que crea las variables de carácter global que 
serán utilizadas por los archivos de las diferentes carpetas. De este modo, los 









Figura 3.2.1 Diagrama de flujo del programa MUBODYNA 
Figura 3.2.2 Código MATLAB del archivo include_global.m 






2. Pide al usuario que introduzca el nombre del modelo a simular, que se 
corresponde con la carpeta introducida en el directorio Folders descrito en el 
Apartado 3.1. Tras introducir el nombre, el programa muestra si se han corregido 
las condiciones iniciales (en caso de que el usuario haya activado esta opción), 













3. Se inician algunos arrays y matrices, se determina el número de algunos de los 
componentes, se establecen algunos índices, …  
4. Se comprueba si hay restricciones redundantes. En caso afirmativo, el programa 
resolverá las ecuaciones de movimiento mediante el método de penalización, en 
lugar del método estándar usado habitualmente. 
5. Se genera una matriz de integración, basada en los valores iniciales de posición 
y velocidad, y se comprueba si las condiciones iniciales, dadas por el usuario, 
son correctas. 
6. Mediante el integrador ode45, propio de MATLAB, se realiza la integración de 
las ecuaciones de movimiento. 
7. Los resultados (tiempo, coordenadas y velocidad) se almacenan en las matrices 
T y uT, para cada incremento de la integración. Estos arrays son utilizados 






Figura 3.2.3 Mensajes mostrados por mubodyna.m al ejecutarlo. 
Subrayado en rojo, el modelo elegido por el usuario. El programa muestra 
el tiempo deseado de cálculo (subrayado en azul), el incremento en cada 
integración (en verde) y el método de resolución elegido (en naranja), junto 
con el integrador utilizado por MATLAB 






3.3 Describir un sistema mecánico en MUBODYNA 
 
En el Apartado 3.2 se ha descrito de forma general el funcionamiento de MUBODYNA 
como programa. Pero, para que éste funcione, necesita datos de entrada, un sistema 
mecánico que analizar. En este apartado se mostrará qué datos es necesario entregar 













Como muestra la Figura 3.3.1, un sistema mecánico se implementa en MUBODYNA 
mediante nueve archivos, guardados en el mismo directorio dentro de la carpeta Models, 
con el nombre del modelo que se deberá entregar a mubodyna.m al iniciar la simulación 
para que inData.m cargue los datos al programa y se inicie el análisis. Cada uno de 
estos nueve archivos debe seguir la nomenclatura marcada por su archivo x_struct.m 
correspondiente, salvo inSolver.m, que no requiere de esta característica. Los 
siguientes apartados se han ordenado según la secuencia seguida al realizar los 
modelos, ya que facilita la detección de errores en el proceso, así como la comprensión 
del proceso de modelización de un sistema mecánico. 
 
Figura 3.3.1 Diagrama de flujo que muestra la implementación de los 
sistemas mecánicos en MUBODYNA 







En este archivo se definen los distintos cuerpos que componen el sistema mecánico, 
con sus correspondientes propiedades (masa, matriz de inercia, parámetros de Euler, 
velocidad lineal y/o angular, aceleración, …). 
La nomenclatura de las variables indicada por Body_struct.m se muestra en la Figura 
3.3.2. Los parámetros imprescindibles que definir para que el programa pueda funcionar 
son: 
(Nota: cada cuerpo se define de la forma Bx, donde x es un número entero positivo. Si 
el sistema se compone de tres cuerpos, se tendrán B1, B2 y B3). 
▪ Bx.mass: masa del cuerpo. 
▪ Bx.r: posición del centro de gravedad en coordenadas globales. Por defecto es 
[0; 0; 0]. 
▪ Bx.Jp: matriz de inercia en coordenadas del sistema local (es recomendable 
hacerlo respecto a este sistema por la facilidad de cálculo, ya que el programa 
se encargará posteriormente de pasarlo a coordenadas globales). 
Figura 3.3.2 Archivo Body_struct.m de MUBODYNA 






▪ Bx.p: es un vector de la forma [x; x; x; x] donde se introducen los parámetros de 
Euler del sistema local con respecto al global. Por defecto es [1;0;0;0]. Sólo se 
definirán estos valores si la orientación de los ejes locales no coincide con la de 
los globales. 
Una vez se han definido todos los cuerpos, al final del código se define un vector llamado 
Bodies, de la forma [Bx; By; Bz]. Los índices de este vector se usarán en otros archivos 
para asignar fuerzas, puntos, uniones, etc.   
A modo explicativo, se utilizará un modelo simple, de los proporcionados por el tutor, 
llamado eduardochoque, en el que se simula el choque entre una esfera y un plano. 














El cuerpo 1 corresponde con la esfera, mientras que el cuerpo 2 es el suelo, cuya masa 
e inercia son despreciables (es un cuerpo que va a estar “fijado” en el espacio). Para 
cada cuerpo, primero se nombra la variable (B1 o B2), cuya nomenclatura sigue el 
archivo Body_struct.m (de ahí el B1 = Body). Posteriormente se definen el resto de los 
datos del cuerpo. 
 
Figura 3.3.3 inBodies.m del 
programa eduardochoque 







En este archivo se describen puntos del cuerpo que, por algún motivo, sean de interés 
para el programa: puntos correspondientes a una junta entre dos cuerpos, centros de 
esferas, puntos de fijación de resortes o amortiguadores, etc. No es necesario definir el 
centro de gravedad en este archivo, ya que el programa ha asignado un punto a los 






Los puntos se pueden definir tanto en coordenadas del sistema local como del global. 
Se debe definir, para cada punto, el cuerpo al que pertenece (Bindex) y sus coordenadas 
(normalmente se utiliza el sistema local -sPp-). Siguiendo con el ejemplo presentado en 








En este caso, se ha definido el centro de gravedad de la esfera, P1, pues se utilizará 
posteriormente al implementar la fuerza entre la esfera y el plano. P2 corresponde a un 
punto de la superficie de la esfera. En algunos programas, el número 0 se asigna al 
suelo, pero suele realizarse para modelos que no incorporan fuerzas entre ellos (por 
ejemplo, un mecanismo de cuatro barras o un péndulo simple). De nuevo, al final del 
programa se define un vector Points, de la forma [P1; P2]. 
 
Figura 3.3.4 Archivo Point_struct.m de MUBODYNA 
Figura 3.3.5 inPoints.m del programa 
eduardochoque 







En este archivo se definen los vectores tipo 1, asociados a un cuerpo, que permiten 
definir direcciones de interés para el usuario (por ejemplo, la dirección del eje de una 






Siguiendo con el ejemplo de la interacción esfera-plano, en este caso no se definirá 





Como se puede observar, se debe definir el vector al final del código, Vectors1, que, en 
este caso, estará vacío. Si hubiera que definir algún vector, se seguiría la nomenclatura 
V1, V2, V3, etc. 
 
3.3.4. inVectors2.m 
En este archivo se describen los vectores tipo 2, utilizados para relacionar puntos entre 
ambos cuerpos. Son utilizados, por ejemplo, para implementar la fuerza de contacto 
entre dos esferas. Se definirá un vector tipo 2 entre los centros de las esferas, necesario 
para calcular la condición geométrica que activa la fuerza entre cuerpos si estos entran 
en contacto.  
Al nombrar un vector tipo 2, se deben nombrar los puntos utilizados (y definidos en 
inPoints.m), así como los cuerpos a los que pertenecen dichos puntos. El vector siempre 
irá del punto i al j, por lo que debe seguirse una coherencia entre la dirección definida 
en inVectors2.m y la seguida en inForces.m, como se mostrará posteriormente. 
Figura 3.3.6 Archivo Vector1_struct.m de MUBODYNA 
Figura 3.3.7 inVectors1.m del programa 
eduardochoque 












De nuevo, siguiendo con el modelo presentado en el Apartado 3.3.1, no es necesario 
definir ningún vector de este tipo, por lo que el vector Vectors2 quedará vacío. La 





Figura 3.3.8 Archivo Vector2_struct.m de MUBODYNA 
Figura 3.3.9 inVectors2.m del 
programa eduardochoque 







En este archivo se definen las fuerzas que actúan sobre los cuerpos del sistema 
mecánico descrito.  
Figura 3.3.10 Archivo Force_struct.m de MUBODYNA 






En MUBODYNA están disponibles las fuerzas descritas a continuación. Al nombrarlas, 
se deben aportar los datos indicados, necesarios para que el programa pueda realizar 
el análisis: 
 
Tabla 3.3.1 Parámetros de la fuerza debido a la gravedad en MUBODYNA 
Gravedad 
Sx.type = ‘weight’ Tipo de fuerza 
Sx.gravity = 9.81  Valor de la aceleración de la gravedad (es 9,81 m/s2 por defecto) 
Sx.wgt = [0; 0; -1] 
Dirección de la gravedad (por defecto es el sentido negativo del 
eje z del sistema global, pero puede modificarse) 
 
Tabla 3.3.2 Parámetros de la fuerza producida por un sistema muelle-amortiguador en MUBODYNA, dando 
como dato de entrada un vector tipo 2 
Fuerza punto a punto por actuador muelle-amortiguador 
Sx.type = ‘ptp’ Tipo de fuerza 
Sx.V2index = 1  
Vector tipo 2 entre los puntos en los que actúa el sistema       
muelle-amortiguador 
Sx.k = 40 Constante de rigidez del muelle 
Sx.el_0 = 10 Longitud inicial del muelle  
Sx.c = 20 Coeficiente viscoso del amortiguador 
Sx.f_a = 1 Fuerza constante del actuador 
 
Tabla 3.3.3 Parámetros de la fuerza producida por un sistema muelle-amortiguador en MUBODYNA, dando 
como dato de entrada dos puntos del sistema 
Compresión unilateral por actuador muelle-amortiguador 
Sx.type = ‘zu’ Tipo de fuerza 
Sx.iPindex = 1  Punto inicial del actuador 
Sx.jPindex = 2 Punto final del actuador 
Sx.k = 40 Constante de rigidez del muelle 
Sx.el_0 = 10 Longitud inicial del muelle  
Sx.c = 20 Coeficiente viscoso del amortiguador 
 
Tabla 3.3.4 Parámetros para una fuerza de valor constante en MUBODYNA, en coordenadas tanto del 
sistema local como del global 
Fuerza de valor constante 
Sx.type = ‘fp’ Fuerza constante en coordenadas del sistema local 
Sx.type = ‘f’ Fuerza constante en coordenadas del sistema global 
Sx.iBindex = 1  Cuerpo sobre el que actúa la fuerza 
Sx.fp = [10; 0; 0] Valor de la fuerza (coordenadas locales) 
Sx.f = [10; 0; 0] Valor de la fuerza (coordenadas globales) 






Tabla 3.3.5 Parámetros para un momento de valor constante en MUBODYNA, en coordenadas tanto del 
sistema local como del global 
Momento de valor constante 
Sx.type = ‘np’ Momento constante en coordenadas del sistema local 
Sx.type = ‘n’ Momento constante en coordenadas del sistema global 
Sx.iBindex = 1  Cuerpo sobre el que actúa el momento 
Sx.np = [10; 0; 0] Valor del momento (coordenadas locales) 
Sx.n = [10; 0; 0] Valor del momento (coordenadas globales) 
 
Tabla 3.3.6 Parámetros para una fuerza de contacto esfera-plano en MUBODYNA 
Fuerza de contacto esfera-plano 
Sx.type = ‘sph_pln’ Tipo de fuerza 
Sx.iPindex = 1  
Posición, en el vector Points, definido en inPoints.m, del 
punto correspondiente al centro de la esfera 
Sx.iBindex = 1  
Posición, en el vector Bodies, definido en inBodies.m, 
de la esfera 
Sx.jBindex = 2  
Posición, en el vector Bodies, definido en inBodies.m, 
del plano 
Sx.plane_normal_vector = [0; 0; 1]   Vector normal al plano 
Sx.sphere_radius = 1   Radio de la esfera 
Sx.restitution = 1   Coeficiente de restitución 
Sx.force_model = ‘lankarani’   Modelo de fuerza de contacto a utilizar por MUBODYNA 
Sx.n_exponent = 1.5   
Coeficiente n, para el modelo de fuerza de contacto de 
Hertz 
Sx.friction = ‘true’ 
Si figura como ‘true’, se calcula la fuerza de fricción. En 
caso contrario, se desactiva esta función. Por defecto, 
está desactivada 
Sx.fric_model = ‘linear’ Modelo de fuerza de fricción a utilizar por MUBODYNA  
Sx.mu = 0.5 
Coeficiente de rozamiento dinámico entre la esfera y el 
plano 
Sx.mus = 0.6 
Coeficiente de rozamiento estático entre la esfera y el 
plano 
 
Tabla 3.3.7 Parámetros para una fuerza de contacto esfera-esfera en MUBODYNA 
Fuerza de contacto esfera-esfera 
Sx.type = ‘sph_sph’ Tipo de fuerza 
Sx.iPindex = 1  
Posición, en el vector Points, definido en inPoints.m, del 
punto correspondiente al centro de la esfera 1 
Sx.jPindex = 2 
Posición, en el vector Points, definido en inPoints.m, del 
punto correspondiente al centro de la esfera 2 
Sx.iBindex = 1  
Posición, en el vector Bodies, definido en inBodies.m, 
de la esfera 1 






Sx.jBindex = 2  
Posición, en el vector Bodies, definido en inBodies.m, 
de la esfera 2 
Sx.V2index = 1   
Posición, en el vector Vectors2, del vector tipo 2 
definido entre los puntos correspondientes a los centros 
de las esferas 1 y 2  
Sx.iRadius = 1   Radio de la esfera 1 
Sx.jRadius = 1   Radio de la esfera 2 
Sx.restitution = 1   Coeficiente de restitución 
Sx.force_model = ‘hertz’   Modelo de fuerza de contacto a utilizar por MUBODYNA 
Sx.n_exponent = 1.5   
Coeficiente n, para el modelo de fuerza de contacto de 
Hertz 
Sx.friction = ‘true’ 
Si figura como ‘true’, se calcula la fuerza de fricción. En 
caso contrario, se desactiva esta función. Por defecto, 
está desactivada 
Sx.fric_model = ‘linear’ Modelo de fuerza de fricción a utilizar por MUBODYNA  
Sx.mu = 0.5 
Coeficiente de rozamiento dinámico entre la esfera y el 
plano 
Sx.mus = 0.6 
Coeficiente de rozamiento estático entre la esfera y el 
plano 
 
Estos son los principales tipos de fuerza utilizados en los modelos del presente trabajo. 
Tras describir las distintas fuerzas, de la forma Sx, se nombra un vector Forces de la 
forma [S1; S2; S3; ...]. Para el ejemplo de interacción esfera-plano descrito en los 












Figura 3.3.11 inForces.m del programa 
eduardochoque 






En este modelo existen dos fuerzas: el peso y la fuerza de contacto entre la esfera y el 
plano. El vector normal debe definirse de forma que su sentido sea desde el plano hacia 
la esfera ya que, en caso contrario, el programa podría confundirse. 
 
3.3.6. inJoints.m 
En este archivo se definen las restricciones cinemáticas (juntas o elementos 
conductores) que pueda haber entre elementos del sistema mecánico. Una junta puede 
definirse entre dos cuerpos móviles i y j o entre un cuerpo móvil i y el suelo (body 0). 
Figura 3.3.12 Archivo Joint_struct.m de MUBODYNA 






MUBODYNA lleva incorporadas las siguientes juntas: 
 
Tabla 3.3.8 Junta esférica en MUBODYNA 
Junta esférica (s,3) 
 
Restringe la traslación relativa entre los dos cuerpos, permitiendo únicamente tres rotaciones 
relativas 
Datos de entrada requeridos  Puntos 𝑃𝑖 y 𝑃𝑗 
Sentencias de definición   
Jx.type = ‘sph’ 
Jx.iPindex = 1 
Jx.jPindex = 2  
 
Tabla 3.3.9 Junta de revolución en MUBODYNA 
Junta de revolución (r,5) 
 
Permite una rotación relativa respecto a un eje común, pero restringe la traslación del primer 
cuerpo a lo largo del eje del segundo 
Datos de entrada 
requeridos  
Puntos 𝑃𝑖 y 𝑃𝑗 y vectores 𝑎𝑖⃗⃗  ⃗ y 𝑎𝑗⃗⃗  ⃗ a lo largo de la dirección del eje (también 
se pueden utilizar dos vectores perpendiculares al eje) 







definición   
Jx.type = ‘rev’ 
Jx.iPindex = 1 
Jx.jPindex = 2  
Jx.iVindex_a = 1 (vector tipo 1 en la dirección del eje del cuerpo i) 
Jx.jVindex_a = 2 (vector tipo 1 en la dirección del eje del cuerpo j) 
 
(Alternativa, sustituyendo los dos últimos vectores) 
Jx.iVindex_n = 1 (vector tipo 1 normal a la dirección del eje del cuerpo i) 
Jx.jVindex_n = 1 (vector tipo 1 normal a la dirección del eje del cuerpo j) 
 
 
Tabla 3.3.10 Junta esfera-esfera en MUBODYNA 
Junta esfera-esfera (s-s,1) 
 
Consiste en la unión entre dos cuerpos mediante un enlace rígido con dos uniones esféricas 
es sus extremos. Este enlace no se considera como un tercer cuerpo 
Datos de entrada requeridos  
Vector 𝑑 , tipo 2, entre los puntos de los cuerpos i y j 
que van a estar unidos por el enlace y longitud 𝑙 del 
enlace 
Sentencias de definición   
Jx.type = ‘sph_sph’ 














Tabla 3.3.11 Junta cilíndrica en MUBODYNA 
Junta cilíndrica (c,4) 
 
Permite el movimiento de un cuerpo i en torno al eje común con otro cuerpo j, haciendo posible 
además la rotación relativa entre ellos 
Datos de entrada 
requeridos  
Vector 𝑠𝑖⃗⃗  y 𝑠𝑗⃗⃗  a lo largo de la dirección del eje y vector 𝑑 , tipo 2 y 
magnitud variable, entre los puntos de los cuerpos i y j, de modo que 
los tres vectores sean colineales 
Sentencias de 
definición   
Jx.type = ‘cyl’ 
Jx.iVindex_a = 1 (vector tipo 1 en la dirección del eje del cuerpo i) 
Jx.jVindex_a = 2 (vector tipo 1 en la dirección del eje del cuerpo j) 
















Tabla 3.3.12 Junta prismática en MUBODYNA 
Junta prismática o traslacional (t,5) 
 
Se restringe la rotación relativa y se permite la traslación relativa de un cuerpo i respecto a 
otro j a lo largo de un eje común 
Datos de entrada 
requeridos  
Vector 𝑠𝑗⃗⃗  a lo largo de la dirección del eje, vector 𝑑 , tipo 2 y magnitud 
variable, entre los puntos de los cuerpos i y j y una matriz de 
transformación que establece la condición de ángulo constante entre 
los cuerpos 
Sentencias de 
definición   
Jx.type = ‘cyl’ 
Jx.jVindex_a = 1 (vector tipo 1 en la dirección del eje del cuerpo j) 
Jx.V2index = 1 (vector tipo 2) 
Jx.Ac = [cos (α)    0    sin(α) 
                      0     1    sin(α) 
               -sin(α)    0   cos(α)]   
(Siendo α el ángulo entre las barras) 
 
Tabla 3.3.13 Relación de rotación relativa en MUBODYNA 
Rotación relativa (-,1) 
Permite establecer una relación de rotación relativa entre dos cuerpos en torno a un eje 
determinado. Es de utilidad en situaciones como: 
▪ Rotación entre un cuerpo y el suelo. 
▪ Rotación relativa entre dos cuerpos. 
▪ Implementar un elemento generador de par en un cuerpo. 
Se debe haber definido anteriormente una junta de revolución entre los dos cuerpos para poder 
definir esta relación. 
Datos de entrada 
requeridos  
Si es entre un cuerpo y el suelo, el índice de la posición en el vector 
Bodies del cuerpo que rota respecto al suelo. Si es entre dos 
cuerpos, los índices de cada cuerpo en Bodies. Por otro lado, se 
debe aportar un vector tipo 1 con la dirección del eje de rotación y, 






si es un generador de par, el índice del vector Functs de inFuncts.m 
que define la función de par del cuerpo. 
Sentencias de 
definición   
Jx.type = ‘rel-rot’ 
Jx.iBindex= 1  
Jx.jVindex_a = 1 (vector tipo 1) 
Rotación entre cuerpo 1 
y suelo. 
Jx.type = ‘rel-rot’ 
Jx.iBindex = 1  
Jx.jBindex = 2 
Jx.jVindex_a = 1 
Rotación entre los 
cuerpos 1 y 2. 
Jx.type = ‘rel-rot’ 
Jx.iBindex = 1  
Jx.jBindex = 2 
Jx.jVindex_a = 1 
Jx.iFunct = 1 
Elemento generador de 
par sobre el cuerpo 1. 
 
Tabla 3.3.14 Relación de traslación relativa en MUBODYNA 
Traslación relativa (-,1) 
Permite establecer una relación de traslación relativa entre dos cuerpos en torno a una 
dirección determinada. Es de utilidad en situaciones como: 
▪ Traslación de un cuerpo con respecto al suelo. 
▪ Traslación relativa entre dos cuerpos. 
▪ Implementar un elemento generador de fuerza en un cuerpo. 
Se debe haber definido anteriormente una junta traslacional entre los dos cuerpos para poder 
definir esta relación. 
Datos de entrada 
requeridos  
Si es entre un cuerpo y el suelo, el índice de la posición en el vector 
Bodies del cuerpo que se mueve respecto al suelo. Si es entre dos 
cuerpos, los índices de cada cuerpo en Bodies. Por otro lado, se 
debe aportar un vector tipo 1 con la dirección de movimiento y, si es 
un generador de fuerza, el índice del vector Functs de inFuncts.m 
que define la función de fuerza del cuerpo. 
Sentencias de 
definición   
Jx.type = ‘rel-tran’ 
Jx.iBindex= 1  
Jx.jVindex_a = 1 (vector tipo 1) 
Traslación del cuerpo 1 
respecto al suelo 
Jx.type = ‘rel-tran’ 
Jx.iBindex = 1  
Jx.jBindex = 2 
Jx.jVindex_a = 1 
Traslación relativa entre 
los cuerpos 1 y 2 
Jx.type = ‘rel-tran’ 
Jx.iBindex = 1  
Jx.jBindex = 2 
Jx.jVindex_a = 1 
Jx.iFunct = 1 
Elemento generador de 
fuerza sobre el cuerpo 1 
 






Tabla 3.3.15 Junta de fijación en MUBODYNA 
Fijación en el espacio (fix,6) 
Permite fijar un cuerpo en el espacio. Esto puede ser de utilidad, por ejemplo, cuando se simula 
un choque entre una esfera y un plano. El segundo deberá estar fijado en el espacio, sin que 
se vea afectado por la gravedad. 
Datos de entrada 
requeridos  
Basta con indicar el índice de la posición en el vector Bodies del 
cuerpo a fijar en el espacio. 
Sentencias de 
definición   
Jx.type = ‘fix’ 
Jx.iBindex= 1  
 
Tabla 3.3.16 Elemento disco en MUBODYNA 
Elemento disco (disk,x) 
 
Aunque no es una restricción como tal, este elemento permite establecer una relación entre 
un cuerpo, que se considerará como un disco circular sin grosor que entra en contacto con el 
suelo (cuerpo 0) a lo largo del plano Z = 0. El eje η del sistema local debe ser perpendicular al 
plano del disco. Existen tres posibles configuraciones, según el movimiento del disco que se 
desee en el espacio. 
Tipo ‘z’ (disk, 1) 
En esta configuración, el punto de contacto (también centro 
instantáneo de rotación -CIR-) permanece en el suelo, pero 
puede deslizarse en el plano definido por éste. La nomenclatura 
indica que no puede deslizar en el eje ζ. 
Tipo ‘nz’ o ‘tz’ (disk, 2) 
El punto de contacto permanece en el suelo, pero no puede 
deslizarse a lo largo del eje perpendicular a la superficie del disco. 
La nomenclatura indica que no puede deslizar en los ejes ηζ. 
Tipo ‘xyz’ (disk, 3) El punto de contacto no puede deslizar en ninguna dirección. 
Datos de entrada 
requeridos 
Se debe indicar el tipo de elemento disco que se quiere asignar 
al cuerpo, el índice del cuerpo en el vector Bodies y el radio del 
disco. 







definición   
Jx.type = ‘disk’ 
Jx.disk = ‘z’ 
(Jx.disk = ‘nz’) 
(Jx.disk = ’xyz’) 
Jx.iBindex= 1  
Jx.R = 1 
 
Se debe prestar especial cuidado al trabajar con sistemas con varios elementos de este 
último tipo. Si no se elige correctamente el tipo de disco, el programa puede llegar a un 
sistema incompatible, lo que hará que, al realizar la simulación, dé resultados erróneos. 







En este caso, sólo hay una junta, de tipo fix, que fija el cuerpo 2 (el plano) en el espacio. 
Como en los anteriores archivos, al final del código se define un vector, en este caso 
denominado Joints, que guarda los datos de las juntas, de la forma [J1; J2; J3; …]. 
 
3.3.7. inAnimate.m 
En este archivo se definen puntos, que por interés del usuario y no por requerimientos 
del programa, sean necesarios mostrar en la simulación gráfica. Por otro lado, se 
establecen los límites de los ejes, así como el punto de observación de la simulación 
gráfica, mediante los ángulos azimut y elevación, utilizados en actividades como la 
astronomía o la fotografía [18].  
El azimut y la elevación son las dos coordenadas que definen la posición de un cuerpo 
celeste en el cielo cuando es observado desde una localización concreta. La Figura 
3.3.14 muestra un dibujo esquemático del funcionamiento de este sistema de referencia. 
En el caso de MATLAB, azimut indica el ángulo barrido en torno al eje z, mientras que 
elevación se asocia al giro en torno al eje y [19].  
Figura 3.3.13 inJoints.m del 
programa eduardochoque 


























Se debe tener especial cuidado al definir los puntos de este archivo, pues, si se 
denominan con el mismo índice que alguno de los puntos definidos en inPoints.m, el 
programa podría confundirlos y dar resultados incorrectos. Por lo tanto, el primer punto 
de este vector debe numerarse como el siguiente respecto al último índice del vector 
Points. Así: 
Si Points = [P1; P2; P3] 
Points_anim = [P4; P5; P6; …] 
Figura 3.3.14 Representación del Sol mediante los ángulos azimut y elevación [18] 
Figura 3.3.15 Funcionamiento de los ángulos azimut 
y elevación en MATLAB [19] 






Para el modelo de interacción esfera-plano explicado a lo largo de los apartados 
anteriores:  
En este caso, no hay puntos de interés visual que representar, por lo que el vector 
Points_anim se deja en blanco. En la simulación gráfica posterior, se mostrarán la región 
del espacio comprendida entre los valores -1 y 10, para los ejes globales xyz. Se ha 
elegido un punto de observación situado en az=el=0, lo que supone ver el plano xz, en 
sentido y positivo (ver Figura 3.3.15). Todos estos valores serán utilizados 
posteriormente por animate.m para realizar la simulación gráfica. 
 
3.3.8. inFuncts.m 
En este archivo se definen funciones utilizadas para, por ejemplo, describir 








Figura 3.3.16 inAnimate.m del programa eduardochoque 
Figura 3.3.17 Archivo Funct_struct.m de MUBODYNA 






En MUBODYNA están implementadas tres tipos de funciones: 
 
Tabla 3.3.17 Función tipo 'a' en MUBODYNA 
Función tipo ‘a’ 
 
Corresponde a una función polinómica de segundo grado (en color rojo), con sus dos 
derivadas (primera en morado y segunda en negro). 
Ecuaciones  




= 𝑐2 + 2 · 𝑐3 · 𝑥 
𝑑2𝑓
𝑑𝑥2
= 2 · 𝑐3 
Datos de entrada 
requeridos    
Se deben aportar los valores 𝑐1, 𝑐2 y 𝑐3. Para el ejemplo se han 
escogido como valores 0 (𝑐1 y 𝑐2) y 0.2 (𝑐3). 
 
Tabla 3.3.18 Función tipo 'b' en MUBODYNA 
Función tipo ‘b’ 
 
Corresponde a una función polinómica de quinto grado con sus dos primeras derivadas. 







𝑓 = 𝑐1 · 𝑥
3 + 𝑐2 · 𝑥




= 3𝑐1 · 𝑥
2 + 4𝑐2 · 𝑥




= 6𝑐1 · 𝑥 + 12𝑐2 · 𝑥
2 + 20𝑐3 · 𝑥
3 
Datos de entrada 
requeridos    
Se deben aportar los valores inicial y final de 𝑥 y 𝑓(𝑥). El 
programa hará los cálculos correspondientes para determinar 
los valores de los coeficientes 𝑐1, 𝑐2 y 𝑐3. La función tendrá 
valor nulo para las dos derivadas en los extremos inicial y final 
de x. 
 
Tabla 3.3.19 Función tipo 'c' en MUBODYNA 
Función tipo ‘c’ 
 
Corresponde a una función polinómica de séptimo grado con sus dos primeras derivadas. 
Ecuaciones  
𝑓 = 𝑐1 · 𝑥
3 + 𝑐2 · 𝑥
4 + 𝑐3 · 𝑥
5 + 𝑐4 · 𝑥




= 3𝑐1 · 𝑥
2 + 4𝑐2 · 𝑥
3 + 5𝑐3 · 𝑥
4 + 6𝑐4 · 𝑥




= 6𝑐1 · 𝑥 + 12𝑐2 · 𝑥
2 + 20𝑐3 · 𝑥
3 + 30𝑐4 · 𝑥
4 + 42𝑐5 · 𝑥
5 
Datos de entrada 
requeridos    
Se deben aportar los valores inicial, final y máximo de 𝑥 y 𝑓(𝑥). El 
programa hará los cálculos correspondientes para determinar los 
valores de los coeficientes 𝑐1, 𝑐2, 𝑐3, 𝑐4 y 𝑐5. La función tendrá valor 
nulo para las dos derivadas en los extremos inicial y final de x. 
 
De nuevo, al final del archivo se debe crear un vector, denominado Functs, de la forma 
[C1; C2; C3; …], con cada una de las funciones. Para el modelo demostrativo 
eduardochoque: 















En este archivo se definen características relacionadas con los cálculos analíticos del 
sistema mecánico: 
▪ Se puede activar la corrección inicial de coordenadas (posición y parámetros de 
Euler), velocidades (lineal y angular) y restricciones (ver si la información dada 
es lógica). En caso afirmativo, al escribir el nombre del modelo, MUBODYNA 
activará ic_correct.m para comprobar y, si fuese necesario, corregir los valores 
o cancelar el análisis. 
▪ Se fija el tiempo final de análisis y el tamaño del diferencial de tiempo en la 
integración (reporting time step). 
▪ Se determina el método de resolución de las ecuaciones de movimiento que se 
quiere que utilice MUBODYNA (ver Apartado 2.4). 
Para el modelo de interacción esfera-plano, se tiene: 
En este caso, se ha decidido que el programa compruebe las condiciones iniciales antes 
de proceder al análisis, se ha fijado un tiempo de simulación de 2 segundos, con un 
diferencial de 0,01 segundos, y se ha elegido el método estándar de multiplicadores de 
Lagrange para resolver las ecuaciones de movimiento. 
Figura 3.3.18 inFuncts.m del programa 
eduardochoque 
Figura 3.3.19 inSolver.m del programa eduardochoque 






3.4 Resultados del análisis. Postprocesado 
 










El programa indica al usuario el número de integraciones realizadas (cuando se produce 
contacto, se disminuye el intervalo de integración para obtener mayor precisión) y el 
tiempo de computación consumido en el análisis. En este caso, el programa ha tardado 
casi 38000 segundos (unas 11 horas y media) en completar el tiempo de 2.5 segundos 
fijado en inSolver.m.  
Los resultados de la simulación se almacenan en dos matrices: T y uT. 
▪ Matriz T: contiene un registro de los tiempos de integración seguidos por el 
programa y prefijados en inSolver.m. Se genera al iniciar mubodyna.m. En el 
caso del modelo RaulBillar4 mostrado en la Figura 3.4.1, para un tiempo final de 






+ 1 = 251 (3.4.1) 
Se añade un espacio más para el instante t=0. La matriz T tendrá una dimensión 
de 251 x 1. 
▪ Matriz uT: almacena los datos de posición y velocidad, de cada cuerpo, para 
diferencial de integración. Para un sistema mecánico con nB cuerpos, la matriz 
uT tendrá un tamaño nt·(13nB), donde nt es el número de incrementos de tiempo 
Figura 3.4.1 Mensaje mostrado por mubodyna.m tras finalizar el análisis 






(en el caso de ejemplo, 251) y 13 por ser la cantidad de variables de cada cuerpo 
que almacena uT: 
❖ Posición del centro de masas, origen del sistema local de coordenadas y 
parámetros de Euler: vectores 𝑟𝑖 y 𝑝𝑖 (ver Ecuación (2.3.16)). Total: 7 
variables 
❖ Velocidad lineal y angular, para todas las direcciones. Total: 6 variables. 
Por lo tanto, las primeras 13 columnas corresponden al cuerpo B1, las 13 
siguientes al B2 y así sucesivamente, apareciendo en primer lugar las posiciones 
y posteriormente las velocidades. Por ejemplo, si se quisiera conocer la 
velocidad del cuerpo 6 en la dirección x del sistema global en el step de 
integración 125, se debería buscar la celda (125,73), es decir, la columna 73 y 
la fila 125.  
 
3.4.1. Animate.m 
Una vez completado el análisis, se puede iniciar la simulación gráfica para observar el 
movimiento de los cuerpos y la interacción entre éstos durante el tiempo definido. Para 
ello, se activa la función animate.m, que accede a los valores de la matriz uT y crea una 
animación con los datos de posición y velocidad. Si hay algún extra indicado en 
inAnimate.m, se mostrará también. El programa invoca las funciones u_to_Bodies.m y 
Update_Position.m para extraer los datos de uT y situar los puntos en coordenadas del 
sistema local, respectivamente. A continuación, según el archivo, se invoca una función 
de la forma plot_sytem_....m, según el sistema elegido, en la que se definen aspectos 
gráficos de la simulación como: 
▪ Situar los centros de masas de cada cuerpo en el espacio y mostrar una etiqueta 
con el número de cada cuerpo. 
▪ En cada cuerpo, unir mediante rectas los centros de masas con los puntos de 
las juntas cinemáticas y con los puntos indicados en el vector Points_anim. 
▪ Si en el sistema mecánico hay algún cuerpo esférico o cilíndrico, deberá 
especificarse su forma, radio y color aquí. 
▪ Elementos que faciliten la vista gráfica del sistema (planos para el suelo, líneas, 
etc.). 
En el apartado específico de cada modelo se mostrará el archivo plot_system.m 
correspondiente. 






En la Figura 3.4.2 se muestra una captura del instante inicial de la simulación gráfica del 














Figura 3.4.2 Simulación gráfica del modelo RaulBillar4 en MUBODYNA, para el instante t = 0 s 
Figura 3.4.3 animate.m en MUBODYNA 







Se puede ejecutar después de mubodyna.m o de animate.m. Se encarga de extraer los 
valores de la matriz uT, obtener las aceleraciones y otros resultados y almacenarlos en 
un formato adecuado para el usuario. Los resultados almacenados se localizan en los 
siguientes arrays: 
 
Tabla 3.4.1 Arrays generados por post.m 
Array Tamaño Contenido 
r (nt, nB, 3) Coordenadas traslacionales 
p (nt, nB, 4) Parámetros de Euler 
rd (nt, nB, 3) Velocidad lineal 
w (nt, nB, 3) Velocidad angular (en ejes globales) 
wp (nt, nB, 3) Velocidad angular (en ejes locales) 
rdd (nt, nB, 3) Aceleración lineal 
wd (nt, nB, 3) Aceleración angular (en ejes globales) 
wpd (nt, nB, 3) Aceleración angular (en ejes locales) 
rP (nt, nP, 3) Coordenadas de posición 
rPd (nt, nP, 3) Velocidad de un punto 
 
Si el programa es ejecutado tras animate.m, los puntos del vector Points_anim serán 
también incluidos en los arrays rP y rPd, siendo nP por lo tanto el número total de puntos 
(tantos los de Points y los centros de masas como los de Points_anim).  
Para el modelo de ejemplo eduardochoque, se ha elegido representar la evolución de 










 Figura 3.4.4 Evolución de la velocidad del centro de masas de la 
esfera, en la dirección z, con el tiempo, en el modelo eduardochoque 






Para obtener esta gráfica, se han introducido las siguientes instrucciones en la ventana 
de comandos: 
>> plot(T,rPd(:,1,3)) 
>> title('Velocidad en la dirección z con el tiempo') 
>> xlabel('t (s)') 
>> ylabel('v (m/s)') 
Como se puede observar, en el comando plot se escribe T, el tiempo, para la 
coordenada x, y se accede al array rPd seleccionando todos los datos en el tiempo (:) 
para el punto 1 (el centro de la esfera) y la coordenada 3 (eje z).






 Capítulo 4. Modelos realizados en MUBODYNA 
En este capítulo se mostrarán los modelos desarrollados en MUBODYNA, analizando 
los datos utilizados y reflejando los resultados obtenidos del programa a través de 
animate.m y post.m. 
 
4.1 Modelo 1: Péndulo de Newton 
 
Famoso móvil perpetuo, aparece en múltiples películas como Alien, Pacific Rim, X-Men 
o Iron Man 2 [20]. Este dispositivo suele ser utilizado como modelo educativo para 
demostrar la conservación de la energía y de la cantidad de movimiento. Ideado en el 
siglo XVII por el físico francés Edme Mariotte, fue el actor inglés Simon Prebble quien, 
en 1967, desarrolló un juguete basado en el modelo e impuso la denominación actual 















Figura 4.1.1 Péndulo de Newton en la película Pacific Rim. (Fuente: Cracked.com) 
Figura 4.1.2 Modelo explicativo del péndulo de Newton [21] 






El móvil consiste en un soporte del que cuelgan cinco bolas (también existen péndulos 
de tres) a través de una o dos cuerdas cada una. Si el usuario eleva una de las esferas 
de los extremos hasta una altura dada (ver bola 1 en la Figura 4.1.2) y la suelta, ésta 
volverá a su posición original, golpeará a la esfera contigua, en contacto con el resto, y, 
un instante después, se observará que la esfera del extremo opuesto (bola 5) se eleva 
hasta alcanzar una altura máxima y volver a caer hasta chocar con el conjunto, 
provocando que esta vez salga disparada la bola 1, que se elevará hasta una altura 
menor que la inicial. Se observará que, después de cada golpe, la altura de las esferas 
en movimiento será cada vez menor, hasta que se detenga por completo. 
Se deben tener en cuenta varias consideraciones en el diseño y construcción del 
péndulo [22]: 
▪ Las bolas se pueden colgar mediante uno o dos cables. Se recomiendan dos 
para lograr que las esferas estén completamente alineadas y no se puedan 
mover en otro plano. 
▪ Las bolas deben ser del mismo tamaño y material (y, por lo tanto, iguales). 
▪ Las bolas están hechas de un material con elevado módulo de Young y densidad 
uniforme. Se suele utilizar acero inoxidable. 
Para explicar el fundamento físico del péndulo de Newton, se consideran dos leyes 
fundamentales: la ley de conservación del momento lineal y la ley de conservación de 
la energía [23]. 
▪ Conservación del momento lineal: el producto de la masa por la velocidad se 
mantiene constante antes y después del choque. Se tiene entonces: 
 ∑𝑚𝑖,0 · 𝑣𝑖,0 =∑𝑚𝑖,1 · 𝑣𝑖,1 (4.1.1) 
▪ Conservación de la energía mecánica: la suma de la energía mecánica de 
todos los cuerpos antes y después del choque se mantiene. Por lo tanto: 
 
∑𝑚𝑖,0 · 𝑔 · ℎ𝑖,0 +
1
2
· 𝑚𝑖,0 · v𝑖,0
2 =∑𝑚𝑖,1 · 𝑔 · ℎ𝑖,1 +
1
2
· 𝑚𝑖,1 · v𝑖,1
2 (4.1.1) 
Estas dos fórmulas reflejan el caso ideal, en el que la colisión es perfectamente elástica 
y no hay pérdidas por fricción entre los cuerpos ni por el aire. En el caso ideal, las esferas 
de los extremos siempre alcanzarían la altura inicial y el sistema nunca llegaría a 
pararse. 






El mayor péndulo de Newton fabricado nunca fue diseñado y ensayado en el programa 
de televisión Cazadores de mitos (MythBusters) y consistía en cinco bolas de hormigón 
rellenas de barras de acero suspendidas de una estructura de acero. El experimento 
resultó infructuoso debido a las propiedades del hormigón. Se realizó un modelo más 
pequeño, compuesto por bolas de acero cromado de 15 kg que funciono igual que los 
modelos habituales, demostrando que el tamaño no afecta a los resultados si los 
materiales utilizados son los mismos. 
Los archivos MATLAB que componen los modelos simulados se incluirán en anexos al 
final del presente trabajo. 
 
4.1.1. inBodies.m 
Como material para las bolas se eligió acero inoxidable austenítico 304, caracterizado 
por su resistencia a la corrosión y su buena ductilidad y soldabilidad. Se han tomado los 
siguientes datos [24]: 
▪ Densidad: ρ = 7,9 kg/dm3. 
▪ Módulo de Young (a 20°C): E = 200 GPa. 
▪ Coeficiente de Poisson: ʋ = 0,3. 
Para los cables se ha elegido kevlar-49, con las siguientes propiedades [25]: 
▪ Densidad: ρ = 1467 kg/m3. 
▪ Módulo de Young (a 20°C): E = 151.7 GPa. 
▪ Coeficiente de Poisson: ʋ = 0,35. 
Se ha considerado un radio 
de 0,1 m para las bolas y de 
0,0075 m para los cables, 
siendo éstos de 0,9 m de 
largo. El plano del techo del 
que cuelgan los cables se 
puede considerar de masa 
despreciable, pues va a ser 
un cuerpo fijo en el espacio. 
Se considera la siguiente 
disposición inicial de los 
cuerpos: Figura 4.1.3 Disposición inicial de los cuerpos realizada en el 
software educativo GeoGebra 






Los datos introducidos en inBodies.m son los siguientes: 
 
Tabla 4.1.1 Datos introducidos en inBodies.m para el modelo RaulPenduloNewton 
Cuerpo 
Posición centro 
de masas [m] 
Masa [kg] Matriz de inercia [kg·m2] 





B2 Cable 1 [0.35; 0; 1.5] 0.2333163 [









B4 Cable 2 [1; 0; 1.05] 0.2333163 [
0.01574883 0 0
0 0.01574883 0
0 0 7.2911 · 10−6
] 





B6 Cable 3 [1.2; 0; 1.05] 0.2333163 [
0.01574883 0 0
0 0.01574883 0
0 0 7.2911 · 10−6
] 





B8 Cable 4 [1.4; 0; 1.05] 0.2333163 [
0.01574883 0 0
0 0.01574883 0
0 0 7.2911 · 10−6
] 





B10 Cable 5 [1.6; 0; 1.05] 0.2333163 [
0.01574883 0 0
0 0.01574883 0
0 0 7.2911 · 10−6
] 






Los cuerpos se han numerado de izquierda a derecha y de arriba de abajo según la 
Figura 4.1.3. El techo sobre el que se fijan los cables se considera como el cuerpo 1, 
con masa y momentos de inercia despreciables ya que es un cuerpo fijo. Los sistemas 
de referencia locales se consideran con la misma orientación que el global, de modo 
que todos los cuerpos tienen los mismos parámetros de Euler (1,0,0,0). Para los 
momentos de inercia se han utilizado las expresiones: 
▪ Cables: se consideran como barras. Se tiene, para los distintos cables  
❖ Cable 1: 
 𝐼𝜉 = 7,2911 · 10
−6  kg · m2 𝐼𝜂 = 𝐼𝜁 = 0,01574883  kg · m
2  






❖ Resto de cables: 
 𝐼𝜉 = 𝐼𝜂 = 0,01574883  kg · m
2 𝐼𝜁 = 7,2911 · 10
−6  kg · m2  
 
Tabla 4.1.2 Momento de inercia de un cable 
Momento de inercia de un cable [26] 
 
Se considera como una barra en la que el radio es mucho menor que la longitud, por lo que 
puede despreciarse. Se tienen como datos la masa m, el radio R y la longitud L. 
Momento de un eje que pasa por el 
centro de masas perpendicular a la 
longitud del cable 
𝐼𝑥 = 𝐼𝑦 =
1
12




Momento de un eje coincidente con la 






▪ Bolas. Se tiene, para las distintas esferas: 
 𝐼𝜉 = 𝐼𝜂 = 𝐼𝜁 = 0,1323656  kg · m
2  
 
Tabla 4.1.3 Momento de inercia de una esfera 
Momento de inercia de una esfera [26] 
 
Sea una esfera de masa m y radio R. 
Momento de un eje que pasa por el centro 
de masas de una esfera 











En el Anexo 1 se muestra el código de inBodies.m. Con el comando BX.color se define 
el color que se desea asignar al cuerpo en plot_system.m 
 
4.1.2. inPoints.m 
Como se muestra en la Figura 4.1.3, se han situado puntos, además de en los centros 
de gravedad de las esferas y los cables (puntos F-J y P-T), en las juntas de revolución 
del techo con los cables (puntos A-E) y en los puntos de unión entre las bolas y los 
cables (puntos K-O). El código de inPoints.m se incluye en el Anexo 1. 
 
4.1.3. inVectors1.m 
Se han definido vectores en los puntos de unión de los cables con el techo y con las 
esferas (ver puntos A-E y K-O en la Figura 4.1.3). Los vectores en los puntos de contacto 
con el techo permitirán establecer una junta de revolución con giro en torno a un eje en 
la dirección del eje η del sistema local. Por otro lado, los vectores de los puntos de 
contacto entre las esferas y los cables tienen la dirección de los cables. Se ha definido 
una junta revolución entre las esferas y los cables para poder definirlos como cuerpos 
por separado y que se mantengan unidos durante la simulación. Al no haber rozamiento 
ni efectos de aire, las esferas no rotarán. La junta sólo cumple la función de unir los 
cuerpos en ese punto. De nuevo, el código de inVectors1.m se adjunta en el Anexo 1. 
 
4.1.4. inVectors2.m 
Se han definido vectores entre los centros de las esferas consecutivas, es decir, entre 
las esferas 1 y 2, las esferas 2 y 3 y así sucesivamente. Estos vectores serán invocados 
por las fuerzas de contacto esfera-esfera definidas en inForces.m para calcular la 
distancia relativa entre los centros y activar el cálculo de la fuerza de contacto, si fuese 
necesario. El código de inVectors2.m se incluye en el Anexo 1. 
 
4.1.5. inForces.m 
Se han definido las siguientes fuerzas: 
▪ El peso, en el sentido negativo del eje z del sistema global. 






▪ El contacto entre las bolas consecutivas. Se ha considerado un choque 
elástico (coeficiente de restitución igual a 1), con contacto del tipo hertziano (con 
exponente n de valor 1.5) y sin fricción. 
El código de inForces.m se muestra en el Anexo 1. 
 
4.1.6. inJoints.m 
Se han definido juntas de revolución en las uniones entre los cables y el techo y los 
cables y las bolas. El eje de revolución de las primeras se corresponde con la dirección 
y del sistema global (eje η del sistema local), mientras que el de las segundas 
corresponde con la longitud de los cables, de modo que las esferas permanezcan unidas 
a los cables. Además, se ha fijado el cuerpo 1 (techo) en el espacio mediante una junta 
tipo fix. De nuevo, el código de inJoints1.m se adjunta en el Anexo 1. 
 
4.1.7. inAnimate.m 
No hay más puntos de interés que ver en la simulación gráfica, por lo que el vector 
Points_anim queda vacío. Se establecen los límites de visualización de los ejes y una 
posición de observación situada en AZ = 20° y EL = 35°. También se mostrará la 
simulación para la posición de observación AZ = EL = 0° (plano xz). El código de 
inAnimate.m se adjunta en el Anexo 1. 
 
4.1.8. inFuncts.m 




Para todos los modelos del presente trabajo se dejará activada por defecto la opción de 
corrección de condiciones iniciales, aunque esto suponga un aumento del tiempo de 
computación. Se ha fijado un tiempo de simulación de 10 segundos, con un diferencial 
de 0,01 segundos. Como método de resolución se ha elegido el método estándar de los 
multiplicadores de Lagrange. El código de inSolver.m se incluye en el Anexo 1. 
 














Tras terminar el análisis, MUBODYNA emite el mensaje mostrado en la Figura 4.1.4. El 
programa ha tardado en torno a 14 minutos en realizar los cálculos, utilizando el método 
estándar de los multiplicadores de Lagrange y el integrador ODE. 
Se ha definido el archivo plot_system_pendulo.m, tanto en su versión en tres 
dimensiones como en dos dimensiones, para mostrar dos vistas diferentes del sistema. 
Los códigos de ambos archivos se incluyen en el Anexo 1. Tras esto, se ejecuta 
animate.m para iniciar la simulación gráfica. Las vistas obtenidas para cada posición de 




Figura 4.1.4 Mensaje mostrado por mubodyna.m tras finalizar el 
análisis 
Figura 4.1.5 Simulación gráfica del modelo RaulPenduloNewton: 
 
  a) Posición AZ = 20°, EL = 35°   
b) Posición AZ = EL = 0° 






En la Figura 4.1.6 se muestra la evolución de la posición z del centro de gravedad de la 
bola 1 a lo largo del tiempo. Como se puede observar, al haber establecido unas 
condiciones cercanas a las ideales, la bola consigue alcanzar la altura inicial en los 
sucesivos ascensos. Sin embargo, se comprueba que hay pérdidas, casi mínimas, 
probablemente por la junta establecida entre la bola y la cuerda, que hace que no llegue 
a alcanzar la posición completamente. Para obtener esta gráfica se debe escribir en 
MATLAB: 
>> plot(T,r(:,3,3),'b',T,ones(length(T))*r(1,3,3),'k') 
>> title('Coordenada z de la bola 1 en el tiempo') 
>> xlabel('Tiempo [s]') 
>> ylabel('Posición [m]') 
>> legend('z(t)','z inicial','Location','southeast') 
Por otro lado, en la Figura 4.1.7 se muestra la coordenada x de las bolas 2, 3 y 4, que 
se encuentran en la parte central del péndulo. Al ser el caso ideal, la posición x global 
de la bola 3 debería ser fija o casi constante. Se ha decidido ampliar el tiempo de análisis 
a 30 segundos, manteniendo el diferencial de 0,01 segundos utilizado al principio. Como 
se puede observar, la bola 3 se mantiene más o menos en torno a su coordenada inicial, 
llegando a estabilizarse a los 15 segundos. Sin embargo, las bolas 2 y 4 presentan 
oscilaciones mayores. Sobre los 20 segundos, la bola 3 sincroniza en cierta medida sus 
movimientos ascendentes en la dirección x con la bola 4 y los descendentes con la 2. 
En la simulación se observa que las dos bolas se mueven casi de forma conjunta. A 
pesar de esto, se observa que, al final de la simulación, se producen dos oscilaciones 
Figura 4.1.6 Posición de la coordenada z del centro de gravedad de la bola 1 a lo largo de la 
simulación 






en las bolas 2 y 4 de gran amplitud. Además, la bola 3 pierde la estabilización y vuelve 
a oscilar. La causa de este movimiento puede ser las pérdidas de energía hacia los 
cables producidas por la junta cinemática utilizada comentada anteriormente. Para 
obtener esta gráfica, se ha escrito en MATLAB: 
>> plot(T,r(:,5,1),'g',T,r(:,7,1),'b',T,r(:,9,1),'r') 
>> title('Coordenada x de las bolas 2, 3 y 4 en el tiempo') 
>> xlabel('Tiempo [s]') 
>> ylabel('Posición [m]') 




Se ha decidido finalmente aumentar el tiempo de análisis del sistema a 1 minuto, 
manteniendo el diferencial de 0,01 segundos. El resultado se muestra en la Figura 4.1.8. 
Como se puede observar, a partir de los 30 segundos comienza a producirse un 
aumento de la amplitud de la oscilación, llegando a un pico de hasta 0,8 m. En la 
simulación gráfica, esto se refleja en que el sistema “se desarma”, como puede verse 
en la Figura 4.1.9. Una de las causas de este error puede ser el método de resolución 
utilizado, ya que método estándar de los multiplicadores de Lagrange es el más rápido 
en términos computacionales, pero acumula error a lo largo del proceso iterativo. Para 
comprobar la hipótesis planteada, se ha realizado de nuevo el análisis, para un tiempo 
de 1 minuto, pero esta vez utilizando el método del lagrangiano aumentado, explicado 
en el Apartado 2.4.3. Los resultados se muestran en la Figura 4.1.10. 
 
Figura 4.1.7 Posición de la coordenada x del centro de gravedad de las bolas 2, 3 y 4 a lo largo 
de la simulación 



















Figura 4.1.8 Posición de la coordenada x del centro de gravedad de la bola 3 para una simulación 
de 1 minuto 
Figura 4.1.9 Instante final de la simulación gráfica del modelo 
RaulPenduloNewton para una simulación de 1 minuto 









Figura 4.1.10 Posición de la coordenada x del centro de gravedad de la bola 3 para una 
simulación de 1 minuto, utilizando el método del lagrangiano aumentado 
Figura 4.1.11 Posición de la coordenada x del centro de gravedad de las bolas 2, 3 y 4 a lo largo 
de la simulación, utilizando el método del lagrangiano aumentado 






Para pasar de un método de resolución a otro, basta con cambiar en inSolver.m la 
entrada method de “standard” a “augmented”. Como se observa, el error ha sido 
contenido durante el proceso de integración, logrando que la bola central llegue a 
moverse como mucho 5 cm. Además, el movimiento es periódico y no caótico, como 
con el método estándar. Por el contrario, el tiempo de análisis para una simulación de 1 
minuto ha aumentado de 4284,625 segundos con el método estándar hasta 8680,2031 
segundos, lo que significa que ha tardado más del doble de tiempo.  
Por último, en la Figura 4.1.11 se muestra de nuevo la posición en el eje x del sistema 
global de los centros de gravedad de las tres bolas centrales, utilizando esta vez el 
método del lagrangiano aumentado. Como se observa, los desplazamientos se sitúan 
dentro de unos márgenes, no son caóticos sino periódicos y se muestra cierta 
periodicidad. Además, en determinados instantes las tres bolas centrales llegan a 
moverse de forma conjunta, cumpliendo las hipótesis del caso ideal. 
 
4.2 Modelo 2: Giroscopio 
 
El modelo de giróscopo propuesto en este trabajo consiste en un disco rotativo de 
accionamiento manual, el cual está provisto en su interior de rodamientos de baja 
fricción que permiten largos períodos de rotación. El movimiento es transmitido a través 
de una cuerda enrollada al carrete. Consta de un eje de rotación que sustenta al disco 
del giróscopo y uno o dos contrapesos. Tanto el disco como el contrapeso pueden 
desplazarse a lo largo del eje de rotación y están equipados con tornillos de fijación para 
lograr el posicionamiento que permita lograr el equilibrio estático. La conexión entre el 
eje de rotación y el eje vertical se hace a través de una jaula que actúa como pivote, 
consintiendo el giro alrededor del eje z y la inclinación del giróscopo con respecto al eje 
y. 
El efecto giroscópico consiste en que, bajo una disposición determinada del disco y los 
contrapesos sobre el eje horizontal, al girar el disco e inducir un momento sobre el 
dispositivo, el disco no caerá debido a la gravedad, ya que el momento que genera su 
peso con respecto al soporte se equilibra por el cambio en la dirección del momento 
angular [27].  
 
 















De la misma forma que el momento lineal es la magnitud fundamental para la traslación 
de un sólido, el momento angular se relaciona con el movimiento de rotación. El 
momento angular depende de la velocidad angular y del momento de inercia del cuerpo 
(éste último es función de la geometría del sólido). La relación que describe los giros en 
un sólido rígido viene dada por el principio de conservación del momento angular 







(?⃗? 𝑡𝑜𝑡𝑎𝑙)𝑂 (4.2.1) 
Donde el lado izquierdo de la ecuación es la suma de todos los momentos generados 
por las fuerzas exteriores, mientras que el lado derecho es la derivada del momento 
cinético con respecto al tiempo. El momento cinético se define como: 
 (?⃗? )𝑂 = (𝐼)𝑂 · ?⃗?  (4.2.1) 
Donde (𝐼)𝑂 es el tensor de inercia del sólido respecto al punto O y ?⃗?  su velocidad 
angular. 
En el giroscopio, el disco tiene un momento de inercia con respecto al eje de giro mucho 
mayor que con respecto a cualquier otro eje. Si la velocidad de giro con respecto a este 
eje es suficientemente alta, la inclinación de dicho eje con respecto al suelo no cambiará, 
incluso si el centro de gravedad del sistema no está colocado en la vertical del punto de 
apoyo con el suelo [27]. 
Figura 4.2.1 Vista isométrica del giroscopio de tres ejes 






En realidad, el eje del giroscopio no mantiene exactamente la inclinación con el suelo, 
sino que asciende o desciende un poco, pero siempre haciendo que el centro de 
gravedad del sistema, fuera del punto de apoyo, descienda un poco. Esta variación de 
la altura del centro de gravedad hace posible el movimiento de precesión (parte de la 
energía potencial se convierte en cinética [27]. 
Acompañado de la precesión hay generalmente un movimiento de cabeceo o nutación, 
resultado de que el eje del disco intente alcanzar la inclinación necesaria para lograr la 
velocidad de traslación producto de la precesión. La amplitud de este movimiento de 
nutación se puede modificar dando al centro de masas una velocidad inicial de traslación 
[27]. 
Se distinguen, por lo tanto, tres rotaciones en el giroscopio: la rotación propia del eje del 
disco, la precesión del conjunto barra horizontal-disco-contrapeso en torno al eje vertical 
y la nutación, en torno un eje perpendicular a los dos primeros, que hace posible el 










Aunque se desequilibre el sistema, siempre tenderá a mantener el movimiento de 
precesión, rotando con otra inclinación respecto al suelo. Este es el denominado efecto 
giroscópico.  
Este tipo de sistemas se ven en muchos objetos de la vida cotidiana: móviles, sistemas 
de navegación o en cámaras giroscópicas [28]. Un ejemplo de la última aplicación se 
muestra en la Figura 4.2.3. Estas cámaras aprovechan el efecto giroscópico para 
mantenerse fijas mientras que el piloto se inclina, permitiendo visualizar la inclinación 
real que tiene el piloto en su paso por curva. 
Figura 4.2.2 Ejes de rotación del giroscopio. En el eje x se produce la 
rotación propia, en el y la precesión y en el z la nutación 

















Para definir los cuerpos de este sistema se ha escogido un modelo real, del que se han 
obtenido los datos de las masas y, a partir las imágenes del manual y el diámetro del 
disco (25 cm) [29], se ha definido el modelo aproximado que se muestra en la Figura 
4.2.5 y cuyos planos se adjuntan en el Anexo 2. La base se ha diseñado con forma 
prismática para simplificar el cálculo de los momentos de inercia y se ha añadido un 
elemento entre los ejes para poder introducir las tres rotaciones en el espacio, ya que 
no hay, por el momento, una junta implementada en MUBODYNA que permita dos 









Figura 4.2.3 Visión proporcionada por la cámara giroscópica en Moto GP (Fuente: canal 
oficial de Moto GP) 
Figura 4.2.4 Giroscopio U52006 de la marca 3B Scientific [29] 

















Los datos proporcionados por el fabricante son: 
▪ Peso de la base (se considera el mismo para el prisma que el del trípode):          
mbase = 1,85 kg [30]. 
▪ A partir de las dimensiones de una varilla que vende el fabricante se calcula las 
masas de los ejes horizontal y vertical [31]. 
❖ Longitud de la varilla vendida por el fabricante: L = 470 mm. 
❖ Diámetro de la varilla vendida por el fabricante: Ø = 12 mm. 
❖ Masa de la varilla: mvarilla = 0, 421 kg. 
Se obtiene una densidad ρ = 7920,12 kg/m3. Con este valor se obtienen las 
masas de los ejes horizontal y vertical: 
❖ meje horizontal = 0,4926596 kg. 
❖ meje vertical = 0,3135106 kg. 
▪ Las masas del disco y los contrapesos son las siguientes: 
❖ mdisco = 1,5 kg. 
❖ mcontrapeso pequeño = 1,4 kg. 
❖ mcontrapeso grande = 0,05 kg. 
▪ Para la masa del enganche se ha considerado el mismo material que los ejes: 
menganche = 1,85 kg [30]. 
Figura 4.2.5  Modelo realizado en Solid Edge del giroscopio 
ensayado en MUBODYNA 






Se ha considerado el conjunto formado por el eje horizontal, los contrapesos y el disco 
como un solo cuerpo, ya que se mueven de forma conjunta en el espacio. Los datos 
introducidos en inBodies.m son los siguientes: 
 







Matriz de inercia [kg·m2] 








[0; 0; 0.19] 0.3135106 [
0,00320324 0 0
0 0,00320324 0
0 0 9.4053 · 10−7
] 
B3 Enganche [0; 0.025; 0.34] 0.4752073 [
4.316466 · 10−4 0 0
0 5.14807 · 10−5 0













Los sistemas de referencia locales se consideran con la misma orientación que el global, 
de modo que todos los cuerpos tienen los mismos parámetros de Euler (1,0,0,0). Para 
los momentos de inercia se han utilizado las expresiones: 
▪ Base y enganche: se consideran como prismas. Se tiene, para los dos cuerpos:  
❖ Base: 
 𝐼𝜉 = 𝐼𝜂 = 0,0163185  kg · m
2 𝐼𝜁 = 0,0325677 kg · m
2  
❖ Enganche: 
 𝐼𝜉 = 4,316466 · 10
−4 
kg · m2 
𝐼𝜂 = 5,14807 · 10
−5 
kg · m2 
𝐼𝜁 = 4,118463 · 10
−4 















Tabla 4.2.2 Momento de inercia de un prisma 
Momento de inercia de un prisma [26] 
 
Se considera un prisma rectangular de masa m y lados de longitud a, b y c, con unos ejes que 
pasan por su centro de masas. 
Momento en el eje x 𝐼𝑥 =
1
12
𝑚(𝑏2 + 𝑐2) 
Momento en el eje y 𝐼𝑦 =
1
12
𝑚(𝑐2 + 𝑎2) 
Momento en el eje z 𝐼𝑧 =
1
12
𝑚(𝑎2 + 𝑏2) 
 
▪ Ejes y discos. Se consideran como barras. Por lo tanto:  
❖ Eje vertical: 
 𝐼𝜉 = 𝐼𝜂 = 0,00320324  kg · m
2 𝐼𝜁 = 9,4053 · 10
−7 kg · m2  
 
❖ Eje horizontal: 
 𝐼𝜉 = 8,86787 · 10
−6  kg · m2 𝐼𝜂 = 𝐼𝜁 = 0,013147842 kg · m
2  
❖ Disco: 
 𝐼𝜉 = 0,01171875  kg · m
2 𝐼𝜂 = 𝐼𝜁 = 0,073135878  kg · m
2  
❖ Contrapeso grande: 
 𝐼𝜉 = 8,575 · 10
−4  kg · m2 𝐼𝜂 = 𝐼𝜁 = 0,058389079  kg · m
2  
❖ Contrapeso pequeño: 
 𝐼𝜉 = 3,90625 · 10
−6  kg · m2 𝐼𝜂 = 𝐼𝜁 = 0,003876096  kg · m
2  






Tabla 4.2.3 Momento de inercia de una barra 
Momento de inercia de un cable [26] 
 
Se considera una barra de masa m, radio R y longitud L. 
Momento de un eje que pasa por el 
centro de masas perpendicular a la 
longitud de la barra 
𝐼𝑥 = 𝐼𝑦 =
1
12
𝑚(3𝑅2 + 𝐿2) 
Momento de un eje coincidente con la 






Como se ha definido el conjunto horizontal como un solo cuerpo, se debe hallar el centro 
de masas del conjunto y usar el teorema de Steiner [26]. 
 
Tabla 4.2.4 Cálculo del momento de inercia del conjunto horizontal 
Momento de inercia de un cable 
Cuerpo xCG,i yCG,i zCG,i 
Eje horizontal -0,025 0,05 0,34 
Disco 0,225 0,05 0,34 
Contrapeso grande -0,19 0,05 0,34 





∑ 𝑥𝑐𝑔,𝑖 · 𝑚𝑖𝑖
∑ 𝑚𝑖𝑖
= 0,013342449 m 
𝑦𝑐𝑔,𝑔𝑙𝑜𝑏𝑎𝑙 =
∑ 𝑦𝑐𝑔,𝑖 · 𝑚𝑖𝑖
∑ 𝑚𝑖𝑖
= 0,05 m 
𝑧𝑐𝑔,𝑔𝑙𝑜𝑏𝑎𝑙 =
∑ 𝑧𝑐𝑔,𝑖 · 𝑚𝑖𝑖
∑ 𝑚𝑖𝑖





Cuerpo Ix, conjunto i Iy, conjunto i Iz, conjunto i 
Eje horizontal 8,86787E-06 0,013147842 0,013147842 
Disco 0,01171875 0,073135878 0,073135878 
Contrapeso grande 0,0008575 0,058389079 0,058389079 
Contrapeso 
pequeño 
3,90625E-06 0,003876096 0,003876096 
𝐼𝑥,𝑐𝑜𝑛𝑗𝑢𝑛𝑡𝑜 =∑𝐼𝑥,   𝑐𝑜𝑛𝑗𝑢𝑛𝑡𝑜 𝑖
𝑖
= 0,012589024 kg · m2 









𝐼𝑦,𝑐𝑜𝑛𝑗𝑢𝑛𝑡𝑜 =∑𝐼𝑦,   𝑐𝑜𝑛𝑗𝑢𝑛𝑡𝑜 𝑖
𝑖
= 0,148548895 kg · m2 
𝐼𝑧,𝑐𝑜𝑛𝑗𝑢𝑛𝑡𝑜 =∑𝐼𝑧,   𝑐𝑜𝑛𝑗𝑢𝑛𝑡𝑜 𝑖
𝑖
= 0,148548895 kg · m2 
 
Por lo tanto, para el conjunto horizontal se obtienen los siguientes valores: 
 𝐼𝜉 = 0,012589024  kg · m
2 𝐼𝜂 = 𝐼𝜁 = 0,148548895  kg · m
2  
(Nota: como la orientación de los sistemas de referencia local y global es la misma, para 
el cálculo se ha usado la notación global por sencillez). 
En el Anexo 3 se muestra el código de inBodies.m.  
 
4.2.2. inPoints.m 
Se han definido los puntos necesarios para establecer las juntas de revolución entre la 
base y la barra vertical (puntos 1 y 2), el enganche y la barra vertical (puntos 3 y 4) y el 
enganche y el conjunto horizontal (puntos 5 y 6). El código de inPoints.m se incluye en 
el Anexo 3. 
 
4.2.3. inVectors1.m 
Se han definido vectores tipo 1 en las direcciones de rotación de cada elemento: 
▪ Base – Eje vertical (vectores 1 y 2): rotación en la dirección z global. 
▪ Eje vertical – Enganche (vectores 3 y 4): rotación en el eje η local del enganche 
(dirección y global en el instante t = 0, según la disposición de cuerpos realizada). 
▪ Enganche – Conjunto horizontal (vectores 5 y 6): rotación en el eje ξ local 
(dirección x global en el instante t = 0). 
De nuevo, el código de inVectors1.m se adjunta en el Anexo 3. 
 
4.2.4. inVectors2.m 
En este modelo no es necesario definir vectores tipo 2, por lo que el vector Vectors2 
quedará vacío.  
 







Se han definido las siguientes fuerzas: 
▪ El peso, en el sentido negativo del eje z del sistema global. 
▪ Un momento de valor 20 Nm en la dirección ξ del conjunto horizontal, que 
iniciará el movimiento de rotación propia. 
El código de inForces.m se muestra en el Anexo 3. 
 
4.2.6. inJoints.m 
Se han establecido juntas de revolución en la unión entre la base y el eje vertical, el eje 
vertical y el enganche y entre éste y el eje horizontal, definidas en el Apartado 4.2.3. 




Se han definido puntos de interés en el conjunto horizontal: los centros de los discos, 
puntos en sus extremos (para comprobar que se produce rotación propia y para que 
plot_system.m genere los discos), los extremos de la barra horizontal y el extremo 
superior de la barra vertical. Se establecen los límites de visualización de los ejes y una 
posición de observación situada en AZ = 20° y EL = 35°. El código de inAnimate.m se 
adjunta en el Anexo 3. 
 
4.2.8. inFuncts.m 




Se ha fijado un tiempo de simulación de 4 segundos, con un diferencial de 0,005 
segundos. Como método de resolución se ha elegido el método estándar de los 
multiplicadores de Lagrange. El código de inSolver.m se incluye en el Anexo 3. 
 














Tras terminar el análisis, MUBODYNA emite el mensaje mostrado en la Figura 4.2.6. El 
programa ha tardado en torno a 1 hora y 50 minutos en realizar los cálculos, utilizando 
el método estándar de los multiplicadores de Lagrange y el integrador ODE. Se ha 
creado el archivo plot_system_giroscopio.m, para establecer la simulación gráfica del 
sistema. El código de este archivo se incluye en el Anexo 3. Tras esto, se ejecuta 
animate.m para iniciar la simulación gráfica. Para el instante inicial se obtiene la imagen 














Figura 4.2.6 Mensaje mostrado por mubodyna.m tras finalizar el 
análisis 
Figura 4.2.7 Simulación gráfica del modelo RaulGiroscopio 










Figura 4.2.8 Evolución de la coordenada z del extremo derecho del eje vertical con el tiempo 
Figura 4.2.9 Evolución de la coordenada z del extremo derecho del eje vertical con el tiempo, 
para un tiempo de simulación de 10 segundos 






En la Figura 4.2.8 se muestra la evolución de la coordenada z global del punto 14, 
correspondiente al extremo más cercano al disco del eje vertical. Como se puede 
observar, inicialmente se produce una oscilación muy grande, correspondiente al 
movimiento de nutación. Con el tiempo, el conjunto horizontal adquiere una orientación 
adecuada y la oscilación se reduce. Para obtener esta gráfica, se ha escrito en MATLAB: 
 
>> plot(T,rP(:,14,3),'b',T,ones(length(T))*rP(1,14,3),'k') 
>> title('Coordenada z del punto 14 en el tiempo') 
>> xlabel('Tiempo [s]') 
>> ylabel('Posición [m]') 
>> legend('z(t)','z inicial','Location','southeast') 
 
Como se observa un ligero ascenso al final de la simulación, se ha aumentado el tiempo 
de análisis a 10 segundos para comprobar si el conjunto horizontal llega a estabilizarse. 
El resultado se muestra en la Figura 4.2.9. Analizando la gráfica, el extremo derecho del 
conjunto horizontal continúa ascendiendo hasta alcanzar un punto en el que el programa 
alcanza una solución no convergente, haciendo que se paralice el análisis. Este bloqueo 
se produce en torno a los 6 segundos. Considerando que podría ser de nuevo un error 
asociado al método de resolución utilizado, se ha decidido de nuevo utilizar el método 
del lagrangiano aumentado. Los resultados se muestran en la Figura 4.2.10. Esta vez el 
programa converge, llegando a terminar el análisis. Al comienzo de la simulación, el lado 
derecho del conjunto horizontal desciende hasta alcanzar una altura constante de 0,328 
m, que se mantiene casi hasta el final de la simulación.   
Figura 4.2.10 Evolución de la coordenada z del extremo derecho del eje vertical con el tiempo, 
para un tiempo de simulación de 10 segundos, utilizando el método del lagrangiano aumentado 






Sobre la velocidad de precesión, en la Figura 4.2.11 se muestra la evolución de la 
velocidad angular del conjunto horizontal en el eje z a lo largo del tiempo. Se puede 
observar que la velocidad de precesión aumenta de forma lineal a lo largo del tiempo. 
Para obtener esta gráfica, se ha escrito en MATLAB:  
 
>> plot(T,-w(:,4,3),'b') 
>> title('Velocidad angular en la dirección global z del cuerpo 4 en el 
tiempo') 
>> xlabel('Tiempo [s]') 
>> ylabel('Velocidad angular [rad/s]') 
 
 
4.3  Modelo 3: Billar americano 
 
Cuando se habla de billar, todo el mundo piensa en el famoso juego mostrado en las 
películas de Hollywood en el que se deben introducir una serie de bolas en agujeros 
denominados troneras utilizando para ello un palo o taco con el que sólo se puede 
golpear una de las bolas, la blanca, que, además, no puede caer en las troneras. Sin 
embargo, este juego no es más que una de las múltiples variantes, denominada billar 
americano, del deporte conocido como billar. 
Figura 4.2.11 Velocidad de precesión del conjunto horizontal para un tiempo de simulación de 
10 segundos y método del lagrangiano aumentado 















Aunque su origen no está del todo claro, se sabe que Cleopatra ya jugaba a este juego 
en el suelo. En el siglo XIV se tienen las primeras noticias registradas de una partida 
billar, que entonces era un juego similar al croquet. Otros historiadores sitúan el origen 
del juego en la Grecia clásica o en el juego renacentista denominado pall-mall. La mesa 
de billar actual fue inventada por Henry Devigne, ebanista del rey francés Luis XII, en 
1510. Empezó a hablarse del billar como juego de sociedad de la aristocracia en el siglo 
XVI. Con la Revolución Francesa, el juego se generalizó, existiendo desde 1710 billares 
públicos. El primer campeonato mundial se realizó en 1825 en Inglaterra. La 
Confederación Mundial de Deportes de Billar (WCBS) se creó en 1992 y busca lograr 
reconocimiento olímpico para participar en los Juegos de París en 2024 [32], [33].  
La WCBS agrupa las tres grandes modalidades del billar [33]: 
▪ Snooker: jugado en una mesa de grandes dimensiones con troneras y bolas de 
colores (22 bolas: una blanca para impulsar el resto, 15 rojas, una amarilla, una 
verde, una marrón, una azul, una rosa y otra negra). El jugador debe introducir 
una bola roja para después intentar un tiro sobre las bolas de otros colores. 
Mientras no falle el tiro, irá sumando una cantidad de puntos según el color de la 
bola. Cuando falle, el turno pasa al contrincante. Cada vez que se logra introducir 




Figura 4.3.1 Paul Newman y Tom Cruise en la película El color del dinero (Fuente: diario 
ABC.es) 
 










▪ Carambola o billar francés: se juega con 3 bolas (una roja y dos blancas, una 
de ellas marcada con un punto negro), en una mesa sin troneras y que tiene 
calefacción bajo la mesa para eliminar la humedad, de forma que las reacciones 
sobre las bandas o paredes de la mesa sean lo más uniformes posible. El 
jugador debe tocar su bola con las otras dos, intentando dejarlas situadas para 
que en la próxima tirada pueda volver a tocarlas fácilmente. Mientras logre tocar 









▪ Pool o billar americano: la modalidad más famosa, se juega con hasta 16 bolas 
(una blanca y 15 bolas numeradas del 1 al 15 de colores, rayadas y lisas) y en 
una mesa con troneras. Dispone de su propia federación, la Asociación Mundial 
del Pool-Billar (WPA en inglés), bajo el amparo de la WCBS. El objetivo es dar 
con el taco a la bola con el número más bajo, que es la que debe entrar en la 
Figura 4.3.2 Mesa de Snooker [35] 
Figura 4.3.3 Mesa de billar francés [36] 






tronera. Esto se debe realizar sucesivamente de forma ascendente. Si por algún 
casual, una o más bolas de rango superior entraran en la tronera, los puntos se 
mantendrán siempre y cuando haya tocado primero aquella bola que estuviese 
en turno para entrar. El jugador seguirá tirando mientras no falle. El jugador que 
logre más puntos gana. El pool dispone de hasta 24 variantes, siendo las más 














Para el modelo RaulBillar definido en MUBODYNA se ha elegido un billar americano, de 
la modalidad bola 8, en el que se juega con 16 bolas: una blanca y otras 15 de colores. 
Siguiendo la normativa establecida por la WPA, se ha escogido una mesa reglamentaria 
de 9 pies, cuya superficie de juego es de 2,54 m x 1,57 m [37]. Las paredes deberían 
ser triangulares, pero, al no disponer de fuerzas de contacto de este tipo, se ha 
modelizado la interacción entre las esferas y las paredes como un contacto esfera-plano, 
considerando una altura máxima de las paredes de 5,4 cm (la reglamentaria). Las bolas 
son de diámetro reglamentario (57,15 mm), macizas y de resina fenol-formaldehido [37]. 
Para los materiales se ha elegido la siguiente configuración: 
▪ Tapete: se ha elegido una superficie de juego de lana. Se han utilizado los 
siguientes datos:  
❖ Módulo de Young: Elana = 3,1 GPa [38]. 
❖ Coeficiente de Poisson: ʋlana = 0,38 [39]. 
▪ Paredes. Se consideran de caucho, cuyas propiedades son: 
❖ Módulo de Young: Ecaucho = 7 MPa [40]. 
❖ Coeficiente de Poisson: ʋcaucho = 0,5 [41]. 
Figura 4.3.4 Mesa de billar americano (Fuente: canal oficial de la APA -American Poolplayers 
Association-) 






▪ Bolas. Para la resina fenol-formaldehido se tiene: 
❖ Masa por normativa: mbola = 170 g [37]. 
❖ Módulo de Young: Ebola = 3,8 GPa [42]. 
❖ Coeficiente de Poisson: ʋbola= 0,375 [43]. 
Las posiciones de las bolas en la mesa son las mostradas en la Figura 4.3.5. Se 
considera que la bola blanca y la primera bola de color están en la posición media de 
cada mitad de la longitud mayor. Por otro lado, la disposición de las bolas de color o 
rack es la mostrada en la Figura 4.3.6. Las bolas son de 8 colores posibles: negro, azul, 
rojo, amarillo, verde, morado y marrón (para estos 7 últimos, hay dos bolas por color, 
una rayada y otra lisa). Se ha fijado el lado largo de la mesa en la dirección del eje x del 
sistema global, así como el lado corto con el eje y). El sistema de referencia global se 


















Figura 4.3.5 Disposición de las bolas en un billar americano 













Las masas e inercias de los planos y el tapete se pueden considerar como datos 
despreciables, ya que son cuerpos que estarán fijos en el espacio. Los datos 
introducidos en inBodies.m son los siguientes: 
 
Tabla 4.3.1 Datos introducidos en inBodies.m para el modelo RaulBillar 
Cuerpo 




Matriz de inercia [kg·m2] 











































Bola nº 1 
(amarilla lisa) 






Bola nº 9 
(amarilla rayada) 


















Bola nº 10  
(azul rayada) 







Figura 4.3.6 Rack de las bolas de color 







Bola nº 8 
(negra) 
















Bola nº 11 
(roja rayada) 






































Bola nº 5 
(naranja lisa) 








Bola nº 13 
(naranja rayada) 








Bola nº 15 
(marrón rayada) 


























Se han ajustado las distancias entre las bolas en el triángulo, de forma que no estén en 
contacto en el instante inicial, ya que afectaría al tiempo de computación del programa 
de forma innecesaria (se conserva la disposición triangular de las bolas de colores, pues 
sólo se han movido a niveles de milésima de milímetro).  
La bola blanca se considera con una velocidad inicial, correspondiente a un golpe con 
el taco. Consultando fuentes científicas, se ha fijado un valor de 24 mph (en torno a 
10,729 m/s), correspondiente a la velocidad de un golpe de saque que logra un jugador 
profesional [44]. Además, se ha levantado la bola 0,001 mm para evitar que la bola esté 
en contacto con el suelo en el instante inicial, situación normal al golpear la bola (de la 
fuerza aplicada con el taco se logra que la bola “vuele” durante unos segundos). 
Los sistemas de referencia locales se consideran con la misma orientación que el global, 
de modo que todos los cuerpos tienen los mismos parámetros de Euler (1,0,0,0). Para 
los momentos de inercia de las bolas se han utilizado las expresiones mostradas en la 
Tabla 4.1.3 de modo que los valores obtenidos son los siguientes: 
 






 𝐼𝜉 = 𝐼𝜂 = 𝐼𝜁 = 0,000055  kg · m
2  
El código de inBodies.m se incluye en el Anexo 4. 
 
4.3.2. inPoints.m 
Se han definido los centros de las esferas, necesarios para establecer posteriormente 
las fuerzas de contacto entre esferas y entre éstas con las paredes y el suelo. Se tienen, 
en total, 16 puntos. El código de inPoints.m se incluye en el Anexo 4. 
 
4.3.3. inVectors1.m 




Se han definido vectores entre los centros de las esferas, que serán utilizados en los 
cálculos de las fuerzas de contacto. Observando la matriz mostrada en la Figura 4.3.7 
se deduce que son necesarios 120 vectores tipo 2. Los vectores se han numerado de 





Se han definido las siguientes fuerzas: 
▪ El peso, en el sentido negativo del eje z del sistema global. 
Bola blanca Bola 1 Bola 9 Bola 2 Bola 10 Bola 8 Bola 3 Bola 11 Bola 7 Bola 14 Bola 4 Bola 5 Bola 13 Bola 15 Bola 6 Bola 12
Bola blanca x x x x x x x x x x x x x x x
Bola 1 x x x x x x x x x x x x x x
Bola 9 x x x x x x x x x x x x x
Bola 2 x x x x x x x x x x x x
Bola 10 x x x x x x x x x x x
Bola 8 x x x x x x x x x x
Bola 3 x x x x x x x x x
Bola 11 x x x x x x x x
Bola 7 x x x x x x x
Bola 14 x x x x x x
Bola 4 x x x x x
Bola 5 x x x x
Bola 13 x x x
Bola 15 x x
Bola 6 x
Bola 12
Figura 4.3.7 Vectores tipo 2 definidos en el modelo RaulBillar 






▪ Fuerzas de contacto tipo esfera-esfera entre las bolas. Se ha elegido un 
contacto del tipo Lankarani y fricción tipo Threlfall. Para los valores del 
coeficiente de restitución y rozamiento se ha encontrado una página web 
desarrollada por David Alciatore, ingeniero americano y profesor de la 
Universidad Estatal de Colorado, especializado en estudios físicos sobre el billar 
americano [45]. Tras llevar a cabo múltiples experimentos, Alciatore propone los 
siguientes valores [46]: 
❖ Coeficiente de fricción: μbola-bola = 0,06 (valor promedio) 
❖ Coeficiente de restitución: CRbola-bola = 0,93 (valor promedio). 
▪ Fuerzas de contacto de las bolas con el suelo. Se ha considerado un contacto 
tipo Hertz con fricción lineal, con los siguientes datos: 
❖ Coeficiente de resistencia a la rodadura: μs,bola-bola = 0,015 (valor máximo) 
[45]. 
❖ Coeficiente de fricción μbola-bola = 0,2 (valor típico) [45]. 
Se ha considerado el coeficiente de resistencia a la rodadura como rozamiento 
estático, mientras que el coeficiente de fricción dato se ha considerado como 
dinámico. Se ha hecho así porque, observando videos a cámara lenta de 
lanzamientos de billar, se observa que, para altas velocidades, es más fácil que 
la bola deslice antes de rodar. Se ha comprobado con un modelo simplificado de 
una sola bola y los resultados han sido satisfactorios: la bola tiende a deslizar 
antes de rodar. 
▪ Fuerzas de contacto de las bolas con las paredes. Se ha considerado un 
contacto tipo Lankarani sin fricción, ya que, al ser las paredes de caucho, la 
mayor parte de la energía absorbida por éstas es debido a la deformación 
elástica. De nuevo, a partir de los datos aportados por Alciatore: 
❖ Coeficiente de restitución: CRbola-pared = 0,85 (valor promedio) [45]. 
Se han necesitado 201 fuerzas para definir todas las interacciones entre los cuerpos, lo 
que ha aumentado de manera considerable el tiempo de computación. El código de 
inForces.m se muestra en el Anexo 4.  
 
4.3.6. inJoints.m 
Se han fijado en el espacio el tapete y las paredes. El código de inJoints.m se adjunta 
en el Anexo 4. 
 







Se han definido puntos de interés en las esquinas del tablero, sobre las paredes. Se 
establecen los límites de visualización de los ejes y una posición de observación situada 
en AZ = 20° y EL = 35°. El código de inAnimate.m se adjunta en el Anexo 4. 
 
4.3.8. inFuncts.m 




Se ha fijado un tiempo de simulación de 2,5 segundos, con un diferencial de 0,01 
segundos. Como método de resolución se ha elegido el método estándar de los 
multiplicadores de Lagrange. El código de inSolver.m se incluye en el Anexo 4. 
 









Tras terminar el análisis, MUBODYNA emite el mensaje mostrado en la Figura 4.3.8. El 
programa ha tardado casi 26 horas en realizar los cálculos, utilizando el método 
estándar de los multiplicadores de Lagrange y el integrador ODE. 
Se ha creado el archivo plot_system_billar.m, para establecer la simulación gráfica del 
sistema. El código de este archivo se incluye en el Anexo 4. Tras esto, se ejecuta 
Figura 4.3.8 Mensaje mostrado por mubodyna.m tras finalizar el 
análisis 






animate.m para iniciar la simulación gráfica. Para el instante inicial se obtiene la imagen 




Figura 4.3.9 Simulación gráfica del modelo RaulBillar 
Figura 4.3.10 Evolución de la velocidad lineal de la bola blanca en la dirección x con el tiempo 






La Figura 4.3.10 muestra la evolución de la velocidad en la dirección x de la bola blanca 
a lo largo de la simulación. Desde que es golpeada hasta que choca con la bola 1, la 
bola blanca desliza, perdiendo energía en el proceso. Tras el primer choque, retrocede 
en el sentido negativo del eje x, alcanzando un valor constante de velocidad, 
correspondiente a un movimiento de rodadura (la bola no pierde energía). Cerca del 
final de la simulación, se produce el choque de la bola blanca con la pared, volviendo a 
rodar en el sentido positivo del eje x, deslizando y reduciendo de nuevo su velocidad. 
Para obtener esta gráfica, se ha escrito en MATLAB: 
 
>> plot(T,rd(:,6,1),'b',T,ones(length(T))*rd(1,6,1),'k') 
>> title('Velocidad en la dirección x de la bola blanca con el 
tiempo') 
>> xlabel('Tiempo [s]') 
>> ylabel('Velocidad [m/s]') 
>> legend('vx(t)','vx inicial','Location','northeast') 
 
La Figura 4.3.11 muestra que la bola blanca, al golpearla con el taco, realiza un 
movimiento de rodadura con deslizamiento. Tras el choque con la bola amarilla, la bola 
blanca vuelve a deslizar y, al alcanzar una velocidad lineal constante, correspondiente 
a un movimiento de rodadura sin deslizamiento, rota a velocidad angular constante. Para 
obtener esta gráfica, se ha escrito en MATLAB: 
Figura 4.3.11 Evolución de la velocidad angular en el eje y de la bola blanca con el tiempo 







>> title('Velocidad angular en la dirección y de la bola blanca con el 
tiempo') 
>> xlabel('Tiempo [s]') 
>> ylabel('Velocidad angular [rad/s]') 
>> legend('wy(t)','wy inicial','Location','northeast') 
 
Como se observa en la Figura 4.3.12, las bolas que adquieren mayor velocidad, después 
del choque de la blanca con el triángulo, son las bolas 9 y 2, correspondientes a la 
segunda fila. También se confirma que las paredes de caucho absorben energía en los 
impactos, haciendo que las bolas pierdan velocidad. Para obtener esta gráfica, se ha 





>> pplot(1).Color = 'k' 
>> pplot(2).Color = 'y'; 
>> pplot(3).Color = 'y'; 
>> pplot(3).LineStyle = '--'; 
>> pplot(4).Color = 'b'; 
>> pplot(5).Color = 'b'; 
>> pplot(5).LineStyle = '--'; 
>> pplot(6).Color = 'k'; 
>> pplot(6).LineStyle = '--'; 
>> pplot(7).Color = 'r'; 
>> pplot(8).Color = 'r'; 
>> pplot(8).LineStyle = '--'; 
Figura 4.3.12 Evolución de la velocidad en la dirección x para todas las bolas 






>> pplot(9).Color = [0.78 0.18 0.15]; 
>> pplot(9).LineStyle = '--'; 
>> pplot(10).Color = 'g'; 
>> pplot(10).LineStyle = '--'; 
>> pplot(11).Color = [0.34 0.29 0.58]; 
>> pplot(12).Color = [1 0.55 0.09]; 
>> pplot(13).Color = [1 0.55 0.09]; 
>> pplot(13).LineStyle = '--'; 
>> pplot(14).Color = [0.78 0.18 0.15]; 
>> pplot(14).LineStyle = '--'; 
>> pplot(15).Color = 'g'; 
>> pplot(16).Color = [0.34 0.29 0.58]; 
>> pplot(16).LineStyle = '--'; 
>> title('Velocidad lineal en la dirección x de todas las bolas con el 
tiempo') 
>> xlabel('Tiempo [s]'); 
>> ylabel('Velocidad [m/s]'); 
>> legend('vblanca (t)','v1 (t)','v9 (t)','v2 (t)','v10 (t)','v8 
(t)','v3 (t)','v11 (t)','v7 (t)','v14 (t)','v4 (t)','v5 (t)','v13 
(t)','v15 (t)','v6 (t)','v12 (t)','Location','northeast') 
>> ylim([-4 5]); 
 
 
4.4 Modelo 4: Pinball 
 
El pinball tiene su origen en un juego francés del siglo XIX denominado Bagatelle, similar 
al billar, en el que los jugadores golpeaban bolas con un taco e intentaban que entraran 
en agujeros rodeados de clavos y agujas (ver Figura 4.4.1). En 1871, el inventor inglés 
Montague Redgrave patentó las “Mejoras del Bagatelle”: sustituyó el taco por un 









La primera máquina de pinball accionada por monedas fue inventada en 1931 por 
Automatic Industries. Al año siguiente se empezaron a añadir patas a las mesas de 
Figura 4.4.1 Bagatelle del siglo XIX (sólo la parte superior) [49] 






juego. En este momento surge el nombre de “pinball” debido a que las máquinas de esta 
época tenían muchos agujeros con agujas en torno a ellos (pin es aguja en inglés). En 
1933 se empezó a electrificar estas máquinas y, al año siguiente, se introdujo un 












La popularidad de estas máquinas aumentó tras la Segunda Guerra Mundial, siendo 
considerado el periodo entre 1948 y 1958 como la edad de oro del pinball, con EE. UU. 
como el centro del desarrollo. El 1947 se inventaron las palancas, situadas en la parte 
inferior, que permitían impulsar de nuevo la bola hacia la parte superior del tablero. 
Durante algunos años estas máquinas estuvieron consideradas como juegos de azar y, 
por lo tanto, prohibidos en todo EE. UU., a excepción de Las Vegas. También se asoció 







Figura 4.4.2 Máquina de pinball Ballyhoo (1934) [50] 
Figura 4.4.3 Máquina de pinball en la película Casino Royale (Fuente: bondmovies.com) 






A mediados de los años setenta se empezaron a introducir las primeras máquinas de 
pinball electrónicas, lo que supuso una revolución en términos del juego. En la 
actualidad, se han sustituido la mesa de juego y sus mecanismos por pantallas en las 
que todo es virtual. Sin embargo, las máquinas clásicas de pinball ocupan un lugar 
destacado en la cultura popular, apareciendo en anuncios, películas, … 
Para el presente proyecto se ha diseñado una máquina vertical, similar a un pachinko 
japonés, en la que no se han podido modelar las palancas inferiores. El modelo diseñado 
se muestra en la Figura 4.4.5. Para los reboteadores se han modelizado cilindros, que 
el programa interpreta como esferas, de modo que la interacción con las bolas es esfera-
esfera, pero, al no haber movimiento en la dirección normal al fondo, funciona de forma 














En la Figura 4.4.5 se muestra el diseño del pinball realizado. Los reboteadores tienen 
un diámetro de 0,2 m, mientras que las bolas presentan un diámetro de 0,11 m y son 
macizas. Se han situado dos planos oblicuos en la parte inferior que impulsan las bolas 
de nuevo hacia la parte superior.  
 
Figura 4.4.4 Pachinko japonés [51] 




















Para los materiales se ha elegido la siguiente configuración: 
▪ Paredes: se han diseñado de metacrilato (PMMA). Sus propiedades son las 
siguientes:  
❖ Módulo de Young: Eparedes = 3,2 GPa [52]. 
❖ Coeficiente de Poisson: ʋparedes = 0,375 (promedio) [53]. 
▪ Bolas y reboteadores. Se consideran de caucho, cuyas propiedades son: 
❖ Módulo de Young: Epelotas = 7 MPa [40]. 
❖ Coeficiente de Poisson: ʋpelotas= 0,5 [41]. 
❖ Densidad: ρcaucho = 0,95 g/cm3 [54]. 
Los sistemas de referencia locales se han considerado con la misma orientación que el 
global, de modo que los parámetros de Euler son los mismos para todos los cuerpos: 
(1, 0, 0, 0). Las masas e inercias de las paredes y los reboteadores se pueden considerar 
como datos despreciables, ya que son cuerpos que estarán fijos en el espacio. Los datos 
introducidos en inBodies.m son los siguientes: 
 
Figura 4.4.5 Diseño realizado en el software educativo 
GeoGebra 














Matriz de inercia [kg·m2] 





























































Para los momentos de inercia de las bolas se han utilizado las expresiones mostradas 
en la Tabla 4.1.3 de modo que lo valores obtenidos son los siguientes: 
 𝐼𝜉 = 𝐼𝜂 = 𝐼𝜁 = 0.02563514  kg · m
2  
El código de inBodies.m se incluye en el Anexo 5. Las bolas se han denominado como 
“esferas móviles”, mientras que los reboteadores se nombran como “esferas fijas”. 
 







Se han definido como puntos los centros de las esferas, necesarios posteriormente para 
establecer y calcular las fuerzas de contacto de las bolas con las paredes y los 
reboteadores. El código de inPoints.m se adjunta en el Anexo 5. 
 
4.4.3. inVectors1.m 




Se han descrito vectores entre los centros de las bolas y los reboteadores y entre los 
centros de las bolas móviles, requeridos posteriormente por las fuerzas de contacto 




Se han definido las siguientes fuerzas: 
▪ El peso, en el sentido negativo del eje z del sistema global. 
▪ Fuerzas de contacto tipo esfera-plano entre las bolas y las paredes. Se ha 
elegido un contacto del tipo Lankarani y fricción tipo Bengisu. Para los valores 
del coeficiente de restitución y rozamiento, según los resultados obtenidos en el 
modelo del billar, se consideran los siguientes valores: 
❖ Coeficiente de fricción estático: μs,bola-plano = 0,4. 
❖ Coeficiente de fricción dinámico: μbola-plano = 0,3. 
❖ Coeficiente de restitución: CRbola-plano = 0,85. 
▪ Fuerzas de contacto de las bolas con los reboteadores. Se ha considerado 
un contacto tipo Lankarani sin fricción, ya que, al ser los cuerpos de caucho, la 
mayor parte de la energía absorbida por éstas es debido a la deformación 
elástica. Por otro lado, se ha supuesto que la bola aumenta su velocidad cuando 
choca con los reboteadores, como en ocurre en los pinballs reales, cuando la 
bola choca contra determinadas zonas. 
❖ Coeficiente de restitución: CRbola-reboteador = 1,25.  






▪ Fuerzas de contacto entre las bolas. Se ha considerado un contacto tipo Hertz 
con fricción hiperbólica (Threlfall), suponiendo los siguientes datos: 
❖ Coeficiente de fricción: μbola-bola = 0,4. 
De nuevo, el código de inForces.m se incluye en el Anexo 5. 
 
4.4.6. inJoints.m 
Se han fijado las paredes y los reboteadores en el espacio mediante juntas tipo fix. El 
código de inJoints.m se muestra en el Anexo 5. 
 
4.4.7. inAnimate.m 
No hay puntos de interés visual en la simulación, además de los ya definidos en 
inBodies.m e inPoints.m. Se establecen los límites de visualización de los ejes y una 
posición de observación situada en AZ = 20° y EL = 35°. También se mostrará la 
simulación para la posición de observación AZ = EL = 0° (plano xz). El código de 
inAnimate.m se incluye en el Anexo 5. 
 
4.4.8. inFuncts.m 
No son necesarias funciones en este modelo, por lo que el vector Functs quedará vacío. 
 
4.4.9. inSolver.m 
Se han fijado un tiempo de análisis de 4 segundos, con un diferencial de 0,005 
segundos. El método de resolución de las ecuaciones de movimiento es el estándar de 
los multiplicadores de Lagrange. El código de inAnimate.m se incluye en el Anexo 5. 
 
4.4.10. Resultados del análisis y postprocesado 
Tras terminar el análisis, MUBODYNA emite el mensaje mostrado en la Figura 4.4.6. El 
programa ha tardado casi 6 horas en realizar los cálculos, utilizando el método estándar 
de los multiplicadores de Lagrange y el integrador ODE. 
 
 














Se ha creado el archivo plot_system_pinball.m, para establecer la simulación gráfica del 
sistema. El código de este archivo se adjunta en el Anexo 5. Tras esto, se ejecuta 
animate.m para iniciar la simulación gráfica. Las vistas obtenidas para cada posición de 




Figura 4.4.7 Simulación gráfica del modelo RaulPinball 
 
a) Posición AZ = 20°, EL = 35°   
b) Posición AZ = EL = 0° 
Figura 4.4.6 Mensaje mostrado por mubodyna.m tras finalizar el análisis 






La Figura 4.4.8 muestra la evolución de la velocidad en la dirección z de las bolas 
izquierda y central a lo largo de la simulación. Analizando la gráfica se observa que, con 
cada choque con los reboteadores, las bolas ganan velocidad, ya que el coeficiente de 
restitución es mayor que 1. Por otro lado, cuando las bolas chocan entre sí, sí pierden 
velocidad. Para obtener esta gráfica, se ha escrito en MATLAB: 
 
>> plot(T,rd(:,10,3),'b',T,rd(:,11,3),'k') 
>> title('Velocidad en la dirección z de las bolas izquierda y central 
con el tiempo') 
>> xlabel('Tiempo [s]') 
>> ylabel('Velocidad [m/s]') 






Figura 4.4.8 Evolución de la velocidad lineal de la bolas izquierda y central en la dirección z con 
el tiempo 






4.5 Comparación entre los distintos modelos 
 
Los tiempos de computación para los distintos modelos se muestran en la Figura 4.5.1.  
Como se puede observar, la diferencia entre modelos y métodos de resolución de las 
ecuaciones de movimiento es notable. Para un mismo modelo, elegir el método estándar 
o el método del lagrangiano aumentado puede duplicar o incluso triplicar el tiempo de 
cálculo. El modelo que más tiempo de computación ha implicado es RaulBillar, pues es 
un sistema compuesto por 21 cuerpos, con más de 200 fuerzas entre ellos. Además, en 
este modelo 17 cuerpos están siempre en contacto (cada una de las bolas con el suelo), 
lo que implica que el programa calcule, para cada instante, la fuerza entre ellos. El 
tiempo de 26 horas es la mayor optimización que se ha logrado para este modelo, 
después de reducir las llamadas a funciones como el cálculo de la fuerza normal y de 
fricción e integrar las fórmulas en el código de las fuerzas esfera-plano y esfera-esfera. 
Han llegado a realizarse simulaciones de hasta 55 horas para lograr un tiempo de 
simulación de sólo 0,5 segundos. Para el resto de los modelos, al ser interacciones entre 
cuerpos no constantes en el tiempo, la duración del análisis es menor. El modelo 
RaulPinball tiene un tiempo de computación algo mayor por el número de cuerpos en 
interacción y fuerzas en acción.  
Se puede decir que los tiempos de computación son muy buenos para un software 
educativo y de investigación, no optimizado especialmente para su rapidez 
computacional. 
 















Tiempo de computación [s]
Figura 4.5.1 Tiempos de computación para los distintos modelos simulados en MUBODYNA 






 Capítulo 5. Marco regulador y entorno socio-
económico del proyecto. Planificación 
 
5.1 Normativa aplicable 
 
Al ser el presente trabajo un proyecto de investigación mediante simulación en MATLAB, 
no se ha encontrado ninguna norma o legislación que defina el proceso a seguir en la 
realización de las simulaciones. Si hubiera que seguir alguna norma de las existentes, 
al ser un proyecto de investigación y desarrollo, la norma UNE 166001:2006 [55], que 
establece los requisitos de planificación, organización, ejecución y control de proyectos 
de I+D+i, podría considerarse de aplicación, en un contexto profesional y no educativo. 
En relación con los modelos, se han seguido las normas establecidas por la WPA (World 
Pool Asociation) sobre tamaño del terreno de juego, de las bolas y de las paredes, así 
como las directrices sobre materiales [37]. Respecto al resto de modelos, tanto el 
péndulo de Newton como el giroscopio podrían considerarse como juguetes y, por lo 
tanto, ajustarse a la Directiva Europea 2009/48/CE sobre la Seguridad de los Juguetes. 
Sin embargo, en el punto 13 del Anexo I se especifica que dicha directiva no es de 
aplicación en el caso de “productos destinados a utilizarse con fines pedagógicos, como 
equipo científico, en colegios y otros contextos educativos bajo la vigilancia de 
instructores adultos” [56]. 
Podrían considerarse las normas referidas a los ensayos utilizados para obtener las 
propiedades de los materiales utilizados en los distintos modelos como, por ejemplo, las 
normas UNE-ISO 37:2013 y UNE-ISO 7743:2016 para obtener las propiedades del 
caucho, o la norma UNE-EN ISO 1775:2016 para la lana [57]. Sin embargo, ninguna de 
estas normas es aplicable al presente trabajo, pues en él no se determinan las 
propiedades de los materiales, sino que se desarrollan modelos en los que los cuerpos 










5.2 Propiedad intelectual 
 
La propiedad intelectual es el conjunto de derechos que corresponde a los autores y a 
otros titulares de una invención, obra literaria o artística y símbolos, nombres e imágenes 
utilizados en el comercio [58]. 
Se considera autor a alguna persona natural que crea alguna obra literaria, artística o 
científica. Son objetos de propiedad intelectual las creaciones originales literarias, 
artísticas o científicas expresadas por cualquier medio, tangible o intangible, 
actualmente utilizado o que sea inventado en el futuro [58]. 
La propiedad intelectual de este trabajo pertenece, por lo tanto, a su autor, el cual tiene 
derechos morales que permiten exigir el respeto a la integridad del estudio y a su no 
alteración, así como los derechos relacionados con la explotación del trabajo. 
Por otro lado, no es patentable pues se trata de un código generado sobre un programa 
ya creado, propiedad de varias universidades, al que se le han realizado modificaciones 
orientadas a la mejora de aspectos visuales, optimización de tiempos de computación y 
control del proceso de análisis. 
 
5.3 Impacto socio-económico del proyecto 
 
Como se ha mencionado en el Apartado 1.1, la simulación de sistemas multibody es 
utilizada en múltiples actividades, destacando actualmente su aplicación y desarrollo en 
el sector de la biomecánica [2], [3], ahorrando una suma importante de dinero en la 
fabricación de prototipos para su ensayo. Ensayos de esfuerzos en articulaciones para 
el desarrollo de prótesis, estudios de pisada o simulación de accidentes son algunos 
ejemplos de utilización de esta modelización. 
A nivel industrial, la dinámica multibody se utiliza, por ejemplo, para ensayar las 
suspensiones de un vehículo durante su fase de diseño [59], [60]. Es una herramienta 
que permite un importante ahorro al evitar la fabricación de prototipos de ensayo. 
Además, su desarrollo continuo hace que cada vez más empresas confíen en esta 
tecnología frente a otras modelizaciones como el FEM, pues este segundo permite 
ensayos en estática y ciertas aproximaciones dinámicas, mientras que los resultados 






proporcionados por la dinámica multicuerpo se refieren a sistemas dinámicos con 
valores exactos. 
Otro uso de la modelización multicuerpo, esta vez en el ámbito académico, es su 
aplicación en el diseño y ensayo de robots pasivos [61], capaces de funcionar durante 



















Figura 5.3.1 Robot pasivo PASIBOT, 
diseñado por el grupo MAQLAB de la 
Universidad Carlos III de Madrid [62] 
Figura 5.3.2 Robot pasivo BlueBiped 
diseñado por el Instituto de Tecnología de 
Nagoya [63] 






5.4 Presupuesto estimado 
 
A continuación, se detallan los gastos estimados en el desarrollo del presente trabajo, 
separando los conceptos en: recursos humanos, software, equipos y material fungible.  
 
Tabla 5.4.1 Desglose de los costes de recursos humanos 
Recursos humanos 
Tarea Horas Coste horario (€/h) Coste final (€) 
Tutorización de un Doctor en Ingeniería 
Mecánica para la redacción de un Trabajo Fin 
de Grado 
120 25 3.000,00 € 
Redacción de un Trabajo Fin de Grado por un 
Ingeniero Junior 
600 10 6.000,00 € 
TOTAL (Recursos humanos) 9.000,00 € 
 
Tabla 5.4.2 Desglose de los costes del software empleado 
Software empleado 
Software Ca (€) Ta (meses) Tu (meses) Cf (€) 
Windows 10  145,00 36 7 28,19 
MATLAB (Licencia académica)  153,00 48 7 22,31 
Microsoft Office 99,00 12 7 57,75 
Solid Edge Classic (2 meses) 584,00 2 2 584,00 
GeoGebra (versión gratuita) 0,00 - - 0,00 
TOTAL (Software) 692,25 € 
*Ca: coste de adquisición, Ta: tiempo estimado de amortización, Tu: tiempo estimado de uso, Cf: Coste 
final. 
Fuentes: microsoft.com, es.mathworks.com, products.office.com, plm.automation.siemens.com y 
geogebra.org. Para MATLAB se ha considerado un periodo de cuatro años (la duración del grado), periodo 
en el que los estudiantes de la Universidad Carlos III de Madrid disponen de una licencia gratuita. 
 
 
Tabla 5.4.3 Desglose de los costes de equipos empleados 
Equipos 
Hardware Ca (€) Uds. Ta (meses) Tu (meses) Vr (€) Cf (€) 
Ordenador portátil Sony Vaio 1100,00 1 60 7 350,00 87,50 
Ratón 24,70 1 36 7 0,00 4,80 
Plataforma refrigeradora para 
portátil 
30,00 1 48 7 0,00 4,38 
TOTAL (Equipos) 96,68 € 
*Ca: coste de adquisición, Ta: tiempo estimado de amortización, Tu: tiempo estimado de uso, Vr: valor 
residual tras la vida útil, Cf: Coste final. 
Fuente: amazon.com. 







Tabla 5.4.4 Desglose de los costes de material fungible 
Material fungible 
Material Cantidad Coste unitario (€/unidad) Coste final (€) 
Papel DIN-A4  25 hojas 0,053 1,32 
Bolígrafo multicolor 1 2,53 2,53 
Libreta tamaño A6 1 7,60 7,60 
TOTAL (Recursos humanos) 11,45 € 
Fuente: amazon.com. 
 
Tabla 5.4.5 Coste total del proyecto 
Concepto Precio (€) 
Recursos humanos 9.000,00 
Software 692,25 
Equipos 96,68 
Material fungible 11,45 
Subtotal 9.800,38 
+ I.V.A 21% 2.058,08 




En el Anexo 6 se incluye el diagrama de Gantt con el desarrollo de las distintas tareas 
que se han realizado a lo largo del proyecto. El trabajo se inició a finales de enero de 
este año, tras la finalización de los exámenes correspondientes al primer cuatrimestre.  
Al no tener experiencia previa con el software MATLAB, se realizó un curso básico online 
en el sitio oficial de Mathworks en el que se aprendieron los conocimientos esenciales y 
la sintaxis del lenguaje. Este curso, junto con la ayuda del tutor, permitieron alcanzar 
rápidamente un nivel bastante decente en el uso de MATLAB. Sin embargo, este 
programa es complejo y todas las semanas se aprende algo. El desarrollo de los 
modelos, la corrección de errores o la implementación de funciones obtenidas de la 
biblioteca online de Mathworks en MUBODYNA [16], [17] son tareas que aportan 
conocimientos complementarios y animan a seguir trabajando con MATLAB. 
Tras entender el funcionamiento básico de MATLAB se comenzó a profundizar en la 
MSD con la lectura de varios libros especializados en el tema propuestos por el tutor, 
destacando las obras de Paulo Flores y su equipo de trabajo de la Universidad de Miño 






[6], [12], [15]. Se comenzó a trabajar con MUBODYNA y a desarrollar pequeños modelos 
de aprendizaje para entender las funcionalidades del programa y su estructura. 
Una vez entendidos tanto MATLAB como MUBODYNA se comenzó a trabajar en el 
desarrollo de modelos propios. El primer modelo concebido fue RaulBillar. Es el modelo 
que más problemas ha dado, ya que, al ser tantos cuerpos en contacto (las bolas entre 
sí y con el suelo y las paredes), es el que más tiempo de computación consumía y mayor 
optimización ha necesitado. Los valores experimentales obtenidos de estudios previos 
en la materia [45], [46] fueron determinantes para reducir el tiempo de simulación hasta 
las 26 horas finales. Posteriormente, de forma casi simultánea, se comenzó a trabajar 
en los modelos RaulPenduloNewton y RaulPinball, profundizando en el estudio de la 
interacción esfera-esfera. Por último, se concibió el modelo RaulGiroscopio, el cual hubo 
que rediseñar al no disponer MUBODYNA de juntas que permitan dos rotaciones 
simultáneas. Los tiempos de recopilación de datos son elevados ya que algunos datos 
han sido difíciles de encontrar (por ejemplo, el módulo de Young y el coeficiente de 
Poisson del tapete del billar).  
Por último, tras finalizar el curso en junio y realizar prácticas curriculares desde mayo 
hasta agosto, se comenzó a redactar entonces la presente memoria, optimizando en el 
proceso los modelos en MATLAB y modificándolos para subsanar los errores que iban 
surgiendo, según las indicaciones del tutor. Durante este proceso de ensayo-error se 













 Capítulo 6. Conclusiones 
Tras analizar los modelos realizados, se puede observar que MUBODYNA es un 
programa útil para simular sistemas multicuerpo sencillos. Al ser un software educativo 
de creación reciente, presenta algunos problemas de optimización en términos de 
tiempos de computación, pero su estructura modular sencilla lo hace apto para 
estudiantes de ingeniería, incluso aunque no se haya trabajado con MATLAB 
anteriormente.  
Los modelos ensayados muestran resultados acordes con la realidad, lo que confirma 
la elección de valores realizada. Algunos de los modelos se han visto limitados por las 
funcionalidades actuales de MUBODYNA (por ejemplo, no se han podido implementar 
las troneras en el billar o los mecanismos de las palancas en el pinball) y otros han 
debido ser modelizados de forma “alternativa” (la unión de los ejes en el giroscopio no 
permitía dos rotaciones en una sola junta).  
Por otro lado, se puede confirmar que se han cumplido los objetivos propuestos al 
comienzo de esta memoria:  
▪ Se han descrito los fundamentos físicos de la MSD, sus conceptos 
fundamentales y los sistemas de coordenadas utilizados. 
 
▪ Se ha mostrado el funcionamiento de las ecuaciones de restricción de las juntas 
cinemáticas, las ecuaciones de movimiento y sus métodos de resolución. 
 
▪ Se ha explicado el funcionamiento del programa MUBODYNA y sus 
componentes, mostrando cómo definir un sistema mecánico en éste para su 
simulación. 
 
▪ Se han desarrollado cuatro modelos complejos y se ha verificado que los datos 
y condiciones introducidos eran correctas. 
 
▪ Se ha redactado una memoria de forma que cualquier estudiante de ingeniería 
que la consulte pueda ser capaz de desarrollar un modelo de simulación con 
MUBODYNA.  
Como se ha ido mostrando en los capítulos anteriores, MUBODYNA es un programa 
sencillo, versátil y con mucho potencial.






 Capítulo 7. Trabajos futuros  
MUBODYNA permite simular casi cualquier sistema mecánico que se le pueda ocurrir 
al usuario, por lo que sus límites están en la mente del usuario. 
Por otro lado, algunas de sus características son mejorables, como la variedad de juntas 
cinemáticas disponibles o la gama de fuerzas de contacto. Al ser el desarrollo de 
modelos computarizables un campo de investigación actualmente de interés [2], [4], es 
probable que existan ya más ecuaciones que puedan implementarse en MATLAB, así 
como optimizaciones de elementos ya incluidos en MUBODYNA. 
Una vez comprendidos los fundamentos de la MSD, se plantean como posibles trabajos 
futuros, en línea con los temas de investigación actuales, el desarrollo en MUBODYNA 
de un modelo de contacto pie-suelo o de un vehículo (en este segundo se podría utilizar 
la junta tipo disco y e implementar fricción entre superficies). 
Otro posible trabajo podría ser un análisis de sensibilidad de los modelos presentados 
en la presente memoria, en concreto del modelo RaulBillar, para encontrar las 
ecuaciones de fuerzas de contacto y fricción que permitan optimizar mejor el análisis, 
reducir el tiempo de simulación y obtener resultados aún más reales.  
Por último, se podrían mejorar algunos aspectos del programa animate.m, pues en la 
biblioteca online de MATLAB están disponibles multitud de funciones que permiten 
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Body = Body_struct; 
 
%Techo 
B1 = Body; 
B1.r = [1.5; 0; 1.5]; 
B1.mass = 1; 
B1.Jp = [1 0 0 
0 1 0 
0 0 1]; 
B1.poisson = 0.35; 
B1.modulus = 151.7e9; 
B1.ind=1; 
B1.color = 'k'; 
 
%Cable 1 
B2 = Body; 
B2.r = [0.35; 0; 1.5]; 
B2.mass = 0.2333162689; 
B2.Jp = [7.2911e-6 0 0 
0 0.01574883 0 
0 0 0.01574883]; 
B2.poisson = 0.35; 
B2.modulus = 151.7e9; 
B2.ind=2; 




B3 = Body; 
B3.r = [-0.2; 0; 1.5]; 
B3.mass = 33.0914; 
B3.Jp = [0.132366 0 0 
0 0.132366 0 
0 0 0.132366]; 
B3.poisson = 0.3; 
B3.modulus = 200e9; 
B3.ind=3; 




B4 = Body; 
B4.r = [1; 0; 1.05]; 
B4.mass = 0.2333162689; 
B4.Jp = [0.01574883 0 0 
0 0.01574883 0 
0 0 7.2911e-6]; 
B4.poisson = 0.35; 






B4.modulus = 151.7e9; 
B4.ind=4; 




B5 = Body; 
B5.r = [1; 0; 0.5]; 
B5.mass = 33.0914; 
B5.Jp = [0.132366 0 0 
0 0.132366 0 
0 0 0.132366]; 
B5.poisson = 0.3; 
B5.modulus = 200e9; 
B5.ind=5; 




B6 = Body; 
B6.r = [1.2; 0; 1.05]; 
B6.mass = 0.2333162689; 
B6.Jp = [0.01574883 0 0 
0 0.01574883 0 
0 0 7.2911e-6]; 
B6.poisson = 0.35; 
B6.modulus = 151.7e9; 
B6.ind=6; 




B7 = Body; 
B7.r = [1.2; 0; 0.5]; 
B7.mass = 33.0914; 
B7.Jp = [0.132366 0 0 
0 0.132366 0 
0 0 0.132366]; 
B7.poisson = 0.3; 
B7.modulus = 200e9; 
B7.ind=7; 




B8 = Body; 
B8.r = [1.4; 0; 1.05]; 
B8.mass = 0.2333162689; 
B8.Jp = [0.01574883 0 0 
0 0.01574883 0 
0 0 7.2911e-6]; 
B8.poisson = 0.35; 
B8.modulus = 151.7e9; 
B8.ind=8; 











B9 = Body; 
B9.r = [1.4; 0; 0.5]; 
B9.mass = 33.0914; 
B9.Jp = [0.132366 0 0 
0 0.132366 0 
0 0 0.132366]; 
B9.poisson = 0.3; 
B9.modulus = 200e9; 
B9.ind=9; 




B10 = Body; 
B10.r = [1.6; 0; 1.05]; 
B10.mass = 0.2333162689; 
B10.Jp = [0.01574883 0 0 
0 0.01574883 0 
0 0 7.2911e-6]; 
B10.poisson = 0.35; 
B10.modulus = 151.7e9; 
B10.ind=10; 




B11 = Body; 
B11.r = [1.6; 0; 0.5]; 
B11.mass = 33.0914; 
B11.Jp = [0.132366 0 0 
0 0.132366 0 
0 0 0.132366]; 
B11.poisson = 0.3; 
B11.modulus = 200e9; 
B11.ind=11; 
B11.color = 'b'; 
 
 





Point = Point_struct; 
  
%Fijar Cable 1 
P1 = Point; 
P1.Bindex = 1; 
P1.sPp = [-0.7; 0; 0]; 
  
P2 = Point; 
P2.Bindex = 2; 
P2.sPp = [0.45; 0; 0]; 
  






%Cable 1 - Bola 1 
P3 = Point; 
P3.Bindex = 2; 
P3.sPp = [-0.45; 0; 0]; 
  
P4 = Point; 
P4.Bindex = 3; 
P4.sPp = [0.1; 0; 0]; 
  
%Bola 1 
P5 = Point; 
P5.Bindex = 3; 
P5.sPp = [0; 0; 0]; 
  
%Fijar Cable 2 
P6 = Point; 
P6.Bindex = 1; 
P6.sPp = [-0.5; 0; 0]; 
  
P7 = Point; 
P7.Bindex = 4; 
P7.sPp = [0; 0; 0.45]; 
  
%Cable 2 - Bola 2 
P8 = Point; 
P8.Bindex = 4; 
P8.sPp = [0; 0; -0.45]; 
  
P9 = Point; 
P9.Bindex = 5; 
P9.sPp = [0; 0; 0.1]; 
  
%Bola 2 
P10 = Point; 
P10.Bindex = 5; 
P10.sPp = [0; 0; 0]; 
  
%Fijar Cable 3 
P11 = Point; 
P11.Bindex = 1; 
P11.sPp = [-0.3; 0; 0]; 
  
P12 = Point; 
P12.Bindex = 6; 
P12.sPp = [0; 0; 0.45]; 
  
%Cable 3 - Bola 3 
P13 = Point; 
P13.Bindex = 6; 
P13.sPp = [0; 0; -0.45]; 
  
P14 = Point; 
P14.Bindex = 7; 
P14.sPp = [0; 0; 0.1]; 
  
%Bola 3 
P15 = Point; 
P15.Bindex = 7; 






P15.sPp = [0; 0; 0]; 
  
%Fijar Cable 4 
P16 = Point; 
P16.Bindex = 1; 
P16.sPp = [-0.1; 0; 0]; 
  
P17 = Point; 
P17.Bindex = 8; 
P17.sPp = [0; 0; 0.45]; 
  
%Cable 4 - Bola 4 
P18 = Point; 
P18.Bindex = 8; 
P18.sPp = [0; 0; -0.45]; 
  
P19 = Point; 
P19.Bindex = 9; 
P19.sPp = [0; 0; 0.1]; 
  
%Bola 4 
P20 = Point; 
P20.Bindex = 9; 
P20.sPp = [0; 0; 0]; 
  
%Fijar Cable 5 
P21 = Point; 
P21.Bindex = 1; 
P21.sPp = [0.1; 0; 0]; 
  
P22 = Point; 
P22.Bindex = 10; 
P22.sPp = [0; 0; 0.45]; 
  
%Cable 5 - Bola 5 
P23 = Point; 
P23.Bindex = 10; 
P23.sPp = [0; 0; -0.45]; 
  
P24 = Point; 
P24.Bindex = 11; 
P24.sPp = [0; 0; 0.1]; 
  
%Bola 5 
P25 = Point; 
P25.Bindex = 11; 

















Vector = Vector1_struct; 
  
%Cable 1 - Techo 
    %Techo 
    V1 = Vector; 
    V1.Bindex = 1; 
    V1.sp = [0; 1; 0]; 
  
    %Cable 1 
    V2 = Vector; 
    V2.Bindex = 2; 
    V2.sp = [0; 1; 0]; 
  
%Bola 1 - Cable 1 
    %Cable 1 
    V3 = Vector; 
    V3.Bindex = 2; 
    V3.sp = [1; 0; 0]; 
  
    %Bola 1 
    V4 = Vector; 
    V4.Bindex = 3; 
    V4.sp = [1; 0; 0]; 
  
%Cable 2 - Techo 
    %Techo 
    V5 = Vector; 
    V5.Bindex = 1; 
    V5.sp = [0; 1; 0]; 
  
    %Cable 2 
    V6 = Vector; 
    V6.Bindex = 4; 
    V6.sp = [0; 1; 0]; 
  
%Bola 2 - Cable 2 
    %Cable 2 
    V7 = Vector; 
    V7.Bindex = 4; 
    V7.sp = [0; 0; 1]; 
  
    %Bola 2 
    V8 = Vector; 
    V8.Bindex = 5; 
    V8.sp = [0; 0; 1]; 
  
%Cable 3 - Techo 
    %Techo 
    V9 = Vector; 
    V9.Bindex = 1; 










    %Cable 3 
    V10 = Vector; 
    V10.Bindex = 6; 
    V10.sp = [0; 1; 0]; 
  
%Bola 3 - Cable 3 
    %Cable 3 
    V11 = Vector; 
    V11.Bindex = 6; 
    V11.sp = [0; 0; 1]; 
  
    %Bola 3 
    V12 = Vector; 
    V12.Bindex = 7; 
    V12.sp = [0; 0; 1]; 
  
%Cable 4 - Techo 
    %Techo 
    V13 = Vector; 
    V13.Bindex = 1; 
    V13.sp = [0; 1; 0]; 
  
    %Cable 4 
    V14 = Vector; 
    V14.Bindex = 8; 
    V14.sp = [0; 1; 0]; 
  
%Bola 4 - Cable 4 
    %Cable 4 
    V15 = Vector; 
    V15.Bindex = 8; 
    V15.sp = [0; 0; 1]; 
  
    %Bola 4 
    V16 = Vector; 
    V16.Bindex = 9; 
    V16.sp = [0; 0; 1]; 
  
%Cable 5 - Techo 
    %Techo 
    V17 = Vector; 
    V17.Bindex = 1; 
    V17.sp = [0; 1; 0]; 
  
    %Cable 5 
    V18 = Vector; 
    V18.Bindex = 10; 
    V18.sp = [0; 1; 0]; 
  
%Bola 5 - Cable 5 
    %Cable 5 
    V19 = Vector; 
    V19.Bindex = 10; 
    V19.sp = [0; 0; 1]; 
  
    %Bola 5 
    V20 = Vector; 
    V20.Bindex = 11; 
















Vector = Vector2_struct; 
     
%Para unir los centros de las bolas 1 Y 2     
V1 = Vector; 
V1.iPindex = 5; 
V1.jPindex = 10; 
  
%Para unir los centros de las bolas 2 Y 3     
V2 = Vector; 
V2.iPindex = 10; 
V2.jPindex = 15; 
  
%Para unir los centros de las bolas 3 Y 4     
V3 = Vector; 
V3.iPindex = 15; 
V3.jPindex = 20; 
  
%Para unir los centros de las bolas 4 Y 5     
V4 = Vector; 
V4.iPindex = 20; 
V4.jPindex = 25; 
  





Force = Force_struct; 
  
%Peso     
S1 = Force; 
S1.type = 'weight'; 
S1.gravity = 9.81; 
  
  
%Interacción entre las bolas 1 y 2 
S2 = Force; 
S2.type = 'sph_sph';    % sphere-sphere interaction 
S2.iPindex = 5;         % sphere 1 center  
S2.jPindex = 10;        % sphere 2 center 
S2.iBindex = 3;         % sphere 1 body 
S2.jBindex = 5;         % sphere 2 body 
S2.V2index = 1;         % vector 2 






S2.iRadius = 0.1;      
S2.jRadius = 0.1; 
S2.restitution = 1; 
S2.force_model = 'hertz'; 
S2.n_exponent = 1.5;   
S2.friction = false; 
S2.fric_model = 'coulomb'; 
S2.mu = 0.57; 
S2.mus = 0.74; 
  
  
%Interacción entre las bolas 2 y 3 
S3 = Force; 
S3.type = 'sph_sph';    % sphere-sphere interaction 
S3.iPindex = 10;        % sphere 2 center  
S3.jPindex = 15;        % sphere 3 center 
S3.iBindex = 5;         % sphere 2 body 
S3.jBindex = 7;         % sphere 3 body 
S3.V2index = 2;         % vector 2 
S3.iRadius = 0.1;      
S3.jRadius = 0.1; 
S3.restitution = 1; 
S3.force_model = 'hertz'; 
S3.n_exponent = 1.5;   
S3.friction = false; 
S3.fric_model = 'coulomb'; 
S3.mu = 0.57; 
S3.mus = 0.74; 
  
  
%Interacción entre las bolas 3 y 4 
S4 = Force; 
S4.type = 'sph_sph';    % sphere-sphere interaction 
S4.iPindex = 15;        % sphere 3 center  
S4.jPindex = 20;        % sphere 4 center 
S4.iBindex = 7;         % sphere 3 body 
S4.jBindex = 9;         % sphere 4 body 
S4.V2index = 3;         % vector 2 
S4.iRadius = 0.1;      
S4.jRadius = 0.1; 
S4.restitution = 1; 
S4.force_model = 'hertz'; 
S4.n_exponent = 1.5;   
S4.friction = false; 
S4.fric_model = 'coulomb'; 
S4.mu = 0.57; 
S4.mus = 0.74; 
  
%Interacción entre las bolas 4 y 5 
S5 = Force; 
S5.type = 'sph_sph';    % sphere-sphere interaction 
S5.iPindex = 20;        % sphere 4 center  
S5.jPindex = 25;        % sphere 5 center 
S5.iBindex = 9;         % sphere 4 body 
S5.jBindex = 11;         % sphere 5 body 
S5.V2index = 4;         % vector 2 
S5.iRadius = 0.1;      
S5.jRadius = 0.1; 
S5.restitution = 1; 






S5.force_model = 'hertz'; 
S5.n_exponent = 1.5;   
S5.friction = false; 
S5.fric_model = 'coulomb'; 
S5.mu = 0.57; 
S5.mus = 0.74; 
  





Joint = Joint_struct; 
  
%Fijar Techo 
J1 = Joint; 
J1.type = 'fix'; 
J1.iBindex = 1; 
  
%Cable 1 - Techo 
J2 = Joint; 
J2.type = 'rev'; 
J2.iPindex = 1; 
J2.jPindex = 2; 
J2.iVindex_a = 1; 
J2.jVindex_a = 2; 
  
%Cable 1 - Bola 1 
J3 = Joint; 
J3.type = 'rev'; 
J3.iPindex = 3; 
J3.jPindex = 4; 
J3.iVindex_a = 3; 
J3.jVindex_a = 4; 
  
%Cable 2 - Techo 
J4 = Joint; 
J4.type = 'rev'; 
J4.iPindex = 6; 
J4.jPindex = 7; 
J4.iVindex_a = 5; 
J4.jVindex_a = 6; 
  
%Cable 2 - Bola 2 
J5 = Joint; 
J5.type = 'rev'; 
J5.iPindex = 8; 
J5.jPindex = 9; 
J5.iVindex_a = 7; 
J5.jVindex_a = 8; 
  
%Cable 3 - Techo 
J6 = Joint; 
J6.type = 'rev'; 
J6.iPindex = 11; 
J6.jPindex = 12; 






J6.iVindex_a = 9; 
J6.jVindex_a = 10; 
  
%Cable 3 - Bola 3 
J7 = Joint; 
J7.type = 'rev'; 
J7.iPindex = 13; 
J7.jPindex = 14; 
J7.iVindex_a = 11; 
J7.jVindex_a = 12; 
  
%Cable 4 - Techo 
J8 = Joint; 
J8.type = 'rev'; 
J8.iPindex = 16; 
J8.jPindex = 17; 
J8.iVindex_a = 13; 
J8.jVindex_a = 14; 
  
%Cable 4 - Bola 4 
J9 = Joint; 
J9.type = 'rev'; 
J9.iPindex = 18; 
J9.jPindex = 19; 
J9.iVindex_a = 15; 
J9.jVindex_a = 16; 
  
%Cable 5 - Techo 
J10 = Joint; 
J10.type = 'rev'; 
J10.iPindex = 21; 
J10.jPindex = 22; 
J10.iVindex_a = 17; 
J10.jVindex_a = 18; 
  
%Cable 5 - Bola 5 
J11 = Joint; 
J11.type = 'rev'; 
J11.iPindex = 23; 
J11.jPindex = 24; 
J11.iVindex_a = 19; 
J11.jVindex_a = 20; 
  















Point = Point_struct; 
  
Points_anim = []; 
  
xmin = -0.3; xmax = 3; 
ymin = -0.5; ymax = 0.5; 
zmin = 0; zmax = 3; 
  
AZ = 20;    





Funct = Funct_struct; 
  





     
correct_ic = 'y'; 
t_final = 10; 
dt = 0.01; 




% 3D Animation 
include_global 
  
figure(1)   
  
% Plot body center points 
for i = 1:nB 
    text(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),sprintf('   --
r%.0f',i)) 
     
    if (mod(Bodies(i).ind,2) == 0) 
    plot3(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),'ko', ... 
    'MarkerFaceColor',Bodies(i).color,'MarkerSize',3)  
    axis equal;  
    hold on 
    end 






end    
  
%Plot points that are defined by 's' vectors 
for i = 1:nP 
    plot3(Points(i).rP(1),Points(i).rP(2),Points(i).rP(3),'ko', ... 
    'MarkerFaceColor','k','MarkerSize',5) 
end 
  
%Draw lines between body centers and points on those bodies 
for i = 1:nB    
    npts = length(Bodies(i).pts); 
    linecolor = [0.11 0.11 0.11]; 
     
    if (mod(Bodies(i).ind,2) == 0) 
    for j = 1:npts 
        if Bodies(i).ind == 1   
        else 
        line([Bodies(i).r(1),Points(Bodies(i).pts(j)).rP(1)], ... 
            [Bodies(i).r(2),Points(Bodies(i).pts(j)).rP(2)], ... 
            [Bodies(i).r(3),Points(Bodies(i).pts(j)).rP(3)], ... 
            'color',linecolor,'LineWidth',1) 
        end 
    end 




for i = 1:nB 
    if ((mod(Bodies(i).ind,2) ~= 0) && (Bodies(i).ind ~= 1)) 
    [xplot,yplot,zplot] = sphere; 
    Cplot = [0.62 0.63 0.67]; 
    surf(0.1*xplot+Bodies(i).r(1),0.1*yplot+Bodies(i).r(2), ... 
    0.1*zplot+Bodies(i).r(3),'Edgecolor',Cplot,'FaceColor',Cplot)      




x_s = [-0.3   3    3    -0.3]; 
y_s = [0.5   0.5   -0.5   -0.5]; 
rgb_s = [0.52 0.76 0.75]; 
patch(x_s,y_s,rgb_s)        
         
%Techo 
x_t = [0.6   1.8    1.8    0.6]; 
y_t = [0.5   0.5   -0.5   -0.5]; 
z_t = [1.5   1.5    1.5    1.5]; 
rgb_t = [0.84 0.84 0.84]; 
patch(x_t,y_t,z_t,rgb_t)        
  
%Parte inferior péndulo 
x_pi = [0.6   1.8    1.8    0.6]; 
y_pi = [0.5   0.5   -0.5   -0.5]; 
z_pi = [0     0      0      0]; 
patch(x_pi,y_pi,z_pi,rgb_t)        
  
%Sujetar techo 
%Pilar más cercano al 0 - izq 
x_pci = [0.6 0.6]; 
y_pci = [0.5 0.5]; 






z_pci = [0   1.5]; 
line(x_pci,y_pci,z_pci,'Color',rgb_t,'LineWidth',4); 
  
%Pilar más cercano al 0 - der 
x_pcd = [0.6   0.6]; 
y_pcd = [-0.5 -0.5]; 
z_pcd = [0     1.5]; 
line(x_pcd,y_pcd,z_pcd,'Color',rgb_t,'LineWidth',4); 
  
%Pilar más lejano al 0 - izq 
x_pli = [1.8 1.8]; 
y_pli = [0.5 0.5]; 
z_pli = [0   1.5]; 
line(x_pli,y_pli,z_pli,'Color',rgb_t,'LineWidth',4); 
  
%Pilar más lejano al 0 - der 
x_pld = [1.8   1.8]; 
y_pld = [-0.5 -0.5]; 
z_pld = [0     1.5]; 
line(x_pld,y_pld,z_pld,'Color',rgb_t,'LineWidth',4); 
  
view(3)              
grid on 
           
% Set axes 










% 3D Animation 
include_global 
  
figure(1)   
  
% Plot body center points 
for i = 1:nB 
    plot3(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),'ko', ... 
    'MarkerFaceColor',Bodies(i).color,'MarkerSize',3)  
    axis equal;  
    hold on 
    text(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),sprintf('   --
r%.0f',i)) 
end    
  
%Plot points that are defined by 's' vectors 
for i = 1:nP 
    plot3(Points(i).rP(1),Points(i).rP(2),Points(i).rP(3),'ko', ... 
    'MarkerFaceColor','k','MarkerSize',5) 
end 







%Draw lines between body centers and points on those bodies 
for i = 1:nB    
    npts = length(Bodies(i).pts); 
    linecolor = [0.11 0.11 0.11]; 
    if (mod(Bodies(i).ind,2) == 0) 
    for j = 1:npts 
        line([Bodies(i).r(1),Points(Bodies(i).pts(j)).rP(1)], ... 
            [Bodies(i).r(2),Points(Bodies(i).pts(j)).rP(2)], ... 
            [Bodies(i).r(3),Points(Bodies(i).pts(j)).rP(3)], ... 
            'color',linecolor,'LineWidth',1) 
    end 




for i = 1:nB    
    if ((mod(Bodies(i).ind,2) ~= 0) && (Bodies(i).ind ~= 1)) 
    Cplot = [0.62 0.63 0.67]; 
    
plotCircle3DR([Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3)],[0,1,0],0
.1,Cplot,1,Cplot);           
    end     
end       
  
%Suelo 
x_s = [-0.3 3]; 
y_s = [0 0]; 
z_s = [0 0]; 
rgb_s = [0.52 0.76 0.75]; 
line(x_s,y_s,z_s,'Color',rgb_s,'LineWidth',2.5)        
         
%Techo 
x_t = [0.6 1.8]; 
y_t = [0   0]; 
z_t = [1.5 1.5]; 
rgb_t = [0.84 0.84 0.84]; 
line(x_t,y_t,z_t,'Color',rgb_t,'LineWidth',2.5)     
  
%Parte inferior péndulo 
x_pi = [0.6 1.8]; 
y_pi = [0   0]; 
z_pi = [0   0]; 
line(x_pi,y_pi,z_pi,'Color',rgb_t,'LineWidth',2.5)        
  
%Sujetar techo 
%Pilar más cercano al 0 
x_pc = [0.6 0.6]; 
y_pc = [0   0]; 
z_pc = [0   1.5]; 
line(x_pc,y_pc,z_pc,'Color',rgb_t,'LineWidth',4); 
  
%Pilar más lejano al 0 
x_pl = [1.8 1.8]; 
y_pl = [0   0]; 










           
% Set axes 













Anexo 2. Plano del giroscopio 










Body = Body_struct; 
  
%Base 
B1 = Body;     
B1.r = [0; 0; 0]; 
B1.mass = 1.85; 
B1.Jp = [0.163185   0           0  
         0          0.0163185   0 
         0          0           0.0325677];  




B2 = Body;     
B2.r = [0; 0; 0.19]; 
B2.mass = 0.3135106; 
B2.Jp = [0.00320324   0           0  
         0            0.00320324  0 
         0            0           0.00000094053];  
B2.ind=2;    
    
  
%Enganche 
B3 = Body;     
B3.r = [0; 0.025; 0.34]; 
B3.mass = 0.4752073; 
B3.Jp = [0.0004316466   0                0  
         0              0.0000514807     0 
         0              0                0.0004118463];  




B4 = Body;     
B4.r = [0.013342449; 0.05; 0.34]; 
B4.mass = 3.4426596; 
B4.Jp = [0.012589024   0            0  
         0             0.148548895  0 
         0             0            0.148548895];  
B4.ind=4;  
  













Point = Point_struct; 
  
%Rotación Barra vertical - Base 
P1 = Point; 
P1.Bindex = 1; 
P1.sPp = [0; 0; 0.0075]; 
  
P2 = Point; 
P2.Bindex = 2; 
P2.sPp = [0; 0; -0.175]; 
  
  
%Rotación Barra vertical - Enganche 
P3 = Point; 
P3.Bindex = 2; 
P3.sPp = [0; 0; 0.15]; 
  
P4 = Point; 
P4.Bindex = 3; 
P4.sPp = [0; -0.025; 0]; 
  
  
%Rotación Enganche - Barra horizontal 
P5 = Point; 
P5.Bindex = 3; 
P5.sPp = [0; 0.025; 0]; 
  
P6 = Point; 
P6.Bindex = 4; 
P6.sPp = [-0.013342449; 0; 0]; 
  
  





Vector = Vector1_struct; 
  
%Rotación Barra vertical - Base 
V1 = Vector; 
V1.Bindex = 1; 
V1.sp = [0; 0; 1]; 
  
  
V2 = Vector; 
V2.Bindex = 2; 
V2.sp = [0; 0; 1]; 
 
  






%Rotación Barra vertical - Enganche 
V3 = Vector; 
V3.Bindex = 2; 
V3.sp = [0; 1; 0]; 
  
  
V4 = Vector; 
V4.Bindex = 3; 
V4.sp = [0; 1; 0]; 
  
%Rotación Barra vertical – Conjunto horizontal 
V5 = Vector; 
V5.Bindex = 3; 
V5.sp = [1; 0; 0]; 
  
  
V6 = Vector; 
V6.Bindex = 4; 
V6.sp = [1; 0; 0]; 
  
  





Vector = Vector2_struct; 
  
  





Force = Force_struct; 
   
%Peso     
S1 = Force; 
S1.type = 'weight'; 
S1.gravity = 9.81; 
  
  
%Momento en barra horizontal 
S2 = Force; 
S2.type = 'np';   
S2.iBindex = 4; 
S2.np = [20;0;0]; 
  
Forces = [S1;S2]; 
 









Joint = Joint_struct; 
  
%Fijar base 
J1 = Joint; 
J1.type = 'fix'; 
J1.iBindex = 1; 
  
%Base - Barra vertical 
J2 = Joint; 
J2.type = 'rev'; 
J2.iPindex = 1; 
J2.jPindex = 2; 
J2.iVindex_a = 1; 
J2.jVindex_a = 2; 
  
%Barra vertical - Enganche 
J3 = Joint; 
J3.type = 'rev'; 
J3.iPindex = 3; 
J3.jPindex = 4; 
J3.iVindex_a = 3; 
J3.jVindex_a = 4; 
  
%Enganche – Conjunto horizontal 
J4 = Joint; 
J4.type = 'rev'; 
J4.iPindex = 5; 
J4.jPindex = 6; 
J4.iVindex_a = 5; 
J4.jVindex_a = 6; 
  





Point = Point_struct; 
  
  
%Centro disco grande 
P7 = Point; 
P7.Bindex = 4; 
P7.sPp = [0.211657551; 0; 0]; 
  
%Centro contrapeso grande 
P8 = Point; 
P8.Bindex = 4; 
P8.sPp = [-0.203342449; 0; 0]; 
  
%Centro contrapeso pequeño 
P9 = Point; 






P9.Bindex = 4; 
P9.sPp = [-0.278342449; 0; 0];   
     
%Parte superior disco 
P10 = Point; 
P10.Bindex = 4; 
P10.sPp = [0.211657551; 0; 0.125];     
  
%Parte superior contrapeso grande 
P11 = Point; 
P11.Bindex = 4; 
P11.sPp = [-0.203342449; 0; 0.035];     
     
%Parte superior contrapeso pequeño 
P12 = Point; 
P12.Bindex = 4; 
P12.sPp = [-0.278342449; 0; 0.0125];  
  
%Extremo izquierdo barra horizontal 
P13 = Point; 
P13.Bindex = 4; 
P13.sPp = [-0.313342449; 0; 0];  
  
%Extremo derecho barra horizontal 
P14 = Point; 
P14.Bindex = 4; 
P14.sPp = [0.236657551; 0; 0];  
  
%Extremo superior barra vertical 
P15 = Point; 
P15.Bindex = 2; 
P15.sPp = [0; 0; 0.175];  
  
Points_anim = [P7;P8;P9;P10;P11;P12;P13;P14;P15]; 
  
xmin = -0.4; xmax = 0.4; 
ymin = -0.4; ymax = 0.4; 
zmin = 0; zmax = 0.5; 
  
AZ = 20;   





Funct = Funct_struct; 
  
Functs = []; 
 
 









     
correct_ic = 'y'; 
t_final = 4; 
dt = 0.005; 




% 3D Animation 
include_global 
  
figure(1)   
  
% Plot body center points 
for i = 1:nB 
    text(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),sprintf('   --
r%.0f',i)) 
    plot3(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),'ko', ... 
    'MarkerFaceColor',Bodies(i).color,'MarkerSize',3)  
    axis equal;  
    hold on 
end   
  
%Plot points that are defined by 's' vectors 
for i = 1:nP 
    if ((i == 7) || (i == 8) || (i == 9)) 
         
    else     
    plot3(Points(i).rP(1),Points(i).rP(2),Points(i).rP(3),'ko', ... 
    'MarkerFaceColor','k','MarkerSize',5) 
    end 
end 
  
%Draw lines between body centers and points on those bodies 
for i = 1:nB    
    npts = length(Bodies(i).pts); 
    linecolor = [0.11 0.11 0.11]; 
     
    if (Bodies(i).ind == 4) 
    line([Bodies(i).r(1),Points(Bodies(i).pts(8)).rP(1)], ... 
         [Bodies(i).r(2),Points(Bodies(i).pts(8)).rP(2)], ... 
         [Bodies(i).r(3),Points(Bodies(i).pts(8)).rP(3)], ... 
         'color',linecolor,'LineWidth',1) 
    line([Bodies(i).r(1),Points(Bodies(i).pts(9)).rP(1)], ... 
         [Bodies(i).r(2),Points(Bodies(i).pts(9)).rP(2)], ... 
         [Bodies(i).r(3),Points(Bodies(i).pts(9)).rP(3)], ... 
         'color',linecolor,'LineWidth',1)            
    else     
        for j = 1:npts 
            line([Bodies(i).r(1),Points(Bodies(i).pts(j)).rP(1)], ... 
                [Bodies(i).r(2),Points(Bodies(i).pts(j)).rP(2)], ... 
                [Bodies(i).r(3),Points(Bodies(i).pts(j)).rP(3)], ... 






                'color',linecolor,'LineWidth',1) 
         end    




 rgb_suelo = [0 0.2 1];    
    %DISCO 
        %Creo el vector normal 
        vector_gran = Points(7).rP - Points(14).rP; 
              
        %Lo guardo según el formato del plot 
        vectornormal_discgrande = [vector_gran(1), vector_gran(2), 
vector_gran(3)];  
                 
        %Grafico 
        
plotCircle3DR_giros([Points(7).rP(1),Points(7).rP(2),Points(7).rP(3)],
vectornormal_discgrande,0.125,[0 0 0],1,rgb_suelo); 
         
     
    %CONTRAPESO GRANDE 
        %Creo el vector normal 
        vector_med = Points(8).rP - Points(14).rP; 
         
        %Lo guardo según el formato del plot 
        vectornormal_discmed = [vector_med(1), vector_med(2), 
vector_med(3)];  
  
        %Grafico 
        
plotCircle3DR_giros([Points(8).rP(1),Points(8).rP(2),Points(8).rP(3)],
vectornormal_discmed,0.035,[0 0 0],1,rgb_suelo); 
     
    %CONTRAPESO PEQUEÑO 
        %Creo el vector normal 
        vector_peq = Points(9).rP - Points(14).rP; 
         
        %Lo guardo según el formato del plot 
        vectornormal_discmed = [vector_peq(1), vector_peq(2), 
vector_peq(3)];  
  
        %Grafico 
        
plotCircle3DR_giros([Points(9).rP(1),Points(9).rP(2),Points(9).rP(3)],
vectornormal_discmed,0.0125,[0 0 0],1,rgb_suelo); 
     
  
         
%Base 
     
    %Suelo 
    x_s = [0.1625    -0.1625     -0.1625     0.1625]; 
    y_s = [0.1625     0.1625     -0.1625    -0.1625]; 
    z_s = [0.015      0.015       0.015      0.015]; 
    patch(x_s,y_s,z_s,rgb_suelo);        
  






    %Rectángulo frontal 
    x_rf = [0.1625     0.1625     -0.1625    -0.1625]; 
    y_rf = [-0.1625   -0.1625     -0.1625    -0.1625]; 
    z_rf = [0.015      0           0          0.015]; 
    patch(x_rf,y_rf,z_rf,rgb_suelo);        
     
    %Rectángulo trasero 
    x_rt = [0.1625     0.1625     -0.1625    -0.1625]; 
    y_rt = [0.1625     0.1625      0.1625     0.1625]; 
    z_rt = [0.015      0           0          0.015]; 
    patch(x_rt,y_rt,z_rt,rgb_suelo);       
     
    %Rectángulo izquierdo 
    x_ri = [-0.1625    -0.1625     -0.1625     -0.1625]; 
    y_ri = [0.1625      0.1625     -0.1625     -0.1625]; 
    z_ri = [0.015       0           0           0.015]; 
    patch(x_ri,y_ri,z_ri,rgb_suelo);   
     
    %Rectángulo derecho 
    x_ri = [0.1625      0.1625      0.1625      0.1625]; 
    y_ri = [0.1625      0.1625     -0.1625     -0.1625]; 
    z_ri = [0.015       0           0           0.015]; 
    patch(x_ri,y_ri,z_ri,rgb_suelo); 
     
  
view(3)              
grid on 
           
% Set axes 
    axis([xmin xmax ymin ymax zmin zmax]); 
    view(AZ,EL); 
    xlabel('X') 
    ylabel('Y') 
    zlabel('Z') 
  
    hold off 
 
  










Body = Body_struct; 
  
%Superficie horizontal    
B1 = Body;     
B1.r = [0; 0; 0]; 
B1.mass = 36.87; 
B1.Jp = [1 0 0  
         0 1 0 
         0 0 1]; 
B1.p = [1;0;0;0]; 
B1.poisson = 0.38; 
B1.modulus = 3.1e9; 
B1.ind = 1; 
  
%Palo largo Izquierdo (PI) 
B2 = Body;    
B2.r = [0; 0.635; 0.027]; 
B2.mass = 14.106; 
B2.Jp = [1 0 0  
         0 1 0 
         0 0 1]; 
B2.poisson = 0.5; 
B2.modulus = 7e6; 
B2.ind = 2; 
  
%Palo largo Derecho (PD) 
B3 = Body;    
B3.r = [0; -0.635; 0.027]; 
B3.mass = 14.106; 
B3.Jp = [1 0 0  
         0 1 0 
         0 0 1]; 
B3.poisson = 0.5; 
B3.modulus = 7e6; 
B3.ind = 3; 
  
%Palo corto Fondo (PF) 
B4 = Body;    
B4.r = [1.27; 0; 0.027]; 
B4.mass = 6.353; 
B4.Jp = [1 0 0  
         0 1 0 
         0 0 1]; 
B4.poisson = 0.5; 
B4.modulus = 7e6; 
B4.ind = 4; 
  
%Palo corto Delante (PC) 
B5 = Body;    
B5.r = [-1.27; 0; 0.027]; 
B5.mass = 6.353; 
B5.Jp = [1 0 0  
         0 1 0 






         0 0 1]; 
B5.poisson = 0.5; 
B5.modulus = 7e6; 
B5.ind = 5; 
  
%Bola blanca 
B6 = Body;    
B6.r = [-0.635; 0; 0.028576]; 
B6.mass = 0.170; 
B6.Jp = [0.0000555      0       0  
         0          0.0000555   0 
         0              0   0.0000555]; 
B6.p = [1;0;0;0]; 
B6.poisson = 0.375; 
B6.modulus = 3.8e9; 
B6.r_dot = [10.729; 0; 0]; 
B6.ind = 6; 
  
%Bola amarilla -  1 
B7 = Body;    
B7.r = [0.635; 0; 0.028575]; 
B7.mass = 0.170; 
B7.Jp = [0.0000555      0       0  
         0          0.0000555   0 
         0              0   0.0000555]; 
B7.p = [1;0;0;0]; 
B7.poisson = 0.375; 
B7.modulus = 3.8e9; 
B7.ind = 7; 
  
%Bola amarilla a rayas - 9 
B8 = Body;    
B8.r = [0.6846780381; -0.0286816287; 0.028575]; 
B8.mass = 0.170; 
B8.Jp = [0.0000555      0       0  
         0          0.0000555   0 
         0              0   0.0000555]; 
B8.p = [1;0;0;0]; 
B8.poisson = 0.375; 
B8.modulus = 3.8e9; 
B8.ind = 8; 
  
  
%Bola azul - 2 
B9 = Body;    
B9.r = [0.6846780381; 0.0286816287; 0.028575]; 
B9.mass = 0.170; 
B9.Jp = [0.0000555      0       0  
         0          0.0000555   0 
         0              0   0.0000555]; 
B9.p = [1;0;0;0]; 
B9.poisson = 0.375; 
B9.modulus = 3.8e9; 
B9.ind = 9; 
  
  
%Bola azul a rayas - 10 
B10 = Body;    
B10.r = [0.7342907206; -0.0573255242; 0.028575]; 






B10.mass = 0.170; 
B10.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B10.p = [1;0;0;0]; 
B10.poisson = 0.375; 
B10.modulus = 3.8e9; 
B10.ind = 10; 
  
  
%Bola negra - 8 
B11 = Body;    
B11.r = [0.7342907206; 0; 0.028575]; 
B11.mass = 0.170; 
B11.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B11.p = [1;0;0;0]; 
B11.poisson = 0.375; 
B11.modulus = 3.8e9; 
B11.ind = 11; 
  
  
%Bola roja - 3 
B12 = Body;    
B12.r = [0.7342907206; 0.0573255242; 0.028575]; 
B12.mass = 0.170; 
B12.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B12.p = [1;0;0;0]; 
B12.poisson = 0.375; 
B12.modulus = 3.8e9; 
B12.ind = 12; 
  
  
%Bola roja a rayas - 11 
B13 = Body;    
B13.r = [0.7839219763; -0.0859801431; 0.028575]; 
B13.mass = 0.170; 
B13.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B13.p = [1;0;0;0]; 
B13.poisson = 0.375; 
B13.modulus = 3.8e9; 
B13.ind = 13; 
  
  
%Bola marrón - 7 
B14 = Body;    
B14.r = [0.7839219763; -0.028616099; 0.028575]; 
B14.mass = 0.170; 
B14.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B14.p = [1;0;0;0]; 
B14.poisson = 0.375; 
B14.modulus = 3.8e9; 






B14.ind = 14; 
  
  
%Bola verde a rayas - 14 
B15 = Body;    
B15.r = [0.7839219763; 0.028616099; 0.028575]; 
B15.mass = 0.170; 
B15.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B15.p = [1;0;0;0]; 
B15.poisson = 0.375; 
B15.modulus = 3.8e9; 
B15.ind = 15; 
  
  
%Bola morada - 4 
B16 = Body;    
B16.r = [0.7839219763; 0.0859801431; 0.028575]; 
B16.mass = 0.170; 
B16.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B16.p = [1;0;0;0]; 
B16.poisson = 0.375; 
B16.modulus = 3.8e9; 
B16.ind = 16; 
  
  
%Bola naranja - 5 
B17 = Body;    
B17.r = [0.8334667118; -0.1145848095; 0.028575]; 
B17.mass = 0.170; 
B17.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B17.p = [1;0;0;0]; 
B17.poisson = 0.375; 
B17.modulus = 3.8e9; 
B17.ind = 17; 
  
  
%Bola naranja a rayas - 13 
B18 = Body;    
B18.r = [0.8334667118; -0.0573186408; 0.028575]; 
B18.mass = 0.170; 
B18.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B18.p = [1;0;0;0]; 
B18.poisson = 0.375; 
B18.modulus = 3.8e9; 
B18.ind = 18; 
  
  
%Bola marrón a rayas - 15 
B19 = Body;    
B19.r = [0.8334667118; 0; 0.028575]; 






B19.mass = 0.170; 
B19.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B19.p = [1;0;0;0]; 
B19.poisson = 0.375; 
B19.modulus = 3.8e9; 
B19.ind = 19; 
  
  
%Bola verde - 6 
B20 = Body;    
B20.r = [0.8334667118; 0.0573186408; 0.028575]; 
B20.mass = 0.170; 
B20.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B20.p = [1;0;0;0]; 
B20.poisson = 0.375; 
B20.modulus = 3.8e9; 
B20.ind = 20; 
  
  
%Bola morada a rayas - 12 
B21 = Body;    
B21.r = [0.8334667118; 0.1145848095; 0.028575]; 
B21.mass = 0.170; 
B21.Jp = [0.0000555      0       0  
          0          0.0000555   0 
          0              0   0.0000555]; 
B21.p = [1;0;0;0]; 
B21.poisson = 0.375; 
B21.modulus = 3.8e9; 









Point = Point_struct; 
  
% Bola blanca     
P1 = Point;  
P1.Bindex = 6;  
P1.sPp = [0; 0; 0]; 
  
%Bola amarilla - 1 
P2 = Point;  
P2.Bindex = 7;  
P2.sPp = [0; 0; 0]; 
  
%Bola amarilla a rayas - 9 






P3 = Point;  
P3.Bindex = 8;  
P3.sPp = [0; 0; 0]; 
  
%Bola azul - 2 
P4 = Point;  
P4.Bindex = 9;  
P4.sPp = [0; 0; 0]; 
  
%Bola azul a rayas - 10 
P5 = Point;  
P5.Bindex = 10;  
P5.sPp = [0; 0; 0]; 
  
%Bola negra - 8 
P6 = Point;  
P6.Bindex = 11;  
P6.sPp = [0; 0; 0]; 
  
%Bola roja - 3 
P7 = Point;  
P7.Bindex = 12;  
P7.sPp = [0; 0; 0]; 
  
%Bola roja a rayas - 11 
P8 = Point;  
P8.Bindex = 13;  
P8.sPp = [0; 0; 0]; 
  
%Bola marrón - 7 
P9 = Point;  
P9.Bindex = 14;  
P9.sPp = [0; 0; 0]; 
  
%Bola verde a rayas - 14 
P10 = Point;  
P10.Bindex = 15;  
P10.sPp = [0; 0; 0]; 
  
%Bola morada - 4 
P11 = Point;  
P11.Bindex = 16;  
P11.sPp = [0; 0; 0]; 
  
%Bola naranja - 5 
P12 = Point;  
P12.Bindex = 17;  
P12.sPp = [0; 0; 0]; 
  
%Bola naranja a rayas - 13 
P13 = Point;  
P13.Bindex = 18;  
P13.sPp = [0; 0; 0]; 
  
%Bola marrón a rayas - 15 
P14 = Point;  
P14.Bindex = 19;  
P14.sPp = [0; 0; 0]; 







%Bola verde - 6 
P15 = Point;  
P15.Bindex = 20;  
P15.sPp = [0; 0; 0]; 
  
%Bola morada a rayas - 12 
P16 = Point;  
P16.Bindex = 21;  
P16.sPp = [0; 0; 0]; 
  
  





Vector = Vector1_struct; 
     





Vector = Vector2_struct; 
     
%Para unir los centros de la bola blanca y la bola 1     
V1 = Vector; 
V1.iPindex = 1; 
V1.jPindex = 2; 
  
%Para unir los centros de la bola blanca y la bola 9     
V2 = Vector; 
V2.iPindex = 1; 
V2.jPindex = 3; 
  
%Para unir los centros de la bola blanca y la bola 2     
V3 = Vector; 
V3.iPindex = 1; 
V3.jPindex = 4; 
  
%Para unir los centros de la bola blanca y la bola 10 
V4 = Vector; 
V4.iPindex = 1; 
V4.jPindex = 5; 
  
%Para unir los centros de la bola blanca y la bola 8 
V5 = Vector; 
V5.iPindex = 1; 
V5.jPindex = 6; 
  






%Para unir los centros de la bola blanca y la bola 3 
V6 = Vector; 
V6.iPindex = 1; 
V6.jPindex = 7; 
  
%Para unir los centros de la bola blanca y la bola 11 
V7 = Vector; 
V7.iPindex = 1; 
V7.jPindex = 8; 
  
%Para unir los centros de la bola blanca y la bola 7 
V8 = Vector; 
V8.iPindex = 1; 
V8.jPindex = 9; 
  
%Para unir los centros de la bola blanca y la bola 14 
V9 = Vector; 
V9.iPindex = 1; 
V9.jPindex = 10; 
  
%Para unir los centros de la bola blanca y la bola 4 
V10 = Vector; 
V10.iPindex = 1; 
V10.jPindex = 11; 
  
%Para unir los centros de la bola blanca y la bola 5 
V11 = Vector; 
V11.iPindex = 1; 
V11.jPindex = 12; 
  
%Para unir los centros de la bola blanca y la bola 13 
V12 = Vector; 
V12.iPindex = 1; 
V12.jPindex = 13; 
  
%Para unir los centros de la bola blanca y la bola 15 
V13 = Vector; 
V13.iPindex = 1; 
V13.jPindex = 14; 
  
%Para unir los centros de la bola blanca y la bola 6 
V14 = Vector; 
V14.iPindex = 1; 
V14.jPindex = 15; 
  
%Para unir los centros de la bola blanca y la bola 12 
V15 = Vector; 
V15.iPindex = 1; 




%Para unir los centros de la bola 1 y la bola 9     
V16 = Vector; 
V16.iPindex = 2; 
V16.jPindex = 3; 
  
%Para unir los centros de la bola 1 y la bola 2    






V17 = Vector; 
V17.iPindex = 2; 
V17.jPindex = 4; 
  
%Para unir los centros de la bola 1 y la bola 10     
V18 = Vector; 
V18.iPindex = 2; 
V18.jPindex = 5; 
  
%Para unir los centros de la bola 1 y la bola 8 
V19 = Vector; 
V19.iPindex = 2; 
V19.jPindex = 6; 
  
%Para unir los centros de la bola 1 y la bola 3 
V20 = Vector; 
V20.iPindex = 2; 
V20.jPindex = 7; 
  
%Para unir los centros de la bola 1 y la bola 11 
V21 = Vector; 
V21.iPindex = 2; 
V21.jPindex = 8; 
  
%Para unir los centros de la bola 1 y la bola 7 
V22 = Vector; 
V22.iPindex = 2; 
V22.jPindex = 9; 
  
%Para unir los centros de la bola 1 y la bola 14 
V23 = Vector; 
V23.iPindex = 2; 
V23.jPindex = 10; 
  
%Para unir los centros de la bola 1 y la bola 4 
V24 = Vector; 
V24.iPindex = 2; 
V24.jPindex = 11; 
  
%Para unir los centros de la bola 1 y la bola 5 
V25 = Vector; 
V25.iPindex = 2; 
V25.jPindex = 12; 
  
%Para unir los centros de la bola 1 y la bola 13 
V26 = Vector; 
V26.iPindex = 2; 
V26.jPindex = 13; 
  
%Para unir los centros de la bola 1 y la bola 15 
V27 = Vector; 
V27.iPindex = 2; 
V27.jPindex = 14; 
  
%Para unir los centros de la bola 1 y la bola 6 
V28 = Vector; 
V28.iPindex = 2; 
V28.jPindex = 15; 







%Para unir los centros de la bola 1 y la bola 12 
V29 = Vector; 
V29.iPindex = 2; 




%Para unir los centros de la bola 9 y la bola 2 
V30 = Vector; 
V30.iPindex = 3; 
V30.jPindex = 4; 
  
%Para unir los centros de la bola 9 y la bola 10 
V31 = Vector; 
V31.iPindex = 3; 
V31.jPindex = 5; 
  
%Para unir los centros de la bola 9 y la bola 8 
V32 = Vector; 
V32.iPindex = 3; 
V32.jPindex = 6; 
  
%Para unir los centros de la bola 9 y la bola 3 
V33 = Vector; 
V33.iPindex = 3; 
V33.jPindex = 7; 
  
%Para unir los centros de la bola 9 y la bola 11 
V34 = Vector; 
V34.iPindex = 3; 
V34.jPindex = 8; 
  
%Para unir los centros de la bola 9 y la bola 7 
V35 = Vector; 
V35.iPindex = 3; 
V35.jPindex = 9; 
  
%Para unir los centros de la bola 9 y la bola 14 
V36 = Vector; 
V36.iPindex = 3; 
V36.jPindex = 10; 
  
%Para unir los centros de la bola 9 y la bola 4 
V37 = Vector; 
V37.iPindex = 3; 
V37.jPindex = 11; 
  
%Para unir los centros de la bola 9 y la bola 5 
V38 = Vector; 
V38.iPindex = 3; 
V38.jPindex = 12; 
  
%Para unir los centros de la bola 9 y la bola 13 
V39 = Vector; 
V39.iPindex = 3; 
V39.jPindex = 13; 
  






%Para unir los centros de la bola 9 y la bola 15 
V40 = Vector; 
V40.iPindex = 3; 
V40.jPindex = 14; 
  
%Para unir los centros de la bola 9 y la bola 6 
V41 = Vector; 
V41.iPindex = 3; 
V41.jPindex = 15; 
  
%Para unir los centros de la bola 9 y la bola 12 
V42 = Vector; 
V42.iPindex = 3; 




%Para unir los centros de la bola 2 y la bola 10 
V43 = Vector; 
V43.iPindex = 4; 
V43.jPindex = 5; 
  
%Para unir los centros de la bola 2 y la bola 8 
V44 = Vector; 
V44.iPindex = 4; 
V44.jPindex = 6; 
  
%Para unir los centros de la bola 2 y la bola 3 
V45 = Vector; 
V45.iPindex = 4; 
V45.jPindex = 7; 
  
%Para unir los centros de la bola 2 y la bola 11 
V46 = Vector; 
V46.iPindex = 4; 
V46.jPindex = 8; 
  
%Para unir los centros de la bola 2 y la bola 7 
V47 = Vector; 
V47.iPindex = 4; 
V47.jPindex = 9; 
  
%Para unir los centros de la bola 2 y la bola 14 
V48 = Vector; 
V48.iPindex = 4; 
V48.jPindex = 10; 
  
%Para unir los centros de la bola 2 y la bola 4 
V49 = Vector; 
V49.iPindex = 4; 
V49.jPindex = 11; 
  
%Para unir los centros de la bola 2 y la bola 5 
V50 = Vector; 
V50.iPindex = 4; 
V50.jPindex = 12; 
  
%Para unir los centros de la bola 2 y la bola 13 






V51 = Vector; 
V51.iPindex = 4; 
V51.jPindex = 13; 
  
%Para unir los centros de la bola 2 y la bola 15 
V52 = Vector; 
V52.iPindex = 4; 
V52.jPindex = 14; 
  
%Para unir los centros de la bola 2 y la bola 6 
V53 = Vector; 
V53.iPindex = 4; 
V53.jPindex = 15; 
  
%Para unir los centros de la bola 2 y la bola 12 
V54 = Vector; 
V54.iPindex = 4; 




%Para unir los centros de la bola 10 y la bola 8 
V55 = Vector; 
V55.iPindex = 5; 
V55.jPindex = 6; 
  
%Para unir los centros de la bola 10 y la bola 3 
V56 = Vector; 
V56.iPindex = 5; 
V56.jPindex = 7; 
  
%Para unir los centros de la bola 10 y la bola 11 
V57 = Vector; 
V57.iPindex = 5; 
V57.jPindex = 8; 
  
%Para unir los centros de la bola 10 y la bola 7 
V58 = Vector; 
V58.iPindex = 5; 
V58.jPindex = 9; 
  
%Para unir los centros de la bola 10 y la bola 14 
V59 = Vector; 
V59.iPindex = 5; 
V59.jPindex = 10; 
  
%Para unir los centros de la bola 10 y la bola 4 
V60 = Vector; 
V60.iPindex = 5; 
V60.jPindex = 11; 
  
%Para unir los centros de la bola 2 y la bola 5 
V61 = Vector; 
V61.iPindex = 5; 
V61.jPindex = 12; 
  
%Para unir los centros de la bola 10 y la bola 13 
V62 = Vector; 






V62.iPindex = 5; 
V62.jPindex = 13; 
  
%Para unir los centros de la bola 10 y la bola 15 
V63 = Vector; 
V63.iPindex = 5; 
V63.jPindex = 14; 
  
%Para unir los centros de la bola 10 y la bola 6 
V64 = Vector; 
V64.iPindex = 5; 
V64.jPindex = 15; 
  
%Para unir los centros de la bola 10 y la bola 12 
V65 = Vector; 
V65.iPindex = 5; 




%Para unir los centros de la bola 8 y la bola 3 
V66 = Vector; 
V66.iPindex = 6; 
V66.jPindex = 7; 
  
%Para unir los centros de la bola 8 y la bola 11 
V67 = Vector; 
V67.iPindex = 6; 
V67.jPindex = 8; 
  
%Para unir los centros de la bola 8 y la bola 7 
V68 = Vector; 
V68.iPindex = 6; 
V68.jPindex = 9; 
  
%Para unir los centros de la bola 8 y la bola 14 
V69 = Vector; 
V69.iPindex = 6; 
V69.jPindex = 10; 
  
%Para unir los centros de la bola 8 y la bola 4 
V70 = Vector; 
V70.iPindex = 6; 
V70.jPindex = 11; 
  
%Para unir los centros de la bola 8 y la bola 5 
V71 = Vector; 
V71.iPindex = 6; 
V71.jPindex = 12; 
  
%Para unir los centros de la bola 8 y la bola 13 
V72 = Vector; 
V72.iPindex = 6; 
V72.jPindex = 13; 
  
%Para unir los centros de la bola 8 y la bola 15 
V73 = Vector; 
V73.iPindex = 6; 






V73.jPindex = 14; 
  
%Para unir los centros de la bola 8 y la bola 6 
V74 = Vector; 
V74.iPindex = 6; 
V74.jPindex = 15; 
  
%Para unir los centros de la bola 8 y la bola 12 
V75 = Vector; 
V75.iPindex = 6; 




%Para unir los centros de la bola 3 y la bola 11 
V76 = Vector; 
V76.iPindex = 7; 
V76.jPindex = 8; 
  
%Para unir los centros de la bola 3 y la bola 7 
V77 = Vector; 
V77.iPindex = 7; 
V77.jPindex = 9; 
  
%Para unir los centros de la bola 3 y la bola 14 
V78 = Vector; 
V78.iPindex = 7; 
V78.jPindex = 10; 
  
%Para unir los centros de la bola 3 y la bola 4 
V79 = Vector; 
V79.iPindex = 7; 
V79.jPindex = 11; 
  
%Para unir los centros de la bola 3 y la bola 5 
V80 = Vector; 
V80.iPindex = 7; 
V80.jPindex = 12; 
  
%Para unir los centros de la bola 3 y la bola 13 
V81 = Vector; 
V81.iPindex = 7; 
V81.jPindex = 13; 
  
%Para unir los centros de la bola 3 y la bola 15 
V82 = Vector; 
V82.iPindex = 7; 
V82.jPindex = 14; 
  
%Para unir los centros de la bola 3 y la bola 6 
V83 = Vector; 
V83.iPindex = 7; 
V83.jPindex = 15; 
  
%Para unir los centros de la bola 3 y la bola 12 
V84 = Vector; 
V84.iPindex = 7; 
V84.jPindex = 16; 









%Para unir los centros de la bola 11 y la bola 7 
V85 = Vector; 
V85.iPindex = 8; 
V85.jPindex = 9; 
  
%Para unir los centros de la bola 11 y la bola 14 
V86 = Vector; 
V86.iPindex = 8; 
V86.jPindex = 10; 
  
%Para unir los centros de la bola 11 y la bola 4 
V87 = Vector; 
V87.iPindex = 8; 
V87.jPindex = 11; 
  
%Para unir los centros de la bola 11 y la bola 5 
V88 = Vector; 
V88.iPindex = 8; 
V88.jPindex = 12; 
  
%Para unir los centros de la bola 11 y la bola 13 
V89 = Vector; 
V89.iPindex = 8; 
V89.jPindex = 13; 
  
%Para unir los centros de la bola 11 y la bola 15 
V90 = Vector; 
V90.iPindex = 8; 
V90.jPindex = 14; 
  
%Para unir los centros de la bola 11 y la bola 6 
V91 = Vector; 
V91.iPindex = 8; 
V91.jPindex = 15; 
  
%Para unir los centros de la bola 11 y la bola 12 
V92 = Vector; 
V92.iPindex = 8; 




%Para unir los centros de la bola 7 y la bola 14 
V93 = Vector; 
V93.iPindex = 9; 
V93.jPindex = 10; 
  
%Para unir los centros de la bola 7 y la bola 4 
V94 = Vector; 
V94.iPindex = 9; 
V94.jPindex = 11; 
  
%Para unir los centros de la bola 7 y la bola 5 
V95 = Vector; 
V95.iPindex = 9; 






V95.jPindex = 12; 
  
%Para unir los centros de la bola 7 y la bola 13 
V96 = Vector; 
V96.iPindex = 9; 
V96.jPindex = 13; 
  
%Para unir los centros de la bola 7 y la bola 15 
V97 = Vector; 
V97.iPindex = 9; 
V97.jPindex = 14; 
  
%Para unir los centros de la bola 7 y la bola 6 
V98 = Vector; 
V98.iPindex = 9; 
V98.jPindex = 15; 
  
%Para unir los centros de la bola 7 y la bola 12 
V99 = Vector; 
V99.iPindex = 9; 




%Para unir los centros de la bola 14 y la bola 4 
V100 = Vector; 
V100.iPindex = 10; 
V100.jPindex = 11; 
  
%Para unir los centros de la bola 14 y la bola 5 
V101 = Vector; 
V101.iPindex = 10; 
V101.jPindex = 12; 
  
%Para unir los centros de la bola 14 y la bola 13 
V102 = Vector; 
V102.iPindex = 10; 
V102.jPindex = 13; 
  
%Para unir los centros de la bola 14 y la bola 15 
V103 = Vector; 
V103.iPindex = 10; 
V103.jPindex = 14; 
  
%Para unir los centros de la bola 14 y la bola 6 
V104 = Vector; 
V104.iPindex = 10; 
V104.jPindex = 15; 
  
%Para unir los centros de la bola 14 y la bola 12 
V105 = Vector; 
V105.iPindex = 10; 





%Para unir los centros de la bola 4 y la bola 5 






V106 = Vector; 
V106.iPindex = 11; 
V106.jPindex = 12; 
  
%Para unir los centros de la bola 4 y la bola 13 
V107 = Vector; 
V107.iPindex = 11; 
V107.jPindex = 13; 
  
%Para unir los centros de la bola 4 y la bola 15 
V108 = Vector; 
V108.iPindex = 11; 
V108.jPindex = 14; 
  
%Para unir los centros de la bola 4 y la bola 6 
V109 = Vector; 
V109.iPindex = 11; 
V109.jPindex = 15; 
  
%Para unir los centros de la bola 4 y la bola 12 
V110 = Vector; 
V110.iPindex = 11; 




%Para unir los centros de la bola 5 y la bola 13 
V111 = Vector; 
V111.iPindex = 12; 
V111.jPindex = 13; 
  
%Para unir los centros de la bola 5 y la bola 15 
V112 = Vector; 
V112.iPindex = 12; 
V112.jPindex = 14; 
  
%Para unir los centros de la bola 5 y la bola 6 
V113 = Vector; 
V113.iPindex = 12; 
V113.jPindex = 15; 
  
%Para unir los centros de la bola 5 y la bola 12 
V114 = Vector; 
V114.iPindex = 12; 




%Para unir los centros de la bola 13 y la bola 15 
V115 = Vector; 
V115.iPindex = 13; 
V115.jPindex = 14; 
  
%Para unir los centros de la bola 13 y la bola 6 
V116 = Vector; 
V116.iPindex = 13; 
V116.jPindex = 15; 
  






%Para unir los centros de la bola 13 y la bola 12 
V117 = Vector; 
V117.iPindex = 13; 




%Para unir los centros de la bola 15 y la bola 6 
V118 = Vector; 
V118.iPindex = 14; 
V118.jPindex = 15; 
  
%Para unir los centros de la bola 15 y la bola 12 
V119 = Vector; 
V119.iPindex = 14; 




%Para unir los centros de la bola 6 y la bola 12 
V120 = Vector; 
V120.iPindex = 15; 
V120.jPindex = 16; 
  
     
Vectors2 = [V1;V2;V3;V4;V5;V6;V7;V8;V9;... 
        V10;V11;V12;V13;V14;V15;V16;V17;V18;V19;... 
        V20;V21;V22;V23;V24;V25;V26;V27;V28;V29;... 
        V30;V31;V32;V33;V34;V35;V36;V37;V38;V39;... 
        V40;V41;V42;V43;V44;V45;V46;V47;V48;V49;... 
        V50;V51;V52;V53;V54;V55;V56;V57;V58;V59;... 
        V60;V61;V62;V63;V64;V65;V66;V67;V68;V69;... 
        V70;V71;V72;V73;V74;V75;V76;V77;V78;V79;... 
        V80;V81;V82;V83;V84;V85;V86;V87;V88;V89;... 
        V90;V91;V92;V93;V94;V95;V96;V97;V98;V99;... 
        V100;V101;V102;V103;V104;V105;V106;V107;V108;V109;... 





Force = Force_struct; 
  
%Peso 
S1 = Force; 
S1.type = 'weight';    % include the weight 
S1.gravity = 9.81; 
  
%%%%%%%%%%%%%%%%%%% BOLA BLANCA 
%Bola Blanca - Super. horizontal 
S2 = Force; 
S2.type = 'sph_pln_billar'; 
S2.iPindex = 1; % shp 
S2.iBindex = 6; %shp 
S2.jBindex = 1; %plane 






S2.plane_normal_vector = [0;0;1]; 
S2.sphere_radius = 0.028575; 
S2.restitution = 1; 
S2.force_model = 'hertz'; 
S2.n_exponent =  1.5; 
S2.friction = true; 
S2.fric_model = 'linear'; 
S2.mu = 0.2; 
S2.mus = 0.015; 
  
%Bola Blanca - Palo largo izquierdo 
S3 = Force; 
S3.type = 'sph_pln_billar_pared'; 
S3.iPindex = 1; % shp 
S3.iBindex = 6; %shp 
S3.jBindex = 2; %plane 
S3.plane_normal_vector = [0;-1;0]; 
S3.sphere_radius = 0.028575; 
S3.restitution = 0.85; 
S3.force_model = 'lankarani'; 
S3.n_exponent =  1.5; 
S3.friction = false; 
  
%Bola Blanca - Palo largo derecho 
S4 = Force; 
S4.type = 'sph_pln_billar_pared'; 
S4.iPindex = 1; % shp 
S4.iBindex = 6; %shp 
S4.jBindex = 3; %plane 
S4.plane_normal_vector = [0;1;0]; 
S4.sphere_radius = 0.028575; 
S4.restitution = 0.85; 
S4.force_model = 'lankarani'; 
S4.n_exponent =  1.5; 
S4.friction = false; 
  
%Bola Blanca - Palo corto fondo 
S5 = Force; 
S5.type = 'sph_pln_billar_pared'; 
S5.iPindex = 1; % shp 
S5.iBindex = 6; %shp 
S5.jBindex = 4; %plane 
S5.plane_normal_vector = [-1;0;0]; 
S5.sphere_radius = 0.028575; 
S5.restitution = 0.85; 
S5.force_model = 'lankarani'; 
S5.n_exponent =  1.5; 
S5.friction = false; 
  
%Bola Blanca - Palo corto delante 
S6 = Force; 
S6.type = 'sph_pln_billar_pared'; 
S6.iPindex = 1; % shp 
S6.iBindex = 6; %shp 
S6.jBindex = 5; %plane 
S6.plane_normal_vector = [1;0;0]; 
S6.sphere_radius = 0.028575; 
S6.restitution = 0.85; 
S6.force_model = 'lankarani'; 
S6.n_exponent =  1.5; 






S6.friction = false; 
  
%Bola blanca - Bola 1 
S7 = Force; 
S7.type = 'sph_sph_billar'; 
S7.iPindex = 1; % bola blanca 
S7.jPindex = 2; % bola 1 
S7.iBindex = 6; % bola blanca 
S7.jBindex = 7; % bola 1 
S7.V2index = 1; 
S7.iRadius = 0.028575;  
S7.jRadius = 0.028575; 
S7.restitution = 0.93; 
S7.force_model = 'lankarani'; 
S7.n_exponent =  1.5; 
S7.friction = true; 
S7.fric_model = 'Threlfall'; 
S7.mu = 0.06; 
  
%Bola blanca - Bola 9 
S8 = Force; 
S8.type = 'sph_sph_billar'; 
S8.iPindex = 1; % bola blanca 
S8.jPindex = 3; % bola 9 
S8.iBindex = 6; % bola blanca 
S8.jBindex = 8; % bola 9 
S8.V2index = 2; 
S8.iRadius = 0.028575;  
S8.jRadius = 0.028575; 
S8.restitution = 0.93; 
S8.force_model = 'lankarani'; 
S8.n_exponent =  1.5; 
S8.friction = true; 
S8.fric_model = 'Threlfall'; 
S8.mu = 0.06; 
  
%Bola blanca - Bola 2 
S9 = Force; 
S9.type = 'sph_sph_billar'; 
S9.iPindex = 1; % bola blanca 
S9.jPindex = 4; % bola 2 
S9.iBindex = 6; % bola blanca 
S9.jBindex = 9; % bola 2 
S9.V2index = 3; 
S9.iRadius = 0.028575;  
S9.jRadius = 0.028575; 
S9.restitution = 0.93; 
S9.force_model = 'lankarani'; 
S9.n_exponent =  1.5; 
S9.friction = true; 
S9.fric_model = 'Threlfall'; 
S9.mu = 0.06; 
  
%Bola blanca - Bola 10 
S10 = Force; 
S10.type = 'sph_sph_billar'; 
S10.iPindex = 1; % bola blanca 
S10.jPindex = 5; % bola 10 
S10.iBindex = 6; % bola blanca 
S10.jBindex = 10; % bola 10 






S10.V2index = 4; 
S10.iRadius = 0.028575;  
S10.jRadius = 0.028575; 
S10.restitution = 0.93; 
S10.force_model = 'lankarani'; 
S10.n_exponent =  1.5; 
S10.friction = true; 
S10.fric_model = 'Threlfall'; 
S10.mu = 0.06; 
  
%Bola blanca - Bola 8 
S11 = Force; 
S11.type = 'sph_sph_billar'; 
S11.iPindex = 1; % bola blanca 
S11.jPindex = 6; % bola 8 
S11.iBindex = 6; % bola blanca 
S11.jBindex = 11; % bola 8 
S11.V2index = 5; 
S11.iRadius = 0.028575;  
S11.jRadius = 0.028575; 
S11.restitution = 0.93; 
S11.force_model = 'lankarani'; 
S11.n_exponent =  1.5; 
S11.friction = true; 
S11.fric_model = 'Threlfall'; 
S11.mu = 0.06; 
  
%Bola blanca - Bola 3 
S12 = Force; 
S12.type = 'sph_sph_billar'; 
S12.iPindex = 1; % bola blanca 
S12.jPindex = 7; % bola 3 
S12.iBindex = 6; % bola blanca 
S12.jBindex = 12; % bola 3 
S12.V2index = 6; 
S12.iRadius = 0.028575;  
S12.jRadius = 0.028575; 
S12.restitution = 0.93; 
S12.force_model = 'lankarani'; 
S12.n_exponent =  1.5; 
S12.friction = true; 
S12.fric_model = 'Threlfall'; 
S12.mu = 0.06; 
  
%Bola blanca - Bola 11 
S13 = Force; 
S13.type = 'sph_sph_billar'; 
S13.iPindex = 1; % bola blanca 
S13.jPindex = 8; % bola 11 
S13.iBindex = 6; % bola blanca 
S13.jBindex = 13; % bola 11 
S13.V2index = 7; 
S13.iRadius = 0.028575;  
S13.jRadius = 0.028575; 
S13.restitution = 0.93; 
S13.force_model = 'lankarani'; 
S13.n_exponent =  1.5; 
S13.friction = true; 
S13.fric_model = 'Threlfall'; 
S13.mu = 0.06; 







%Bola blanca - Bola 7 
S14 = Force; 
S14.type = 'sph_sph_billar'; 
S14.iPindex = 1; % bola blanca 
S14.jPindex = 9; % bola 7 
S14.iBindex = 6; % bola blanca 
S14.jBindex = 14; % bola 7 
S14.V2index = 8; 
S14.iRadius = 0.028575;  
S14.jRadius = 0.028575; 
S14.restitution = 0.93; 
S14.force_model = 'lankarani'; 
S14.n_exponent =  1.5; 
S14.friction = true; 
S14.fric_model = 'Threlfall'; 
S14.mu = 0.06; 
  
%Bola blanca - Bola 14 
S15 = Force; 
S15.type = 'sph_sph_billar'; 
S15.iPindex = 1; % bola blanca 
S15.jPindex = 10; % bola 14 
S15.iBindex = 6; % bola blanca 
S15.jBindex = 15; % bola 14 
S15.V2index = 9; 
S15.iRadius = 0.028575;  
S15.jRadius = 0.028575; 
S15.restitution = 0.93; 
S15.force_model = 'lankarani'; 
S15.n_exponent =  1.5; 
S15.friction = true; 
S15.fric_model = 'Threlfall'; 
S15.mu = 0.06; 
  
%Bola blanca - Bola 4 
S16 = Force; 
S16.type = 'sph_sph_billar'; 
S16.iPindex = 1; % bola blanca 
S16.jPindex = 11; % bola 4 
S16.iBindex = 6; % bola blanca 
S16.jBindex = 16; % bola 4 
S16.V2index = 10; 
S16.iRadius = 0.028575;  
S16.jRadius = 0.028575; 
S16.restitution = 0.93; 
S16.force_model = 'lankarani'; 
S16.n_exponent =  1.5; 
S16.friction = true; 
S16.fric_model = 'Threlfall'; 
S16.mu = 0.06; 
  
%Bola blanca - Bola 5 
S17 = Force; 
S17.type = 'sph_sph_billar'; 
S17.iPindex = 1; % bola blanca 
S17.jPindex = 12; % bola 5 
S17.iBindex = 6; % bola blanca 
S17.jBindex = 17; % bola 5 
S17.V2index = 11; 






S17.iRadius = 0.028575;  
S17.jRadius = 0.028575; 
S17.restitution = 0.93; 
S17.force_model = 'lankarani'; 
S17.n_exponent =  1.5; 
S17.friction = true; 
S17.fric_model = 'Threlfall'; 
S17.mu = 0.06; 
  
%Bola blanca - Bola 13 
S18 = Force; 
S18.type = 'sph_sph_billar'; 
S18.iPindex = 1; % bola blanca 
S18.jPindex = 13; % bola 13 
S18.iBindex = 6; % bola blanca 
S18.jBindex = 18; % bola 13 
S18.V2index = 12; 
S18.iRadius = 0.028575;  
S18.jRadius = 0.028575; 
S18.restitution = 0.93; 
S18.force_model = 'lankarani'; 
S18.n_exponent =  1.5; 
S18.friction = true; 
S18.fric_model = 'Threlfall'; 
S18.mu = 0.06; 
  
%Bola blanca - Bola 15 
S19 = Force; 
S19.type = 'sph_sph_billar'; 
S19.iPindex = 1; % bola blanca 
S19.jPindex = 14; % bola 15 
S19.iBindex = 6; % bola blanca 
S19.jBindex = 19; % bola 15 
S19.V2index = 13; 
S19.iRadius = 0.028575;  
S19.jRadius = 0.028575; 
S19.restitution = 0.93; 
S19.force_model = 'lankarani'; 
S19.n_exponent =  1.5; 
S19.friction = true; 
S19.fric_model = 'Threlfall'; 
S19.mu = 0.06; 
  
%Bola blanca - Bola 6 
S20 = Force; 
S20.type = 'sph_sph_billar'; 
S20.iPindex = 1; % bola blanca 
S20.jPindex = 15; % bola 6 
S20.iBindex = 6; % bola blanca 
S20.jBindex = 20; % bola 6 
S20.V2index = 14; 
S20.iRadius = 0.028575;  
S20.jRadius = 0.028575; 
S20.restitution = 0.93; 
S20.force_model = 'lankarani'; 
S20.n_exponent =  1.5; 
S20.friction = true; 
S20.fric_model = 'Threlfall'; 
S20.mu = 0.06; 
  






%Bola blanca - Bola 12 
S21 = Force; 
S21.type = 'sph_sph_billar'; 
S21.iPindex = 1; % bola blanca 
S21.jPindex = 16; % bola 12 
S21.iBindex = 6; % bola blanca 
S21.jBindex = 21; % bola 12 
S21.V2index = 15; 
S21.iRadius = 0.028575;  
S21.jRadius = 0.028575; 
S21.restitution = 0.93; 
S21.force_model = 'lankarani'; 
S21.n_exponent =  1.5; 
S21.friction = true; 
S21.fric_model = 'Threlfall'; 
S21.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 1 
%Bola 1 - Super. horizontal 
S22 = Force; 
S22.type = 'sph_pln_billar'; 
S22.iPindex = 2; %shp 
S22.iBindex = 7; %shp 
S22.jBindex = 1; %plane 
S22.plane_normal_vector = [0;0;1]; 
S22.sphere_radius = 0.028575; 
S22.restitution = 1; 
S22.force_model = 'hertz'; 
S22.n_exponent =  1.5; 
S22.friction = true; 
S22.fric_model = 'linear'; 
S22.mu = 0.2; 
S22.mus = 0.015; 
  
%Bola 1 - Palo largo izquierdo 
S23 = Force; 
S23.type = 'sph_pln_billar_pared'; 
S23.iPindex = 2; % shp 
S23.iBindex = 7; %shp 
S23.jBindex = 2; %plane 
S23.plane_normal_vector = [0;-1;0]; 
S23.sphere_radius = 0.028575; 
S23.restitution = 0.85; 
S23.force_model = 'lankarani'; 
S23.n_exponent =  1.5; 
S23.friction = false; 
  
%Bola 1 - Palo largo derecho 
S24 = Force; 
S24.type = 'sph_pln_billar_pared'; 
S24.iPindex = 2; % shp 
S24.iBindex = 7; %shp 
S24.jBindex = 3; %plane 
S24.plane_normal_vector = [0;1;0]; 
S24.sphere_radius = 0.028575; 
S24.restitution = 0.85; 
S24.force_model = 'lankarani'; 
S24.n_exponent =  1.5; 
S24.friction = false; 
  






%Bola 1 - Palo corto fondo 
S25 = Force; 
S25.type = 'sph_pln_billar_pared'; 
S25.iPindex = 2; % shp 
S25.iBindex = 7; %shp 
S25.jBindex = 4; %plane 
S25.plane_normal_vector = [-1;0;0]; 
S25.sphere_radius = 0.028575; 
S25.restitution = 0.85; 
S25.force_model = 'lankarani'; 
S25.n_exponent =  1.5; 
S25.friction = false; 
  
%Bola 1 - Palo corto delante 
S26 = Force; 
S26.type = 'sph_pln_billar_pared'; 
S26.iPindex = 2; % shp 
S26.iBindex = 7; %shp 
S26.jBindex = 5; %plane 
S26.plane_normal_vector = [1;0;0]; 
S26.sphere_radius = 0.028575; 
S26.restitution = 0.85; 
S26.force_model = 'lankarani'; 
S26.n_exponent =  1.5; 
S26.friction = false; 
  
%Bola 1 - Bola 9 
S27 = Force; 
S27.type = 'sph_sph_billar'; 
S27.iPindex = 2; % bola 1 
S27.jPindex = 3; % bola 9 
S27.iBindex = 7; % bola 1 
S27.jBindex = 8; % bola 9 
S27.V2index = 16; 
S27.iRadius = 0.028575;  
S27.jRadius = 0.028575; 
S27.restitution = 0.93; 
S27.force_model = 'lankarani'; 
S27.n_exponent =  1.5; 
S27.friction = true; 
S27.fric_model = 'Threlfall'; 
S27.mu = 0.06; 
  
%Bola 1 - Bola 2 
S28 = Force; 
S28.type = 'sph_sph_billar'; 
S28.iPindex = 2; % bola 1 
S28.jPindex = 4; % bola 2 
S28.iBindex = 7; % bola 1 
S28.jBindex = 9; % bola 2 
S28.V2index = 17; 
S28.iRadius = 0.028575;  
S28.jRadius = 0.028575; 
S28.restitution = 0.93; 
S28.force_model = 'lankarani'; 
S28.n_exponent =  1.5; 
S28.friction = true; 
S28.fric_model = 'Threlfall'; 
S28.mu = 0.06; 
  






%Bola 1 - Bola 10 
S29 = Force; 
S29.type = 'sph_sph_billar'; 
S29.iPindex = 2; % bola 1 
S29.jPindex = 5; % bola 10 
S29.iBindex = 7; % bola 1 
S29.jBindex = 10; % bola 10 
S29.V2index = 18; 
S29.iRadius = 0.028575;  
S29.jRadius = 0.028575; 
S29.restitution = 0.93; 
S29.force_model = 'lankarani'; 
S29.n_exponent =  1.5; 
S29.friction = true; 
S29.fric_model = 'Threlfall'; 
S29.mu = 0.06; 
  
%Bola 1 - Bola 8 
S30 = Force; 
S30.type = 'sph_sph_billar'; 
S30.iPindex = 2; % bola 1 
S30.jPindex = 6; % bola 8 
S30.iBindex = 7; % bola 1 
S30.jBindex = 11; % bola 8 
S30.V2index = 19; 
S30.iRadius = 0.028575;  
S30.jRadius = 0.028575; 
S30.restitution = 0.93; 
S30.force_model = 'lankarani'; 
S30.n_exponent =  1.5; 
S30.friction = true; 
S30.fric_model = 'Threlfall'; 
S30.mu = 0.06; 
  
%Bola 1 - Bola 3 
S31 = Force; 
S31.type = 'sph_sph_billar'; 
S31.iPindex = 2; % bola 1 
S31.jPindex = 7; % bola 3 
S31.iBindex = 7; % bola 1 
S31.jBindex = 12; % bola 3 
S31.V2index = 20; 
S31.iRadius = 0.028575;  
S31.jRadius = 0.028575; 
S31.restitution = 0.93; 
S31.force_model = 'lankarani'; 
S31.n_exponent =  1.5; 
S31.friction = true; 
S31.fric_model = 'Threlfall'; 
S31.mu = 0.06; 
  
%Bola 1 - Bola 11 
S32 = Force; 
S32.type = 'sph_sph_billar'; 
S32.iPindex = 2; % bola 1 
S32.jPindex = 8; % bola 11 
S32.iBindex = 7; % bola 1 
S32.jBindex = 13; % bola 11 
S32.V2index = 21; 
S32.iRadius = 0.028575;  






S32.jRadius = 0.028575; 
S32.restitution = 0.93; 
S32.force_model = 'lankarani'; 
S32.n_exponent =  1.5; 
S32.friction = true; 
S32.fric_model = 'Threlfall'; 
S32.mu = 0.06; 
  
%Bola 1 - Bola 7 
S33 = Force; 
S33.type = 'sph_sph_billar'; 
S33.iPindex = 2; % bola 1 
S33.jPindex = 9; % bola 7 
S33.iBindex = 7; % bola 1 
S33.jBindex = 14; % bola 7 
S33.V2index = 22; 
S33.iRadius = 0.028575;  
S33.jRadius = 0.028575; 
S33.restitution = 0.93; 
S33.force_model = 'lankarani'; 
S33.n_exponent =  1.5; 
S33.friction = true; 
S33.fric_model = 'Threlfall'; 
S33.mu = 0.06; 
  
%Bola 1 - Bola 14 
S34 = Force; 
S34.type = 'sph_sph_billar'; 
S34.iPindex = 2; % bola 1 
S34.jPindex = 10; % bola 14 
S34.iBindex = 7; % bola 1 
S34.jBindex = 15; % bola 14 
S34.V2index = 23; 
S34.iRadius = 0.028575;  
S34.jRadius = 0.028575; 
S34.restitution = 0.93; 
S34.force_model = 'lankarani'; 
S34.n_exponent =  1.5; 
S34.friction = true; 
S34.fric_model = 'Threlfall'; 
S34.mu = 0.06; 
  
%Bola 1 - Bola 4 
S35 = Force; 
S35.type = 'sph_sph_billar'; 
S35.iPindex = 2; % bola 1 
S35.jPindex = 11; % bola 4 
S35.iBindex = 7; % bola 1 
S35.jBindex = 16; % bola 4 
S35.V2index = 24; 
S35.iRadius = 0.028575;  
S35.jRadius = 0.028575; 
S35.restitution = 0.93; 
S35.force_model = 'lankarani'; 
S35.n_exponent =  1.5; 
S35.friction = true; 
S35.fric_model = 'Threlfall'; 
S35.mu = 0.06; 
  
%Bola 1 - Bola 5 






S36 = Force; 
S36.type = 'sph_sph_billar'; 
S36.iPindex = 2; % bola 1 
S36.jPindex = 12; % bola 5 
S36.iBindex = 7; % bola 1 
S36.jBindex = 17; % bola 5 
S36.V2index = 25; 
S36.iRadius = 0.028575;  
S36.jRadius = 0.028575; 
S36.restitution = 0.93; 
S36.force_model = 'lankarani'; 
S36.n_exponent =  1.5; 
S36.friction = true; 
S36.fric_model = 'Threlfall'; 
S36.mu = 0.06; 
  
%Bola 1 - Bola 13 
S37 = Force; 
S37.type = 'sph_sph_billar'; 
S37.iPindex = 2; % bola 1 
S37.jPindex = 13; % bola 13 
S37.iBindex = 7; % bola 1 
S37.jBindex = 18; % bola 13 
S37.V2index = 26; 
S37.iRadius = 0.028575;  
S37.jRadius = 0.028575; 
S37.restitution = 0.93; 
S37.force_model = 'lankarani'; 
S37.n_exponent =  1.5; 
S37.friction = true; 
S37.fric_model = 'Threlfall'; 
S37.mu = 0.06; 
  
%Bola 1 - Bola 15 
S38 = Force; 
S38.type = 'sph_sph_billar'; 
S38.iPindex = 2; % bola 1 
S38.jPindex = 14; % bola 15 
S38.iBindex = 7; % bola 1 
S38.jBindex = 19; % bola 15 
S38.V2index = 27; 
S38.iRadius = 0.028575;  
S38.jRadius = 0.028575; 
S38.restitution = 0.93; 
S38.force_model = 'lankarani'; 
S38.n_exponent =  1.5; 
S38.friction = true; 
S38.fric_model = 'Threlfall'; 
S38.mu = 0.06; 
  
%Bola 1 - Bola 6 
S39 = Force; 
S39.type = 'sph_sph_billar'; 
S39.iPindex = 2; % bola 1 
S39.jPindex = 15; % bola 6 
S39.iBindex = 7; % bola 1 
S39.jBindex = 20; % bola 6 
S39.V2index = 28; 
S39.iRadius = 0.028575;  
S39.jRadius = 0.028575; 






S39.restitution = 0.93; 
S39.force_model = 'lankarani'; 
S39.n_exponent =  1.5; 
S39.friction = true; 
S39.fric_model = 'Threlfall'; 
S39.mu = 0.06; 
  
%Bola 1 - Bola 12 
S40 = Force; 
S40.type = 'sph_sph_billar'; 
S40.iPindex = 2; % bola 1 
S40.jPindex = 16; % bola 12 
S40.iBindex = 7; % bola 1 
S40.jBindex = 21; % bola 12 
S40.V2index = 29; 
S40.iRadius = 0.028575;  
S40.jRadius = 0.028575; 
S40.restitution = 0.93; 
S40.force_model = 'lankarani'; 
S40.n_exponent =  1.5; 
S40.friction = true; 
S40.fric_model = 'Threlfall'; 
S40.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 9 
%Bola 9 - Super. horizontal 
S41 = Force; 
S41.type = 'sph_pln_billar'; 
S41.iPindex = 3; %shp 
S41.iBindex = 8; %shp 
S41.jBindex = 1; %plane 
S41.plane_normal_vector = [0;0;1]; 
S41.sphere_radius = 0.028575; 
S41.restitution = 1; 
S41.force_model = 'hertz'; 
S41.n_exponent =  1.5; 
S41.friction = true; 
S41.fric_model = 'linear'; 
S41.mu = 0.2; 
S41.mus = 0.015; 
  
%Bola 9 - Palo largo izquierdo 
S42 = Force; 
S42.type = 'sph_pln_billar_pared'; 
S42.iPindex = 3; % shp 
S42.iBindex = 8; %shp 
S42.jBindex = 2; %plane 
S42.plane_normal_vector = [0;-1;0]; 
S42.sphere_radius = 0.028575; 
S42.restitution = 0.85; 
S42.force_model = 'lankarani'; 
S42.n_exponent =  1.5; 
S42.friction = false; 
  
%Bola 9 - Palo largo derecho 
S43 = Force; 
S43.type = 'sph_pln_billar_pared'; 
S43.iPindex = 3; % shp 
S43.iBindex = 8; %shp 
S43.jBindex = 3; %plane 






S43.plane_normal_vector = [0;1;0]; 
S43.sphere_radius = 0.028575; 
S43.restitution = 0.85; 
S43.force_model = 'lankarani'; 
S43.n_exponent =  1.5; 
S43.friction = false; 
  
%Bola 9 - Palo corto fondo 
S44 = Force; 
S44.type = 'sph_pln_billar_pared'; 
S44.iPindex = 3; % shp 
S44.iBindex = 8; %shp 
S44.jBindex = 4; %plane 
S44.plane_normal_vector = [-1;0;0]; 
S44.sphere_radius = 0.028575; 
S44.restitution = 0.85; 
S44.force_model = 'lankarani'; 
S44.n_exponent =  1.5; 
S44.friction = false; 
  
%Bola 9 - Palo corto delante 
S45 = Force; 
S45.type = 'sph_pln_billar_pared'; 
S45.iPindex = 3; % shp 
S45.iBindex = 8; %shp 
S45.jBindex = 5; %plane 
S45.plane_normal_vector = [1;0;0]; 
S45.sphere_radius = 0.028575; 
S45.restitution = 0.85; 
S45.force_model = 'lankarani'; 
S45.n_exponent =  1.5; 
S45.friction = false; 
  
%Bola 9 - Bola 2 
S46 = Force; 
S46.type = 'sph_sph_billar'; 
S46.iPindex = 3; % bola 9 
S46.jPindex = 4; % bola 2 
S46.iBindex = 8; % bola 9 
S46.jBindex = 9; % bola 2 
S46.V2index = 30; 
S46.iRadius = 0.028575;  
S46.jRadius = 0.028575; 
S46.restitution = 0.93; 
S46.force_model = 'lankarani'; 
S46.n_exponent =  1.5; 
S46.friction = true; 
S46.fric_model = 'Threlfall'; 
S46.mu = 0.06; 
  
%Bola 9 - Bola 10 
S47 = Force; 
S47.type = 'sph_sph_billar'; 
S47.iPindex = 3; % bola 9 
S47.jPindex = 5; % bola 10 
S47.iBindex = 8; % bola 9 
S47.jBindex = 10; % bola 10 
S47.V2index = 31; 
S47.iRadius = 0.028575;  
S47.jRadius = 0.028575; 






S47.restitution = 0.93; 
S47.force_model = 'lankarani'; 
S47.n_exponent =  1.5; 
S47.friction = true; 
S47.fric_model = 'Threlfall'; 
S47.mu = 0.06; 
  
%Bola 9 - Bola 8 
S48 = Force; 
S48.type = 'sph_sph_billar'; 
S48.iPindex = 3; % bola 9 
S48.jPindex = 6; % bola 8 
S48.iBindex = 8; % bola 9 
S48.jBindex = 11; % bola 8 
S48.V2index = 32; 
S48.iRadius = 0.028575;  
S48.jRadius = 0.028575; 
S48.restitution = 0.93; 
S48.force_model = 'lankarani'; 
S48.n_exponent =  1.5; 
S48.friction = true; 
S48.fric_model = 'Threlfall'; 
S48.mu = 0.06; 
  
%Bola 9 - Bola 3 
S49 = Force; 
S49.type = 'sph_sph_billar'; 
S49.iPindex = 3; % bola 9 
S49.jPindex = 7; % bola 3 
S49.iBindex = 8; % bola 9 
S49.jBindex = 12; % bola 3 
S49.V2index = 33; 
S49.iRadius = 0.028575;  
S49.jRadius = 0.028575; 
S49.restitution = 0.93; 
S49.force_model = 'lankarani'; 
S49.n_exponent =  1.5; 
S49.friction = true; 
S49.fric_model = 'Threlfall'; 
S49.mu = 0.06; 
  
%Bola 9 - Bola 11 
S50 = Force; 
S50.type = 'sph_sph_billar'; 
S50.iPindex = 3; % bola 9 
S50.jPindex = 8; % bola 11 
S50.iBindex = 8; % bola 9 
S50.jBindex = 13; % bola 11 
S50.V2index = 34; 
S50.iRadius = 0.028575;  
S50.jRadius = 0.028575; 
S50.restitution = 0.93; 
S50.force_model = 'lankarani'; 
S50.n_exponent =  1.5; 
S50.friction = true; 
S50.fric_model = 'Threlfall'; 
S50.mu = 0.06; 
  
%Bola 9 - Bola 7 
S51 = Force; 






S51.type = 'sph_sph_billar'; 
S51.iPindex = 3; % bola 9 
S51.jPindex = 9; % bola 7 
S51.iBindex = 8; % bola 9 
S51.jBindex = 14; % bola 7 
S51.V2index = 35; 
S51.iRadius = 0.028575;  
S51.jRadius = 0.028575; 
S51.restitution = 0.93; 
S51.force_model = 'lankarani'; 
S51.n_exponent =  1.5; 
S51.friction = true; 
S51.fric_model = 'Threlfall'; 
S51.mu = 0.06; 
  
%Bola 9 - Bola 14 
S52 = Force; 
S52.type = 'sph_sph_billar'; 
S52.iPindex = 3; % bola 9 
S52.jPindex = 10; % bola 14 
S52.iBindex = 8; % bola 9 
S52.jBindex = 15; % bola 14 
S52.V2index = 36; 
S52.iRadius = 0.028575;  
S52.jRadius = 0.028575; 
S52.restitution = 0.93; 
S52.force_model = 'lankarani'; 
S52.n_exponent =  1.5; 
S52.friction = true; 
S52.fric_model = 'Threlfall'; 
S52.mu = 0.06; 
  
%Bola 9 - Bola 4 
S53 = Force; 
S53.type = 'sph_sph_billar'; 
S53.iPindex = 3; % bola 9 
S53.jPindex = 11; % bola 4 
S53.iBindex = 8; % bola 9 
S53.jBindex = 16; % bola 4 
S53.V2index = 37; 
S53.iRadius = 0.028575;  
S53.jRadius = 0.028575; 
S53.restitution = 0.93; 
S53.force_model = 'lankarani'; 
S53.n_exponent =  1.5; 
S53.friction = true; 
S53.fric_model = 'Threlfall'; 
S53.mu = 0.06; 
  
%Bola 9 - Bola 5 
S54 = Force; 
S54.type = 'sph_sph_billar'; 
S54.iPindex = 3; % bola 9 
S54.jPindex = 12; % bola 5 
S54.iBindex = 8; % bola 9 
S54.jBindex = 17; % bola 5 
S54.V2index = 38; 
S54.iRadius = 0.028575;  
S54.jRadius = 0.028575; 
S54.restitution = 0.93; 






S54.force_model = 'lankarani'; 
S54.n_exponent =  1.5; 
S54.friction = true; 
S54.fric_model = 'Threlfall'; 
S54.mu = 0.06; 
  
%Bola 9 - Bola 13 
S55 = Force; 
S55.type = 'sph_sph_billar'; 
S55.iPindex = 3; % bola 9 
S55.jPindex = 13; % bola 13 
S55.iBindex = 8; % bola 9 
S55.jBindex = 18; % bola 13 
S55.V2index = 39; 
S55.iRadius = 0.028575;  
S55.jRadius = 0.028575; 
S55.restitution = 0.93; 
S55.force_model = 'lankarani'; 
S55.n_exponent =  1.5; 
S55.friction = true; 
S55.fric_model = 'Threlfall'; 
S55.mu = 0.06; 
  
%Bola 9 - Bola 15 
S56 = Force; 
S56.type = 'sph_sph_billar'; 
S56.iPindex = 3; % bola 9 
S56.jPindex = 14; % bola 15 
S56.iBindex = 8; % bola 9 
S56.jBindex = 19; % bola 15 
S56.V2index = 40; 
S56.iRadius = 0.028575;  
S56.jRadius = 0.028575; 
S56.restitution = 0.93; 
S56.force_model = 'lankarani'; 
S56.n_exponent =  1.5; 
S56.friction = true; 
S56.fric_model = 'Threlfall'; 
S56.mu = 0.06; 
  
%Bola 9 - Bola 6 
S57 = Force; 
S57.type = 'sph_sph_billar'; 
S57.iPindex = 3; % bola 9 
S57.jPindex = 15; % bola 6 
S57.iBindex = 8; % bola 9 
S57.jBindex = 20; % bola 6 
S57.V2index = 41; 
S57.iRadius = 0.028575;  
S57.jRadius = 0.028575; 
S57.restitution = 0.93; 
S57.force_model = 'lankarani'; 
S57.n_exponent =  1.5; 
S57.friction = true; 
S57.fric_model = 'Threlfall'; 
S57.mu = 0.06; 
  
%Bola 9 - Bola 12 
S58 = Force; 
S58.type = 'sph_sph_billar'; 






S58.iPindex = 3; % bola 9 
S58.jPindex = 16; % bola 12 
S58.iBindex = 8; % bola 9 
S58.jBindex = 21; % bola 12 
S58.V2index = 42; 
S58.iRadius = 0.028575;  
S58.jRadius = 0.028575; 
S58.restitution = 0.93; 
S58.force_model = 'lankarani'; 
S58.n_exponent =  1.5; 
S58.friction = true; 
S58.fric_model = 'Threlfall'; 
S58.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 2 
%Bola 2 - Super. horizontal 
S59 = Force; 
S59.type = 'sph_pln_billar'; 
S59.iPindex = 4; %shp 
S59.iBindex = 9; %shp 
S59.jBindex = 1; %plane 
S59.plane_normal_vector = [0;0;1]; 
S59.sphere_radius = 0.028575; 
S59.restitution = 1; 
S59.force_model = 'hertz'; 
S59.n_exponent =  1.5; 
S59.friction = true; 
S59.fric_model = 'linear'; 
S59.mu = 0.2; 
S59.mus = 0.015; 
  
%Bola 2 - Palo largo izquierdo 
S60 = Force; 
S60.type = 'sph_pln_billar_pared'; 
S60.iPindex = 4; % shp 
S60.iBindex = 9; %shp 
S60.jBindex = 2; %plane 
S60.plane_normal_vector = [0;-1;0]; 
S60.sphere_radius = 0.028575; 
S60.restitution = 0.85; 
S60.force_model = 'lankarani'; 
S60.n_exponent =  1.5; 
S60.friction = false; 
  
%Bola 2 - Palo largo derecho 
S61 = Force; 
S61.type = 'sph_pln_billar_pared'; 
S61.iPindex = 4; % shp 
S61.iBindex = 9; %shp 
S61.jBindex = 3; %plane 
S61.plane_normal_vector = [0;1;0]; 
S61.sphere_radius = 0.028575; 
S61.restitution = 0.85; 
S61.force_model = 'lankarani'; 
S61.n_exponent =  1.5; 
S61.friction = false; 
  
%Bola 2 - Palo corto fondo 
S62 = Force; 
S62.type = 'sph_pln_billar_pared'; 






S62.iPindex = 4; % shp 
S62.iBindex = 9; %shp 
S62.jBindex = 4; %plane 
S62.plane_normal_vector = [-1;0;0]; 
S62.sphere_radius = 0.028575; 
S62.restitution = 0.85; 
S62.force_model = 'lankarani'; 
S62.n_exponent =  1.5; 
S62.friction = false; 
  
%Bola 2 - Palo corto delante 
S63 = Force; 
S63.type = 'sph_pln_billar_pared'; 
S63.iPindex = 4; % shp 
S63.iBindex = 9; %shp 
S63.jBindex = 5; %plane 
S63.plane_normal_vector = [1;0;0]; 
S63.sphere_radius = 0.028575; 
S63.restitution = 0.85; 
S63.force_model = 'lankarani'; 
S63.n_exponent =  1.5; 
S63.friction = false; 
  
%Bola 2 - Bola 10 
S64 = Force; 
S64.type = 'sph_sph_billar'; 
S64.iPindex = 4; % bola 2 
S64.jPindex = 5; % bola 10 
S64.iBindex = 9; % bola 2 
S64.jBindex = 10; % bola 10 
S64.V2index = 43; 
S64.iRadius = 0.028575;  
S64.jRadius = 0.028575; 
S64.restitution = 0.93; 
S64.force_model = 'lankarani'; 
S64.n_exponent =  1.5; 
S64.friction = true; 
S64.fric_model = 'Threlfall'; 
S64.mu = 0.06; 
  
%Bola 2 - Bola 8 
S65 = Force; 
S65.type = 'sph_sph_billar'; 
S65.iPindex = 4; % bola 2 
S65.jPindex = 6; % bola 8 
S65.iBindex = 9; % bola 2 
S65.jBindex = 11; % bola 8 
S65.V2index = 44; 
S65.iRadius = 0.028575;  
S65.jRadius = 0.028575; 
S65.restitution = 0.93; 
S65.force_model = 'lankarani'; 
S65.n_exponent =  1.5; 
S65.friction = true; 
S65.fric_model = 'Threlfall'; 
S65.mu = 0.06; 
  
%Bola 2 - Bola 3 
S66 = Force; 
S66.type = 'sph_sph_billar'; 






S66.iPindex = 4; % bola 2 
S66.jPindex = 7; % bola 3 
S66.iBindex = 9; % bola 2 
S66.jBindex = 12; % bola 3 
S66.V2index = 45; 
S66.iRadius = 0.028575;  
S66.jRadius = 0.028575; 
S66.restitution = 0.93; 
S66.force_model = 'lankarani'; 
S66.n_exponent =  1.5; 
S66.friction = true; 
S66.fric_model = 'Threlfall'; 
S66.mu = 0.06; 
  
%Bola 2 - Bola 11 
S67 = Force; 
S67.type = 'sph_sph_billar'; 
S67.iPindex = 4; % bola 2 
S67.jPindex = 8; % bola 11 
S67.iBindex = 9; % bola 2 
S67.jBindex = 13; % bola 11 
S67.V2index = 46; 
S67.iRadius = 0.028575;  
S67.jRadius = 0.028575; 
S67.restitution = 0.93; 
S67.force_model = 'lankarani'; 
S67.n_exponent =  1.5; 
S67.friction = true; 
S67.fric_model = 'Threlfall'; 
S67.mu = 0.06; 
  
%Bola 2 - Bola 7 
S68 = Force; 
S68.type = 'sph_sph_billar'; 
S68.iPindex = 4; % bola 2 
S68.jPindex = 9; % bola 7 
S68.iBindex = 9; % bola 2 
S68.jBindex = 14; % bola 7 
S68.V2index = 47; 
S68.iRadius = 0.028575;  
S68.jRadius = 0.028575; 
S68.restitution = 0.93; 
S68.force_model = 'lankarani'; 
S68.n_exponent =  1.5; 
S68.friction = true; 
S68.fric_model = 'Threlfall'; 
S68.mu = 0.06; 
  
%Bola 2 - Bola 14 
S69 = Force; 
S69.type = 'sph_sph_billar'; 
S69.iPindex = 4; % bola 2 
S69.jPindex = 10; % bola 14 
S69.iBindex = 9; % bola 2 
S69.jBindex = 15; % bola 14 
S69.V2index = 48; 
S69.iRadius = 0.028575;  
S69.jRadius = 0.028575; 
S69.restitution = 0.93; 
S69.force_model = 'lankarani'; 






S69.n_exponent =  1.5; 
S69.friction = true; 
S69.fric_model = 'Threlfall'; 
S69.mu = 0.06; 
  
%Bola 2 - Bola 4 
S70 = Force; 
S70.type = 'sph_sph_billar'; 
S70.iPindex = 4; % bola 2 
S70.jPindex = 11; % bola 4 
S70.iBindex = 9; % bola 2 
S70.jBindex = 16; % bola 4 
S70.V2index = 49; 
S70.iRadius = 0.028575;  
S70.jRadius = 0.028575; 
S70.restitution = 0.93; 
S70.force_model = 'lankarani'; 
S70.n_exponent =  1.5; 
S70.friction = true; 
S70.fric_model = 'Threlfall'; 
S70.mu = 0.06; 
  
%Bola 2 - Bola 5 
S71 = Force; 
S71.type = 'sph_sph_billar'; 
S71.iPindex = 4; % bola 2 
S71.jPindex = 12; % bola 5 
S71.iBindex = 9; % bola 2 
S71.jBindex = 17; % bola 5 
S71.V2index = 50; 
S71.iRadius = 0.028575;  
S71.jRadius = 0.028575; 
S71.restitution = 0.93; 
S71.force_model = 'lankarani'; 
S71.n_exponent =  1.5; 
S71.friction = true; 
S71.fric_model = 'Threlfall'; 
S71.mu = 0.06; 
  
%Bola 2 - Bola 13 
S72 = Force; 
S72.type = 'sph_sph_billar'; 
S72.iPindex = 4; % bola 2 
S72.jPindex = 13; % bola 13 
S72.iBindex = 9; % bola 2 
S72.jBindex = 18; % bola 13 
S72.V2index = 51; 
S72.iRadius = 0.028575;  
S72.jRadius = 0.028575; 
S72.restitution = 0.93; 
S72.force_model = 'lankarani'; 
S72.n_exponent =  1.5; 
S72.friction = true; 
S72.fric_model = 'Threlfall'; 
S72.mu = 0.06; 
  
%Bola 2 - Bola 15 
S73 = Force; 
S73.type = 'sph_sph_billar'; 
S73.iPindex = 4; % bola 2 






S73.jPindex = 14; % bola 15 
S73.iBindex = 9; % bola 2 
S73.jBindex = 19; % bola 15 
S73.V2index = 52; 
S73.iRadius = 0.028575;  
S73.jRadius = 0.028575; 
S73.restitution = 0.93; 
S73.force_model = 'lankarani'; 
S73.n_exponent =  1.5; 
S73.friction = true; 
S73.fric_model = 'Threlfall'; 
S73.mu = 0.06; 
  
%Bola 2 - Bola 6 
S74 = Force; 
S74.type = 'sph_sph_billar'; 
S74.iPindex = 4; % bola 2 
S74.jPindex = 15; % bola 6 
S74.iBindex = 9; % bola 2 
S74.jBindex = 20; % bola 6 
S74.V2index = 53; 
S74.iRadius = 0.028575;  
S74.jRadius = 0.028575; 
S74.restitution = 0.93; 
S74.force_model = 'lankarani'; 
S74.n_exponent =  1.5; 
S74.friction = true; 
S74.fric_model = 'Threlfall'; 
S74.mu = 0.06; 
  
%Bola 2 - Bola 12 
S75 = Force; 
S75.type = 'sph_sph_billar'; 
S75.iPindex = 4; % bola 2 
S75.jPindex = 16; % bola 12 
S75.iBindex = 9; % bola 2 
S75.jBindex = 21; % bola 12 
S75.V2index = 54; 
S75.iRadius = 0.028575;  
S75.jRadius = 0.028575; 
S75.restitution = 0.93; 
S75.force_model = 'lankarani'; 
S75.n_exponent =  1.5; 
S75.friction = true; 
S75.fric_model = 'Threlfall'; 
S75.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 10 
%Bola 10 - Super. horizontal 
S76 = Force; 
S76.type = 'sph_pln_billar'; 
S76.iPindex = 5; %shp 
S76.iBindex = 10; %shp 
S76.jBindex = 1; %plane 
S76.plane_normal_vector = [0;0;1]; 
S76.sphere_radius = 0.028575; 
S76.restitution = 1; 
S76.force_model = 'hertz'; 
S76.n_exponent =  1.5; 
S76.friction = true; 






S76.fric_model = 'linear'; 
S76.mu = 0.2; 
S76.mus = 0.015; 
  
%Bola 10 - Palo largo izquierdo 
S77 = Force; 
S77.type = 'sph_pln_billar_pared'; 
S77.iPindex = 5; % shp 
S77.iBindex = 10; %shp 
S77.jBindex = 2; %plane 
S77.plane_normal_vector = [0;-1;0]; 
S77.sphere_radius = 0.028575; 
S77.restitution = 0.85; 
S77.force_model = 'lankarani'; 
S77.n_exponent =  1.5; 
S77.friction = false; 
  
%Bola 10 - Palo largo derecho 
S78 = Force; 
S78.type = 'sph_pln_billar_pared'; 
S78.iPindex = 5; % shp 
S78.iBindex = 10; %shp 
S78.jBindex = 3; %plane 
S78.plane_normal_vector = [0;1;0]; 
S78.sphere_radius = 0.028575; 
S78.restitution = 0.85; 
S78.force_model = 'lankarani'; 
S78.n_exponent =  1.5; 
S78.friction = false; 
  
%Bola 10 - Palo corto fondo 
S79 = Force; 
S79.type = 'sph_pln_billar_pared'; 
S79.iPindex = 5; % shp 
S79.iBindex = 10; %shp 
S79.jBindex = 4; %plane 
S79.plane_normal_vector = [-1;0;0]; 
S79.sphere_radius = 0.028575; 
S79.restitution = 0.85; 
S79.force_model = 'lankarani'; 
S79.n_exponent =  1.5; 
S79.friction = false; 
  
%Bola 10 - Palo corto delante 
S80 = Force; 
S80.type = 'sph_pln_billar_pared'; 
S80.iPindex = 5; % shp 
S80.iBindex = 10; %shp 
S80.jBindex = 5; %plane 
S80.plane_normal_vector = [1;0;0]; 
S80.sphere_radius = 0.028575; 
S80.restitution = 0.85; 
S80.force_model = 'lankarani'; 
S80.n_exponent =  1.5; 
S80.friction = false; 
  
%Bola 10 - Bola 8 
S81 = Force; 
S81.type = 'sph_sph_billar'; 






S81.iPindex = 5; % bola 10 
S81.jPindex = 6; % bola 8 
S81.iBindex = 10; % bola 10 
S81.jBindex = 11; % bola 8 
S81.V2index = 55; 
S81.iRadius = 0.028575;  
S81.jRadius = 0.028575; 
S81.restitution = 0.93; 
S81.force_model = 'lankarani'; 
S81.n_exponent =  1.5; 
S81.friction = true; 
S81.fric_model = 'Threlfall'; 
S81.mu = 0.06; 
  
%Bola 10 - Bola 3 
S82 = Force; 
S82.type = 'sph_sph_billar'; 
S82.iPindex = 5; % bola 10 
S82.jPindex = 7; % bola 3 
S82.iBindex = 10; % bola 10 
S82.jBindex = 12; % bola 3 
S82.V2index = 56; 
S82.iRadius = 0.028575;  
S82.jRadius = 0.028575; 
S82.restitution = 0.93; 
S82.force_model = 'lankarani'; 
S82.n_exponent =  1.5; 
S82.friction = true; 
S82.fric_model = 'Threlfall'; 
S82.mu = 0.06; 
  
%Bola 10 - Bola 11 
S83 = Force; 
S83.type = 'sph_sph_billar'; 
S83.iPindex = 5; % bola 10 
S83.jPindex = 8; % bola 11 
S83.iBindex = 10; % bola 10 
S83.jBindex = 13; % bola 11 
S83.V2index = 57; 
S83.iRadius = 0.028575;  
S83.jRadius = 0.028575; 
S83.restitution = 0.93; 
S83.force_model = 'lankarani'; 
S83.n_exponent =  1.5; 
S83.friction = true; 
S83.fric_model = 'Threlfall'; 
S83.mu = 0.06; 
  
%Bola 10 - Bola 7 
S84 = Force; 
S84.type = 'sph_sph_billar'; 
S84.iPindex = 5; % bola 10 
S84.jPindex = 9; % bola 7 
S84.iBindex = 10; % bola 10 
S84.jBindex = 14; % bola 7 
S84.V2index = 58; 
S84.iRadius = 0.028575;  
S84.jRadius = 0.028575; 
S84.restitution = 0.93; 
S84.force_model = 'lankarani'; 






S84.n_exponent =  1.5; 
S84.friction = true; 
S84.fric_model = 'Threlfall'; 
S84.mu = 0.06; 
  
%Bola 10 - Bola 14 
S85 = Force; 
S85.type = 'sph_sph_billar'; 
S85.iPindex = 5; % bola 10 
S85.jPindex = 10; % bola 14 
S85.iBindex = 10; % bola 10 
S85.jBindex = 15; % bola 14 
S85.V2index = 59; 
S85.iRadius = 0.028575;  
S85.jRadius = 0.028575; 
S85.restitution = 0.93; 
S85.force_model = 'lankarani'; 
S85.n_exponent =  1.5; 
S85.friction = true; 
S85.fric_model = 'Threlfall'; 
S85.mu = 0.06; 
  
%Bola 10 - Bola 4 
S86 = Force; 
S86.type = 'sph_sph_billar'; 
S86.iPindex = 5; % bola 10 
S86.jPindex = 11; % bola 4 
S86.iBindex = 10; % bola 10 
S86.jBindex = 16; % bola 4 
S86.V2index = 60; 
S86.iRadius = 0.028575;  
S86.jRadius = 0.028575; 
S86.restitution = 0.93; 
S86.force_model = 'lankarani'; 
S86.n_exponent =  1.5; 
S86.friction = true; 
S86.fric_model = 'Threlfall'; 
S86.mu = 0.06; 
  
%Bola 10 - Bola 5 
S87 = Force; 
S87.type = 'sph_sph_billar'; 
S87.iPindex = 5; % bola 10 
S87.jPindex = 12; % bola 5 
S87.iBindex = 10; % bola 10 
S87.jBindex = 17; % bola 5 
S87.V2index = 61; 
S87.iRadius = 0.028575;  
S87.jRadius = 0.028575; 
S87.restitution = 0.93; 
S87.force_model = 'lankarani'; 
S87.n_exponent =  1.5; 
S87.friction = true; 
S87.fric_model = 'Threlfall'; 
S87.mu = 0.06; 
  
%Bola 10 - Bola 13 
S88 = Force; 
S88.type = 'sph_sph_billar'; 
S88.iPindex = 5; % bola 10 






S88.jPindex = 13; % bola 13 
S88.iBindex = 10; % bola 10 
S88.jBindex = 18; % bola 13 
S88.V2index = 62; 
S88.iRadius = 0.028575;  
S88.jRadius = 0.028575; 
S88.restitution = 0.93; 
S88.force_model = 'lankarani'; 
S88.n_exponent =  1.5; 
S88.friction = true; 
S88.fric_model = 'Threlfall'; 
S88.mu = 0.06; 
  
%Bola 10 - Bola 15 
S89 = Force; 
S89.type = 'sph_sph_billar'; 
S89.iPindex = 5; % bola 10 
S89.jPindex = 14; % bola 15 
S89.iBindex = 10; % bola 10 
S89.jBindex = 19; % bola 15 
S89.V2index = 63; 
S89.iRadius = 0.028575;  
S89.jRadius = 0.028575; 
S89.restitution = 0.93; 
S89.force_model = 'lankarani'; 
S89.n_exponent =  1.5; 
S89.friction = true; 
S89.fric_model = 'Threlfall'; 
S89.mu = 0.06; 
  
%Bola 10 - Bola 6 
S90 = Force; 
S90.type = 'sph_sph_billar'; 
S90.iPindex = 5; % bola 10 
S90.jPindex = 15; % bola 6 
S90.iBindex = 10; % bola 10 
S90.jBindex = 20; % bola 6 
S90.V2index = 64; 
S90.iRadius = 0.028575;  
S90.jRadius = 0.028575; 
S90.restitution = 0.93; 
S90.force_model = 'lankarani'; 
S90.n_exponent =  1.5; 
S90.friction = true; 
S90.fric_model = 'Threlfall'; 
S90.mu = 0.06; 
  
%Bola 10 - Bola 12 
S91 = Force; 
S91.type = 'sph_sph_billar'; 
S91.iPindex = 5; % bola 10 
S91.jPindex = 16; % bola 12 
S91.iBindex = 10; % bola 10 
S91.jBindex = 21; % bola 12 
S91.V2index = 65; 
S91.iRadius = 0.028575;  
S91.jRadius = 0.028575; 
S91.restitution = 0.93; 
S91.force_model = 'lankarani'; 
S91.n_exponent =  1.5; 






S91.friction = true; 
S91.fric_model = 'Threlfall'; 
S91.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 8 
%Bola 8 - Super. horizontal 
S92 = Force; 
S92.type = 'sph_pln_billar'; 
S92.iPindex = 6; %shp 
S92.iBindex = 11; %shp 
S92.jBindex = 1; %plane 
S92.plane_normal_vector = [0;0;1]; 
S92.sphere_radius = 0.028575; 
S92.restitution = 1; 
S92.force_model = 'hertz'; 
S92.n_exponent =  1.5; 
S92.friction = true; 
S92.fric_model = 'linear'; 
S92.mu = 0.2; 
S92.mus = 0.015; 
  
%Bola 8 - Palo largo izquierdo 
S93 = Force; 
S93.type = 'sph_pln_billar_pared'; 
S93.iPindex = 6; % shp 
S93.iBindex = 11; %shp 
S93.jBindex = 2; %plane 
S93.plane_normal_vector = [0;-1;0]; 
S93.sphere_radius = 0.028575; 
S93.restitution = 0.85; 
S93.force_model = 'lankarani'; 
S93.n_exponent =  1.5; 
S93.friction = false; 
  
%Bola 8 - Palo largo derecho 
S94 = Force; 
S94.type = 'sph_pln_billar_pared'; 
S94.iPindex = 6; % shp 
S94.iBindex = 11; %shp 
S94.jBindex = 3; %plane 
S94.plane_normal_vector = [0;1;0]; 
S94.sphere_radius = 0.028575; 
S94.restitution = 0.85; 
S94.force_model = 'lankarani'; 
S94.n_exponent =  1.5; 
S94.friction = false; 
  
%Bola 8 - Palo corto fondo 
S95 = Force; 
S95.type = 'sph_pln_billar_pared'; 
S95.iPindex = 6; % shp 
S95.iBindex = 11; %shp 
S95.jBindex = 4; %plane 
S95.plane_normal_vector = [-1;0;0]; 
S95.sphere_radius = 0.028575; 
S95.restitution = 0.85; 
S95.force_model = 'lankarani'; 
S95.n_exponent =  1.5; 
S95.friction = false; 







%Bola 8 - Palo corto delante 
S96 = Force; 
S96.type = 'sph_pln_billar_pared'; 
S96.iPindex = 6; % shp 
S96.iBindex = 11; %shp 
S96.jBindex = 5; %plane 
S96.plane_normal_vector = [1;0;0]; 
S96.sphere_radius = 0.028575; 
S96.restitution = 0.85; 
S96.force_model = 'lankarani'; 
S96.n_exponent =  1.5; 
S96.friction = false; 
  
%Bola 8 - Bola 3 
S97 = Force; 
S97.type = 'sph_sph_billar'; 
S97.iPindex = 6; % bola 8 
S97.jPindex = 7; % bola 3 
S97.iBindex = 11; % bola 8 
S97.jBindex = 12; % bola 3 
S97.V2index = 66; 
S97.iRadius = 0.028575;  
S97.jRadius = 0.028575; 
S97.restitution = 0.93; 
S97.force_model = 'lankarani'; 
S97.n_exponent =  1.5; 
S97.friction = true; 
S97.fric_model = 'Threlfall'; 
S97.mu = 0.06; 
  
%Bola 8 - Bola 11 
S98 = Force; 
S98.type = 'sph_sph_billar'; 
S98.iPindex = 6; % bola 8 
S98.jPindex = 8; % bola 11 
S98.iBindex = 11; % bola 8 
S98.jBindex = 13; % bola 11 
S98.V2index = 67; 
S98.iRadius = 0.028575;  
S98.jRadius = 0.028575; 
S98.restitution = 0.93; 
S98.force_model = 'lankarani'; 
S98.n_exponent =  1.5; 
S98.friction = true; 
S98.fric_model = 'Threlfall'; 
S98.mu = 0.06; 
  
%Bola 8 - Bola 7 
S99 = Force; 
S99.type = 'sph_sph_billar'; 
S99.iPindex = 6; % bola 8 
S99.jPindex = 9; % bola 7 
S99.iBindex = 11; % bola 8 
S99.jBindex = 14; % bola 7 
S99.V2index = 68; 
S99.iRadius = 0.028575;  
S99.jRadius = 0.028575; 
S99.restitution = 0.93; 
S99.force_model = 'lankarani'; 






S99.n_exponent =  1.5; 
S99.friction = true; 
S99.fric_model = 'Threlfall'; 
S99.mu = 0.06; 
  
%Bola 8 - Bola 14 
S100 = Force; 
S100.type = 'sph_sph_billar'; 
S100.iPindex = 6; % bola 8 
S100.jPindex = 10; % bola 14 
S100.iBindex = 11; % bola 8 
S100.jBindex = 15; % bola 14 
S100.V2index = 69; 
S100.iRadius = 0.028575;  
S100.jRadius = 0.028575; 
S100.restitution = 0.93; 
S100.force_model = 'lankarani'; 
S100.n_exponent =  1.5; 
S100.friction = true; 
S100.fric_model = 'Threlfall'; 
S100.mu = 0.06; 
  
%Bola 8 - Bola 4 
S101 = Force; 
S101.type = 'sph_sph_billar'; 
S101.iPindex = 6; % bola 8 
S101.jPindex = 11; % bola 4 
S101.iBindex = 11; % bola 8 
S101.jBindex = 16; % bola 4 
S101.V2index = 70; 
S101.iRadius = 0.028575;  
S101.jRadius = 0.028575; 
S101.restitution = 0.93; 
S101.force_model = 'lankarani'; 
S101.n_exponent =  1.5; 
S101.friction = true; 
S101.fric_model = 'Threlfall'; 
S101.mu = 0.06; 
  
%Bola 8 - Bola 5 
S102 = Force; 
S102.type = 'sph_sph_billar'; 
S102.iPindex = 6; % bola 8 
S102.jPindex = 12; % bola 5 
S102.iBindex = 11; % bola 8 
S102.jBindex = 17; % bola 5 
S102.V2index = 71; 
S102.iRadius = 0.028575;  
S102.jRadius = 0.028575; 
S102.restitution = 0.93; 
S102.force_model = 'lankarani'; 
S102.n_exponent =  1.5; 
S102.friction = true; 
S102.fric_model = 'Threlfall'; 
S102.mu = 0.06; 
  
%Bola 8 - Bola 13 
S103 = Force; 
S103.type = 'sph_sph_billar'; 
S103.iPindex = 6; % bola 8 






S103.jPindex = 13; % bola 13 
S103.iBindex = 11; % bola 8 
S103.jBindex = 18; % bola 13 
S103.V2index = 72; 
S103.iRadius = 0.028575;  
S103.jRadius = 0.028575; 
S103.restitution = 0.93; 
S103.force_model = 'lankarani'; 
S103.n_exponent =  1.5; 
S103.friction = true; 
S103.fric_model = 'Threlfall'; 
S103.mu = 0.06; 
  
%Bola 8 - Bola 15 
S104 = Force; 
S104.type = 'sph_sph_billar'; 
S104.iPindex = 6; % bola 8 
S104.jPindex = 14; % bola 15 
S104.iBindex = 11; % bola 8 
S104.jBindex = 19; % bola 15 
S104.V2index = 73; 
S104.iRadius = 0.028575;  
S104.jRadius = 0.028575; 
S104.restitution = 0.93; 
S104.force_model = 'lankarani'; 
S104.n_exponent =  1.5; 
S104.friction = true; 
S104.fric_model = 'Threlfall'; 
S104.mu = 0.06; 
  
%Bola 8 - Bola 6 
S105 = Force; 
S105.type = 'sph_sph_billar'; 
S105.iPindex = 6; % bola 8 
S105.jPindex = 15; % bola 6 
S105.iBindex = 11; % bola 8 
S105.jBindex = 20; % bola 6 
S105.V2index = 74; 
S105.iRadius = 0.028575;  
S105.jRadius = 0.028575; 
S105.restitution = 0.93; 
S105.force_model = 'lankarani'; 
S105.n_exponent =  1.5; 
S105.friction = true; 
S105.fric_model = 'Threlfall'; 
S105.mu = 0.06; 
  
%Bola 8 - Bola 12 
S106 = Force; 
S106.type = 'sph_sph_billar'; 
S106.iPindex = 6; % bola 8 
S106.jPindex = 16; % bola 12 
S106.iBindex = 11; % bola 8 
S106.jBindex = 21; % bola 12 
S106.V2index = 75; 
S106.iRadius = 0.028575;  
S106.jRadius = 0.028575; 
S106.restitution = 0.93; 
S106.force_model = 'lankarani'; 
S106.n_exponent =  1.5; 






S106.friction = true; 
S106.fric_model = 'Threlfall'; 
S106.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 3 
%Bola 3 - Super. horizontal 
S107 = Force; 
S107.type = 'sph_pln_billar'; 
S107.iPindex = 7; %shp 
S107.iBindex = 12; %shp 
S107.jBindex = 1; %plane 
S107.plane_normal_vector = [0;0;1]; 
S107.sphere_radius = 0.028575; 
S107.restitution = 1; 
S107.force_model = 'hertz'; 
S107.n_exponent =  1.5; 
S107.friction = true; 
S107.fric_model = 'linear'; 
S107.mu = 0.2; 
S107.mus = 0.015; 
  
%Bola 3 - Palo largo izquierdo 
S108 = Force; 
S108.type = 'sph_pln_billar_pared'; 
S108.iPindex = 7; % shp 
S108.iBindex = 12; %shp 
S108.jBindex = 2; %plane 
S108.plane_normal_vector = [0;-1;0]; 
S108.sphere_radius = 0.028575; 
S108.restitution = 0.85; 
S108.force_model = 'lankarani'; 
S108.n_exponent =  1.5; 
S108.friction = false; 
  
%Bola 3 - Palo largo derecho 
S109 = Force; 
S109.type = 'sph_pln_billar_pared'; 
S109.iPindex = 7; % shp 
S109.iBindex = 12; %shp 
S109.jBindex = 3; %plane 
S109.plane_normal_vector = [0;1;0]; 
S109.sphere_radius = 0.028575; 
S109.restitution = 0.85; 
S109.force_model = 'lankarani'; 
S109.n_exponent =  1.5; 
S109.friction = false; 
  
%Bola 3 - Palo corto fondo 
S110 = Force; 
S110.type = 'sph_pln_billar_pared'; 
S110.iPindex = 7; % shp 
S110.iBindex = 12; %shp 
S110.jBindex = 4; %plane 
S110.plane_normal_vector = [-1;0;0]; 
S110.sphere_radius = 0.028575; 
S110.restitution = 0.85; 
S110.force_model = 'lankarani'; 
S110.n_exponent =  1.5; 
S110.friction = false; 







%Bola 3 - Palo corto delante 
S111 = Force; 
S111.type = 'sph_pln_billar_pared'; 
S111.iPindex = 7; % shp 
S111.iBindex = 12; %shp 
S111.jBindex = 5; %plane 
S111.plane_normal_vector = [1;0;0]; 
S111.sphere_radius = 0.028575; 
S111.restitution = 0.85; 
S111.force_model = 'lankarani'; 
S111.n_exponent =  1.5; 
S111.friction = false; 
  
%Bola 3 - Bola 11 
S112 = Force; 
S112.type = 'sph_sph_billar'; 
S112.iPindex = 7; % bola 3 
S112.jPindex = 8; % bola 11 
S112.iBindex = 12; % bola 3 
S112.jBindex = 13; % bola 11 
S112.V2index = 76; 
S112.iRadius = 0.028575;  
S112.jRadius = 0.028575; 
S112.restitution = 0.93; 
S112.force_model = 'lankarani'; 
S112.n_exponent =  1.5; 
S112.friction = true; 
S112.fric_model = 'Threlfall'; 
S112.mu = 0.06; 
  
%Bola 3 - Bola 7 
S113 = Force; 
S113.type = 'sph_sph_billar'; 
S113.iPindex = 7; % bola 3 
S113.jPindex = 9; % bola 7 
S113.iBindex = 12; % bola 3 
S113.jBindex = 14; % bola 7 
S113.V2index = 77; 
S113.iRadius = 0.028575;  
S113.jRadius = 0.028575; 
S113.restitution = 0.93; 
S113.force_model = 'lankarani'; 
S113.n_exponent =  1.5; 
S113.friction = true; 
S113.fric_model = 'Threlfall'; 
S113.mu = 0.06; 
  
%Bola 3 - Bola 14 
S114 = Force; 
S114.type = 'sph_sph_billar'; 
S114.iPindex = 7; % bola 3 
S114.jPindex = 10; % bola 14 
S114.iBindex = 12; % bola 3 
S114.jBindex = 15; % bola 14 
S114.V2index = 78; 
S114.iRadius = 0.028575;  
S114.jRadius = 0.028575; 
S114.restitution = 0.93; 
S114.force_model = 'lankarani'; 






S114.n_exponent =  1.5; 
S114.friction = true; 
S114.fric_model = 'Threlfall'; 
S114.mu = 0.06; 
  
%Bola 3 - Bola 4 
S115 = Force; 
S115.type = 'sph_sph_billar'; 
S115.iPindex = 7; % bola 3 
S115.jPindex = 11; % bola 4 
S115.iBindex = 12; % bola 3 
S115.jBindex = 16; % bola 4 
S115.V2index = 79; 
S115.iRadius = 0.028575;  
S115.jRadius = 0.028575; 
S115.restitution = 0.93; 
S115.force_model = 'lankarani'; 
S115.n_exponent =  1.5; 
S115.friction = true; 
S115.fric_model = 'Threlfall'; 
S115.mu = 0.06; 
  
%Bola 3 - Bola 5 
S116 = Force; 
S116.type = 'sph_sph_billar'; 
S116.iPindex = 7; % bola 3 
S116.jPindex = 12; % bola 5 
S116.iBindex = 12; % bola 3 
S116.jBindex = 17; % bola 5 
S116.V2index = 80; 
S116.iRadius = 0.028575;  
S116.jRadius = 0.028575; 
S116.restitution = 0.93; 
S116.force_model = 'lankarani'; 
S116.n_exponent =  1.5; 
S116.friction = true; 
S116.fric_model = 'Threlfall'; 
S116.mu = 0.06; 
  
%Bola 3 - Bola 13 
S117 = Force; 
S117.type = 'sph_sph_billar'; 
S117.iPindex = 7; % bola 3 
S117.jPindex = 13; % bola 13 
S117.iBindex = 12; % bola 3 
S117.jBindex = 18; % bola 13 
S117.V2index = 81; 
S117.iRadius = 0.028575;  
S117.jRadius = 0.028575; 
S117.restitution = 0.93; 
S117.force_model = 'lankarani'; 
S117.n_exponent =  1.5; 
S117.friction = true; 
S117.fric_model = 'Threlfall'; 
S117.mu = 0.06; 
  
%Bola 3 - Bola 15 
S118 = Force; 
S118.type = 'sph_sph_billar'; 
S118.iPindex = 7; % bola 3 






S118.jPindex = 14; % bola 15 
S118.iBindex = 12; % bola 3 
S118.jBindex = 19; % bola 15 
S118.V2index = 82; 
S118.iRadius = 0.028575;  
S118.jRadius = 0.028575; 
S118.restitution = 0.93; 
S118.force_model = 'lankarani'; 
S118.n_exponent =  1.5; 
S118.friction = true; 
S118.fric_model = 'Threlfall'; 
S118.mu = 0.06; 
  
%Bola 3 - Bola 6 
S119 = Force; 
S119.type = 'sph_sph_billar'; 
S119.iPindex = 7; % bola 3 
S119.jPindex = 15; % bola 6 
S119.iBindex = 12; % bola 3 
S119.jBindex = 20; % bola 6 
S119.V2index = 83; 
S119.iRadius = 0.028575;  
S119.jRadius = 0.028575; 
S119.restitution = 0.93; 
S119.force_model = 'lankarani'; 
S119.n_exponent =  1.5; 
S119.friction = true; 
S119.fric_model = 'Threlfall'; 
S119.mu = 0.06; 
  
%Bola 3 - Bola 12 
S120 = Force; 
S120.type = 'sph_sph_billar'; 
S120.iPindex = 7; % bola 3 
S120.jPindex = 16; % bola 12 
S120.iBindex = 12; % bola 3 
S120.jBindex = 21; % bola 12 
S120.V2index = 84; 
S120.iRadius = 0.028575;  
S120.jRadius = 0.028575; 
S120.restitution = 0.93; 
S120.force_model = 'lankarani'; 
S120.n_exponent =  1.5; 
S120.friction = true; 
S120.fric_model = 'Threlfall'; 
S120.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 11 
%Bola 11 - Super. horizontal 
S121 = Force; 
S121.type = 'sph_pln_billar'; 
S121.iPindex = 8; %shp 
S121.iBindex = 13; %shp 
S121.jBindex = 1; %plane 
S121.plane_normal_vector = [0;0;1]; 
S121.sphere_radius = 0.028575; 
S121.restitution = 1; 
S121.force_model = 'hertz'; 
S121.n_exponent =  1.5; 
S121.friction = true; 






S121.fric_model = 'linear'; 
S121.mu = 0.2; 
S121.mus = 0.015; 
  
%Bola 11 - Palo largo izquierdo 
S122 = Force; 
S122.type = 'sph_pln_billar_pared'; 
S122.iPindex = 8; % shp 
S122.iBindex = 13; %shp 
S122.jBindex = 2; %plane 
S122.plane_normal_vector = [0;-1;0]; 
S122.sphere_radius = 0.028575; 
S122.restitution = 0.85; 
S122.force_model = 'lankarani'; 
S122.n_exponent =  1.5; 
S122.friction = false; 
  
%Bola 11 - Palo largo derecho 
S123 = Force; 
S123.type = 'sph_pln_billar_pared'; 
S123.iPindex = 8; % shp 
S123.iBindex = 13; %shp 
S123.jBindex = 3; %plane 
S123.plane_normal_vector = [0;1;0]; 
S123.sphere_radius = 0.028575; 
S123.restitution = 0.85; 
S123.force_model = 'lankarani'; 
S123.n_exponent =  1.5; 
S123.friction = false; 
  
%Bola 11 - Palo corto fondo 
S124 = Force; 
S124.type = 'sph_pln_billar_pared'; 
S124.iPindex = 8; % shp 
S124.iBindex = 13; %shp 
S124.jBindex = 4; %plane 
S124.plane_normal_vector = [-1;0;0]; 
S124.sphere_radius = 0.028575; 
S124.restitution = 0.85; 
S124.force_model = 'lankarani'; 
S124.n_exponent =  1.5; 
S124.friction = false; 
  
%Bola 11 - Palo corto delante 
S125 = Force; 
S125.type = 'sph_pln_billar_pared'; 
S125.iPindex = 8; % shp 
S125.iBindex = 13; %shp 
S125.jBindex = 5; %plane 
S125.plane_normal_vector = [1;0;0]; 
S125.sphere_radius = 0.028575; 
S125.restitution = 0.85; 
S125.force_model = 'lankarani'; 
S125.n_exponent =  1.5; 
S125.friction = false; 
  
%Bola 11 - Bola 7 
S126 = Force; 
S126.type = 'sph_sph_billar'; 






S126.iPindex = 8; % bola 11 
S126.jPindex = 9; % bola 7 
S126.iBindex = 13; % bola 11 
S126.jBindex = 14; % bola 7 
S126.V2index = 85; 
S126.iRadius = 0.028575;  
S126.jRadius = 0.028575; 
S126.restitution = 0.93; 
S126.force_model = 'lankarani'; 
S126.n_exponent =  1.5; 
S126.friction = true; 
S126.fric_model = 'Threlfall'; 
S126.mu = 0.06; 
  
%Bola 11 - Bola 14 
S127 = Force; 
S127.type = 'sph_sph_billar'; 
S127.iPindex = 8; % bola 11 
S127.jPindex = 10; % bola 14 
S127.iBindex = 13; % bola 11 
S127.jBindex = 15; % bola 14 
S127.V2index = 86; 
S127.iRadius = 0.028575;  
S127.jRadius = 0.028575; 
S127.restitution = 0.93; 
S127.force_model = 'lankarani'; 
S127.n_exponent =  1.5; 
S127.friction = true; 
S127.fric_model = 'Threlfall'; 
S127.mu = 0.06; 
  
%Bola 11 - Bola 4 
S128 = Force; 
S128.type = 'sph_sph_billar'; 
S128.iPindex = 8; % bola 11 
S128.jPindex = 11; % bola 4 
S128.iBindex = 13; % bola 11 
S128.jBindex = 16; % bola 4 
S128.V2index = 87; 
S128.iRadius = 0.028575;  
S128.jRadius = 0.028575; 
S128.restitution = 0.93; 
S128.force_model = 'lankarani'; 
S128.n_exponent =  1.5; 
S128.friction = true; 
S128.fric_model = 'Threlfall'; 
S128.mu = 0.06; 
  
%Bola 11 - Bola 5 
S129 = Force; 
S129.type = 'sph_sph_billar'; 
S129.iPindex = 8; % bola 11 
S129.jPindex = 12; % bola 5 
S129.iBindex = 13; % bola 11 
S129.jBindex = 17; % bola 5 
S129.V2index = 88; 
S129.iRadius = 0.028575;  
S129.jRadius = 0.028575; 
S129.restitution = 0.93; 
S129.force_model = 'lankarani'; 






S129.n_exponent =  1.5; 
S129.friction = true; 
S129.fric_model = 'Threlfall'; 
S129.mu = 0.06; 
  
%Bola 11 - Bola 13 
S130 = Force; 
S130.type = 'sph_sph_billar'; 
S130.iPindex = 8; % bola 11 
S130.jPindex = 13; % bola 13 
S130.iBindex = 13; % bola 11 
S130.jBindex = 18; % bola 13 
S130.V2index = 89; 
S130.iRadius = 0.028575;  
S130.jRadius = 0.028575; 
S130.restitution = 0.93; 
S130.force_model = 'lankarani'; 
S130.n_exponent =  1.5; 
S130.friction = true; 
S130.fric_model = 'Threlfall'; 
S130.mu = 0.06; 
  
%Bola 11 - Bola 15 
S131 = Force; 
S131.type = 'sph_sph_billar'; 
S131.iPindex = 8; % bola 11 
S131.jPindex = 14; % bola 15 
S131.iBindex = 13; % bola 11 
S131.jBindex = 19; % bola 15 
S131.V2index = 90; 
S131.iRadius = 0.028575;  
S131.jRadius = 0.028575; 
S131.restitution = 0.93; 
S131.force_model = 'lankarani'; 
S131.n_exponent =  1.5; 
S131.friction = true; 
S131.fric_model = 'Threlfall'; 
S131.mu = 0.06; 
  
%Bola 11 - Bola 6 
S132 = Force; 
S132.type = 'sph_sph_billar'; 
S132.iPindex = 8; % bola 11 
S132.jPindex = 15; % bola 6 
S132.iBindex = 13; % bola 11 
S132.jBindex = 20; % bola 6 
S132.V2index = 91; 
S132.iRadius = 0.028575;  
S132.jRadius = 0.028575; 
S132.restitution = 0.93; 
S132.force_model = 'lankarani'; 
S132.n_exponent =  1.5; 
S132.friction = true; 
S132.fric_model = 'Threlfall'; 
S132.mu = 0.06; 
  
%Bola 11 - Bola 12 
S133 = Force; 
S133.type = 'sph_sph_billar'; 
S133.iPindex = 8; % bola 11 






S133.jPindex = 16; % bola 12 
S133.iBindex = 13; % bola 11 
S133.jBindex = 21; % bola 12 
S133.V2index = 92; 
S133.iRadius = 0.028575;  
S133.jRadius = 0.028575; 
S133.restitution = 0.93; 
S133.force_model = 'lankarani'; 
S133.n_exponent =  1.5; 
S133.friction = true; 
S133.fric_model = 'Threlfall'; 
S133.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 7 
%Bola 7 - Super. horizontal 
S134 = Force; 
S134.type = 'sph_pln_billar'; 
S134.iPindex = 9; %shp 
S134.iBindex = 14; %shp 
S134.jBindex = 1; %plane 
S134.plane_normal_vector = [0;0;1]; 
S134.sphere_radius = 0.028575; 
S134.restitution = 1; 
S134.force_model = 'hertz'; 
S134.n_exponent =  1.5; 
S134.friction = true; 
S134.fric_model = 'linear'; 
S134.mu = 0.2; 
S134.mus = 0.015; 
  
%Bola 7 - Palo largo izquierdo 
S135 = Force; 
S135.type = 'sph_pln_billar_pared'; 
S135.iPindex = 9; % shp 
S135.iBindex = 14; %shp 
S135.jBindex = 2; %plane 
S135.plane_normal_vector = [0;-1;0]; 
S135.sphere_radius = 0.028575; 
S135.restitution = 0.85; 
S135.force_model = 'lankarani'; 
S135.n_exponent =  1.5; 
S135.friction = false; 
  
%Bola 7 - Palo largo derecho 
S136 = Force; 
S136.type = 'sph_pln_billar_pared'; 
S136.iPindex = 9; % shp 
S136.iBindex = 14; %shp 
S136.jBindex = 3; %plane 
S136.plane_normal_vector = [0;1;0]; 
S136.sphere_radius = 0.028575; 
S136.restitution = 0.85; 
S136.force_model = 'lankarani'; 
S136.n_exponent =  1.5; 
S136.friction = false; 
  
%Bola 7 - Palo corto fondo 
S137 = Force; 
S137.type = 'sph_pln_billar_pared'; 
S137.iPindex = 9; % shp 






S137.iBindex = 14; %shp 
S137.jBindex = 4; %plane 
S137.plane_normal_vector = [-1;0;0]; 
S137.sphere_radius = 0.028575; 
S137.restitution = 0.85; 
S137.force_model = 'lankarani'; 
S137.n_exponent =  1.5; 
S137.friction = false; 
  
%Bola 7 - Palo corto delante 
S138 = Force; 
S138.type = 'sph_pln_billar_pared'; 
S138.iPindex = 9; % shp 
S138.iBindex = 14; %shp 
S138.jBindex = 5; %plane 
S138.plane_normal_vector = [1;0;0]; 
S138.sphere_radius = 0.028575; 
S138.restitution = 0.85; 
S138.force_model = 'lankarani'; 
S138.n_exponent =  1.5; 
S138.friction = false; 
  
%Bola 7 - Bola 14 
S139 = Force; 
S139.type = 'sph_sph_billar'; 
S139.iPindex = 9; % bola 7 
S139.jPindex = 10; % bola 14 
S139.iBindex = 14; % bola 7 
S139.jBindex = 15; % bola 14 
S139.V2index = 93; 
S139.iRadius = 0.028575;  
S139.jRadius = 0.028575; 
S139.restitution = 0.93; 
S139.force_model = 'lankarani'; 
S139.n_exponent =  1.5; 
S139.friction = true; 
S139.fric_model = 'Threlfall'; 
S139.mu = 0.06; 
  
%Bola 7 - Bola 4 
S140 = Force; 
S140.type = 'sph_sph_billar'; 
S140.iPindex = 9; % bola 7 
S140.jPindex = 11; % bola 4 
S140.iBindex = 14; % bola 7 
S140.jBindex = 16; % bola 4 
S140.V2index = 94; 
S140.iRadius = 0.028575;  
S140.jRadius = 0.028575; 
S140.restitution = 0.93; 
S140.force_model = 'lankarani'; 
S140.n_exponent =  1.5; 
S140.friction = true; 
S140.fric_model = 'Threlfall'; 
S140.mu = 0.06; 
  
%Bola 7 - Bola 5 
S141 = Force; 
S141.type = 'sph_sph_billar'; 
S141.iPindex = 9; % bola 7 






S141.jPindex = 12; % bola 5 
S141.iBindex = 14; % bola 7 
S141.jBindex = 17; % bola 5 
S141.V2index = 95; 
S141.iRadius = 0.028575;  
S141.jRadius = 0.028575; 
S141.restitution = 0.93; 
S141.force_model = 'lankarani'; 
S141.n_exponent =  1.5; 
S141.friction = true; 
S141.fric_model = 'Threlfall'; 
S141.mu = 0.06; 
  
%Bola 7 - Bola 13 
S142 = Force; 
S142.type = 'sph_sph_billar'; 
S142.iPindex = 9; % bola 7 
S142.jPindex = 13; % bola 13 
S142.iBindex = 14; % bola 7 
S142.jBindex = 18; % bola 13 
S142.V2index = 96; 
S142.iRadius = 0.028575;  
S142.jRadius = 0.028575; 
S142.restitution = 0.93; 
S142.force_model = 'lankarani'; 
S142.n_exponent =  1.5; 
S142.friction = true; 
S142.fric_model = 'Threlfall'; 
S142.mu = 0.06; 
  
%Bola 7 - Bola 15 
S143 = Force; 
S143.type = 'sph_sph_billar'; 
S143.iPindex = 9; % bola 7 
S143.jPindex = 14; % bola 15 
S143.iBindex = 14; % bola 7 
S143.jBindex = 19; % bola 15 
S143.V2index = 97; 
S143.iRadius = 0.028575;  
S143.jRadius = 0.028575; 
S143.restitution = 0.93; 
S143.force_model = 'lankarani'; 
S143.n_exponent =  1.5; 
S143.friction = true; 
S143.fric_model = 'Threlfall'; 
S143.mu = 0.06; 
  
%Bola 7 - Bola 6 
S144 = Force; 
S144.type = 'sph_sph_billar'; 
S144.iPindex = 9; % bola 7 
S144.jPindex = 15; % bola 6 
S144.iBindex = 14; % bola 7 
S144.jBindex = 20; % bola 6 
S144.V2index = 98; 
S144.iRadius = 0.028575;  
S144.jRadius = 0.028575; 
S144.restitution = 0.93; 
S144.force_model = 'lankarani'; 
S144.n_exponent =  1.5; 






S144.friction = true; 
S144.fric_model = 'Threlfall'; 
S144.mu = 0.06; 
  
%Bola 7 - Bola 12 
S145 = Force; 
S145.type = 'sph_sph_billar'; 
S145.iPindex = 9; % bola 7 
S145.jPindex = 16; % bola 12 
S145.iBindex = 14; % bola 7 
S145.jBindex = 21; % bola 12 
S145.V2index = 99; 
S145.iRadius = 0.028575;  
S145.jRadius = 0.028575; 
S145.restitution = 0.93; 
S145.force_model = 'lankarani'; 
S145.n_exponent =  1.5; 
S145.friction = true; 
S145.fric_model = 'Threlfall'; 
S145.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 14 
%Bola 14 - Super. horizontal 
S146 = Force; 
S146.type = 'sph_pln_billar'; 
S146.iPindex = 10; %shp 
S146.iBindex = 15; %shp 
S146.jBindex = 1; %plane 
S146.plane_normal_vector = [0;0;1]; 
S146.sphere_radius = 0.028575; 
S146.restitution = 1; 
S146.force_model = 'hertz'; 
S146.n_exponent =  1.5; 
S146.friction = true; 
S146.fric_model = 'linear'; 
S146.mu = 0.2; 
S146.mus = 0.015; 
  
%Bola 14 - Palo largo izquierdo 
S147 = Force; 
S147.type = 'sph_pln_billar_pared'; 
S147.iPindex = 10; % shp 
S147.iBindex = 15; %shp 
S147.jBindex = 2; %plane 
S147.plane_normal_vector = [0;-1;0]; 
S147.sphere_radius = 0.028575; 
S147.restitution = 0.85; 
S147.force_model = 'lankarani'; 
S147.n_exponent =  1.5; 
S147.friction = false; 
  
%Bola 14 - Palo largo derecho 
S148 = Force; 
S148.type = 'sph_pln_billar_pared'; 
S148.iPindex = 10; % shp 
S148.iBindex = 15; %shp 
S148.jBindex = 3; %plane 
S148.plane_normal_vector = [0;1;0]; 
S148.sphere_radius = 0.028575; 
S148.restitution = 0.85; 






S148.force_model = 'lankarani'; 
S148.n_exponent =  1.5; 
S148.friction = false; 
  
%Bola 14 - Palo corto fondo 
S149 = Force; 
S149.type = 'sph_pln_billar_pared'; 
S149.iPindex = 10; % shp 
S149.iBindex = 15; %shp 
S149.jBindex = 4; %plane 
S149.plane_normal_vector = [-1;0;0]; 
S149.sphere_radius = 0.028575; 
S149.restitution = 0.85; 
S149.force_model = 'lankarani'; 
S149.n_exponent =  1.5; 
S149.friction = false; 
  
%Bola 14 - Palo corto delante 
S150 = Force; 
S150.type = 'sph_pln_billar_pared'; 
S150.iPindex = 10; % shp 
S150.iBindex = 15; %shp 
S150.jBindex = 5; %plane 
S150.plane_normal_vector = [1;0;0]; 
S150.sphere_radius = 0.028575; 
S150.restitution = 0.85; 
S150.force_model = 'lankarani'; 
S150.n_exponent =  1.5; 
S150.friction = false; 
  
%Bola 14 - Bola 4 
S151 = Force; 
S151.type = 'sph_sph_billar'; 
S151.iPindex = 10; % bola 14 
S151.jPindex = 11; % bola 4 
S151.iBindex = 15; % bola 14 
S151.jBindex = 16; % bola 4 
S151.V2index = 100; 
S151.iRadius = 0.028575;  
S151.jRadius = 0.028575; 
S151.restitution = 0.93; 
S151.force_model = 'lankarani'; 
S151.n_exponent =  1.5; 
S151.friction = true; 
S151.fric_model = 'Threlfall'; 
S151.mu = 0.06; 
  
%Bola 14 - Bola 5 
S152 = Force; 
S152.type = 'sph_sph_billar'; 
S152.iPindex = 10; % bola 14 
S152.jPindex = 12; % bola 5 
S152.iBindex = 15; % bola 14 
S152.jBindex = 17; % bola 5 
S152.V2index = 101; 
S152.iRadius = 0.028575;  
S152.jRadius = 0.028575; 
S152.restitution = 0.93; 
S152.force_model = 'lankarani'; 
S152.n_exponent =  1.5; 






S152.friction = true; 
S152.fric_model = 'Threlfall'; 
S152.mu = 0.06; 
  
%Bola 14 - Bola 13 
S153 = Force; 
S153.type = 'sph_sph_billar'; 
S153.iPindex = 10; % bola 14 
S153.jPindex = 13; % bola 13 
S153.iBindex = 15; % bola 14 
S153.jBindex = 18; % bola 13 
S153.V2index = 102; 
S153.iRadius = 0.028575;  
S153.jRadius = 0.028575; 
S153.restitution = 0.93; 
S153.force_model = 'lankarani'; 
S153.n_exponent =  1.5; 
S153.friction = true; 
S153.fric_model = 'Threlfall'; 
S153.mu = 0.06; 
  
%Bola 14 - Bola 15 
S154 = Force; 
S154.type = 'sph_sph_billar'; 
S154.iPindex = 10; % bola 14 
S154.jPindex = 14; % bola 15 
S154.iBindex = 15; % bola 14 
S154.jBindex = 19; % bola 15 
S154.V2index = 103; 
S154.iRadius = 0.028575;  
S154.jRadius = 0.028575; 
S154.restitution = 0.93; 
S154.force_model = 'lankarani'; 
S154.n_exponent =  1.5; 
S154.friction = true; 
S154.fric_model = 'Threlfall'; 
S154.mu = 0.06; 
  
%Bola 14 - Bola 6 
S155 = Force; 
S155.type = 'sph_sph_billar'; 
S155.iPindex = 10; % bola 14 
S155.jPindex = 15; % bola 6 
S155.iBindex = 15; % bola 14 
S155.jBindex = 20; % bola 6 
S155.V2index = 104; 
S155.iRadius = 0.028575;  
S155.jRadius = 0.028575; 
S155.restitution = 0.93; 
S155.force_model = 'lankarani'; 
S155.n_exponent =  1.5; 
S155.friction = true; 
S155.fric_model = 'Threlfall'; 
S155.mu = 0.06; 
  
%Bola 14 - Bola 12 
S156 = Force; 
S156.type = 'sph_sph_billar'; 
S156.iPindex = 10; % bola 14 
S156.jPindex = 16; % bola 12 






S156.iBindex = 15; % bola 14 
S156.jBindex = 21; % bola 12 
S156.V2index = 105; 
S156.iRadius = 0.028575;  
S156.jRadius = 0.028575; 
S156.restitution = 0.93; 
S156.force_model = 'lankarani'; 
S156.n_exponent =  1.5; 
S156.friction = true; 
S156.fric_model = 'Threlfall'; 
S156.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 4 
%Bola 4 - Super. horizontal 
S157 = Force; 
S157.type = 'sph_pln_billar'; 
S157.iPindex = 11; %shp 
S157.iBindex = 16; %shp 
S157.jBindex = 1; %plane 
S157.plane_normal_vector = [0;0;1]; 
S157.sphere_radius = 0.028575; 
S157.restitution = 1; 
S157.force_model = 'hertz'; 
S157.n_exponent =  1.5; 
S157.friction = true; 
S157.fric_model = 'linear'; 
S157.mu = 0.2; 
S157.mus = 0.015; 
  
%Bola 4 - Palo largo izquierdo 
S158 = Force; 
S158.type = 'sph_pln_billar_pared'; 
S158.iPindex = 11; % shp 
S158.iBindex = 16; %shp 
S158.jBindex = 2; %plane 
S158.plane_normal_vector = [0;-1;0]; 
S158.sphere_radius = 0.028575; 
S158.restitution = 0.85; 
S158.force_model = 'lankarani'; 
S158.n_exponent =  1.5; 
S158.friction = false; 
  
%Bola 4 - Palo largo derecho 
S159 = Force; 
S159.type = 'sph_pln_billar_pared'; 
S159.iPindex = 11; % shp 
S159.iBindex = 16; %shp 
S159.jBindex = 3; %plane 
S159.plane_normal_vector = [0;1;0]; 
S159.sphere_radius = 0.028575; 
S159.restitution = 0.85; 
S159.force_model = 'lankarani'; 
S159.n_exponent =  1.5; 
S159.friction = false; 
  
%Bola 4 - Palo corto fondo 
S160 = Force; 
S160.type = 'sph_pln_billar_pared'; 
S160.iPindex = 11; % shp 
S160.iBindex = 16; %shp 






S160.jBindex = 4; %plane 
S160.plane_normal_vector = [-1;0;0]; 
S160.sphere_radius = 0.028575; 
S160.restitution = 0.85; 
S160.force_model = 'lankarani'; 
S160.n_exponent =  1.5; 
S160.friction = false; 
  
%Bola 4 - Palo corto delante 
S161 = Force; 
S161.type = 'sph_pln_billar_pared'; 
S161.iPindex = 11; % shp 
S161.iBindex = 16; %shp 
S161.jBindex = 5; %plane 
S161.plane_normal_vector = [1;0;0]; 
S161.sphere_radius = 0.028575; 
S161.restitution = 0.85; 
S161.force_model = 'lankarani'; 
S161.n_exponent =  1.5; 
S161.friction = false; 
  
%Bola 4 - Bola 5 
S162 = Force; 
S162.type = 'sph_sph_billar'; 
S162.iPindex = 11; % bola 4 
S162.jPindex = 12; % bola 5 
S162.iBindex = 16; % bola 4 
S162.jBindex = 17; % bola 5 
S162.V2index = 106; 
S162.iRadius = 0.028575;  
S162.jRadius = 0.028575; 
S162.restitution = 0.93; 
S162.force_model = 'lankarani'; 
S162.n_exponent =  1.5; 
S162.friction = true; 
S162.fric_model = 'Threlfall'; 
S162.mu = 0.06; 
  
%Bola 4 - Bola 13 
S163 = Force; 
S163.type = 'sph_sph_billar'; 
S163.iPindex = 11; % bola 4 
S163.jPindex = 13; % bola 13 
S163.iBindex = 16; % bola 4 
S163.jBindex = 18; % bola 13 
S163.V2index = 107; 
S163.iRadius = 0.028575;  
S163.jRadius = 0.028575; 
S163.restitution = 0.93; 
S163.force_model = 'lankarani'; 
S163.n_exponent =  1.5; 
S163.friction = true; 
S163.fric_model = 'Threlfall'; 
S163.mu = 0.06; 
  
%Bola 4 - Bola 15 
S164 = Force; 
S164.type = 'sph_sph_billar'; 
S164.iPindex = 11; % bola 4 
S164.jPindex = 14; % bola 15 






S164.iBindex = 16; % bola 4 
S164.jBindex = 19; % bola 15 
S164.V2index = 108; 
S164.iRadius = 0.028575;  
S164.jRadius = 0.028575; 
S164.restitution = 0.93; 
S164.force_model = 'lankarani'; 
S164.n_exponent =  1.5; 
S164.friction = true; 
S164.fric_model = 'Threlfall'; 
S164.mu = 0.06; 
  
%Bola 4 - Bola 6 
S165 = Force; 
S165.type = 'sph_sph_billar'; 
S165.iPindex = 11; % bola 4 
S165.jPindex = 15; % bola 6 
S165.iBindex = 16; % bola 4 
S165.jBindex = 20; % bola 6 
S165.V2index = 109; 
S165.iRadius = 0.028575;  
S165.jRadius = 0.028575; 
S165.restitution = 0.93; 
S165.force_model = 'lankarani'; 
S165.n_exponent =  1.5; 
S165.friction = true; 
S165.fric_model = 'Threlfall'; 
S165.mu = 0.06; 
  
%Bola 4 - Bola 12 
S166 = Force; 
S166.type = 'sph_sph_billar'; 
S166.iPindex = 11; % bola 4 
S166.jPindex = 16; % bola 12 
S166.iBindex = 16; % bola 4 
S166.jBindex = 21; % bola 12 
S166.V2index = 110; 
S166.iRadius = 0.028575;  
S166.jRadius = 0.028575; 
S166.restitution = 0.93; 
S166.force_model = 'lankarani'; 
S166.n_exponent =  1.5; 
S166.friction = true; 
S166.fric_model = 'Threlfall'; 
S166.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 5 
%Bola 5 - Super. horizontal 
S167 = Force; 
S167.type = 'sph_pln_billar'; 
S167.iPindex = 12; %shp 
S167.iBindex = 17; %shp 
S167.jBindex = 1; %plane 
S167.plane_normal_vector = [0;0;1]; 
S167.sphere_radius = 0.028575; 
S167.restitution = 1; 
S167.force_model = 'hertz'; 
S167.n_exponent =  1.5; 
S167.friction = true; 
S167.fric_model = 'linear'; 






S167.mu = 0.2; 
S167.mus = 0.015; 
  
%Bola 5 - Palo largo izquierdo 
S168 = Force; 
S168.type = 'sph_pln_billar_pared'; 
S168.iPindex = 12; % shp 
S168.iBindex = 17; %shp 
S168.jBindex = 2; %plane 
S168.plane_normal_vector = [0;-1;0]; 
S168.sphere_radius = 0.028575; 
S168.restitution = 0.85; 
S168.force_model = 'lankarani'; 
S168.n_exponent =  1.5; 
S168.friction = false; 
  
%Bola 5 - Palo largo derecho 
S169 = Force; 
S169.type = 'sph_pln_billar_pared'; 
S169.iPindex = 12; % shp 
S169.iBindex = 17; %shp 
S169.jBindex = 3; %plane 
S169.plane_normal_vector = [0;1;0]; 
S169.sphere_radius = 0.028575; 
S169.restitution = 0.85; 
S169.force_model = 'lankarani'; 
S169.n_exponent =  1.5; 
S169.friction = false; 
  
%Bola 5 - Palo corto fondo 
S170 = Force; 
S170.type = 'sph_pln_billar_pared'; 
S170.iPindex = 12; % shp 
S170.iBindex = 17; %shp 
S170.jBindex = 4; %plane 
S170.plane_normal_vector = [-1;0;0]; 
S170.sphere_radius = 0.028575; 
S170.restitution = 0.85; 
S170.force_model = 'lankarani'; 
S170.n_exponent =  1.5; 
S170.friction = false; 
  
%Bola 5 - Palo corto delante 
S171 = Force; 
S171.type = 'sph_pln_billar_pared'; 
S171.iPindex = 12; % shp 
S171.iBindex = 17; %shp 
S171.jBindex = 5; %plane 
S171.plane_normal_vector = [1;0;0]; 
S171.sphere_radius = 0.028575; 
S171.restitution = 0.85; 
S171.force_model = 'lankarani'; 
S171.n_exponent =  1.5; 
S171.friction = false; 
  
%Bola 5 - Bola 13 
S172 = Force; 
S172.type = 'sph_sph_billar'; 
S172.iPindex = 12; % bola 5 






S172.jPindex = 13; % bola 13 
S172.iBindex = 17; % bola 5 
S172.jBindex = 18; % bola 13 
S172.V2index = 111; 
S172.iRadius = 0.028575;  
S172.jRadius = 0.028575; 
S172.restitution = 0.93; 
S172.force_model = 'lankarani'; 
S172.n_exponent =  1.5; 
S172.friction = true; 
S172.fric_model = 'Threlfall'; 
S172.mu = 0.06; 
  
%Bola 5 - Bola 15 
S173 = Force; 
S173.type = 'sph_sph_billar'; 
S173.iPindex = 12; % bola 5 
S173.jPindex = 14; % bola 15 
S173.iBindex = 17; % bola 5 
S173.jBindex = 19; % bola 15 
S173.V2index = 112; 
S173.iRadius = 0.028575;  
S173.jRadius = 0.028575; 
S173.restitution = 0.93; 
S173.force_model = 'lankarani'; 
S173.n_exponent =  1.5; 
S173.friction = true; 
S173.fric_model = 'Threlfall'; 
S173.mu = 0.06; 
  
%Bola 5 - Bola 6 
S174 = Force; 
S174.type = 'sph_sph_billar'; 
S174.iPindex = 12; % bola 5 
S174.jPindex = 15; % bola 6 
S174.iBindex = 17; % bola 5 
S174.jBindex = 20; % bola 6 
S174.V2index = 113; 
S174.iRadius = 0.028575;  
S174.jRadius = 0.028575; 
S174.restitution = 0.93; 
S174.force_model = 'lankarani'; 
S174.n_exponent =  1.5; 
S174.friction = true; 
S174.fric_model = 'Threlfall'; 
S174.mu = 0.06; 
  
%Bola 5 - Bola 12 
S175 = Force; 
S175.type = 'sph_sph_billar'; 
S175.iPindex = 12; % bola 5 
S175.jPindex = 16; % bola 12 
S175.iBindex = 17; % bola 5 
S175.jBindex = 21; % bola 12 
S175.V2index = 114; 
S175.iRadius = 0.028575;  
S175.jRadius = 0.028575; 
S175.restitution = 0.93; 
S175.force_model = 'lankarani'; 
S175.n_exponent =  1.5; 






S175.friction = true; 
S175.fric_model = 'Threlfall'; 
S175.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 13 
%Bola 13 - Super. horizontal 
S176 = Force; 
S176.type = 'sph_pln_billar'; 
S176.iPindex = 13; %shp 
S176.iBindex = 18; %shp 
S176.jBindex = 1; %plane 
S176.plane_normal_vector = [0;0;1]; 
S176.sphere_radius = 0.028575; 
S176.restitution = 1; 
S176.force_model = 'hertz'; 
S176.n_exponent =  1.5; 
S176.friction = true; 
S176.fric_model = 'linear'; 
S176.mu = 0.2; 
S176.mus = 0.015; 
  
%Bola 13 - Palo largo izquierdo 
S177 = Force; 
S177.type = 'sph_pln_billar_pared'; 
S177.iPindex = 13; % shp 
S177.iBindex = 18; %shp 
S177.jBindex = 2; %plane 
S177.plane_normal_vector = [0;-1;0]; 
S177.sphere_radius = 0.028575; 
S177.restitution = 0.85; 
S177.force_model = 'lankarani'; 
S177.n_exponent =  1.5; 
S177.friction = false; 
  
%Bola 13 - Palo largo derecho 
S178 = Force; 
S178.type = 'sph_pln_billar_pared'; 
S178.iPindex = 13; % shp 
S178.iBindex = 18; %shp 
S178.jBindex = 3; %plane 
S178.plane_normal_vector = [0;1;0]; 
S178.sphere_radius = 0.028575; 
S178.restitution = 0.85; 
S178.force_model = 'lankarani'; 
S178.n_exponent =  1.5; 
S178.friction = false; 
  
%Bola 13 - Palo corto fondo 
S179 = Force; 
S179.type = 'sph_pln_billar_pared'; 
S179.iPindex = 13; % shp 
S179.iBindex = 18; %shp 
S179.jBindex = 4; %plane 
S179.plane_normal_vector = [-1;0;0]; 
S179.sphere_radius = 0.028575; 
S179.restitution = 0.85; 
S179.force_model = 'lankarani'; 
S179.n_exponent =  1.5; 
S179.friction = false; 







%Bola 13 - Palo corto delante 
S180 = Force; 
S180.type = 'sph_pln_billar_pared'; 
S180.iPindex = 13; % shp 
S180.iBindex = 18; %shp 
S180.jBindex = 5; %plane 
S180.plane_normal_vector = [1;0;0]; 
S180.sphere_radius = 0.028575; 
S180.restitution = 0.85; 
S180.force_model = 'lankarani'; 
S180.n_exponent =  1.5; 
S180.friction = false; 
  
%Bola 13 - Bola 15 
S181 = Force; 
S181.type = 'sph_sph_billar'; 
S181.iPindex = 13; % bola 13 
S181.jPindex = 14; % bola 15 
S181.iBindex = 18; % bola 13 
S181.jBindex = 19; % bola 15 
S181.V2index = 115; 
S181.iRadius = 0.028575;  
S181.jRadius = 0.028575; 
S181.restitution = 0.93; 
S181.force_model = 'lankarani'; 
S181.n_exponent =  1.5; 
S181.friction = true; 
S181.fric_model = 'Threlfall'; 
S181.mu = 0.06; 
  
%Bola 13 - Bola 6 
S182 = Force; 
S182.type = 'sph_sph_billar'; 
S182.iPindex = 13; % bola 13 
S182.jPindex = 15; % bola 6 
S182.iBindex = 18; % bola 13 
S182.jBindex = 20; % bola 6 
S182.V2index = 116; 
S182.iRadius = 0.028575;  
S182.jRadius = 0.028575; 
S182.restitution = 0.93; 
S182.force_model = 'lankarani'; 
S182.n_exponent =  1.5; 
S182.friction = true; 
S182.fric_model = 'Threlfall'; 
S182.mu = 0.06; 
  
%Bola 13 - Bola 12 
S183 = Force; 
S183.type = 'sph_sph_billar'; 
S183.iPindex = 13; % bola 13 
S183.jPindex = 16; % bola 12 
S183.iBindex = 18; % bola 13 
S183.jBindex = 21; % bola 12 
S183.V2index = 117; 
S183.iRadius = 0.028575;  
S183.jRadius = 0.028575; 
S183.restitution = 0.93; 
S183.force_model = 'lankarani'; 






S183.n_exponent =  1.5; 
S183.friction = true; 
S183.fric_model = 'Threlfall'; 
S183.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 15 
%Bola 15 - Super. horizontal 
S184 = Force; 
S184.type = 'sph_pln_billar'; 
S184.iPindex = 14; %shp 
S184.iBindex = 19; %shp 
S184.jBindex = 1; %plane 
S184.plane_normal_vector = [0;0;1]; 
S184.sphere_radius = 0.028575; 
S184.restitution = 1; 
S184.force_model = 'hertz'; 
S184.n_exponent =  1.5; 
S184.friction = true; 
S184.fric_model = 'linear'; 
S184.mu = 0.2; 
S184.mus = 0.015; 
  
%Bola 15 - Palo largo izquierdo 
S185 = Force; 
S185.type = 'sph_pln_billar_pared'; 
S185.iPindex = 14; % shp 
S185.iBindex = 19; %shp 
S185.jBindex = 2; %plane 
S185.plane_normal_vector = [0;-1;0]; 
S185.sphere_radius = 0.028575; 
S185.restitution = 0.85; 
S185.force_model = 'lankarani'; 
S185.n_exponent =  1.5; 
S185.friction = false; 
  
%Bola 15 - Palo largo derecho 
S186 = Force; 
S186.type = 'sph_pln_billar_pared'; 
S186.iPindex = 14; % shp 
S186.iBindex = 19; %shp 
S186.jBindex = 3; %plane 
S186.plane_normal_vector = [0;1;0]; 
S186.sphere_radius = 0.028575; 
S186.restitution = 0.85; 
S186.force_model = 'lankarani'; 
S186.n_exponent =  1.5; 
S186.friction = false; 
  
%Bola 15 - Palo corto fondo 
S187 = Force; 
S187.type = 'sph_pln_billar_pared'; 
S187.iPindex = 14; % shp 
S187.iBindex = 19; %shp 
S187.jBindex = 4; %plane 
S187.plane_normal_vector = [-1;0;0]; 
S187.sphere_radius = 0.028575; 
S187.restitution = 0.85; 
S187.force_model = 'lankarani'; 
S187.n_exponent =  1.5; 
S187.friction = false; 







%Bola 15 - Palo corto delante 
S188 = Force; 
S188.type = 'sph_pln_billar_pared'; 
S188.iPindex = 14; % shp 
S188.iBindex = 19; %shp 
S188.jBindex = 5; %plane 
S188.plane_normal_vector = [1;0;0]; 
S188.sphere_radius = 0.028575; 
S188.restitution = 0.85; 
S188.force_model = 'lankarani'; 
S188.n_exponent =  1.5; 
S188.friction = false; 
  
%Bola 15 - Bola 6 
S189 = Force; 
S189.type = 'sph_sph_billar'; 
S189.iPindex = 14; % bola 15 
S189.jPindex = 15; % bola 6 
S189.iBindex = 19; % bola 15 
S189.jBindex = 20; % bola 6 
S189.V2index = 118; 
S189.iRadius = 0.028575;  
S189.jRadius = 0.028575; 
S189.restitution = 0.93; 
S189.force_model = 'lankarani'; 
S189.n_exponent =  1.5; 
S189.friction = true; 
S189.fric_model = 'Threlfall'; 
S189.mu = 0.06; 
  
%Bola 15 - Bola 12 
S190 = Force; 
S190.type = 'sph_sph_billar'; 
S190.iPindex = 14; % bola 15 
S190.jPindex = 16; % bola 12 
S190.iBindex = 19; % bola 15 
S190.jBindex = 21; % bola 12 
S190.V2index = 119; 
S190.iRadius = 0.028575;  
S190.jRadius = 0.028575; 
S190.restitution = 0.93; 
S190.force_model = 'lankarani'; 
S190.n_exponent =  1.5; 
S190.friction = true; 
S190.fric_model = 'Threlfall'; 
S190.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 6 
%Bola 6 - Super. horizontal 
S191 = Force; 
S191.type = 'sph_pln_billar'; 
S191.iPindex = 15; %shp 
S191.iBindex = 20; %shp 
S191.jBindex = 1; %plane 
S191.plane_normal_vector = [0;0;1]; 
S191.sphere_radius = 0.028575; 
S191.restitution = 1; 
S191.force_model = 'hertz'; 
S191.n_exponent =  1.5; 






S191.friction = true; 
S191.fric_model = 'linear'; 
S191.mu = 0.2; 
S191.mus = 0.015; 
  
%Bola 6 - Palo largo izquierdo 
S192 = Force; 
S192.type = 'sph_pln_billar_pared'; 
S192.iPindex = 15; % shp 
S192.iBindex = 20; %shp 
S192.jBindex = 2; %plane 
S192.plane_normal_vector = [0;-1;0]; 
S192.sphere_radius = 0.028575; 
S192.restitution = 0.85; 
S192.force_model = 'lankarani'; 
S192.n_exponent =  1.5; 
S192.friction = false; 
  
%Bola 6 - Palo largo derecho 
S193 = Force; 
S193.type = 'sph_pln_billar_pared'; 
S193.iPindex = 15; % shp 
S193.iBindex = 20; %shp 
S193.jBindex = 3; %plane 
S193.plane_normal_vector = [0;1;0]; 
S193.sphere_radius = 0.028575; 
S193.restitution = 0.85; 
S193.force_model = 'lankarani'; 
S193.n_exponent =  1.5; 
S193.friction = false; 
  
%Bola 6 - Palo corto fondo 
S194 = Force; 
S194.type = 'sph_pln_billar_pared'; 
S194.iPindex = 15; % shp 
S194.iBindex = 20; %shp 
S194.jBindex = 4; %plane 
S194.plane_normal_vector = [-1;0;0]; 
S194.sphere_radius = 0.028575; 
S194.restitution = 0.85; 
S194.force_model = 'lankarani'; 
S194.n_exponent =  1.5; 
S194.friction = false; 
  
%Bola 6 - Palo corto delante 
S195 = Force; 
S195.type = 'sph_pln_billar_pared'; 
S195.iPindex = 15; % shp 
S195.iBindex = 20; %shp 
S195.jBindex = 5; %plane 
S195.plane_normal_vector = [1;0;0]; 
S195.sphere_radius = 0.028575; 
S195.restitution = 0.85; 
S195.force_model = 'lankarani'; 
S195.n_exponent =  1.5; 
S195.friction = false; 
  
%Bola 6 - Bola 12 
S196 = Force; 






S196.type = 'sph_sph_billar'; 
S196.iPindex = 15; % bola 6 
S196.jPindex = 16; % bola 12 
S196.iBindex = 20; % bola 6 
S196.jBindex = 21; % bola 12 
S196.V2index = 120; 
S196.iRadius = 0.028575;  
S196.jRadius = 0.028575; 
S196.restitution = 0.93; 
S196.force_model = 'lankarani'; 
S196.n_exponent =  1.5; 
S196.friction = true; 
S196.fric_model = 'Threlfall'; 
S196.mu = 0.06; 
  
%%%%%%%%%%%%%%%%%%% BOLA 12 
%Bola 12 - Super. horizontal 
S197 = Force; 
S197.type = 'sph_pln_billar'; 
S197.iPindex = 16; %shp 
S197.iBindex = 21; %shp 
S197.jBindex = 1; %plane 
S197.plane_normal_vector = [0;0;1]; 
S197.sphere_radius = 0.028575; 
S197.restitution = 1; 
S197.force_model = 'hertz'; 
S197.n_exponent =  1.5; 
S197.friction = true; 
S197.fric_model = 'linear'; 
S197.mu = 0.2; 
S197.mus = 0.015; 
  
%Bola 12 - Palo largo izquierdo 
S198 = Force; 
S198.type = 'sph_pln_billar_pared'; 
S198.iPindex = 16; % shp 
S198.iBindex = 21; %shp 
S198.jBindex = 2; %plane 
S198.plane_normal_vector = [0;-1;0]; 
S198.sphere_radius = 0.028575; 
S198.restitution = 0.85; 
S198.force_model = 'lankarani'; 
S198.n_exponent =  1.5; 
S198.friction = false; 
  
%Bola 12 - Palo largo derecho 
S199 = Force; 
S199.type = 'sph_pln_billar_pared'; 
S199.iPindex = 16; % shp 
S199.iBindex = 21; %shp 
S199.jBindex = 3; %plane 
S199.plane_normal_vector = [0;1;0]; 
S199.sphere_radius = 0.028575; 
S199.restitution = 0.85; 
S199.force_model = 'lankarani'; 
S199.n_exponent =  1.5; 
S199.friction = false; 
  
%Bola 12 - Palo corto fondo 
S200 = Force; 






S200.type = 'sph_pln_billar_pared'; 
S200.iPindex = 16; % shp 
S200.iBindex = 21; %shp 
S200.jBindex = 4; %plane 
S200.plane_normal_vector = [-1;0;0]; 
S200.sphere_radius = 0.028575; 
S200.restitution = 0.85; 
S200.force_model = 'lankarani'; 
S200.n_exponent =  1.5; 
S200.friction = false; 
  
%Bola 6 - Palo corto delante 
S201 = Force; 
S201.type = 'sph_pln_billar_pared'; 
S201.iPindex = 16; % shp 
S201.iBindex = 21; %shp 
S201.jBindex = 5; %plane 
S201.plane_normal_vector = [1;0;0]; 
S201.sphere_radius = 0.028575; 
S201.restitution = 0.85; 
S201.force_model = 'lankarani'; 
S201.n_exponent =  1.5; 





Forces = [S1;S2;S3;S4;S5;S6;S7;S8;S9;... 
          S10;S11;S12;S13;S14;S15;S16;S17;S18;S19;... 
          S20;S21;S22;S23;S24;S25;S26;S27;S28;S29;... 
          S30;S31;S32;S33;S34;S35;S36;S37;S38;S39;... 
          S40;S41;S42;S43;S44;S45;S46;S47;S48;S49;... 
          S50;S51;S52;S53;S54;S55;S56;S57;S58;S59;... 
          S60;S61;S62;S63;S64;S65;S66;S67;S68;S69;... 
          S70;S71;S72;S73;S74;S75;S76;S77;S78;S79;... 
          S80;S81;S82;S83;S84;S85;S86;S87;S88;S89;... 
          S90;S91;S92;S93;S94;S95;S96;S97;S98;S99;... 
          S100;S101;S102;S103;S104;S105;S106;S107;S108;S109;... 
          S110;S111;S112;S113;S114;S115;S116;S117;S118;S119;... 
          S120;S121;S122;S123;S124;S125;S126;S127;S128;S129;... 
          S130;S131;S132;S133;S134;S135;S136;S137;S138;S139;... 
          S140;S141;S142;S143;S144;S145;S146;S147;S148;S149;... 
          S150;S151;S152;S153;S154;S155;S156;S157;S158;S159;... 
          S160;S161;S162;S163;S164;S165;S166;S167;S168;S169;... 
          S170;S171;S172;S173;S174;S175;S176;S177;S178;S179;... 
          S180;S181;S182;S183;S184;S185;S186;S187;S188;S189;... 
          S190;S191;S192;S193;S194;S195;S196;S197;S198;S199;... 





Joint = Joint_struct; 
  
%Fijar Super. Horizontal 
J1 = Joint; 






J1.type = 'fix'; 




J2 = Joint; 
J2.type = 'fix'; 




J3 = Joint; 
J3.type = 'fix'; 




J4 = Joint; 
J4.type = 'fix'; 




J5 = Joint; 
J5.type = 'fix'; 
J5.iBindex = 5; 
  





Point = Point_struct; 
  
  
P17 = Point; 
P17.Bindex = 2; 
P17.sPp = [1.27; 0; 0.054]; 
  
P18 = Point; 
P18.Bindex = 2; 
P18.sPp = [-1.27; 0; 0.054]; 
  
P19 = Point; 
P19.Bindex = 4; 
P19.sPp = [0; -0.635; 0.054]; 
  
P20 = Point; 
P20.Bindex = 5; 
P20.sPp = [0; -0.635; 0.054]; 
       
     
Points_anim = [P17;P18;P19;P20]; 
  






xmin = -1.5;  xmax =  1.5; 
ymin = -0.8;  ymax =  0.8; 
zmin = -0.01;  zmax = 0.4; 
  
AZ = 20;    





Funct = Funct_struct; 
  






    correct_ic = 'y';         
    t_final = 2.5;              
    dt = 0.01;                




% 3D Animation 




figure(1)   
  
% Plot body center points 
for i = 1:nB 
    plot3(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),'ko', ... 
        'MarkerFaceColor',Bodies(i).color,'MarkerSize',3)  
    axis equal;  
    hold on 
    if i<6  
    text(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),sprintf('   --
r%.0f',i),'FontSize',11,'Color',[0 0 0]) 
    else  
    text(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),sprintf('   --
r%.0f',i),'FontSize',6)    
    end 
end    
  
%Plot points that are defined by 's' vectors 
for i = 1:nP 






    if isequal(Points(i).Bindex,6) 
    else 
       plot3(Points(i).rP(1),Points(i).rP(2),Points(i).rP(3),'ko', ... 
        'MarkerFaceColor','k','MarkerSize',5) 
    end 
end 
  
%Draw lines between body centers and points on those bodies 
for i = 1:nB    
    npts = length(Bodies(i).pts); 
    linecolor = Bodies(i).color; 
    if isequal(Bodies(i),(2|3|4|5)) 
    for j = 1:npts 
        line([Bodies(i).r(1),Points(Bodies(i).pts(j)).rP(1)], ... 
            [Bodies(i).r(2),Points(Bodies(i).pts(j)).rP(2)], ... 
            [Bodies(i).r(3),Points(Bodies(i).pts(j)).rP(3)], ... 
            'color',linecolor,'LineWidth',1) 
    end 
    end 
end 
  
   
%Superficie horizontal 
x_sh = [-1.27   1.27    1.27    -1.27]; 
y_sh = [0.635  0.635   -0.635   -0.635]; 
rgb_sh = [0.11 0.64 0.42]; 
patch(x_sh,y_sh,rgb_sh) 
  
rgb_pi = [0.22 0.14 0.12]; 
rgb_caucho = [0 0 0]; 
  
%PI 
    %Cara al tapete 
    x_pi_ct = [-1.27  -1.27      1.27      1.27]; 
    y_pi_ct = [0.635   0.635     0.635     0.635]; 
    z_pi_ct = [0       0.054     0.054     0]; 
    patch(x_pi_ct,y_pi_ct,z_pi_ct,rgb_caucho) 
     
    %Parte superior caucho 
    x_pi_ps = [-1.34  -1.34      1.34      1.34]; 
    y_pi_ps = [0.635   0.705     0.705     0.635]; 
    z_pi_ps = [0.054   0.054     0.054     0.054]; 
    patch(x_pi_ps,y_pi_ps,z_pi_ps,rgb_caucho) 
     
    %Parte superior madera 
    x_pi_psm = [-1.42  -1.42      1.42      1.42]; 
    y_pi_psm = [0.705   0.785     0.785     0.705]; 
    z_pi_psm = [0.054   0.054     0.054     0.054]; 
    patch(x_pi_psm,y_pi_psm,z_pi_psm,rgb_pi) 
     
%PD 
    %Cara al tapete 
    x_pd_ct = [-1.27  -1.27      1.27      1.27]; 
    y_pd_ct = [-0.635 -0.635    -0.635    -0.635]; 
    z_pd_ct = [0       0.054     0.054     0]; 
    patch(x_pd_ct,y_pd_ct,z_pd_ct,rgb_caucho) 
     
    %Parte superior caucho 
    x_pd_ps = [-1.34    -1.34      1.34       1.34]; 






    y_pd_ps = [-0.635   -0.705    -0.705     -0.635]; 
    z_pd_ps = [0.054     0.054     0.054      0.054]; 
    patch(x_pd_ps,y_pd_ps,z_pd_ps,rgb_caucho) 
     
    %Parte superior madera 
    x_pd_psm = [-1.42   -1.42       1.42      1.42]; 
    y_pd_psm = [-0.705  -0.785     -0.785    -0.705]; 
    z_pd_psm = [0.054    0.054      0.054     0.054]; 
    patch(x_pd_psm,y_pd_psm,z_pd_psm,rgb_pi) 
     
    %Cara exterior madera 
    x_pd_cem = [-1.42   -1.42       1.42      1.42]; 
    y_pd_cem = [-0.785  -0.785     -0.785    -0.785]; 
    z_pd_cem = [0        0.054      0.054     0]; 
    patch(x_pd_cem,y_pd_cem,z_pd_cem,rgb_pi) 
     
  
%PF 
    %Cara al tapete 
    x_pf = [1.27        1.27      1.27          1.27]; 
    y_pf = [0.635       0.635    -0.635        -0.635]; 
    z_pf = [0           0.054     0.054         0]; 
    patch(x_pf,y_pf,z_pf,rgb_caucho) 
  
    %Parte superior caucho 
    x_pf_ps = [1.27      1.34      1.34       1.27]; 
    y_pf_ps = [0.635     0.635    -0.635     -0.635]; 
    z_pf_ps = [0.054     0.054     0.054      0.054]; 
    patch(x_pf_ps,y_pf_ps,z_pf_ps,rgb_caucho) 
     
    %Parte superior madera 
    x_pf_psm = [1.34     1.42       1.42      1.34]; 
    y_pf_psm = [0.705    0.705     -0.705    -0.705]; 
    z_pf_psm = [0.054    0.054      0.054     0.054]; 
    patch(x_pf_psm,y_pf_psm,z_pf_psm,rgb_pi) 
  
    %Cara exterior madera 
    x_pf_cem = [1.42     1.42       1.42      1.42]; 
    y_pf_cem = [0.785    0.785     -0.785    -0.785]; 
    z_pf_cem = [0        0.054      0.054     0]; 
    patch(x_pf_cem,y_pf_cem,z_pf_cem,rgb_pi) 
     
  
%PC 
    %Cara al tapete 
    x_pc = [-1.27      -1.27     -1.27         -1.27]; 
    y_pc = [0.635       0.635    -0.635        -0.635]; 
    z_pc = [0           0.054     0.054         0]; 
    patch(x_pc,y_pc,z_pc,rgb_caucho) 
     
    %Parte superior caucho 
    x_pc_ps = [-1.27    -1.34     -1.34      -1.27]; 
    y_pc_ps = [0.635     0.635    -0.635     -0.635]; 
    z_pc_ps = [0.054     0.054     0.054      0.054]; 
    patch(x_pc_ps,y_pc_ps,z_pc_ps,rgb_caucho) 
     
    %Parte superior madera 
    x_pc_psm = [-1.34   -1.42      -1.42     -1.34]; 






    y_pc_psm = [0.705    0.705     -0.705    -0.705]; 
    z_pc_psm = [0.054    0.054      0.054     0.054]; 




[xplot,yplot,zplot] = sphere; 




     
  
%Bola amarilla - 1 
[xplot1,yplot1,zplot1] = sphere; 







%Bola amarilla a rayas - 9 
[xplot2,yplot2,zplot2] = sphere; 






    %Raya 





%Bola azul - 2 
[xplot3,yplot3,zplot3] = sphere; 







%Bola azul a rayas - 10 
[xplot4,yplot4,zplot4] = sphere; 






    %Raya 
    
plotCircle3D_billar([Bodies(10).r(1),Bodies(10).r(2),Bodies(10).r(3)],
[1,0,0],0.028575,Cplot3); 
     






   
%Bola negra - 8 
[xplot5,yplot5,zplot5] = sphere; 







%Bola roja - 3 
[xplot6,yplot6,zplot6] = sphere; 







%Bola roja a rayas - 11 
[xplot7,yplot7,zplot7] = sphere; 






    %Raya 
    
plotCircle3D_billar([Bodies(13).r(1),Bodies(13).r(2),Bodies(13).r(3)],
[1,0,0],0.028575,Cplot6); 
     
  
%Bola marrón - 7 
[xplot8,yplot8,zplot8] = sphere; 







%Bola verde a rayas - 14 
[xplot9,yplot9,zplot9] = sphere; 
Cplot9 = [1 1 1]; 






    %Raya 




%Bola morada - 4 
[xplot10,yplot10,zplot10] = sphere; 













%Bola naranja - 5 
[xplot11,yplot11,zplot11] = sphere; 







%Bola naranja a rayas - 13 
[xplot12,yplot12,zplot12] = sphere; 






    %Raya 





%Bola marrón a rayas - 15 
[xplot13,yplot13,zplot13] = sphere; 






    %Raya 





%Bola verde - 6 







%Bola morada a rayas - 12 
[xplot15,yplot15,zplot15] = sphere; 
Cplot15 = [1 1 1]; 
surf(0.028575*xplot15+Bodies(21).r(1),0.028575*yplot15+Bodies(21).r(2)
, ... 









    %Raya 





view(3)    
grid on 
  
     
% Set axes 
    axis([xmin xmax ymin ymax zmin zmax]); 
%     axis([Bodies(1).r(1)+xmin Bodies(1).r(1)+xmax 
Bodies(1).r(2)+ymin Bodies(1).r(2)+ymax zmin zmax ]); 
%     camorbit(AZ,EL) 
    view(AZ,EL); 
    xlabel('X') 
    ylabel('Y') 
    zlabel('Z') 
  

























Anexo 5. Archivos del modelo del pinball 
▪ inBodies.m 
function function inBodies 
    include_global 




B1 = Body;     
B1.r = [0; 0; 2]; 
B1.mass = 1; 
B1.Jp = [1 0 0  
         0 1 0 
         0 0 1];  
B1.p = [1;0;0;0]; 
B1.poisson = 0.375; 
B1.modulus = 3.2e9; 
B1.ind=1;  
     
%Suelo Izquierdo 
B2 = Body;     
B2.r = [0.5; 0; 0.5]; 
B2.mass = 1; 
B2.Jp = [1 0 0  
         0 1 0 
         0 0 1];  
B2.p = [1;0;0;0]; 
B2.poisson = 0.375; 
B2.modulus = 3.2e9;     
B2.ind = 2; 
  
%Suelo Derecho 
B3 = Body;     
B3.r = [1.5; 0; 0.5]; 
B3.mass = 1; 
B3.Jp = [1 0 0  
         0 1 0 
         0 0 1];  
B3.p = [1;0;0;0]; 
B3.poisson = 0.375; 
B3.modulus = 3.2e9;     
B3.ind = 3; 
  
%Pared Derecha 
B4 = Body;     
B4.r = [2; 0; 2]; 
B4.mass = 1; 
B4.Jp = [1 0 0  
         0 1 0 
         0 0 1];  
B4.p = [1;0;0;0]; 
B4.poisson = 0.375; 
B4.modulus = 3.2e9; 
B4.ind = 4; 
  
%Pared superior 
B5 = Body;     






B5.r = [1; 0; 4]; 
B5.mass = 1; 
B5.Jp = [1 0 0  
         0 1 0 
         0 0 1];  
B5.p = [1;0;0;0]; 
B5.poisson = 0.375; 
B5.modulus = 3.2e9; 
B5.ind = 5; 
  
%Esfera Fija Superior (EFS) 
B6 = Body;     
B6.r = [1; 0; 2]; 
B6.mass = 1; 
B6.Jp = [1 0 0  
         0 1 0 
         0 0 1];  
B6.p = [1;0;0;0]; 
B6.poisson = 0.5; 
B6.modulus = 7e6; 
B6.ind = 6; 
  
%Esfera Fija Izquieda (EFIz)  
B7 = Body;     
B7.r = [0.5; 0; 1.5]; 
B7.mass = 1; 
B7.Jp = [1 0 0  
         0 1 0 
         0 0 1];  
B7.p = [1;0;0;0]; 
B7.poisson = 0.5; 
B7.modulus = 7e6; 
B7.ind = 7; 
  
  
%Esfera Fija Inferior (EFIn) 
B8 = Body;     
B8.r = [1; 0; 1]; 
B8.mass = 1; 
B8.Jp = [1 0 0  
         0 1 0 
         0 0 1]; 
B8.p = [1;0;0;0]; 
B8.poisson = 0.5; 
B8.modulus = 7e6; 
B8.ind = 7; 
  
  
%Esfera Fija Derecha (EFD) 
B9 = Body;     
B9.r = [1.5; 0; 1.5]; 
B9.mass = 1; 
B9.Jp = [1 0 0  
         0 1 0 
         0 0 1];  
B9.p = [1;0;0;0]; 
B9.poisson = 0.5; 
B9.modulus = 7e6; 
B9.ind = 9; 








%Esfera Móvil Izquierda (EMI) 
B10 = Body;     
B10.r = [0.35; 0; 3.5]; 
B10.mass = 5.296516; 
B10.Jp = [0.02563514   0            0  
         0             0.02563514   0 
         0             0            0.02563514];  
B10.p = [1;0;0;0]; 
B10.poisson = 0.5; 
B10.modulus = 7e6; 
B10.ind = 10; 
  
%Esfera Móvil Centro (EMC) 
B11 = Body;     
B11.r = [0.95; 0; 3.5]; 
B11.mass = 5.296516; 
B11.Jp = [0.02563514   0            0  
         0             0.02563514   0 
         0             0            0.02563514];  
B11.p = [1;0;0;0]; 
B11.poisson = 0.5; 
B11.modulus = 7e6; 
B11.ind = 11; 
  
%Esfera Móvil Derecha(EMD) 
B12 = Body;     
B12.r = [1.4; 0; 3.5]; 
B12.mass = 5.296516; 
B12.Jp = [0.02563514   0            0  
          0             0.02563514   0 
          0             0            0.02563514];   
B12.p = [1;0;0;0]; 
B12.poisson = 0.5; 
B12.modulus = 7e6; 
B12.ind = 12; 
  
  






Point = Point_struct; 
  
%EFS 
P1 = Point;  
P1.Bindex = 6;  




P2= Point;  
P2.Bindex = 7;  
P2.sPp = [0; 0; 0]; 








P3 = Point;  
P3.Bindex = 8;  




P4 = Point;  
P4.Bindex = 9;  




P5 = Point;  
P5.Bindex = 10;  
P5.sPp = [0; 0; 0]; 
  
%EMC 
P6 = Point;  
P6.Bindex = 11;  
P6.sPp = [0; 0; 0]; 
  
%EMC 
P7 = Point;  
P7.Bindex = 12;  
P7.sPp = [0; 0; 0]; 
  





Vector = Vector1_struct; 
     
  






Vector = Vector2_struct; 
  
     
%Para unir los centros de EMI y EFS  
V1 = Vector; 
V1.iPindex = 5; 
V1.jPindex = 1;     










%Para unir los centros de EMI y EFIz  
V2 = Vector; 
V2.iPindex = 5; 
V2.jPindex = 2;  
  
  
%Para unir los centros de EMI y EFIn  
V3 = Vector; 
V3.iPindex = 5; 
V3.jPindex = 3;  
  
 
%Para unir los centros de EMI y EFD 
V4 = Vector; 
V4.iPindex = 5; 
V4.jPindex = 4;  
  
  
%Para unir los centros de EMC y EFS  
V5 = Vector; 
V5.iPindex = 6; 
V5.jPindex = 1;     
     
  
%Para unir los centros de EMC y EFIz  
V6 = Vector; 
V6.iPindex = 6; 
V6.jPindex = 2;  
  
  
%Para unir los centros de EMC y EFIn  
V7 = Vector; 
V7.iPindex = 6; 
V7.jPindex = 3;  
  
  
%Para unir los centros de EMC y EFD 
V8 = Vector; 
V8.iPindex = 6; 
V8.jPindex = 4;  
  
%Para unir los centros de EMC y EMI 
V9 = Vector; 
V9.iPindex = 6; 
V9.jPindex = 5;  
  
%Para unir los centros de EMD y EFS  
V10 = Vector; 
V10.iPindex = 7; 
V10.jPindex = 1;     
     
  
%Para unir los centros de EMD y EFIz  
V11 = Vector; 
V11.iPindex = 7; 
V11.jPindex = 2;  
  







%Para unir los centros de EMD y EFIn  
V12 = Vector; 
V12.iPindex = 7; 
V12.jPindex = 3;  
  
  
%Para unir los centros de EMD y EFD 
V13 = Vector; 
V13.iPindex = 7; 
V13.jPindex = 4;  
 
  
%Para unir los centros de EMD y EMI 
V14 = Vector; 
V14.iPindex = 7; 
V14.jPindex = 5;  
  
%Para unir los centros de EMD y EMC 
V15 = Vector; 
V15.iPindex = 7; 
V15.jPindex = 6;  
  






Force = Force_struct; 
  
%Peso 
S1 = Force; 
S1.type = 'weight';    
S1.gravity = 9.81; 
  
%EMI - Pared Izquierda 
S2 = Force; 
S2.type = 'sph_pln'; 
S2.iPindex = 5; % shp 
S2.iBindex = 10; %shp 
S2.jBindex = 1; %plane 
S2.plane_normal_vector = [1;0;0]; 
S2.sphere_radius = 0.11; 
S2.restitution = 0.85; 
S2.force_model = 'lankarani'; 
S2.n_exponent =  1.5; 
S2.friction = true; 
S2.fric_model = 'bengisu'; 
S2.mu = 0.3; 
S2.mus = 0.4; 
  
%EMI - Suelo Izquierdo 
S3 = Force; 
S3.type = 'sph_pln'; 
S3.iPindex = 5; % shp 
S3.iBindex = 10; %shp 






S3.jBindex = 2; %plane 
S3.plane_normal_vector = [1;0;1]; 
S3.sphere_radius = 0.11; 
S3.restitution = 0.85; 
S3.force_model = 'lankarani'; 
S3.n_exponent =  1.5; 
S3.friction = true; 
S3.fric_model = 'bengisu'; 
S3.mu = 0.3; 
S3.mus = 0.4; 
  
  
%EMI - Suelo Derecho 
S4 = Force; 
S4.type = 'sph_pln'; 
S4.iPindex = 5; % shp 
S4.iBindex = 10; %shp 
S4.jBindex = 3; %plane 
S4.plane_normal_vector = [-1;0;1]; 
S4.sphere_radius = 0.11; 
S4.restitution = 0.85; 
S4.force_model = 'lankarani'; 
S4.n_exponent =  1.5; 
S4.friction = true; 
S4.fric_model = 'bengisu'; 
S4.mu = 0.3; 
S4.mus = 0.4; 
  
  
%EMI - Pared Derecha 
S5 = Force; 
S5.type = 'sph_pln'; 
S5.iPindex = 5; % shp 
S5.iBindex = 10; %shp 
S5.jBindex = 4; %plane 
S5.plane_normal_vector = [-1;0;0]; 
S5.sphere_radius = 0.11; 
S5.restitution = 0.85; 
S5.force_model = 'lankarani'; 
S5.n_exponent =  1.5; 
S5.friction = true; 
S5.fric_model = 'bengisu'; 
S5.mu = 0.3; 
S5.mus = 0.4; 
  
  
%EMI - Pared Superior 
S6 = Force; 
S6.type = 'sph_pln'; 
S6.iPindex = 5; % shp 
S6.iBindex = 10; %shp 
S6.jBindex = 5; %plane 
S6.plane_normal_vector = [0;0;-1]; 
S6.sphere_radius = 0.11; 
S6.restitution = 0.85; 
S6.force_model = 'lankarani'; 
S6.n_exponent =  1.5; 
S6.friction = true; 
S6.fric_model = 'bengisu'; 






S6.mu = 0.3; 
S6.mus = 0.4; 
  
  
%EMI - EFS 
S7 = Force; 
S7.type = 'sph_sph';    % spherical clearance joint as a force element 
S7.iPindex = 5;         % sphere 1 center  
S7.jPindex = 1;        % sphere 2 center 
S7.iBindex = 10;         % sphere 1 body 
S7.jBindex = 6;         % sphere 2 body 
S7.V2index = 1;         % vector 2 
S7.iRadius = 0.11;      
S7.jRadius = 0.2; 
S7.restitution = 1.25; 
S7.force_model = 'lankarani'; 
S7.n_exponent = 1.5;    
S7.friction = false; 
S7.fric_model = 'linear'; 
S7.mu = 0.5; 
S7.mus = 0.6; 
  
  
%EMI - EFIz 
S8 = Force; 
S8.type = 'sph_sph';    % spherical clearance joint as a force element 
S8.iPindex = 5;         % sphere 1 center  
S8.jPindex = 2;        % sphere 2 center 
S8.iBindex = 10;         % sphere 1 body 
S8.jBindex = 7;         % sphere 2 body 
S8.V2index = 2;         % vector 2 
S8.iRadius = 0.11;      
S8.jRadius = 0.2; 
S8.restitution = 1.25; 
S8.force_model = 'lankarani'; 
S8.n_exponent = 1.5;    
S8.friction = false; 
S8.fric_model = 'linear'; 
S8.mu = 0.5; 
S8.mus = 0.6; 
  
  
%EMI - EFIn 
S9 = Force; 
S9.type = 'sph_sph';    % spherical clearance joint as a force element 
S9.iPindex = 5;         % sphere 1 center  
S9.jPindex = 3;        % sphere 2 center 
S9.iBindex = 10;         % sphere 1 body 
S9.jBindex = 8;         % sphere 2 body 
S9.V2index = 3;         % vector 2 
S9.iRadius = 0.11;      
S9.jRadius = 0.2; 
S9.restitution = 1.25; 
S9.force_model = 'lankarani'; 
S9.n_exponent = 1.5;    
S9.friction = false; 
S9.fric_model = 'linear'; 
S9.mu = 0.5; 
S9.mus = 0.6; 








%EMI - EFD 
S10 = Force; 
S10.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S10.iPindex = 5;         % sphere 1 center  
S10.jPindex = 4;        % sphere 2 center 
S10.iBindex = 10;         % sphere 1 body 
S10.jBindex = 9;         % sphere 2 body 
S10.V2index = 4;         % vector 2 
S10.iRadius = 0.11;      
S10.jRadius = 0.2; 
S10.restitution = 1.25; 
S10.force_model = 'lankarani'; 
S10.n_exponent = 1.5;    
S10.friction = false; 
S10.fric_model = 'linear'; 
S10.mu = 0.5; 
S10.mus = 0.6; 
  
  
%EMC - Pared Izquierda 
S11 = Force; 
S11.type = 'sph_pln'; 
S11.iPindex = 6; % shp 
S11.iBindex = 11; %shp 
S11.jBindex = 1; %plane 
S11.plane_normal_vector = [1;0;0]; 
S11.sphere_radius = 0.11; 
S11.restitution = 0.85; 
S11.force_model = 'lankarani'; 
S11.n_exponent =  1.5; 
S11.friction = true; 
S11.fric_model = 'bengisu'; 
S11.mu = 0.3; 
S11.mus = 0.4; 
  
%EMC - Suelo Izquierdo 
S12 = Force; 
S12.type = 'sph_pln'; 
S12.iPindex = 6; % shp 
S12.iBindex = 11; %shp 
S12.jBindex = 2; %plane 
S12.plane_normal_vector = [1;0;1]; 
S12.sphere_radius = 0.11; 
S12.restitution = 0.85; 
S12.force_model = 'lankarani'; 
S12.n_exponent =  1.5; 
S12.friction = true; 
S12.fric_model = 'bengisu'; 
S12.mu = 0.3; 
S12.mus = 0.4; 
  
  
%EMC - Suelo Derecho 
S13 = Force; 
S13.type = 'sph_pln'; 
S13.iPindex = 6; % shp 






S13.iBindex = 11; %shp 
S13.jBindex = 3; %plane 
S13.plane_normal_vector = [-1;0;1]; 
S13.sphere_radius = 0.11; 
S13.restitution = 0.85; 
S13.force_model = 'lankarani'; 
S13.n_exponent =  1.5; 
S13.friction = true; 
S13.fric_model = 'bengisu'; 
S13.mu = 0.3; 
S13.mus = 0.4; 
  
  
%EMC - Pared Derecha 
S14 = Force; 
S14.type = 'sph_pln'; 
S14.iPindex = 6; % shp 
S14.iBindex = 11; %shp 
S14.jBindex = 4; %plane 
S14.plane_normal_vector = [-1;0;0]; 
S14.sphere_radius = 0.11; 
S14.restitution = 0.85; 
S14.force_model = 'lankarani'; 
S14.n_exponent =  1.5; 
S14.friction = true; 
S14.fric_model = 'bengisu'; 
S14.mu = 0.3; 
S14.mus = 0.4; 
  
%EMC - Pared Superior 
S15 = Force; 
S15.type = 'sph_pln'; 
S15.iPindex = 6; % shp 
S15.iBindex = 11; %shp 
S15.jBindex = 5; %plane 
S15.plane_normal_vector = [0;0;-1]; 
S15.sphere_radius = 0.11; 
S15.restitution = 0.85; 
S15.force_model = 'lankarani'; 
S15.n_exponent =  1.5; 
S15.friction = true; 
S15.fric_model = 'bengisu'; 
S15.mu = 0.3; 
S15.mus = 0.4; 
  
  
%EMC - EFS 
S16 = Force; 
S16.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S16.iPindex = 6;         % sphere 1 center  
S16.jPindex = 1;        % sphere 2 center 
S16.iBindex = 11;         % sphere 1 body 
S16.jBindex = 6;         % sphere 2 body 
S16.V2index = 5;         % vector 2 
S16.iRadius = 0.11;      
S16.jRadius = 0.2; 
S16.restitution = 1.25; 
S16.force_model = 'lankarani'; 






S16.n_exponent = 1.5;    
S16.friction = false; 
S16.fric_model = 'linear'; 
S16.mu = 0.5; 
S16.mus = 0.6; 
  
  
%EMC - EFIz 
S17 = Force; 
S17.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S17.iPindex = 6;         % sphere 1 center  
S17.jPindex = 2;        % sphere 2 center 
S17.iBindex = 11;         % sphere 1 body 
S17.jBindex = 7;         % sphere 2 body 
S17.V2index = 6;         % vector 2 
S17.iRadius = 0.11;      
S17.jRadius = 0.2; 
S17.restitution = 1.25; 
S17.force_model = 'lankarani'; 
S17.n_exponent = 1.5;    
S17.friction = false; 
S17.fric_model = 'linear'; 
S17.mu = 0.5; 
S17.mus = 0.6; 
  
  
%EMC - EFIn 
S18 = Force; 
S18.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S18.iPindex = 6;         % sphere 1 center  
S18.jPindex = 3;        % sphere 2 center 
S18.iBindex = 11;         % sphere 1 body 
S18.jBindex = 8;         % sphere 2 body 
S18.V2index = 7;         % vector 2 
S18.iRadius = 0.11;      
S18.jRadius = 0.2; 
S18.restitution = 1.25; 
S18.force_model = 'lankarani'; 
S18.n_exponent = 1.5;    
S18.friction = false; 
S18.fric_model = 'linear'; 
S18.mu = 0.5; 
S18.mus = 0.6; 
  
  
%EMC - EFD 
S19 = Force; 
S19.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S19.iPindex = 6;         % sphere 1 center  
S19.jPindex = 4;        % sphere 2 center 
S19.iBindex = 11;         % sphere 1 body 
S19.jBindex = 9;         % sphere 2 body 
S19.V2index = 8;         % vector 2 
S19.iRadius = 0.11;      
S19.jRadius = 0.2; 
S19.restitution = 1.25; 






S19.force_model = 'lankarani'; 
S19.n_exponent = 1.5;    
S19.friction = false; 
S19.fric_model = 'linear'; 
S19.mu = 0.5; 
S19.mus = 0.6; 
  
  
%EMC - EMI 
S20 = Force; 
S20.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S20.iPindex = 6;         % sphere 1 center  
S20.jPindex = 5;        % sphere 2 center 
S20.iBindex = 11;         % sphere 1 body 
S20.jBindex = 10;         % sphere 2 body 
S20.V2index = 9;         % vector 2 
S20.iRadius = 0.11;      
S20.jRadius = 0.11; 
S20.restitution = 0.5; 
S20.force_model = 'hertz'; 
S20.n_exponent = 1.5;    
S20.friction = true; 
S20.fric_model = 'Threlfall'; 
S20.mu = 0.4; 
S20.mus = 0.6; 
  
  
%EMD - Pared Izquierda 
S21 = Force; 
S21.type = 'sph_pln'; 
S21.iPindex = 7; % shp 
S21.iBindex = 12; %shp 
S21.jBindex = 1; %plane 
S21.plane_normal_vector = [1;0;0]; 
S21.sphere_radius = 0.11; 
S21.restitution = 0.85; 
S21.force_model = 'lankarani'; 
S21.n_exponent =  1.5; 
S21.friction = true; 
S21.fric_model = 'bengisu'; 
S21.mu = 0.3; 
S21.mus = 0.4; 
  
%EMD - Suelo Izquierdo 
S22 = Force; 
S22.type = 'sph_pln'; 
S22.iPindex = 7; % shp 
S22.iBindex = 12; %shp 
S22.jBindex = 2; %plane 
S22.plane_normal_vector = [1;0;1]; 
S22.sphere_radius = 0.11; 
S22.restitution = 0.85; 
S22.force_model = 'lankarani'; 
S22.n_exponent =  1.5; 
S22.friction = true; 
S22.fric_model = 'bengisu'; 
S22.mu = 0.3; 
S22.mus = 0.4; 








%EMD - Suelo Derecho 
S23 = Force; 
S23.type = 'sph_pln'; 
S23.iPindex = 7; % shp 
S23.iBindex = 12; %shp 
S23.jBindex = 3; %plane 
S23.plane_normal_vector = [-1;0;1]; 
S23.sphere_radius = 0.11; 
S23.restitution = 0.85; 
S23.force_model = 'lankarani'; 
S23.n_exponent =  1.5; 
S23.friction = true; 
S23.fric_model = 'bengisu'; 
S23.mu = 0.3; 
S23.mus = 0.4; 
  
  
%EMD - Pared Derecha 
S24 = Force; 
S24.type = 'sph_pln'; 
S24.iPindex = 7; % shp 
S24.iBindex = 12; %shp 
S24.jBindex = 4; %plane 
S24.plane_normal_vector = [-1;0;0]; 
S24.sphere_radius = 0.11; 
S24.restitution = 0.85; 
S24.force_model = 'lankarani'; 
S24.n_exponent =  1.5; 
S24.friction = true; 
S24.fric_model = 'bengisu'; 
S24.mu = 0.3; 
S24.mus = 0.4; 
  
  
%EMD - Pared Superior 
S25 = Force; 
S25.type = 'sph_pln'; 
S25.iPindex = 7; % shp 
S25.iBindex = 12; %shp 
S25.jBindex = 5; %plane 
S25.plane_normal_vector = [0;0;-1]; 
S25.sphere_radius = 0.11; 
S25.restitution = 0.85; 
S25.force_model = 'lankarani'; 
S25.n_exponent =  1.5; 
S25.friction = true; 
S25.fric_model = 'bengisu'; 
S25.mu = 0.3; 
S25.mus = 0.4; 
  
  
%EMD - EFS 
S26 = Force; 
S26.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S26.iPindex = 7;         % sphere 1 center  
S26.jPindex = 1;        % sphere 2 center 






S26.iBindex = 12;         % sphere 1 body 
S26.jBindex = 6;         % sphere 2 body 
S26.V2index = 10;         % vector 2 
S26.iRadius = 0.11;      
S26.jRadius = 0.2; 
S26.restitution = 1.25; 
S26.force_model = 'lankarani'; 
S26.n_exponent = 1.5;   
S26.friction = false; 
S26.fric_model = 'linear'; 
S26.mu = 0.5; 
S26.mus = 0.6; 
  
  
%EMD - EFIz 
S27 = Force; 
S27.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S27.iPindex = 7;         % sphere 1 center  
S27.jPindex = 2;        % sphere 2 center 
S27.iBindex = 12;         % sphere 1 body 
S27.jBindex = 7;         % sphere 2 body 
S27.V2index = 11;         % vector 2 
S27.iRadius = 0.11;      
S27.jRadius = 0.2; 
S27.restitution = 1.25; 
S27.force_model = 'lankarani'; 
S27.n_exponent = 1.5;   
S27.friction = false; 
S27.fric_model = 'linear'; 
S27.mu = 0.5; 
S27.mus = 0.6; 
  
  
%EMD - EFIn 
S28 = Force; 
S28.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S28.iPindex = 7;         % sphere 1 center  
S28.jPindex = 3;        % sphere 2 center 
S28.iBindex = 12;         % sphere 1 body 
S28.jBindex = 8;         % sphere 2 body 
S28.V2index = 12;         % vector 2 
S28.iRadius = 0.11;      
S28.jRadius = 0.2; 
S28.restitution = 1.25; 
S28.force_model = 'lankarani'; 
S28.n_exponent = 1.5;   
S28.friction = false; 
S28.fric_model = 'linear'; 
S28.mu = 0.5; 
S28.mus = 0.6; 
  
  
%EMD - EFD 
S29 = Force; 
S29.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S29.iPindex = 7;         % sphere 1 center  






S29.jPindex = 4;        % sphere 2 center 
S29.iBindex = 12;         % sphere 1 body 
S29.jBindex = 9;         % sphere 2 body 
S29.V2index = 13;         % vector 2 
S29.iRadius = 0.11;      
S29.jRadius = 0.2; 
S29.restitution = 1.25; 
S29.force_model = 'lankarani'; 
S29.n_exponent = 1.5;   
S29.friction = false; 
S29.fric_model = 'linear'; 
S29.mu = 0.5; 
S29.mus = 0.6; 
  
%EMD - EMI 
S30 = Force; 
S30.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S30.iPindex = 7;         % sphere 1 center  
S30.jPindex = 5;        % sphere 2 center 
S30.iBindex = 12;         % sphere 1 body 
S30.jBindex = 10;         % sphere 2 body 
S30.V2index = 14;         % vector 2 
S30.iRadius = 0.11;      
S30.jRadius = 0.11; 
S30.restitution = 0.5; 
S30.force_model = 'hertz'; 
S30.n_exponent = 1.5;   
S30.friction = true; 
S30.fric_model = 'Threlfall'; 
S30.mu = 0.4; 
S30.mus = 0.6; 
  
  
%EMD - EMC 
S31 = Force; 
S31.type = 'sph_sph';    % spherical clearance joint as a force 
element 
S31.iPindex = 7;         % sphere 1 center  
S31.jPindex = 6;        % sphere 2 center 
S31.iBindex = 12;         % sphere 1 body 
S31.jBindex = 11;         % sphere 2 body 
S31.V2index = 15;         % vector 2 
S31.iRadius = 0.11;      
S31.jRadius = 0.11; 
S31.restitution = 0.5; 
S31.force_model = 'hertz'; 
S31.n_exponent = 1.5;   
S31.friction = true; 
S31.fric_model = 'Threlfall'; 
S31.mu = 0.4; 




...    S20;S21;S22;S23;S24;S25;S26;S27;S28;S29;S30;S31]; 
 
 









Joint = Joint_struct; 
  
%Fijar Pared Izquierda 
J1 = Joint; 
J1.type = 'fix'; 




%Fijar Suelo Izquierdo 
J2 = Joint; 
J2.type = 'fix'; 
J2.iBindex = 2; 
  
%Fijar Suelo Derecho 
J3 = Joint; 
J3.type = 'fix'; 
J3.iBindex = 3; 
  
%Fijar Pared Derecha 
J4 = Joint; 
J4.type = 'fix'; 
J4.iBindex = 4; 
  
%Fijar EFS. 
J5 = Joint; 
J5.type = 'fix'; 
J5.iBindex = 5; 
  
%Fijar EFIz. 
J6 = Joint; 
J6.type = 'fix'; 
J6.iBindex = 6; 
  
%Fijar EFIn. 
J7 = Joint; 
J7.type = 'fix'; 
J7.iBindex = 7; 
  
%Fijar EFD. 
J8 = Joint; 
J8.type = 'fix'; 
J8.iBindex = 8; 
  
  






Point = Point_struct; 







Points_anim = []; 
xmin = -0.2;  xmax =  2.2; 
ymin = -1;    ymax =  1; 
zmin = -0.2;  zmax =  4.5; 
 
AZ = 20;    






Funct = Funct_struct; 
  
  






correct_ic = 'y';         
t_final = 4;              
     dt = 0.005;                




% 3D Animation 
% Versión Actualizada 31/07/18 
include_global 
  
figure(1)   
  
% Plot body center points 
for i = 1:nB 
    plot3(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),'ko', ... 
    'MarkerFaceColor',Bodies(i).color,'MarkerSize',3)  
    axis equal;  
    hold on 
    text(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),sprintf('   --
r%.0f',i)) 
end    
  
Fondoc = [0.86 0.86 0.86]; 
TriBolac = [0 0.82 0.75]; 
BolaMovilc = [1 1 1]; 
Bordec = [0 0 0]; 
Placac = [0 0.2 1]; 
  
 







x_fondo=[0 0 2 2]; 
y_fondo=[0 0 0 0]; 
z_fondo=[0 4 4 0];         
fill3(x_fondo,y_fondo,z_fondo,Fondoc);  
  
%Triángulo Inf Izq 
x_ii=[0 0 1]; 
y_ii=[0 0 0]; 
z_ii=[0 1 0];         
fill3(x_ii,y_ii,z_ii,TriBolac); 
  
%Triángulo Inf Der 
x_id=[1 2 2]; 
y_id=[0 0 0]; 




x_fondo=[0.5   0.5    1.5    1.5]; 
y_fondo=[0     0      0      0]; 





















    %EMI 






x_pilf = [0     -0.2   -0.2    0]; 
y_pilf = [0      0      0      0]; 




x_pdlf = [2      2.2    2.2    2]; 
y_pdlf = [0      0      0      0]; 
z_pdlf = [0      0      4      4]; 









x_pslv = [-0.2  -0.2    2.2    2.2]; 
y_pslv = [0      0      0      0]; 





       
     
% Set axes 
    axis([xmin xmax ymin ymax zmin zmax]); 
    view(AZ,EL); 
    xlabel('X') 
    ylabel('Y') 
    zlabel('Z') 
  




% 3D Animation 
% Versión Actualizada 31/07/18 
include_global 
  
figure(1)   
  
% Plot body center points 
for i = 1:nB 
    plot3(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),'ko', ... 
    'MarkerFaceColor',Bodies(i).color,'MarkerSize',3)  
    axis equal;  
    hold on 
    text(Bodies(i).r(1),Bodies(i).r(2),Bodies(i).r(3),sprintf('   --
r%.0f',i)) 
end    
  
Fondoc = [0.86 0.86 0.86]; 
TriBolac = [0 0.82 0.75]; 
BolaMovilc = [1 1 1]; 
Bordec = [0 0 0]; 
Placac = [0 0.2 1]; 
  
%Fondo 
x_fondo=[0.5   0.5    1.5    1.5]; 
y_fondo=[0.19  0.19   0.19   0.19]; 




x_placa=[0 0 2 2]; 
y_placa=[0.2 0.2 0.2 0.2]; 
z_placa=[0 4 4 0];         










    %Lado a la vista 
    x_pilv = [0     0      0      0]; 
    y_pilv = [0.2   0.2   -0.2   -0.2]; 
    z_pilv = [0     4      4      0]; 
    patch(x_pilv,y_pilv,z_pilv,TriBolac); 
  
    %Lado frontal 
    x_pilf = [0     -0.2   -0.2    0]; 
    y_pilf = [-0.2  -0.2   -0.2   -0.2]; 
    z_pilf = [0      0      4      4]; 
    patch(x_pilf,y_pilf,z_pilf,TriBolac); 
  
    %Tapa 
    x_pit = [0     -0.2   -0.2    0]; 
    y_pit = [-0.2  -0.2    0.2    0.2]; 
    z_pit = [4      4      4      4]; 
    patch(x_pit,y_pit,z_pit,TriBolac); 
      
         
%Suelo inferior izquierdo 
    %Pendiente 
    x_sip = [0     1      1      0]; 
    y_sip = [0.2   0.2   -0.2   -0.2]; 
    z_sip = [1     0      0      1]; 
    patch(x_sip,y_sip,z_sip,TriBolac);     
     
    %Tapa Frontal 
    x_sitf = [0     1      0]; 
    y_sitf = [-0.2 -0.2   -0.2]; 
    z_sitf = [1     0      0]; 
    patch(x_sitf,y_sitf,z_sitf,TriBolac); 
     
    %Tapa Trasera 
    x_sitt = [0     1      0]; 
    y_sitt = [0.2   0.2    0.2]; 
    z_sitt = [1     0      0]; 
    patch(x_sitt,y_sitt,z_sitt,TriBolac); 
     
     
%Suelo inferior derecho 
    %Pendiente 
    x_sdp = [1     2      2      1]; 
    y_sdp = [0.2   0.2   -0.2   -0.2]; 
    z_sdp = [0     1      1      0]; 
    patch(x_sdp,y_sdp,z_sdp,TriBolac);     
     
    %Tapa Frontal 
    x_sdtf = [1     2      2]; 
    y_sdtf = [-0.2 -0.2   -0.2]; 
    z_sdtf = [0     1      0]; 
    patch(x_sdtf,y_sdtf,z_sdtf,TriBolac); 
     
    %Tapa Trasera 
    x_sdtt = [1     2      2]; 






    y_sdtt = [0.2   0.2    0.2]; 
    z_sdtt = [0     1      0]; 
    patch(x_sdtt,y_sdtt,z_sdtt,TriBolac); 
     
     
%Pared Derecha 
    %Lado contacto 
    x_pd = [2     2      2      2]; 
    y_pd = [0.2   0.2   -0.2   -0.2]; 
    z_pd = [0     4      4      0]; 
    patch(x_pd,y_pd,z_pd,TriBolac);    
     
    %Lado vista 
    x_pdlv = [2.2   2.2    2.2    2.2]; 
    y_pdlv = [0.2   0.2   -0.2   -0.2]; 
    z_pdlv = [0     4      4      0]; 
    patch(x_pdlv,y_pdlv,z_pdlv,TriBolac);  
     
    %Lado frontal 
    x_pdlf = [2      2.2    2.2    2]; 
    y_pdlf = [-0.2  -0.2   -0.2   -0.2]; 
    z_pdlf = [0      0      4      4]; 
    patch(x_pdlf,y_pdlf,z_pdlf,TriBolac); 
  
    %Tapa 
    x_pdt = [2      2.2    2.2    2]; 
    y_pdt = [-0.2  -0.2    0.2    0.2]; 
    z_pdt = [4      4      4      4]; 
    patch(x_pdt,y_pdt,z_pdt,TriBolac); 
     
%Pared Superior 
    %Lado contacto 
    x_ps = [-0.2  -0.2    2.2    2.2]; 
    y_ps = [-0.2   0.2    0.2   -0.2]; 
    z_ps = [4      4      4      4]; 
    patch(x_ps,y_ps,z_ps,TriBolac);    
     
    %Lado vista 
    x_pslv = [-0.2  -0.2    2.2    2.2]; 
    y_pslv = [-0.2  -0.2   -0.2   -0.2]; 
    z_pslv = [4      4.2    4.2    4]; 
    patch(x_pslv,y_pslv,z_pslv,TriBolac);  
     
    %Lado frontal 
    x_pslf = [2.2    2.2    2.2   2.2]; 
    y_pslf = [-0.2  -0.2    0.2   0.2]; 
    z_pslf = [4.2    4      4     4.2]; 
    patch(x_pslf,y_pslf,z_pslf,TriBolac); 
  
    %Tapa 
    x_pst = [-0.2  -0.2    2.2    2.2]; 
    y_pst = [-0.2   0.2    0.2   -0.2]; 
    z_pst = [4.2   4.2     4.2    4.2]; 
    patch(x_pst,y_pst,z_pst,TriBolac); 
     
%EFS 
cylinder2P([0.2 0.2],40,[1 0.2 2],[1 -0.2 2],Bordec,0.01); 
plotCircle3DR([Points(1).rP(1),-0.21,Points(1).rP(3)],... 






    [0,1,0],0.2,Bordec,1,TriBolac) 
  
%EFIz 
cylinder2P([0.2 0.2],40,[0.5 0.2 1.5],[0.5 -0.2 1.5],Bordec,0.01); 
plotCircle3DR([Points(2).rP(1),-0.21,Points(2).rP(3)],... 
    [0,1,0],0.2,Bordec,1,TriBolac) 
  
%EFIn 
cylinder2P([0.2 0.2],40,[1 0.2 1],[1 -0.2 1],Bordec,0.01); 
plotCircle3DR([Points(3).rP(1),-0.21,Points(3).rP(3)],... 
    [0,1,0],0.2,Bordec,1,TriBolac) 
  
%EFD 
cylinder2P([0.2 0.2],40,[1.5 0.2 1.5],[1.5 -0.2 1.5],Bordec,0.01); 
plotCircle3DR([Points(4).rP(1),-0.21,Points(4).rP(3)],... 




[xplot,yplot,zplot] = sphere; 
surf(0.11*xplot+Bodies(i).r(1),0.11*yplot+Bodies(i).r(2), ... 
    0.11*zplot+Bodies(i).r(3),'Edgecolor',[0 0 




       
     
% Set axes 
    axis([xmin xmax ymin ymax zmin zmax]); 
    view(AZ,EL); 
    xlabel('X') 
    ylabel('Y') 
    zlabel('Z') 
  
    hold off






Anexo 6. Diagrama de Gantt de la realización del proyecto 
 
 
