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Dada la importancia que  tienen los 
microcontroladores en nuestra vida cotidiana por 
la incorporación de estos en todos los aparatos 
domomesticos e industriales, hasta tal punto que 
muchas ingenierías los han incorporado entre sus 
asignaturas. 
De los que ha este proyecto se refiere, el 
departamento de ESAII, Enginyeria de Sistemes, 
Automatica i Informática Industrial, de la UPC, 
Universidad Politécnica de Barcelona, incorpora 
varias asignaturas basadas en el estudio y 
desarrollo es este tipo de componentes. Unos 
ejemplos de de universidades que tienen como 
asignaturas obligatorias el estudio de los micros 
podrían ser: 
 En la Facultad de Informática de Barcelona 
tenemos por ejemplo la asignatura obligatoria  
de “Disseny de Sistemes Basats en 
Microcomputadors” ( DSBM ). 
 
 También en la “Escola Universitaria 
d’Enginyeria Técnica Industrial de Barcelona” 
tenemos la asignatura de Informática 
Industrial, enfocada al conocimiento de las 
















Antecedentes y objetivos del 
proyecto 
 
La placa de entrenamiento para microcontroladores, 
I2kit, fue diseñada y creada por un alumno de la 
Escuela Universitaria de Ingenieria Tecnica 
Industrial de Barcelona como Proyecto Final de 
Carrera y bajo la dirección del profesor Juan 
Gámiz Caro. 
 
El objetivo de este trabajo era realizar un modulo 
que ayudase a los alumnos a consolidar y 
comprender todos los aspectos teóricos sobre  el 
funcionamiento de un microcontrolador, para esta 
placa se eligió el AT89C5131A-M de la familia 8051 
de ATMEL. 
 
Para conseguir este objetivo se colocaron en una 
placa, un microcontrolador y  una serie de 
periféricos  que facilitasen el trabajo sobre las 
funcionalidades del micro y ayudasen al alumno a 
comprender la versatilidad de este tipo de 
componente electrónico.  
 
 
El objetivo de este proyecto es el estudio del 
microcontrolador del kit, de cada uno de sus 
periféricos y de la forma de comunicación entre 
ellos mediante la programación de una serie de 
prácticas, que tomando los periféricos de la placa 
como dispositivos de entrada o de salida de datos 
del microcontrolador, este realice una serie de 
tareas requeridas. 
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Estas prácticas estarán diseñadas para que el 
alumno consolide los conocimientos del 
funcionamiento, principalmente de los 
microcontroladores y también conocer el detalle de 
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Figura 1. Imagen del la placa entrenadora I2Kit. 




La plataforma sobre la que se desarrollaran estas 
prácticas de programación es la placa kit de 
















Esta placa entrenadora tiene, entre otras, las 
siguientes características: 
 Un microcontolador ATMEL AT89C5131A-M de 8 
bits compatible con 8051. Reloj de 12 MHz. 
 Dispositivos de entrada de datos: 
o Teclado hexadecimal de 16 teclas(0…9,A…F) 
no alimentadas y conectadas al puerto 0. 
o Optoacopladores un total de cuatro de 
ellos, principalmente usados como sensores 
de presencia. 
o Interruptores, un total de ocho de ellos, 
que nos permiten una gran diversidad de 
combinaciones en la entrada de datos. 
o Entradas digitales externa a la placa, 
ocho líneas de +5V presentes en un 
conector de expansión. 
o Pulsadores, un total de dos pulsadores 
para las peticiones de interrupción 
externas INT0 e INT1. 
o Optoacoplacores, cuatro en total para 
simular un control de presencia. 
 Dispositivos de salida de datos: 
o Display de 7 segmentos con 4 dígitos de 
BCD de led. 
o Display LCD con una pantalla LCD de dos 
filas x 16 caracteres. 
o Diodos led con un total de 8 diodos, de 
los cuales dos de ellos son amarillos, dos 
verdes y el resto rojos. 
o Salida digitales externa a la placa, ocho 
líneas de +5V presentes en un conector de 
expansión. 
 Convertidor Analógico-Digital, ADC, de ocho 
bits en paralelo. 
 Convertidor Digital-Analógico, DAC, de ocho 
bits en paralelo. 
 Planta de regulación, periférico que se activa 
mediante salida digital y se mide por ADC. 
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 Reloj en tiempo real controlable a través del 
bus I2C. 
 Canal de comunicación RS-232, comunicación 
asíncrona RS-232 a 4800bps. 
 Canal de comunicación RS-485, comunicación 
asíncrona RS-485 a 4800bps. 
 Memoria de programa tipo Flash de 32 Kbytes. 
 Memoria de datos tipo RAM de 256 bytes. 
 Extensión de la memoria de datos de tipo RAM 
de 1 Kbyte en el chip de la CPU. 
 Carga de programas por bus USB. 
 Alimentación de la placa AC 230 V. 
 Pulsadores de sincronización, son utilizados 
para el reconocimiento de la placa por el PC, 
  
 
Todos los periféricos de la placa entrenadora se 
conectan al micro mediante una serie de buses que 
mediante una serie de componentes electrónicos, 
nos permiten gobernarlos a todos sin 
interferencias. 
 
Seguidamente pasaremos a realizar una pequeña 
descripción de los periféricos más relevantes de 
este Kit de entrenamiento, I2Kit. 
 
Las características principales del 
microcontrolador ATMEL AT89C5131A-M serian: 
 1 CPU de 8 bits como parte central. 
 32 líneas bidireccionales de entrada y salida 
(4 puertos) 
 128 bytes de memoria RAM 
 3 Controladores / Timers de 16 bits 
 1 UART completo 
 11 vectores de interrupción, 2 interrupciones 
externas, 3 interrupciones de Timers, 
interrupción del puerto serie, interrupción 
SPI, interrupción del teclado, interrupción 
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USB y  la interrupción  global PCA con dos 
niveles de prioridad. 
 1 circuito de reloj de 12 MHz. 
 64 Kbytes de espacio para programa. 
 64 Kbytes de espacio para datos. 
En la figura 2 se muestra el diagrama de bloques 















Dispositivos de entrada / captura de datos:  
 Interruptores. 
 En esta placa disponemos de ocho 
interruptores conectados directamente al bus 
del Puerto 2 ( P2 ). Los estados que pueden 
generar cada uno de estos elementos son, ON 
genera un “1” en el bit correspondiente del P2 
y OFF que generaría un “0”. La correspondencia 
de los interruptores y los bits del P2 sería 
la siguiente: 
P2.7  S8, P2.6  S7,…………………………… P2.0  S1. 
El figura 3 se muestra la nomenclatura de cada 
uno de estos elementos y la posición que 






Figura 2. Diagrama de bloques del microcontrolador ATMEL AT89C5131A-M 
Figura 3. Estado de los interruptores y identificación. 
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Figura 4. Pulsadores y sus 
jumpers de selección. 
 
El sistema realiza la selección de los 
interruptores  a través del Puerto 1 ( P1 ), 
asignándole a este el valor FEh en 
Hexadecimal. La figura 3.0 muestra el detalle 







 Pulsadores.  
El kit entrenador dispone de dos pulsadores 
que están directamente asociados a las 
interrupciones del microcontrolador a través 
del Puerto 3 ( P3 ). Los bits que activarías 
estos elementos serian: 
o Pulsador 1, directamente asociado a la 
interrupción 0 ( INT0 ) del micro, 
conectador por el bit 2 del P3 ( P3.2 ). 
La selección de este periférico se 
realizaría físicamente a través del jumper 
3 de la placa. 
o Pulsador 2, 
directamente asociado 
a la interrupción 1 ( 
INT1 ) del micro, 
conectador por el bit 
3 del P3 ( P3.3 ). La 
selección de este 
periférico se 
realizaría físicamente 
a través del jumper 4 
de la placa. 
La figura 4 muestra la 





Figura 3.0. Detalle del valor del P1  para la selección de los interruptores. 
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Figura 5. Teclado y diagrama de conexión al microcontrolador. 
 Teclado hexadecimal. 
Se incluye en el kit un teclado de tipo 
matricial no alimentado. Este teclado está 
conectado al bus del Puerto 0 ( P0 ) del 
micro, presentando la siguiente 
correspondencia de filas y columnas: 
 
  Filas    Columnas 
P0.7 P0.6 P0.5 P0.4   P0.3 P0.2 P0.1 P0.0 
  A    7    4    1         F    3    2    1 
  0    8    5    2         E    6    5    4 
  B    9    6    3         D    9    8    7 
  C    D    E    F         C    B    0    A 
 














Tal como se muestra en la figura el puerto del 
teclado dispone de 8 resistencias de pull-up 
de tal manera que, programado este como 
entrada y sin pulsar tecla alguna, presentaría 
un estado “1” en todos los pines de entrada. 
La gobernabilidad de este teclado se puede 
realizar por “polling” o por ”interrupciones”. 
Si elegimos este último modo de control 
señalar que la interrupción empleada es la 
INT0 ( P3.2 ). 
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Figura 6. Nomenclatura 
 Optoacopladores. 
Esta placa dispone de cuatro optoacopladores 
conectados directamente al bus del Puerto 2 ( 
P2 ). Los estados que pueden generar cada uno 
de estos elementos cuando se introduce un 
elemento opaco en su ranura son, obstruido 
genera un “1” en el bit correspondiente del P2 
y cuando se retira el elemento generaría un 
“0”. La correspondencia de los interruptores y 
los bits del P2 sería la siguiente: 
P2.7 (X),……,P2.3 OK4, P2.2 OK3,…...P2.0  OK1. 
 
En una operación de 
lectura del estado de  
los optos, los cuatro 
bit de mayor peso del 
P2 (D7.. D4) 
presentarían un estado 
indeterminado. 
 
En la figura 6 se 
muestran estos 
periféricos y su  
nomenclatura. 
 
El sistema realiza la 
selección de los 
optoacopladores  a 
través del Puerto 1 
(P1), asignándole a 
este el valor FAh en Hexadecimal. La figura 7 










Figura 7. Detalle del Valor de P1 para la selección de los optoacopladores. 
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Figura 8. Entradas y salidas 
digitales. 
 Entradas digitales. 
El kit dispone de un conector de expansión, 
P8, a través del cual se posibilita la entrada 
de bytes conteniendo información digital de 
interés, que canalizada mediante el puerto de 
datos, P2, permite introducir ocho estados 
lógicos, “0” ( 0 Vdc ) y “1” ( +5 Vdc ) 
procedentes de dispositivos externos al Kit. 
 
 
En la figura 8 se muestra 
este periféricos con su 






El sistema realiza la 
selección de la salida 
digital  a través del 
Puerto 1 (P1), 
asignándole a este el 
valor FBh en Hexadecimal. 
La figura 9 muestra el 
















Figura 9. Detalle del valor de P1 para la selección de la entrada digital. 




Programación del microcontrolador para prácticas docentes. 
 
 
Figura 10. Imagen diodos leds del I2kit. 
Dispositivos de salida o visualización de datos:  
 Diodos leds. 
En esta placa disponemos de ocho diodos leds  
conectados directamente al bus del Puerto 2 ( 
P2 ). Cada uno de los cuales pueden visualizar 
el estado “1” (iluminado) y “0” (apagado). La 
correspondencia de los diodos y los bits del 
P2 sería la siguiente: 















los diodos  a 
través del Puerto 1 (P1), asignándole a este 
el valor F2h en Hexadecimal. La figura 11 











Figura 11. Detalle del valor de P1 para la selección de los diodos leds. 
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Figura 12. Imagen display BCD. 
 Display BCD. 
Disponemos también de un display formado por 
cuatro dígitos de 7 segmentos led, conectados 
para soportar el método de visualización 
dinámica. 
La correspondencia de este periférico con los 
bits del puerto de datos (P2) sería la 
siguiente:  
  Dato BCD   Selección digito 
   P2.0= Línea A    P2.4= Unidad 
   P2.1= Línea B    P2.5= Decena 
   P2.2= Línea C    P2.6= Centena 
   P2.3= Línea D    P2.7= Millar 
 
La figura 12 
muestra el 
display y con 
algunos  
detalles que 






display  a 
través del Puerto 1 (P1), asignándole a este 
el valor FFh en Hexadecimal. La figura 13 













Figura 13. Detalle del valor de P1 para la selección del display BCD. 
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Figura 14. Visualizador LCD  y diagrama de conexión. 
 Visualizador LCD. 
El visualizador LCD, de 2 filas x 16 
caracteres, también está conectado al puerto 
de datos ( P2) pero solo utiliza 4 de los 8 
líneas disponibles, estas son( P2.7,P2.6, 
P2.5,P2.4). Las líneas de control del 
dispositivo están conectadas al puerto 3 
(P3)de la siguiente forma: 
 
   RS     P3.4 
   R/W    P3.5 
   EN     P3.6 
La figura 14 muestra el visualizador, el 
diagrama de conexión y los pines utilizados. 
Cuando se desee gobernar este periférico es 
necesario que los demás dispositivos estén 
desactivados( no seleccionados) dejando el 
puerto de datos (P2) exclusivamente dedicado 
al intercambio de información entre el micro y 
la pantalla LCD. 
El sistema realiza la selección del 
visualizador LCD  a través del Puerto 1 (P1), 
asignándole a este el valor EFh en 
Hexadecimal. La figura 15 muestra el detalle 
de esta asignación. 
 
    
Figura 15. Detalle del valor de P1 para la selección del visualizador LCD. 
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Figura 17. Imagen y diagrama de bloques del convertidor ADC y DAC. 
Figura 16. Detalle del valor de P1 para la selección de la salida digital. 
 
Figura 9. Detalle del valor de P1 para la selección de la entrada digital. 
 
Figura 9. Detalle del valor de P1 para la selección de la entrada digital. 
 
 Salida Digital. 
Junto con el conector de expansión, P8 de 
Entrada Digital, está situado su homologo para 
Salida Digital, P9, a través del cual se 
posibilita la salida de bytes conteniendo 
información digital de interés, esta 
información pasa el puerto de datos, P2, 
permite introducir ocho estados lógicos, “0” ( 
0 Vdc ) y “1” ( +5 Vdc ) para poder utilizarse 
en dispositivos externos al Kit. 
En la figura 8 se muestra este periféricos con 
su homologo de Entrada digital. 
 
El sistema realiza la selección de la salida 
digital  a través del Puerto 1 (P1), 
asignándole a este el valor FBh en 
Hexadecimal. La figura 16 muestra el detalle 





Otros dispositivos incluidos en la placa: 
 Convertidores ADC y DAC paralelo. 
El Kit de entrenamiento posee un convertidor 
analógico-digital (ADC) y un convertidor 
digital-analógico (DAC), ambos de tipo 
paralelo de 8 bits. En la figura 17 se muestra 
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Figura 18. Expresión del valor convertido por ADC 
Figura 19. Expresión de la tensión de salida del DAC. 
el diagrama de bloques y la zona que ocupa 
dentro de la placa entrenadora. 
 
El estado del ADC puede ser leído mediante del 
puerto de datos (P2) con la correspondencia de  
D.7  bit7,…………………………… D.0  bit 0. Tenemos 
una serie de puentes JP6 (1-2) y JP8 (6-3) a 
través de los cuales la señal Vin de entrada 
del convertidor ACD se conecta a la señal de 
medida que proporciona la PLANTA. El control 
de la PLANTA se realiza a través de la salida 
digital de menor peso (SD.0 P2.0). 
El valor convertido de medida responde a la 





La tensión de salida del convertidor DAC se 
presenta en el pin 4 del JP8(al aire) y, 
opcionalmente, podría constituir la señal de 
entrada al ADC punteando 4-8 del JP8 y 
deshaciendo el 3-6 del mismo JP8. 
La tensión de salida del DAC está calculada 







El sistema realiza la selección del 
convertidor ADC y del DAC  a través del Puerto 
1 (P1), asignándole a este el valor F3h y el 
D6h  en Hexadecimal respectivamente. La figura 





Figura 20. Detalle del valor de P1 para la selección de los convertidores. 
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 Bus I2C. 
El microcontrolador de esta placa dispone de 
las líneas SCL (P4.0) y SDA (P4.1) que 
permiten controlar dispositivos I
2
C de forma 
automática, o bien, confeccionando rutinas de 
ex profeso que traten las citadas líneas con 
pines ordinarios del puerto. 
Conectadas a estas dos líneas la placa 
contempla un convertidor ADC ( ADS1000) de 12 
bits y un reloj de tiempo real(DS1307), que 
actualiza y mantiene la fecha y hora con una 
pila de 3V. 
La figura 4 muestra la posición de la pila 
dentro de la placa. 
 
 
 Bus SPI. 
El programa de aplicación puede ser grabado en 
el micro de Kit mediante ciertas líneas 
específicas del puerto 1 (P1) a través del 
conector SPI (P4). Para que esto pueda ser 
así, se debe de establecer el puente 1-2 del 
JP1( por defecto en posición 2-3). Sin 
embargo, ya que el kit grabara a través del 
USB ( conector P2), se ha incluido un 
convertidor DAC de 10 bits (TLV5637) para su 
control mediante el bus SPI. 
Los pines del microcontrolador que permiten el 
control del bus SPI son: 
   SS  P1.1 
    MISO  P1.5 
  SCKO  P1.6 
    MOSI  P1.7 
 
Controlando el DAC a través del bus SPI, el 
ADC de 12 bits a través del bus I
2
C y 
realizando el puente 3-4 del conector P10, se 
dispone de un lazo interactivo que permite 
iniciarse en el manejo de estos dos buses(SPI 




Programación del microcontrolador para prácticas docentes. 
 
 
Figura 21. Diagrama de bloques de buses. 
Figura 22. Detalles  bus USB 
y I
2
C). En la figura 21 se muestra el diagrama 


















 Bus USB. 
El programa aplicación 
que se desee ejecutar en 
la placa se cargara a 
través de bus USB 
(conector P2). Para ello 
habrá que realizar una 
secuencia de carga 
manipulando los 
pulsadores  RESET 
(S10), USB load (P2) y 
PSEN (S13). 
En la figura 22 se 
muestra la colocación de 
estos pulsadores en la 
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Figura 23. Canal de Comunicación Serie. 
 Comunicación serie. 
El canal de  comunicación serie que, en esta 
placa, puede configurarse para establecer 
enlaces en RS-232 o en RS-485. Las líneas de 
recepción y transmisión son, respectivamente, 
las líneas del puerto P3.0 (Rx) y P3.1 (Tx). 
Con una frecuencia de reloj del micro de 
12MHz, es posible comunicar en una de las 
velocidades estándar del RS-232, esto es a 
4800 bps. Para recibir en RS-232 es necesario 
desconectar la entrada de recepción en RS-485, 
esto se consigue colocando a “1” el pin P3.7. 
 
La figura 23 muestra el diagrama de bloques 
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Figura 24. Dispositivos que pueden generar interrupciones externas al micro. 
 Interrupciones Externas. 
Un aspecto importante en toda placa de 
entrenamiento de microcontroladores es el 
sistema de interrupciones externas al 
microcontrolador, a través de las entradas de 
interrupción INT0 (P3.2) e INT1 (P3.3) el 
micro puede recibir señales de petición de 
varios dispositivos. La figura 24 muestra que 









 Sistema de alimentación. 
La placa entrenadora incorpora una fuente de 
alimentación lineal que partiendo de una 
tensión de red de 230 Vac. Proporciona una 
tensión estabilizada de +5v., además incorpora 
una llave interruptora en el cable de entrada 
de corriente, para cortarla en el caso 
necesario 
 
Para la realización del reconocimiento y 
sincronización de la placa con el PC, se utilizan 
dos pulsadores, uno rojo y uno negro, que con una 
combinación sincroniza la placa con el PC y este 
la reconoce como periférico externo. 
 
Después de conocer un poco mejor los diferentes 
periféricos  de la placa, el chip de 
microcontrolador, los buses que conectan estos 
dispositivos y con el objetivo de tener un visión 
global de todo el conjunto, se muestra en la 
figura 25 el diagrama de bloques de todo el Kit de 
entrenamiento con los valores a colocar en P1 para 
dirigirnos a los diferentes dispositivos.  











Figura 25. Diagrama de bloque de la Placa de Entrenamiento I2Kit. 
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Dado  que el kit de entrenamiento mencionado 
anteriormente está compuesto de un 
microcontrolador y de diferentes periféricos, se 
me ha solicitado el diseño de un conjunto de 
prácticas que aborden las siguientes 
características: 
 Entorno de programación de placa. 
 Lenguaje de programación del microcontrolador. 
 Lenguaje de programación de  alto nivel. 
 Entrada de información externa al micro 
mediante los diferentes periféricos de captura 
de datos externos. 
 Visualización de la información generada por 
el micro mediante los diferentes periféricos 
de salida de datos. 
 Gestión de la entrada de datos del teclado. 
 Gestión de las interrupciones internas del 
micro. 
 Gestión del Convertidor Analógico Digital, 
ADC, incorporado en la placa. 
 Gestión de la Comunicación Serie con un 
terminal PC. 
 Visualización de datos a través del display 
LCD incorporado en el I2kit. 


















El entorno KEIL μVision y el μinstructor I2Kit. 
Desarrollo de aplicaciones para μC’s 
 
Objetivos: 
1. La configuración del entorno μVision para 
trabajar en lenguaje ensamblador. 
2. La edición, ensamblado, carga y prueba de un 
primer ejemplo sobre el kit del laboratorio. 
3. La inspección de los ficheros generados en un 
proceso de ensamblado. 
4. Carga del código generado en el entorno 









1. Un μinstructor I2Kit con cable de alimentación 
de red y cable USB para su conexión a PC. 
2. Un ordenador personal (PC), donde hay 
instalado el entorno de desarrollo μVision de 
Keil y el programa FLIP de ATMEL para la 
grabación del μC AT89C5131 que incorpora kit. 
3. Pasos para configurar el entorno de desarrollo 
μVision al μC AT89C5131. 
4. Pasos a seguir para la carga del programa 
ejecutable en el μC AT89C5131 utilizando el 
programa FLIP de ATMEL. 
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Figura 1-1. Operaciones de los interruptores 
Figura 1-2. Representación del registro PSW. 
Posibles propuestas: 
 
Enunciado práctica:   Operaciones. 
Configuración del entorno μVision para poder 
trabajar con lenguaje ensamblador. Carga de un 
código dado en ensamblador que realiza una serie 
de operaciones aritméticas con los valores 
cargados en los 
registros A y B 







memoria y que, 
poniendo a ‘1’ el interruptor correspondiente a 
cada operación (según figura 1-1), permite que 
éstas sean mostradas a voluntad en binario sobre 
los  diodos led’s del kit de prácticas. 
La figura 1-2  muestra el bit que debe representar 
cada led de 
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Código práctica:  Operaciones en ensamblador. 
 
;********************************************************************* 
; PROGRAMA PRUEBA.A51: INTRODUCCION AL ENTORNO DE PROGRAMACION uVISION 
;********************************************************************* 
 
$INCLUDE(at89c5131.h)   ;Incluye fichero definición 
registros uC 
 
psw_sum1  equ 20h  ;Posición que guarda PSW resultado 
suma 1 
psw_sum2  equ 21h  ;Posición que guarda PSW resultado 
suma 2 
psw_res1  equ 22h  ;Posición que guarda PSW resultado 
resta 1 
psw_res2  equ 23h  ;Posición que guarda PSW resultado 
resta 2 
psw_mult  equ 24h  ;Posición que guarda PSW resultado 
producto 
psw_divi  equ 25h  ;Posición que guarda PSW resultado 
division 
inte   equ 26h  ;Posición que guarda estado de 
interruptores 
 
  org 0h     ;Origen Programa 
Principal 
  mov p3,#9fh  ;Instrucción propia del kit (a 
incluir siempre) 
  mov p1,#0efh  ;Deselecciona dispositivos 
 
buc: mov a,#0c3h   ;A = c3h 
  mov b,#0aah  ;B = aah 
  add alb   ;A = A + B 
  mov psw_sum1,psw ;Guarda PSW de suma 1 
 
  mov a,#04h  ;A = 04h 
  mov b,#0feh  ;B = feh 
  setb c   ;Flag Carry = 1 
  addc alb   ;A = A+B 
  mov psw_sum2,psw ;Guarda PSW de suma 2 
 
  mov a,#02h  ;A = 02h 
  mov b,#0feh  ;B = feh 
  clr c   ;Flag Carry = 0 
  subb alb   ;A = A-B 
  mov psw_res1,psw ;Guarda PSW de resta 1 
 
  mov a,#05h  ;A = 05h 
  mov b,#01h  ;B = 01h 
  setb c   ;Flag Carry = 1 
  subb alb   ;A = A-B 
  mov psw_res2,psw ;Guarda PSW de resta 2 
 
  mov a,#80h  ;A = 80h 
  mov b,#02h  ;B = 02h 
  mul ab   ;A y B = A*B 
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  mov psw_mult,psw ;Guarda PSW de producto 
 
  mov a,#80h  ;A = 80h 
  mov b,#0Ah  ;B = 0ah 
  div ab   ;A y B = A/B 
  mov psw_divi,psw ;Guarda PSW de división 
 
  mov p2,#0ffh  ;Prepara P2 como entrada 
  mov p1,#0feh  ;Selección Interruptores 
  mov inte,p2  ;Guarda estado interruptores 
  mov p1,#0efh  ;Deselecciona dispositivos 
 
  mov p2,psw_sum1  ;P2 = PSW resultado de suma 1 
  jb  inte.0,sal ;Salta si el interruptor 0 = 1 
  mov p2,psw_sum2  ;P2 = PSW resultado de suma 2 
  jb  inte.1,sal ;Salta si el interruptor 1 = 1 
  mov p2,psw_res1  ;P2 = PSW resultado de resta 1 
  jb  inte.2,sal ;Salta si el interruptor 2 = 1 
  mov p2,psw_res2  ;P2 = PSW resultado de resta 2 
  jb  inte.3,sal ;Salta si el interruptor 3 = 1 
  mov p2,psw_mult  ;P2 = PSW resultado de producto 
  jb  inte.4,sal ;Salta si el interruptor 4 = 1 
  mov p2,psw_divi  ;P2 = PSW resultado de división 
  jb  inte.5,sal ;Salta si el interruptor 5 = 1 
   mov p2,#0ffh  ;P2 = ffh; para iluminar los led's 
sal: mov p1,#0f2h   ;Selecciona Led 
  mov p1,#0efh  ;Deselecciona dispositivos 
 





























Programación en lenguaje Ensamblador. 
 
Objetivos: 
1. El primer objetivo de esta práctica es 
profundizar en la programación en lenguaje 
ensamblador, creando los primeros códigos 
propios del alumno. 
 
2. El segundo objetivo consiste en la elaboración 
de rutinas para la programación de retardos 
por anidación de instrucciones (bucles) y 





1. Un μinstructor I2Kit con cable de alimentación 
de red y cable USB para su conexión a PC. 
 
2. Un ordenador personal (PC), donde hay 
instalado el entorno de desarrollo μVisión de 
Keil y el programa FLIP de ATMEL para la 
























Enunciado programa ECO  
 
Realiza un programa en lenguaje ensamblador que 
permita visualizar en los leds del kit, de forma 









Código del programa ECO Interruptores-leds  en ensamblador. 
;**********************************************************
; PROGRAMA ECO_INT-LED.A5, ENTORNO DE PROGRAMACION uVISION 
;********************************************************** 
$INCLUDE (REG51.H) ;Incluye fichero definición registros 
inte equ 26h ;Posición que guarda estado de interruptores 
org 0h ;Origen Programa Principal 
mov p3,#9fh ;Instrucción propia del kit (a incluir siempre) 
mov p1,#0efh ;Deselecciona dispositivos 
 
 
buc: mov p2,#0ffh ;Prepara P2 como entrada 
mov p1,#0feh ;Selección Interruptores 
  mov inte,p2 ;Guarda estado interruptores  
mov p1,#0efh ;Deselecciona dispositivos   
 mov p2,#0ffh ;P2 como salida-->para iluminar los led’s 
mov p2,inte ;Asigno el estado interruptores  
mov p1,#0f2h ;Selecciona Led 
mov p1,#0efh ;Deselecciona dispositivos 
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Enunciado práctica Parking 
 
La práctica consiste en la programación y prueba 
de un programa que controle la ocupación de un 
parking con capacidad para 9 plazas. El parking 
incorpora un semáforo a la entrada para indicar el 
grado de ocupación del parking, un dígito numérico 
que visualiza el número de vehículos en su 
interior y un par de detectores ópticos, situados 
uno a su entrada y otro a su salida, para 





La figura 2-1 muestra como debería funcionar la 
aplicación solicitada. 
 
 Funcionalidad de la aplicación:  
 Inicialmente el parking está vacío, el 
contador a cero y el semáforo de entrada en 
verde.  
 El paso de un primer vehículo por el detector 
de entrada (OK1) provocará el incremento del 
contador de ocupación. A partir de este 
momento todo vehículo que entre incrementará 
el contador (hasta la máxima capacidad de 9) y 
todo vehículo que salga (detector OK2) lo 
decrementara (hasta 0). Ha de tenerse en 
Figura 2-1. Representación del funcionamiento del programa parking. 
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cuenta que la entrada o salida de cualquier 
vehículo implica necesariamente que la señal 
del detector correspondiente pase de ‘1’ (hay 
vehículo presente) a ‘0’ (no hay vehículo 
presente).  
 El semáforo debe estar en verde fijo mientras 
el número de vehículos dentro del parking esté 
comprendido entre 0 y 6, cambiará a ámbar 
intermitente (con una cadencia de 0,3 s) 
mientras este número sea 7 u 8 y, finalmente, 
pasará a rojo fijo si el número es de 9 
(capacidad completa).  
 Para visualizar el número de vehículos en el 
interior del parking se controlará, mediante 
visualización estática, el dígito de unidades 
del display de 7 segmentos. La simulación del 
semáforo se realizará controlando los led’s 
verde, ámbar y rojo del kit. 
 El semáforo estará representado por los leds 
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Código del programa PARKING en ensamblador. 
 
;************************************************** 
; PROGRAMA PARKING.A51: 
;Control de entrada y salida por los Optoacopladores 1 y 3 
;********************************************************** 
$INCLUDE(REG51.H)  
;Incluye fichero definición registros uC 
optos equ 20h  
;Posición que guarda el estado de los Optoacopladores 
num_coches equ 21h  
;Posición que guarda PSW resultado suma 2 
optosOld equ 22h ;estat anterior de los optoacopladores 
max_coches equ 23h  
;Posición que guarda PSW resultado resta 2 
display equ 24h ;Posición que guarda PSW resultado resta 2 
sema equ 27h ;Posición que guarda PSW resultado resta 2 
 
org 0h ;Origen Programa Principal 
 
mov num_coches,#000h; inicializo  número de coches a cero. 
mov optos,#000h ; inicializo Sensores 
mov max_coches,#009h 
mov display,#010h 
mov semáforo,#001h ; Semáforo a verde 
mov p3,#9fh ;Instrucción propia del kit (a incluir siempre) 
 
mov p1,#0efh ;Deselecciona dispositivos 
mov tiempo,#0ffh 
mov p2,semáforo ; seleccione el led a mostrar. 
mov p1,#0f2h ;Selecciona los LEDS 
mov p1,#0efh ;Deselecciona dispositivos 
mov intermitente,#000h  ; Semáforo intermitente NO = 0 
buc: jb intermitente.0,inter  
;Salta si tenemos que hacer intermitencia 
sige: mov p2,semáforo ; seleccione el led a mostrar. 
mov p1,#0f2h ;Selecciona los LEDS 
mov p1,#0efh ;Deselecciona dispositivos 
 
 
mov a, display 
add a,num_coches 
mov p2,a ; display = 0 
mov p1,#0ffh ;Selecciona DISPLAY 
mov p1,#0efh ;Deselecciona dispositivos 
   
   
mov p2,#0ffh ;Prepara P2 como entrada 
mov p1,#0fah ;Selección OPTOACOPLADORES 
mov optos,p2 ;Guarda estado OPTOACOPLADORES 
mov p1,#0efh ;Deselecciona dispositivos 
mov a, optosOld 
cjne a,optos, cambi 
ljmp buc ;Salto a BUC 
 
cambi: jb optos.0,entran  
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;Salta si el optoacoplador 0 = 1  entrada vehículo 
entra: jb optos.1,salen ;Salta si el optoacoplador 2 = 1 
sale:  mov optosOld,optos 
 ljmp buc ;Salto a BUC 
  
entran:jb optosOld.0,entra  
;Salta si el opto 0 = 1 No hay modificación en la entrada 
mov a, max_coches ; num_coches 
clr c 
subb a, num_coches 
jz entra 
inc num_coches 
   ; Mirar si paso a AMBAR o a ROJO 
mov a, #007 ; num_coches 
clr c 
subb a, num_coches 
jz ambar 
mov a, #008 ; num_coches 
clr c 
subb a, num_coches 
jz ambar 
mov a, max_coches ; num_coches 
clr c 




salen:jb optosOld.1,sale  
;Salta si el opto 3 = 1 No hay modificación en la Salida 
mov a, num_coches 
jz buc 
   
   ; Mirar si paso a AMBAR o a VERDE 
mov a, max_coches ; num_coches 
clr c 
subb a, num_coches 
jz ambar1 
 
mov a, #008 ; num_coches 
clr c 
subb a, num_coches 
jz ambar1 
mov a, #007 ; num_coches 
clr c 
subb a, num_coches 
jz verde 
sale1: dec num_coches 
ljmp sale 
inter: djnz tiempo,sige 
volta2:   ; bucle de intermitencia ESTUDIAR 
mov R3,#002h ;255 vueltas 
volta3:DJNZ R3, volta3  ;255 vueltas ==> 510 ciclos 
DJNZ R3,$ 















apaga: clr semáforo.1 
   ljmp sige 
 
ambar1:   mov semáforo,#002 
 mov intermitente,#001h    
; Semáforo intermitente SI = 1 
  ljmp sale1 ; me falta decrementar el contador 
 
verde:   mov semáforo,#001 
 mov intermitente,#000h    
; Semáforo intermitente NO = 0 
  ljmp sale1 
 
ambar:  mov semáforo,#002 
 mov intermitente,#001h    
; Semáforo intermitente SI = 1 
 ljmp entra  
 
rojo: mov semaforo,#004 
 mov intermitente,#000h    
; Semáforo intermitente NO = 0 




















Control de Teclados y 
técnicas de visualización dinámica 
 
Objetivos: 
1. El objetivo principal de esta práctica es 
realizar el control de periféricos de 
Entrada/Salida típicos::  
a. Los teclados matriciales no alimentados. 
b. Los displays con dígitos de leds de 7 
segmentos y la técnica de visualización 
dinámica 
2. Otro de los objetivos que persigue la práctica 
es la de continuar afianzando los principios 
de la programación en ensamblador.  
 
Material necesario: 
1. Un μinstructor I2Kit con cable de alimentación 
de red y cable USB para su conexión a PC. 
 
2. Un ordenador personal (PC), donde hay 
instalado el entorno de desarrollo μVisión de 
Keil y el programa FLIP de ATMEL para la 
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Figura 3-1. Representacion del funcionamiento del Teclado binario. 
 
 Enunciado práctica Teclado-binario 
La primera tarea a realizar consiste en validar 
el funcionamiento del teclado del kit 
realizando un programa que muestre en los 
diodos led’s los valores numéricos en binario 
(0 a 15) correspondientes a las teclas pulsadas 
(0 a F). En la figura 3-1 se muestra el 















Código del programa Teclado-binario en ensamblador. 
/******************************************************* 
PROGRAMA VALOR BINARIO TECLADO.A5 
******************************************************* 
$INCLUDE(REG51.H) ;Incluye fichero definición registros 
teclat equ 26h    ;Posición que guarda estado del teclado 
leds   equ 27h    ;Posición que guarda estado de los leds 
  
 org 0h ;Origen Programa Principal 
 mov p3,#9fh ;Instrucción propia (incluir siempre) 
 mov p1,#0efh ;Deselecciona dispositivos 
 
buc: mov leds,#000h 
      mov p0,#00fh  ;Prepara P0 como entrada  parte baja 
 mov teclat,p0  ;Guarda estado del P0  o teclado  
 mov p0,#0f0h  ;Prepara P0 como entrada parte alta 
 mov a,p0   ;Guarda estado del P0  o teclado  
 clr c 
 add a,teclat   ;Guardo el valor tecla pulsada. 
 
; Realizamos comparaciones sucesivas 
       cjne a,#0ffh,es0 
 mov leds,#000h 
 ljmp carga 
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es0:  cjne a,#07dh,es1 
 mov leds,#000h 
 ljmp carga 
es1: cjne a,#0eeh,es2 
 mov leds,#001h 
 ljmp carga 
es2: cjne a,#0edh,es3 
 mov leds,#002h 
 ljmp carga 
es3: cjne a,#0ebh,es4 
 mov leds,#003h 
 ljmp carga 
es4: cjne a,#0deh,es5 
 mov leds,#004h 
 ljmp carga 
es5: cjne a,#0ddh,es6 
 mov leds,#005h 
 ljmp carga 
es6: cjne a,#0dbh,es7 
 mov leds,#006h 
 ljmp carga 
es7: cjne a,#0beh,es8 
 mov leds,#007h 
 ljmp carga 
es8: cjne a,#0bdh,es9 
 mov leds,#008h 
 ljmp carga 
es9: cjne a,#0bbh,esA 
 mov leds,#009h 
 ljmp carga 
esA: cjne a,#07eh,esB 
 mov leds,#00ah 
 ljmp carga 
esB: cjne a,#07bh,esC 
 mov leds,#00bh 
 ljmp carga 
esC: cjne a,#077h,esD 
 mov leds,#00ch 
 ljmp carga 
esD: cjne a,#0b7h,esE 
 mov leds,#00dh 
 ljmp carga 
esE: cjne a,#0d7h,esF 
 mov leds,#00eh 
 ljmp carga 
esF: mov leds,#00fh 
 
carga: 
 mov p2,#0ffh  ;P2=ffh salida-> para iluminar los led’s 
 mov p2,leds   ;Asigno el estado interruptores  
  mov p1,#0f2h  ;Selecciona Led 
 mov p1,#0efh  ;Deselecciona dispositivos 
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Figura 3-2. Representación del funcionamiento práctica Teclado-Display. 
Enunciado práctica Teclado Display en ensamblador 
 La otra tarea consiste en fusionar las partes de 
los programas anteriores con el objetivo de 
validar el funcionamiento del visualizador formado 
por los 4 dígitos numéricos de 7 segmentos que 
incorpora el kit. Se debe realizar un programa de 
funcionalidad tal que: 
 Cada vez que se pulse una tecla numérica 
(entre 0 y 9) se debe visualizar el número 
correspondiente en el dígito de las 
unidades de millar del display (el resto 
de dígitos deben mostrar ‘0’). La 
presentación debe realizarse mediante la 
técnica de “visualización dinámica”.  
 Cuando se pulse una tecla alfabética el 
dígito de las unidades de millar del 
display debe ‘apagarse’ (el resto de 
dígitos deben mostrar ‘0’). Para ello, 
tenga en cuenta que el decodificador BCD 
empleado ‘apaga’ el dígito cuando se 
intenta escribir cualquier número 
comprendido entre 10 y 15.  


























Código práctica Teclado Display en ensamblador 
 
;********************************************************** 
; PROGRAMA TECLADO-DISPLAY.A5, PROGRAMACION uVISIÓN 
;********************************************************** 
$INCLUDE(REG51.H)   ;Incluye fichero definición registros 
unidades equ 21h   ;Posición que guarda  
decenas equ 22h    ;Posición que guarda  
centenas equ 23h   ;Posición que guarda  
millares equ 24h    ;Posición que guarda  
 
teclat equ 26h    ;Posición que guarda estado de el teclado 
leds   equ 27h    ;Posición que guarda estado de el teclado 
  
org 0h     ;Origen Programa Principal 
mov p3,#9fh   ;Instrucción propia del kit (a incluir siempre) 
mov p1,#0efh   ;Deselecciona dispositivos 
mov unidades,#010h   ; Asigno al Display de Unidades 
mov decenas,#020h   ; Asigno al Display de Decenas 
mov centenas,#040h   ; Asigno al Display de Centenas 
mov millares,#080h   ; Asigno al Display de Millares 
buc: 
      mov p0,#00fh   ;Prepara P0 como entrada  parte baja 
 mov teclat,p0   ;Guarda estado del P0  o teclado  
 
 mov p0,#0f0h   ;Prepara P0 como entrada parte alta 
 mov a,p0   ;Guarda estado del P0  o teclado  
 clr c 
 add a,teclat 
 
      cjne a,#0ffh,es0      ;Salto si no es el nº 0. 
 mov millares,#080h 
 ljmp carga 
es0:  cjne a,#07dh,es1  ;Salto si no es el nº 1. 
 mov millares,#080h 
 ljmp carga 
es1: cjne a,#0eeh,es2  ;Salto si no es el nº 2. 
 mov millares,#081h 
 ljmp carga 
es2: cjne a,#0edh,es3  ;Salto si no es el nº 3. 
 mov millares,#082h 
 ljmp carga 
es3: cjne a,#0ebh,es4  ;Salto si no es el nº 4. 
 mov millares,#083h 
 ljmp carga 
es4: cjne a,#0deh,es5  ;Salto si no es el nº 5. 
 mov millares,#084h 
 ljmp carga 
es5: cjne a,#0ddh,es6  ;Salto si no es el nº 6. 
 mov millares,#085h 
 ljmp carga 
es6: cjne a,#0dbh,es7  ;Salto si no es el nº 7. 
 mov millares,#086h 
 ljmp carga 
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es7: cjne a,#0beh,es8  ;Salto si no es el nº 8. 
 mov millares,#087h 
 ljmp carga 
es8: cjne a,#0bdh,es9  ;Salto si no es el nº 9. 
 mov millares,#088h 
 ljmp carga 
es9: cjne a,#0bbh,esA 
 mov millares,#089h 
 ljmp carga 
esA: mov millares,#08ah   ;No es una tecla numérica.  
 
carga:   mov p2,unidades  
; Cargo y muestro el display de las Unidades 
   mov p1,#0ffh   ;Selecciona DISPLAY 
 mov p1,#0efh   ;Deselecciona dispositivos 
 nop 
 nop 
 mov p2,decenas  
;Cargo y muestro el display de las Decenas  
   mov p1,#0ffh   ;Selecciona DISPLAY 
 mov p1,#0efh   ;Deselecciona dispositivos 
 nop 
 nop 
 mov p2,centenas  
;Cargo y muestro el display de las Centenas  
   mov p1,#0ffh   ;Selecciona DISPLAY 
 mov p1,#0efh   ;Deselecciona dispositivos 
 nop 
 nop 
 mov p2,millares  
;Cargo y muestro el display de los Millares  
   mov p1,#0ffh   ;Selecciona DISPLAY 
 mov p1,#0efh   ;Deselecciona dispositivos 
 nop 
 nop 

























Programación en lenguaje de alto nivel 
Programación en ‘C’ 
 
Objetivos: 
1. Desarrollo de un aplicación en ‘C’ dentro del 
entorno μVisión. 
 
2. Uso de la técnica de tratamiento de 
interrupciones. 
 
3. Uso de temporizadores para conseguir programas 
con comportamientos temporales definidos. 
 
Material necesario: 
1. Un μinstructor I2Kit con cable de alimentación 
de red y cable USB para su conexión a PC. 
 
2. Un ordenador personal (PC), donde hay 
instalado el entorno de desarrollo μVisión de 
Keil y el programa FLIP de ATMEL para la 
grabación del μC AT89C5131 que incorpora kit. 
 
Posibles propuestas: 
Enunciado práctica ‘C’, Cruce con semáforos. 
Código programa dado para la comprensión del nuevo 
Lenguaje de programación. Este código simula los 
semáforos con sensores de un cruce de calles. 
Funcionalidad de la aplicación: 
 
1. Inicialmente, los semáforos del cruce deben estar en 
el estado de ámbar intermitente con una cadencia 
temporización) de 0,5s aproximadamente. 
2. La detección de un primer vehículo por cualquiera de 
las calles pondrá su correspondiente semáforo en rojo 
(el opuesto en verde) durante un tiempo aproximado de 
5s. Se inicia de esta forma una secuencia de ciclos de 
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Figura 4-2. Asignación utilidad solicitada en el ejercicio Cruce con semáforos. 
apertura y cierre de los semáforos del cruce, que se 
mantendrá indefinidamente mientras se detecte el paso 
de vehículos por alguna de las calles del cruce. 
 
 
3. Los semáforos del cruce deben volver al estado de 
ámbar intermitente sólo después de transcurridos tres 
ciclos completos de apertura y cierre de los semáforos 
¡SIN HABERSE DETECTADO PASO DE VEHÍCULOS POR NINGUNA 











4. Para simular los semáforos se utilizarán los leds del 
kit: LED3 (rojo), LED2 (amarillo) y LED1(verde) para 
el semáforo de la calle A, y LED6 (rojo), LED5 
(amarillo) y LED4 (verde) para el de la calle B. 
Asimismo, los optoacopladores OK1 y OK2 serán, 
respectivamente, los detectores ópticos de las calles 












5. Se sugiere que para satisfacer los requisitos 
temporales de la aplicación, inicialice el TIMER0 para 
que solicite interrupciones cada 5 ms. A esta fuente 
de interrupción se pueden vincular acciones temporales 
que requieran mayor tiempo (0.5s, 1.0s, 5.0s, etc.) 
mediante variables con valores múltiplos de 5 ms. Por 
ejemplo, si Var1=100 y cada 5 ms se decrementa en una 
unidad, su valor será 0 después de transcurridos 100 x 
5ms = 500 ms. 
Figura 4-1. Representación comportamiento semáforo 













RECURSOS: P2 = Port de Datos de Entrada/Salida 
P1 = Port de Selección Dispositivos 
P0 = Port de Teclado 
P3 = Port para control de LCD, RS232/485, 
Comunicaciones, Interrupciones, etc. 
FUNCION: Se controla un cruce de calles con 
semáforos utilizando los detectores OK1 y 
OK2. Después de 3 ciclos sin paso de coches el 
cruce cae en ambar intermitente. 
**************************************************/ 
#include<at89c5131.h>  
// Inclusión fichero definición registros uC 
unsigned char na_nb = 0x00;  
// Estado leds: apagado A, apagado B 
unsigned char aa_ab = 0x12;  
// Estado leds: Ámbar A, ámbar B 
unsigned char ra_vb = 0x0c;  
// Estado leds: Rojo A, verde B 
unsigned char ra_vab = 0x1c;  
// Estado leds: Rojo A, verde y ámbar B 
unsigned char va_rb = 0x21;  
// Estado leds: Verde A, rojo B 
unsigned char vaa_rb = 0x23;  
// Estado leds: Verde y ámbar A, rojo B 
unsigned char ciclos = 0; // Contador Ciclos cruce 
unsigned int ti_cont = 0;  
// Tiempo contador = 0x5ms = 0ms = no causa efecto 
unsigned char pv = 0;  
// Paso coches si pv <> 0.Por A(pv=1 o 3)o B (pv=2) 
bit cA = 0; //Flag paso coche por A (0 = no,1 = si) 
bit cB = 0; //Flag paso coche por B (0 = no,1 = si) 
 
/* Definición funciones */ 
void RSI_T0(void);  
// Función de servicio de interrupción TIMER0 
void ini_T0(void);  
// Función inicialización interrupción TIMER0 
void led_temp(unsigned int);  
//Función actualiza leds,temporiza y detecta vehículos 
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/* Programa principal */ 
void main(void) 
{ 
// Inicialización de variables 
P2 = 0xff; // Bus datos = Entrada 
P1 = 0xef; // Selección dispositivos = OFF 
P3 = 0x9f; // No LCD, Si RS-232, Int0/Int1=Entrada 
ini_T0();  
// Inicializa TIMER0 (interrupción cada 5ms) 
while(1) // Bucle infinito 
 { 
   while (ciclos==0) { 
// Bucle mientras no hay paso coches 
  P2=na_nb; // P2 = apagado 
  led_temp(100); // Temporiza 100 x 5 = 500 ms 
  P2=aa_ab;  // P2 = ámbar A, ámbar B 
  led_temp(100);// Temporiza 100 x 5 = 500 ms 
   } // end while 
   cA = pv&0x01;  
// Flag paso coche por calle A (1=si, 0=no) 
   cB = pv&0x02;  
// Flag paso coche por calle B (1=si, 0=no) 
   do  { 
  if (cA==1) {     // Si es por calle A.... 
   cB=1;   // Paso coches por A = 0 
   P2=ra_vb;  // P2 = rojo A, verde B 
   led_temp(1000);  
// Temporiza 1000 x 5 = 5000 ms 
   P2=ra_vab;    //P2=rojo A,verde-ámbar B 
   led_temp(100);  
// Temporiza 100 x 5 = 500 ms 
  } 
  if (cB==1) {   // Si es por calle B.... 
   cA=1;  // Paso coches por B = 0 
   P2=va_rb; // P2 = verde A, rojo B 
   led_temp(1000);  
// Temporiza 1000 x 5 = 5000 ms 
   P2=vaa_rb;  
// P2 = verde-ámbar A, rojo B 
   led_temp(100); 
 // Temporiza 100 x 5 = 500 ms 
  } 
  ciclos--; // Ciclos = Ciclos - 1 
  } 
  while (ciclos!=0);  
   //Funciona seguido mientras hay paso de coches 
 } 










/*Función de servicio de interrupción del TIMER 0*/ 
void RSI_T0(void) interrupt 1 
{ 
TH0 = 0xec; // Valor inicial del contador = EC77h 
TL0 = 0x77; //Interrup cada FFFFh-EC77H=1388h(5 ms) 




/* Función de inicialización de T0 */ 
void ini_T0(void){ 
TMOD = 0x01;  
//T0: temporizador controlado por soft. en modo 1 
TH0 = 0xec;  
// Valor inicial de cuenta = EC77h 
TL0 = 0x77;  
// Interrupción cada FFFFh-EC77H = 1388h (5 ms) 
IPL0 = 0x02;  
// Prioridad alta para la interrupción del T0 
TR0 = 1;   // Habilitación de T0 
IEN0 = 0x82;  // Habilita interrupción del T0 
} 
/************************************************* 
Función de actualización LED's, temporización y 
detección de vehículos */ 
void led_temp(unsigned int aux1) 
{ 
ti_cont=aux1; 
P1 = 0xf2;   // Selección leds 
P1 = 0xef;   // Dispositivos OFF 
P2 = 0xff;   // P2 = entrada 
P1 = 0xfa;   // Selecciona OPTOS 
pv=0;    // Borra paso vehículos 
while (ti_cont!=0) pv = (pv|(P2&0x03));  
// Actualiza paso coches (pv) 
P1 = 0xef;   // Dispositivos OFF 
if (pv!=0) ciclos=3;  















Enunciado práctica ‘C’ ,ECO  Interruptores-Leds 
Programación de un código en C que lea el estado 
de los interruptores y refleje este estado en el 
dispositivo de Leds. 
 
Código práctica ‘C’,  ECO  Interruptores-Leds 
 
/********************************************************************* 
PROGRAMA ECO entre INTERRUPTORES y LEDS 
********************************************************************** 
RECURSOS: P2 = Port de Datos de Entrada/Salida 
P1 = Port de Selección Dispositivos 
P3 = Port para control de LCD, RS232/485, Comunicaciones, 
Interrupciones, etc. 
FUNCION: Los LEDS indican el estado de cada uno de los INTERRUPTORES. 
*********************************************************************/ 
 
#include<at89c5131.h> // Inclusión fichero definición registros 
unsigned char inte = 0x00; // Estado leds: apagado A, apagado B 
 
/* Programa principal */ 
void main(void) 
{ 
// Inicialización de variables 
P2 = 0xff; // Bus datos = Entrada 
P1 = 0xef; // Selección dispositivos = OFF 
P3 = 0x9f; // SI LCD, Si RS-232, Int0/Int1=Entrada 
 
 while(1) // Bucle infinito 
 {   
  P1=0xfe;  //Selecciono para leer el estado de los Interruptores 
  inte = P2; // Guardo el estado de los Interruptores 
  P1 = 0xef; // Selección dispositivos = OFF 
 
  P1=0xf2;  // Selecciono para escribir el estado de los LEDS 
  P2 = inte;  // escribo el estado de los LEDS 
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Enunciado práctica ‘C’, Control de un Parking 
Traducción códigos anteriores en ensamblador al 
Lenguaje C de la Práctica 2 ejercicio 2. 
 
Código práctica ‘C’, Control de un Parking 
/********************************************************************* 
PROGRAMA Gestión de Parking de coches. 
********************************************************************** 
RECURSOS: P2 = Port de Datos de Entrada/Salida 
P1 = Port de Selección Dispositivos 
P0 = Port de Teclado 
P3 = Port para control de LCD, RS232/485, Comunicaciones, 
Interrupciones, etc. 
FUNCION: Se gestiona las entradas y las salidas de coches de un 
parking.   
*********************************************************************/ 
#include<at89c5131.h> // Inclusión fichero definición registros 
 
/* Dedición de variables del programa */ 
bit ha_entrado = 0;   // Confirma la entrada del vehículo. 
bit ha_salido = 0;       // Confirma la salida del vehículo. 
bit fija = 1;     // Estado luces del semáforo, fijas o intermitentes. 
bit luz_ON = 1;       // Luz del semáforo ON u OFF. 
 
unsigned char luces;  // Situación del las luces del semáforo. 
unsigned char datoDisplay; // Dato a visualizar. 
 
// Indica el de las barreras de entrada salida del parking.  
unsigned char sensoresOpto; 
   
// Tiempo entre visualización de los DISPLAYs 20ms       
unsigned char vis_display = 4; 
 
// Tiempo visualización de los Leds  300ms, por el parpadeo del ámbar  
unsigned char vis_led = 15;  
 
// Me indica el número de vehículos que están ocupando el parking. 
unsigned char ocupacion_parking = 0;  
 
/* Definición funciones */ 
void RSI_TIMER_0(void); // Función de servicio de interrupción TIMER0 





/* Programa principal */ 
void main(void) 
{ 
// Inicialización de variables 
P2 = 0xff; // Bus datos = Entrada 
P1 = 0xef; // Selección dispositivos = OFF 
P3 = 0x9f; // No LCD, Si RS-232, Int0/Int1=Entrada 
 
ini_T0(); // Inicializa TIMER0 (interrupción cada 5ms)    














 while(1) // Bucle infinito 
 { 
 // Miramos la situación de las entrada y salidas de vehículos 
  P2 = 0xff;   // Bus datos = Entrada 
 P1 = 0xfa;   // Selección Optoacopladores.  
 sensoresOpto = P2; // Almacena estado Optoacopladores 
 P1 = 0xef;   // Dispositivos OFF  
  
 // Control de los Sensores  
 
// se detecta la entrada de un vehículo 
 if  (sensoresOpto&0x01)  ha_entrado =1;  
 else { 
  if (ha_entrado ==1){    
// el vehículo ya está en el parking. 
  if ( ocupacion_parking < 9)   ocupacion_parking++; 
  ha_entrado=0; 
  } 
 } 
 
 // se detecta la salida de un vehículo   
 if  (sensoresOpto&0x02)  ha_salido =1;  
 else{ 
  if (ha_salido ==1){  
// el vehículo ya ha abandonado el parking. 
  if ( ocupacion_parking > 0)   ocupacion_parking--; 
  ha_salido=0;  
  }   
 } 
 
  // Actualización del estado del semáforo cada 300 ms.     
  if ( vis_led==0 ) { 
    vis_led=15; 
  if ( ocupacion_parking == 9)   Rojo(); 
  if ( ocupacion_parking == 8)   Ambar(); 
  if ( ocupacion_parking == 7)   Ambar(); 
  if ( ocupacion_parking <= 6)   Verde(); 
 
  if( fija == 0 ){ // Programamos la intermitencia del Ámbar. 
  if ( luz_ON ){ 
     luz_ON = 0; 
     luces = 0x00; // Todas las luces apagadas. 
   } 
  else    
   luz_ON = 1;     
  } 
 
    P1=0xf2;  // Selecciono para escribir el estado de los LEDS 
   P2 =luces;  // escribo el estado de los LEDS 
   P1 = 0xef; // Selección dispositivos = OFF     
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  } 
  // Actualización del estado del display BCD  cada 20 ms.  
  if ( vis_display == 0 ){ 
       vis_display = 4; 
    if ( vis_led !=0)  vis_led--; 
 
  // Solo digito unidades del Display. 
    datoDisplay = 16 + ocupacion_parking; 
      
   P2=datoDisplay;  // P2 = Dato a visualizar 
 P1 = 0xff;   // Selección visualizador 7SEG  
 P1 = 0xef;   // Selección dispositivos = OFF 
    
  }   




/* Función de servicio de interrupción del TIMER 0 */ 
void RSI_TIMER_0(void) interrupt 1 
{ 
 TH0 = 0xec; // Valor inicial del contador = EC77h 
 TL0 = 0x77; // Interrupción cada FFFFh-EC77H = 1388h (5 ms) 
    
      // actualizamos los DISPLAYs. 




/* Función de inicialización de TIMER0 */ 
void ini_T0(void)   // Generaremos interrupción cada 5 milisegundos 
{ 
 TMOD = 0x01; // T0: temporizador controlado por soft. en modo 1 
 TH0 = 0xec;  // Valor inicial del contador = EC77h 
 TL0 = 0x77;  // Interrupción cada FFFFh-EC77H = 1388h (5 ms) 
 IPL0 = 0x02; // Prioridad alta para la interrupción del T0 
 TR0 = 1;     // TIMER0   activa por flanco bajada (TCON.4) 




void Rojo()  { 
  luces= luces&0x00;    // Apago luces del semáforo 
  luces= luces|0x04;    // Enciendo luz roja del semáforo. 
  fija = 1; 
} 
void Ambar()  { 
  luces= luces&0x00;    // Apago luces del semáforo 
  luces= luces|0x02;    // Enciendo luz Amarilla del semáforo. 
  fija = 0; 
} 
 
void Verde() { 
  luces= luces&0x00;    // Apago luces del semáforo 
  luces= luces|0x01;    // Enciendo luz verde del semáforo. 
  fija = 1; 
} 









Tratamiento de interrupciones en el 
control de visualizadores y teclados 
 
Objetivos: 
1. Profundizar en la programación de aplicaciones 
en lenguaje ‘C’ del 80C51. 
2. Control de visualizadores con dígitos de 7 
segmentos. 
3. La conversión de binario a BCD de la 
información. 
4. Empleo de la técnica de ‘visualización 
dinámica’. 











1. Un μinstructor I2Kit con cable de alimentación 
de red y cable USB para su conexión a PC. 
2. Un ordenador personal (PC), donde hay 
instalado el entorno de desarrollo μVisión de 
Keil y el programa FLIP de ATMEL para la 















Enunciado práctica :  Contador Minutos y segundos 
 
La primera práctica consiste en la confección de 
un programa contador que muestre los sucesivos 
valores en los dígitos leds de 7 segmentos del 
kit. La velocidad de contaje debe ser un segundo. 
Para establecer el tiempo de conmutación de los 
dígitos en ‘visualización dinámica’ y para el 
intervalo de contaje debe emplearse el TIMER0 
controlado por interrupción. Los dígitos del 
display altos representaran los minutos y los dos 
más bajos los segundos.  
 




RECURSOS: P2 = Port de Datos de Entrada/Salida 
P1 = Port de Selección Dispositivos 
P0 = Port de Teclado 
P3 = Port para control de LCD, RS232/485, Comunicaciones, 
Interrupciones, etc. 
FUNCION: Mostramos en los DISPLAY un reloj segundero, programado 
mediante interrupción Timer 0 . 
*********************************************************/ 
#include<at89c5131.h> // Inclusión fichero definición registros  
unsigned int cont = 20; //Tiempo contador= 0 ms * 20 = 1000 ms = 1 seg 
unsigned int Usegons = 0; / Indicador de las Unidades de segundo. 
unsigned int Dsegons = 0; //Indicador de las Decenas de segundo. 
unsigned int Uminuts = 0; // Indicador de las unidades de minutos. 
unsigned int Dminuts = 0; // Indicador de las Decenas de minutos. 
 
/* Definición funciones */ 
void RSI_T0(void); // Función de servicio de interrupción TIMER0 
void ini_T0(void); // Función inicialización interrupción TIMER0 
 
/* Programa principal */ 
void main(void) 
{ 
// Inicialización de variables 
P2 = 0xff; // Bus datos = Entrada 
P1 = 0xef; // Selección dispositivos = OFF 
P3 = 0x9f; // No LCD, Si RS-232, Int0/Int1=Entrada 
 
ini_T0(); // Inicializa TIMER0 (interrupción cada 5ms) 
// Limpio los LEDs 
P2 = 0x00; // Apago todos los LEDs. 
P1 = 0xf2; // Selección dispositivos LEDs  = OFF 
P1 = 0xef; // Selección dispositivos = OFF 
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 while(1) // Bucle infinito 
 {  
        // Calculo del valor del display. 
   if (cont==0) 
    { cont=20; Usegons++;  
   if (Usegons==10)  {Usegons=0; Dsegons++ ;} 
   if (Dsegons==7)  {Dsegons=0; Uminuts++ ;} 
   if (Uminuts==10)  {Uminuts=0; Dminuts++ ;} 
   if (Dminuts==7)   Dminuts=0; 
     } 
 
   // Actualizo los displays con el nuevo valor.  
   P2=Usegons; // Asigno el tiempo trascurrido. 
   P2=P2|0x10; // Selecciono el Display de Unidades. 
   P1=0xff;  // Selecciono para escribir en el DISPLAY 
   P1 = 0xef; // Selección dispositivos = OFF 
  
   P2=Dsegons;  // Asigno el tiempo trascurrido. 
        P2=P2|0x20; // Selecciono el Display de Unidades. 
   P1=0xff;  // Selecciono para escribir en el DISPLAY 
   P1=0xef; // Selección dispositivos = OFF 
  
   P2=Uminuts;  // Asigno el tiempo trascurrido. 
   P2=P2|0x40; // Selecciono el Display de Unidades. 
   P1=0xff;  // Selecciono para escribir en el DISPLAY 
   P1=0xef; // Selección dispositivos = OFF 
  
   P2=Dminuts;  // Asigno el tiempo trascurrido. 
   P2=P2|0x80; // Selecciono el Display de Unidades. 
   P1=0xff;  // Selecciono para escribir en el DISPLAY 







/* Función de servicio de interrupción del TIMER 0 */ 
void RSI_T0(void) interrupt 1 
{ 
 TH0 = 0x3c; // Valor inicial del contador = 3CAFh 
 TL0 = 0xaf; // Interrupción cada FFFFh-3CAFH = C350h (50 ms) 
 
 if (cont!=0) cont--; // Decremento factor tiempo contador 
} 
/*******************************************************************/ 
/* Función de inicialización de T0 */ 
void ini_T0(void) 
{ 
 TMOD = 0x01; // T0: temporizador controlado por soft. en modo 1 
 TH0 = 0x3c; // Valor inicial del contador = 3CAFh 
 TL0 = 0xaf; // Interrupción cada FFFFh-3CAFH = C350h (50 ms) 
 IPL0 = 0x02; // Prioridad alta para la interrupción del T0 
 TR0 = 1; // Habilitación de T0 
 IEN0 = 0x82; // Habilitación de la interrupción del T0 
} 
/******************************************************************* 
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Enunciado práctica:  Tecla pulsada 
 
Realizar un programa en ‘C’ para que el Kit del 
muestre el numero y el código de la tecla pulsada 
en los diodos leds del kit. Cuando el estado del 
interruptor de la derecha sea ‘1’ los diodos leds 
visualizarán el numero de la ultima tecla pulsada 
( 0, 1, … 15) y cuando el estado del interruptor 
sea ‘0’, mostrarán el código de la ultima tecla 
que se pulso. Se solicita controlar el teclado 
procesando la interrupción externa INT0 que este 
es capaz de solicitar. La figura 5-1 muestra el 











Código práctica:  Tecla pulsada 
/********************************************************** 
PROGRAMA NUMERO Y CODIGO TECLA PULSADA 
 
RECURSOS: P2 = Port de Datos de Entrada/Salida 
P1 = Port de Selección Dispositivos 
P0 = Port de Teclado 




#include<at89c5131.h> // Fichero definición registros 
 
/* Dedición de tabla en segmento CODE. Tabla códigos teclado */ 
unsigned char code cod_t[16] ={0x7d,0xee,0xed, 0xeb,0xde, 
0xdd,0xdb,0xbe,0xbd,0xbb,0x7e,0x7b,0x77,0xb7,0xd7,0xe7}; 
 
/* Declaración variables globales */ 
 
unsigned char P0_Bajo; // parte baja del port 0 
unsigned char P0_Alto; // parte alta del port 0 
unsigned char c_tecla; // Código tecla pulsada 
unsigned char n_tecla; // Numero de la tecla pulsada  
unsigned char leds;     // Valor que mostramos en los LEDs 
Figura 5-1. Di grama de bloques del teclado y vista detalle. 
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unsigned int cont = 2; //Tiempo contador=50 ms * 2 = 100 ms  
unsigned char interup; // Dato de interruptores 
unsigned char tecla_pulsada=0; // Flag interrupción   
 // externa: 1=Si, 0=No 
 
/* Declaración de funciones */ 
// Función de servicio de la  interrupción Externa INT0 
void rsi_INT0(void); 
// Función de servicio de interrupción TIMER0 
void RSI_TIMER_0(void);  
 
void main(void) {   /* Programa principal */ 
 
 unsigned char vaux; // Variable local 1 
 unsigned char k; // Variable local 2 
            
 // Inicialización de variables 
 P2 = 0xff; // Bus datos = Entrada 
 P1 = 0xef; // Selección dispositivos = OFF 
 P3 = 0x9f; 
 P0 = 0x0f; // Teclado: Filas=0, Columnas=1 
 
 IT0 = 1; // INT0 activa por flanco bajada (TCON.0) 
//Habilitan la interrupción EXTERNA INT0. EA = 1 y EX0 = 1 
     IEN0 = 0x81; 
 
 while(1)     // Bucle Programa Principal 
 {  
  if (tecla_pulsada==1) //Si se ha pulsado una tecla  
  { 
  P1 = 0xfe; // Selección dispositivos LEDs = OFF 
  interup= P2; // guardo el estado de los Interrup. 
  P1 = 0xef;  // Selección dispositivos = OFF 
   
  tecla_pulsada=0; 
  P0_Bajo = (P0&0x0f); 
  P0 = 0xf0; 
  P0_Alto = (P0&0xf0); 
  P0 = 0x0f; 
// Este es el código de la tecla pulsada 
  c_tecla=(P0_Alto | P0_Bajo);   
 
     if (c_tecla != 0xff)   //Código tecla valido   
  { 
  switch(c_tecla)  { 
     case 0x7d:  n_tecla =0x00; break; 
     case 0xee:  n_tecla =0x01; break; 
     case 0xed:  n_tecla =0x02; break; 
     case 0xeb:  n_tecla =0x03; break; 
     case 0xde:  n_tecla =0x04; break; 
     case 0xdd:  n_tecla =0x05; break; 
     case 0xdb:  n_tecla =0x06; break; 
     case 0xbe:  n_tecla =0x07; break; 
     case 0xbd:  n_tecla =0x08; break; 
     case 0xbb:  n_tecla =0x09; break; 
     case 0x7e:  n_tecla =0x0a; break; 
     case 0x7b:  n_tecla =0x0b; break; 
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     case 0x77:  n_tecla =0x0c; break; 
     case 0xb7:  n_tecla =0x0d; break; 
     case 0xd7:  n_tecla =0x0e; break; 
     case 0xe7:  n_tecla =0x0f; break; 
     default:    n_tecla =0xef; break; 
     }  // end switch 
   
   if  ((interup&0x01) == 0) 
             leds =  c_tecla; // interruptores 1  en  OFF. 
   else   
     leds =  n_tecla; // interruptores 1  en  ON. 
  
         } // Código invalido, no hay tecla pulsada. 
  } 
    else    // no hay tecla pulsada 
  { 
    P2 = leds; 
    P1 = 0xf2; // Selección dispositivos LEDs  = ON 
    P1 = 0xef; // Selección dispositivos = OFF 
       } 
  } // end  While 





/* Función de servicio de interrupción de INT0 */      
 
void rsi_INT0(void) interrupt 0 
{ 
IE0_ = 0;  // Borra solicitudes pendientes (TCON.1) 
   // Programo el TIMER 0 para evitar los revotes. 50 ms. 
TMOD = 0x01;  // T0:temporizador  en modo 1 
TH0 = 0x3c;  // Valor inicial del contador = 3CAFh 
TL0 = 0xaf;  //Interrupción cada FFFFh-3CAFH = C350h(50 ms) 
cont = 2; // Tiempo contador = 50 ms * 2 = 100 ms  
TR0 = 1; // Habilitación de T0 
 
IEN0 = 0x82; // / Habilitación de la interrupción del T0  
} 
/*********************************************************/ 
/* Función de servicio de interrupción del TIMER 0 */ 
 
void RSI_TIMER_0(void) interrupt 1 
{ 
if (cont!=0){ 
   cont--;// Decrementa factor tiempo contador 
   TH0 = 0x3c; // Valor inicial del contador = 3CAFh    
   TL0 = 0xaf; //Interrupción cada FFFFh-3CAFH=C350h(50 ms) 
 } 
 else { 
   IT0 = 1; // INT0 activa por flanco bajada (TCON.0) 
   IEN0 = 0x81; // Habilitación de la interrupción EXTERNA  
   INT0. EA = 1 y EX0 = 1 
   tecla_pulsada = 1; 
 }  
}/*********************************************************/ 
















1. El objetivo principal de esta práctica es 
trabajar el control de convertidores ADC ( 
Analigic to Digital Converter ) para 
posibilitar la adquisición  de medidas de 
naturaleza analógica. Asimismo, se hará uso de 
temporizadores e interrupciones para adquirir  
periódicamente las medidas, presentarlas 
dinámicamente en el display de 7 Segmentos y 







1. Un μinstructor I2Kit con cable de alimentación 
de red y cable USB para su conexión a PC. 
 
2. Un ordenador personal (PC), donde hay 
instalado el entorno de desarrollo μVision de 
Keil y el programa FLIP de ATMEL para la 
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Figura 6-1. Diagrama de bloques del convertidor ADC del Kit. 
Posibles propuestas: 
Enunciado práctica:  Lectura datos Planta 
Realizar un programa que utilizando el convertidor 
ADC0804, de 8 bits que incorpora el Kit que 




En esta práctica el ADC se manejara por “polling”, 
de forma que el programa debe: 
 Generar una señal cuadrada en la salida 
digital 1Q, con un periodo de 20 segundos( 10 
segundos en ‘0’ y 10 segundos en ‘1’), como 
acción de CONTROL de la planta. 
 Leer cada 50 ms por ‘polling’ el  
ADC para obtener la señal de MEDIDA presente a 
en entrada. 
 Presentar en los tres dígitos de menor peso 
del display, mediante visualización dinámica, 
los sucesivos valores de medida leídos del 
ADC( magnitud entre 0 y 255) y, en el digito 
de mayor peso del display, el estado de la 
acción de control(‘0’ o ‘1’)aplicada en cada 
instante (‘0’ o ‘1’). 
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 Dado el comportamiento temporal de la planta, 
el programa permitirá observar que mientras la 
acción de control de la planta es ‘0’ la 
medida suministrada por el ADC desciende 
paulatinamente, y si la acción de control es 




Código práctica:  Lectura datos Planta 
/********************************************************** 
PROGRAMA Lectura y conversión del convertidor ADC0804   
*********************************************************** 
RECURSOS: P2 = Port de Datos de Entrada/Salida 
P1 = Port de Selección Dispositivos 
P0 = Port de Teclado 
P3 = Port para control de LCD, RS232/485, Comunicaciones, 
Interrupciones, etc. 
FUNCION: Se controla la lectura  de los datos analógicos de una 
planta. 
las lecturas se programan con el TMO y se realizan por pooling. 
TRES tiempos de temporización: 
 * entre lecturas del ADC : 50 ms. 
  * entre visualización de los DISPLAYs : 5 ms. 
 * entre actualizaciones de la señal de control de la  
   PLANTA : 10 s.       
**********************************************************/ 
#include<at89c5131.h> // Inclusion fichero regostos uC 
 
/* Dedición de tabla en segmento CODE */ 
 
// Visualización dinámica de los DISPLAYs  
unsigned int ver_digit = 0; 
// Tiempo entre visualización de los DISPLAYs 5ms  
unsigned int vis_display = 1; 
 
// Tiempo entre lecturas del ADC : 50 ms = 10 * 5ms  = 50ms 
unsigned int lec_adc = 10; 
 
// Tiempo entre actualizaciones de la señal de control de //la PLANTA 
: 10 s  = 2000 * 5ms = 10000 ms  
unsigned int act_planta = 2000; 
 
//Variable de control de planta 
unsigned char cont_planta = 0; 
   
// Define e inicializa valor de la conversión 
unsigned char v_conversion=0 
 
// Define e inicializa decena y unidad del display 
unsigned char , centena=0, decena = 0, unidad = 0; 
  
// Variable que almacena el dato mandado a cada uno de los displays. 
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unsigned char datoDisplay;  
    
unsigned char aux_valor;       
unsigned char sel_dig=16;// Selección digito = Unidades 
unsigned char dat_vis=16;// Dato a visualizar: 2^4 + 0 
/* Definición funciones */ 
void RSI_T0(void); // Función de servicio de interrupción TIMER0 
void ini_T0(void); // Función inicialización interrupción TIMER0 
 
/* Programa principal */ 
void main(void) 
{ 
// Inicialización de variables 
P2 = 0xff; // Bus datos = Entrada 
P1 = 0xef; // Selección dispositivos = OFF 
P3 = 0x9f; // No LCD, Si RS-232, Int0/Int1=Entrada 
 
P2 = 0x00; // Apago todos los LEDs. 
P1 = 0xf2; // Selección dispositivos LEDs  = OFF 
P1 = 0xef; // Selección dispositivos = OFF 
P2 = 0xff; // Bus datos = Entrada 
// Inicializo el control de PLANTA a 0 
 
ini_T0(); // Inicializa TIMER0 (interrupción cada 5ms) 
 
P2 = cont_planta;    // bit de control de planta 
P1 = 0xf7;  //selecciono la salida digital 
P1 = 0xef; // Selección dispositivos = OFF 
     
 
 
while(1) // Bucle infinito 
 { 
   if (vis_display == 0) { 
    // actualizo el control de la visualización del display 
    vis_display = 1; 
    ver_digit++; 
    if (ver_digit==4) ver_digit=0; 
    switch(ver_digit) 
  {  
  case 0: // Prepara dato de unidades a visualizar  
   datoDisplay = 16 + unidad; break; 
  case 1: // Prepara dato de decenas a visualizar 
   datoDisplay = 32 + decena; ;break; 
  case 2: // Prepara dato de centenas a visualizar   
   datoDisplay = 64 + centena;  break; 
  case 3: // Prepara dato de millares a visualizar  
   datoDisplay = 128 + cont_planta; break; 
  default:   break; 
 } 
 P2=datoDisplay; // P2 = Dato a visualizar 
 P1 = 0xff; // Selección visualizador 7SEG  
 P1 = 0xef;  // Selección dispositivos = OFF 
   } 
if (lec_adc==0) {//tenemos que realizar la lectura del ADC. 
  lec_adc=10; 
  P2 = 0xff; // Bus datos = Entrada 
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  P1 = 0xf3;  //selecciono la CONVERSIÓN ADC 
  P1 = 0xd3; // (WR=0) y espero el resultado. 
    
  while(P3_3!=0);//Espera Activa hasta finalizar conversión 
  v_conversion= P2; //Reservo el valor de la conversión 
  P1 = 0xef;  // Selección dispositivos kit = OFF 
  aux_valor=  v_conversion; 
  centena= aux_valor/100; 
  aux_valor= aux_valor%100; 
  decena= aux_valor/10; 
  unidad= aux_valor%10; 
} 
if (act_planta==0)  
 // Actualizo el control de planta cada 10s(ciclo 20s). 
  { act_planta=2000; 
   if (cont_planta==0) cont_planta=1;  
 else      cont_planta=0;  
 
 P2 =cont_planta;    // bit de control de planta 
 P1 = 0xf7;  //selecciono la salida digital 
 P1 = 0xef; // Selección dispositivos = OFF 




/* Función de servicio de interrupción del TIMER 0 */ 
 
void RSI_T0(void) interrupt 1 
{ 
  TH0 = 0xec; // Valor inicial del contador = EC77h 
  TL0 = 0x77; // Interrupción cada FFFFh-EC77H=1388h (5 ms) 
 
  vis_display=0;  // actualizamos los DISPLAYs. 
  if (lec_adc!=0) lec_adc--;    // tiempo Lectura ADC. 
  if (act_planta!=0) act_planta--; // tiempo de la PLANTA 
} 
/*********************************************************/ 




TMOD = 0x01; // T0: temporizador en modo 1 
TH0 = 0xec; // Valor inicial de cuenta = EC77h 
TL0 = 0x77; // Interrupción cada FFFFh-EC77H = 1388h (5 ms) 
IPL0 = 0x02; // Prioridad alta para la interrupción del T0 
TR0 = 1; // Habilitación de T0 

























1. El objetivo de la práctica es el 
establecimiento de una comunicación entre el 
PC y el Kit. Para ello, será vital configurar 
adecuadamente los parámetros del canal serie 




1. Un μinstructor I2Kit con cable de alimentación 
de red y cable USB para su conexión a PC. 
 
2. Un ordenador personal (PC), donde hay 
instalado el entorno de desarrollo μVision de 
Keil y el programa FLIP de ATMEL para la 
grabación del μC AT89C5131 que incorpora kit. 
 
 
3. Cable comunicación por el Puerto Serie, del 


















Enunciado práctica:  ECO Comunicación Serie 
La primera tarea consiste en realizar una prueba 
para: 
 Comprobar que el kit esté conectado al PC a 
través del cable de comunicaciones serie RS232 
y del cable USB. 
 Ejecutaremos el programa ‘NuclearControl.exe’, 
suministrado por el profesor. Este programa 
controla un canal de comunicación serie que 
debe ser abierto( Obre Port)y configurado ( 
SETUP ) para trabajar a 4800 bps, 8 bits de 
datos, sin paridad y 1 bit de stop. También se 
debe marcar la opción TEXT para el intercambio 
de información con el kit. 
 Realizar un 
programa que 
cuando se pulsa 
un numero en el 
PC este lo 
transmite por el 
puerto serie 
hasta el Kit, el 
cual lo devuelve 




Código práctica:  ECO Comunicación Serie 
/***************************************************************** 
PROGRAMA: ECO COMUNICACION SERIE 
RECURSOS: P2 = Port de Datos de Entrada/Salida 
  P1 = Port de Selección Dispositivos 
  P3 = Port control de RS232/485,Interrupciones, etc. 
FUNCION:    Todo carácter recibido por el canal serie del kit es 
retransmitido por este canal.  
*********************************************************************/ 
#include<at89c5131.h> // Inclusion fichero definición regostos uC 
 
/* Definición variables globales */ 
 
unsigned char car_rebut  // carácter recibido por canal serie 
unsigned char flag_trans_rep=0;// Flag:  transmitir (1), no(0) 
      
/* Declaración de funciones */ 
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void inint(void); // Función de inicialización TIMER1 y Comunicaciones 
void rintSerie(void);  // Rutina interrupción comunicaciones 
/********************************************************************/ 
/* PROGRAMA PRINCIPAL */ 
void main(void) 
{ 
P0 = 0x0f;  // Teclado: Filas='0' (Sali.), Columnas='1'(Entr.) 
P1 = 0xef;  // No selecciona ningún dispositivo 
P2 = 0xff;  // Prepara P2 como entrada 
P3 = 0x9f;  // P3-7 ; 232 on, 485 off 
      // P3.6 y P3.4 ; LCD off 
// P3.3 y P3.2 : entrada 
// P3.1 y P3.0: TX=1 y RX=1. 
P2 = 0x00; // Apago todos los LEDs. 
P1 = 0xf2; // Selección dispositivos LEDs  = OFF 
P1 = 0xef; // Selección dispositivos = OFF 
 
inint ();  // Llamada a inicialización Timer1 y Canal Serie 
 
while(1)     // Bucle infinito 
{ 
 if (flag_trans_rep==1)  //Hemos recibido un dato por el Puerto Serie. 
    { 
 flag_trans_rep = 0;   // Limpia flag de transmisión 
 while (TI==0); // Bucle hasta que flag TI = 1 
 SBUF = car_rebut; // Pone en buffer carácter a transmitir 
 TI=0;    // Borra flag de transmisión 




/* Rutina de inicialización TIMER1 y Comunicaciones*/ 
void inint(void) 
{ 
TMOD = 0x20;  // TIMER1: GATE=0, C/T=0, Modo 2 (auto recarga)   
TL1  = 0xf3;  // Establece TL1 para comunicación a 4800 bps 
TH1  = 0xf3;  // Establece TH1 para comunicación a 4800 bps 
 
SCON = 0x52;  // MODO1: 8datos, SP, 1stop,  
// TI=1 trans. dato 1º, REN=1  hab. recep.  
  
PCON = PCON | 0x80; // Velocidad transmisión con SMOD = 1 
 
TR1  = 1;   // Permite entrada pulsos a TIMER1 (TR1 = 1) 
IEN0 = 0x92; // Habilita interrupciones: EA=1, ES=1, ET1=0, ET0=1 
} 
/********************************************************************/ 
/* Rutina Servicio Interrupción Comunicación Serie */ 
void  rintSerie(void) interrupt 4 
{ 
  if (RI == 1) 
    { 
 car_rebut=SBUF;  // Lee carácter recibido 
  flag_trans_rep=1;  // Flag transmisión = 1 
 RI=0;    // Borra flag recepción (RI=0) 
    } 
} 








Enunciado práctica: Generador  Comunicación Serie 
 
Realizaremos una ampliación de el anterior código 
para que se realice la siguiente tarea de 
comunicación por puerto serie. 
 Tarea de transmisión del Kit, el programa debe 
encargarse de generar y  transmitir, cada 
segundo, los valores numéricos consecutivos 
del 1 al 255 repitiendo al llegar al 255. 
 Tarea de recepción del Kit, esta tarea ha de 
funcionar por interrupciones y el programa 










recogido en la 









PROGRAMA: COMUNICACION SERIE 
 
RECURSOS: P2 = Port de Datos de Entrada/Salida 
  P1 = Port de Selección Dispositivos 
  P3 = Port control de LCD, RS232/485, Comunicaciones, 
     Interrupciones, etc. 
FUNCION: Todo carácter recibido por el canal serie del kit se 
      muestra en el Display. 
  Transmitimos cada segundo un número consecutivo de 0 
a 255 por el canal serie.  
*************************************************************/ 
 
#include<at89c5131.h>    // Definición regostos uC 
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/* Definición variables globales */ 
 
unsigned char car_rebut   // carácter recibido por canal serie 
unsigned char flag_trans_rep=0;// Flag:  transmitir (1), no(0) 
unsigned char datoDisplay = 0; //Dato enviado a cada displays. 
unsigned int unSegon = 1600;  //controla el tiempo, 1 segundo. 
unsigned char valorNumero = 0; //Dato a mandar por el Puerto Serie. 
unsigned int ver_digit = 0;    // Indica que digito se refresca.  
unsigned int vis_display = 1;  // Visualización dinámica, 5ms.  
unsigned char aux_valor;  //Variable para realizar los cálculos. 
 
// Define e inicializa valor de la conversión, centena decena y unidad 
unsigned char millar=0; centena=0; decena = 0, unidad = 0;   
    
/* Declaración de funciones */ 
void RSI_T0(void);       // Función de servicio de interrupción TIMER0 
 
// Función de inicialización TIMER1 TIMER0  y Comunicaciones 
void inint(void);   void rintcs(void);  // Rutina 
interrupción comunicaciones 
/********************************************************************/ 
/* PROGRAMA PRINCIPAL */ 
void main(void) 
{ 
P0 = 0x0f;  // Teclado: Filas='0' (Sali.), Columnas='1'(Entr.) 
P1 = 0xef;    // No selecciona ningún dispositivo 
P2 = 0xff;    // Prepara P2 como entrada 
P3 = 0x9f;  // P3-7 ; 232 on, 485 off 
      // P3.6 y P3.4 ; LCD off 
// P3.3 y P3.2 : entrada 
// P3.1 y P3.0: TX=1 y RX=1. 
P2 = 0x00; // Apago todos los LEDs. 
P1 = 0xf2; // Selección dispositivos LEDs  = OFF 
P1 = 0xef; // Selección dispositivos = OFF 
 
inint ();  // Llamada a inicialización Timer1 y Canal Serie 
 
while(1);     // Bucle infinito 
{       
  if (unSegon==0) //Debo mandar el NUMERO por el Puerto Serie cada 1s. 
    { unSegon=1600; 
 while (TI==0);    // Bucle hasta que flag TI = 1 
 SBUF = valorNumero; // Pone en buffer numero a transmitir 
 TI=0;    // Borra flag de transmisión 
 If (valorNumero == 255)   valorNumero = 0; 
 else           valorNumero++; 
    } 
  
if (flag_trans_rep==1)  //Hemos recibido un dato por el Puerto Serie. 
    { 
 flag_trans_rep = 0; // Limpia flag de transmisión 
 aux_valor = car_rebut; // Pone en buffer carácter a transmitir 
 centena= aux_valor/100; 
 aux_valor= aux_valor%100; 
 decena= aux_valor/10; 
 unidad= aux_valor%10; 
   }  
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if (vis_display == 0)  
   { 
    vis_display = 1; // actualizo la visualización del display 
    ver_digit++; 
    if (ver_digit==4) ver_digit=0; 
    switch(ver_digit) 
 {  
   case 0:   // Dígito unidades 
   datoDisplay = 16 + unidad; break; 
 
   case 1:   // Dígito decenas 
   datoDisplay = 32 + decena; ;break; 
 
   case 2:   // Dígito centenas  
   datoDisplay = 64 + centena;  break; 
  
  case 3:   // Dígito millares 
   datoDisplay = 128 + millar; break; 
  default:   break; 
 } 
 P2=datoDisplay;  // P2 = Dato a visualizar 
 P1 = 0xff;   // Selección visualizador 7SEG  
 P1 = 0xef;  
    } 
  } 
} 
/********************************************************************/ 




 TMOD = 0x01; // T0: temporizador controlado por soft. en modo 1 
 TH0 = 0xec; // Valor inicial de cuenta = EC77h 
 TL0 = 0x77; // Interrupción cada FFFFh-EC77H = 1388h (5 ms) 
 
 TMOD = 0x20; // TIMER1: GATE=0, C/T=0, Modo 2 (auto recarga)   
 TL1  = 0xf3; // Establece TL1 para comunicación a 4800 bps 
 TH1  = 0xf3; // Establece TH1 para comunicación a 4800 bps 
 
 SCON = 0x52;  // MODO1: 8datos, SP, 1stop,  
// TI=1 trans. dato 1º, REN=1  hab. recep.  
  
 PCON = PCON | 0x80; // Velocidad transmisión con SMOD = 1 
 
 TR0 = 1;   // Habilitación de T0 
 TR1  = 1;  // Permite entrada pulsos a TIMER1 (TR1 = 1) 
 IEN0 = 0x92; // Habilita interrupciones: EA=1, ES=1, ET1=0 ,ET0=1 
} 
/********************************************************************/ 
/* Rutina interrupción comunicaciones */ 
void rintcs(void) interrupt 4 
{ 
 if (RI == 1) 
 { 
   car_rebut=SBUF;   // Lee carácter recibido 
   flag_trans_rep =1;  // Flag transmisión = 1 
   RI=0;    // Borra flag recepción (RI=0) 










/* Función de servicio de interrupción del TIMER 0 */ 
void RSI_T0(void) interrupt 1 
{ 
TH0 = 0xec; // Valor inicial del contador = EC77h 
TL0 = 0x77; // Interrupción cada FFFFh-EC77H = 1388h (5 ms) 
vis_display=0;  // actualizamos los DISPLAYs. 


















































 Control del visualizador LCD   




1. El objetivo de la práctica es el control y  la 
creación de una serie de rutinas para la 
manipulación del dispositivo LCD, incluido en 
el Kit Entrenador. Algunas de ellas podrían 
ser. 
2. Inicializar el dispositivo para trabajar con 
él. 
3. Posicionar el curso en una posición dada. 
4. Mostrar diferentes mensajes 
5. Limpiar la pantalla LCD, etc.…  
 
Material necesario: 
1. Un μinstructor I2Kit con cable de alimentación 
de red y cable USB para su conexión a PC. 
2. Un ordenador personal (PC), donde hay 
instalado el entorno de desarrollo μVision de 
Keil y el programa FLIP de ATMEL para la 
grabación del μC AT89C5131 que incorpora kit.  
3. Manual del kit Instructor. 
 









Enunciado práctica:  Gestión Display LCD 
 
Se solicita la creación de una aplicación que, 
utilizando los diferentes interruptores del kit, 
permita: 
 Inicializar el dispositivo. 
 Activando interruptor S1, limpia el LCD y  
posiciona el cursor en la primera posición de 
la primera línea. 
 Activando interruptor S2, posiciona el cursor 
en la primera posición de la primera línea sin 
modificar los valores ya gravados en el LCD. 
 Activando interruptor S3, posiciona el cursor 
en la primera posición de la segunda línea sin 
modificar los valores ya gravados en el LCD. 
 Activando interruptor S4, invierte el estado 
del LCD, encendido-apagado. 
 Activando interruptor S5,coloca un carácter en 
la primera posición de cada una de las líneas 
del LCD y otro en la última visible de la 
pantalla del LCD( posición 14). 
 Activando interruptor S6, desplaza un mensaje 
en cada línea de derecha a izquierda. Los 
mensajes de desplazan a la velocidad de un 
carácter por segundo y se debe podre enlazar 3 
diferentes mensajes de forma circular. 
 Activando interruptor S7, lee del teclado el 
carácter pulsado y lo muestra en el LCD con el 
mensaje, “La tecla es : “ numero tecla 
pulsada. 
 Activando interruptor S8, colocamos un 
carácter en la posición 3 del LCD y lo 
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Códigos práctica:  Gestión Display LCD 
 
/********************************************************************* 
FUNCIONALIDADES DEL  LCD 
RECURSOS: P2 = Port de Datos de Entrada/Salida 
P1 = Port de Selección Dispositivos 
P0 = Port de Teclado 
P3 = Port para control de LCD, RS232/485, Comunicaciones, 
Interrupciones, etc. 
FUNCION: Inicializamos el LCD y mostramos en él las diferentes  
funcionalidades del dispositivo. 
*********************************************************************/ 
 
#include<at89c5131.h>  // Fichero definición regostos uC 
 
#define DATA P2          //Define DATA to Port2 
//Register Select , Defino una variable de acceso al bit RS del LCD. 
Sbit ( lcd_rs , P3 , 4 ) ; 
//LCD Read/Write  , Defino una variable de acceso al bit R/W del LCD.  
Sbit ( lcd_rw , P3 , 5 ) ;   
//LCD Enable      , Defino una variable de acceso al bit E del LCD.  
Sbit ( lcd_e , P3 , 6 ) ; 
//BF  BUSY flag    , Defino una variable de acceso al bit BF del LCD      
Sbit ( b_f , P2 , 7 ) ;          
// Defino diferentes mensajes para las diferentes funcionalidades. 
code unsigned char msg[]   = (" LCD INICIALIZADO a 4 bits    "); 
code unsigned char tecla[]   = ("La tecla es :"); 
unsigned char *linea_1;  // puntero al mensaje de la linea 1  
unsigned char *linea_2;      // puntero al mensaje de la linea 2 
  
unsigned int a;        
unsigned char al_segundo=200;   // Variable de control del tiempo,  
unsigned char p_l1,p_l2;  //posiciones cursor en la pantalla 
unsigned char p_m1, p_m2;  //posición carácter en el mensaje 
unsigned int lcd_vuit1;       //Control limpiar mensaje LCD. 
unsigned char z;   // Variable auxiliar 
unsigned char i;   // Variable auxiliar 
unsigned char interruptors, oldIint;  // captura y estado de los INT. 
 
/* Dedición de tabla en segmento CODE */ 
 




//Mensajes de 36 caracteres a mostrar en el Display  
code unsigned char msg30[] = ("ENTRANDO  POR VIA 1  TREN DESTINO 1 ");       
code unsigned char msg31[] = ("ESTACIONADO EN VIA 1 TREN DESTINO 1 ");       
code unsigned char msg32[] = (" SALIENDO POR VIA 1  TREN DESTINO 1 ");       
code unsigned char msg20[] = ("ENTRANDO  POR VIA 2  TREN DESTINO 2 ");       
code unsigned char msg21[] = ("ESTACIONADO EN VIA 2 TREN DESTINO 2 ");       
code unsigned char msg22[] = (" SALIENDO POR VIA 2  TREN DESTINO 2 ");       
 
/* Declaración variables globales  TECLADO*/ 
 
unsigned char P0_Bajo;  // parte baja del port 0 
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unsigned char P0_Alto;  // parte alta del port 0 
unsigned char c_tecla;  // Código tecla pulsada según el port 0 
unsigned char n_tecla;  // Numero tecla pulsada según el port 0 
unsigned int cont = 2;   // Tiempo contador = 50 ms * 2 = 100 ms  
unsigned char tecla_pulsada=0;  // indica si se ha pulsado una tecla. 
 
/********************************************************************* 
       Cabeceras   LCD Functions  
****************************************************************/ 
   
void lcd_init(void); 
void lcd_cmd(unsigned char); 
void lcd_limpiar(); 
void lcd_display(unsigned char); 
void Delayms(int); 
void lcd_Ocupat(); 
void lcd_cadena(unsigned char *var); 
 
 
/* Definición funciones */ 
// Función de servicio de interrupción TIMER0 
void RSI_TIMER_0(void);  
// Función inicialización interrupción TIMER0    
void ini_T0(void);  
// Función de servicio de la  interrupción Externa INT0.    
void rsi_INT0(void); 
 
// PROGRAMA PRINCIPAL   
void main(void) 
 { 
  // Inicialización de variables 
  P2 = 0xff;   // Bus datos = Entrada 
  P1 = 0xef;   // Selección dispositivos = OFF 
  P3 = 0x8f; 
  P0 = 0x0f;   // Teclado: Filas=0, Columnas=1 
 
  ini_T0();   // Inicializa TIMER0 (interrupción cada 5ms) 
 
  lcd_init();         //LCD Initialization 
 
  z=0; 
  i=0; 
  p_l1=16; 
  p_l2=0; 
  p_m1=0; 
  p_m2=0; 
  lcd_vuit1 =0; 
  Linea_1= &msg30[0]; 
  linea_2= &msg20[0]; 
  oldIint=0; 
  
  P1=0xf2;  // Selecciono para escribir el estado de los LEDS 
  P2 = 0x00;  // Apago los LEDS. 
  P1 = 0xef; // Selección dispositivos = OFF 
 
  while(1)            //Bucle principal 
  { 
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  //-------  Miro el estado de los interruptores cada segundo       
  if( al_segundo == 0){          
    al_segundo= 200; 
  
    P2 = 0xff; // P2 como entrada 
    P1=  0xfe;  // Selección Interruptores 
    interruptors = P2;  // escribo el estado de los LEDS 
    P1 = 0xef; // Selección dispositivos = OFF 
 
    if ( oldIint!=interruptors) 
     { 
  switch(interruptors)  { 
    case 0x00: oldIint =interruptors; 
    break;  
 
    case 0x01:     // Función CLEAR LCD. Borra LCD,  
//cursor primera posición y I/D = 1. 
lcd_cmd(0x01);         
 Delayms(2);    
       oldIint =interruptors; 
  break;  
 
    case 0x02:  //Función HOME, primera posición sin borrar. 
  lcd_cmd(0x02);             
  Delayms(2);     
       oldIint =interruptors; 
  break;  
 
    case 0x04:  // Primera posición segunda línea sin limpiar 
  lcd_cmd(0x02);     
Delayms(2);  
// Desplazo el cursor y el display sin modificar contenido. 
for(a=0;a<=39;a++) lcd_cmd(0x14);    
            oldIint =interruptors; 
  break;  
    case 0x08: // Apaga / Enciende  la pantalla del LCD 
  if (z==0) {     // Apaga la pantalla del LCD 
   lcd_cmd(0x08);    
   Delayms(2);        
   z=1;    
   }       
       else {     // Enciende  la pantalla del LCD 
   lcd_cmd(0x0f);    
   Delayms(2);        
             z=0;    
   } 
       oldIint =interruptors; 
       break;  
 
    case 0x10:    // COLOCO CARACTERES EL LAS CUATRO ESQUINAS  
                       // DE LA PANTALLA DEL LCD 
  lcd_cmd(0x80);    // posiciono 1º carácter, 0x00. 
  lcd_display(msg[1]);  //Escribo primer carácter.  
  Delayms(2);  
               
       lcd_cmd(0x8f);    // posiciono 2º carácter, 0x0f 
  lcd_display(msg[1]); //Escribo segundo carácter. 
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  Delayms(2);  
   
      lcd_cmd(0xC0);   // posiciono 3º carácter, 0x40   
      lcd_display(msg[5]); //Escribo tercer carácter. 
      Delayms(2);   
     
           lcd_cmd(0xCf);   // posiciono 4º carácter, 0x4f     
      lcd_display(msg[5]); //Escribo cuarto carácter. 
      Delayms(2);    
      oldIint =interruptors; 














       case 0x20:   
// INSERTO MANSAJES CON DESPLAZAMIENTO A LA IZQUIERDA,  
// cursor a la derecha. 
// Escribo en la primera línea un carácter dado. 
  lcd_cmd(0x80+p_l1);  // Mando instrucción para escribir    
       lcd_display(linea_1[p_m1]); // Escribo el carácter 
 
// Escribo en la segunda línea un carácter dado. 
  lcd_cmd(0xC0+p_l1); // Mando instrucción para escribir  
  lcd_display(linea_2[p_m2]);   // Escribo el carácter 
 
// Función mueve visualización, a la Izquierda.     
       lcd_cmd(0x18); 
          
  // Actualizo los punteros de la pantalla, posiciones. 
  if(p_l1 == 39)  p_l1=0; 
  else    p_l1++; 
 
  // Actualizo los punteros de los mensajes, posiciones. 
            //controlo la inserción de espacios blancos. 
  if (p_m1==35){     // espero 16 llamadas para vaciar el LCD 
    lcd_vuit1++; 
    if (lcd_vuit1 >=16){ 
   lcd_vuit1 = 0; 
   p_m1=0; 
   p_m2=0; 
   p_l2++; 
   if ( p_l2 >= 240) p_l2 = 0; 
   // indica que mensaje se visualiza 
switch( p_l2 % 3 ) { // 3 posibles mensajes 
    case 0x00: { 
    linea_1= &msg30[0]; 
    linea_2= &msg20[0]; 
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    } 
    break; 
    case 0x01: { 
    linea_1= &msg31[0]; 
    linea_2= &msg21[0]; 
    } 
    break; 
    case 0x02: { 
    linea_1= &msg32[0]; 
    linea_2= &msg22[0]; 
    } 
    break; 
   default:      break;     
        }  // end switch 
     } 
   } 
  else{ p_m1++; p_m2++; } 
 








   case 0x40: // Muestro la tecla pulsada del teclado 
      // Habilito la interrupción de teclado INT0.  
 if  (EX0 ==0 ){ 
     IT0 = 1; // INT0 activa por flanco bajada (TCON.0) 
     EX0 = 1;  // interrupción EXTERNA INT0. EA = 1 y EX0 = 1  
      } 
 if (tecla_pulsada==1) {   // Si se ha pulsado una tecla = 1... 
    tecla_pulsada=0; 
    switch(c_tecla)  { 
  case 0x7d:  n_tecla ='0'; break; // 0x7d ==> 125 decimal 
  case 0xee:  n_tecla ='1'; break; 
  case 0xed:  n_tecla ='2'; break; 
  case 0xeb:  n_tecla ='3'; break; 
  case 0xde:  n_tecla ='4'; break; 
  case 0xdd:  n_tecla ='5'; break; 
  case 0xdb:  n_tecla ='6'; break; 
  case 0xbe:  n_tecla ='7'; break; 
  case 0xbd:  n_tecla ='8'; break; 
  case 0xbb:  n_tecla ='9'; break; 
  case 0x7e:  n_tecla ='A'; break; 
  case 0x7b:  n_tecla ='B'; break; 
  case 0x77:  n_tecla ='C'; break; 
  case 0xb7:  n_tecla ='D'; break; 
  case 0xd7:  n_tecla ='E'; break; 
  case 0xe7:  n_tecla ='F'; break; 
  default:        break;    
     }    // end switch 
 
  lcd_cmd(0x80);  // Posicion 1º posición línea 1, 
  lcd_cadena(&tecla); // Escribo mensaje dado 
  lcd_cmd(0x8e); // Posicion cursor en su lugar.  
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       lcd_display(n_tecla); // Escribo valor tecla pulsada. 
  } 
  break;  
 
   case 0x80: //Desplazar un carácter hacia la derecha de la pantalla 
 
  lcd_cmd(0x83);  // Posicionamos, 3º posición línea 1 
   lcd_display('1'); // Escribo el carácter dado. 
  Delayms(50000); // Esperamos para verlo en pantalla 
    
for(a=0;a<=10;a++){ // Nº desplazamientos 
// Función mueve visualización, a la Derecha. 
lcd_cmd(0x1c);   
        Delayms(50000); // Esperamos para verlo en pantalla  
  }      
  oldIint =interruptors; 
   break;  
 
   default:   //Deshabilitamos las interrupciones de teclado 
  IT0 = 0; // INT0 activa por flanco bajada (TCON.0) 
      EX0 = 0; // Deshabilito de la interrupción EXTERNA.  
  oldIint =interruptors; 
   break;  
     }   // end switch 
   }     // end if 
  }    // end  al_segundo 
 } 
}    // Fin Programa principal. 
/********************************************************************/ 
/* Función de servicio de interrupción del TIMER 0 */ 
void RSI_TIMER_0(void) interrupt 1 
{ 
TH0 = 0xec; // Valor inicial del contador = EC77h 
TL0 = 0x77; // Interrupción cada FFFFh-EC77H = 1388h (5 ms) 





/* Función de inicialización de TIMER0 */ 
void ini_T0(void) 
{ 
 TMOD = 0x01; // T0: temporizador controlado por soft. en modo 1 
 TH0 = 0xec;  // Valor inicial de cuenta = EC77h 
 TL0 = 0x77;  // Interrupción cada FFFFh-EC77H = 1388h (5 ms) 
 IPL0 = 0x01;  // Prioridad alta para la interrupción del T0 
 TR0 = 1;     // TIMER0   activa por flanco bajada (TCON.4) 
 




/* Función de servicio de interrupción de INT0 */      
 
void rsi_INT0(void) interrupt 0 
{ 
 unsigned int i=1000; // Variable local 1 
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 while (i!=0) i--;  // Espera para eliminar 'rebote' tecla. 
 
 tecla_pulsada = 1; 
 // Capturo el código de la tecla pulsada. 
      P0_Bajo = (P0&0x0f); 
      P0 = 0xf0; 
 P0_Alto = (P0&0xf0); 
 P0 = 0x0f; 
 c_tecla=(P0_Alto | P0_Bajo);   //Código de la tecla pulsada 
 









// Función de espera Activa  en milisegundos ( ms ) 
 
void Delayms(int k)   { 
    unsigned int a; 
    for(a=0;a<=k;a++); 
 } 





//Funciones de comando del LCD ( funciones de configuración del LCD ) 
void lcd_cmd(unsigned char instru ) { 
    DATA = 0xf0&instru;         
//Cargo la parte Alta del DATO( 4 Bits )  Mascara con AND 
    lcd_rs = 0; 
    lcd_rw = 0; 
    lcd_e = 1; 
    Delayms(10); 
    lcd_e = 0; 
      // El byte de más peso ya está en el LCD 
    DATA = instru*16;                       
//Cargo la parte baja del DATO( 4 Bits ) Desplazo los datos   
    lcd_rs = 0; 
    lcd_rw = 0; 
    lcd_e = 1; 
    Delayms(10); 
    lcd_e = 0; 
    Delayms(10);     // Espera del BUSY  flag ( BF ) 
} 
 




     b_f    = 1;           //Coloco a uno el bit busy Flag del LCD 
     lcd_e  = 1;           //Coloco el Enable a 1. 
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     // Coloco las datos de la operación a realizar 
     lcd_rs = 0;            
     lcd_rw = 1;            
  
     while(b_f){   //leemos el busy Flag hasta que acabe la operación. 
          lcd_e   = 0;     //Enable 1-> 0 
          lcd_e   = 1; 
     } 
} 
/********* Funciones de entrada de DATOS del LCD  ***************/ 
// Insertamos un carácter en la posición del cursor. 
void lcd_display(unsigned char dat) { 
 
    DATA = 0xf0&dat;            //Parte alta del dato.  
    // Coloco las datos de la operación a realizar 
    lcd_rs = 1; 
    lcd_rw = 0; 
    lcd_e = 1; 
    Delayms(5);  // Espera activa 
    lcd_e = 0; 
 
    DATA = dat*16;             //Parte baja del dato  
    // Coloco las datos de la operación a realizar 
    lcd_rs = 1; 
    lcd_rw = 0; 
    lcd_e = 1; 
    Delayms(5); // Espera activa 
    lcd_e = 0; 
 
    lcd_Ocupat();  // Chequeamos  el Busy Flag. 
 } 
 
// Insertamos un cadena carácter a partir de la posición del cursor. 
void lcd_cadena(unsigned char *var) 
{ 
     while(*var)              //Hasta que finalice la cadena 




 //Función de entrada de INICIALIZACION del LCD 
void lcd_init(void) {    
 
  Delayms(15);   // tiempo de espera por si se acaba de reiniciar. 
 
  lcd_cmd(0x30); // Primera Instrucción de inicialización.(SET 8 bits) 
  lcd_cmd(0x30); // Segunda Instrucción de inicialización.( SET 8 
bits) 
  lcd_cmd(0x30); // Tercera Instrucción de inicialización.( SET 8 
bits) 
  lcd_cmd(0x20); // Cuarta Instrucción de inicialización ( para 4 
bits) 
 
  lcd_cmd(0x28); // Primera Instrucción de inicialización 
                 //SET DL = 0 4 bits, N = 1 dos lineas, F=0 5x7 puntos 
  lcd_cmd(0x0f); // Función OFF/ON LCD Primera (SET  D = 0 pantalla  
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       // activa, C=0 cursor activo, B=1 parpadeo cursor, 
       // Shift Rigth  R/L= 1. 
  lcd_cmd(0x14); // Función CURSOR & DISPLAY. Display Shift   
                 // S/C =0,  Shift Rigth  R/L= 1. 
  lcd_cmd(0x01); // Función CLEAR LCD. Borra LCD, 
                 // cursor primera posición y I/D = 1. 
  lcd_cmd(0x07); // Función ENTRY MODE SET LCD.  
                 // Configurara desplazamiento cursor pantalla. 
       // (SET  I/D = 1 Incrementa Cursor,  
















































 Practica Final: 




1. El objetivo de la practica es la coordinación 
del máximo de dispositivos del kit para 
simular la gestión de una estación de tren, 
entrada trenes, trenes en espera, salida 
trenes, en que vía estaciona un tren dado, 
visualización de datos del tren al usuario, 




1. Un μinstructor I2Kit con cable de alimentación 
de red y cable USB para su conexión a PC. 
2. Un ordenador personal (PC), donde hay 
instalado el entorno de desarrollo μVision de 
Keil y el programa FLIP de ATMEL para la 














Enunciado práctica: Gestión Estación Ferroviaria 
Esta práctica será la simulación de la gestión de 
entrada y salida de trenes de una estación 
ferroviaria. Esta estación tendrá dos vías con sus 
correspondientes andenes.  
Funcionara de la siguiente manera: 
 Los trenes entraran por una vía hasta que se 
encuentren el semáforo que estará en la 
entrada de cada andén y  se encargara de 
controlar la entrada de trenes al andén de esa 
misma vía. 
 Tendremos un detector de presencia de trenes 
pendiente de entrada en cada andén. También 
tendremos otro detector de presencia que nos 
indicara que hay un tren en el andén. 
 Cuando el tren estacione en el andén tendrá un 
tiempo de 40 segundos de espera para que los 
pasajeros abandonen el tren y se incorporen 
los nuevos viajeros. Pasado este tiempo 
tendremos un margen de 20 segundos antes de 
que salte una alarma indicadora que  el tren 
ha excedido  el tiempo de permanencia en la 
estación. 
 Hasta que el tren no haya abandonado el andén 




Para esta práctica se utilizaran los periféricos 
de la placa de la siguiente forma: 
1. Los cuatro optoacopladores de la siguiente 
forma, los optos 1 y 2 gestionaran tren en 
espera entrada en anden 1 y tren estacionado 
en anden uno respectivamente. Los optos 3 y 4 
gestionaran las mismas situaciones pero para 
el andén dos. 
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2. Los leds se distribuirán de la siguiente 
forma: 
a. Los leds 1,2 y 3 (verde, amarillo y rojo) 
formaran el  semáforo de entrada del andén 
1. 
b. Los leds 4,5 y 6  (verde, amarillo y rojo) 
formaran el  semáforo de entrada del andén 
2. 
c. Los leds 7 y 8 nos informaran de los 
posibles errores producidos en el andén 1  
y 2 respectivamente. 
 
3. El display BCD, nos dará la información del 
tiempo que le que les queda para la salida a 
los trenes estacionados en los andenes. Estos 
tiempos quedaran reflejados de la siguiente 
manera: 
a. Los dígitos del display 1 y 2 nos darán el 
tiempo de permanencia, en segundos, del 
tren estacionado en el andén 1, al igual 
que estos dígitos quedaran parpadeando si 
ha saltado la alarma de exceso de tiempo 
estacionado en el andén. 
 
b. Los dígitos 3 y 4 realizaran la misma 
función que los anteriores pero para el 
andén 2. 
 
4. Los ocho interruptores los utilizaremos para 
darle al sistema información de que tren 
solicita la entrada, por que anden la solicita 
y que destino lleva dicho tren. Estas 
situaciones se detallan a continuación: 
a. Cuando un interruptor pasa de apagado a 
encendido indica que solicita la entrada 
en la estación. Si este mismo interruptor 
pasa de encendido a apagado, indica que el 
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b. Los cuatro primeros interruptores 
generaran peticiones  de estacionamiento 
en el andén 1 y los cuatro siguiente para 
el andén 2, para simplificar el sistema 
las peticiones al andén 1 no podrán ser 
atendidas por el andén 2 aunque este 
vacío. 
 
c. La solicitud de petición se pueden 
realizar de consecutiva pero las salidas 
de los andenes deben de ser de los trenes 
que están estacionados en el andén, es 
decir, si tenemos el tren 3 en el andén 1 
y intentamos, por error o por descuido, 
apagar el interruptor 2, el sistema no lo 
tendrá en cuenta, es mas hasta que no 
coincidan las peticiones registradas con 
las que marcan los interruptores el 




d. Para dar información del destino del tren, 
tomaremos el número del interruptor como 
destino del tren, es decir, si se atiende 
la petición de la activación del 
interruptor 5, el destino de este tren 
será 5, la misma situación para el resto 
de las peticiones. 
 
 
5. Por último el visualizador LCD nos mostrara la 
situación, mediante mensaje de texto, de los 
andenes en cada momento, por la primera línea 
mostrara las situación del andén 1 y en la 
segunda línea la situación del andén 2. 
 
Reflejaremos la situación de los andenes con 
tres posibles mensajes: 
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a. Mensaje de entrada, nos indica que tren 
entrara, destino del tren y en que anden 
estacionara. Ejemplo “Entrando por vía 2 
tren con destino 5” 
 
b. Mensaje de estacionamiento, no indica que 
tren está estacionado en cada anden, vía. 
Ejemplo “ Estacionado en vía 2 tren con 
destino 5” 
 
c. Mensaje de salida, nos informa que el tren 
estacionado en el andén tiene la orden de 
salida de dicho andén.  Ejemplo “Saliendo 
de vía 2 tren con destino 5” 
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Código práctica: Gestión Estación Ferroviaria 
/********************************************************************* 
PROGRAMA Gestión de tráfico ferroviario en una Estación de dos vías. 
 
RECURSOS: P2 = Port de Datos de Entrada/Salida 
P1 = Port de Selección Dispositivos 
P0 = Port de Teclado 
P3 = Port para control de LCD, RS232/485, Comunicaciones, 
Interrupciones, etc. 
FUNCION: Se gestiona el tráfico de una estación ferroviaria.  
Las decisiones tomadas son: 
   * Tendremos una unidad de tiempo, TMR0 
   * Peticiones de llegadas de trenes, 8 posibles rutas. 
   * Tren en espera asignación vía entrada, OPTO 1 Via1, OPTO 3 Via2. 
   * Tren ocupando vía andén, OPTO 2 Via1, OPTO 4 Via2. 
   * Decisión del tiempo de ocupación por un tren la vía de la 
     estación 40 seg + 20 extra. 
   * Información de la situación de cada vía, entrada tren, 
     estacionado, partida en breve, por dispositivo LCD. 
   * Señalización del permiso de entrada a las vías, semáforos entrada 
     trenes, Leds. 
   * Señalización de ALERTAS, por retrasos y averías a la hora de     
     liberar las vías. dispositivo Leds. 
   * Señalización y control del tiempo de permanencia de un tren  
     estacionado en una vía dada, Displays dos por vía.  
*********************************************************************/ 
 
#include<at89c5131.h> // Inclusion fichero definición regostos uC 
 
#define DATA P2          //Define DATA to Port2 
Sbit ( lcd_rs , P3 , 4 ) ; //Register Select , Defino una variable 
de acceso al bit RS del LCD. 
Sbit ( lcd_rw , P3 , 5 ) ; //LCD Read/Write  , Defino una variable 
de acceso al bit RS del LCD.  
Sbit ( lcd_e , P3 , 6 ) ; //LCD Enable      , Defino una variable 
de acceso al bit RS del LCD. 
 
 
/* Dedición de  variables necesarias y su descripción   */ 
bit entradaVia1 = 0;   
// Flag tren en espera entrada Vía 1 (0 = no, 1 = si) 
bit entradaVia2 = 0;   
// Flag tren en espera entrada Vía 2 (0 = no, 1 = si) 
bit estacionadoVia1 = 0;  
// Flag tren en estacionado en Vía 1 (0 = no, 1 = si) 
bit estacionadoVia2 = 0;  
// Flag tren en estacionado en Vía 2 (0 = no, 1 = si) 
bit salidaCorrecta = 1;  
 // Tren marcado como salida corresponde al asignado(0 = no, 1 = si) 
bit libreAnden1 = 1;   
 // El andén de la vía 1 está libre, queda a la espera de la entrada 
//del siguiente tren( 0 = no, 1 = si) 
bit libreAnden2 = 1;    
// El andén de la vía 2 está libre, queda a la espera de la entrada 
//del siguiente tren( 0 = no, 1 = si) 
bit averiaAnden1=0;     
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//Se ha excedido el tiempo MAX de permanencia de un tren en el anden1. 
//Se mantiene hasta la liberación del andén. 
bit averiaAnden2=0;     
//Se ha excedido el tiempo MAX de permanencia de un tren en el anden2. 
//Se mantiene hasta la liberación del andén. 
bit alertaAnden1=0;     
// Parpadeo del visualizador de tiempo del andén 1.  
//Se mantiene hasta la liberación del andén( 0 = no ver, 1 = ver). 
bit alertaAnden2=0;     
// Parpadeo del visualizador de tiempo del andén 2.  
//Se mantiene hasta la liberación del andén( 0 = no ver, 1 = ver). 
bit errorAnden1=0;     
//Error de incoherencia en el manejo de los interruptores. 
//(0 = no error, 1 = error). 
bit errorAnden2=0;     
// Error de incoherencia en el manejo de los interruptores. 
//( 0 = no error, 1 = error). 
bit SinErrorOptos1=0;       
// Error de incoherencia en el manejo del OPTOS 2.(0 = OK, 1 = error). 
bit SinErrorOptos2=0;    
// Error de incoherencia en el manejo del OPTOS 4.(0 = OK, 1 = error). 
 
unsigned char T_MAX_ANDEN = 60;  
//Indica el tiempo MAXIMO que puede estar un tren estacionado 
// en un andén de la estación, t_espera + t_salida en segundos. 
unsigned char t_salida = 20;     
// Indica el tiempo para abandonar un tren el andén una vez agotado el 
// t_espera. Durante este tiempo Display Vía = 0 y LCD mensaje ==> 
//"SALIENDO por Vía... 
unsigned int ver_digit = 0;   
// Indica el digito que vamos a actualizar en cada vuelta.  
unsigned int vis_display = 1;   
// Tiempo entre visualización de los DISPLAYs 5ms      
unsigned char esperaVia1;        
// Valor mostrado en el Display, 
// tiempo para que salga el tren de la Vía 1.  
unsigned char tiempoEnVia1;     
// Indica el tiempo para liberar la Vía 1 sin INCIDENCIAS.  
unsigned char esperaVia2;        
// Valor mostrado en el Display,  
// tiempo para que salga el tren de la Via21. 
unsigned char tiempoEnVia2;      
// Indica el tiempo para liberar la Vía 2 sin INCIDENCIAS.  
 
unsigned char al_segundo=200;    
// Variable de control del tiempo, al_segundo =0 ha pasado un segundo.  
 
unsigned char enEspera_Via1[4];  
// Almaceno el orden de entrada de los Trenes para la  Vía 1. 
unsigned char ultimo_Via1;       
//Indica la última posición vacía para asignar el siguiente tren Via1. 
unsigned char enEspera_Via2[4];  
// Almaceno el orden de entrada de los Trenes para la  Vía 2. 
unsigned char ultimo_Via2;       
//Indica la última posición vacía para asignar el siguiente tren Via2. 
unsigned char control_Entradas;  
// Me indica el estado de los trenes que están a la espera de Vía. 
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unsigned char ya_Entrados;    
// Me indica los trenes ya registrados y que están a la espera de Vía. 
 
unsigned char Int_Entradas;      
// Me indica el estado de las peticiones a la espera de Vía. 
unsigned char sensoresOpto;      
// Indica el tiempo para liberar la Vía 2 sin INCIDENCIAS.  
 
 
unsigned char Alarma =0x00;      
// Me indica si estamos en una situación de EXCEPCIÓN o PELIGRO. 
unsigned char luces;        
// Me indica el estado de los semáforos y otras luces de la estación. 
unsigned char entradaAnden1=3;  
unsigned char entradaAnden2=3;    
// Variables de TRES estados :    
// 1 --> Autorizo pase tren al andén. 
// 2 --> Tren entrando en el andén. 
// 3 --> Tren estacionado en el anden1 
 
unsigned char pos_lcd1=0;   
// Posicion a escribir en el LCD, escribo un carácter.   
    
unsigned char pos_msg=0;   
// Posicion del mensaje a escribir en el LCD, carácter. 
unsigned char pos_lcd2=0;   
// Posicion a escribir en el LCD, escribo un carácter.   
    
unsigned char estatMsgAnden1=3;  
// indica el mensaje que se muestra en el LCD, 
// 0:entrada, 1:estacionado, 2:salida, 3: en espera. 
unsigned char estatMsgAnden2=3;  
// indica el mensaje que se muestra en el LCD, 
// 0:entrada, 1:estacionado, 2:salida, 3: en espera. 
 
unsigned char lcd_vuit;       
unsigned char n_tren_v1;       
unsigned char n_tren_v2; 
       
 // Estructura de los mensajes del LCD 
unsigned char code msg00[] =  ("                                    
");       
//36 caracteres mensaje a mostrar en el Display  
unsigned char code msg10[] =  ("ENTRANDO  POR  VIA 1 TREN DESTINO 1 
");       
//36 caracteres mensaje a mostrar en el Display  
unsigned char code msg11[] =  ("ESTACIONADO EN VIA 1 TREN DESTINO 1 
");       
// 36 caracteres mensaje a mostrar en el Display 
unsigned char code msg12[] =  ("SALIENDO  POR  VIA 1 TREN DESTINO 1 
");       
// 36 caracteres mensaje a mostrar en el Display 
 
unsigned char *linea_1 = &msg00[0];       
// puntero al mensaje a mostrar en el LCD línea 1  
unsigned char *linea_2 = &msg00[0];       
// puntero al mensaje a mostrar en el LCD línea 2  













/* Definición funciones */ 
 
void lcd_init(void); 
void lcd_cmd(unsigned char); 
void lcd_display(unsigned char); 
void Delayms(int); 
 
/* Definición otras funciones */ 
void RSI_TIMER_0(void);    // Función de servicio de 
interrupción TIMER0 
void ini_T0(void);      // Función 
inicialización interrupción TIMER0 
void rsi_INT1(void);      // interrupt 2 
void datos_al_Display(unsigned int digit, unsigned char 
valor1,unsigned char valor0); 
void tren_en_Espera(unsigned char tren, bit entradaVia1,  
bit entradaVia2); // Asigna la entrada de un nuevo tren 
void salida_Via(unsigned int tren); 






void Alarma_Anden1(bit alerta); 
void Alarma_Anden2(bit alerta); 
void Error_Via1(bit error); 
void Error_Via2(bit error); 
  
/* Programa principal */ 
void main(void) 
{ 
// Inicialización de variables 
P2 = 0xff; // Bus datos = Entrada 
P1 = 0xef; // Selección dispositivos = OFF 
P3 = 0x9f; // No LCD, Si RS-232, Int0/Int1=Entrada 
 
ya_Entrados=0x00;   // Ayuda al control de trenes de entrada y salida 
ultimo_Via1=0;  // Primera posición vacía en Vía 1. 
ultimo_Via2=0;  // Primera posición vacía en Vía 2 
SinErrorOptos1=0; 
 
// Inicializo otros  controles  de la estación 
luces =0x24;      // Semáforos en rojo, resto luces apagadas. 
lcd_vuit =0; 
 
ini_T0();    // Inicializa TIMER0 (interrupción cada 5ms) 
P3 = 0x70;    // Si LCD, 
lcd_init();         //LCD Initialization 
P3 = 0x9f;   // No LCD, 
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P2 = 0xff;   // Prepara P2 como entrada 
P1 = 0xf7;    // Selecciono la salida digital 
P1 = 0xef;    // Selección dispositivos = OFF 
 
P1=0xf2;     // Selecciono para escribir el estado de los 
LEDS 
P2 = luces;    // escribo el estado de los LEDS 
P1 = 0xef;    // Selección dispositivos = OFF     
while(1) // Bucle infinito 
{ 
 //------------------------------------------------------------------- 
P2 = 0xff;   // Bus datos = Entrada 
P1 = 0xfe;   // Selección Interruptores  
Int_Entradas = P2;  // Almacena estado Interruptores 
P1 = 0xef;   // Dispositivos OFF  
 
P2 = 0xff;   // Bus datos = Entrada 
P1 = 0xfa;   // Selección Optoacopladores.  
sensoresOpto = P2;  // Almacena estado Optoacopladores 
P1 = 0xef;   // Dispositivos OFF  
 
// Control de los Sensores  
//Tren en espera de acceso al andén vía 1 
if  (sensoresOpto&0x01) entradaVia1=1;  
else      entradaVia1=0; 
 
//Anden vía 1 ocupado por un Tren. 
if  (sensoresOpto&0x02)  estacionadoVia1=1;  
else        estacionadoVia1=0; 
 
//Tren en espera de acceso al andén vía 2 
if  (sensoresOpto&0x04)  entradaVia2 = 1;  
else      entradaVia2 = 0; 
  
//Anden vía 2 ocupado por un Tren. 
if  (sensoresOpto&0x08) estacionadoVia2=1;  
else     estacionadoVia2 = 0; 
 
// Control de las peticiones entrada y las salidas en función de los 
//sensores 
 
// errores en la activación de los INTERRUPTORES 
if (salidaCorrecta == 1){      
 
// solo trato cuando hay nuevas peticiones de entrada. 
if ( Int_Entradas > ya_Entrados) {  
   // Tren que entra en la Vía 
   control_Entradas = Int_Entradas - ya_Entrados;    
   tren_en_Espera(control_Entradas, entradaVia1, entradaVia2); 
        ya_Entrados = Int_Entradas; //guardo estado de las peticiones. 
  } 
 else{ 
  if ( Int_Entradas < ya_Entrados){ 
    // Tren que sale de la Vía 
   control_Entradas = ya_Entrados - Int_Entradas; 
        tren_en_Salida(control_Entradas,estacionadoVia1,  
        estacionadoVia2); 
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  if (salidaCorrecta == 1)   ya_Entrados = Int_Entradas; 
 // guardo estado de las peticiones. 
  } 
 } 
 } 
 else [ //salida incorrecta de algún tren, ERROR en los interruptores. 
Error_Via1( errorAnden1); 





   if ( Int_Entradas == ya_Entrados){ 
   salidaCorrecta = 1;  // se ha corregido el ERROR 
   errorAnden1 = 0; 
   errorAnden2 = 0; 
   Error_Via1( errorAnden1);   // Apago el led ambar. 
   Error_Via2( errorAnden2);   // Apago el led ambar. 
  } 
  ] 
 
//-------------------------------------------------------------------- 
 /* Control de los sensores de entrada por las vías , OPTOS  1 y 3 */ 
 
if((entradaVia1==0)){ 
Rojo_Via1();  //Forzamos la espera del siguiente tren siempre. 
if (entradaAnden1==1)     entradaAnden1=2;  
 // Indicamos al Anden 1 que le mandamos un tren. 
} 
        
if((entradaVia2==0)){  
Rojo_Via2();  // Forzamos la espera del siguiente tren siempre. 
 if (entradaAnden2==1)     entradaAnden2=2;  
 // Indicamos al Anden 2 que le mandamos un tren. 
 } 
 
if((entradaVia1==1)&(ultimo_Via1!=0)&(estacionadoVia1==0)){   
// dejo pasar un tren para el andén de la vía 1. 
 Verde_Via1(); 
 if (entradaAnden1==3){     
entradaAnden1=1;    //1 --> Autorizo pase tren al andén. 
  if (estatMsgAnden1==3)   estatMsgAnden1=0; 
  n_tren_v1=enEspera_Via1[0]; 




// dejo pasar un tren para el andén de la vía 2. 
 Verde_Via2(); 
 if (entradaAnden2==3){ 
  entradaAnden2=1;    //1 --> Autorizo pase tren al andén. 
  if (estatMsgAnden2==3) estatMsgAnden2=0; 
  n_tren_v2=enEspera_Via2[0]; 
  } 
} 
//-------------------------------------------------------------------- 
//Control de los sensores de salida, anden libre de tren, OPTOS 2 y 4  








if(estacionadoVia1){ //Acaba de estacionar un nuevo tren en el anden1. 
   if((libreAnden1)&(entradaAnden1==2)){    
      // Acaba de estacionar el  tren esperado en el andén 1. 
 if  (ultimo_Via1!=0) { 
    libreAnden1 = 0;  // Anden queda ocupado por un tren 
    entradaAnden1=3;  // Ha entrado el tren que esperábamos. 
    SinErrorOptos1=1; 
       // por si tenemos un error en la lectura del OPTO 2 
    tiempoEnVia1 = T_MAX_ANDEN;  
         //Asigno tiempo que el tren puede estar estacionado en vía 1. 
    esperaVia1 = tiempoEnVia1 - t_salida; 
    if (estatMsgAnden1==0)   estatMsgAnden1=1; 
  } 
   }  
} 
else {  // Acaba de salir del andén 1 el tren, queda libre el andén 1. 
  if ( SinErrorOptos1==0) { 
   averiaAnden1 = 0; 
   libreAnden1 = 1; 
   esperaVia1 = 0; // Control del tiempo a cero. 
   Alarma_Anden1(averiaAnden1); 
   if (estatMsgAnden1==2) estatMsgAnden1=3; 
   } 
   else{     Alarma_Anden1(1);   }     
} 
 
if(estacionadoVia2) {//Acaba de estacionar un nuevo tren en el anden2. 
   if((libreAnden2)&(entradaAnden2==2)){    
   // Acaba de estacionar el  tren esperado en el andén 1.    
    if (ultimo_Via2!=0) {    // Anden queda ocupado por un tren 
  libreAnden2 = 0; 
  entradaAnden2=3;   // Ha entrado el tren que esperábamos.  
  SinErrorOptos2=1;   
      // por si tenemos un error en la lectura del OPTO 4 
  tiempoEnVia2 = T_MAX_ANDEN;  
      //Asigno el tiempo que el tren puede estar estacionado en vía 2. 
  esperaVia2 = tiempoEnVia2 - t_salida; 
  if (estatMsgAnden2==0)   estatMsgAnden2=1; 
     } 
   } 
 }  
else { 
  if ( SinErrorOptos2==0) { 
   averiaAnden2 = 0; 
   libreAnden2 = 1; 
   esperaVia2 = 0; 
   Alarma_Anden2(averiaAnden2); 
   if (estatMsgAnden2==2)    estatMsgAnden2=3; 
  } 





/* Bloque para mostrar los datos por los diferentes dispositivos 0 */ 
// Actualizo el valor de cada uno de los display cada 5 ms. 








// actualizo el control de la visualización del display cada (5 ms) 
if (vis_display == 0) { 
vis_display = 1;    
  ver_digit++; 
  al_segundo--;      //decremento para el control del tiempo.  
  if (ver_digit==4) ver_digit=0;    
  if ( averiaAnden1==1 ) esperaVia1=0xff;   //  00 en el display. 
  if ( averiaAnden2==1 ) esperaVia2=0xff;   //  00 en el display. 





//Actualizo los valores a mostrar en el display cada segundo 
// Control de tiempos mostrados por los Displays, cada (1 seg).   
 if( al_segundo == 0){   
   al_segundo= 200; 
//-------------------------------------------------------------------- 
 
   if((estacionadoVia1)& (!libreAnden1)){ 
   if (tiempoEnVia1 == 0){ /*  ALERTA  ROJA EMERGENCIA   
  averiaAnden2=1;  
  Alarma_Anden2(averiaAnden2);       
   } 
   else  { 
   tiempoEnVia2--; 
  esperaVia2=tiempoEnVia2-t_salida; 
     // Muestro en Display esperaVia2 
  if (tiempoEnVia2 < t_salida)   esperaVia2=0;   
   }    
  } 
 } //al_segundo <> 0 
 
//Actualizo los valores a mostrar en el display cada  
 
// Actualizo el estado LEDs cada 20 ms, sino el parpadeo no se nota. 
// Control de parpadeo de led ambar  
 
if( (al_segundo%50) == 0){   
if((errorAnden1)||(errorAnden2)) {     
// Error de incoherencia en el manejo de los interruptores, 1=error. 
    if (parpadeoError)  parpadeoError =0;  
  else    parpadeoError =1; 
    } 
// Control de tiempos mostrados por los Displays, cada (0,01 seg).   
 if( (al_segundo%100) == 0){   
 
 lcd_cmd(0x80+pos_lcd1); // Instrucción para escritura en el LCD  
 if (estatMsgAnden1==3) 
   // siempre en la primera posición oculta. 
    lcd_display(linea_1[pos_msg]);     
else { 
    if (linea_1!=&msg00[0]){   // estamos en la vía 1 
    if (pos_msg== 19)     
      lcd_display('1');    
       else {  
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      if (pos_msg == 34)   
lcd_display(n_tren_v1); 
else  
      lcd_display(linea_1[pos_msg]); 
     } 
  }       










    lcd_cmd(0xC0+pos_lcd2);  // Instrucción para escritura en el LCD  
      if (estatMsgAnden2==3) 
   // siempre en la primera posición oculta. 
    lcd_display(linea_2[pos_msg]); 
 else { 
     if (linea_2!=&msg00[0]){ 
     if (pos_msg== 19)     
lcd_display('2');     // estamos en la vía 1 
     else {  
   if (pos_msg == 34)   
lcd_display(n_tren_v2); 
else 
         lcd_display(linea_2[pos_msg]); 
      } 
      }  
  } 
  
lcd_cmd(0x18);  // Función mueve visualización, a la Izquierda.  
     
if(pos_lcd1 == 39) pos_lcd1=0; 
else     pos_lcd1++; 
 
if(pos_lcd2 == 39) pos_lcd2=0; 
else     pos_lcd2++; 
 
// espero 16 llamadas para vaciar el LCD  n_tren_v1 
if (pos_msg==35){     
 lcd_vuit++; 
 if (lcd_vuit >=16){ 
     lcd_vuit = 0; 
  pos_msg=0; 
            if (estatMsgAnden1==0) linea_1= &msg10[0]; 
       if (estatMsgAnden1==1) linea_1= &msg11[0]; 
       if (estatMsgAnden1==2) linea_1= &msg12[0]; 
       if (estatMsgAnden1==3) linea_1= &msg00[0]; 
 
       if (estatMsgAnden2==0) linea_2= &msg10[0]; 
       if (estatMsgAnden2==1) linea_2= &msg11[0]; 
       if (estatMsgAnden2==2) linea_2= &msg12[0]; 
       if (estatMsgAnden2==3) linea_2= &msg00[0]; 
 } 








 else   pos_msg++;  
             
 
//-------------------------------------------------------------------- 
}   //(al_segundo%100) == 0 
 
//-------------------------------------------------------------------- 
P1=0xf2;    // Selecciono para escribir el estado de los LEDS 
P2 = luces;   // escribo el estado de los LEDS 
P1 = 0xef;   // Selección dispositivos = OFF     
 









/* Función de servicio de interrupción del TIMER 0 */ 
 
void RSI_TIMER_0(void) interrupt 1 
{ 
TH0 = 0xec; // Valor inicial del contador = EC77h 
TL0 = 0x77; // Interrupción cada FFFFh-EC77H = 1388h (5 ms) 









 TMOD = 0x01; // T0: temporizador controlado por soft. en modo 1 
 TH0 = 0xec;  // Valor inicial de cuenta = EC77h 
 TL0 = 0x77;  // Interrupción cada FFFFh-EC77H = 1388h (5 ms) 
 IPL0 = 0x02; // Prioridad alta para la interrupción del T0 
 TR0 = 1;     // TIMER0   activa por flanco bajada (TCON.4) 




/* Función para mostrar los datos por el Display */ 
 
void datos_al_Display(unsigned int digit, unsigned char 
valor1,unsigned char valor0) 
{  
   unsigned char millar;   // Define millar. 
   unsigned char centena;   // Define centena. 
   unsigned char decena;      // Define decena. 
   unsigned char unidad;      // Define unidad. 
   unsigned char datoDisplay;  // Dato a visualizar. 
 
   switch(digit) 
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  {  
 case 0: // Digito unidades 
  if ( averiaAnden1==1){  
      if  (alertaAnden1==1) { 
    datoDisplay=0x1f;   // digito apagado  
   } 
        else  {  
     datoDisplay=0x10;   // digito encendido con un Cero. 
      } 
   } 
  else { 
      unidad = valor0%10; // Unidad = resto entero de: D/10 
      datoDisplay = 16 + unidad;}  
              break; 
 case 1:   // Digito decenas 
     if ( averiaAnden1==1){  
      if  (alertaAnden1==1) { 
    alertaAnden1=0; 
    datoDisplay=0x2f;         // digito apagado  
      } 
        else  {  
      alertaAnden1=1; 
    datoDisplay=0x20;   // digito encendido con un Cero. 
      } 
    } 
   else { 
      decena = valor0/10; // Decena= cociente entero de: D/10 
      datoDisplay = 32 + decena;}  
             break; 
 
 case 2:  //Digito centenas 
  if ( averiaAnden2==1){  
      if  (alertaAnden2==1) { 
    datoDisplay=0x4f;         // digito apagado  
       } 
      else  {  
    datoDisplay=0x40;   // digito encendido con un Cero. 
       } 
   } 
  else { 
    centena = valor1%10; //Centena= cociente entero de: D/100
    datoDisplay = 64 + centena;}   
            break; 
 case 3: // Digito millares 
  if ( averiaAnden2==1){  
      if  (alertaAnden2==1) { 
    alertaAnden2= 0; 
    datoDisplay=0x8f;         // digito apagado  
       } 
      else  {  
    alertaAnden2= 1; 
    datoDisplay=0x80;   // digito encendido con un Cero. 
      } 
    } 
  else { 
    millar= valor1/10;//millar=cociente entero, Valor/1000. 
    datoDisplay = 128 + millar;}  
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            break; 
 default:     break; 
 } 
 P2=datoDisplay;  // P2 = Dato a visualizar 
 P1 = 0xff;   // Selección visualizador 7SEG  




void Rojo_Via1() { 
  luces= luces&0xfe;    // Apago luz verde del semáforo  
  luces= luces|0x04;    // Enciendo luz roja del semáforo. 
} 
 
void Rojo_Via2()  { 
  luces= luces&0xf7;    // Apago luz verde del semáforo 
  luces= luces|0x20;    // Enciendo luz roja del semáforo. 
} 
 
void Verde_Via1() { 
  luces= luces&0xfb;    // Apago luz roja del semáforo 
  luces= luces|0x01;    // Enciendo luz verde del semáforo. 
} 
 
void Verde_Via2() { 
   luces= luces&0xdf;    // Apago luz roja del semáforo 
  luces= luces|0x08;    // Enciendo luz verde del semáforo. 
} 
void Alarma_Anden1(bit alerta) { 
   if (alerta)    luces= luces|0x40;     
// Enciendo luz roja de emergencia anden 1. 
   else    luces= luces&0xbf;     
// Apago luz roja de emergencia anden 1. 
} 
 
void Alarma_Anden2(bit alerta) { 
   if (alerta)    luces= luces|0x80;    
 // Enciendo luz roja de emergencia anden 2. 
   else    luces= luces&0x7f;     
// Apago luz roja de emergencia anden 2. 
} 
 
void Error_Via1(bit error) { 
   if (error)   luces= luces|0x02;     
// Enciendo luz ambar de error en la  vía 1. 
   else       luces= luces&0xfd;     
// Apago luz ambar de error en la  vía 1. 
} 
 
void Error_Via2(bit error ) { 
   if (error)    luces= luces|0x10;     
// Enciendo luz ambar de error en la  vía 2. 
   else          luces= luces&0xef;     
// Apago luz ambar de error en la  vía 1. 
} 
/********************************************************************/ 
 void salida_Via(unsigned int tren) 








  unsigned int a; 
 
  switch(tren)  {  
   case 1:    // Abandona de Vía 1 por el tren. 
 
     for(a=0;a<ultimo_Via1;a++)  enEspera_Via1[a]= enEspera_Via1[a+1]; 
     ultimo_Via1--;       // actualizo el puntero para la Vía 1. 
     enEspera_Via1[ultimo_Via1]='-'; 
     break; 
   case 2:  
    for(a=0;a<ultimo_Via2;a++)   enEspera_Via2[a]= enEspera_Via2[a+1]; 
    ultimo_Via2--;   // actualizo el puntero para la Vía 1. 
    enEspera_Via2[ultimo_Via2]='-'; 
    break; 
   default:   break; 









 void tren_en_Salida(unsigned char tren, bit estacionadoVia1,  
    bit estacionadoVia2) 
{ 
 switch(tren)  {  
   case 1:  // Petición de salida  de la Vía 1 por el tren 1.  
  if ( estacionadoVia1 ==1){ // Hay tren en el andén de la Via1 
    if (enEspera_Via1[0]== '1'){ 
  salida_Via(1);  // es el tren esperado 
  SinErrorOptos1=0; 
  estatMsgAnden1=2; 
     }     
    else { 
  salidaCorrecta =0; 
// No corresponde la petición con lo que se esperaba. 
  errorAnden1 = 1; 
    } 
  } 
  break; 
 
  case 2:  // Petición de salida  de la Vía 1 por el tren 2. 
  if ( estacionadoVia1 ==1){// Hay un tren en el andén de la Via1 
    if (enEspera_Via1[0]== '2'){ 
       salida_Via(1);  // es el tren esperado 
  SinErrorOptos1=0; 
  estatMsgAnden1=2; 
    }        
   else  { 
       salidaCorrecta =0;     
           // No corresponde la petición con lo que se esperaba. 
  errorAnden1 = 1; 
   } 
 } 









case 4:  // Petición de salida  de la Vía 1 por el tren 3. 
 if ( estacionadoVia1 ==1){ // Hay un tren en el andén de la Via1 
   if (enEspera_Via1[0]== '3') { 
      salida_Via(1);  // es el tren esperado 
      SinErrorOptos1=0; 
      estatMsgAnden1=2; 
    }         
   else  { 
      salidaCorrecta =0;  
           // No corresponde la petición con lo que se esperaba. 
      errorAnden1 = 1; 















case 8:   // Petición de salida  de la Vía 1 por el tren 4. 
 if ( estacionadoVia1 ==1){ // Hay un tren en el andén de la Via1 
   if (enEspera_Via1[0]== '4'){ 
      salida_Via(1);  // es el tren esperado 
      SinErrorOptos1=0; 
      estatMsgAnden1=2;    }         
   else  { 
      salidaCorrecta =0;      
           // No corresponde la petición con lo que se esperaba. 
      errorAnden1 = 1; 
   } 
  } 
   break; 
 
case 16:  // Petición de salida  de la Vía 2 por el tren 5. 
 if ( estacionadoVia2 ==1){ // Hay un tren en el andén de la Via2 
   if (enEspera_Via2[0]== '5')  { 
  salida_Via(2);  // es el tren esperado 
  SinErrorOptos2=0; 
  estatMsgAnden2=2;    }            
   else { 
      salidaCorrecta =0;      
       // No corresponde la petición con lo que se esperaba. 
      errorAnden2 = 1; 




case 32:  // Petición de salida  de la Vía 2 por el tren 6. 
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       if ( estacionadoVia2 ==1){// Hay un tren en el andén de la Via2 
    if (enEspera_Via2[0]== '6')  { 
   salida_Via(2);  // es el tren esperado 
   SinErrorOptos2=0; 
    estatMsgAnden2=2;     }            
    else { 
   salidaCorrecta =0;    
             // No corresponde la petición con lo que se esperaba. 
   errorAnden2 = 1; 




case 64:  // Petición de salida  de la Vía 2 por el tren 7. 
  if ( estacionadoVia2 ==1){ //Hay un tren en el andén de la Via2 
    if (enEspera_Via2[0]== '7')  { 
   salida_Via(2);  // es el tren esperado     
        SinErrorOptos2=0; 
   estatMsgAnden2=2;    }              
    else   { 
   salidaCorrecta =0;      
             // No corresponde la petición con lo que se esperaba. 
   errorAnden2 = 1; 
    } 




case 128:  // Petición de salida  de la Vía 2 por el tren 8. 
       if ( estacionadoVia2 ==1){ //Hay un tren en el andén de la Via2 
    if (enEspera_Via2[0]== '8')  { 
   salida_Via(2);  // es el tren esperado 
   SinErrorOptos2=0; 
   estatMsgAnden2=2;     }            
    else  { 
   salidaCorrecta =0;   
             // No corresponde la petición con lo que se esperaba. 
   errorAnden2 = 1; 
      } 
 } 
 break; 




void tren_en_Espera(unsigned char tren, bit entradaVia1,  
   bit entradaVia2) 
{  
switch(tren)  {  
   case 1:     // Petición de Vía 1 por el tren 1 
    if (entradaVia1==1){  
  //Tren en espera de acceso al andén vía 1,añado otro. 
        enEspera_Via1[ ultimo_Via1 ]= '1';   
 // Asignación a la estructura de espera para Vía 1 
   ultimo_Via1++;   
   }       
 break; 








   case 2:     // Petición de Vía 1 por el tren 2 
    if (entradaVia1==1){  
   enEspera_Via1[ ultimo_Via1 ]= '2';  
   ultimo_Via1++; 
    } 
 break; 
 
   case 4:   // Petición de Vía 1 por el tren 3 
    if (entradaVia1==1){       
   enEspera_Via1[ ultimo_Via1 ]= '3';  
   ultimo_Via1++;       
   } 
 break; 
 
   case 8:    // Petición de Vía 1 por el tren 4 
    if (entradaVia1==1){         
  enEspera_Via1[ ultimo_Via1]= '4';    
ultimo_Via1++; 
    } 
 break; 
   case 16:      // Petición de Vía 2 por el tren 5 
    if (entradaVia2==1){   
         //Tren en espera de acceso al andén vía 2,añado otro.   
  enEspera_Via2[ ultimo_Via2]= '5';   
// Asignación a la estructura de espera para Vía 2 
  ultimo_Via2++;      
         
    } 
 break; 
   case 32:     // Petición de Vía 2 por el tren 6 
    if (entradaVia2==1){    
  enEspera_Via2[ ultimo_Via2]= '6';           
         ultimo_Via2++;        
          } 
 break; 
 
   case 64:    // Petición de Vía 2 por el tren 7 
    if (entradaVia2==1){  
  enEspera_Via2[ ultimo_Via2]= '7'     
ultimo_Via2++;         
          } 
 break; 
 
   case 128:   // Petición de Vía 2 por el tren 8 
    if (entradaVia2==1){   
  enEspera_Via2[ ultimo_Via2]= '8';   
  ultimo_Via2++;    
     } 
 break; 
   default:     break; 














// Función de espera Activa  en milisegundos ( ms ) 
void Delayms(int k)   { 
    unsigned int a; 
    for(a=0;a<=k;a++); 
 } 
   
//Funciones de comando del LCD ( funciones de configuración del LCD ) 
void lcd_cmd(unsigned char instru ) { 
    DATA = 0xf0&instru;         
//Cargo la parte Alta del DATO( 4 Bits )  Mascara con AND 
    lcd_rs = 0; 
    lcd_rw = 0; 
    lcd_e = 1; 
    Delayms(10); 
    lcd_e = 0; 
      // El byte de más peso ya está en el LCD 
    DATA = instru*16;                       
//Cargo la parte baja del DATO( 4 Bits ) Desplazo los datos   
    lcd_rs = 0; 
    lcd_rw = 0; 
    lcd_e = 1; 
    Delayms(10); 
    lcd_e = 0; 










 //Función de entrada de INICIALIZACION del LCD 
void lcd_init(void) {    
 
  Delayms(15);   // tiempo de espera por si se acaba de reiniciar. 
  lcd_cmd(0x30); // Primera Instrucción de inicialización.(SET 8 bits) 
  lcd_cmd(0x30); // Segunda Instrucción de inicialización.( SET 8 
bits) 
  lcd_cmd(0x30); // Tercera Instrucción de inicialización.( SET 8 
bits) 
  lcd_cmd(0x20); // Cuarta Instrucción de inicialización ( para 4 
bits) 
 
  lcd_cmd(0x28); // Primera Instrucción de inicialización 
                 //SET DL = 0 4 bits, N = 1 dos lineas, F=0 5x7 puntos 
  lcd_cmd(0x0f); // Función OFF/ON LCD Primera (SET  D = 0 pantalla  
       // activa, C=0 cursor activo, B=1 parpadeo cursor, 
       // Shift Rigth  R/L= 1. 
  lcd_cmd(0x14); // Función CURSOR & DISPLAY. Display Shift   
                 // S/C =0,  Shift Rigth  R/L= 1. 
  lcd_cmd(0x01); // Función CLEAR LCD. Borra LCD, 
                 // cursor primera posición y I/D = 1. 
  lcd_cmd(0x07); // Función ENTRY MODE SET LCD.  
                 // Configurara desplazamiento cursor pantalla. 
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       // (SET  I/D = 1 Incrementa Cursor,  
     // S=0 no acompaña el desplazamiento. 









Después de haber  diseñado y realizado las 
prácticas descritas en las paginas anteriores, 
después de conocer  el micro de Kit, AT89C5131A-M 
todos los periféricos incorporados en la placa, la 
estructura y diseño del Kit de entrenamiento 
I2Kit, la facilidad de utilización de diferentes 
dispositivos en un mismo programa, la capacidad de 
simulación, por parte de la placa, de diferentes 
situaciones de la vida real, la posibilidad de 
incorporar nuevos componentes de trabajo ( por las 
entradas y salidas digitales) que sean gestionados 
desde el micro, pero sobre todo, por la 
posibilidad de comunicación con otros 
dispositivos, unidades de control global como 
otras unidades dependientes del mismo micro, 
incluso por la posibilidad de cambiar el micro de 
la placa por otro con mas capacidades. 
Tampoco debemos olvidar la facilidad que nos 
proporciona el sistema para la modificación del 
programa ya cargado en el micro y la realización 
de nuevos programas. 
 
Por todo lo mencionado y por el inimaginable 
abanico de posibilidades que este Kit de 
entrenamiento I2Kit, concluyo: 
 
 Es una herramienta indispensable para la 
realización de prácticas docentes en cualquier 
asignatura que necesite consolidar los 
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fundamentos teóricos de los 
microcontroladores. 
 
 Es una herramienta necesaria para potenciar 
las capacidades de los alumnos en cuanto al 
diseño de aplicaciones y el diseño de nuevas 
estructuras que puedan ser utilizadas en la 
vida real. 
 
 Es la llave que nos permite, a los usuarios de 
cualquier aparato electrónico que utilizamos 
diada a día, comprender su funcionamiento y 
desechar el mito de que estos aparatos son 
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