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prˇa´telsky´ prˇı´stup a pomoc prˇi rˇesˇenı´ teˇzˇky´ch u´loh.
Abstrakt
Cı´lem diplomove´ pra´ce je implementace pokrocˇily´ch vizualizacˇnı´ch doplnˇku˚ do apli-
kace pro zobrazova´nı´ teˇles metodou konecˇny´ch prvku˚. Zejme´na se jedna´ o techniky
vyhlazova´nı´ teˇles, pokrocˇile´ osveˇtlovacı´ modely, dekompizice teˇles na jejich podcˇa´stı´, a
dalsˇı´. Mezi vedlejsˇı´ u´lohy patrˇı´ naprˇı´klad u´pravy uzˇivatelske´ho rozhranı´. Obsahem jsou
i vy´konnostnı´ testy a jejich vyhodnocenı´.
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Abstract
The main aim of this thesis is the implementation of the advanced visualization plug-
in/addition to the application for viewing finite element method bodies. In particular, it
is the techniques of body smoothing, advanced shading models, decomposition bodies
on their subbodies etc. One of the secondary tasks is for example editing user interface.
The thesis also includes performance tests and their evaluation.
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Seznam pouzˇity´ch zkratek a symbolu˚
DP – diplomova´ pra´ce
FPS – frame per second
CPU – central processing unit
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51 U´vod
Cı´lem diplomove´ pra´ce je implementace pokrocˇily´ch vizualizacˇnı´ch technik pro teˇlesa
metodou konecˇny´ch prvku˚. Hlavnı´ na´plnı´ je implementace algoritmu pro vyhlazova´nı´,
osveˇtlova´nı´ a dekompozici teˇles. Vedlejsˇı´ u´lohou je na´vrh prˇehledne´ho a jednoduche´ho
graficke´ho uzˇivatelske´ho rozhranı´.
Vizualizace dat je obecneˇ dobry´ na´stroj pro urcˇity´ pohled na takovou skupinu infor-
macı´, ktera´ by v textove´ podobeˇ byla velka´ a neprˇehledna´. Vizualizacı´ existuje mnoho
typu˚, jednı´m z nich je i FEM.
FEM je numericka´ metoda rˇesˇenı´, ktera´ se snazˇı´ poskytnout prˇiblizˇne´ rˇesˇenı´. Tato
metoda je sˇiroce vyuzˇı´vana´ prˇi rˇesˇenı´ staticky´ch i dynamicky´ch proble´mu˚ v ru˚zny´ch
odveˇtvı´ch, jako jsou naprˇı´klad mechanika kapalin, biomedicina, elektromagneticky´ch
jevu˚ apod. Hlavnı´m principem te´to metody je diskretizace spojite´ho prostoru na konecˇne´
mnozˇstvı´ prvku˚ a na´sledne´ interpolace mezi du˚lezˇity´mi parametry, ktere´ jsou ve vrcho-
lech teˇchto prvku˚.
Tato pra´ce si mimo za´kladnı´ch cı´lu˚, ktere´ byly vyjmenova´ny vy´sˇe, klade i dalsˇı´ cı´l,
a to zachova´nı´ nebo vylepsˇenı´ urcˇity´ch vlastnostı´ aplikace, ze ktere´ vycha´zı´. Mezi tyto
vlastnosti patrˇı´ hlavneˇ rychlost vykreslenı´ vy´sledku˚ a vyuzˇitı´ pameˇti RAM.
Tato diplomova´ pra´ce navazuje na jizˇ existujı´cı´ projekt Ing. Petra Gajdosˇe, Ph.D. a
doplnˇuje ho o vy´sˇe uvedene´ funkce.
Hlavnı´ struktura pra´ce je:
1. Prˇedstavenı´ hlavnı´ch postupu˚ a metod pro vizualizaci konecˇny´ch prvku˚.
2. Analy´za a na´vrh vybrany´ch vizualizacˇnı´ch modulu˚.
3. Implementace.
4. Vy´konnostnı´ testy a jejich vyhodnocenı´.
62 Na´vrh a analy´za
V te´to kapitole jsou informace o na´hledu na strukturu modelu, ktera´ je zobrazova´na v
aplikaci. Nalezneme zde za´kladnı´ pohled na reprezentaci modelu, takte´zˇ jsou zde popsa´ny
zdroje dat pro modely, se ktery´mi doka´zˇe aplikace zacha´zet. V poslednı´ cˇa´sti te´to kapitoly
nalezneme popis zpu˚sobu ulozˇenı´ dat v pameˇti pocˇı´tacˇe.
2.1 Data
2.1.1 Reprezentace modelu
Objekt, ktery´ je v aplikaci vykreslova´n a na ktere´m se prova´dı´ vy´pocˇty, je tvorˇen mo-
delem skla´dajı´cı´ se ze za´kladnı´ch elementa´rnı´ch cˇastı´. Model se skla´da´ z dome´n, ktere´
slouzˇı´ k rozdeˇlenı´ slozˇity´ch modelu˚ na mensˇı´ cˇa´sti. Nad dome´nami se prova´dı´ operace
posun, rotace nebo rozklad. Dome´na jizˇ nejde da´le deˇlit, jedinou vy´jimkou je rˇezanı´ po-
mocı´ orˇezove´ roviny nebo schova´va´nı´ vybrany´ch elementu˚.
Obra´zek 1: Geometricka´ teˇlesa
Kazˇda´ dome´na se skla´da´ z geometriı´. Geometrie jsou geometricke´ objekty, ktere´ mo-
hou naby´vat tvaru tetrahedron, pentahedron, hexahedron a octahedron. Za´kladnı´ geo-
metricke´ objekty jsou vyobrazeny na obra´zku 1, kde objekt A je tetrahedron, B je penta-
hedron, C je hexahedron a D je octahedron.
Sousedı´cı´ strany jednotlivy´ch geometriı´ musı´ na sebe prˇesneˇ prˇile´hat. Nenı´ mozˇne´,
aby neˇjaka´ strana geometriı´ meˇla dva sousedy. Kazˇda´ geometrie se pak skla´da´ z ele-
mentu˚. Elementy jsou jednoduche´ za´kladnı´ objekty, jako je troju´helnı´k a cˇtverec. Na obra´zku
2 je uka´zana´ stavba hexahedronu. Hexahedron se skla´da´ z 6 obde´lnı´ku. Kazˇdy´ element
se pak skla´da´ z trˇı´ prˇı´padneˇ cˇtyrˇ vrcholu˚ a v kazˇde´m vrcholu nebo na plosˇe je norma´la,
ktera´ se pouzˇı´va´ pro osveˇtlova´nı´ prˇi vykreslova´nı´.
Kazˇdy´ model mu˚zˇe obsahovat jesˇteˇ dodatecˇne´ informace. Tyto informace se va´zˇı´ k
vrcholu˚m geometriı´ a majı´ informacˇnı´ charakter, ktery´ trˇeba slouzˇı´ k vy´pisu nameˇrˇeny´ch
hodnot teplot nebo hustoty.
2.1.2 Zdroje dat
Data lze nahra´vat z loka´lnı´ho disku nebo z online databa´ze. Nahra´va´nı´ z disku podporuje
forma´ty .geo a specia´lnı´ forma´t. Pro nahra´va´nı´ z online databa´ze je potrˇeba by´t prˇihla´sˇen
na sˇkolnı´ sı´ti VSˇB-TUO.
7Obra´zek 2: Hexahedron
Forma´t geo Forma´t .geo se skla´da´ z jednoho souboru, ve ktere´m jsou obsazˇeny vsˇechna
data o modelu. Nejsou zde vsˇak obsazˇene´ dodatecˇne´ informace. Strukturu forma´tu .geo
obsahuje:
• na´zev modelu
• datum vytvorˇenı´ modelu
• nody
• elementy
• vrcholy
• aj..
Specia´lnı´ forma´t Skla´da´ se ze 2 textovy´ch souboru p.txt, t.txt. Neobsahuje dodatecˇne´
informace. V souboru p.txt se nacha´zı´ seznam vrcholu. Soubor t.txt je seznam elementu˚.
2.1.3 Struktu˚ra dat
Pro ulozˇenı´ dat v pameˇti byla zachova´na struktura modelu, ve ktere´m je nacˇı´ta´na (pen-
tahedron, hexahedron, octahedron,. . . ). Pro rychlejsˇı´ pocˇı´tanı´ neˇktery´ch proble´mu˚ byla
struktura lehce upravena. Prˇilehle´ elementy dvou geometriı´ byly nahrazeny jednı´m je-
diny´m elementem a znalostı´ geometriı´, ke ktery´m patrˇı´.
Takova´to struktura umozˇnˇuje rychlejsˇı´ vy´pocˇet viditelnosti okrajovy´ch ploch. A prˇi
klasicke´m zobrazenı´ zobrazovat pouze tyto plochy. Vlastnostı´ teto struktury je jedna
norma´la pro dveˇ strany. Neda´ se tedy urcˇit, na kterou stranu je element natocˇeny´. Tato
vlastnost bude jesˇteˇ prˇipomenuta prˇi popisu implementace osveˇtlenı´.
Byla zachova´na i struktura dome´n, kdy kazˇda´ geometrie spada´ do neˇjake´ dome´ny.
Dome´ny slouzˇı´ pouze k rozdeˇlenı´ slozˇite´ho modelu, naprˇı´klad pro rozpad cˇi jinou ma-
nipulaci. Nakonec jsou vsˇechny elementy prˇerozdeˇleny do seznamu. Kazˇdy´ seznam ma´
svu˚j prˇı´znak, podle ktere´ho se urcˇuje, kam majı´ by´t elementy da´ny a take´ se podle flagu
rˇı´dı´ vykreslova´nı´. Flag obsahuje:
8• GFT_LINE - Zda se jedna´ o u´secˇku.
• GFT_TRIANGLE - Zda se jedna´ o troju´helnı´k.
• GFT_QUAD - Zda se jedna´ o cˇtverec.
• GFM_NONE - Zˇa´dny´ flag nenı´ nastaven.
• GFM_IS_SELECTED - Urcˇuje, zda je dany´ element vybra´n.
• GFM_IS_BOUNDARY - Urcˇuje, zda je dany´ element hranicˇnı´m.
• GFM_IS_REDUNDANT - Slouzˇı´ pro prvotnı´ vy´pocˇet. Da´le v programu nenı´ pouzˇit.
2.2 Dekompozice
2.2.1 U´loha dekompozice
U velky´ch a slozˇity´ch modelu˚ by´va´ potrˇeba zobrazit jejich cˇa´sti tak, aby byly le´pe videˇt
a nespokojı´me se s pouhy´m schova´nı´m neˇktery´ch cˇa´sti. Proto pouzˇı´va´me dekompozici,
tedy obvykle´ rozlozˇenı´ cˇa´sti modelu, tak aby kazˇda´ cˇa´st byla le´pe videˇt. Poveˇtsˇinou se to
prova´dı´ posunutı´m nebo rotacı´ cˇa´sti modelu.
Dekompozici prova´dı´me na dome´na´ch modelu, protozˇe rozdeˇlenı´ modelu na cˇiste´
elementy by bylo sˇpatneˇ realizovatelne´. Z teˇchto dome´n si bereme pouze jejich pozici
(centrum) a pracujeme pouze s nı´, jako s bodem.
2.2.2 Typy dekompozice
Byly navrhnuty trˇi typy technik pro dekompozici, ktere´ se lisˇı´ svou komplexnostı´. Od
nejjednodusˇsˇı´, ktera´ je jednoducha´ na ovla´da´nı´, ale nenabı´zı´ prostor k manipulaci, azˇ po
komplexnı´, ktera´ je vhodna´ na slozˇite´ typy modelu nebo specificke´ ovla´da´nı´ rozpadu.
Simple Jedna´ se o jednoduchou dekompozici, kde se jednotlive´ dome´ny transformuji
od pocˇa´tku stejneˇ rychle a nenı´ mozˇnost je jakkoli ovlivnit cˇi zasahovat do cˇa´sti modelu.
Jedine´ mozˇne´ ovla´da´nı´ je rychlost rozpadu vsˇech cˇa´stı´ po osa´ch x, y a z.
Tree Dekompozice Tree je oproti dekompozici Simple rozsˇı´rˇena o jednoduchou logiku
sdruzˇova´nı´ dome´n do shluku˚ a kontrolova´nı´ teˇchto shluku˚.
Algoritmus se skla´da´ ze trˇı´ kroku˚. Z pocˇa´tecˇnı´ch dome´n se vytvorˇı´ shluky a z teˇchto
shluku˚ se vytvorˇı´ dalsˇı´ shluky. V trˇetı´ vlneˇ se z jizˇ vytvorˇeny´ch shluku˚ vytvorˇı´ jeden
velky´ shluk. Dosta´va´me tak strom o hloubce trˇi, kde listy stromu jsou dome´ny objektu.
A uzly stromu reprezentujı´ shluky.
Shluky se prova´dı´ na jednoduche´m algoritmu, ktery´ pocˇı´ta´ vzda´lenostı´ mezi dome´nami.
Pokud je nalezen potenciona´lnı´ shluk, ve ktere´m je nejdelsˇı´ vzda´lenost mezi dome´nami
mensˇı´ nezˇ prˇedem stanovena hranice, a pokud je pocˇet dome´n v tomto potenciona´lnı´m
shluku vetsˇı´ nezˇ pozˇadovana´ hodnota, tak se z teˇchto dome´n vytvorˇı´ shluk.
9Obra´zek 3: Dekompozice Tree
Obdobneˇ tento algoritmus funguje i ve druhe´m kroku, kdy z vypocˇteny´ch shluku˚
tvorˇı´me dalsˇı´ shluky. Pro vy´pocˇet pozice u shluku se pouzˇı´va´ aritmeticky´ pru˚meˇr vsˇech
pozic dome´n ve shluku. Na obra´zku 3a lze videˇt pocˇa´tecˇnı´ sce´nu s 11 dome´nami a obra´zek
3b ukazuje, jak vypada´ logicke´ spojenı´ dome´n ve stromeˇ pomocı´ shluku po vy´pocˇtu.
Na´sledna´ manipulace se stromem probı´ha´ tak, zˇe si uzˇivatel mu˚zˇe oznacˇit uzly nebo
listy stromu, u ktery´ch chce, aby se na neˇ dekompozice projevila nebo ne. Pote´ mu˚zˇe
pouzˇı´t rozpad po osa´ch x, y a z, ktery´ se projevı´ jen na ty dome´ny, ktere´ si uzˇivatel zvolil.
Byly prova´deˇny pokusy o nalezenı´ jiny´ch geometricky´ch u´tvaru˚, nezˇ je shluk, prˇesneˇji
kruzˇnice, prˇı´mka a rovina. Bohuzˇel od teˇchto technik bylo upusˇteˇno, protozˇe neda´valy
dobre´ vy´sledky.
Springs Prˇedcha´zejı´cı´ dekompozice staveˇly sve´ dome´ny do jednoduchy´ch stromu˚. Cozˇ
vsˇak nemusı´ vyhovovat u neˇktery´ch slozˇity´ch modelu˚. Proto byla navrhnuta trˇetı´ de-
kompozice, ktera´ stavı´ dome´ny do grafu. V idea´lnı´m stavu je kazˇda´ dome´na spojena s
nejblizˇsˇı´mi dome´nami hranami v grafu.
Graf je vytvorˇen pomocı´ techniky zameta´nı´ roviny. Na zacˇa´tku meˇjme dva seznamy.
V jednom seznamu meˇjme serˇazeny vsˇechny dome´ny v neˇjake´ ose. Druhy´ seznam bude
slouzˇit pro uchova´va´nı´ pra´veˇ zpracova´vany´ch dome´n. Seznam bude umeˇt ulozˇit odkaz
na dome´nu a k te´to dome´neˇ dalsˇı´ trˇi odkazy na dome´ny, ktere´ budou reprezentovat do-
sud nalezene´ trˇi nejblizˇsˇı´ dome´ny. Oznacˇme tento seznam jako P.
Na´sledneˇ procha´zı´me se zametacı´ rovinou prvnı´m seznamem serˇazeny´ch dome´n. U
kazˇde´ dome´ny se zastavı´me a provedeme trˇi kroky.
V prvnı´m kroku zjistı´me, zda se v seznamu P nenacha´zı´ dome´ny, u ktery´ch uzˇ mu˚zˇeme
rˇı´ct, zˇe jsme nasˇli trˇi nejblizˇsˇı´ dome´ny. Pokud dome´na ma´ uzˇ neˇjake´ trˇi nejblizˇsˇı´ dome´ny
10
Obra´zek 4: Prˇı´klad vy´pocˇtu hran pomocı´ zametacı´ roviny.
Obra´zek 5: Tuhost pruzˇin
vyplneˇne´ a vzda´lenost od dome´ny k zametacı´ rovineˇ je delsˇı´ nezˇ vzda´lenost dome´ny
a trˇetı´ nejblizˇsˇı´ dome´ny, tak jsme jizˇ pro danou dome´nu nalezli 3 nejblizˇsˇı´ dome´ny a
mu˚zˇeme ji vyrˇadit a vytvorˇit hrany.
V druhe´m kroku spocˇı´ta´me pro kazˇdou dome´nu v seznamu P vzda´lenost s dome´nou
na zametacı´ rovineˇ a za prˇedpokladu, zˇe je asponˇ trˇetı´ nejblizˇsˇı´ , ji vlozˇı´me do seznamu
nejblizˇsˇı´ch dome´n.
V trˇetı´m kroku prˇida´me do seznamu P dome´nu ze zametacı´ roviny.
Nakonec, azˇ projdeme cely´ seznam serˇazeny´ch dome´n, tak vytvorˇı´me pro zby´vajı´cı´
body seznamu P hrany s dosud nalezeny´mi nejblizˇsˇı´mi dome´nami.
Takto vytvorˇeny´ graf ovla´da´me tak, zˇe vybereme dome´nu, kterou chceme posouvat,
a pomocı´ rozkladu ji posouva´me po osa´ch x, y a z. Dome´ny, jenzˇ jsou na tuto dome´nu
prˇipojene´ , se posouvajı´ o urcˇitou konstantu pomaleji. Dalsˇı´ dome´ny, ktere´ jsou prˇipojeny
k dome´neˇ, ktera´ se posouvala, se posouvajı´ zase o urcˇitou konstantu pomaleji, atd. Po-
sun jednotlivy´ch dome´n je zna´zorneˇn vzorcem. Dome´ny jsou bra´ny vzˇdy s nejkratsˇı´
vzda´lenosti od vybrane´ dome´ny.
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Mk = K
i
∗ Pk
Kde:
K - konstanta zpomalenı´
Pk - rychlost posunu prˇedesˇle´ dome´ny
i - pocˇet uzlu˚ na nejkratsˇı´ cesteˇ od dome´ny k hlavnı´ dome´neˇ
Tuhost pruzˇin (hran) mezi jednotlivy´mi dome´nami je konstantnı´ a nenı´ nijak ovlivneˇna
jejich vzda´lenostı´. Na obra´zku 5 lze videˇt, zˇe objekty 2, 3 a 5 se budou pohybovat o K
pu˚vodnı´ sı´ly a objekty 4 a 6 o K*K pu˚vodnı´ sı´ly.
Pro lepsˇı´ objasneˇnı´ uved’me uka´zku. Na obra´zku 4 je situace, kdy v seznamu P je jizˇ
bod d1, d2, d3, d4. Na zametacı´ rovineˇ je pra´veˇ pocˇı´tany´ bod d5. Bod d1 ma´ ve sve´m
seznamu nejblizˇsˇı´ch dome´n hrany e1, e2, e3. Na´sledneˇ se spocˇı´ta´ vzda´lenost d1 a d5 a
zjistı´ se, zˇe hrana e4 je blı´zˇe nezˇ e1, a proto se nahradı´.
2.3 Vedlejsˇı´ u´lohy
Prˇi tvorbeˇ diplomove´ pra´ce vznikaly male´, ale du˚lezˇite´ vedlejsˇı´ u´lohy, ktere´ bylo potrˇeba
rˇesˇit.
2.3.1 Vyhlazova´nı´
Pro lepsˇı´ vizua´lnı´ vjem mu˚zˇe vzniknout pozˇadavek na vyhlazenı´ povrchu modelu. Pro
vy´pocˇet algoritmu na vyhlazenı´ povrchu musı´me sjednotit norma´ly vrcholu˚, jenzˇ jsou
identicke´, jenom kazˇdy´ patrˇı´ jine´ geometrii. Prˇi sjednocenı´ norma´l zapocˇı´ta´me nejdrˇı´v
pru˚meˇrnou norma´lu a pote´ kazˇde´ norma´le prˇirˇadı´me tuto pru˚meˇrnou norma´lu. Ne vsˇechny
norma´ly se ale pru˚meˇrujı´, obvykle se urcˇı´ u´hel mezi dveˇma norma´lami, ktery´ urcˇuje mez,
prˇi ktere´ dana´ norma´la se zpru˚meˇruje nebo se vynecha´. O zbytek se postarajı´ shadery.
Ne kazˇdy´ shader vsˇak umı´ interpolovat norma´ly, za´lezˇı´, jak je dany´ shader napsa´n. Na
obra´zku 6, lze videˇt, jak se ze 4 vrcholu na sobeˇ lezˇı´cı´ch zpru˚meˇrujı´ norma´ly.
Toto vsˇak nenı´ jedina´ metoda pro
”
narovna´nı´ norma´l“, dalsˇı´ metodou mu˚zˇe by´t prˇirˇazenı´
va´hy kazˇde´ norma´le, podle toho, jak je dany´ polygon, jehozˇ je norma´la vrcholu soucˇa´stı´,
velky´ a pote´, prˇi rovna´nı´ normal se norma´ly s vetsˇı´ va´hou podı´lejı´ vı´ce nezˇ norma´ly s
mensˇı´ va´hou.
2.3.2 Shadery
Graficke´ karty umozˇnˇujı´ programovat cˇa´st graficke´ho rˇeteˇzce graficke´ karty. Takovy´mto
programu˚m rˇı´ka´me shadery. Shadery se programujı´ pomocı´ specia´lnı´ch programovacı´ch
jazyku˚, naprˇ. GLSL, Cg, HLSL. V dnesˇnı´ dobeˇ ma´me neˇkolik typu shaderu. Mezi za´kladnı´
patrˇı´ vertex shader, pixel shader a geometri shader. Vertex shader - Na vstupu prˇebı´ra´ je-
den vrchol a na vy´stupu vracı´ jeden vrchol. Uvnitrˇ funkce se obvykle realizuje neˇjaka´
transformace dane´ho vrcholu. Geometry shader - Oproti vertex shader umı´ generovat
nebo odebı´rat vrcholy. Tento shader mu˚zˇeme pouzˇı´t trˇeba ke generova´nı´ vegetace. Pixel
shader - Pouzˇı´va´ se u rasterizace a urcˇuje vy´slednou barvu pixelu.
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Obra´zek 6: Pru˚meˇrova´nı´ norma´l
Tato diplomova´ pra´ce pouzˇı´va´ pouze vertex a pixel shader. Pro vı´ce informacı´ o sha-
derech doporucˇuji prˇecˇı´st [2],[3],[4],[5] a [6].
Phongu˚v osveˇtlovacı´ model Phonguv osveˇtlovacı´ model na rozdı´l od Gauradovoho
stı´novanı´ interpoluje norma´ly namı´sto pouhe´ interpolace barvy, a tı´m dosahuje lepsˇı´
vizua´lnı´ vjem, hlavneˇ spekula´rnı´ slozˇka je pocˇı´ta´na le´pe. Prˇi vy´pocˇtu se do sebe zapocˇı´ta´va´
difusnı´, ambientnı´ a spekula´rnı´ slozˇka.
Difusnı´ slozˇka Difuznı´ slozˇka na´m uda´va´, jak se odra´zˇı´ sveˇtlo od dane´ho materia´lu.
Id = Cd ∗ (I ∗ n) ∗ Ld (1)
Ambientnı´ slozˇka Uda´va´, jak moc dany´ materia´l emituje vlastnı´ sveˇtlo.
Ia = Ca ∗ La (2)
Spekula´rnı´ slozˇka Spekula´rnı´ slozˇka je zde pro vy´pocˇet odlesku materia´lu.
Is = Cs ∗ Ls ∗ cos
α(γ) (3)
Celkova´ intenzita se pocˇı´ta´ pro kazˇdou slozˇku RBG zvla´sˇt’.
I = Ia + Id + Is (4)
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Obra´zek 7: Uka´zka phong shaderu z aplikace
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3 Metody vizualizace
V te´to kapitole jsou popsa´ny zakladnı´ typy dat. Probı´ra´ny jsou hranicˇnı´ reprezentace prˇes
CGS azˇ po voxelovou reprezentaci. Na´sledneˇ jsou popsa´ny techniky pro zobrazova´nı´
hranicˇnı´ch teˇles a objemovy´ch teˇles. U hranicˇnı´ch teˇles to je hlavneˇ za´kladnı´ zobrazovacı´
rˇeteˇzec, ray tracing a radiozita.
3.1 Reprezentace teˇles
3.1.1 Hranicˇnı´ reprezentace
Nejbeˇzˇneˇjsˇı´ reprezentaci objektu, se kterou se mu˚zˇeme setkat, je hranicˇnı´ reprezentace.
Objekt je reprezentova´n pouze obalem. Pro zobrazenı´ nenı´ potrˇeba veˇdeˇt, co je uvnitrˇ
objektu, a tak se s informacı´ o vnitrˇnı´ reprezentaci objektu nepocˇı´ta´. Obal nesmı´ by´t ni-
kde prˇerusˇen, musı´me by´t schopni rozlisˇit mezi bodem, ktery´ by byl uvnitrˇ nebo venku
modelu.
Na obra´zku 8 vidı´me, jak vypada´ naprˇı´klad hranicˇnı´ model krychle.
Obra´zek 8: Stavba hranicˇnı´ho modelu
Nejcˇasteˇji se takovy´to model skla´da´ z bodu˚, hran a steˇn. Pokud by meˇla by´t vyob-
razena neˇjaka´ zakrˇivena´ plocha, tak se aproximuje na troju´helnı´ky. Dalsˇı´ potrˇebnou in-
formacı´ je norma´la bodu a steˇny. Tato informace nenı´ potrˇebna´ pro konstrukci modelu,
ale neobejdeme se bez nı´ prˇi vykreslenı´ modelu. Hraje nedı´lnou soucˇa´st v pokrocˇily´ch
osveˇtlovacı´ch modelech jako je Phongu˚v osveˇtlovacı´ model.
Nejstarsˇı´ hranicˇnı´ reprezentaci je hranova´ reprezentace. Skla´da´ se pouze ze seznamu
bodu˚ a seznamu hran. Vy´hodou hranove´ reprezentace je jejı´ u´spora, avsˇak nevy´hodou je
nejednoznacˇnost objektu. Dı´ky chybeˇjı´cı´ informaci o plocha´ch mu˚zˇe nastat prˇı´pad, kdy
ma´ vı´ce ru˚zny´ch reprezentacı´ teˇles.
Rozsˇı´rˇenı´m hranove´ reprezentace o informaci s plochami dostaneme plosˇkovou re-
prezentaci. Seznam hran nahradı´me seznamem ploch. Nejcˇasteˇji se body plochy zapisuji
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Obra´zek 9: Troju´helnı´k
proti smeˇru hodinovy´ch rucˇicˇek, abychom byli schopni odvodit spra´vnou norma´lu plo-
chy a nemuseli tak uchova´vat tuto informaci zvla´sˇt’.
Nejza´kladneˇjsˇı´ plosˇkou je pouzˇit troju´helnı´k, protozˇe ma´ dobre´ vlastnosti, naprˇı´klad
vsˇechny jeho body jsou vzˇdy v rovineˇ, je nejmensˇı´ mozˇnou plochou a mu˚zˇe se dobrˇe
deˇlit.
Bodova´ reprezentace je specia´lnı´m prˇı´padem. Uchova´va´me pouze body na povrchu
teˇlesa. K bodu obvykle prˇida´va´me neˇjakou dodatecˇnou informaci, naprˇı´klad barvu. Obecneˇ
ale teˇchto bodu˚ jsou miliony (azˇ stovky GB) a tedy tato metoda ma´ velkou pameˇt’ovou
na´rocˇnost. Bodovou reprezentaci nejcˇasteˇji najdeme u skenova´nı´ objektu˚.
Okrˇı´dlene´ plosˇky Tato reprezentace uchova´va´ u hran informaci o bodech na zacˇa´tku a
konci, o vsˇech prˇilehly´ch hrana´ch, sousednı´ch plocha´ch a libovolnou dalsˇı´ hranu. Vy´hody:
rychle´ nalezenı´ sousednı´ch ploch, rychle´ nalezenı´ smycˇky hran, plocha nemusı´ by´t kon-
vexnı´, plocha mu˚zˇe obsahovat dı´ry.
Konstruktivnı´ geometrie teˇles Z jednoduchy´ch geometricky´ch teˇles jako je kva´dr, va´lec,
jehlan, ale i NURBs plocha, vytvorˇı´me pomocı´ mnozˇinovy´ch operacı´ vy´sledne´ teˇleso.
Mezi mnozˇinove´ operace rˇadı´me pru˚nik, sjednocenı´ a rozdı´l. Operace a jednoducha´ teˇlesa
rˇadı´me do stromu, tak abychom dostali ocˇeka´vane´ komplexnı´ teˇleso.
3.1.2 Objemova´ reprezentace
Pro vizualizaci mraku nebo vy´sledku z tomografu se hranicˇnı´ reprezentace nehodı´. Proto
se pouzˇı´va´ objemova´ reprezentace. Data se veˇtsˇinou uchova´vajı´ v mrˇı´zˇce. Mrˇı´zˇka mu˚zˇe
naby´vat 7 ru˚zny´ch podob:
• karte´zska´
• pravidelna´
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Obra´zek 10: CSG
• pravou´hla´
• strukturovana´
• nestrukturovana´
• blokoveˇ strukturovana´
• hybridnı´
Nejcˇasteˇji se setka´me s pravidelny´mi prostorovy´mi mrˇı´zˇkami. Hodnotou v mrˇı´zˇce je
za´kladnı´m elementem voxel, ktery´ naby´va´ nejcˇasteˇji tvaru kva´dru. Ma´ v cele´m sve´m ob-
jemu stejnou hodnotu. Je to analogicky proteˇjsˇek k pixelu v 2D grafice. Pro vı´ce informacı´
o objemove´ reprezentaci teˇles doporucˇuji prˇecˇı´st [27].
Obra´zek 11: Mrˇı´zˇka
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Pro vy´pocˇet objemovy´ch dat, naprˇı´klad z CT snı´mku, mu˚zˇeme pouzˇı´t Marge Cube.
Jde o metodu, kdy jsou v pameˇti nacˇteny vzˇdy jen dva sousednı´ snı´mky, ktere´ se zpra-
cova´vajı´ po krychlı´ch.
Pro vı´ce informacı´ o te´to problematice doporucˇuji prˇecˇı´st [14],[15],[16],[17] a [18].
3.2 Zobrazovacı´ metody
Zobrazovacı´ metody mu˚zˇeme rozdeˇlit na dva typy. Ty, ktere´ se snazˇı´ o rychle´ vykreslenı´ a
na ty, ktere´ se snazˇı´ o kvalitneˇjsˇı´ (realisticˇteˇjsˇı´) vykreslenı´. Bohuzˇel, nemu˚zˇeme dosa´hnout
oboje. Vzˇdy je potrˇeba se rozhodnout, kterou strategii zvolı´me, naprˇı´klad pro modelo-
vacı´ editor budeme chtı´t rychle vykreslenı´, idea´lneˇ 60 snı´mku˚ za sekundu. Naopak, pro
vy´sledny´ render celovecˇernı´ho animovane´ho filmu budeme chtı´t vy´sledek kvalitnı´, na
hranici realisticˇnosti. Pro vı´ce informacı´ o zobrazovacı´ch metoda´ch doporucˇuji prˇecˇı´st
[21],[22],[23],[24] a [25].
3.2.1 Standartnı´ zobrazovacı´ rˇeteˇzec
Jedna´ se o metodu, ktera´ ma´ za cı´l vykreslit obraz rychle na u´kor realisticˇnosti. Je to
za´kladnı´ stavebnı´ ka´men, naprˇı´klad pro CAD programy, pocˇı´tacˇove´ hry nebo modelo-
vacı´ editor Blender. Rˇeteˇzec se skla´da´ z 8 kroku˚, ktere´ se vsˇak mu˚zˇou odlisˇovat podle
konkre´tnı´ situace, naprˇı´klad podle toho, jaky´ zvolı´me osveˇtlovacı´ model (Phong, atd.).
Na zacˇa´tku musı´me mı´t popis sce´ny, kterou chceme vykreslit. Obsahuje mnozˇinu ob-
jektu˚, ktere´ chceme vykreslit. Da´le mnozˇinu sveˇtel, ktere´ se ve sce´neˇ nacha´zı´, a popis, jak
danou sce´nu chceme vykreslit (mı´sto, odkud se chceme dı´vat, atd...).
Prvnı´m krokem je vygenerova´nı´ ploch (nejle´pe vygenerova´nı´ troju´helnı´ku˚) ze vsˇech
objektu˚ ve sce´neˇ, ktere´ aproximujı´ jejich povrch. Pokud se jizˇ nasˇe teˇleso skla´da´ z teˇchto
ploch, tak mu˚zˇeme tento krok prˇeskocˇit, pokud vsˇak je nasˇe teˇleso popsa´no jako koule o
pru˚meˇru r, tak je trˇeba zvolit dobrou aproximacˇnı´ techniku, ktera´ udeˇla´ z koule mnozˇinu
troju´helnı´ku˚ s body a norma´lami ve vrcholech.
Druhy´m krokem je odstraneˇnı´ teˇch ploch, ktere´ zcela jiste´ nepu˚jdou videˇt. Kazˇdy´
troju´helnı´k ve sce´neˇ ma´ svou vlastnı´ norma´lu, tato norma´la na´m urcˇuje smeˇr natocˇenı´
troju´helnı´ka. Pokud je norma´la ve stejne´m smeˇru jako pohled, ktery´m se na sce´nu dı´va´me.
Tak lze prˇedpokla´dat, zˇe dany´ troju´helnı´k se nacha´zı´ na proteˇjsˇı´ straneˇ objektu, a tudı´zˇ
nebude videˇt. Odtud tedy mu˚zˇeme zjistit, ktere´ troju´helnı´ky v tomto kroku mu˚zˇeme
vyrˇadit. K vy´pocˇtu pouzˇijeme skala´rnı´ soucˇin norma´ly plochy a smeˇru nasˇeho vykres-
lovacı´ho pohledu.
Trˇetı´m krokem je vy´pocˇet osveˇtlenı´ ve vrcholech kazˇde´ plochy. Osveˇtlenı´ je jednı´m
z du˚lezˇity´ch kroku˚, protozˇe urcˇuje, jak budeme vnı´mat dane´ teˇleso. Mezi nejjednodusˇsˇı´
techniky rˇadı´me konstantnı´ stı´nova´nı´, ktere´ jednotlive´ plosˇky vyplnı´ stejnou barvou. Po-
krocˇilejsˇı´ je Gouradovo stı´novanı´, ktere´ vypocˇte v kazˇde´m vrcholu vlastnı´ barvu, a pote´ ji
interpoluje po cele´ plosˇce. Rozsˇı´rˇenı´m je Phongovo stı´nova´nı´, ktere´ interpoluje norma´ly
z vrcholu, a azˇ pote´ vypocˇı´ta´va´ barvu dane´ho pixelu. Osveˇtlenı´ se ovsˇem nety´ka´ vrha´nı´
stı´nu. Na stı´ny se pouzˇı´vajı´ jine´ techniky.
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Cˇtvrty´m krokem je provedenı´ transformace pro vsˇechny vrcholy. Prˇedem vypocˇtenou
promı´tacı´ matici vyna´sobı´me s vrcholem v homogennı´ch sourˇadnicı´ch.
Pa´ty´m krokem je orˇeza´nı´ zorny´m objemem. Zde se odstranı´ dalsˇı´ plochy, ktere´ nepu˚jdou
videˇt. Dı´ky tomu se nebudou muset kreslit plochy, ktere´ na´sˇ pohled nezabı´ra´, a dojde tı´m
ke zrychlenı´ vykreslovacı´ho rˇeteˇzce.
Sˇesty´m krokem je prˇechod od homogennı´ch sourˇadnic k afinnı´m sourˇadnicı´m.
Sedmy´m krokem je transformace sourˇadnic vrcholu na sourˇadnice vy´stupnı´ho zarˇı´zenı´.
Poslednı´m osmy´m krokem je rasterizace. Pro viditelnost se pouzˇı´va´ Z-buffer.
3.2.2 Monte Carlo metody
Monte carlo je stochasticka´ metoda. Vyuzˇı´va´ pseudona´hodne´ cˇı´slo, ktere´ aproximuje rˇesˇenı´.
Vy´hodou teˇchto metod je, zˇe pouzˇı´vajı´ tzv. sledova´nı´ paprsku. Lze v nich snadno vypocˇı´tat
zrcadlovy´ obraz, empiricka´ slozˇitost je log (n) a majı´ nı´zkou pameˇt’ovou na´rocˇnost.
Rekurzivnı´ sledova´nı´ paprsku Z pocˇa´tku byly metody zalozˇene´ na sledova´nı´ paprsku
od zdroje sveˇtla. Tyto metody jsou zalozˇene´ na sledova´nı´ paprsku od zdroje sveˇtla k po-
zorovateli. Bohuzˇel, mnoho paprsku od zdroje nedorazı´ k pozorovateli, a tedy pocˇı´tajı´ se
zbytecˇneˇ. Proto se vy´pocˇet obra´til, a pocˇı´tajı´ se paprsky od pozorovatele ke zdroji sveˇtla,
takove´to metodeˇ rˇı´ka´me rekurzivnı´ sledova´nı´ paprsku. Vy´hodou te´to techniky je auto-
maticke´ pocˇı´ta´nı´ sveˇtelny´ch odrazu˚ a stı´nu˚. Take´ je implementacˇneˇ velmi jednoducha´.
Nevy´hodou je pra´ce pouze s bodovy´mi sveˇtly a tudı´zˇ stı´ny, ktere´ tvorˇı´, jsou ostre´.
Ray tracing, jak se take´ neˇkdy tato metoda nazy´va´, poskytuje kvalitnı´ vy´sledky oproti
standartnı´mu zobrazovacı´mu rˇeteˇzci.
Algoritmus pro vy´pocˇet je velmi snadny´. Od pozorovatele vysˇleme paprsek skrz
pocˇı´tany´ pixel. Na tomto paprsku najdeme nejblizˇsˇı´ pru˚secˇı´k s objektem ve sce´neˇ. Po-
kud nenı´ zˇa´dny´ pru˚secˇı´k, vra´tı´me barvu pozadı´. V opacˇne´m prˇı´padeˇ se na nalezene´m
pru˚secˇı´ku vypocˇı´ta´ barva. Barva se pocˇı´ta´ ze samotne´ho objektu a z prˇı´speˇvku˚ od okolnı´ch
sveˇtel. Na´sledneˇ se vypocˇı´ta´ paprsek odrazu, a pokud je objekt pru˚svitny´, tak i lomeny´
paprsek a cele´ se to rekurzivneˇ opakuje. Pocˇet odrazˇenı´ jednoho paprsku se obvykle ome-
zuje, protozˇe cˇı´m vı´cekra´t se paprsek odra´zˇı´, tı´m me´neˇ dany´ odraz prˇispı´va´ do vy´sledne´ho
pixelu.
Na nalezene´m pru˚secˇı´ku se pocˇı´ta´ barva podle vzorce.
I(P ) = IL(P ) + IG(P ) = IL(P ) +KnoI(Po) +KnpI(Pp)
Kde:
P - pru˚secˇı´k
Po - dalsˇı´ pru˚secˇı´k odrazˇene´ho paprsku
Pp - dalsˇı´ pru˚secˇı´k lomene´ho paprsku
Kno - koeficient odrazu
Knp - koeficient lomu
Metoda rekurzivnı´ sledova´nı´ paprsku˚ je na´rocˇna´ na vy´kon. Proto se vy´pocˇet snazˇı´me
zefektivnit. Teˇlesa uzavı´ra´me do jednoduchy´ch bounding boxu. Prˇı´kladem mu˚zˇe by´t ku-
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Obra´zek 12: Raytracing
lova´ plocha, ktera´ obepı´na´ cele´ teˇleso co nejteˇsneˇji. Prˇi hledanı´ nynı´ nejdrˇı´ve provedeme
vy´pocˇet paprsku s bounding boxem a pokud se nalezne pru˚secˇı´k, tak azˇ teprve potom
deˇla´me slozˇiteˇjsˇı´ pru˚secˇı´k paprsku s teˇlesem.
Obra´zek 13: Bounding box
Techniku mu˚zˇeme zdokonalit tı´m, zˇe do boundin boxu uzavrˇeme vı´ce teˇles, ktere´ jsou
blı´zko u sebe. Mu˚zˇeme takto rekurzivneˇ vytvorˇit vı´ce bounding boxu a vytvorˇit strom,
ve ktere´m bude hledanı´ pru˚secˇı´ku snazˇsˇı´.
Jina´ metoda pouzˇı´va´ pro rychlejsˇı´ hleda´nı´ pru˚secˇı´ku˚ Octree. Jde o kvadrantovy´ strom,
ktery´ prostor rekurzivneˇ deˇlı´ na 8 dalsˇı´ch podprostoru. Kazˇdy´ podprostor je tvaru krychle
se seznamem teˇles, ktere´ do toho podprostoru spadajı´. Deˇlenı´ je ukoncˇeno, pokud je
prostor pra´zdny´, nebo se tam nacha´zı´ jen jedno teˇleso, nebo deˇlenı´ prostoru prˇekrocˇilo
urcˇitou mez. Na´sledne´ skla´da´nı´ pru˚secˇı´ku se nejdrˇı´v prova´dı´ s hleda´nı´m pru˚secˇı´ku v
podprostoru, a azˇ pokud je nalezen pru˚secˇı´k s podprostorem, je hleda´n pru˚secˇı´k s teˇlesem
v tomto podprostoru. Dı´ky vy´hoda´m stromu je vyhleda´nı´ pru˚secˇı´ku zrychleno.
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Obra´zek 14: Hiearchie bounding boxu
Obra´zek 15: Octree
Jednou z nevy´hod je i vznik aliasingu. Paprsek se obvykle vysı´la´ strˇedem pixelu,
to mu˚zˇe mı´t za prˇı´cˇinu vzniku nehezky´ch zubu˚, naprˇı´klad na okraji koule. Aliasingu
se mu˚zˇeme zbavit vysı´la´nı´m vı´ce paprsku v ru˚zny´ch bodech pixelu a vy´sledny´ pixel
vytvorˇit zpru˚meˇrova´nı´m vyslany´ch paprsku˚. Nebo mu˚zˇeme pouzˇı´t metodu trˇesenı´ pa-
prsku, kdy se vysı´la´ jen jeden paprsek, ale vysı´la´ se na´hodny´m mı´stem pixelu.
3.2.3 Radiozita
Radiozita je jedna z dalsˇı´ch metod pro vykreslenı´ sce´ny. Oproti sledova´nı´ paprsku vsˇak
jejı´ vy´pocˇet neza´visı´ na pozici pozorovatele. Stacˇı´ ji pro sce´nu jednou zapocˇı´tat a pote´ je
mozˇne´ rychle´ vykreslenı´ v jake´koliv pozici pozorovatele. Tato metoda se nejle´pe hodı´ na
interie´ry. Nezvla´da´ vsˇak vykreslovat zrcadlovy´ odraz.
Cela´ sce´na je pokryta plosˇkami. Kazˇda´ plosˇka reprezentuje, jak je dana´ cˇa´st sce´ny
osvı´cena. V oblastech, kde nedocha´zı´ k zˇa´dny´m velky´m zmeˇna´m, jsou plosˇky velke´, na-
opak v oblastech, kde docha´zı´ k velky´m zmeˇna´m osveˇtlenı´ (okraje stı´nu, apod... ), jsou
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Obra´zek 16: Uka´zka Raytracingu
male´. Na zacˇa´tku je rozdeˇlenı´ plosˇek ve sce´neˇ udeˇla´no intuitivneˇ, v dalsˇı´ch krocı´ch je ale
deˇlenı´ upraveno, tak aby le´pe vyhovovalo vy´sledku vykreslenı´.
Pro kazˇdou plosˇku je vypocˇı´tana´ intenzita osveˇtlenı´, ktera´ na plosˇku dopada´ ze vsˇech
plosˇek, a ktera´ je plosˇkou vyrˇazena do prostoru, at’ uzˇ odrazem, nebo pokud sama inten-
zitu vyrˇazuje.
Obra´zek 17: Sche´ma vypocˇtu radiosity
Protozˇe by na hraneˇ mezi sousednı´mi plosˇkami vznikala viditelna´ hrana, tak se u
vrcholu˚, ktere´ nejsou na hraneˇ vrcholu zˇa´dne´ho objektu, zpru˚meˇruje intenzita vsˇech
prˇile´hajı´cı´ch plosˇek. Nakonec mu˚zˇeme vy´sledek vykreslit pomocı´ Gouradova stı´novanı´.
3.2.4 Objemove´ algoritmy
Algoritmy, zobrazujı´cı´ povrchy Algoritmy, zobrazujı´cı´ povrchy, rˇadı´me mezi neprˇı´me´
algoritmy. Ze vstupnı´ch dat se spocˇı´ta´ pomocna´ geometrie, ktera´ se pak da´le zobrazuje a
s pu˚vodnı´mi daty se da´l nepocˇı´ta´. Vytvorˇena´ pomocna´ geometrie je povrch, jenzˇ aproxi-
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muje povrch pu˚vodnı´ch dat. To take´ znamena´, zˇe jsme se prˇesunuli z objemovy´ch teˇles k
hranicˇnı´m teˇlesu˚m. A mu˚zˇeme vy´sledek vykreslit, naprˇı´klad pomocı´ technik uvedeny´ch
vy´sˇe.
Prˇı´me´ objemove´ algoritmy Naproti tomu jsou prˇı´me´ zobrazovacı´ objemove´ algoritmy,
ktere´ se snazˇı´ zobrazovat vstupnı´ objemova´ data prˇı´mo. Mezi takove´to algoritmy rˇadı´me
naprˇı´klad raytracer POV-Ray.
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4 Implementace
Tato kapitola se zaobı´ra´ uzˇ prˇı´mou implementaci vybrany´ch algoritmu pro zobrazova´nı´
konecˇny´ch prvku˚. Nalezneme zde popis QT knihovny, strucˇny´ pohled na hlavnı´ kostru
programu a v neposlednı´ rˇadeˇ popis algoritmu pro dekompozici (simple, tree, springs),
vyhlazova´nı´, shadery a u´pravy graficke´ho uzˇivatelske´ho rozhranı´.
Aplikace je napsa´na pomocı´ QT, OpenGL a Visual Studia 2010. Na visual studio 2010
se prˇesˇlo beˇhem vy´voje z Visual studia 2008.
4.1 Qt
Graficke´ uzˇivatelske´ rozhranı´ (GUI) je napsa´no v knihovneˇ QT. QT je jedna z nejpo-
pula´rneˇjsˇı´ch multiplatformnı´ch knihoven pro Windows, Linux a Mac. Byla vytvorˇena
v roce 1999 spolecˇnosti Trolltech. A v roce 2008 proda´na spolecˇnosti Nokia.
Qt knihovna byla napsa´na pro jazyk c++, ale existujı´ verze i pro jine´ programovacı´
jazyky, naprˇı´klad pro python,... . Mezi jejı´ prˇednosti kromeˇ multiplatformosti rˇadı´me i
dobrou dokumentaci. Pro vı´ce informacı´ o Qt doporucˇuji prˇecˇı´st [8],[9],[10],[11] a [12].
Aplikace byla napsa´na pro QT verzi 4.7.2.
4.2 Struktura aplikace
Cela´ aplikace se skla´da´ z dı´lcˇı´ch projektu˚.
• Projekt Database slouzˇı´ k nahra´va´nı´ modelu z databa´ze.
• Projekt DataCore obsahuje za´kladnı´ prvky SceneData, SceneTree, parentNode a en-
tityNode, ktere´ slouzˇı´ k obecne´mu vykreslenı´ objektu pomocı´ hierarchie stromu.
Take´ zde nalezneme podporu shader programu a specia´lnı´ entitu pro rˇezanı´ mo-
delu pomocı´ cliping plane.
• Projekt FemDataCore rozsˇirˇuje trˇı´dy parentNode a enitityNode o potrˇebne´ elementy
pro vykreslova´nı´ nasˇich konkre´tnı´ch modelu. Nalezneme zde jizˇ zmı´neˇne´ rozsˇı´rˇenı´
entity_Mesh a entity_Meshpart, samotne´ data modelu v trˇı´da´ch Mesh a Me-
shPart a trˇı´dy pro vy´pocˇet a provedenı´ rozpadu teˇles.
• Projekt FemManager hlavnı´ projekt, jenzˇ se stara´ o manager. A obsahuje funkci
main.
• Projekt Renderer projekt, jenzˇ obsahuje trˇı´du SimpleViewer, ktera´ se stara´ o vykres-
lovacı´ okno OpenGL.
• Projekt QGLViewer projekt, jenzˇ upravuje QGLviewer pro potrˇeby aplikace
• Projekt GGradientViewer obsahuje vy´chozı´ trˇı´du pro SimpleViewer.
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4.2.1 Popis struktury
Hlavnı´m projektem je FemManager, ve ktere´m se nacha´zı´ trˇı´da Manager. Trˇı´da Manager,
vycha´zejı´cı´ z trˇı´dy QMainWindow, ma´ na starost hlavnı´ okno, signa´ly pro manipulaci s
nahra´va´nı´m objektu, gui prvky a take´ drzˇı´ du˚lezˇitou strukturu SceneData.
Trˇı´da SceneData, jak uzˇ z na´zvu vyply´va´, zapouzdruje data aplikace. Je navrzˇena jako
pseudo singleton. Take´ uchova´va´ stavy pro urcˇenı´, jaky´m zpu˚sobem se ma´ dany´ model
vykreslit, a nastavenı´ globa´lnı´ho vykreslenı´. Toto nastavenı´ nalezneme v trˇı´deˇ DrawMo-
delFlags. Globa´lnı´ nastavenı´ se skla´da´ z barvy pozadı´, hran, bodu˚, velikostı´ alfa koefici-
entu, pro pru˚hledne´ vykreslova´nı´. Samotne´ data jsou obsazena v trˇı´deˇ SceneTree.
Stromem, ktery´ drzˇı´ cˇa´stı´ modelu, je SceneTree. Obsahuje ukazatel na korˇen stromu,
cˇa´stı´ vykreslovane´ho modelu a LogicInterface, ktery´ uda´va´ zpu˚sob rozkladu. Uzly stromu
jsou tvorˇeny trˇı´dou SceneTreeNode. Z te´to trˇı´dy se odvozuji parentNode, jenzˇ prˇedstavuje
vnitrˇnı´ uzly stromu a entityNode, ktery´ prˇedstavuje listy stromu. Z parentNode se odvo-
zuje Entity Mesh, ktery´ prˇedstavuje cely´ model, a z EntityNode se odvozuje Entity meshpart,
jenzˇ prˇedstavuje jednotlive´ dome´ny modelu.
4.3 Implementovane´ algoritmy
4.3.1 Dekompozice
Trˇı´da LogicInterface Jedna´ se o virtua´lnı´ trˇı´du, z nı´zˇ se deˇdı´ trˇı´dy pro popis rozkladu
modelu. I kdyzˇ je v na´zvu slovo interface, tak se nejedna´ o interface, jaky´ je naprˇı´klad k
nalezenı´ v jave. Jedna´ se o abstraktnı´ datovy´ typ, ktery´ pouze urcˇuje jake´ hlavnı´ funkce
je trˇeba implementovat pro vy´pocˇet rozkladu.
Obra´zek 18: Uka´zka dekompozice
Trˇı´da je navrzˇena jako na´vrhovy´ vzor Abstraktnı´ tova´rna. Trˇı´da u´zce spolupracuje
s jednı´m GUI prvkem. Tento prvek je QTreeWidget a zajisˇt’uje zobrazenı´ logicke´ struk-
tury rozkladu pro snadneˇjsˇı´ manipulaci ( vybı´ranı´ klı´cˇovy´ch dome´n/skupin pro rozpad).
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QTreeWidget nenı´ nic jine´ho nezˇ stromova´ tabulka s trˇemi sloupci, a potomci trˇı´dy Logi-
cInterface musı´ v sobeˇ implementovat dveˇ funkce pro pra´ci s QTreeWidget.
Mezi hlavnı´ funkce patrˇı´:
• UpdateMatrix() - Funkce pro vy´pocˇet novy´ch pozic prˇi manipulaci s modelem po-
mocı´ rozkladu. Tato funkce se vola´ prˇi manipulaci s modelem pomocı´ rozkladu.
• LoadPoint() - Tato funkce naplnˇuje trˇı´du pro rozklad daty. Tato funkce je volana´
pokazˇde´ prˇi zmeˇneˇ typu rozkladu.
• CreateLogic() - nejdu˚lezˇiteˇjsˇı´ funkce, jenzˇ ma´ za u´kol vytvorˇit logiku pro vy´pocˇet
rozkladu. Tato funkce je volana´ pokazˇde´ po funkci LoadPoint()
• FillTable() - Funkce pro GUI naplnˇuje tabulku s daty pro manipulaci s cˇa´stmi ob-
jektu. Tato funkce je volana´ pokazˇde´ po funkci CreateLogic()
• ClickTable() - Zpracova´nı´ uda´lostı´ prˇi kliknutı´ na neˇjaky´ item v tabulce. Funkce se
vola´ pokazˇde´ prˇi interakci s GUI pro rozklad.
• Reset() - Funkce pro obnovenı´ vy´chozı´ pozice modelu. Je volana´ po stisknutı´ prˇı´slusˇne´ho
tlacˇı´tka v menu, nebo prˇi zapnutı´ orˇezove´ roviny.
Trˇı´da da´le obsahuje seznam bodu˚, ktery´ se vyplnˇuje pomocı´ funkce LoadPoint. Tento
seznam bodu˚ reprezentuje seznam dome´n v modelu. Pro jednoduchost jsme se omezili
pouze na centra dome´n a vypustili jsme informaci o prostorove´ velikosti dome´ny. Da´le
zde nalezneme seznam matic, jenzˇ reprezentujı´ transformaci jednotlivy´ch cˇa´stı´ modelu z
rozkladu, a seznam elementu˚, ktere´ prˇedstavujı´ vnitrˇnı´ logiku dane´ho rozkladu.
Simple Jedna´ se o nejjednodusˇsˇı´ zpu˚sob rozkladu. Pro svou jednoduchost nepotrˇebuje
funkci CreateLogic. Proto tato funkce zu˚sta´va´ pra´zdna´. Du˚lezˇitou cˇa´stı´ je ale funkce pro
vy´pocˇet aktua´lnı´ pozice dome´n:
void LISimple::UpdateMatrix(float s,float x,float y,float z)
{
matice.clear () ;
glPushMatrix();
for( int i= 0; i < seznamElementu.size(); i++)
{
glLoadIdentity () ;
cLIElement ∗u = seznamElementu.at(i);
if (u−>bRozpadUse)
glTranslated(u−>centrum.x∗x + u−>centrum.x∗s ,u−>centrum.y∗y + u−>centrum.y∗s
, u−>centrum.z∗z + u−>centrum.z∗s);
MATRIX4x4 mat;
glGetFloatv(GL MODELVIEW MATRIX, mat.m);
if (matice.size() > i )
matice[i ] = mat;
else
matice.push back(mat);
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}
glPopMatrix();
}
Vy´pis 1: Algoritmus pro rozklad Simple (UpdateMatrix)
Ve funkci nejprve vycˇistı´me seznam matic. Pro zachova´nı´ zobrazovacı´ matice ji ulozˇı´me.
Na 5. rˇa´dku projdeme v cyklu prˇes vsˇechny elementy (dome´ny) a vytvorˇı´me matici s jed-
noduchy´m posunem za´visejı´cı´m na vy´chozı´ pozici modelu a sı´ly posunu rozkladu. Tato
matice je pote´ vlozˇena do seznamu matic. Nakonec vyta´hneme zobrazovacı´ matici zpeˇt
z pameˇti, aby bylo vsˇe v porˇa´dku.
Tree Rozsˇı´rˇeny´ algoritmus pro dı´lcˇı´ ovla´da´nı´ modelu. Prˇesny´ popis algoritmu je napsa´n
v kapitole 2.2.2.
void LIStrom::CreateLogic()
{
vybrany = NULL;
vector<cUzelv2∗> base;
for( int i=0; i<seznamElementu.size(); i++)
base.push back((cUzelv2 ∗)seznamElementu[i]);
vector<cUzelv2∗>∗ uroven0 = CallUroven(&base,0.003);
vector<cUzelv2∗>∗ uroven1 = CallUroven(uroven0,0.003);
koren = new cUzelv2Rodic();
cVector c(0,0,0) ;
for( int i=0; i < uroven1−>size(); i++)
{
koren−>seznam.push back(uroven1−>at(i));
cUzelv2 ∗pom = uroven1−>at(i);
cVector vecPom(pom−>centrum.x, pom−>centrum.y, pom−>centrum.z);
c += vecPom;
}
c = c∗ (1.0/( double)uroven1−>size());
koren−>centrum = c;
UpdateRodic(koren);
}
Vy´pis 2: Pseudo algoritmus pro rozklad Tree (CreateLogic)
Seznam bodu (center dome´n) se nejdrˇı´ve prˇekopı´ruje do pomocne´ho seznamu base. Na´sledneˇ
je pomocı´ funkce CallUroven nad tı´mto seznamem vytvorˇen seznam shluku˚ (uroven0).
A pote´ je i nad seznamem shluku˚ (uroven0) vytvorˇen seznam shluku˚ (uroven1). Jako
prˇedposlednı´ akce je vytvorˇenı´ hlavnı´ho uzlu a vyplneˇnı´ jeho seznamu potomku˚ se-
znamem uroven1. Takto jsme zı´skali stromovou strukturu s hloubkou 3, hlavnı´m uzlem
(korˇen) a listy stromu reprezentujı´cı´ centra dome´n modelu. Nakonec je zavolana´ funkce
UpdateRodic, ktera´ vsˇem uzlu˚m nastavı´ spra´vne´ho rodicˇe, pro snazsˇı´ pru˚chod stromu.
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vector<cUzelv2∗> ∗LIStrom::CallUroven(vector<cUzelv2∗>∗ sezUzlu,float f)
{
vector<cUzelv2∗> ∗ret = new vector<cUzelv2∗>();
NajdiShlukyRodic(f/4.0,ret ,sezUzlu,3);
NajdiShlukyRodic(f,ret,sezUzlu,0);
return ret ;
}
Vy´pis 3: Pseudo algoritmus pro rozklad Tree (CallUroven)
Funkce CallUroven je tvorˇena hlavneˇ funkcı´ NajdiShlukyRodic(). U´lohou te´to funkce je
najı´t nejdrˇı´ve male´ shluky a pote´ vetsˇı´ shluky. Nakonec je cely´ seznam vra´cen.
Na´sledujı´cı´ vy´pis funkce NajdiShlukyRodic() byla kvu˚li sve´ velikosti zredukova´na
jen na podstatne´ cˇa´stı´ a zredukovane´ cˇa´stı´ byly nahrazeny trˇemi tecˇkami a komenta´rˇem
o funkci, kterou plnily.
void LIStrom::NajdiShlukyRodic(double d,vector<cUzelv2∗>∗ sezU,vector<cUzelv2∗>∗ sezL,
int meze)
{
vector<int> ∗ maxSez = new vector<int>;
for( int i=0; i < sezL−>size(); i++)
{
...
// vytvoren cVector a reprezentujici shluk z i−teho prvku sezname sezL
for( int mm=0; mm < sezL−>size(); mm++)
{
...
// vypocet vzdalenostı´ delka mm−teho prvku z seznamu sezL k reprezentantu
if (delka <= d)
{
sez−>push back(mm);
pocet++;
}
}
...
// Pokud nalezeny seznam splnuje pozadavky na minimalni hodnotu a je nejvetsi nalezeny
stava se maxSez, jinak je smazan
}
...
// Vytvoreni uzlu predstavujici rodice nalezeneho shluku
...
// Vpocet stredu shluku z aritmetickeho prumemeru vsech prvku z seznamu maxSez
...
// Vyrazeni nalezenych prvku z seznamu sezL
NajdiShlukyRodic(d, sezU, sezL, meze);
}
Vy´pis 4: Pseudo algoritmus pro rozklad Tree (NajdiShlukyRodic)
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Funkce NajdiShlukyRodic nejprve vyhleda´ v cyklu nejveˇtsˇı´ mozˇny´ shluk. Na´sledneˇ pro
takovy´to shluk vytvorˇı´ rodicˇe a nalezene´ prvky do neˇj prˇirˇadı´. Nakonec jsou nalezene´
prvky ze seznamu vyrˇazeny a cyklus se rekurzivneˇ provede znovu, dokud nenı´ seznam
sezL pra´zdny´ nebo uzˇ nejde vytvorˇit shluky.
void LIStrom::UpdateMatrix(float s,float x,float y,float z)
{
matice.clear () ;
glPushMatrix();
for( int i= 0; i < seznamElementu.size(); i++)
{
glLoadIdentity () ;
if ((( cUzelv2 ∗)seznamElementu[i])−>setTransformation(s,x,y,z))
{
MATRIX4x4 mat;
glGetFloatv(GL MODELVIEW MATRIX, mat.m);
if (matice.size() > i )
matice[i ] = mat;
else
matice.push back(mat);
}
}
glPopMatrix();
}
Vy´pis 5: Pseudo algoritmus pro rozklad Tree (UpdateMatrix)
Ve funkci nejprve vycˇistı´me seznam matic. Pro zachova´nı´ zobrazovacı´ matice ji ulozˇı´me.
Na 5. rˇa´dku projdeme v cyklu prˇes vsˇechny elementy(dome´ny) a vytvorˇı´me matici s
transformacı´ podle funkce setTransformation, ktera´ se provede podle vnitrˇnı´ logiky vy-
tvorˇene´ho rozpadu. Tato matice je pote´ vlozˇena do seznamu matic. Nakonec vyta´hneme
zobrazovacı´ matici zpeˇt z pameˇti, aby bylo vsˇe v porˇa´dku.
Springs Teoreticky´ popis fungovanı´ Springs rozpadu je napsa´n v kapitole 2.2.2.
Trˇı´da cLIElement, jenzˇ reprezentuje vnitrˇnı´ prvek rozpadu a cˇa´stecˇneˇ tak definuje
chova´nı´ cele´ trˇı´dy pro rozpad, byla rozsˇı´rˇena na trˇı´du cSpring. Do trˇı´dy cSpring byl
prˇida´n seznam ukazatelu˚ na dalsˇı´ trˇı´dy. Seznam ukazatelu˚ prˇedstavuje logicke´ spojenı´
dvou dome´n. Prˇi prˇirovna´nı´ ke grafu je to jednosmeˇrna´ hrana grafu.
Da´le byla navrhnuta struktura sTMPBod pro vy´pocˇet nalezenı´ nejblizˇsˇı´ch dome´n. Ob-
sahuje kromeˇ informace, ke ktere´ dome´neˇ patrˇı´ (cSpring), take´ pole de´lky trˇi prˇedstavujı´cı´
nejblizˇsˇı´ nalezene´ dome´ny. Pro vy´pocˇet aktualizace transformacˇnı´ch matic byla prˇida´na
struktura sTMPMinBod, ktera´ obsahuje informaci o dome´neˇ a o sı´le, ktera´ na tuto dome´nu
pu˚sobı´.
Na´sledujı´cı´ ko´d, popisujı´cı´ algoritmus pro rozpad pomocı´ Springs, byl kvu˚li sve´ veli-
kosti rozdeˇlen na 4 cˇa´sti.
void LISprings::CreateLogic()
{
vector<cSpring∗> tmpList;
29
vector<sTMPBod> listZBod;
float plane = 0;
for( int i=0; i < seznamElementu.size(); i++)
{
tmpList.push back((cSpring ∗)seznamElementu.at(i));
}
sort (tmpList.begin() , tmpList.end(),sortFce);
Vy´pis 6: Pseudo algoritmus pro rozklad Springs (CreateLogic) 1/4
Nejprve je vytvorˇen pomocny´ vektor tmpList, do ktere´ho je prˇekopı´rova´n obsah se-
znamu center dome´n seznamElementu. Da´le je tento seznam serˇazen podle jedne´ z os.
Pomocı´ standartnı´ funkce sort je zavola´na funkce sortFce, ktera´ zarˇizuje porovna´va´nı´.
Tı´mto krokem prˇipravujeme algoritmus na pru˚chod zametacı´ rovinou po du˚lezˇity´ch bo-
dech ze seznamu tmpList. Take´ je vytvorˇen seznam aktua´lneˇ zpracova´vany´ch bodu˚ lis-
tZBod.
for( int i=0; i < tmpList.size() ; i++)
{
cSpring ∗ tmpBod = tmpList.at(i) ;
plane = tmpBod−>centrum.z;
for( int j =0; j < listZBod.size () ; j++)
{
sTMPBod ∗ bod = &listZBod.at(j);
// 1. vyradit body z seznamu
// podminka pro maxVzdalenost
if (bod−>pocet == 3)
if ((plane − bod−>bod−>centrum.z) > bod−>nejblizsi[2].vzdalenost)
{
// vyradit
bod−>bod−>pruziny.push back(bod−>nejblizsi[0].bod);
bod−>bod−>pruziny.push back(bod−>nejblizsi[1].bod);
bod−>bod−>pruziny.push back(bod−>nejblizsi[2].bod);
bod−>nejblizsi[0].bod−>pruziny.push back(bod−>bod);
bod−>nejblizsi[1].bod−>pruziny.push back(bod−>bod);
bod−>nejblizsi[2].bod−>pruziny.push back(bod−>bod);
// smazat z listu
listZBod.erase(listZBod.begin()+j ) ;
j−−;
continue;
}
Vy´pis 7: Pseudo algoritmus pro rozklad Springs (CreateLogic)2/4
Tı´mto setrˇı´deˇny´m seznamem tmpList zacˇneme procha´zet a posouvat zametacı´ rovinu
podle aktua´lnı´ho prvku ze seznamu. Pro kazˇdy´ posun zametacı´ roviny se projde seznam
aktua´lneˇ zpracova´vany´ch bodu˚ listZBod. A jestlizˇe je splneˇna podmı´nka pro vyrˇazenı´ to-
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hoto bodu, je bod vyrˇazen. Podmı´nky pro vyrˇazenı´ jsou dveˇ. Prvnı´ podmı´nka: pocˇet za-
znamenany´ch nejblizˇsˇı´ch bodu˚ je roven trˇem, a druha´, du˚lezˇiteˇjsˇı´ podmı´nka: vzda´lenost
roviny od bodu z aktua´lneˇ zpracova´vane´ho seznamu listZBod je veˇtsˇı´ nezˇ vzda´lenost
bodu z aktua´lneˇ zpracova´vane´ho seznamu listZBod k trˇetı´mu nejblizˇsˇı´mu nalezene´mu
bodu.
Vyrˇazenı´ bodu se prova´dı´ tı´m, zˇe se nejprve vytvorˇı´ logicke´ vazby mezi bodem, ktery´
se vyrˇazuje, a trˇemi nejblizˇsˇı´mi nalezeny´mi body. Nakonec je bod smaza´n ze seznamu
listZbod. Podmı´nka je ukoncˇena prˇı´kazem continue, protozˇe se jizˇ da´le tı´mto aktua´lnı´m
bodem zaby´vat nemusı´me.
// 2.spocitat vzdalenposti k tmp
float vzd = sqrt ( bod−>bod−>centrum.z∗ tmpBod−>centrum.z +
bod−>bod−>centrum.y∗ tmpBod−>centrum.y +
bod−>bod−>centrum.x∗ tmpBod−>centrum.x);
// jestlize je pocet mensi jak 3 tak pridat
if (bod−>pocet < 3)
{
bod−>nejblizsi[bod−>pocet].vzdalenost = vzd;
bod−>nejblizsi[bod−>pocet].bod = tmpBod;
bod−>pocet++;
continue;
}
if (vzd < bod−>nejblizsi[0].vzdalenost)
{
bod−>nejblizsi[2] = bod−>nejblizsi[1];
bod−>nejblizsi[1] = bod−>nejblizsi[0];
bod−>nejblizsi[0].vzdalenost = vzd;
bod−>nejblizsi[0].bod = tmpBod;
continue;
}
if (vzd < bod−>nejblizsi[1].vzdalenost)
{
bod−>nejblizsi[2] = bod−>nejblizsi[1];
bod−>nejblizsi[1].vzdalenost = vzd;
bod−>nejblizsi[1].bod = tmpBod;
continue;
}
if (vzd < bod−>nejblizsi[2].vzdalenost)
{
bod−>nejblizsi[2].vzdalenost = vzd;
bod−>nejblizsi[2].bod = tmpBod;
continue;
}
}
// 3. pridat tmp do seznamu
sTMPBod novy;
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novy.pocet = 0;
novy.pozice = 0;
novy.bod = tmpBod;
listZBod.push back(novy);
}
Vy´pis 8: Pseudo algoritmus pro rozklad Springs (CreateLogic)3/4
Pokud vsˇak nebyly splneˇny podmı´nky pro odstraneˇnı´, tak zjisˇt’ujeme, zda-li bod ze
seznamu tmpList nenı´ mezi trˇemi nejblizˇsˇı´mi body k bodu ze seznamu listZBod. Pokud
se vsˇak tento bod nale´za´ v blı´zkosti, tak je zarˇadı´me na prˇı´slusˇne´ mı´sto do seznamu
nejblizˇsˇı´ch bodu˚. Nakonec je bod ze seznamu tmpList zkopı´rova´n do seznamu listZbod,
aby se i pro neˇj nalezly nejblizˇsˇı´ body.
for( int j =0; j < listZBod.size () ; j++)
{
sTMPBod ∗ bod = &listZBod.at(j);
for( int i =0; i < bod−>pocet; i++)
{
bod−>bod−>pruziny.push back(bod−>nejblizsi[i].bod);
bod−>nejblizsi[i ].bod−>pruziny.push back(bod−>bod);
}
}
matice.clear () ;
for( int i=0; i< seznamElementu.size();i++)
{
glLoadIdentity () ;
MATRIX4x4 mat;
glGetFloatv(GL MODELVIEW MATRIX, mat.m);
matice.push back(mat);
}
}
Vy´pis 9: Pseudo algoritmus pro rozklad Springs (CreateLogic)4/4
Po skoncˇenı´ cyklu procha´zejı´cı´ seznam tmpList se mu˚zˇou nacha´zet v seznamu aktua´lneˇ
zpracova´vany´ch bodu listZbod body, pro ktere´ nebyly vytvorˇeny logicke´ vazby a nebyly
vyrˇazeny. Proto je nutne´ pro tyto body vytvorˇit logicke´ vazby a vyrˇadit je. A nakonec je
jesˇteˇ vytvorˇen seznam matic pro vy´pocˇet transformacı´.
Funkce pro aktualizaci transformacˇnı´ch matic je oproti dekompozici Tree slozˇiteˇjsˇı´.
Funkce pracuje na´sledovneˇ: pocˇa´tecˇnı´ stav meˇjme takovy´, zˇe jedna z dome´n byla vybra´na
a posunuta v prostoru neˇjaky´m smeˇrem. Ocˇeka´vejme, zˇe dı´ky Springs dekompozici se
na´sledneˇ posunou i ostatnı´ dome´ny stejny´m smeˇrem, ale jinou sı´lou. Sı´la, o kterou se
dome´ny posunou, bude za´viset na jejich vzda´lenosti od prvnı´ vybrane´ posunute´ dome´ny.
Cˇı´m vzda´leneˇjsˇı´ budou dome´ny, tı´m by meˇla by´t sı´la mensˇı´. Vy´pocˇet vzda´lenosti zde
nahradı´me vazbami mezi jednotlivy´mi dome´nami (pruzˇinkami). Dı´ky tomu ve vy´sledku
nemusı´ na vzda´lenosti za´viset sı´la, ale pouze na logicke´m propojenı´ mezi dome´nami.
void LISprings::UpdateMatrix(float s,float x,float y,float z)
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{
glPushMatrix();
vector<int> pouziteUzly;
vector<sTMPMinBod∗> cekaNaZpracovani;
cSpring ∗ b = (cSpring ∗)seznamElementu.at(vybrany);
pouziteUzly.push back(vybrany);
for( int i=0; i < b−>pruziny.size(); i++)
{
sTMPMinBod ∗ zrp = new sTMPMinBod;
zrp−>bod = b−>pruziny.at(i);
zrp−>vzdalenost = 0.9;
cekaNaZpracovani.push back(zrp);
}
// Vykonat posunuti
glLoadIdentity () ;
glTranslated(b−>centrum.x∗x∗10 ,b−>centrum.y∗y∗10, b−>centrum.z∗z∗10);
MATRIX4x4 mat;
glGetFloatv(GL MODELVIEW MATRIX, mat.m);
matice[vybrany] = mat;
for (; cekaNaZpracovani.size() != 0 ;)
{
sTMPMinBod∗ pr = cekaNaZpracovani.at(0);
cekaNaZpracovani.erase(cekaNaZpracovani.begin());
if (std :: find (pouziteUzly.begin(), pouziteUzly.end() ,pr−>bod−>node−>getID()) !=
pouziteUzly.end())
continue;
pouziteUzly.push back(pr−>bod−>node−>getID());
// Vykonat posunuti
glLoadIdentity () ;
glTranslated(b−>centrum.x∗x∗pr−>vzdalenost∗10 ,b−>centrum.y∗y∗pr−>vzdalenost∗10, b
−>centrum.z∗z∗pr−>vzdalenost∗10);
MATRIX4x4 mat2;
glGetFloatv(GL MODELVIEW MATRIX, mat2.m);
matice[pr−>bod−>node−>getID()] = mat2;
for( int i=0; i < pr−>bod−>pruziny.size(); i++)
{
sTMPMinBod ∗ zrp = new sTMPMinBod;
zrp−>bod = pr−>bod−>pruziny.at(i);
zrp−>vzdalenost = 0.8∗ pr−>vzdalenost;
cekaNaZpracovani.push back(zrp);
}
}
glPopMatrix();
}
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Vy´pis 10: Pseudo algoritmus pro rozklad Springs (UpdateMatrix)
Funkce UpdateMatrix si nejdrˇı´ve prˇipravı´ dva seznamy. Jeden seznam pouziteUzly bude
prˇedstavovat uzly, pro ktere´ byl jizˇ vy´pocˇet transformace uskutecˇneˇn a jizˇ da´le s nı´m ne-
musı´me pocˇı´tat. A seznam cekaNaZpracovani, ktery´ slouzˇı´ pro spra´vnou posloupnost
zpracova´va´nı´ uzlu. Na porˇadı´, v neˇmzˇ se uzly budou zpracova´vat, za´lezˇı´. Logicka´ struk-
tura propojenı´ mezi dome´nami je graf. Mezi prima´rnı´m uzlem ( ten, jenzˇ je vybra´n a
posunut) a neˇjaky´m dalsˇı´m uzlem, jenzˇ se ma´ take´ transformovat, existuje mnoho cest.
Z teˇchto vsˇech mozˇny´ch cest hleda´me tu nejkratsˇı´. K tomu na´m slouzˇı´ pra´veˇ seznam
cekaNaZpracovani, ktery´ bude zajisˇtovat, v jake´m porˇadı´ se majı´ uzly zpracova´vat.
Da´le provedeme prvnı´ vy´pocˇet posunutı´ pro vybranou prima´rnı´ dome´nu (uzel). Nej-
prve vezme vsˇechny logicke´ vazby, jdoucı´ od tohoto uzlu k jiny´m, a prˇida´me je do se-
znamu cekaNaZpracovani. Pro tyto u´cˇely vyuzˇijeme strukturu sTMPMinBod, ktera´ je
obohacena o konecˇnou sı´lu pu˚sobı´cı´ na dome´nu, ktera´ je na druhe´ straneˇ logicke´ vazby
(pruzˇiny). Posle´ze vypocˇteme transformacˇnı´ matici pro vybranou dome´nu a ulozˇı´me ji.
Potom v cyklu procha´zı´me seznam cekaNaZpracovani. Pro kazˇdy´ cyklus vezmeme
aktua´lnı´ prvek ze seznamu. Projdeme seznam pouziteUzly a pokud se v tomto seznamu
na´sˇ aktua´lnı´ uzel nenacha´zı´, tak ho tam prˇida´me. Da´le vypocˇteme pro tento uzel trans-
formacˇnı´ matici a ulozˇı´me ji. Nakonec vyta´hneme z aktua´lnı´ho prvku seznam vsˇech lo-
gicky´ch vazeb, ktere´ u sebe ma´, a ulozˇı´me je do seznamu cekaNaZpracovani.
Cyklus koncˇı´ v okamzˇiku, kdy nenı´ zˇa´dny´ prvek v seznamu cekaNaZpracovani.
4.3.2 Shader - phong
Teoreticky popis Phongova stı´novanı´ je napsa´n v kapitole 2.3.2.
Navrzˇena´ struktura pro vykreslenı´ modelu ma´ v urcˇite´m pohledu jednu vlasnost,
ktera´ je potrˇeba vyrˇesˇit prˇed samotny´m vykreslenı´m. Vnitrˇnı´ steˇna mezi dveˇma prˇilehajı´cı´mi
dome´nami se duplikuje. Takto sice vzniknou dveˇ steˇny, kazˇda´ u jedne´ dome´ny, ale tyto
steˇny sdı´lejı´ jednu norma´lu. Prˇi posunutı´ cˇi otocˇenı´ dome´ny mu˚zˇe by´t videˇt, jak se neko-
rektneˇ stı´nujı´ tyto steˇny. Proto prˇi vykreslova´nı´ v shaderu se kazˇda´ norma´la troju´helnı´ku,
ktera´ by byla ve stejne´m smeˇru jak je pohled kamery, ota´cˇı´. jak zna´zornˇuje vy´nˇatek ko´du˚
z vertex shaderu.
if (dot(vViewVec, vNormal) < 0.0)
vNormal ∗= −1.0;
Vy´pis 11: Pseudo algoritmus pro otocˇenı´ norma´ly
Zde uka´zany´ ko´d z pixel shaderu je zredukovany´ jen na podstatne´ cˇa´stı´.
...
void main (void)
{
...
float lambertTerm = dot(normalize(vViewVec), vNormal);
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if (lambertTerm > 0.0)
{
final color += color ∗ lambertTerm;
vec3 E = normalize(vViewVec);
vec3 R = reflect (−normalize(vViewVec), vNormal);
float specular = pow( max(dot(R, E), 0.0), 30);
final color += MSpecular∗(specular/5.0);
}
gl FragColor = final color ;
}
Vy´pis 12: Pixel shader
Nejprve se vypocˇte u´hel mezi smeˇrem kamery a norma´lou vykreslovane´ steˇny. Pote´ se
rozhodne, zda je steˇna osvı´cena´. Nakonec se prˇida´ reflexnı´ slozˇka a spekula´rnı´ slozˇka.
4.3.3 Vyhlazova´nı´
Popis algoritmu pro vyhlazova´nı´ byl napsa´n v kapitole 2.3.1.
Pro potrˇeby algoritmu pro vyhlazova´nı´ bylo potrˇeba zajistit spra´vne´ prˇisazenı´ rea´lny´ch
ID vrcholu˚ jednotlivy´ch elementu˚, protozˇe se v pru˚beˇhu zpracova´va´nı´ modelu ID vr-
cholu meˇnily. Rˇesˇenı´m tohoto proble´mu bylo vytvorˇenı´ specia´lnı´ho pole integeru s na´zvem
RealID. Toto pole se pote´ vyplnilo rea´lny´mi indexy vrcholu˚ ve funkci InitializeMeshParts
trˇı´dy FEMCreator z dat GeometryInfo.
Na´sledne´ vyhlazenı´ probı´ha´ po zavola´nı´ funkce smooth, ktera´ je funkcı´ trˇı´dy Sce-
neTree. Pro zrychlenı´ algoritmu je pole RealID setrˇı´deˇno. A ve funkci pomSSrovnej se
provede samotne´ vyhlazenı´.
Obra´zek 19: Uka´zka vyhlazenı´
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4.3.4 Vedlejsˇı´ u´lohy
GUI Jednou z vedlejsˇı´ch u´loh pro GUI bylo navrzˇenı´ prˇehledne´ho a jednoduche´ho syste´mu
nastavenı´ (naprˇı´klad pro barvu, pozadı´, bodu, apod..). Pro tuto funkci bylo vyuzˇito ex-
ternı´ho doplnˇku pro QT, prˇesneˇji sˇlo o trˇı´du QtTreePropertyBrowser. Jedna´ se o jed-
nouchy´ syste´m pro zobrazova´nı´ nastavenı´ formou tabulky.
Obra´zek 20: Uka´zka QtTreePropertyBrowser
Pouzˇitı´ te´to trˇı´dy najdeme uvnitrˇ trˇı´dy visualDockWidget. K te´to trˇı´deˇ byla navrhnuta
specia´lnı´ trˇı´da visualVariantItem, ktera´ byla zdeˇdeˇna z QtVariantProperty a prˇedstavuje
jednotlive´ polozˇky ze seznamu nastavenı´. Interakce s tı´mto GUI prvkem byla zprostrˇedkova´na
skrze funkci valueChangedProp, ktera´ byla spojena pomocı´ funkce connect s slotem va-
lueChanged.
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5 Testova´nı´
Tato poslednı´ kapitola je veˇnova´na testova´nı´ aplikace. Nalezneme zde popis modelu,
konfiguraci PC, na ktery´ch byly provedeny testy. Testy byly provedeny ve trˇech vlastnos-
tech. Jako vlastnosti, ktere´ budou otestova´ny, byly vybra´ny fps, vytı´zˇenı´ pameˇti a za´teˇzˇ
CPU. U kazˇde´ho testu nalezneme prˇehledny´ graf a zhodnocenı´ vy´sledku˚ tohoto testu.
Testova´nı´ je nedı´lnou soucˇa´stı´ kazˇde´ aplikace. Na te´to diplomove´ pra´ci (aplikaci) byly
prova´deˇny testy trˇı´ vlastnostı´. Prvnı´ vlastnostı´ bylo pocˇet frame per second (snı´mku za
sekundu), da´le oznacˇova´no jen jako fps. Druhou vlastnostı´ byla vytı´zˇenost CPU a trˇetı´
vlastnostı´ bylo sledova´nı´ pameˇti RAM.
Obra´zek 21: Uka´zka model 1
Aplikace byla testovana´ na pocˇı´tacˇi s konfiguraci Intel Core2 Duo CPU 2.10 GHz,
NVIDIA GeForce G205M, 4 GB RAM a syste´m Windows 7.
Jako testovacı´ modely byly zvoleny 3 za´kladnı´ modely, jenzˇ se nacˇı´taly z disku a byly
ve specia´lnı´m forma´tu. Modely vypadajı´ totozˇneˇ, jenom se lisˇı´ v detailnosti propracova´nı´
a pocˇtu dome´n.
Prvnı´ model zabı´ra´ na disku 1,94 MB. Ma´ 3045 vrcholu˚ a skla´da´ se z 13 dome´n. Na
obra´zku 21 si mu˚zˇete prohle´dnout, jak model vypada´.
Druhy´ model zabı´ra´ na disku 15,7 MB. Ma´ 90081 vrcholu˚ a skla´da´ se ze 17 dome´n. Na
obra´zku 22 si mu˚zˇete prohle´dnout, jak model vypada´.
Trˇetı´ a nejslozˇiteˇjsˇı´ model ze vsˇech testovany´ch modelu˚ zabı´ra´ na disku 52,6 MB. Ma´
273976 vrcholu˚ a skla´da´ se z 64 dome´n. Na obra´zku 23 si mu˚zˇete prohle´dnout, jak model
vypada´.
K testova´nı´ fps byly pouzˇity u´daje, ktere´ poskytuje sama aplikace, pro testovacı´ u´cˇely
byla vypnuta vertika´lnı´ synchronizace. Takzˇe rychlost fps neodpovı´da´ skutecˇne´ rychlosti
zobrazova´nı´ na monitoru, ale uda´va´ potencia´lnı´ rychlost vy´pocˇtu pro zobrazenı´ na mo-
nitoru. Na testova´nı´ vytı´zˇenosti CPU byl pouzˇı´t program Samurize, jenzˇ je k dispozici
pod licencı´ Freeware. Autorem tohoto programu je Gustav & Oscar Lundh. K monito-
rova´nı´ pameˇti RAM byl pouzˇı´t program RAM graf verze 1.999, ktery´ je taky k dispozici
pod licencı´ Freeware. Autorem programu RAM Graf je DExUS.
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Obra´zek 22: Uka´zka model 2
Obra´zek 23: Uka´zka model 3
FPS tedy pocˇet snı´mku za sekundu je, jak uzˇ na´zev vypovı´da´, du˚lezˇity´ pro rychlost
vykreslova´nı´. Rychlost vykreslovanı´ je jednı´m z nejdu˚lezˇiteˇjsˇı´ch faktoru pro pocˇı´tacˇovou
grafiku. Nı´zka´ hodnota fps mu˚zˇe zpu˚sobovat seka´nı´ obrazu nebo kazit iluzi pohybu. Pro
bezproble´move´ sledovanı´ pohybu objektu pro nasˇe oko je nejmensˇı´ uda´vanou hodnotou
25 fps. Naprosto dostacˇujı´cı´ hodnota by´va´ 60 fps.
Vy´kon CPU je takte´zˇ du˚lezˇity´. Veˇtsˇı´ vy´kon CPU znamena´ veˇtsˇı´ na´mahu na pocˇı´tacˇ a
neˇkdy znamena´ i porˇı´zenı´ rychlejsˇı´ho CPU a tedy drazˇsˇı´ na´klady.
Velikost spotrˇebova´vane´ pameˇti by meˇla jı´t ruku v ruce s velikostı´ nacˇı´tane´ho objektu.
Takzˇe i zde by meˇla by´t snaha o co nejmensˇı´ spotrˇebu pameˇti, protozˇe velka´ spotrˇeba
pameˇti znamena´ veˇtsˇı´ pameˇt’, a to zase navysˇuje potrˇebu veˇtsˇı´ investice peneˇz.
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5.1 Testova´nı´ - fps
Testova´nı´ fps probı´halo ve trˇech krocı´ch. Prvnı´m krokem bylo zmeˇrˇenı´ fps v klidove´m
stavu, kdy se s modelem nijak nemanipulovalo. Druhy´ test se zameˇrˇil na meˇrˇenı´ fps
prˇi na´hodne´ manipulaci s modelem. Ve trˇetı´m testu bylo meˇrˇeno fps prˇi manipulaci s
cˇa´stecˇneˇ pru˚hledny´m modelem. Testy probı´haly nad shaderem typu phong.
Obra´zek 24: Testova´nı´ fps - stav v klidu
V grafu vidı´me, zˇe model 1 a model 2 je jesˇteˇ nad hranicı´ dobre´ rychlosti fps. Model 3
je vsˇak uzˇ pod hranicı´, pocˇet fps se pohybuje okolo 24 snı´mku˚ za sekundu, cozˇ je prˇiblizˇneˇ
frekvence snı´mku˚ u filmu, ale u pocˇı´tacˇove´ grafiky je to uzˇ na hraneˇ se seka´nı´m obrazu.
Model 3 ma´ vsˇak 91kra´t vı´ce vrcholu˚ nezˇ model 1 a vzhledem k tomu je 24 fps dostacˇujı´cı´.
Obra´zek 25: Testova´nı´ fps -pracovnı´ stav
Na grafu 2 vidı´me mı´rny´ propad fps prˇi manipulaci s modelem. To je pochopitelne´ a
ocˇekavatelne´, protozˇe prˇi manipulaci s objektem se vykreslujı´ navı´c dalsˇı´ graficke´ prvky,
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jako jsou zvy´razneˇne´ hrany ploch nebo zvy´razneˇne´ body, take´ samotna´ manipulace potrˇebuje
urcˇity´ vy´pocˇet. Mı´rny´ propad vidı´me u vsˇech trˇech modelu˚. Tento propad se pohybuje
od 1% do 10%.
Obra´zek 26: Testova´nı´ fps s pru˚hlednostı´
Na grafu 3 lze videˇt prˇekvapujı´cı´ zvy´sˇene´ fps oproti norma´lu. Ocˇeka´vali bychom pro-
pad fps, protozˇe vykreslova´nı´ s pru˚hlednostı´ je slozˇiteˇjsˇı´. Avsˇak pru˚hlednost je pouzˇita na
objekty, u ktery´ch je vypnuta manipulace, a da´le jsou tyto modely zjednodusˇeneˇ vykres-
lova´ny. Proto je vy´sledne´ vykreslenı´ obrazovky u cˇa´stecˇneˇ pru˚hledny´ch modelu˚ rychlejsˇı´
nezˇ norma´lnı´ vykreslenı´.
Obra´zek 27: Testova´nı´ CPU
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5.2 Testova´nı´ - CPU
Testova´nı´m vytı´zˇenosti CPU (obra´zek 27) bylo zjisˇteˇno, zˇe nejslozˇiteˇjsˇı´ model 3, jenzˇ ma´
91kra´t vı´ce vrcholu˚ nezˇ model 1, zateˇzˇuje CPU dvakra´t tak vı´ce nezˇ model 1.
5.3 Testova´nı´ - Pameˇt
Prˇi testu pameˇti bylo hlavnı´m cı´lem zjistit jejı´ vyuzˇitı´ prˇed a po nacˇtenı´ jednotlivy´ch mo-
delu. Testy byly prova´deˇny dva. Jeden na zjisˇteˇnı´, kolik dany´ model zabı´ra´ v pameˇti
mı´sta. A druhy´ test, jenzˇ byl vypocˇten z prvnı´ho, byl zameˇrˇen na zjisˇteˇnı´ pomeˇru vyuzˇitı´
pameˇti modelem k pocˇtu vrcholu˚, ze ktery´ch se model skla´da´.
Obra´zek 28: Testova´nı´ pameˇti
Graf 28 na´m ukazuje absolutnı´ vyuzˇitı´ pameˇti. Tento graf na´m vsˇak nerˇekne skoro nic,
proto je lepsˇı´ podı´vat se na dalsˇı´ graf 29, kde je zobrazen pomeˇr vyuzˇitı´ pameˇti k pocˇtu
vrcholu˚ modelu. Zde vidı´me, zˇe se hodnota pohybuje okolo cˇı´sla dveˇ. Z toho vyply´va´, zˇe
ru˚st velikosti modelu v pameˇti je linea´rnı´ k velikosti modelu.
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Obra´zek 29: Testova´nı´ pameˇti/velikost modelu
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6 Za´veˇr
Vsˇechny cı´le byly splneˇny. Po implementacˇnı´ stra´nce byly navrhnuty a vypracova´ny
vsˇechny zadane´ u´koly, jmenoviteˇ dekompozice Simple,Tree,Springs, vyhlazova´nı´, sha-
der, u´prava a prˇida´nı´ GUI rozhranı´ a prˇida´nı´ alfa kana´lu. Testy na fps proka´zaly, zˇe si
aplikace poradı´ s maly´mi a strˇedneˇ velky´mi modely. U velky´ch modelu˚ testy proka´zaly,
zˇe zobrazovacı´ rychlost fps je na hraneˇ prˇı´pustne´ u´rovneˇ, ale sta´le dostacˇujı´cı´. Testy na
pameˇt na´m uka´zaly, zˇe spotrˇebovana´ pameˇt roste linearneˇ s velikostı´ modelu˚. Velkou roli
pro rychlost fps take´ prˇispeˇlo permanetnı´ nastavenı´ kreslenı´ pouze vneˇjsˇı´ch elementu˚.
Doposud se kreslily i vnitrˇnı´ elementy.
Implementace dekompozice do aplikace se zdarˇila. Vsˇechny trˇi dekompozice majı´
navrhnute´ vlastnosti a schopnosti. Dekompozice Simple je jednoduchou alternativou,
ktera´ je vhodna´ pro rychlou dekompozici pro jednoduche´ modely. Dekompozice Tree je
vhodnou volbou pro slozˇiteˇjsˇı´ modely, jenzˇ potrˇebujı´ prˇi rozpadu cˇa´stecˇnou kontrolu nad
modelem. Poslednı´ trˇetı´ dekompozice Springs se uka´zala jako vhodna´ volba pro slozˇite´
modely, pro ktere´ jsou predesˇle´ dveˇ dekompozice nedostacˇujı´cı´.
Vy´pocˇet vyhlazenı´ modelu je rychly´ a norma´ly ve vrcholem spra´vneˇ nastavujı´. Vyhla-
zova´nı´ a navrhnuty´ shader zlepsˇuje obrazovy´ vjem modelu. Prˇidane´ prvky graficke´ho
uzˇivatelske´ho rozhranı´ byly rˇa´dne´ umı´steˇny do oblasti, kam by meˇly intuitivneˇ patrˇit,
takte´zˇ jejich ovla´da´nı´ je jednoduche´ a prˇehledne´.
Vykonane´ testy uka´zaly dobrou kvalitu aplikace. Testy na fps proka´zaly dostatecˇneˇ
rychle vykreslenı´ i pro slozˇite´ modely. Testy na vyuzˇitı´ pameˇti proveˇrˇily dobre´ hospodarˇenı´
s pameˇti, tedy vyuzˇitı´ pameˇti roste linea´rneˇ s velikostı´ modelu. A CPU testy nezazname-
naly, zˇa´dne´ velke´ zatı´zˇenı´ procesoru. Celkove´ je aplikace svizˇna´ a rychla´.
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