Abstract. This paper describes an evaluation of a characterisation framework used to analyse mobile work scenarios to make software systems to support these scenarios. The framework identifies complexity issues of the systems to be taken into account when implementing it. The framework can also be used to elicit requirements from the scenario. Three research questions are investigated in this evaluation: 1) Can the framework be used to identify relevant challenges in the final system, 2) Can the framework be used to identify functional requirements for the final system, and 3) Can the framework be used to identify non-functional requirements for the final system. The evaluation of the framework was performed using the framework to analyse and implement an IT-support scenario. The paper also describes a web-tool for this framework that makes the characterisation process simpler. The tool introduces consistency rules to ensure more consistent characterisation of the scenarios.
Introduction
The explosive development the last decade in the mobile computing area has changed the way we communicate and work. Mobile phones and PDAs have become necessary tools to make life easier through functionality such as SMS, calendars, WAP-browsers etc. As mobile devices have become more powerful, it is now possible to create software systems for mobile workers that can improve the work processes. Such systems typically consist of various mobile clients connected to a server. They provide the mobile worker with necessary information and opportunity for filling in forms and reports on various locations. Development of mobile systems is different from development of distributed systems. When designing a mobile system, we have to overcome challenges in wireless communication, physical mobility, and portability [1] . Thus, it is important that these issues are examined carefully when considering the system requirements. In this paper, we review a framework that is used to identify challenges and possible requirements related to development of systems for mobile work. By mobile work, we consider work where the worker must move physically to some location to carry out his task. The goal of this framework is to identify the parts that are most complex and probably would be hardest to implement in a mobile support system. The framework has previously been used successfully to analyse mobile scenarios (like mobile journalist, mobile researcher, mLearning [6] ) to compare their characteristics. Although we found this analysis useful, it did not prove that the framework is adequate for developing software to support mobile work. The contribution of this paper is a presentation of the m tool used to apply the framework on scenarios, consistency rules to improve the quality of the characterisation, and most important an evaluation of the framework. In this evaluation, we want to investigate three research questions:
RQ1 Can the framework identify relevant challenges related to the development of mobile support systems for mobile work? RQ2 Can the framework introduce new functional requirements related to the development of mobile support systems for mobile work? RQ3 Can the framework introduce new non-functional requirements related to the development of mobile support systems for mobile work?
The first question investigates whether the framework does what it is supposed to do; i.e. to identify complexity in a system. The next two questions investigate whether new functional and/or non-functional requirements can be derived from using the framework. To answer the questions, we used the framework to analyse mobile scenarios when developing a system for mobile work. The rest of the paper is organised as follows: Section 2 describes the characterisation framework for mobile work, Section 3 describes how the framework was applied on the IT-support scenario, Section 4 gives describes the results of the evaluation, Section 5 relates this paper to similar work, and finally, Section 6 concludes the paper.
The Characterisation Framework
The MOWAHS characterisation framework is a method for analysing mobile work scenarios to create a mobile computing system supporting these scenarios. Such a system will typically be a process support system tailored for supporting mobile occupations, and consists of one or more servers and some mobile clients (laptops, PDAs, mobile phones etc.). The framework can be used in at least two ways: Firstly, it can be used as a check-list of issues you should consider when making computer support for mobile work. Secondly, the framework can be used to perform a more careful examination of the requirements for making a system to support mobile scenarios. This examination will produce requirement indicators that are useful for identifying complex parts of the system, type of client device, type of network, services needed, etc. To use our framework, a mobile scenario must be described as a set of tasks. A task is here similar to a use case in design of software systems. The framework is presented in Fig.  1 1 and is divided into four main categories: General specifies task structure and organisation, information specifies how information and data is used by a task, location specifies how a task depends on a geographical location, and time specifies the temporal properties of a task.
Fig. 1. The MOWAHS Characterisation Framework for Mobile Work
To apply our framework to a mobile scenario, we use the following steps:
1. Select the mobile scenario 2. Identify the different roles/actors in the scenario 3. For each role; identify tasks 4. For each task: (a) Write a task description using a task description template (b) Assign task priority (1-5 where 5 is most important) (c) Characterise the task using the framework (see Fig. 1 ) (d) Calculate the then requirement indicators for the task 5. Derive system requirements and priorities from the characteristics and indicators.
To measure the different characteristics in the framework, we use an ordinal scale (1) (2) (3) (4) (5) . High values indicate more complexity in terms of system requirements, while low values indicate lower complexity. Many of the characteristics do not use the full scale, but the values 1, 3 and 5 to get a uniform representation of extreme values. We are aware that mathematically it is not correct to calculate mean value of the ordinal scale, but we have found it useful to do so. We define the importance of a task by assigning a weight on a scale 1-5 (from very low to very high).
Requirement Indicators
From the scores on the twenty characteristics in our framework (see G1-G5, I1-G5, L1-L5 and T1-T5 in Fig. 1 ), we can compute indicators that can help us analysing the mobile scenario and help us prioritising and extracting nonfunctional and functional requirements. The requirement indicators we have identified for our framework are: General Task Indicator (GTI) is an average of G1-G5. A high GTI score indicates that the underlying process and transaction infrastructure (e.g. workflow system) must be advanced. Information Complexity Indicator (ICI) is an average of I1-I5. A high ICI score indicates that the end-system must cope with complex information presentation, management and transmission. The ICI can also be used to select the appropriate hardware and software to be used as mobile client and server. Location Complexity Indicator (LCI) is an average of L1-L5. A high LCI score can indicate that the end-system must be location-aware, include GIS functionality, and use a mobile client suitable for mobility in terms of weight, size, battery power etc. Time Complexity Indicator (TCI) is an average of T1-T5. A high TCI score indicates that time management and coordination of tasks, and advanced transaction support might be necessary. In addition, the TCI also indicates the level of performance and availability required. Network Connectivity Indicator (NCI) is an average of G3, G4, G5, L4 and T1 and indicates the level of connectivity between the mobile client and the server. It determines the required networking capabilities of the mobile client. Further, it indicates non-functional requirements for the system such as reliability and latency. Network Speed Indicator (NSI) is an average of I3-I5. A high NSI score means that the transmission speed and quality of service must be high between the mobile client and supporting servers. The NSI also indicates what wireless network technology can be used for the end-system. Energy Consumption Indicator (ECI) is an average of I5, L1, L2, L3, and T5. A high ECI score means that it is likely that the mobile client device to complete the task will consume much energy. Transaction Support Indicator (TSI) is an average of G3, G4, G5, T1, T4, and T5. TSI describes the need for flexible/advanced transactional support. A high TSI score indicates that the transactional support must be flexible and advanced (beyond ACID transactions). Mobility Indicator (MI) is an average L4 and L5, and indicates how much mobility is involved. The MI is useful for determining the complexity of the environment the mobile client will operate in, e.g. variation in wireless networks. A high MI will affect the choice of equipment (device) and tools necessary to accomplish the task. Task Complexity (TC) is an average of all characteristics of a task and indicates the complexity of one task. The TC is useful for finding the most complex task that should have the most attention in a further examination.
The Framework Applied to Develop a Mobile Application
In this section, we describe how we applied the framework to implement a system for supporting mobile IT-support.
The Mobile IT-support Scenario
In 2002, we investigated ways of improving the software system used by our IT-support department to manage incoming requests from users, assigning these requests to appropriate personnel and follow up these requests. The IT support department used a system called the Request, Users, and Sys-admin To-do Ticket System (RUST) [7] . RUST is web-based, mainly used to manage requests from users by putting the requests in queues, assigning user requests to IT-personnel, tracking status of requests etc. A big problem with this system was that the IT-support staff did not update the status of tasks in the system when completing the task. This caused the number of user requests in RUST to grow uncontrolled, and it was impossible to know the actual status of user requests. We therefore proposed to extend the RUST system with mobility support, to make it possible for the IT-support staff to use mobile clients at work. This would make it possible to bring important information about the tasks to the labs or offices of concern, write a short report of how the task was solved, and change the state of the task as "resolved" when completed. To extend the RUST system, we started to create a scenario that described the mobile tasks. We first identified the roles involved: Support manager, Support desk and Support engineers. We found that only the support engineers had to move around to do their job. We then identified the mobile tasks for the support engineer role: 
Characterisation of the Scenario
The scenario was characterised using a web-based tool called m. Initially, we started to use a simple spreadsheet to characterise mobile scenarios using our framework. However, inexperienced users of the framework found it difficult to know what numbers to choose for the different characteristics. To make this easier, we decided to make a web-based system that could guide the user through the framework by providing useful information for every step of the process, and warn the user when he tried to enter inconsistent values for related characteristics. We created seven consistency rules used by the tool:
If the freshness of data required or produced by a task is within seconds, the data transmission must be fast. Rule 2: L4 = 5 ∨ L5 = 5 =⇒ L1 = 5 If the task must follow a specific route or if it must report its location, the task is location dependent. Rule 3: T 3 = 5 =⇒ G2 = 5 If a task must be coordinated with other tasks in respect to time, the task is then part of a sequence. Rule 4: I2 = 5 =⇒ G5 = 5 If a task requires streaming, it will require exchanging data many times with another task (the server). Rule 5: G3 = 5 =⇒ T 1 = 5 If a task is ad-hoc, then it is event-triggered.
If a task has time constraints or is part of a sequence, or has route constraints, it must be planned in advance. Rule 7: T 4 = 5 =⇒ T 5 ≥ 2 If a task can halt and later resume from where it left off, it must have a lifetime that can at least be measured in minutes.
The m tool can be used to analyse any scenario as long as the process described in Section 2 is followed. The tool allows redefining our existing framework by adding, changing and removing characteristics, but also by creating new frameworks for analysing other properties than mobility. In addition, consistency rules can be added, changed or removed. When using the tool, the user is guided through all the necessary steps to carry out a proper characterisation. The process can be divided into two main parts:
Part 1: Defining the Scenario First the user is asked to create a scenario by giving it a name and a short description. The scenario description is then extended by adding all the roles that are involved in the scenario (see Fig. 2a ). The next step is then to describe all the tasks that should be a part of the scenario along with selecting the responsible roles for each task (see Fig. 2b ). A task is described by a name, description, responsible role, and pre-and postcondition related to location, resources and other tasks. It is up to the user to decide the level of detail in task descriptions, but name and responsible role are mandatory.
Part 2: Characterising the Scenario
The characterisation is performed by giving scores to the twenty characteristics in the framework as shown in Fig.  3 . The user interface for the characterisation consists of three main parts: The upper left area, where the user applies drop-down menus to select score for every characteristic; the right area, where the current task is described with is attributes; and the down left area, where the user is warned about violations of consistency rules.
The user can choose to ignore these rules or change his/her characteristics to comply with the rules. In the following section, we present the results of applying the m tool on the IT-support scenario. 
Results of the Characterisation
The results from applying the MOWAHS characterisation framework to the ITsupport scenario are shown in Table 1 . To improve the quality of the characterisation, the scenario was characterised by three people and the results where compared. The three results where consistent only with small variations. We believe the consistency rules and the tool have improved the precision of the framework. We can see from task complexity (TC) scores in the table that Task 3 is the most complex of the three tasks. We can also see that Task 3 has the same or higher values on all indicators than the other two tasks. Task 3 has also the highest priority and we will concentrate the analysis on this task, as it will most likely cause the main challenges in the system. If we first consider the GTI, ICI, and LCI, we can see that they all have the value 3.40. This means that they are all above average complexity. A more thorough analysis shows that Task 3 requires workflow/process support enabling dynamic and unpredicted behaviour, like defining new activities on the spot and redefining parts of the process during enactment. Further, it is necessary to enable synchronisation of data between enacted activities.
Requirement Indicator
An analysis of ICI shows that the mobile client should be updated frequently to notify changes to others using the system. Also the mobile device should be able to display graphics, but a full-fledged multimedia device is not necessary.
A further analysis of the LCI shows that Task 3 is location-dependent, as it might utilise and produce services at the location, and that the location should be reported. This indicates that the system should provide some kind of locationawareness.
The TCI score is 4.00 which indicates that system should allow scheduling of tasks and that the process model should have a time attribute as a part of the task description.
The NCI indicator is 5.00, and indicates that the mobile client must be continuously available (online) to support the system engineer. This means also that the system can only be used effectively within the actual range of a wireless network. If we consider the NSI with the value 3.67, the network speed should be between medium (UMTS) and high (IEEE 802.11b ). This will also put limitations on the kind of hardware we can use in the final system.
The ECI for Task 3 is 3.25. It indicates that the mobile client used to support the task, will consume about half of maximum power. If the ECI has been very high, it could have indicated that the mobile client might need to recharge between every task and could not perform several tasks without access to electric power.
The TSI for Task 3 is 4.50. It indicates that such a system is likely to require a transaction support beyond standard ACID and that strict locking cannot be used. This also means that we need some mechanism/infrastructure to warn users and enable negotiation between users that try to access and modify the same data.
Finally, the MI has value of 3.00. It shows that Task 3 has average mobility, and this indicates that the mobile client device should be rather small and light. In addition, since mobility is involved, the mobile client device should also survive a fall down on the floor or likewise. Further, this will also mean that the user interface of the system has to adapt to a small screen, and a full-size keyboard cannot be used.
Requirements Found by the Framework
We can summarize the following requirements based on the characterisation of the scenario (the indicator the requirement is extracted from is given in parenthesis):
Functional requirements for the system: RS1 Must provide a workflow infrastructure to enable management of updates/changes of tasks during enactment (GTI). RS2 Must enable data exchange between tasks during enactment, e.g. between two mobile clients (GTI). RS3 Should provide location-aware services to the user (LCI). RS4 Must enable tasks to be related to time and support for executing tasks at a specific time (TCI). RS5 Must offer a transaction support beyond standard ACID-properties (more flexible) (TSI). RS6 Must provide infrastructure for handling conflicts between users accessing the same data (TSI). RS7 Must provide user interfaces adjusted for the small mobile device that only show the necessary information and widgets (ICI, LCI and MI). RS8 Must allow buffering of necessary information on the client in case of network disconnection (ICI, LCI and MI).
Non-functional requirements for the mobile client device:
RM1 Must be able to display some graphics, but full multi-media capability is not necessary (ICI). RM2 Should have a built-in network interface for IEEE 802.11b or better (NCI and NSI). RM3 Must have a battery that can last several hours even if the wireless network is used continuously (LCI, MI, NCI, and ECI). RM4 Must be small, light, and endure falling down to the floor (LCI and MI).
Non-functional requirements for the infrastructure:
RI1 Must have full coverage of a wireless network in the areas the system will be used in (NCI and NSI). RI2 Must have a wireless network capacity of IEEE 802,11b or faster (NCI and NSI). RI3 Must provide a way of detecting the position of mobile clients to enable location-aware services (LCI).
Development of a Mobile IT-support System
Our first idea of developing a system for mobile IT-support was to extend the existing RUST system [7] . However, we found that the architecture of RUST was not easy to extend and also had poor performance because all data was represented in various text files and not in a database. Since our IT-department was familiar with the RUST system, we wanted to provide roughly the same user interface and functionality as the existing system. In addition, we wanted to expand the system with mobility functionality based on the requirements found in Section 3.4.
The Mobile IT-Support System
From the requirements given in Section 3.3, we started to investigate how these could be integrated in the design of the system. Firstly, we found that the original process model of RUST had to be extended to relate location and time to a task. In addition, we had to add a location model that could relate rooms, buildings and campuses to a location. We ended up with a hierarchical location model that can identify object position based on room, section, floor, building, and campus. The model describes every level in a distance matrix, enabling us to determine the distance between two locations.
Secondly, we started to look at what kind of location-aware services we should provide the user. For the support manager role, we found it useful to be able to "sort" tasks according to their location. Thus, we could assign all tasks that are geographically close to the same support engineer to improve work efficiency. We wanted to track the locations of the engineers using the system, to automatically assign new incoming tasks in the same area. For a support engineer, we wanted to provide a service for sorting the assigned tasks according to proximity. The mobile client should automatically show relevant tasks for an engineer in a specific area. This would, e.g., make it possible for a support engineer to go to a PC-lab and get a list of all the tasks related to this lab on the mobile client.
Thirdly, we found that an advanced transaction model was required for the system. Support engineers share information on pre-assigned, on-going and completed tasks. In addition, they share data concerning their experiences and knowledge about previously performed tasks. To be able to do this, a knowledge base storing such information had to be provided. Maintaining consistency and durability is important ensuring that all involved parts can have access to the correct information at any time. However, since sharing is emphasised, an engineer should be allowed to see what another engineer is doing. To enable this, transaction isolation could be relaxed. Further, as a task may last a long period of time, it is important to allow engineers to save parts of their on-going tasks. It could happen that tasks must be terminated due to some failures or other situations. When tasks are aborted we also have to be able to allow them undo only parts of their tasks rather than aborting all. This calls for a relaxed atomicity. To summarise, ACID transactional support would be too rigid for this kind of application; instead, we have to allow relaxed atomicity and isolation, but at the same time preserve consistency and durability. A transactional framework proposed in [5] can be used to achieve this. Unfortunately, we did not have a finished implementation of a transactional framework that could be used, so we had to leave out this part in the final system.
The Mobile Client and the Infrastructure From our characterisation, we found that the mobile device used as a client in the system should be small and have an interface to a wireless network with high bandwidth. All the buildings the IT-support is responsible for have full coverage of an IEEE 802,11b wireless network. This means that the mobile clients used in the system can either be laptop PCs or PDAs with WLAN capabilities. In addition, the whole campus has full coverage of a GSM wireless network allowing the use of mobile phones as client devices. The main problem of using mobile phones is the slow GSM network and the cumbersome input device. We found that the PDA would fit best as a mobile client because of network capabilities and size. However, as most of the staff of the IT-department owns a mobile phone we wanted to provide a client for such devices as well. Our system ended up with support for three kinds of devices: Portable and stationary PCs using standard webbrowsers; WLAN-enabled PDAs using limited web-browsers; and mobile phones using WAP browsers.
As these devices have very different characteristics, we did not offer all the system's services to all devices, for instance, the assignment and management of tasks is only possible in the client for PCs. On mobile phones, it is only possible to look through the relevant tasks and change status of these tasks. The functionality of the system is not tailored for each type of client, but the PDA and mobile phone provides a subset of the available functionality. The user interface, however, is tailored for the three kinds of clients. The mobile phone is supported through a WAP/WML interface, while a HTML interface is provided for the PDA and the PC. The HTML for the PDA is adjusted for small screens and does not include frames. Fig. 4 shows how the system looks at a portable PC (a), a mobile phone (b), and a PDA (c). One problem of our system was to localise the mobile clients. We planned to use the base-stations in the WLAN network for positioning, but could not it was not supported in the network. We solved this problem by letting the user explicitly report his position through a user-interface.
Results of the Evaluation
In the spring of 2003, we completed the implementation of the prototype we called MObile Nagging Geek Organiser (MONGO) [9] . The MONGO system had all the functionality of RUST, had support for mobile clients and had mobility support through location-awareness. Two students working for about one year carried out the work. From the early beginning of the project until the project was finished, we made a note about how the usage of the framework affected the development of the system. This was done to be able to answer the research questions we wanted to investigate.
The first research question (RQ1) asked whether the framework could identify relevant challenges. From the findings in Section 3.3, the main challenges (requirement indicators with highest value) identified were an unpredictable and dynamic process, complex timing of tasks, users updating/accessing the same data, high level of required network connectivity, and high-speed network. The three first challenges are functional challenges, while the two last are infrastructure challenges. For the latter, we discovered that this was not really a challenge for deploying the system as we had the infrastructure in place. It is perhaps wrong to say that the issues concerning high scores on network connectivity and speed introduces complexity in the system. However, if the infrastructure in our campus area had not been in place, it would be quite expensive and time consuming to install such networks. For the former three functional challenges, we found these problems too complex to implement ourselves. One solution would be to acquire an advanced workflow system that handles dynamic processes, scheduling, and advanced transactions. The conclusion is that the framework indeed identified relevant challenges from the scenario even if we did not overcome the challenges in the final implementation.
The second research question (RQ2) asked whether the framework could be used to identify new functional requirements. In Section 3.4, eight functional requirements (RS1-RS8) identified by using the framework are listed. Some of these requirements are related to the main challenges described in the previous paragraph (RS1, RS4, RS5, and RS6) and was not implemented in the final system. The rest of the functional requirements were implemented in the system. When designing and implementing the system, all the functional requirements were relevant and important to the system. However, could we have come up with this list without using the framework? The requirements that we already had identified before using the framework were RS1, RS2, RS4 and RS7. Analysing the scenario using the framework discovered the rest of the requirements. It is not only the computed numbers of indicators that lead to the new requirements, but the characterisation itself forced the designers of the system to consider various aspects. To conclude, we found that the framework is a useful tool for identifying new functional requirements.
The third research question (RQ3) asked whether the framework could be used to identify new non-functional requirements. In Section 3.4, seven nonfunctional requirements are listed (RM1-RM4 and (RI1-RI3). The non-functional requirements that we identified were relevant to the final system, but were not very useful. Most of these requirements must be tested with respect to response times and system performance before knowing for sure that the correct equipment and infrastructure is used. However, when we tested the system on a GSM phone and a WLAN PDA we discovered that the network speed indicated by the framework was correct. To conclude, we found the framework only partly useful for identifying new non-functional requirement. This was mainly because the framework could not give any quantifiable non-functional requirements that could formally be checked.
We are not aware of any other similar characterisation framework for mobile work. We will therefore in this section outline research that is related to characterisation of mobile scenarios.
Maccari [2] presents an example of requirement engineering challenges in the mobile telephones industry due to the complexity of mobile phone architecture and performance. In addition, requirement engineering for mobile telephones has to cope with many issues such as protocols and technology standards. Also, the limitation of wireless devices, such as network connectivity and network speed, implies important challenges that developers have to deal with. The author argues that requirement engineering is a collaborative task.
Zimmerman [10] suggests the "MOBILE" framework to determine when mobile computing technology should be used to solve challenges related to mobility. This framework focuses on the current technology and software development trends in mobile computing. Further, common related scenarios are discussed, including news reporting and hotel operations. The framework provides a useful overview of necessary support needed for specific mobile environments. However, the framework does not provide any guidelines for how to develop or design systems for mobile support.
Satyanarayanan [8] identifies four constraints of mobile computing which mainly are concerned with limited resources, physical security (e.g. hazards), and communication and durability issues. Another approach is proposed by Forman and Zahorjan [1] who examine three basic features of mobile computing including wireless communication, mobility and portability. These two approaches provide different ways of addressing mobility issues. The former focuses on connectivity issues, while the latter deals with Quality of Service (QoS), such as network bandwidth and device durability.
Rakotonirainy [4] discusses current and future technologies (e.g. CORBA and mobile IP), adaptable to mobile computing environments. For this, he presents a scenario revealing the limitations of the current technology. Although characteristics of mobile work can be derived from this approach, he does not provide a comprehensive framework for characterising mobile work environments.
The related work above mainly focuses on the technical aspects of mobile computing. Our framework investigates mobile computing from another point of view by focusing on the mobile scenario to be supported.
Conclusion
In this paper we have presented an evaluation of a characterisation framework that can be applied to mobile work scenarios in order to create a software system to support such scenarios. The evaluation shows that the framework is useful for identifying challenges and functional requirements when developing systems that should provide support for mobile work. We discovered that the framework was not so useful for identifying non-functional requirements. The framework was found very useful for analysing the mobility aspects of a scenario to be implemented as a system. The characterisation process is useful in itself by systematically focusing on the various aspects of mobile scenarios. Further, the computed requirement indicators will produce a profile of the characteristics of the scenario. The indicators help the designer of a system to identify the complex parts of the mobile system that could lead to decisions on buying COTS components that must be integrated in the system. The framework can also help improve the planning and resource usage in later phases of the project by outlining the hard parts. The future will bring many possibilities in providing computer support for mobile work, and believe that our framework can help in developing such systems.
