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hand,  a  dynamic  offset  to  achieve  a  high  security  level.  The  performance  and  security  of  the 
proposed  algorithm  were  compared  to  Advanced  Encryption  Standard  and  Data  Encryption 
Standard symmetric encryption algorithms. The proposed algorithm achieved the lowest running 
time with  comparable memory  usage  and  satisfied  the  avalanche  effect  criterion with  50.1%. 










finance.  The  collection  and  storage  of  potentially  sensitive  information  raises  serious 
security and privacy concerns. 











































clients  to  cloud  servers,  the  rise of  the  Internet of Things,  and  the  shift  from desktop 
computers to mobiles and other small devices. Although robust cryptographic solutions 




time applications. For  example,  the Advanced Encryption Standard  (AES)  [4]  requires 
several iterations over a round function, which negatively impacts the performance of the 
system. As a result, many current applications have abandoned data encryption in order 

















when  searching  for  a  specific  value.  Thus,  higher  computational  efficiency  is 
achieved. 






The  performance  and  security  of  the  proposed  algorithm  were  compared  to 
benchmarked symmetric encryption algorithms AES‐128 and Data Encryption Standard 




3  introduces  the  system  framework.  Section  4  presents  the  experimental  evaluation. 
Section 5 discusses the results. Section 6 concludes the paper. 
   






whom  it  is  intended can read and process  it. Cryptographic algorithms can be divided 
into  two main  categories:  symmetric  and  asymmetric  key  encryption.  Symmetric  key 
encryption uses one  secret key  to  encrypt and decrypt data, whereas asymmetric key 
encryption  requires  two  different  keys  (public  and  private  keys). Classic  ciphers  are 
character‐oriented ciphers which can only be used to encrypt text. These can be divided 
into substitution ciphers and transposition ciphers. In a substitution cipher, each plaintext 



























multiple  iterations.  Each  iteration  works  by  combining  different  transformations  to 















substitution boxes, and a genetic algorithm. First,  the  input  file  is divided  into several 
























information.  It  uses  a  Dynamic  Encryption  Determination  (DED)  algorithm  to 










adopted  in  [32], where a  lightweight cipher schema generated a dynamic key  for each 
input message by hashing the session key. 
Chaos  theory was  recently used  in  cryptosystem design  [30] due  to  its desirable 
features,  such  as pseudo‐randomness,  complexity,  and  sensitivity  to  initial parameter 
changes  [8].  Jallouli  et  al.  [33]  proposed  a  stream  cipher  that  uses  a  combination  of 
multiple chaotic maps for improved robustness, security, and complexity. However, most 
of these schemas have various limitations, such as vulnerability to classical attacks [34] 
and  complexity of  floating  computation  and hardware  implementation  [35]. Recently, 
Ding et al.  [36] attempted  to overcome  the chaos problem by proposing a chaos‐based 
algorithm  that utilizes a  logistic map alongside nonlinear  feedback  shift  registers. The 
algorithm has been analyzed using conventional cryptanalysis as well as a statistics‐based 
experiment and the results were encouraging. Other studies have attempted to hybridize 




In  this work, we propose a novel  technique called Encryption  technique based on 
ASCII values of Reflection Tree (E‐ART). The binary tree supports the English language 
using ASCII, as shown in Figure 1. The tree nodes represent the ASCII character values, 
which  range  from 0  to 127. The E‐ART algorithm uses a 128‐bit symmetric key  that  is 
divided into a static and a dynamic part. The static part changes for every session, and the 



















𝑂𝑓𝑓𝑠𝑒𝑡   Variable offset computed based on the properties of the tree   
R  The root node of the tree 
𝑁   Adjusted value of N so that it is within the range of maximum value 









that  changes with  each  character  value.  The  inclusion  of  the  dynamic  offset  ensures 
considerable  randomness  in  the key,  thus guaranteeing  the  security of  the  encryption 
process. The key derivation process is as follows: 
3.1.1. Initial Key 
This  is  a  secret key  shared between  legal  entities  that  can be  renewed  after  each 
session or depending on the system’s configuration. However, key management between 
legal entities  is not the  focus of this work. An  initial key consists of two values, N and 
Variance, both of which are used  to generate  the offsets. N  represents an  integer value 




Variance  is used  to compute  the pseudo‐random number value as part of  the dynamic 
offset. The offsets used are as follows: 
 Variable offset.  It  is calculated mathematically using  the proposed  tree properties. 
The left and right nodes are shown in Figure 1. It uses the N value derived from the 
initial key to calculate 𝑁   and its reflection node 𝑁   and then generate the value of 
𝑂𝑓𝑓𝑠𝑒𝑡 . This value is added to the initial reflection value according to Equations 
(3)  and  (4)  to  add more  complexity  and  prevent  cryptanalysis  attacks  that  take 
advantage of one‐to‐one mapping. It is computed as follows: 
𝑁 𝑁 𝑚𝑜𝑑 𝐿𝑒𝑛  
𝑁 𝐿𝑒𝑛 𝑁 1 
𝑂𝑓𝑓𝑠𝑒𝑡     
R  𝑁  mod 𝑁   if 𝑁 Root





























𝑉𝑎𝑙   𝐿𝑒𝑛  𝑉𝑎𝑙 1  (3)
However, some issues with the initial reflected value remain: 




To  tackle  these  issues, we propose  adding multiple offsets  to  the  initial  reflected 
value. First, to avoid the appearance of non‐printable ASCII characters, a constant offset 










                        𝑉𝑎𝑙
  𝑋 % 𝐿𝑒𝑛 𝑂𝑓𝑓𝑠𝑒𝑡   ,𝑋  𝐿𝑒𝑛
𝑋                           ,𝑋 𝐿𝑒𝑛
  (4)
where X =  𝑉𝑎𝑙  𝑂𝑓𝑓𝑠𝑒𝑡  𝑂𝑓𝑓𝑠𝑒𝑡 . 
If the value X is less than the maximum character space  𝐿𝑒𝑛 , then it is considered 
the reflected value. If the reflected value is greater than  𝐿𝑒𝑛 , then it is computed in the 




Cryptography 2021, 5, 4  8  of  16 
 
 




the  pseudo‐random  number.  This makes  the  relation  between  the  plaintext  and  the 
ciphertext  more  random  and  complicated,  which  strengthens  protection  against 
cryptanalytic  attacks  since  the  encryption/decryption  process  becomes  dynamic  and 
different for each character. Combining Equations (3) and (4) yields (5) as follows: 






 The variable offset 𝑂𝑓𝑓𝑠𝑒𝑡   is generated using N, the first value of the initial key, 
and the properties of the tree—R, 𝑁 , and 𝑁 —as shown in Equation (1). 
 For each character in the list, the initial reflected value  𝑉𝑎𝑙    for each character 
is calculated using Equation (3). 
 For each character in the list, the dynamic offset is generated by a pseudo‐random 
generator  using  Variance  on  the  second  value  of  the  initial  key  and  characters’ 
positions, as shown in Equation (2). 

















3: Get the  𝑉𝑎𝑙   for each character 
4: Get the  𝑂𝑓𝑓𝑠𝑒𝑡   from Equation (1) 
5:    while all words in input_list are not iterated, do 
6:    word = pop word from input_list   
7:    for each character in word do 
8:      Get  𝑉𝑎𝑙   of character from Equation (3) 
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9:      Get  Dynamic offset  from Equation (2) with 
10:      Let X = (𝑉𝑎𝑙    +  𝑂𝑓𝑓𝑠𝑒𝑡 +  𝑂𝑓𝑓𝑠𝑒𝑡 ) 
11:      if X is greater than  𝐿𝑒𝑛  
12:                    𝑉𝑎𝑙   = [(X mod  𝐿𝑒𝑛 ) +  𝑂𝑓𝑓𝑠𝑒𝑡   +  Dynamic offset] 
13:      else 
14:                    𝑉𝑎𝑙 = [X +  Dynamic offset] 
15:      end if 
16:    end for 
17:    append  𝐶ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟  of  𝑉𝑎𝑙   to EncryptedWord 
18:                                                append word or EncryptedWord to EncryptedList 
20:      end while 
21:         Write all values from EncryptedList to output document 










 Value X is generated by subtracting the dynamic offset from  𝑉𝑎𝑙 . 
 Then,  we  check:  if  subtraction  of  variable  offset  𝑂𝑓𝑓𝑠𝑒𝑡   and  constant  offset 
𝑂𝑓𝑓𝑠𝑒𝑡   from X is less than 0, then set Quotient to be equal to 1; otherwise, set 
Quotient value to be equal to 0. 
 Generate  the  𝑉𝑎𝑙   by multiplying  𝐿𝑒𝑛   and  Quotient  and  then  subtract  X, 
variable offset 𝑂𝑓𝑓𝑠𝑒𝑡 and constant offset 𝑂𝑓𝑓𝑠𝑒𝑡 . 
 Generate decrypted value by subtracting  𝑉𝑎𝑙   from  𝐿𝑒𝑛   plus 1. 
 Decrypted  value  is  converted  to  the  equivalent  ASCII  character  to  produce  the 
decrypted character. 
 Append the character to the decrypted list. 
 Once  all  characters  in  the  ciphertext  are  decrypted,  the  decrypted  text  file  is 
generated. 
Algorithm 2: Data Decryption Algorithm 




3: Get the  𝑉𝑎𝑙   for each character 





6:    word = pop word from input_list   
7:    for each character in word do 
8:      Get Dynamic offset  from Equation (2) 
9:      Let X =  𝑉𝑎𝑙   − Dynamic offset 
10:      if (X − 𝑂𝑓𝑓𝑠𝑒𝑡  − 𝑂𝑓𝑓𝑠𝑒𝑡 ) < 0 
11:        Quotient = 1 
12:      else 
13:        Quotient = 0   
14:       𝑉𝑎𝑙   = [(𝐿𝑒𝑛 x Quotient + X) − 𝑂𝑓𝑓𝑠𝑒𝑡  − 𝑂𝑓𝑓𝑠𝑒𝑡 ] 
15:                                            decrypted_value = (𝐿𝑒𝑛   − 𝑉𝑎𝑙 ) + 1 
16:                                                          end if 
17:                                                        end for 
18:      append  𝐶ℎ𝑎𝑟𝑎𝑐𝑡𝑒𝑟  of decrypted_value to decryptedWord   
19:                                               append word or decryptedWord to decryptedList 
20:      end while 
21:         Write all values from decryptedList to output document 
4. Experimental Evaluation 
The evaluation of E‐ART have been done in a similar way adopted in different recent 
and  relevant  studies  of  cryptographic  algorithms  [14,23,25,39].  To  evaluate  its 






For an encryption algorithm, processing  time  is  the most  important criterion after 
security, especially in large‐sized and real‐time applications, where heavy processing and 
long  runtimes are not preferred. Thus,  the execution  time  (encryption/decryption) and 
memory usage metrics were used in the performance evaluation. The proposed algorithm 















200  1433  17  1378  17 
400  1956  21  1363  18 
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600  2118  27  1637  25 
800  2335  30  1645  31 
1000  2528  33  1995  35 









200  1838  18  1992  19 
400  2067  22  2444  25 
600  2190  27  2750  29 
800  2575  31  3183  37 
1000  3034  34  3658  41 









200  123  14  162  7 
400  189  23  250  15 
600  253  23  320  20 
800  413  29  385  29 
1000  479  32  460  36 







an algorithm  to satisfy  the avalanche criterion, a slight change  in  the  input  (flipping a 
single bit in either the plaintext or the key) produces a significant change in the output (at 
least half of the bits are flipped) [41]. The avalanche effect is measured using the hamming 
distance.  The  hamming  distance  between  two  texts  of  equal  length  is  the  number  of 







  100  (6)
Table 5 shows the average hamming distance and the avalanche effect for 10 pairs of 
files encrypted using E‐ART, AES, and DES. The average avalanche effect of our proposed 
























frequency  analysis  to  obtain  the  key  or  the  plaintext.  This  type  of  attack  is  called  a 
statistical attack. To prevent such attacks, the plaintext and ciphertext histograms should 
not  be  statistically  similar.  Therefore,  the  ciphertext  histogram  should  be  relatively 
uniform. The generated histograms of the plaintext and its corresponding ciphertext are 
shown  in  Figure  3.  It  can  be  seen  that  the  histogram  of  the  encrypted  text  is  quite 
uniformly distributed and differs significantly from that of the plaintext. 
4.2.4. Randomness Verification 
To  evaluate  the  quality  of  our  dynamic  offset,  we  used  National  Institute  of 
Standards and Technology (NIST) statistical tests [44] with 1000 sequences, where each 
series was 128 bits. The NIST Statistical Test Suite is a statistical package consisting of 15 







For our experiment, we selected  five  tests  to determine  the  randomness and non‐
uniformity of our dynamic key. The selection was based on the recommendation of input 






































initial secret key  is 128 bits and dynamic offset  is 128 bits, which means  2   possible 
initial secret keys, which is computationally infeasible. Furthermore, it is difficult for an 
adversary  to get all the combination parameters (e.g., R, Pseudo, and Variance) used to 

















The  comparison  of  the  performance  of  E‐ART  with  that  of  well‐known  cipher 
schemas, AES  and DES,  showed  that E‐ART  achieved  the  shortest  running  time with 
comparable memory consumption. This makes it a promising solution for big data, delay‐
sensitive,  and  real‐time  applications.  For  security  analysis,  the  avalanche  effect  was 
calculated. The integer numbers N and Variance represent the initial value secret key that 
was used to generate the offsets for the encryption algorithm. Flipping of one single bit in 




















novelties  of  the  proposed  algorithm  are  the  use  of  the  balanced  binary  search  tree’s 
properties along with ASCII values to reduce the computational complexity and the use 
of the dynamic key technique to strengthen security. To generate a dynamic key that that 





For  security  analysis,  the  avalanche  effect  analysis  showed  that  E‐ART  changed  on 
average half of the bits in the ciphertext when a single bit was changed in the initial keys, 
demonstrating that  it  is sufficiently sensitive to any change  in the key and satisfies the 
avalanche effect criterion. The BIC analysis performed on two avalanche variables showed 
a  satisfactory  bit  independence  criterion,  as  the  correlation  value  obtained  shows  a 
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