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Introduction
Temporal logic has been particularly useful in reasoning about properties of systems. In particular, the branching temporal logics CTL* [8] and CTL [5] have been used to verify the properties of non-deterministic and concurrent programs.
P
We frequently wish to specify that some temporal property will hold even if the system suers from a certain number of failures. A common example is an errorcorrecting code which will ensure that a signal is sent correctly provided the number of transmission errors is below some xed amount. We will dene a logic for reasoning about the eect of a limited number of failures, and for specifying how well the system must respond to a certain number of failures.
The logic RoCTL* divides the set of all futures/histories of the CTL* model into successful paths and faulty paths. There is a temporal aspect to faults, so that after the nal fault, the path is successful. That is, a path with a nite number of failures has a successful sux. We augment the operators of CTL* with a Deontic operator, which quanties over all successful paths, and a novel operator Robustly which quanties over paths which deviate from the current path by at most one fault. Thus there are three path quantiers in RoCTL*.
These quantiers will be discussed below.
The CTL* All paths operator describes hard constraints on the behavior of the system, statements which must be true regardless of how many failures occur. A hard constraint may result from some law of physics, or it may represent something that the system can always be expected to achieve. For example, a real time system may be known to miss some deadlines, but never return an incorrect result. RoCTL* is a conservative extension of LTL and CTL*.
The Obligatory operator from Standard Deontic Logic (SDL) is embedded in RoCTL*. This operator is used to describe what the future must be like if no further failures occur. All of the validities of O from SDL hold in RoCTL*. Additionally, as O is used as a path quantier, all true state formulae are obligatory in RoCTL*.
To allow us to reason about the consequences of failures, we add an operator Robustly ( ) that allows us to quantify over deviations from the current path.
For a statement to be robustly true, it must be true on the current path and any path produced by altering a single step. We can represent the statement even if n additional failures occur by chaining n instances of the Robustly operator. To strengthen the meaning of the Robustly operator, we allow the deviating event to be a success as well as a failure. The future after the deviating event may bear no resemblance to the current path. However, to preserve the intuition of the Robustly operator as introducing no more than a single additional failure, no failures occur after the deviating event.
Q This paper provides some examples of robust systems that can be eectively represented in RoCTL*. It is easy to solve the coordinated attack problem if our protocol is allowed to assume that only n messages will be lost. The logic may also be useful to represent the resilience of some economy to temporary failures to acquire or send some resource. For example, a remote mining colony may have interacting requirements for communications, food, electricity and fuel. RoCTL* may be more suitable than Resource Logics (see e.g. [6] ) for representing systems where a failure may cause a resource to become temporarily unavailable. This paper presents a simple example where the only requirement is to provide a cat with food when it is hungry.
Deontic logic has many paradoxes. Some of these, such as the Gentle Murderer paradox spring from the inadequacy of Standard Deontic Logic for dealing with obligations caused by acting contrary to duty such as If you murder, you must murder gently. Contrary-to-duty obligations are important for modeling a robust system, as it is often important to state that the system should achieve some goal and also that if it fails it should in some way recover from the failure.
Defeasible logic is often used to deal with contrary-to-duty obligations [17] . Logics of agency, such as STIT [3] , can be useful as they can allow obligations to be conditional on the agent's ability to carry out the obligation. Another approach is to add temporal operators to Deontic logic, so that we can deal with futures that exhibit correct responses to failures that have occurred in the past [21] ; RoCTL* follows this approach. However, this approach alone is not sucient [21] to represent obligations such as You must assist your neighbour, and you must warn them i you will not assist them. In RoCTL* these obligations can be represented if the obligation to warn your neighbour is robust but the obligation to assist them is not. Contrary-to-duty obligations have interesting eects on RoCTL* logic. For example, the statement it is obligatory for φ to be true at the next step neither implies nor is implied by the statement At the next step it is obligatory for φ to be true (see Example 1).
Diagnosis problems in control theory [14, 2] deal with detecting failures in a system. This is in some sense the dual of the purpose of the RoCTL* logic, as diagnosis requires that failure cause something (detection of the failure) whereas robustness involves showing that failure will not cause something undesirable.
A number of other extensions of temporal logics have been proposed to deal with Deontic or Robustness issues [4, 16, 13, 1, 19] . Each of these logics are substantially dierent from RoCTL*. Some of these logics are designed specically to deal with deadlines [4, 13] . An Agent Communication Language was formed by adding Deontic and other modal operators to CTL [19] ; this language does not explicitly deal with robustness or failures. Hansson and Johnsson [13] proposed an extension of CTL to deal with reliability. However, as well as being intended to deal with deadlines, their logic reasons about reliability using probabilities rather than numbers of failures, and their paper does not contain any discussion of the relationship of their logic to Deontic logics. Like our embedding into QCTL*, Aldewereld et al.
[1] uses a Viol atom to represent failure. However, their logic also uses probability instead of failure counts and is thus suited to a dierent class of problems than RoCTL*. Additionally, adding the Viol atom has dierent expressivity properties to the Robustly operator. CTL* with a special Viol atom can express statements such as If at least one failure occurs which cannot be expressed in RoCTL*, and it is not known whether all statements that can be expressed in RoCTL* can be trivially translated into CTL*. In particular, it is not known how to translate the phrase even if a deviation from the current path occurs into CTL*. None of these logics appear to have an operator that is substantially similar to the Robustly operator of RoCTL*.
This paper shows that all RoCTL* statements can be expressed in QCTL*.
Furthermore, it is easy to represent statements like even if n failures occur in CTL*. However, this paper will show how the RoCTL* logic can represent and make explicit dierent interactions between the time that failures occur and the time or duration of the eect. There is no known trivial embedding into CTL* that preserves these properties.
2 RoCTL* Logic 2.1 RoCTL* Syntax RoCTL* extends CTL*, which uses the path operators from LTL:
Next N φ indicates that φ is true at the next step. Globally Gφ indicates that φ is true and will always be true. Finally F φ indicates that φ will be true at some point in the future. Until φU ψ indicates that φ will be true until ψ is true Weak until φW ψ indicates that either φU ψ or Gφ is true. Robustly φ indicates that φ is true on this path and any path that diers from this path by a single deviating event.
Prone to ∆φ indicates that φ is true, either on this path or a path diering by a single deviating event, and is the dual of .
We may represent the statement Even if n or fewer unexpected events occur by chaining together n instances of the operator.
The RoCTL* Logic has a set V of atomic propositions that we call variables.
The formulae of RoCTL* are dened by the following abstract syntax where p varies over V:
The , ¬, ∧, N, U and A are the familiar true, not, and, next, until and all paths operators from CTL. The abbreviations ⊥, ∨, F , G, W , E → and ↔ are dened as in CTL* logic. As with SDL logic, we dene P ≡ ¬O¬. Finally, we dene the abbreviation ∆ ≡ ¬ ¬. We say that φ is a state formula i φ is equivalent to Aφ.
RoCTL-Structures
Denition 1. A valuation α is a map from a set of worlds A to the power set of the variables; we represent the statement the variable p is true at world w with p ∈ α(w). Denition 5. For all n ∈ N we call an ω-sequence σ = w 0 , w 1 , . . . of states a fullpath i for all non-negative integers i we have w i → sf w i+1 . For all i in N we dene σ ≥i to be the fullpath w i , w i+1 , . . . , we dene σ i to be w i and we dene σ ≤i to be the sequence w 0 , w 1 , . . . , w i .
Denition 6. We say that a fullpath σ is failure-free i for all i ∈ N we have
We dene SF (w) to be the set of all fullpaths in M starting with w and S(w) to be the set of all failure-free fullpaths in M starting with w.
Denition 7. For two fullpaths σ and π we say that π is an i-deviation from σ i σ ≤i = π ≤i and π ≥i+1 ∈ S(π i+1 ). We say that π is a deviation from σ if there exists a non-negative integer i such that π is an i-deviation from σ. We dene a function δ from a fullpath to a set of fullpaths such that where σ and π are fullpaths, π is a member of δ(σ) i π is a deviation from σ.
Below is an example of an i-deviation π from a fullpath σ. The arrows not labeled with s can be either → s or → f . The diagonal arrow represents the unexpected event, which can be a success or failure. After π diverges from σ, it avoids any failures that may have been on σ >i . We require that a deviation not introduce any failures except for the deviating event itself, hence π ≥i+1 is failure-free.
We dene truth of a RoCTL* formula φ on a fullpath σ = w 0 , w 1 , . . . in RoCTL-structure M recursively as follows:
The denition for , p, ¬ and ∧ is as we would expect from classic logic. We say that a formula φ is valid in RoCTL* i for all structures M in M, for all fullpaths σ in M we have M, σ φ.
Our logic is designed to reason about failures that are in some sense chaotic.
The intended behaviour of the system, and the structure M may have some N Even if a one or fewer deviations occur now or in the future, it will be true at the next step that . . .
N At the next step, if a one or fewer deviations occur now or in the future, it will be true that . . . /If one or fewer deviations occur in the future . . . .
V The pair
N is similar to the pair N , except that N does not consider paths where the deviation occurs on the rst step. As with the A operator in CTL*, N φ → N φ is valid in RoCTL* but N φ ← N φ is not [12] .
G Even if one or fewer additional failures occur, it will always be true that . . .
G In this future, it will always be the case that . . . even if one or fewer additional failures occurs.
The dierence between G and G is examined further in Example 6. As with the A operator in CTL*, Gφ → G φ is valid in RoCTL* but G φ → Gφ is not. The statement G φ indicates that for every point along the present fullpath, φ holds at the beginning of all deviations. The statement Gφ indicates that φ will be true not only at the beginning of the deviation, but along the deviation as well.
The order of the N and O operators is important, even more so than of N and A. As with A, the formula form N Oφ → ON φ is not valid. However, unlike A the form ON φ → N Oφ is not valid (see Example 1).
N O At the next step you will be obliged to ensure that . . .
ON You are now obliged to ensure that by the next step . . .
The following formulae forms are valid in RoCTL*: Aφ → Oφ, AOφ ↔ Oφ, OAφ ↔ Aφ, Aφ → φ, φ → Oφ, A φ ↔ Aφ, Aφ ↔ Aφ and Oφ ↔ Oφ.
Dierences between A, and O
The A, and O have similar properties since they quantify over paths. The operator is an unusual path quantier as φ is not a state formula. This paper will not present a full axiomitisation of RoCTL*. However, it will examine which axioms of A are also valid for and O . The axioms [18] that reference the A operator are:
If Oφ → φ or φ → OP φ were valid, this would imply that everything which was true was also permissible. Lemma 2. For all formulae φ, the formula ψ = ( N φ → N φ) is valid in RoCTL*.
Proof. Say that there exists a RoCTL-structure M and fullpath τ such that M, τ ψ. Then M, τ N φ and M, τ N φ. From M, τ N φ we know that for all deviations σ from τ we have M, σ N φ.
From M, τ N φ we know that M, τ ≥1 φ, and so for some deviation ρ from τ ≥1 we have M, π ≥1 φ. As ρ is a deviation from τ ≥1 , it must also be an i-deviation for some i. We see that if we prex ρ with τ 0 to form a new fullpath π, we have
Thus, π is an i + 1-deviation from τ . However, M, π N φ, which contradicts the requirement that all deviations σ from τ satisfy M, σ N φ. Hence, by contradiction, we may say that ψ is valid in RoCTL*.
Lemma 3. The axiom class (N φ → N φ) is not valid in RoCTL*. Lemma 4. Neither the axiom class φ → P φ, nor the axiom class Oφ → φ, is valid in RoCTL* (or SDL)
Proof. Say we have a RoCTL-structure M = (A, → s , → f , α) such that A = {u, v}, O and the SDL O. However, the dierence may be in the variables used. SDL was founded with the assumption that you cannot have contradictory obligations, and thus Oφ → P φ. Since we want to able to separate failures out into independent failures, we want it to be impossible for a single deviation to force the system to fail multiple times. Thus we want a strong interpretation of noncontradictory obligations, where the obligations are not only logically consistent, but also consistent with the real world. As it is impossible to change the present, by denition any rule that requires you to change the present is impossible to fulll. Even if a failure caused the defect in the present, it would be unfair to count the inability to change the present as yet another failure. Thus we want
Oφ to imply that it is not too late for us ensure φ.
It is also easy to prove that if φ is a formula in SDL and φ is φ with every It is consistent with the above that we do not make the proper decision (N ¬p).
Once we have made the wrong decision we cannot satisfy Gp, so we must stick with the wrong decision G¬p. Hence both ON (Gp) and N O(G¬p) are true;
likewise ON (G¬p) and N O(Gp) are false. This demonstrates how obligations can change with time in RoCTL*. We will now give an example of a structure M = (A, → s , → f , α) that satises these formulae: Example 2. In the coordinated attack problem we have two generals A and B.
General A wants to organise an attack with B. We wish to develop a communication protocol such that no general will commit to an attack unless the other general also commits to an attack, while still allowing the possibility of organising a coordinated attack if enough messages get through. A (s A U r A ): General A will send plans until a response is received. AG (r A → f A ): Once general A receives a response, A will commit to an attack. A (¬r B W (r B ∧ (s B ∧ N s B ∧ N N f B ))): Once general B receives plans, B will send two messages to A and then commit to an attack.
AG (s
We expect to nd that the conjunctionφ of the above formulae are consistent under RoCTL*, and thatφ implies correct behaviour even if a single failure
Example 3. We have a cat that does not eat the hour after it has eaten. If the cat bowl is empty we might forget to ll it. We must ensure that the cat never goes hungry, even if we forget to ll the cat bowl one hour. At the beginning of the rst hour, the cat bowl is full. We have the following variables: 
O G (d → b):
It is obligatory that, even if a single failure occurs, it is always the case that the bowl must be full at feeding time.
5. b: The cat bowl starts full.
We expect to nd the formulae above to be consistent. We also expect to be able to derive the formula GON b, meaning that the bowl must be lled at every step (in case we forget at the next step), unless we have already failed twice.
We also expect to derive the formula
following a policy requiring us to always attempt to ll the cat bowl ensures that we will not starve the cat even if we make a single mistake. Thus following this simpler policy is sucient to discharge our original obligation.
Example 4. Say that a bit ought to ip at every step, but might fail to ip at any particular step. This may be represented as:
Then we may derive the following statements
If a single failure occurs, and the bit fails to ip at the next step, it will ip continuously from then on.
O F G (b ↔ ¬N b)
Even if a single failure occurs, there will be time at which the bit will ip correctly from then on.
However, we will not be able to derive OF G (b ↔ ¬N b), as this would mean that there was a time at which a failure could not cause the bit to miss a step.
Example 5. Say that we have wireless sensor and a base station. Upon detecting some event, the wireless sensor will activate and send three packets to the base station. The base station will not know that the wireless sensor sent data if all three packets were lost. Thus an error will be reported i the base station receives either one or two packets. This can be formalised as IR s ∧ N s ∧ N N s ∧ N N N G¬s: The sensor will send three packets.
AG (s → ON r ∧ ¬s → N ¬s): If a packet is sent, it should be received at the next step. If it is not sent it will not be received.
¬N ((r ∧ N r ∧ N N r) ∨ G¬r) → N N N e: An error will be detected if some packets, but not all three, are received.
It follows that O (∆F eU ¬s), indicating that it is robustly true that if an additional failure occurs, an error could be detected. In this example a failure may not indicate a packet being dropped, e.g. it has not been specied whether the packet arrives corrupted. Thus the system cannot detect all failures. In RoCTL* it is impossible to specify that a failure will have an eect. At best we can specify that it is always possible for a failure to be detected. However, we can specify that some particular eect will be detected. For example, we can express the statement Even if two or fewer packets are lost, either all packets arrive or an error is detected as
Example 6. Say a system has a battery that can sustain the system for a single step, even if a failure occurs (the fuse blows). Let φ represent the system has power now and at the next step. Then, even if a single failure occurs, it will always be the case that even if a deviating event occurs the system will have power now and at the next step (OG φ). It would not follow that even if a single failure occurred the system would always have power (O Gφ); the battery power would only last one step after the fuse blew. If we also specied that the fuse was an electronic fuse that automatically reset, then if a single failure occurs, the system would only have to rely on battery power for one step. Then, if the fuse only blows once then system will always have power ( Gφ).
As with the A operator in CTL*, Gφ → G φ is valid in RoCTL* but G φ → Gφ is not.
Embeddings
Lemma 6. CTL* is embedded in RoCTL*.
Proof. For any RoCTL-structure M = (A, → s , → f , α), we say the structure C = A, → sf , α is the CTL-equivalent to M . As → s is serial, → sf is serial too, and so C is a CTL-structure. We see that a sequence of worlds is a fullpath through M i it is a fullpath through C. Recall that the function SF (a) was dened as the set of all fullpaths that start at a.
The operators from classical logic behave the same in all normal logics such as RoCTL* and CTL*. Recall that the semantic denition of N , U and A were dened as follows:
We see that the denitions above are the same as in CTL*, and so a CTL* formula is valid on a RoCTL-structure i it is valid on the CTL-equivalent CTLstructure. It is clear that every CTL-structure has a RoCTL-structure that is CTL-equivalent to it. Hence a CTL* formula is valid in RoCTL* i it is valid in CTL.
Lemma 7. Say ψ is a CTL* formula, and ψ is ψ with all instances of A replaced with O. Then Oψ is a validity of RoCTL* i ψ is a validity of CTL*.
is a RoCTL-structure. Recall that the function S(a) was dened as the set of failure-free fullpaths that start at a, and that a failure-free fullpath is a fullpath that traverses only → s , whereas SF (a) was dened as the set of all fullpaths that start at a. Note that in RoCTL* M, σ Oψ i for all paths π in S(σ 0 ), we have M, σ ψ . Hence it is the case that Oψ is a RoCTL* validity i it is the case that for all RoCTL-structures M , and for all failure-free paths σ we have M, σ ψ . Recall that the semantic denition of O was as follows:
We see that the denition of O above is the same as the denition of A except with SF replaced with S in CTL*. As with → sf , the only requirement on → s is that it is serial. As with Lemma 6 above, we see that Oψ is a valid formula of RoCTL* i ψ is a valid formula of CTL*, Hence, from Lemma 6 we see that Oψ is a validity of RoCTL* i ψ is a validity of RoCTL*.
We let γ be the (Q)CTL* formula N N G¬Viol. Thus γ does not specify whether the previous or next transitions are failures, but requires that all transitions after the next one be successes. The γ formula is used to represent the requirement that all transitions after a deviation must be successes.
We dene a translation function t ∆ such that for any function φ * and for some atom y not in φ * : 
Thus there exists some fullpath σ y such that σ 
