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Resumen La obtencíon, evaluacíon y seleccíon de alternativasdurantela fase
dedisẽno decualquiersistemainformáticosonproblemasmuy conocidospero,
no por ello, menoscomplejos.Habitualmente,a la horade realizarestetipo de
tareashemosseguidotécnicasad-hoc, quevaŕıandeunproyectoaotrosegún las
necesidades.Porotro lado,la necesidaddeobtenerun productofinal decalidad
requiereun gran esfuerzo,por lo que la posibilidadde automatizarestospro-
cesoses de máximo inteŕes.Baśandonosen los resultadospositivos obtenidos
referentesa la fasedeelicitación derequisitosdecalidad,enestetrabajo,quizás
un pocoprematuramente,presentamosunosesquemaso aproximacionesa una
fasededisẽno quetambíenseasensiblea la calidadmediantela búsquedade la
mejoralternativa,convistasa unafuturaautomatizacíon desugestíon.
Palabras Claves: Ingenieŕıa del Software, Alternativasde Disẽno, Calidaddel
Software.
1 Intr oduccíon
La obtencíon, evaluacíon y seleccíon de alternativas de disẽno son problemasa los
quenosenfrentamoslos ingenierosdurantela fasede desarrollode cualquiertipo de
proyecto.Engeneral,sucomplejidadseve incrementadacuandoel productoresultante
debecumplirunconjuntoderequisitosdecalidadque,ensumomento,fueronindicados
por el clientey que,por regla general,presentaŕanciertasincompatibilidadesentreśı.
Tradicionalmente,encontramosmuchosmodelosde procesoso ciclos de vida en los
queseproponenla obtencíony evaluacíondedisẽnosalternativosy la seleccíondeuno
deellos[3,7,12,15–17,23,28].
Desdeun puntode vista espećıfico de la arquitecturasoftware existenpropuestas
quetienenen cuentade unamanerainherentelos requisitosde calidad[1, 11,13,14,
16,24–26],tambíenconocidoscomonofuncionales.Entretodosellosdestacamosaqúı
el trabajode[4], queproponeundisẽnoarquitect́onicodelsoftwarecomounaactividad
con múltiples objetivos dondeel ingenierode software tienequeponeren equilibrio
los distintosrequisitosnecesarios,dandoun enfoqueespeciala los requisitosno fun-
cionalesa través de un procesoiterativo de evaluacíon y transformacíon. Para ello,
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identificavariascategoŕıasdetransformacionesarquitect́onicas,cadaunadelascuales
implica unoscostesy puedeafectartanto positiva como negativamenteal gradode
cumplimientode los atributosdecalidad.En estesentido,respectoa la posibley más
queseguraconflictividadquesurgeentrelos requisitos,el trabajode [2] presentauna
herramientaquefacilita la deteccíon deestosproblemasmediantela definición deuna
basedereglasquecontienelasrelacionesentrelos participantesenestosprocesos,sus
interesesrespectoa los atributosprimariosy secundariosde calidade, igualmente,el
efectodelosestilosarquitect́onicosquesepuedenaplicar.
Entrelosestudiosconunpuntodevistaformal,enlapropuestade[27] encontramos
un modeloconceptualpararesolver problemasde Ingenieradel Software basadopre-
cisamenteenla seleccíon dealternativas.Destacael hechodeque,enestemodelo,los
requisitosno seexpresanen términoscuantificables,másaún, seaseveraquelos fac-
toresdecalidadnosepuedencuantificary, por tanto,nosepuedenutilizar paraobtener,
evaluary seleccionaralternativasde disẽno. Su opinión sebasaen la constatacíon de
que, en Ingenieŕıa del Software, el conceptode calidades implı́cito y sin medidas,
mientrasqueenlasIngenieŕıasconmayormadurezya esexplı́cito y mateḿaticamente
definido.Por ello, la evaluacíon de alternativasno est́an formalizadasy sebasanen
requisitosdecalidadcualitativos.
En el presentetrabajo,describiremosenprimer lugar, en la seccíon 2, algunosre-
sultadospositivos queya hemosobtenido[8,20–22] referentesa la especificacíon y
soporteautoḿatico de requisitosde calidaden los quemostramosque (1) la calidad
del software śı puedeserexplı́cita y mateḿaticamentedefinida,(2) unaalternativa se
puedecaracterizarmedianteatributosde calidady (3) unaalternativa puedeser me-
dida de maneraautoḿatica.Con ello, podemosabordarde maneracuantitativa todos
estosproblemas,mientrasque[2, 27] sólo tienenun puntodevistacualitativo. A con-
tinuacíon,y baśandonosen los resultadosanteriores,enla seccíon 3 fijaremosnuestro
objetivo, mostrandolos esquemasdeun modeloquenospermitirá caracterizarunaal-
ternativa de disẽno medianterequisitosde calidadformalizadosde maneraque nos
facilitará la tareade automatizarla obtencíon, evaluacíon y seleccíon de alternativas.
Finalmente,enla seccíon 4 concluiremosconlaslı́neasdetrabajofuturo.
2 Automatización del CatálogodeRequisitosdeCalidad
Enla seccíon1 yavimosquelosproblemasplanteadospor[27] sebasanprincipalmente
en la dificultadexistenteen la transformacíon de los requisitosdecalidad,expresados
habitualmenteen lenguajenatural,en unadescripcíon formal quefacilite su procesa-
do autoḿatico.Pararesolverlos,hemosdefinidoun lenguajede especificacíon formal
QRL (Quality RequirementsLanguage), presentadoen [20–22]y basadoen [5,9,10].
La aportacíon de QRL es que (1) permiteprecisamentedicha transformacíon, obte-
niendorestriccionesmateḿaticasequivalentesquesonviablesparaun razonamiento
cuantitativo y (2) facilita la automatizacíon de la elicitación de requisitos,incluyendo
la evaluacíon y resolucíon de conflictos.Paraello, QRL utiliza patroneslingüı́sticos
[8] (patrones-L)quesonfrasesnormalizadasquerepresentanel conjuntocompletode




  category Reliability {
    ...
    Availability {
      description: "Readiness to use";
      domain: increment  numeric percentage;
      pattern:"The system will be ready to use the <percentage> of its lifetime" = "Availabity >= <percentage>";
    }
    ...
  }
  ...
  category  Perfomance {
    ...
    Latency {
      description: "Time to response";
      domain: decreasing  numeric ms;
      pattern:"The maximum time to response will be <time> at most" = "Latency.max <= <time>";
    }






conditions for ITrailersBank {
  requires 	 {
    c1: Availability >= 95 %;
    c2: Latency.max <= 75 ms;
  }
  weights {


    Availability = 0.75;




Figura1. Ejemplosdecat́alogosy definicíon derequisitosdecalidad.
Enla figura1.bmostramosbrevementeunejemplodela definicióndelosrequisitos
de calidadparauna interfaz en un sistemacualquiera,cadauno de las cualestiene




biendefinidoconsupatŕon deutilización y surestriccíon asociada.Durantela fasede
disẽnodesistemasquesiguenestemodelo,estascondicionesseconfrontanfrentea las
ofertasrealizadaspor lasdiversasalternativasdisponibles,comoseverá en la seccíon
3, y seescogeŕa la mejordeellas.Tambíenestamosconstruyendounaplataformapara
quelossistemaspuedanrealizartodosestosprocesosentiempodeejecucíon [18].
La necesidadde utilizar estoscat́alogosvienedadapor la faltade uniformidaden
las diferentestaxonoḿıasexistentes[5, 14,15] .De estaforma,seintentadescribirun
vocabulario universalque act́ue como modelocomún de referenciay que facilite la
automatizacíondelastareasrelacionadasconlos atributosdecalidad.
3 Esquemaspara la Automatización de la Gestión de Alter nativas
de Diseño
Nuestroprincipal objetivo esofrecerun soporteautoḿatico al procesode obtencíon,
evaluacíony seleccíon dealternativasdedisẽno y queseasensiblea la calidad.Baśan-
donosenlo expuestoenla seccíon2, enlossiguientesapartadoscaracterizaremosestos
problemasy discutiremosalgunaspropuestaspararesolverlos.
3.1 Caracterización del Problema
En la figura2 mostramosel esquemalineal completoconsusprocesosprincipales:(1)
seobtienenlas diferentesalternativasde disẽno según los requisitosfuncionalesy de
calidadexpresadospor el clientey un repositoriodetransformacionesarquitect́onicas,
(2)seevalúancadaunadeellasy (3)seseleccionalaalternativaóptima,esdecir, aquella
























Sehaceevidenteque la tareamáscostosaes la generacíon de todaslas posibles
alternativas.Afortunadamente,podemoscambiarestepuntode vista paraobtenerdi-
rectamentela alternativa óptimamedianteun esquemaincremental,tal y comoaparece
enla figura3. Esteesquemasebasaenel modelodeprocesospropuestopor [4] donde

















tosdecalidadsin necesidaddeevaluardistintasalternativas.Sin embargo,el problema
persistedesdeotraperspectiva: la evaluacíon delasdiferentestransformacionesarqui-
tect́onicasquepodemosaplicara la arquitecturadel sistemaen cadaciclo con vistas
conseguir el mismo objetivo, es decir, el cumplimientode los requisitosde calidad
propuestosporel cliente,esunproblemadebúsquedadela solucíonóptimaqueesNP-
completo.En la figura5 mostramosunmetamodeloabreviadodelespaciodebúsqueda
quedescribiremosenel apartado3.3.
Unaprimeraeinteresantepropuestapararesolver(conunacomplejidadalgoŕıtmica
razonable)estetipo de problemasla encontramosen [6], que describeuna seriede
búsquedasmetaheuŕısticas(talescomo algoritmosgeńeticos,de templadosimulado,
búsquedatabú y otras)que se han utilizado de manerasatisfactoriaen multitud de
problemasde Ingenieŕıa aunqueno se han aplicadomuchoa la Ingenieŕıa del Soft-
ware debido,engranmedida,a la faltadeformalizacíon y la dificultaddel espaciode
búsqueda.Lasdosoperacionesbásicasa definir son,comoeshabitual,la función ob-
jetivo paramedir cadaunade las solucionescandidatasy la eliminacíon de aquellas
alternativasqueno cumplanlasrestriccionesimpuestas.
Pero,sin ningún génerode dudas,la solucíon más elegante,unavez quehemos
definidoformalmentelos requisitosde calidady tenemosun metamodelodel espacio
de búsqueda,esla caracterizacíon de cadaunade las alternativasarquitect́onicaspor
su gradode satisfaccíon de los requisitosde calidady, a partir de aqúı, plantearun
sistemaderestriccionesaresolver, obteniendounasolucíon óptima.Enestesentido,en




3.2 Un Ejemplo Ilustrati vo: la Disponibilidad
Paradar unaideaintuitiva del problemamostramosel siguienteejemplo:en la figura
4 se presentanvarios diagramasde despliegue (de UML) correspondientesa varias
alternativasparaun sistemacliente/servidorconarquitecturaen3 capas.La figura4.a
muestraunaalternativadondeaún no sehantenidoencuentalos requisitosdecalidad,
por lo queel gradodecumplimientodeestosrequisitos(enprincipio) no tendŕıanpor
quécorresponderal requeridoenla vistadecalidad.
En la figura1.bmostramoslos requisitosdecalidadquedebecumplir estesistema,
dondeya seindicaqueel mayorpesorecaesobrela disponibilidaddel serviciopresta-
do. En general,seaplicandiversastécnicasparaobtenerunadisponibilidadmuy alta
y unade las másconocidasesel clustering, consistenteen la disposicíon conjuntade
variasmáquinasqueoperande caraal usuariocomosi fueranunasóla. Por ejemplo,
imaǵıneseunamáquinarealmente“mala” conunatasadedisponibilidaddesólo el 95%
el primeraño,esdecir, queno estaŕa disponibleaproximadamentedurante1 horay 12
minutosal dı́a. Si añadíesemosotramáquinaidénticaconel mismocoste,la disponi-
bilidad del clusterresultanteseincrementaŕıa hastael 99,75%,aśı queúnicamenteno
estaŕıa disponibledurante3 minutosy 36 segundosal dı́a.El incrementodel costeseŕa
ligeramentesuperioral dobleporquetambíen secuentael software de clusteringque
sedebeinstalar. Todoestocorrespondea la primeraalternativaenla figura4.b,aunque





vemosen la figura 4.d pero,desgraciadamente,stasmáquinassonmuy carasy esto
hacequetengamosquedesecharestaalternativa, técnicamentequizásla mejor, por su
altocoste.
Volviendoala técnicadelclustering, podemosmejorarsurendimientosi utilizamos
algún tipo de algoritmode balanceode cargaquerepartael trabajoentrelas distintas
máquinas,tal y comosemuestraen la figura 4.c, a un costorazonabledentrode los
márgenesindicadosen la vista de calidad.De estamanera,tras evaluar todasestas
alternativasoptaremospor estaúltima queesla queseacercamásal objetivo fijado en
dichavistadecalidad.






















offers for ITrailersBank {
  provides
    Availability = 95%;
    Latency.Max = 0.85 ms;
}
























offers for ITrailersBank {
  provides
    Availability = 99.75%;
    Latency.Max = 0.75 ms;
}
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offers for ITrailersBank {
  provides
    Availability = 99.75%;
























offers for ITrailersBank {
  provides
    Availability = 99.95%;










Figura4. Ejemploilustrativo deseleccíon dealternativas.
3.3 Metamodelodel EspaciodeBúsqueda
Comohemosmecionadoanteriormente,la automatizacíondetodasestastareasrequiere
de forma imprescindiblela generacíon de un modelode cadaestructurade datosque
est́a implicada,entrelasquepodemosencontrar(1) la especificacíondel futurosistema
incluyendosusrequisitosfuncionalesy suvistadecalidadjuntoa loscat́alogosutiliza-
dos(todoello obtenidoenla fasedeelicitaciónderequisitosanterior),(2) los reposito-
rios detransformacionesarquitect́onicasy (3) lasdiversasalternativasdedisẽno junto
al gradodesatisfaccíon delos requisitosdecalidad.En la figura5 mostramosun esbo-









































La especificacíon de un sistematieneunapartefuncional y unavista de calidad
dondeseencuentrancadaunodelosrequisitosdecalidadqueexpresanlascondiciones
quedebecumplir el sistemay queutilizan un cat́alogode atributosde calidad,tal y
comosehadescritoenla seccíon 2. Además,cadaespecificacíon tieneun conjuntode
arquitecturasalternativasde disẽno, cadaunade las cualesvienedefinidacon cuatro
vistas[19], basadasen [13], a saberla vista de casosde uso,la vista lógica,la vista





arquitecturarespectoa dicho requisito.Dicha lista debeestarordenadade mayor a
menorimpactoparafacilitar la búsquedadela mejorposibilidad.A suvez,cadatrans-
formacíonarquitect́onicarepercutedeunau otraformasobreel gradodecumplimiento
del restoderequisitosdecalidad.El conjuntodetransformacionesarquitect́onicasfor-
man un repositorio,al estilo de [2], que puedeutilizarsepor partede muchasotras
arquitecturas.Estasrepercusionesvienendadasenformadeexpresionesregularesque
contienenuna función. Dichasfuncionespuedenllegar a sermuy complejas,puesto
quedependende factorestalescomoel dominiodel atributo de calidaden cuestíon y
de los elementosqueparticipanen la transformacíon,y seva a necesitardel concurso
deexpertosencadaunadelascategoŕıasdecalidadinvolucradasparaobtenerlas.
Parailustrarestemetamodelo,enla figura6 mostramosun ejemplodeunaestruc-
turaquecorrespondea los requisitosdecalidadespecificadosenla figura1.b anterior.
Cadaunodeellostieneasociadaunalistaordenadadetransformacionesaplicablespara
mejorarsugradodecumplimiento.En nuestroejemplo,un expertoha indicadoqueel
ordendeimpactodelastransformacionesdel repositorioparael requisitodela disponi-
bilidad,conunpesodel75%sobrela latencia,vieneencabezadoporel establecimiento
deuncluster, seguidopor la utilizacióndeunidadesdepotenciaininterrumpiblesy, por
último, el desplieguede unamáquinade altasprestaciones.El impactoo repercusíon
de cadaunade estastransformacionesvienedadopor unaexpresíon en el propiodo-
minio delatributodecalidad.Aśı pues,enel ejemplovemosquela expresíondelnuevo
gradodedisponibilidadenunclusterqueutiliza dosmáquinasidénticasvienedadapor
’    ! " # $ %  & , siendo ’ el gradode disponibilidadposteriora la aplicacíon
dela transformacíon,y

el anterior. A suvez,cadaunadeestastransformacionesva
a afectarenmayoro menormedidaa la satisfaccíon deotrosrequisitosdecalidad,por
























4 Conclusionesy Trabajo Futuro
Hay quedecir querespectoa la gestíon autoḿaticade requisitosde calidad,sobrela
queestamosbasandonuestrotrabajo,los resultadossonmuy positivos: la descripcíon
tantosint́acticacomoseḿanticadeQRL,cuyaexpresividadnoshapermitidoconseguir
definicionesformales(y cuantitativas)delos requisitosdecalidadqueya hallevadoal
desarrollodeherramientasCASEparaautomatizarla fasede la elicitación y, adeḿas,
la implementacíon dediversoscomponentesbásicosparaunaplataformadeejecucíon
deserviciosWebsensiblesa la calidad[18].
Por otro lado, se haceefectivamenteprematuroel vislumbrarresultadosen esta
fasedenuestrainvestigacíon,de la quesólo hemospresentadounosesquemasparala
gestíon autoḿaticadealternativasdedisẽno. Hastaestemomento,nuestrosresultados
han sido la caracterizacíon del problemay la obtencíon de un metamodelode cada
unadelasestructurasinvolucradas.Sin embargo,el futuro sehaceprometedorpuesto
que,unavezconseguidoun metamodelo,completoestamosendisposicíon deabordar
cadaunade las posiblessoluciones(quesólo hemosesbozadosbrevemente)y poder
realizarcomparacionesentreellaspara,finalmente,incluirlastodasjuntasenunafutura
herramientaqueayudeal disẽnadora producir“la mejor” solucíon parael sistemaque
est́a desarrollando.
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CalidadenSistemasMultiorganizacionalesBasadosenla Web. In ActasdelasJornadasde
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