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Abstrakt
Cı´lem te´to pra´ce je polozˇit za´klad budoucı´mu vy´voji jednoduche´ho hernı´ho enginu za-
meˇrˇene´ho prˇeva´zˇneˇ na hry typu strategie nebo RPG. V pra´ci je prezentova´n soucˇasny´
stav vy´voje a co je od projektu ocˇeka´va´no do budoucna. Nastı´neˇn je take´ koncept hry,
ktera´ bude na tomto enginu v budoucnu postavena. Obsahoveˇ se pra´ce zameˇrˇuje vy´hrad-
neˇ na grafickou cˇa´st, tedy vykreslova´nı´ 3D grafiky, a jednoduchou optimalizaci sce´ny. Je
zde shrnuta architektura vyvı´jene´ho enginu a popsa´na implementace jeho vy´znamneˇjsˇı´ch
cˇa´stı´. Na vy´voji enginu spolupracuji s Lubomı´rem Brˇezinou, ktery´ se zaby´va´ vy´vojem
umeˇle´ inteligence a cˇa´sti enginu obsluhujı´cı´ sı´t’ovou hru.
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Abstract
The aim of this thesis is to lay the foundations of the future development of the simple
game engine focused on the strategy or RPG games mostly. In the thesis is presented the
current state of the development and the expectations of the future. There is also outlined
the concept of the game, which would be constructed on this engine. The content of the
thesis is focused on the graphic section, the 3D depiction, and the simple optimalization
of the scene. There is summarized the architecture of the developed engine and described
the implementation of its important sections. I work on this engine with Lubomı´r Brˇezina,
who is occupied with the development of the artificial intelligence and with the sections
of the engine which operate the network game.
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Seznam pouzˇity´ch zkratek a symbolu˚
FPS – Frames Per Second
CPU – Central Processing Unit
GPU – Graphic Processing Unit
HLSL – High Level Shader Language
AABB – Axis Aligned Bounding Box
OOBB – Object Oriented Bounding Box
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51 U´vod
Te´ma te´to bakala´rˇske´ pra´ce jsem si vybral z du˚vodu me´ho za´jmu o tvorbu pocˇı´tacˇovy´ch
her, prˇedevsˇı´m jejich graficke´ stra´nky. Jednı´m z cı´lu˚ te´to pra´ce je vytvorˇit za´klad pro bu-
doucı´ vy´voj enginu pro konkre´tnı´ pocˇı´tacˇovou hru. Pracovneˇ byla tato hra pojmenovana´
Heroes. Prˇestozˇe je v soucˇasne´ dobeˇ dostupny´ch nespocˇet hotovy´ch hernı´ch enginu˚, at’
uzˇ komercˇnı´ch nebo freewarovy´ch, jejichzˇ strucˇny´ prˇehled neˇktery´ch za´stupcu˚ na´sleduje
nı´zˇe, pokla´dal jsem za vhodneˇjsˇı´ pokusit se vytvorˇit vlastnı´. Ne´ vsˇak z du˚vodu prˇekona´nı´
kvalit dnes dostupny´ch enginu˚, ale prˇedevsˇı´m pro lepsˇı´ proniknutı´ do dane´ problema-
tiky.
Na te´to pra´ci spolupracuji v ty´mu s Lubomı´rem Brˇezinou, ktery´ pracuje na algorit-
mech umeˇle´ inteligenci a sı´t’ove´ cˇa´sti enginu. My´m cı´lem v te´to pra´ci je vytvorˇit za´klad
renderovacı´ cˇa´sti enginu se spra´vou sce´ny a entit, tedy objektu˚, ktere´ tuto sce´nu utva´rˇejı´.
V budoucnu je ocˇeka´va´n veˇtsˇı´ rozvoj tohoto enginu a prˇı´padne´ doplneˇnı´ o dalsˇı´ cˇa´sti,
jako je naprˇı´klad pra´ce se zvukem.
Pro hardwaroveˇ urychleny´ rendering pocˇı´tacˇove´ grafiky jsou dnes dostupne´ dveˇ nej-
rozsˇı´rˇeneˇjsˇı´ rozhranı´ Direct3D, ktere´ je soucˇa´stı´ veˇtsˇı´ho balı´ku aplikacˇnı´ch programovy´ch
rozhranı´ DirectX doda´vane´ho spolecˇnostı´ Microsoft, a pru˚mysloveˇ standardizovane´ roz-
hranı´ OpenGL (Open Graphic Library). V te´to pra´ci jsem zvolil pro pra´ci s 3D grafikou
rozhranı´ Direct3D, protozˇe je prima´rneˇ urcˇeno pro vy´voj grafiky v pocˇı´tacˇovy´ch hra´ch.
Na zacˇa´tku te´to pra´ce je uveden strucˇny´ prˇehled a charakteristika alternativnı´ch tech-
nologiı´ a pouzˇity´ch technologiı´.
V kapitole 4 je uvedena blizˇsˇı´ specifikace zada´nı´, tedy co je od enginu a hry ocˇeka´va´no,
a jsou zde nastı´neˇny pla´ny budoucı´ho rozvoje projektu. Je zde popsa´n take´ za´kladnı´ kon-
cept samotne´ hry.
V kapitole 5 je uveden na´vrh implementace enginu a jeho architektura. Z du˚vodu
nedostatku mı´sta ovsˇem nenı´ vsˇe rozvedeno do detailu. Zmı´neˇny jsou i pla´ny, jaky´m by
se meˇl vy´voj projektu ubı´rat v budoucnu.
V kapitole 6 je uveden za´kladnı´ koncept pouzˇity´ prˇi implementaci reprezentace sce´ny.
Je zde nastı´neˇn zpu˚sob, jaky´m je implementova´no deˇlenı´ prostoru a reprezentace entit.
V kapitole 7 jsou na zacˇa´tku popsa´ny za´kladnı´ optimalizacˇnı´ algoritmy implemento-
vane´ grafickou kartou. Da´le je pak popsa´n zpu˚sob implementace vylucˇova´nı´ objektu˚ na
za´kladeˇ pohledove´ho jehlanu, pouzˇity´ v te´to pra´ci.
V kapitole 8 je popsa´na vlastnı´ implementace zpu˚sobu reprezentace sce´ny za pouzˇitı´
QuadTree. Je zde popsa´na metoda efektivnı´ho vkla´da´nı´ do te´to struktury a zpu˚sob im-
plementace v enginu.
62 Alternativnı´ technologie
Pod pojmem ”hernı´ engine“[1] se uzˇ v dnesˇnı´ dobeˇ nemyslı´ jen za´klad na ktere´m je vy-
staveˇna graficka´ stra´nka hry, i kdyzˇ toto je zrˇejmeˇ sta´le hlavnı´m aspektem. Hernı´ engin
se ve veˇtsˇineˇ prˇı´padu˚ stara´ ve veˇtsˇı´ mı´rˇe i o zvuk, animaci charakteru˚, fyzika´lnı´ stra´nku,
sı´t’ovou komunikaci, umeˇlou inteligenci AI a v neˇktery´ch prˇı´padech i o ochranu proti
kopı´rova´nı´. Pojem ”hernı´ engine“ by se dal definovat jako komplexnı´ softwarovy´ syste´m
navrzˇeny´ pro vytva´rˇenı´ a vy´voj pocˇı´tacˇovy´ch her. Kromeˇ teˇchto za´kladnı´ch vlastnostı´ by
meˇl hernı´ engine zvla´dat take´ spra´vu sce´ny a objektu˚ (entit) ve sce´neˇ. Na starost by take´
meˇl mı´t zajisˇt’ova´nı´ optimalizovane´ho vstupu entit do rendereru, za pouzˇitı´ technik pro
optimalizaci sce´ny.
V dnesˇnı´ dobeˇ je dostupny´ nespocˇet hernı´ch enginu˚, jak freewarovy´ch tak i komercˇ-
nı´ch. V te´to kapitole se nesnazˇı´m vytvorˇit kompletnı´ prˇehled vsˇech zna´my´ch dostupny´ch
enginu˚, ale jen strucˇne´ shrnutı´ zna´meˇjsˇı´ch za´stupcu˚ z nekomercˇnı´ i komercˇnı´ sfe´ry, a
prˇehled jejich za´kladnı´ch vlastnostı´.
2.1 Nekomercˇnı´ enginy
Nekomercˇnı´ enginy se ve veˇtsˇineˇ prˇı´padu˚ nedajı´ s komercˇnı´mi srovna´vat. Nekomercˇnı´
enginy nabı´zejı´ rˇesˇenı´ graficke´ stra´nky veˇci, ale ostatnı´ vlastnosti, pro vy´voj hry neme´neˇ
du˚lezˇite´, jako je jizˇ zmı´neˇna´ fyzika, zvuk, umeˇla´ inteligence a dalsˇı´, jizˇ neobsahujı´ nebo
jsou rˇesˇeny´ pomocı´ knihoven a SDK z trˇetı´ ruky. Pro fyziku je naprˇı´klad dostupna´ velmi
kvalitnı´ multiplatformnı´ knihovna Newton Game Dynamics, kterou lze integrovat do
enginu. Pro implementaci zvukove´ stra´nky je zase naprˇı´klad dostupna´ multiplatformnı´
knihovna OpenAL (Open Audio Library), vyvinuta´ spolecˇnostı´ Loki Software a dnes
udrzˇovana´ Creative Technology za podpory Applu a ru˚zny´ch nadsˇencu˚.
2.1.1 Irrlicht
Irrlicht[7] engine je multiplatformnı´ vysoce vy´konny´ free open source 3D engine napsany´
v C++. Je vyda´va´n pod licencı´ zalozˇene´ na zlib/libpng. Nejedna´ se cˇisteˇ o hernı´ engine,
ale pouze o graficky´ engine. Podporuje sˇirokou sˇka´lu renderovacı´ch API, cozˇ zajisˇt’uje
onu platformnı´ neza´vislost. Kromeˇ Direct3D 8.1, Direct3D 9.0 a OpenGL jsou prˇı´tomny i
softwarove´ renderery. Aplikace vyuzˇı´vajı´cı´ Irrlicht engine je mozˇne´ spustit na platformeˇ
Windows, Linux, Mac OSX, Sun Solaris/SPARC a na vsˇech platforma´ch vyuzˇı´vajı´cı´ SDL
(Simple DirectMedia Layer), cozˇ je multiplatformnı´ multimedia´lnı´ knihovna poskytujı´cı´
nı´zkou´rovnˇovy´ prˇı´stup ke zvukove´mu hardwaru, kla´vesnici, mysˇi, joysticku, 2D video
framebufferu a 3D hardwaru skrze rozhranı´ OpenGL. Tento engine najde vyuzˇitı´ nejen
pro vy´voj realtime aplikacı´, jako jsou pocˇı´tacˇove´ hry, ale i pro veˇdecke´ vizualizace.
Sce´na je reprezentova´na za uzˇitı´ hierarchicke´ho sce´nove´ho grafu, kde jednotlivy´mi
uzly mohou by´t, kromeˇ beˇzˇny´ch objektu˚ sce´ny, i indoor nebo outdoor cˇa´sti. Cozˇ dovoluje
enginu mı´chat indoorove´ a outdoorove´ sce´ny plynule dohromady. Je zde sˇiroke´ podpora
vestaveˇny´ch materia´lu˚ zalozˇeny´ch nejen na pevne´ funkcˇnı´ pipeline, ale i na programo-
vatelne´ funkcˇnı´ pipeline. To dovoluje vytvorˇenı´ naprˇı´klad per pixel nasveˇtlovany´ch ma-
7teria´lu˚ za uzˇitı´ norma´love´ho bump-mappingu nebo parallax mappingu. Vestaveˇna´ je take´
podpora animovany´ch modelu˚ s vyuzˇitı´m skeleta´lnı´ animace. Irrlicht engine podporuje
velke´ mnozˇstvı´ beˇzˇny´ch specia´lnı´ch graficky´ch efektu˚ od mlhy, cˇa´sticovy´ch efektu˚ azˇ po
dynamicke´ nasveˇtlova´nı´ a stı´ny. Nabı´zı´ sˇirokou sˇka´lu 3D forma´tu s podporou staticky´ch
i animovany´ch modelu˚.
Irrlicht engine ma´ detailnı´ dokumentaci se spoustou prˇı´kladu˚ a tutoria´lu˚. Nenı´ ome-
zen jen na C++, ale existujı´ i portace pro jine´ jazyky. Jedna z nich je Irrlicht.NET, ktera´
umozˇnˇuje pouzˇı´t rozhranı´ Irrlicht enginu v jake´mkoliv .NET jazyce.
2.1.2 Crystal Space
Crystal Space[8] je plnohodnotne´ SDK (Software Development Kit), napsane´ v C++, a po-
skytujı´cı´ 3D grafiku v rea´lne´m cˇase, s veˇtsˇı´m zameˇrˇenı´m na hry samotne´. Jedna´ se o mul-
tiplatformnı´ rozhranı´ podporujı´cı´ Windows, Linux a Mac OSX, vydane´ pod licencı´ LGPL
(Lesser General Public License). Projekt Crystal Space SDK je tvorˇen dveˇma hlavnı´mi
komponentami, samotny´m Crystal Space a CEL (Crystal Entity Layer). Crystal Space
poskytuje konfigurovatelny´ renderovacı´ engine zalozˇeny´ na OpenGL, 3D zvuk, fyziku,
uzˇivatelsky´ vstup a graficke´ uzˇivatelske´ rozhranı´ (GUI). Chybı´ zde vsˇak spra´va entit, ta je
zajisˇteˇna prostrˇednictvı´m CEL. Jedna´ se o mnozˇinu pluginu˚ a aplikacı´ postaveny´ch nad
Crystal Space SDK, ktera´ poskytuje rˇadu beˇzˇneˇ pouzˇı´vany´ch abstrakcı´ poma´hajı´cı´ch prˇi
vy´voji her.
Pro kolize a dynamiku je vyuzˇı´va´no open source engine ODE (Open Dynamics En-
gine). Jsou zde implementova´ny standardnı´ shadery jako norma´love´ mapova´nı´, parallax
(displacement) mapping a hardware skinning. Vlastnı´ uzˇivatelsky definovane´ shadery
lze implementovat v jazyku Cg nebo pomoci znacˇkovacı´ho jazyka XML. Pro pra´ci s ani-
movany´m mesh je pouzˇita knihovna CAL3D (3D Character Animation Library). Jedna´ se
o platformneˇ neza´vislou knihovnu napsanou v C++ a urcˇenou pro skeleta´lnı´ animaci.
Crystal Space ma´ podporu pro renderingu 2D a 3D zvuku skrze rozhranı´ DirectSound,
ALSA (Advanced Linux Sound Architecture), OSS (Open Sound System) a CoreAudio.
Sce´nu je mozˇne´ exportovat z modelovacı´ch na´stroju˚ Blender a 3D Studio Max.
K SDK Crystal Space je dostupny´ uzˇivatelsky´ manua´l a dokumentace API, plneˇ doku-
mentujı´cı´ rozhranı´, trˇı´dy a funkce dostupne´ v SDK. Uzˇivatelsky´ manua´l obsahuje popis
jednotlivy´ch komponent SDK, tutoria´ly a dalsˇı´ technicke´ cˇla´nky.
2.2 Komercˇnı´ enginy
Komercˇnı´ enginy ve srovna´nı´ s nekomercˇnı´mi poskytujı´ naopak komplexnı´ rˇesˇenı´ pro
vy´voj pocˇı´tacˇovy´ch her. Kromeˇ samotne´ho vykreslovacı´ho ja´dra, ktere´ veˇtsˇinou vyuzˇı´va´
nejnoveˇjsˇı´ch technologiı´ pro real-time vykreslova´nı´ grafiky, obsahujı´ za´rovenˇ vlastnı´ fy-
zika´lnı´ engine, poprˇı´padeˇ implementujı´ jeden z komercˇneˇ dostupny´ch enginu˚. Nechybı´
vlastnı´ implementace umeˇle´ inteligence a take´, u veˇtsˇiny enginu˚, podpora sı´t’ove´ hry a
zvuku.
82.2.1 Source
Source[9] engine, jehozˇ autorem je spolecˇnost Valve, je obecneˇ uzna´va´n jako jedno z nej-
vı´ce flexibilnı´ch, komplexnı´ch, a vy´konny´ch hernı´ch vy´vojovy´ch prostrˇedı´. Source engine
je implementovany´ v C++. Mezi podporovane´ platformy patrˇı´ PC a XBox 360.
Source engine, obr. 1, je prˇednostneˇ urcˇen pro rendering rozsa´hly´ch area´lu˚ a ven-
kovnı´ch detailnı´ch sce´n, doplneˇny´ch propracovanou fyzikou simulujı´cı´ rea´lny´ sveˇt. Ne-
chybı´ ani sofistikovany´ syste´m umeˇle´ inteligence, s mozˇnostı´ emulace lidsky´ch smyslu˚
- zraku a sluchu, umozˇnˇujı´cı´ch najı´t a identifikovat ru˚zne´ objekty. Pokrocˇila´ charakte-
rova´ animace dovolujı´cı´ jazykoveˇ neza´vislou artikulaci tva´rˇe a simulaci svalu˚. Source
engine zahrnuje vlastnı´ sadu digita´lnı´ch audio technologiı´ pro vytva´rˇenı´ dynamicky´ch
zvukovy´ch sce´n uvnitrˇ hernı´ho sveˇta. Vysoce vy´konne´ renderovacı´ ja´dro, zalozˇene´ na
shaderech, dovoluje vytva´rˇet rozsa´hle´ komplexnı´ sce´ny. Vyuzˇı´va´ pokrocˇily´ch technologiı´
dnesˇnı´ch multija´drovy´ch procesoru˚, jako je SIMD, a skrze DirectX take´ GPU. Soucˇa´stı´ je
take´ vlastnı´ rozhranı´ pro sı´t’ovou komunikaci.
Obra´zek 1: Source engine.
2.2.2 id Tech
V prˇı´padeˇ id Tech, obr. 2, se jedna´ spı´sˇe o se´rii enginu˚, jejichzˇ autorem je spolecˇnost
id Software. Poslednı´ verzı´ je id Tech 4[10] engine, a jeho na´stupce id Tech 5, ktery´ je
v soucˇasne´ dobeˇ ve vy´voji. Engine id Tech 4 je implementova´n v C++ a jeho renderovacı´
ja´dro je zalozˇeno na OpenGL. Jedna´ se o velice svizˇny´ engine, vyuzˇı´vajı´cı´ vy´hod mo-
dernı´ch multija´drovy´ch procesoru˚ a GPU. Po graficke´ stra´nce prˇinesl jako prvnı´ ve sve´
se´rii per-pixel nasveˇtlova´nı´, norma´love´ mapova´nı´ a specular highlighting. Zvukova´ cˇa´st
je implementovana´ za vyuzˇitı´ DirectX.
Vy´sadou teˇchto enginu˚ je sˇiroka´ podpora ru˚zny´ch platforem - PC, Mac OSX, Linux,
Xbox, Xbox 360, PS3. Jsou doplneˇny o exporte´ry ze zna´my´ch modelovacı´ch a animacˇnı´ch
na´stroju˚ - 3D Studio Max, Maya a Lightwave.
2.2.3 CryENGINE R©3
CryENGINE R©3 [11], obr. 3, se rˇadı´ mezi nejpokrokoveˇjsˇı´ enginy dnesˇnı´ doby. Auto-
rem tohoto enginu je spolecˇnost Crytek. Jedna´ se o kompletnı´ hernı´ vy´vojove´ rˇesˇenı´,
9Obra´zek 2: id Tech engine.
vyuzˇı´vajı´cı´ modernı´ch multi-core technologiı´, zahrnujı´cı´ pokrocˇilou real-time 3D gra-
fiku (DirectX 9, DirectX 10 a DirectX 11), fyziku, umeˇlou inteligenci, zvuk a sı´t’ovou ko-
munikaci. Mezi podporovane´ platformy patrˇı´ PC, PlayStation 3 a Xbox 360. Soucˇa´stı´ je
vy´konny´ editor CryENGINE R©3 SandboxTMdovolujı´cı´ vytva´rˇet hernı´ prostrˇedı´ v rea´lne´m
cˇase, nebo-li WYSIWYP (”What You See Is What You Play“).
Renderovacı´ ja´dro se rˇadı´ mezi technologicky nejvyspeˇlejsˇı´. Poskytuje mozˇnost ply-
nuly´ch prˇechodu˚ mezi indoor a outdoor sce´nami. Dostupna´ je cela´ rˇada specia´lnı´ch gra-
ficky´ch efektu˚ a graficky´ch technologiı´, pomoci ktery´ch je dosazˇeno te´meˇrˇ foto-realisticky
a prˇirozeneˇ vypadajı´cı´ch sce´n. Vyuzˇita je rˇada nasveˇtlovacı´ch algoritmu˚ od HDR (High
Dynamic Range), umozˇnˇujı´cı´ rendering sce´ny ve vysˇsˇı´ch sveˇtelny´ch kontrastech a tı´m
dosazˇenı´ veˇtsˇı´ realisticˇnosti, azˇ po takzvane´ ”odlozˇene´ nasveˇtlova´nı´“, neboli Deferred
Lighting. Deferred Lighting je metoda dovolujı´cı´ per-pixel nasveˇtlova´nı´ sce´ny s velky´m
mnozˇstvı´m dynamicky´ch zdroju˚ sveˇtel. Flexibilnı´ syste´m dennı´ho cˇasu dovoluje dyna-
micky meˇnit pozici slunce a meˇsı´ce ve sce´neˇ, a v za´vislosti na tom pak nasveˇtlova´nı´
a atmosfe´ricke´ efekty. Propracovana´ fyzika umozˇnˇuje vytvorˇenı´ plneˇ interaktivnı´ho a
znicˇitelne´ho prostrˇedı´, ktere´ dovoluje procedura´lnı´ destrukci a deformaci velke´ cˇa´sti her-
nı´ho sveˇta a objektu˚ v neˇm. CryENGINE R©3 poskytuje take´ vlastnı´ zvukovy´ syste´m plneˇ
integrovany´ s hernı´m prostrˇedı´m. Ten umozˇnˇuje mimo jine´ naprˇı´klad audio odezvy na
interaktivnı´ fyziku hernı´ho sveˇta a prostrˇedı´.
Obra´zek 3: CryENGINE R©3 .
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3 Pouzˇite´ technologie
Jako prima´rnı´ aplikacˇnı´ programove´ rozhranı´ pro vykreslova´nı´ grafiky bylo v te´to pra´ci
pouzˇito Microsoft Direct3D, ktere´ je soucˇa´stı´ Microsoft DirectX. Je dostupna´ take´ alter-
nativa OpenGL, uprˇednostneˇno vsˇak bylo DirectX z du˚vodu veˇtsˇı´ho zameˇrˇenı´ pra´veˇ na
pocˇı´tacˇove´ hry.
3.1 DirectX
DirectX[3] je kolekce nı´zkou´rovnˇovy´ch aplikacˇnı´ch programovy´ch rozhranı´ (API), vy-
tvorˇena´ spolecˇnostı´ Microsoft Corporation, za u´cˇelem manipulace s multime´diı´. Je speci-
a´lneˇ urcˇen pro programova´nı´ pocˇı´tacˇovy´ch her na platformeˇ Microsoft Windows, Xbox a
Xbox 360. Mezi hlavnı´ rozhranı´ dostupne´ v DirectX:
• Direct3D (zobrazova´nı´ hardwaroveˇ akcelerovane´ 3D grafiky)
• Direct2D
• DirectInput
• DirectWrite
• DirectCompute
• DirectSound3D
Starsˇı´ varianty teˇchto rozhranı´ DirectPlay, DirectSound, DirectMusic a DirectShow
jsou v DirectX SDK sta´le dostupne´, ale jsou jizˇ oznacˇeny jako zastarale´.
3.2 Direct3D
V aplikacı´ch, kde je du˚lezˇita´ efektivita vykreslova´nı´, jako jsou pocˇı´tacˇove´ hry, je pouzˇito
funkcı´, vy´sˇe zmı´neˇne´ho rozhranı´ Direct3D, ktere´ vyuzˇı´va´ hardwarovou akceleraci, po-
kud je dostupna´ na graficke´m adapte´ru, cele´ 3D renderovacı´ pipeline. Direct3D umozˇnˇuje
vyuzˇı´t pokrocˇile´ schopnosti graficke´ karty, zahrnujı´cı´ z-buffering, anti-aliasing, alpha
blending, mipmapping a atmosfe´ricke´ efekty.
3.3 Architektura Direct3D
Hlavnı´m u´kolem API Direct3D je zprostrˇedkovat komunikaci mezi aplikacı´ a ovladacˇem
graficke´ho hardwaru. Direct3D rozhranı´ stojı´ neza´visle vedle GDI (Graphics Device In-
terface), viz obr. 4. Direct3D aplikace mu˚zˇe existovat soucˇasneˇ vedle GDI aplikace a obeˇ
majı´ prˇı´stup ke graficke´mu hardwaru prˇes ovladacˇ graficke´ karty.
HAL (Hardware Abstraction Layer) prˇedstavuje specificke´ rozhranı´ pro graficky´ hard-
ware doda´vane´ vy´robcem. Direct3D toto rozhranı´ pouzˇı´va´ pro prˇı´mou komunikaci s gra-
ficky´m adapte´rem. HAL implementuje pouze funkce dostupne´ na adapte´ru, pokud adap-
te´r neˇjakou funkci neimplementuje, HAL tuto funkci nereflektuje jako schopnost hard-
waru - neprova´dı´ emulaci. Aplikace komunikuje s HAL skrze Direct3D.
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Win32 Aplikace Win32 Aplikace
Direct3D API
HAL Device
GDI
Device Driver Interface (DDI)
Graphic Hardware
Obra´zek 4: Sche´ma zacˇleneˇnı´ DirectX do operacˇnı´ho syste´mu.
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4 Specifikace zada´nı´
Tato pra´ce je za´kladem pro vytvorˇenı´ hernı´ho enginu a na´sledneˇ pocˇı´tacˇove´ hry, s pra-
covnı´m na´zvem Heroes, ktera´ bude na neˇm postavena´. Tento engine nema´ by´t zameˇrˇen na
sˇirsˇı´ spektrum zˇa´nru˚, jako komercˇnı´ enginy, ale pouze na konkre´tnı´ typ pocˇı´tacˇove´ hry.
Zameˇrˇenı´m se engine bude soustrˇedit na hry strategicke´ho zˇa´nru a prˇı´padneˇ RPG. En-
gine bude implementova´n jako samostatna´ jednotka oddeˇlena´ od aplikace (hry), ta bude
jako oddeˇlena´ aplikace tento engine na´sledneˇ vyuzˇı´vat.
4.1 Vizua´lnı´ vzhled
My´m cı´lem v te´to pra´ci je zameˇrˇit se na vizua´lnı´ stra´nku enginu. Tedy na vytvorˇenı´ gra-
ficke´ cˇa´sti enginu. Po vizua´lnı´ stra´nce bude hra tvorˇena prˇeva´zˇneˇ jednoduchy´m tere´nem.
Na povrchu se mohou vyskytovat staticke´ renderovatelne´ objekty. Engine bude zvla´dat
jednoduche´ techniky optimalizace sce´ny.
Do budoucna je v pla´nu tento engine vy´razneˇ rozsˇı´rˇit a vı´ce optimalizovat. Budou
prˇida´ny cˇa´sticove´ efekty a post-process efekty. Pocˇı´ta´ se take´ s dynamicky´m nasveˇtlo-
va´nı´m sce´ny a realizacı´ stı´nova´nı´.
4.2 Hernı´ koncept
Pocˇı´tacˇova´ hra Heroes, na jejı´mzˇ za´kladu budeme v bakala´rˇske´ pra´ci pracovat, bude vy-
cha´zet z kombinacı´ klasicke´ho konceptu hry typu RPG, kdy hra´cˇ ovla´da´ jedine´ho hrdinu
a strategicke´ hry, ve ktere´ je za´meˇr porazˇenı´ neprˇa´telske´ strany znicˇenı´m jeho hlavnı´ bu-
dovy nebo du˚lezˇite´ jednotky. Prˇedpokla´da´me, zˇe hra´cˇ bude podobneˇ jako ve hrˇe Diablo
firmy Bilzzard, ovla´dat sve´ho hrdinu mysˇı´ a urcˇovat jeho cı´le cesty kliknutı´m do mapy.
Postava na toto mı´sto dojde nebo zau´tocˇı´ na neprˇa´telskou postavu, ktera´ se na tomto
mı´steˇ nacha´zı´. Za znicˇene´ neprˇa´telske´ jednotky bude postava dosta´vat penı´ze, za ktere´
si bude dokupovat vylepsˇenı´. Hernı´ mapa bude po technologicke´ stra´nce podobna´ mapeˇ
strategicke´ hry. Bude obsahovat mnozˇstvı´ prˇeka´zˇek a jejı´ u´zemı´ bude rozdeˇleno mezi
jednotlive´ strany na ktery´ch bude mı´t kazˇda´ strana klı´cˇovou budovu nebo jednotku, jejı´zˇ
pora´zˇkou dojde k vy´hrˇe jedne´ ze stran. Hra bude ozˇivena tı´m, zˇe jednou za urcˇity´ cˇasovy´
u´sek vyjde z hlavnı´ch budov vsˇech hra´cˇu˚ urcˇite´ mnozˇstvı´, na hra´cˇı´ch neza´visly´ch, jed-
notek vyslany´ch na cizı´ za´kladny. Cı´lem hrdinu˚ (hra´cˇu˚) bude pomoc teˇmto jednotka´m
v prˇesunu na neprˇa´telskou stranu. Zpravidla vı´teˇzı´ pak ti hra´cˇi, ktery´m se podarˇı´ pro-
bojovat azˇ do neprˇa´telske´ za´kladny, anizˇ by prˇisˇli o svou vlastnı´. Hra bude umozˇnˇovat,
aby za´rovenˇ ve hrˇe mohlo hra´t vı´ce hra´cˇu˚, kterˇı´ by meˇli kazˇdy´ sve´ho hrdinu. Postavy
vybı´hajı´cı´ ze za´kladen kazˇde´ strany budou postupneˇ silneˇjsˇı´, aby se kompenzoval na´ru˚st
sı´ly hrdinu˚. Tyto postavy se budou rˇı´dit jednoduchy´m pla´nem cest a prˇedem budou mı´t
nastavene´ sve´ chova´nı´.
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4.3 Technicka specifikace
Pro charaktery a interaktivnı´ objekty bude podporova´n specia´lneˇ upraveny´ 3D forma´t,
doplneˇny´ o specifikaci vlastnostı´ dane´ entity. Pro tento forma´t bude vytvorˇen v budoucı´m
vy´voji editor, umozˇnˇujı´cı´ doplneˇnı´ o tyto specificke´ parametry. Tento forma´t bude zalo-
zˇen na DirectX X File Format. Spolecˇneˇ s geometriı´ budou uchova´na take´ skinned mesh
data v prˇı´padeˇ animovany´ch modelu˚ a prˇı´padneˇ i koliznı´ geometrie.
Pro reprezentaci mapy sveˇta bude v budoucnu vytvorˇen specia´lnı´ forma´t kompati-
bilnı´ jen s tı´mto enginem. Tento forma´t bude uchova´vat geometrii tere´nu, odkazy a po-
zice na entity vyskytujı´cı´ se ve sce´neˇ, mapu cest AI a prˇı´padneˇ script AI. K vytva´rˇenı´ a
editaci bude slouzˇit editor vytvorˇeny´ specia´lneˇ pro tento forma´t.
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5 Analy´za a na´vrh implementace enginu
Jako za´klad architektury bylo zvoleno modulove´ sche´ma, tedy kazˇda´ dı´lcˇı´ cˇa´st enginu je
nebo bude tvorˇena samostatny´m modulem, ktere´ mezi sebou komunikujı´. Teˇmito mo-
duly se myslı´ graficky´ engine, umeˇla´ inteligence, sı´t’ a zvuk. Na´vrh te´to architektury je
zna´zorneˇn na obra´zku 5. Implementace uvedeny´ch modulu˚ se prˇedpokla´da´ pomoci dy-
namicky linkovany´ch knihoven (DLL). V budoucı´m vy´voji je take´ v pla´nu prˇida´nı´ dalsˇı´ho
modulu, na obra´zku zna´zorneˇne´ho jako Engine Core, ktery´ bude propojovat vsˇechny
ostatnı´ moduly do jednoho celku. Du˚vodem pro vytvorˇenı´ tohoto modulu je obalenı´ ko-
munikace mezi jednotlivy´mi moduly enginu a snadneˇjsˇı´ pouzˇitı´ v klientske´ aplikaci. Kli-
entskou aplikacı´, zna´zorneˇnou na obr. 5, je mysˇlena samotna´ hra.
V te´to pra´ci se zameˇrˇuji pouze na za´klad graficke´ho modulu. Ten ma´ na starosti
vizua´lnı´ stra´nku enginu. V soucˇasne´ verzi se jedna´ o zobrazenı´ jednoduche´ho hernı´ho
sveˇta. V budoucı´m vy´voji se prˇedpokla´da´ prˇida´nı´ pokrocˇilejsˇı´ch nasveˇtlovacı´ch metod,
vylepsˇenı´ metod optimalizace vykreslova´nı´ a zpra´vy sce´ny, prˇida´nı´ graficky´ch a cˇa´stico-
vy´ch efektu˚, a implementace skeleta´lnı´ animace.
Obra´zek 5: Sche´ma architektury enginu.
Modul AI (Artificial intelligence) je implementacı´ metod umeˇle´ inteligence. Modul
Audio bude implementovat zvukovou stra´nku enginu. V budoucı´ implementaci tohoto
modulu se prˇedpokla´da´ vyuzˇitı´ audio knihovny FMOD spolecˇnosti Firelight Technolo-
gies, nebo multi-platformnı´ knihovny OpenAL. Modul Network bude implementovat
vytva´rˇenı´ serveru a sı´t’ovou komunikaci mezi klienty.
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5.1 Graficky´ modul
Graficky´ modul implementuje samotnou vizua´lnı´ stra´nku enginu. Stara´ se o vizuali-
zaci vsˇech objektu˚ nacha´zejı´cı´ch se ve sce´neˇ a take´ o zpra´vu zdroju˚, tedy nacˇı´ta´nı´ a
uchova´va´nı´ objektu˚ v pameˇti. Urcˇuje, jaky´m zpu˚sobem budou zdroje zpravova´ny, jestli
budou nacˇteny do video pameˇti graficke´ karty, nebo budou umı´steˇny v syste´move´ pameˇti.
World WorldRender
RenderQueue
SceneTerrain
Obra´zek 6: Za´kladnı´ sche´ma graficke´ho modulu.
Na obr. 6 je zna´zorneˇno za´kladnı´ sche´ma graficke´ho modulu. Vyobrazeny jsou jen
za´kladnı´ objekty starajı´cı´ se o zobrazova´nı´ grafiky a spra´vu zdroju˚. Objekt World je za´-
kladnı´m objektem graficke´ho modulu. Stara´ se o instanciova´nı´ a inicializaci ostatnı´ch ob-
jektu˚ na obr. 6. Implementuje funkci pro inicializaci cele´ho graficke´ho modulu. Skrze roz-
hranı´ klientska´ aplikace komunikuje pra´veˇ s tı´mto objektem. K rozhranı´ ostatnı´ch objektu˚
uzˇ klientska´ aplikace prˇı´stup nema´. Vola´nı´ funkcı´ rozhranı´ ostatnı´ch objektu˚ probı´ha´ in-
terneˇ v modulu.
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Tento modul je implementova´n z velke´ cˇa´sti za vyuzˇitı´ funkcionality aplikacˇnı´ho pro-
gramove´ho rozhranı´ Direct3D 9.0c. Skrze rozhranı´ zarˇı´zenı´ Direct3D je realizova´no jak
zobrazova´nı´ grafiky tak i nacˇı´tanı´ a spra´va zdroju˚ v pameˇti. Alokace pameˇti pro urcˇite´
typy zdroju˚ je realizova´na take´ skrze rozhranı´ zarˇı´zenı´ Direct3D. Te´meˇ vsˇechny objekty
v tomto modulu toto zarˇı´zenı´ vyuzˇı´vajı´. Za spra´vne´ vytvorˇenı´, inicializaci a uvolneˇnı´ roz-
hranı´ zarˇı´zenı´ Direct3D je zodpoveˇdna´ klientska´ aplikace. Ta prˇeda´va´ instanci zarˇı´zenı´
graficke´mu modulu prˇi inicializaci.
5.2 Objekt Terrain
Jednı´m z objektu˚ vytvorˇeny´ch prˇi prvnı´ inicializaci modulu je Terrain. Na za´kladeˇ vstup-
nı´ch parametru˚ vygeneruje geometrii tere´nu. Ma´ na starost take´ alokaci a spra´vu pameˇti
pro tuto geometrii. Jako vstup pro generova´nı´ jsou rozmeˇry tere´nu a hustota geomet-
rie. Aby bylo mozˇne´ realizovat vykreslova´nı´ rozsa´hlejsˇı´ho tere´nu, je geometrie rozdeˇlena
na sektory. Toto rozdeˇlenı´ na sektory umozˇnˇuje, za pouzˇitı´ optimalizacˇnı´ch algoritmu˚,
vykreslovat jen tu cˇa´st geometrie, ktera´ je skutecˇneˇ viditelna´. Rozdeˇlenı´ geometrie na
sektory probı´ha´ prˇi samotne´m generova´nı´. Geometrie kazˇde´ho sektoru je pak v objektu
Terrain uchova´na v samostatne´m bufferu. Spolecˇneˇ s generova´nı´m geometrie jednot-
livy´ch sektoru˚ je nacˇtena take´ vy´sˇka jednotlivy´ch vrcholu˚ z vy´sˇkove´ mapy. Vy´sˇkova´
mapa je textura ve stupnı´ch sˇedi, kde intenzita jasu texelu definuje vy´sˇku geometrie. Po-
moci vy´sˇkove´ mapy jsou tak modelova´ny nerovnosti tere´nu. Prˇi ukoncˇenı´ aplikace se
Terrain stara´ o uvolneˇnı´ pameˇti alokovane´ pro sektory tere´nu a ostatnı´ zdroje.
5.3 Objekt Scene
Zobrazovany´ sveˇt je z du˚vodu optimalizace rozdeˇlen na mensˇı´ celky, ktere´ jsou jednotliveˇ
podle potrˇeby vykreslova´ny. Toto rozdeˇlenı´ sveˇta je reprezentova´no pra´veˇ tı´mto objek-
tem. Objekt Scene je jednı´m z nejdu˚lezˇiteˇjsˇı´ch objektu˚, jedna´ se o stromovou strukturu re-
prezentujı´cı´ celou sce´nu. Vnitrˇneˇ je Scene implementova´n pomoci QuadTree. QuadTree je
stromova´ struktura rekurzivneˇ deˇlı´cı´ prostor do cˇtyrˇ kvadrantu˚. Jaky´koliv objekt (entita),
ktery´ se ma´ nacha´zet ve sce´neˇ, a nemusı´ se jednat pouze o renderovane´ objekty, musı´ by´t
vlozˇen do tohoto stromu. Pozice na kterou je objekt do stromu vlozˇen prˇı´mo za´visı´ na
pozici objektu ve sce´neˇ. Ve fa´zi vykreslova´nı´ jsou objekty vybı´ra´ny z te´to struktury podle
toho, jakou cˇa´st sce´ny je potrˇeba vykreslit.
Do stromu jsou vlozˇeny take´ jednotlive´ sektory tere´nu, podle toho ve ktere´m mı´steˇ
sce´ny majı´ by´t vykresleny. Fyzicky jsou ale jednotlive´ instance tere´nu ulozˇeny v objektu
Terrain, do stromu jsou vlozˇeny pouze reference.
5.4 Objekt WorldRender a RenderQueue
Samotna´ funkcionalita pro vykreslova´nı´ sce´ny je implementova´na v objektu WorldRen-
der. Vykreslova´nı´ je prova´deˇno v nekonecˇne´ smycˇce. Ta je realizovana´ klientskou apli-
kacı´ a funkce pro vykresleni snı´mku, nacha´zejı´cı´ se ve WorldRender, je v nı´ v kazˇde´m
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pru˚chodu cyklu vola´na. Na nejnizˇsˇı´ u´rovni je vykreslova´nı´ grafiky ve WorldRender im-
plementova´no pomoci shaderu˚ graficke´ karty realizovany´ch za pouzˇitı´ HLSL (High Le-
vel Shader Language). Vyuzˇit je Shader Model 3.0.
Objekt WorldRender u´zce spolupracuje s objektem RenderQueue. Hlavnı´m u´kolem
RenderQueue je shroma´zˇdit renderovatelne´ entity prˇed samotny´m procesem vykreslo-
va´nı´. Objekt RenderQueue je v za´kladu implementova´n jako fronta. Prˇed zacˇa´tkem vy-
kreslova´nı´ je za pouzˇitı´ algoritmu urˇcˇenı´ viditelnosti rozhodnuto, ktere´ entity ve sce´neˇ jsou
viditelne´ pozorovatelem a meˇli by by´t vykresleny. Tyto vybrane´ entity jsou na´sledneˇ
vkla´da´ny do RenderQueue. Du˚lezˇitou vlastnostı´ RenderQueue je, zˇe vkla´dane´ entity jsou
uvnitrˇ udrzˇova´ny v setrˇı´zene´ formeˇ podle typu entity. Pote´ co je objekt RenderQueue za-
plneˇn, prˇejde se k samotne´mu vykreslova´nı´. Entity jsou z RenderQueue postupneˇ vybı´ra´-
ny a vykreslova´ny. Protozˇe jsou entity v RenderQueue udrzˇova´ny v setrˇı´zene´ formeˇ, je
vzˇdy vykreslena skupina entit stejne´ho typu najednou, cozˇ eliminuje cˇetnost nastavova´nı´
stavu˚ vykreslova´nı´ a mnozˇstvı´ prˇena´sˇeny´ch dat do pameˇti graficke´ karty. Na zacˇa´tku
na´sledujı´cı´ho pru˚chodu vykreslovacı´ smycˇkou jsou entity z RenderQueue hromadneˇ vy-
jmuty.
5.5 Sche´ma komunikace
Komunikacˇnı´m sche´matem je v tomto prˇı´padeˇ mysˇlena komunikace mezi klientskou
aplikacı´ a grafickou cˇa´stı´ enginu. Za´kladnı´ sche´ma te´to komunikace je zobrazeno na obr.
7. Pote´ co je na zacˇa´tku aplikace vytvorˇena instance graficke´ cˇa´sti je provedena iniciali-
zace rozhranı´ vola´nı´m funkce Initialize. Soucˇa´stı´ inicializace je take´ nacˇtenı´ mapy sveˇta
z externı´ch zdroju˚. Nacˇtenı´m mapy sveˇta je vytvorˇena geometrie tere´nu (Terrain) a na
za´kladeˇ toho je inicializova´n strom sce´ny (Scene). V te´to fa´zi jsou take´ do pameˇti nahra´ny
vsˇechny potrˇebne´ textury a prˇı´padneˇ ostatnı´ zdroje potrˇebne´ prˇi renderingu sce´ny. Tato
inicializace je provedena jen jednou po spusˇteˇnı´ aplikace.
Bezprostrˇedneˇ po inicializaci na´sleduje vola´nı´ ResetDevice. V tomto momenteˇ jsou
vytvorˇeny a inicializova´ny vsˇechny zdroje fyzicky umı´steˇne´ v pameˇti graficke´ karty.
Jedna´ se o specia´lnı´ skupinu zdroju˚, ktere´ musı´ by´t znovu vytvorˇeny a inicializova´ny
po prˇı´padne´ ztra´teˇ zarˇı´zenı´ Direct3D. Tato metoda je vykona´na pokazˇde´, co beˇhem vy-
kona´va´nı´ renderovacı´ smycˇky dojde ke ztra´teˇ zarˇı´zenı´ Direct3D, aby byly zdroje znovu
obnoveny.
V prˇı´padeˇ ztra´ty zarˇı´zenı´ Direct3D, jesˇteˇ prˇed vola´nı´m samotne´ funkce ResetDevice, je
trˇeba uvolnit zdroje, ktere´ majı´ by´t znovu obnoveny. Tento u´kol obstara´va´ funkce Lost-
Device. Uvolnˇuje vsˇechny zdroje vytvorˇene´ v ResetDevice z pameˇti.
Na konci aplikace jsou zrusˇeny vsˇechny vytvorˇene´ zdroje. Jako prvnı´ je vola´na me-
toda LostDevice, pro uvolneˇnı´ zdroju˚ vytvorˇeny´ch v ResetDevice. Na´sledneˇ jsou uvolneˇ-
ny vsˇechny zby´vajı´cı´ zdroje a internı´ instance objektu˚ vola´nı´m Destroy.
Scene Rendering prˇedstavuje vykona´va´nı´ samotne´ renderovacı´ smycˇky. Tato komu-
nikace je podrobneˇji zna´zorneˇna na obr. 8. O samotne´ vykona´va´nı´ smycˇky se stara´ kli-
entska´ aplikace, ze ktere´ jsou pak vola´ny funkce pro rendering snı´mku˚. Samotny´ rende-
ring probı´ha´ vola´nı´m FrameRender. V te´to fa´zi jsou ze stromu sce´ny vybı´ra´ny entity, ktere´
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majı´ by´t vykresleny, a vkla´da´ny do RenderQueue. Na konci te´to metody jsou vsˇechny
entity v RenderQueue postupneˇ vykreslova´ny.
World
Initialize
Terrain<<create>>
Scene
WorldRender
<<create>>
<<create>>
ResetDevice
Destroy
HRESULT
<<destroy>>
<<destroy>>
<<destroy>>
HRESULT
<<destroy>>
ResetDevice
HRESULT
HRESULT
RenderQueue<<create>>
<<destroy>>
CreateTerrain
InitializeScene
CreateRender
Scene Rendering
LostDevice
LostDevice
HRESULT
HRESULT
Obra´zek 7: Za´kladnı´ komunikace mezi klientskou aplikacı´ a grafickou cˇa´stı´ enginu.
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World Terrain Scene WorldRender RenderQueue
OnFrameMove
OnFrameMove
ClearQueue
HRESULT
HRESULT
HRESULT
OnFrameRender
FrameRender
InsertEntity
void
GetEntity
Entity
HRESULT
HRESULT
GetVertexData
VertexData
GetSceneTreeRoot
SceneTreeRoot
Obra´zek 8: Za´kladnı´ komunikace mezi klientskou aplikacı´ a grafickou cˇa´stı´ enginu ve
fa´zi vykreslova´nı´.
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6 Na´vrh implementace reprezentace sce´ny
Soucˇa´stı´ rozsa´hly´ch sce´n je velky´ pocˇet objektu˚, ktere´ je trˇeba vykreslovat. Ne vsˇechny
jsou ovsˇem v jednom momenteˇ viditelne´ pozorovatelem. Metoda Frustum Clipping, po-
psana´ v kapitole 7.2.1, je efektivnı´ zpu˚sob jak vyloucˇit objekt z vykreslova´nı´, pokud
zrovna nenı´ viditelny´. Pokud se ovsˇem ve sce´neˇ nacha´zı´ stovky objektu˚, u ktery´ch je trˇeba
rozhodnout, zda-li jsou viditelne´, nenı´ zrovna efektivnı´ tuto metodu aplikovat postupneˇ
na vsˇechny. Na obr. 9 vlevo je takova´to sce´na pro ilustraci zobrazena. Pro kazˇdy´ objekt
je trˇeba prove´st zvla´sˇt’ test viditelnosti vzhledem k pohledove´mu kuzˇelu, vyloucˇene´ ob-
jekty jsou pak vyznacˇeny cˇerveneˇ. Objekty zobrazeny zeleneˇ naopak testem viditelnosti
prosˇli a budou vykresleny. Pohledovy´ kuzˇel je tvorˇen sˇesti rovinami, a pro kazˇdy´ objekt
je v podstateˇ trˇeba vykonat sadu testu˚ vzhledem k teˇmto sˇesti rovina´m. Spı´sˇe nezˇ k opti-
malizaci by toto vedlo ke snı´zˇenı´ vy´konu aplikace. Sce´nu a objekty v nı´ je proto potrˇeba
neˇjaky´m zpu˚sobem reprezentovat tak, aby se zjednodusˇil vy´beˇr neviditelny´ch objektu˚ a
nebylo potrˇeba najednou testovat vsˇechny objekty sce´ny. Tohoto je docı´leno rozdeˇlenı´m
prostoru cele´ sce´ny na sektory. Kazˇde´mu sektoru pak na´lezˇı´ urcˇita´ podmnozˇina objektu˚.
Toto rozdeˇlenı´ sce´ny na sektory je demonstrova´no na obr. 9 vpravo. Test viditelnosti je
pak proveden pro cele´ sektory. Pokud je sektor zcela nebo z cˇa´sti viditelny´, tedy nacha´zı´
se uvnitrˇ pohledove´ho objemu, jsou vsˇechny objekty na´lezˇı´cı´ do tohoto sektoru vykres-
leny. Objekty lezˇı´cı´ v sektorech nacha´zejı´cı´ch se mimo pohledovy´ kuzˇel jsou z vykres-
lova´nı´ vyloucˇeny bez dalsˇı´ch testu˚. Na obr. 9 jsou objekty ktere´ byly z testova´ni zcela
vyloucˇeny zobrazeny sˇedeˇ.
Pro veˇtsˇı´ preciznost je do budoucna v pla´nu tuto metodu vylucˇova´nı´ da´le rozsˇı´rˇit
na´sledujı´cı´m zpu˚sobem. Pokud se testovany´ sektor nacha´zı´ v pohledove´m kuzˇelu jen
z cˇa´sti, mu˚zˇe by´t test viditelnosti proveden da´le na kazˇde´m objektu, na´lezˇejı´cı´mu tomuto
sektoru, zvla´sˇt’. Toto rozsˇı´rˇenı´ je demonstrova´no na obr. 10. Tı´mto jsou do procesu vy-
kreslova´nı´ zahrnuty jen ty objekty, ktere´ jsou skutecˇneˇ viditelne´.
Funkcionalita reprezentace sce´ny je implementova´na v objektu Scene, viz kapitola 5.
Samotny´ algoritmus urcˇova´nı´ viditelnosti je pak implementova´n v objektu WorldRender.
Ten rekurzivneˇ procha´zı´ strukturu Scene a vybı´ra´ viditelne´ objekty.
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Obra´zek 9: Nalevo je sce´na bez rozdeˇlenı´ na sektory a pro kazˇdy´ objekt je zvla´sˇt’ proveden
test viditelnosti. Napravo jsou naopak objekty prˇirˇazeny jednotlivy´m sektoru˚m sce´ny.
Test viditelnosti je pak proveden jen pro tyto sektory.
Obra´zek 10: Pro objekty v sektorech, nacha´zejı´cı´ se z cˇa´sti v pohledove´m kuzˇelu, je test
viditelnosti da´le proveden zvla´sˇt’. tı´mto je dosazˇeno veˇtsˇı´ preciznosti prˇi vylucˇova´ni ne-
viditelny´ch objektu˚.
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7 Implementace metody Frustum Clipping
Rozsa´hla´ sce´na je ve veˇtsˇineˇ prˇı´padech tvorˇena velky´m mnozˇstvı´m objektu˚. Vykreslova´nı´
takovy´ch to rozsa´hlejsˇı´ch sce´n klade nemale´ na´roky na hardware. Frekvence s jakou je
graficka´ karta schopna zobrazovat jednotlive´ snı´mky je vyja´drˇena v FPS (Frames Per Se-
cond). Vykreslenı´ vsˇech objektu˚ ve sce´neˇ najednou by vedlo k rapidnı´mu snı´zˇenı´ FPS.
S toho du˚vodu existujı´ metody pro optimalizaci vykreslova´nı´, ktere´ jsou zalozˇeny na
principu vylucˇova´nı´ (nebo-li takzvany´ culling) objektu˚, ktere´ nejsou v danou chvı´li vidi-
telne´ pozorovatelem. Takto vyloucˇene´ objekty pak nenı´ nutne´ vykreslovat. V te´to pra´ci
byla pro vylucˇova´nı´ neviditelny´ch objektu˚ pouzˇita metoda Frustum Clipping. Metoda
vyloucˇı´ objekt z vykreslova´nı´ na za´kladeˇ toho, zda je ve sce´neˇ viditelny´.
7.1 Vylucˇova´nı´ na u´rovni GPU
Graficka´ karta sama neˇktere´ z metod pro urcˇova´nı´ viditelnosti implementuje. V takove´m
prˇı´padeˇ mluvı´me o urcˇova´nı´ viditelnosti na u´rovni GPU, viz [2]. Jedna´ se o metodu back-
face culling, nebo-li metodu vylucˇova´nı´ odvra´ceny´ch ploch. Metoda back-face culling na
za´kladeˇ jednoduche´ho testu urcˇuje zda je plocha polygon viditelna´ z pozice pozorova-
tele, a podle toho rozhodne, zda bude polygon rasterizova´n. Dalsˇı´ metoda je z-buffering.
U te´to metody je test viditelnosti prova´deˇn na nejnizˇsˇı´ mozˇne´ u´rovni - prova´dı´ se na
u´rovni samotny´ch pixelu˚. Prˇi renderingu objektu˚ si graficka´ karta uchova´va´ hodnotu
hloubky kazˇde´ho pixelu, na za´kladeˇ ktere´ je pak pixel vyloucˇen z dalsˇı´ho zpracova´nı´.
Implementova´na je take´ metoda Frustum Clipping. Tı´mto testem hardware kompletneˇ
vyloucˇı´ polygon, pokud se nacha´zı´ mimo pohledovy´ jehlan, viz obr. 15.
Metody implementovane´ na u´rovni GPU majı´ tu nevy´hodu, zˇe pracujı´ na velmi nı´zke´
u´rovni. To znamena´, zˇe vylucˇova´nı´ neviditelny´ch objektu˚ prova´deˇjı´ na u´rovni polygonu˚,
nebo samotny´ch pixelu˚. Proto pro vyloucˇenı´ komplexneˇjsˇı´ho objektu skla´dajı´cı´ho se z veˇ-
tsˇı´ho mnozˇstvı´ polygonu˚ musı´ by´t na GPU provedena´ spousta testu˚, a to i prˇesto, zˇe ob-
jekt se ve sce´neˇ nacha´zı´ kompletneˇ mimo pohledovy´ jehlan. Vezmeme-li v u´vahu naprˇı´-
klad Back-Face Culling, tak ten je proveden na vysˇsˇı´ u´rovni nezˇ Z-Buffering, ktery´ vy-
loucˇenı´ neviditelne´ho polygonu prova´dı´ na za´kladeˇ kazˇde´ho pixelu. Je zrˇejme´, zˇe nechat
takove´ vylucˇova´ni neviditelny´ch objektu˚, v prˇı´padeˇ rozsa´hle´ sce´ny na GPU, je znacˇneˇ
neefektivnı´. Rˇesˇenı´m je prove´st tyto testy jesˇteˇ na vysˇsˇı´ u´rovni, tedy na u´rovni CPU.
7.2 Vylucˇova´nı´ na u´rovni CPU
Jesˇteˇ prˇed tı´m, nezˇ je samotny´ objekt vykreslen, je proveden test viditelnosti, tedy test
prˇi ktere´m je rozhodnuto, jestli se objekt nacha´zı´ uvnitrˇ, nebo mimo pohledovy´ jehlan.
Pro urychlenı´ tohoto testu jsou objekty obaleny jednodusˇsˇı´mi geometricky´mi tvary, ktere´
aproximujı´ tvar samotne´ho objektu. Na za´kladeˇ teˇchto aproximacˇnı´ch objektu˚ se pak tes-
tuje, zda je objekt viditelny´. Geometricke´ tvary pro aproximaci tvaru objektu˚ ve sce´neˇ se
pak volı´ takove´, aby proces vy´pocˇtu byl co nejefektivneˇjsˇı´, a za´rovenˇ aby co nejprˇesneˇji
kopı´rovali tvar pu˚vodnı´ch objektu˚. Nejcˇasteˇji pouzˇı´vane´ jsou koule (Bounding Sphere) viz
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obr. 11, objektoveˇ orientovany´ kva´dr (OOBB - Object Oriented Bounding Box) viz obr. 12, a
osoveˇ orientovany´ kva´dr (AABB - Axis Aligned Bounding Box) viz obr. 13.
Obra´zek 11: Bounding Sphere
Obra´zek 12: OOBB - Object Oriented Bounding Box
Obra´zek 13: AABB - Axis Aligned Bounding Box
7.2.1 Frustum Clipping
Implementace metody Frustum Clipping tvorˇı´ v podstateˇ za´klad metod optimalizace vy-
kreslova´nı´ v te´to pra´ci. Metoda je pouzˇita hlavneˇ jako zpu˚sob urcˇova´nı´ viditelny´ch cˇa´stı´
sce´ny, tedy veˇtsˇı´ch skupin entit, viz kapitola. 8.
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Obra´zek 14: Urcˇova´nı´ viditelnosti objektu˚ ve sce´neˇ na za´kladeˇ pohledove´ho jehlanu.
Obkjekty ve sce´neˇ, ktere´ jsou viditelne´ pozorovatelem, se nacha´zejı´ uvnitrˇ pohle-
dove´ho jehlanu. Pohledovy´ jehlan je tvorˇen sˇesti rovinami ve 3D prostoru, viz obr. 15,
jejichzˇ norma´love´ vektory smeˇrˇujı´ dovnitrˇ pohledove´ho kuzˇele. Rovina ρ je obecneˇ defi-
novana´ rovnicı´
ρ : n • x+D = 0, x ∈ R3, (1)
kde n ∈ R3 prˇedstavuje norma´lovy´ vektor te´to roviny a D ∈ R je vzda´lenost roviny
od pocˇa´tku po smeˇru norma´love´ho vektoru. Takto definovana´ rovina na za´kladeˇ sve´ho
norma´love´ho vektoru rozdeˇluje prostor na kladny´ a za´porny´ poloprostor. O rovineˇ ρ pak
mluvı´me jako o hranicˇnı´ rovineˇ. Smeˇr norma´love´ho vektoru definuje kladny´ poloprostor.
Cely´ test pak probı´ha´ tak, zˇe objekty lezˇı´cı´ zcela, nebo z cˇa´sti uvnitrˇ pohledove´ho jehlanu,
definovane´ho teˇmito sˇesti rovinami, jsou oznacˇeny jako viditelne´ a na´sledneˇ vykresleny.
Objekty ktere´ lezˇı´ mimo pohledovy´ jehlan jsou z dalsˇı´ho zpracova´nı´ vyloucˇeny. Na obr.
14 jsou cˇerveneˇ zna´zorneˇny objekty vyloucˇene´ ze zpracova´nı´ a zeleneˇ vykreslovane´ ob-
jekty.
Aby se objekt nacha´zel uvnitrˇ pohledove´ho jehlanu musı´ by´t pro vsˇech sˇest rovin
splneˇna podmı´nka, zˇe testovany´ objekt lezˇı´ v kladne´m poloprostoru tvorˇene´m danou ro-
vinou. Tato podmı´nka je v podstateˇ zalozˇena na testova´nı´ kolize objektu a roviny. Pro
u´cˇely testova´nı´ teˇchto kolizı´ jsou objekty aproximova´ny pomoci vy´sˇe zmı´neˇny´ch boun-
ding boxu˚, takzˇe se pak testuje uzˇ jen kolize roviny a bounding boxu. Jsou ru˚zne´ metody
pro vy´pocˇet te´to kolize.V te´to pra´ci jsem pouzˇil metodu zalozˇenou na vyuzˇitı´ takzvane´ho
efektivnı´ho ra´diusu [2].
7.2.1.1 Efektivnı´ ra´dius Pro test kolize koule a roviny stacˇı´ zna´t pouze vzda´lenost
strˇedu koule od roviny a polomeˇr samotne´ koule. Test je pak zalozˇen jen na porovna´nı´
de´lky ra´diusu te´to koule a vzda´lenosti jejı´ho strˇedu od roviny. Pokud je vzda´lenost strˇedu
koule mensˇı´ nezˇ jejı´ ra´dius, dosˇlo ke kolizi s rovinou.
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Obra´zek 15: Pohledovy´ objem a pohledovy´ kuzˇel.
Test zda bounding box koliduje s rovinou je zalozˇen na podobne´m principu jako prˇi
vy´pocˇtu kolize koule s rovinou. Nepocˇı´ta´ se vsˇak s ra´diusem koule ale s takzvany´m efek-
tivnı´m ra´diusem boxu. Efektivnı´ ra´dius boxu je vzda´lenost strˇedu boxu od jedne´ ze steˇn
tohoto boxu. Pote´ co je zna´m efektivnı´ ra´dius bounding boxu, je mozˇne´ vyuzˇı´t stejnou
metodu jako prˇi vy´pocˇtu kolize koule a roviny. Aby tato metoda ovsˇem fungovala podle
prˇedpokladu, je nutne´ aby vektor efektivnı´ho ra´diusu byl kolinea´rnı´ s norma´lovy´m vekto-
rem roviny. Podle obr. 16 je pak efektivnı´ ra´dius re vypocˇı´tat jako
re = rxe + r
y
e = x • n + y • n , (2)
kde n je normalizovany´ norma´lovy´ vektor roviny kolinea´rnı´ s vektorem efektivnı´ho ra´diusu
re. Na obr. 16 je vy´pocˇet efektivnı´ho ra´diusu pro ilustraci zobrazen ve 2D, stejne´ho principu
se vsˇak vyuzˇı´va´ ve 3D, stacˇı´ jen prˇidat do vy´pocˇtu trˇetı´ rozmeˇr. Vy´pocˇet vyuzˇı´va´ jedne´
z vlastnostı´ skala´rnı´ho soucˇinu zvane´ skala´rnı´ projekce, na za´kladeˇ ktere´ projektujeme vek-
tor x a y do vektoru n. Takto dostaneme vektory rxe a r
y
e , viz obr. 16.
V za´vislosti na tom, na jake´ straneˇ roviny se bounding box nacha´zı´, cozˇ je urcˇeno
smeˇrem norma´love´ho vektoru roviny, za´visı´ take´ zname´nko efektivnı´ho ra´diusu. Ten mu˚zˇe
by´t bud’ kladny´ nebo za´porny´. Pomoci zname´nek efektivnı´ho ra´diusu je tedy mozˇne´
urcˇit, zda se bounding box nacha´zı´ v kladne´ cˇa´sti poloprostoru nebo za´porne´.
7.2.1.2 Clipping Pote´ co je zna´m efektivnı´ ra´dius, je vy´pocˇet, zda se testovany´ box
nacha´zı´ uvnitrˇ pohledove´ho jehlanu, velice podobny´ tomu, jako bychom mı´sto boxu
uvazˇovali kouli. Jediny´ rozdı´l je v tom, zˇe efektivnı´ ra´dius boxu musı´ by´t vypocˇı´ta´n pro
kazˇdou ze sˇesti rovin tvorˇı´cı´ch pohledovy´ jehlan. Pote´ co je zna´m efektivnı´ ra´dius je trˇeba
jesˇteˇ vypocˇı´tat vzda´lenost strˇedu boxu od dane´ roviny. V podstateˇ se vsˇak jedna´ o urcˇenı´
nejkratsˇı´ vzda´lenosti bodu v prostoru od roviny.
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Obra´zek 16: Vy´pocˇet efektivnı´ho ra´diusu za vyuzˇitı´ skala´rnı´ projekce.
Uvazˇujme rovinu ρ definovanou jejı´ obecnou rovnicı´ ρ : n • x +D = 0, x ∈ R3. Strˇed
boxu oznacˇı´me P ∈ R3. Pokud je dana´ rovina normalizovana´, tak seD stane eukleidovskou
vzda´lenostı´ mezi pocˇa´tkem prostoru a rovinou. Pokud pak rovinu ρ transformujeme tak,
zˇe pocˇa´tkem se stane bod P , pak D bude rovno nejkratsˇı´ vzda´lenostı´ mezi plochou a
bodem P .
Normalizaci roviny zadane´ rovnicı´ n • x+D = 0, x ∈ R3 lze vyja´drˇit jako
nxx+ nyy + nzz
‖n‖2
+D = 0
Dalsˇı´m krokem je transformace (posunutı´) prostoru tak, aby se bod P stal pocˇa´tkem,
prˇicˇtenı´m bodu P
n (x+ P ) +D = 0
n • x+D + n • P = 0
polozˇı´me n • P = d, dostaneme:
n • x+D + d = 0
d = D + n • P
kde d je hledana´ minima´lnı´ vzda´lenost bodu P od roviny ρ. Porovna´nı´m minima´lnı´ vzda´-
lenosti strˇedu boxu d a efektivnı´ho ra´diusu re pro kazˇdou ze sˇesti rovin pohledove´ho
kuzˇele, lze pak zjistit, zda se box nacha´zı´ uvnitrˇ, nebo mimo pohledovy´ kuzˇel.
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8 Implementace reprezentace sce´ny
Zpu˚sob reprezentace sce´ny je implementova´na v objektu Scene, viz kapitola 5. Pro efek-
tivneˇjsˇı´ procha´zenı´ jsou sektory sce´ny udrzˇova´ny ve formeˇ stromove´ struktury QuadTree.
QuadTree prˇedstavuje v za´kladu 2D organizaci prostoru. Pro povahu sce´ny prezento-
vane´ v te´to pra´ci, ktera´ je tvorˇena jen tere´nem a objekty na neˇm, je tato stromova´ struk-
tura dostacˇujı´cı´. Jednotlive´ uzly QuadTree jsou reprezentova´ny sektory, deˇlı´cı´mi pro-
stor hernı´ho sveˇta na mensˇı´ cˇa´sti. Kazˇdy´ sektor je rozdeˇlen na dalsˇı´ cˇtyrˇi mensˇı´ sektory
tvorˇı´cı´ potomky tohoto sektoru (uzlu). Svou rozlohou potomci kompletneˇ vyplnˇujı´ pro-
stor sve´ho rodicˇe. Prˇı´klad struktury QuadTree je demonstrova´n na obr. 17. V jednotlivy´ch
uzlech QuadTree jsou pak umı´steˇny entity, nacha´zejı´cı´ se ve sce´neˇ.
Obra´zek 17: Prˇı´klad struktury QuadTree.
Organizace sektoru˚ s vyuzˇitı´m QuadTree dovoluje rychlejsˇı´ procha´zenı´ a vybı´ra´nı´
sektoru˚, ktere´ jsou viditelne´ pozorovatelem. Entity na´lezˇejı´cı´ do takto vybrany´ch sektoru˚
pak mu˚zˇou by´t vykresleny, nebo jinak zpracova´ny.
Pro efektivnı´ prˇı´stup k uzlu˚m stromu je QuadTree implementova´n metodou prˇı´me´ho
prˇı´stupu - Direct Access QuadTree Lookup. Tuto metodu definoval Matt Pritchard ve
sve´m cˇla´nku v [5]. Jedna´ se o hlavnı´ optimalizacˇnı´ metodu prˇı´stupu do QuadTree vy-
lepsˇujı´cı´ vy´kon hned ve trˇech veˇcech oproti tradicˇnı´ implementaci: 1) eliminacı´ nad-
bytecˇne´ho procha´zenı´ uzlu˚, 2) celkove´ snı´zˇenı´ pocˇtu instrukcı´ a cyklu˚ CPU, 3) zrychlenı´
procha´zenı´ s minima´lnı´m prˇı´stupem do pameˇti, bez ohledu na to v jake´ hloubce stromu
se cı´lovy´ uzel nacha´zı´.
Omezenı´ tohoto prˇı´stupu je, zˇe jednotlive´ uzly v urcˇite´m levelu stromu musejı´ mı´t
shodnou velikost. Prˇed vytvorˇenı´m QuadTree musı´ by´t take´ doprˇedu zna´m maxima´lnı´
level stromu. Vhledem k povaze hernı´ sce´ny v te´to pra´ci jsou vsˇak tyto omezenı´ prˇijatelna´.
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8.1 Implementace uzlu QuadTree
Kazˇdy´ uzel QuadTree ma´, jak uzˇ bylo zmı´neˇno, cˇtyrˇi potomky deˇlı´cı´ prostor tohoto uzlu
na cˇtyrˇi shodneˇ velke´ cˇa´sti, na ktere´ si uchova´va´ odkazy. Kazˇdy´ uzel si uchova´va´ take´
odkaz na sve´ho rodicˇe. Jednotlive´ entity, nacha´zejı´cı´ se ve sce´neˇ, jsou umı´steˇny v uzlech
QuadTree. Pro tento u´cˇel kazˇdy´ uzel obsahuje seznam entit, ktere´ mu na´lezˇı´.
Prostoroveˇ je kazˇdy´ uzel QuadTree reprezentova´n osoveˇ srovnany´m hranicˇnı´m bo-
xem (Axis Aligned Bounding Box), viz obr. 13 kap. 7.2. Ten prˇedstavuje skutecˇny´ objem,
jaky´ dany´ uzel zabı´ra´ fyzicky ve sce´neˇ. Tento objem je vypocˇı´ta´n na za´kladeˇ soucˇtu ob-
jemu˚ entit nacha´zejı´cı´ch se v tomto uzlu a objemu˚ jeho potomku˚. Na za´kladeˇ objemu
uzlu je detekova´na viditelnost tohoto uzlu a entit v neˇm ve sce´neˇ.
8.2 Vkla´da´nı´ entit do QuadTree
V prˇı´padeˇ vkla´da´nı´ libovolne´ entity do stromu se jedna´ o velmi rychlou operaci. Nej-
prve je urcˇen level, do ktere´ho bude entita umı´steˇna a na´sledne´ jsou vypocˇı´ta´ny prˇesne´
sourˇadnice uzlu v dane´m levelu. Entita je pak prˇı´mo vlozˇena do konkre´tnı´ho uzlu stromu.
Prˇedpokladem je, zˇe maxima´lnı´ rozmeˇr stromu bude odpovı´dat druhe´ mocnineˇ cˇı´sla
dveˇ. V te´to implementaci byl zvolen rozmeˇr stromu 256. Korˇen stromu ma´ tedy rozmeˇry
256 x 256. Dalsˇı´ levely stromu jsou pak tvorˇeny pu˚lenı´m intervalu [0-255]. Naprˇı´klad
uzly v prvnı´m levelu majı´ rozmeˇry 128 x 128. Pro vlozˇenı´ entity do QuadTree stacˇı´ pouze
sourˇadnice ve 2D, tedy z vy´sˇkou dane´ entity se v tuto chvı´li nepocˇı´ta´. Ty jsou zı´ska´ny
z AABB dane´ entity a na´sledneˇ prˇepocˇı´ta´ny do sourˇadnicove´ho syste´mu stromu. Sourˇa-
dnice tedy musı´ na´lezˇet intervalu [0-255].
Algoritmus vkla´da´nı´ zacˇı´na´ vy´pocˇtem cı´love´ho levelu, do ktere´ho bude entita vlo-
zˇena. Umı´steˇnı´ do cı´love´ho levelu je za´visle´ na tom, ktera´ pu˚lı´cı´ hrana stromu protı´na´
vkla´danou entitu. Entita je ve stromu umı´steˇna tak, aby zˇa´dnou s teˇchto pu˚lı´cı´ch hran
neprotı´nala. Umı´steˇnı´ entit v jednotlivy´ch levelech je patrne´ z obr. 18. Naprˇı´klad ob-
jekt A z obr. 18 musı´ by´t umı´steˇn v nejvysˇsˇı´m nulte´m levelu, protozˇe je protnut deˇlı´cı´
hranou prvnı´ho levelu 128. Pokud jsou tedy pu˚lı´cı´ hrany na´sobky druhe´ mocniny cˇı´sla
dveˇ, je vy´pocˇet levelu realizova´n operacı´ XOR jeho sourˇadnic. Ve vy´sledku XOR pak in-
dex nejvysˇsˇı´ho bitu odecˇteny´ od maxima´lnı´ho mozˇne´ho levelu stromu, ktery´ je v tomto
prˇı´padeˇ 7, prˇedstavuje onen hledany´ level. Vy´pocˇet se provede zvla´sˇt’ pro x-ove´ a zvla´sˇt’
pro y-ove´ sourˇadnice. Za cı´lovy´ level je pak zvolen ten vysˇsˇı´.
Vy´pis 1: Vy´pocˇet cı´love´ho levelu na za´kladeˇ sourˇadnic entity
unsigned short level = x0 ˆ x1;
__asm mov ax, 0x0
__asm bsr ax, level
__asm mov level, ax
level = 7 - level;
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Zjisˇteˇnı´ nejvysˇsˇı´ho nastavene´ho bitu ve vy´sledku XOR nenı´ zrovna efektivnı´ imple-
mentovat v C++ v cyklu pomoci bitovy´ch operacı´. Mnohem efektivneˇjsˇı´ je vyuzˇitı´ x86 in-
strukce BSR (Bit Scan Reverse). Uka´zka implementace je uvedena ve vy´pise 1. Promeˇnna´
level prˇedstavuje na vstupu vy´sledek operace XOR dvou sourˇadnic. Na konci, po zjisˇteˇnı´
indexu nejvysˇsˇı´ho nastavene´ho bitu a odecˇtenı´ od maxima´lnı´ho mozˇne´ho levelu, cı´lovy´
level.
Obra´zek 18: Ukazka struktury QuadTree o hloubce cˇtyrˇ levelu˚.
Na za´kladeˇ zjisˇteˇne´ho cı´love´ho levelu a sourˇadnic vkla´dane´ entity zjistı´me prˇesne´
umı´steˇnı´ entity ve stromu v dane´m levelu. Tedy sourˇadnice dane´ho uzly ve stromu. Po-
kud se ma´ naprˇı´klad objekt nacha´zet v prvnı´m levelu a zna´me sourˇadnice tohoto objektu,
pak tyto sourˇadnice musejı´ by´t transformova´ny do intervalu [0,1]. Toho se da´ docı´lit po-
moci operace bitove´ho posunu vpravo. Na obr. 17 vezmeˇme naprˇı´klad objekt C, ten ma´
sourˇadnice [72,165] a nacha´zı´ se v levelu 2. Pak sourˇadnice x a y cı´love´ho uzlu v levelu
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jsou vypocˇı´ta´ny jako: x = 72 >> 6 a y = 165 >> 6. Objekt C ma´ tedy sourˇadnice
uzlu [1,2] v levelu 2.
Na za´kladeˇ takto zna´my´ch sourˇadnic je pak entita prˇı´mo vlozˇena do stromu do kon-
kre´tnı´ho uzlu a levelu. Pro tento u´cˇel jsou take´ odkazy na jednotlive´ uzly stromu udrzˇo-
va´ny v setrˇı´zene´m poli. Vkla´da´nı´ do stromu je pak provedeno prˇı´my´m prˇı´stupem do
tohoto pole.
8.3 Vy´beˇr viditelny´ch uzlu˚
Takto sestaveny´ strom popisuje umı´steˇnı´ vsˇech entit ve sce´neˇ a umozˇnˇuje efektivneˇ vybı´-
rat viditelne´ cˇa´sti sce´ny. Prˇi vy´beˇru viditelny´ch sektoru˚ je vyuzˇit hranicˇnı´ box (AABB),
definujı´cı´ objem uzlu ve sce´neˇ, uchovany´ v kazˇde´m uzlu stromu, viz obr. 20. Strom je re-
kurzivneˇ procha´zen od korˇene dolu˚ a na za´kladeˇ vy´pocˇtu kolize pohledove´ho kuzˇele
a objemu uzlu je urcˇeno, zda je dany´ uzel viditelny´. Pokud uzel viditelny´ nenı´, jsou
jeho potomci jizˇ z dalsˇı´ho zpracova´nı´ vyloucˇeni. Pokud pra´veˇ testovany´ uzel viditelny´
je, pokracˇuje se smeˇrem dolu˚ a testujı´ se potomci tohoto uzlu. Renderovatelne´ entity
nacha´zejı´cı´ se ve viditelny´ch uzlech jsou beˇhem procha´zenı´ umı´st’ova´ny do RenderQueue.
Na obr. 19 je screenshot z vy´sledne´ aplikace. Jedna´ se o uka´zku vykreslova´ni tere´nu
reprezentovane´ho strukturou QuadTree. Vykreslena je jen ta cˇa´st tere´nu, ktera´ je viditelna´
kamerou. Na obra´zcı´ch 21 a 22 je pak uka´zka z kompletnı´ sce´ny.
Obra´zek 19: Vykreslova´ny jsou jen ty sektory tere´nu nacha´zejı´cı´ se v pohledove´m objemu.
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Obra´zek 20: Vizualizace uzlu˚ QuadTree deˇlı´cı´ch prostor sce´ny.
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Obra´zek 21: Screenshot z vy´sledne´ aplikace.
Obra´zek 22: Screenshot z vy´sledne´ aplikace.
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9 Za´veˇr
Cı´lem te´to pra´ce nenı´ prˇekona´nı´ kvalit dnes dostupny´ch enginu˚, jak komercˇnı´ch tak free-
warovy´ch, ale spı´sˇe polozˇit za´klad pro vytvorˇenı´ vlastnı´ho jednoduche´ho enginu. Ten se
stane na´sledneˇ za´kladem vlastnı´ pocˇı´tacˇove´ hry Heroes. Implementace vlastnı´ho hernı´ho
enginu da´va´ mozˇnost hloubeˇji proniknout do te´to ne´ zrovna jednoduche´ problematiky.
Za´klad enginu prezentovany´ v te´to pra´ci tvorˇı´ jen za´zemı´ pro budoucı´ rozvoj tohoto pro-
jektu. V budoucnu bude kladen veˇtsˇı´ du˚raz na optimalizaci, zpra´vu sce´ny a celkoveˇ veˇtsˇı´
ucelenı´ enginu. Vy´razneˇ bude do enginu zacˇleneˇna umeˇla´ inteligence, bez ktere´ se jizˇ
zˇa´dna´ dnesˇnı´ hra neobejde. Ta se z nemale´ cˇa´sti podı´lı´ na hratelnosti a celkove´m dojmu
hry. I prˇes to, zˇe dobrou hru deˇla´ hlavneˇ jejı´ hratelnost a atmosfe´ra, tak zaosta´vat nebude
ani graficka´ stra´nka. Navozenı´ spra´vne´ atmosfe´ry ve hrˇe za´visı´ koneckoncu˚ z veˇtsˇı´ cˇa´sti
na dobre´m graficke´m zpracova´nı´. Mozˇnosti dnesˇnı´ch graficky´ch karet se sta´le rychleji
vyvı´jı´, naru˚sta´ jak vy´konnost tak i technicke´ mozˇnosti zobrazova´nı´ 3D grafiky. Vytvorˇenı´
vlastnı´ho enginu tak da´va´ prostor pro vyzkousˇenı´ a nastudova´nı´ teˇchto novy´ch tech-
nologiı´ a principu˚ pocˇı´tacˇove´ grafiky, ktere´ dnesˇnı´ graficke´ karty umozˇnˇujı´. S vyuzˇitı´m
teˇchto mozˇnostı´ dnesˇnı´ch graficky´ch karet, bude tedy engine vy´razneˇ rozsˇı´rˇen take´ po
graficke´ stra´nce.
Janosˇek Lumı´r
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A Obsah doprovodne´ho CD
• Text te´to pra´ce ve forma´tu pdf.
• Zdrojove´ ko´dy programu.
• Zkompilovany´ a spustitelny´ program.
• Zkompilovany´ program se zapnutou vizualizacı´ QuadTree.
• Textury a modely vyuzˇı´vane´ v aplikaci.
• Microsoft DirectX Redistributable.
• Microsoft Visual C++ 2010 Runtime Libraries.
• Screenshoty z aplikace.
