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Leaf modeling is a very important and challenging problem because of the wide
variations in the shape, size, and structure of the leaves among different species
of plants. The main drawback of existing methods for synthesizing leaves is
that they are non-intuitive and tedious to use. With these methods, leaves of
different shapes are either reconstructed from images individually or defined by
different sets of complex rules. In this paper, we present a novel parametric leaf
model based on botanical considerations for generating the geometric shape of a
wide variety of leaves. The shape of the leaf is represented by a set of landmark
points on the leaf boundary and tangents to the boundary at these points. The
geometric shape of a leaf is generated by fitting quadratic B-spline curves to the
landmark points and tangents. The proposed leaf model is intuitive and can be
used to generate multiple instances of a leaf, each having the same overall shape
but differs slightly in detail. In addition, a leaf morphing method is proposed for
morphing leaf shapes in the parametric leaf space. Reference leaf shapes can be
easily specified by the user as soft constraints for leaf morphing. Given the source,
target, and reference shapes, a NURBS curve is fitted over them in the leaf space
to generate a smooth morphing path, which is then used to synthesize the specific
leaf shapes along the path. This method can produce smooth morphing of leaf
shapes for simulating leaf growth and for computer animation applications.
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Leaf modeling is a very important problem in botany, horticulture, agriculture, forestry, and
ecology [RHP96, BAF`03, VEBS`09]. Leaf model can be used to simulate various plant
functions and interaction of plants with the environment. These simulations can help us
increase the production of plants by optimizing the use of available resources and produce
healthy plants with more effective pest management. The simulation of plant functions
also enables us to conduct virtual experiments that are impractical otherwise, for example
calculating the percentage of available sunlight intercepted by plants.
One of the important applications of leaf modeling is to simulate the interception of sunlight
by leaves [BAF`03, Loc04, VEBS`09]. The total amount of sunlight available determines
how many plants can grow at the same time within a given area of land. If there are too
few plants, then sunlight is not fully utilized. If there are too many plants, then there is
not enough sunlight for all the plants. The simulation of light interception by leaves can be
used to determine the optimal population and position of plants for maximizing the use of
available sunlight. This can help to increase plant production for a given area of land.
Another important application of leaf modeling is in pest management [RHP96, BAF`03,
VEBS`09]. A popular method of protecting plants from weeds, insects and other pathogens
is by spraying a liquid pesticide over plants. The pesticide cover the surface of leaves and a
leaf is protected as long as it is covered with the pesticide. With current spraying techniques,
majority of the pesticide fails to land on the leaves [RHNB00, HRY03]. Simulating the inter-
action of spraying of pesticide with leaf canopy can help us understand and develop better
spraying techniques. It can also help us understand if pesticides can penetrate the plant
canopy and reach the inner parts of the plant. Additionally, simulating the motion of pesticide
droplets on the surface of a leaf can help us determine the optimal amount of pesticide to
be sprayed. If too much pesticide is sprayed, it will drip from a leaf to lower leaves and fi-
nally to the ground. This method not only wastes pesticide but also pollutes the environment.
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Leaf modeling can be used to develop preventive cures for some diseases spread by rainfall
splash. When a rain drop hits the surface of a leaf, it splashes and spreads pathogens
present on the leaves or in the rain drops. Simulation of rainfall splash on the surfaces of
leaves can help us understand how such diseases spread and develop preventive measures for
them [SML04].
The level of details of leaf shapes required for simulating the interaction of plants with
the environment depends on the scale of the experiment. Statistical models such as turbid
medium [MML`95, KKM`98] which model leaf area per unit area of soil (leaf area index)
are sufficient for simulating at the canopy level. However, at the organ level (leaf, fruits,
flowers etc.), statistical models are not accurate enough and surface model of leaves are
required [CCS`07, BLEG`11]. Existing methods in botanical literature for simulating
interaction of plants with the environment uses simple geometric primitives such as right
angled triangle [Ski04] or a small number of polygons to approximate leaf shape [CEC`07].
Leaf modeling is a very difficult and challenging problem because of the wide variations in
the shape, size, and structure of the leaves among different species of plants (Figure 1.1).
Even in the same plant, no two leaves are identical. The challenge is to design a model
of leaf that can intuitively represent a wide variety of leaves using as few parameters as
possible. For some applications, it is necessary to model the deformation of leaf surface due
to interaction with the environment. Thus, it is important that the leaf model can include
physical properties for physically accurate deformation.
Few methods have been developed for generating the geometric shapes of leaves. Among them,
image-based methods attempt to reconstruct the surface of leaves from 2D images [QTZ`06,
MZL`08]. These methods work well for digitizing an existing plant for visualization in
architectural walk-through or virtual reality. However, they are not suitable for biological
simulations because it is too tedious and time-consuming to capture and process data from
real plants of all possible shapes and sizes. On the other hand, rule-based methods define a set
of rules for generating leaf shapes [HPW92, RLFS02, PTMG08]. By including the relevant
rules, these methods can potentially generate a wide variety of leaf shapes. Unfortunately,
existing methods model leaves using either implicit functions [HPW92] or complex rules
containing conditional and recursive statements [RLFS02, PTMG08] (Figures 3.1 and 3.2).
So, they are not intuitive to use as it is very difficult to imagine what the shape looks like by
reading the rules. Moreover, there is no standard procedure to follow for creating the rules
that generate the required shape of a given leaf. It can be very tedious and time-consuming
to specify the rules.
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Figure 1.1: Diversity in the shapes of leaves (Sources: 1, 4: [Bro10]; 2, 3: [Cum10];
5–22: [HGL92]).
1.2 Research Objectives
The main drawback of existing methods for synthesizing leaves is that they are non-intuitive
and tedious to use. With these methods, leaves of different shapes are either reconstructed
from images individually or defined by different sets of complex rules.
The first goal of this research is to develop a leaf model for generating the geometric shape
of a wide variety of leaves. Theoretically, a leaf model which can generate very detailed leaf
shapes would be most accurate and can be used for simulations at very fine scale. However,
due to the complex nature of simulations, such a leaf model would be computationally
infeasible. Therefore, the proposed leaf model generates the overall shape of leaves but ignore
ornamentations such as teeth (jagged edges along the leaf boundary), drip-tips (very sharp
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(a) (b) (c) (d)
Figure 1.2: Various details in the leaf shapes. (a) 2D leaf without any details, (b) leaf with
jagged edges (teeth), (c) leaf with very sharp tip (drip-tip), and (d) leaf warped in 3D space.
leaf tips) and warping of leaf shape in 3D (Figure 1.2). As a leaf ages, it changes color and
starts to wrinkle slowly due to decreasing moisture content. This wrinkling effect can be
considered as a type of leaf warping. In order to keep the leaf model simple, aging is not
considered in this thesis.
For the leaf model to be useful in a wide variety of applications, it should have the following
properties:
• General: The leaf model should be able to generate the geometric shape of a wide
variety of leaves. There are two main types of leaves: narrow leaves and broad
leaves [Bre10]. In this thesis, narrow leaves are not modeled because in comparison to
broad leaves, in which leaf surface have negligible thickness, narrow leaves have 3D
structure. Thus, narrow leaves would need a different kind of model. Since about 85%
of the plant species on the Earth have broad leaves, modeling them will cover majority
of leaves.
• Intuitive: The leaf model should be intuitive so that it is possible to specify exactly
which kind of leaf shape will be generated. This is an important property because each
plant has a specific kind of leaves. For plant simulation, it is necessary to generate the
correct leaf shapes of a particular plant.
• Concise: The leaf model should be able to represent the shapes of a wide variety of
leaves using as few parameters as possible. This is to ensure that the leaf model is
simple and as general as possible while still being intuitive.
• Generative: Since no two leaves are identical even in a single plant, the leaf model
should be able to generate many instances of the same kind of leaf. The instances of a
leaf have the same overall shape but differ in size and shape details.
• Numerically Stable: The leaf shape generation algorithm should be numerically
stable. A small change in the parameters should produce a small change in the leaf
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shape. This ensures that modifying the parameter values produce predictable change
in the generated shape.
The second goal of this thesis is to develop a morphing method for leaf shapes. Leaf morphing
is useful for modeling leaf growth for plants in which young and adult leaves are of different
shapes and sizes, and for computer animation applications. For leaf morphing to be useful
in these applications, it should have the following properties:
• General: It should be possible to morph between any two leaf shapes modeled by
their leaf models.
• Automatic: Leaf morphing should be automatic and should not rely on the user to
establish correspondence between the two leaf shapes.
• Soft constraints: To produce the correct morphing sequence for modeling growth of
a particular species of leaves, shape change has to be constrained. Computer animation
applications also require control over the intermediate leaf shapes. Thus, leaf morphing
should be constrained by reference leaf shapes that are provided as soft constraints.
The contributions of this thesis are as follows:
• Design of a leaf model for intuitively specifying the geometric shapes of a wide variety
of leaves. A leaf shape is represented by a set of parameters specifying important
geometric features of the leaf shape.
• Development of an efficient algorithm for creating instances of various kinds of leaves.
The algorithm is numerically stable so that small change in parameter values produce
predictable change in the generated shape.
• Development of an algorithm for unifying leaf spaces of different kinds of leaves. This
is to allow for morphing between any two leaf shapes modeled by the leaf models.
• Development of an algorithm for constrained morphing of leaf shapes in the unified
parametric leaf space. The constraints are reference leaf shapes specified by the user.
1.3 Thesis Organization
This thesis presents a novel parametric approach for modeling, generating, and morphing leaf
shapes. In order to understand the variations in the shapes of natural leaves, it is necessary
to first discuss the botanical classification of the types of leaves and their characteristics
(Chapter 2). Next, existing leaf modeling methods are reviewed in Chapter 3. For ease of
computational modeling and application, the botanical characteristics discussed in Chapter 2
are used to enumerate and characterize the leaf shapes that are modeled by the leaf model in
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Chapter 4. This thesis categorizes leaves into two broad categories: unilobed and multilobed
leaves. The proposed leaf model is based on unilobed leaves. Chapter 5 presents the leaf
model and the leaf shape generation algorithm for unilobed leaves. Then, in Chapter 6 the
leaf model for unilobed leaves is extended to multilobed leaves. Constrained leaf morphing
using soft constraints is discussed in Chapter 7. The limitations of the leaf model and




The overall goal of this research is to develop a leaf model for generating a wide variety of
leaves. To achieve this goal, the types of leaves that can be modeled must be characterized
(Section 2.1) and the structure of these leaves should be understood (Section 2.2).
2.1 Types of Leaves
There are over 300,000 species of plants on the Earth consisting of leaves having huge
variations in the shape, size, and structure. Plants can be broadly classified into four
divisions [Arm10, cma10]: bryophytes (mosses, liverworts, and hornworts), pteridophytes
(club-moss, horsetails, and ferns), gymnosperms (conifers, cycads, and gingko), and an-
giosperms (monocots, and dicots). Of these, bryophytes, pteridophytes, and gymnosperms
typically have narrow leaves. Leaves from these plants have adapted to conserve water
and are needle-like, awl-like or scale-like (Figure 2.1a). On the other hand, angiosperms
(flowering plants) have broad leaves with negligible thickness compared to the leaf surface
area (Figure 2.1b). This thesis considers only broad leaves because narrow leaves have 3D
structure and cannot be modeled using same method as broad leaves.
2.2 Structure of Broad Leaves
A typical broad leaf is made up of two parts [EDH`09]: (1) petiole, where the leaf is attached
to the branch and (2) blade or lamina, which is the main part of the leaf. A leaf with a
single continuous blade is called a simple leaf (Figure 2.2a) and a leaf with a blade that is
divided into a number of smaller parts (leaflets) is called a compound leaf. If the leaflets are
attached to the apex of the petiole, it is called palmately compound leaf (Figure 2.2b). If the
leaflets are arranged along the rachis which is an extension of petiole, it is called pinnately
compound leaf (Figures 2.2c to 2.2e).
The lamina of a simple leaf has four main parts: base, apex, margin, and veins (Figure 2.3).
7
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(a) (b)
Figure 2.1: Types of leaves. (a) Narrow leaves found in bryophytes, pteridophytes, and
gymnosperms are slender (Sources: 1, 4: [Bro10]; 2, 3: [Cum10]). (b) Broad leaves found
in angiosperms are wide and their thickness is negligible compared to the surface area
(Source: [HGL92]).
The base is the proximal (closest to the petiole) 25% of the lamina. The apex is the distal
(farthest from the petiole) 25% of the lamina. The margin forms the boundary of a leaf.
The veins are embedded in the lamina and are used for transporting water and other nutrients.
Based on curvature of the margin, the shape of the base is categorized into six types [EDH`09]:
straight, concave, convex, concavo-convex, complex, and cordate (Figure 2.4). In a cordate
base, the lamina extends below the base to form the basal extension. Similarly, based on
curvature of the margin, the shape of the apex is categorized into four types [EDH`09]:
straight, convex, acuminate (concave or concavo-convex), and emarginate (Figure 2.5). In
an emarginate apex, the lamina extends above the apex to form the apical extension.
A simple leaf can be categorized into five types based on the position and the extent of
the maximum width of the lamina [EDH`09]: elliptic, obovate, ovate, oblong, and linear
(Figure 2.6). In elliptic, obovate and ovate leaves, the widest part of the lamina is in the
middle one fifth, distal two fifth and proximal two fifth, respectively. In oblong leaves, the
opposite sides of the lamina are parallel for at least the middle one third. The leaves with
linear shape are very thin. Their widths are less then one tenth of the lengths of the lamina.
Some of the common leaf shapes have been given specific names by botanists [HGL92]. These
leaf shapes are illustrated in Figure 2.7.
A simple leaf can be categorized into three types based on the marginal projections1 [EDH`09]
(Figure 2.8). If the margin of a leaf is smooth (no projection), it is called entire. If it has
small teeth-like projections, it is called toothed. If it has large projections, resulting in
distinguishable lobes, it is called lobed. Leaves in which the lobes start radially from the
base are called palmately-lobed and leaves in which the lobes start along the primary vein
1In botany, marginal projection is the term used for protrusions of the lamina along the leaf margin.









Figure 2.2: Organization of broad leaves. (a) A simple leaf has a single lamina. (b–e) A
compound leaf has a lamina that splits into a number of small leaflets. (b) In a palmately
compound leaf, the leaflets are attached to the apex of the petiole. (c–e) In a pinnately
compound leaf, the leaflets are arranged along the rachis. A pinnately compound leaf can be
(c) once pinnate, (d) bipinnate, or (e) tripinnate (Source: [EDH`09]).
are called pinnately-lobed. Lobed leaves can also have toothed margins.
The shape of the lamina on the two sides of the primary vein can be asymmetric. There are
two types of asymmetries in simple leaves: asymmetric maximum width and asymmetric
base. Asymmetric maximum width occurs when the positions and the extents of the
maximum width of the lamina are different on the two sides of the primary vein (Figure 2.9a).
Asymmetric base is further divided into two types: (1) the shape of the basal extensions are
different on the two side of the primary vein (Figure 2.9b) and (2) only one side of the leaf
has basal extension (Figure 2.9c).








Figure 2.3: Parts of a simple Leaf. A simple leaf has a single blade (lamina) consisting of
base, apex, margin and veins. The veins are categorized into primary veins, secondary veins,
and higher-order veins depending on their course and thickness (Source: [EDH`09]).
(a) (b) (c)
(d) (e) (f)
Figure 2.4: The types of base shapes. (a) Straight: the margin is straight. (b) Concave:
the margin curves towards the primary vein. (c) Convex: the margin curves away from the
primary vein. (d) Concavo-convex: the margin is concave proximally and convex distally. (e)
Complex: the margin has more then one point of inflection. (f) Cordate: the margin extends
below the base (Source: [EDH`09]).
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(a) (b)
(c) (d)
Figure 2.5: The types of apex shapes. (a) Straight: the margin is straight. (b) Convex: the
margin curves away from the primary vein. (c) Acuminate: the margin is concave proximally
and convex distally or concave only. (d) Emarginate: the margin extends above the apex
(Source: [EDH`09]).
(a) (b) (c) (d) (e)
Figure 2.6: The types of leaves based on the position and the extent of the maximum
width of the lamina. (a) Elliptic: the widest part of the lamina is in the middle one fifth of
the leaf. (b) Obovate: the widest part of the lamina is in the distal two fifth. (c) Ovate:
the widest part of the lamina is in the proximal two fifth. (d) Oblong: the opposite sides of
lamina are parallel for at least the middle one third. (e) Linear: the widest part of the leaf
is very small (less then one tenth) compared to the length of the leaf (Source: [EDH`09]).
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Elliptic Lanceolate Oblanceolate Oblong Oval
Obovate Ovate Rhomboidal Orbicular Deltoid
Cordate Reniform Obcordate
Figure 2.7: Leaf shapes commonly discussed in botanical literature.
(a) (b) (c) (d)
Figure 2.8: The types of leaves based on marginal projections. (a) Entire margin has no
projection, (b) toothed margin has small projections. (c) Palmately lobed leaf has large
projections originating from the base, and (d) pinnately lobed leaf has large projections
originating along the main vein (Source: [EDH`09]).
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(a) (b) (c)
Figure 2.9: The types of laminar asymmetries. (a) A simple leaf with asymmetric maximum
width. (b) A simple leaf with asymmetric cordate base. (c) A simple leaf with cordate base
on one side and no extension on the other (Source: 1, 2: [EDH`09]).
2.3 Venation Patterns in Broad Leaves
The veins of a broad leaf are categorized according to their thickness and course into primary
veins, secondary veins, and higher-order veins (Figure 2.3). The arrangement of veins in the
lamina is called venation pattern. There are many venation patterns and there is no fixed
rule as to which type of leaves can have which venation pattern. This section illustrates
common veins and venation patterns [EDH`09].
2.3.1 Primary Veins
The main or primary or first-order vein is the thickest vein and it goes from the base to the
apex of a leaf. In some leaves, there is more than one thick vein. If the thickness of these
veins is at least 75% of the thickest vein, they are considered as primary veins. In some
leaves there is more than one vein originating from the base and their course is similar to
that of the thickest vein. These veins are considered as primary veins if their thickness is
25–75% of the thickest vein. If a leaf has more than one primary vein, they are collectively
called primaries.
A leaf with only a single primary vein is said to have pinnate venation pattern (Figure 2.10a),
whereas a leaf with three or more primaries is said have palmate venation pattern (Fig-
ures 2.10b to 2.10g). Palmate venation pattern is further divided into categories based on
the number of primaries and the thickness and course of primaries. There can be either a
small number (3–10) of thick primaries or a large number (ą 10) of thin primaries. These
primaries can either diverge from the base or converge towards the apex (Table 2.1).
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Table 2.1: Palmate venation patterns of the primary veins. Palmate venation patterns
are defined based on the number of primaries and the thickness and course of primaries.
D: Primaries diverge from the base. C: Primaries converge towards the apex. Thk: Primaries
are thick. Thn: Primaries are thin. B: Primaries branch into other veins.
Venation D C Thk Thn B Remarks
Pattern
Actinodromous ! ! 3 or more primaries (Figure 2.10b)
Palinactinodromous ! ! ! 3 or more primaries (Figure 2.10c)
Acrodromous ! ! 3 or more primaries (Figure 2.10d)
Flabellate ! ! ! Many primaries (Figure 2.10e)
Parallelodromous ! ! Many primaries (Figure 2.10f)
Campylodromous ! ! Many primaries, strongly curved (Fig-
ure 2.10g)
2.3.2 Secondary Veins
The secondary or second-order veins are thinner than the primary veins. These veins vary
substantially in both thickness and course. Secondary veins can be further categorized into
the following types:
1. Major Secondaries
These are the rib-forming veins that originate from the primary vein and run towards
the margin. Venation patterns are defined based on whether the major secondaries
reach the margin, or branch into other veins before reaching the margin, or form loops
with other veins (Table 2.2).
2. Minor Secondaries
The minor secondary veins branch from lateral primaries or major secondaries and
run towards the margin. If the minor secondaries terminate at the margin, it is called
craspedodromous pattern (Figure 2.12a). If they branch near the margin and one of
the branches terminate at the margin and the others join adjacent minor secondaries,
it is called semicraspedodromous pattern (Figure 2.12b). If they join together to form
loops, it is called simple brochidodromous pattern (Figure 2.12c).
3. Inter-secondaries
The inter-secondary veins have a course similar to major secondaries but they do
not reach the margin. Their thickness is between those of major secondaries and
higher-order veins (Figure 2.13a).
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Table 2.2: Venation patterns of the major secondaries. M: Major secondaries reach the
margin. B: Major secondaries branch into other veins. L: Major secondaries form loops with
other veins.
Venation Pattern M B L Remarks
Craspedodromous ! Figure 2.11a
Semicraspedodromous ! ! ! Single loop (Figure 2.11b)
Festooned semicraspedodromous ! ! ! Several loops (Figure 2.11c)
Eucamptodromous ! Several loops via tertiary veins (Fig-
ure 2.11d)
Reticulodromous ! ! Form network of higher-order loops
(Figure 2.11e)
Cladodromous ! Branch freely (Figure 2.11f)
Brochidodromous ! Several loops (Figure 2.11g)
4. Interior Secondaries
The interior secondary veins join two primaries or a primary vein with a marginal or
intramarginal vein (Figure 2.13b).
5. Intramarginal Secondaries
The intramarginal secondary veins run parallel to the margin (Figure 2.13c).
6. Marginal Secondaries
The marginal secondary veins run along the margin (Figure 2.13d).
2.3.3 Higher-order Veins
Higher-order veins are thinner than secondary veins. They link various primaries and
secondaries forming the “fabric” of the lamina. When they join adjacent secondaries, it is
called percurrent pattern (Figure 2.14a). When they form a network of veins, it is called
reticulate pattern (Figure 2.14b). When they form tree-like structures, it is called ramified
pattern (Figure 2.14c).















Figure 2.10: Primary vein venation patterns. (a) Pinnate pattern has a single primary. (b)
In actinodromous pattern, three or more primaries diverge radially. (c) In palinactinodro-
mous pattern, three or more primaries diverge in a series of branches. (d) In acrodromous
pattern, three or more primaries run in convergent arches towards the apex. (e) In flabellate
pattern, many thin primaries diverge radially and branch towards the apex. (f) In parallelo-
dromous pattern, many thin primaries converge towards the apex. (g) In campylodromous
pattern, many thin primaries run in strongly recurved arches that converge towards the apex
(Source: [EDH`09]).






















Figure 2.11: Major secondary venation patterns. (a) In craspedodromous pattern, major
secondaries reach the margin. (b) In semicraspedodromous pattern, major secondaries
branch near the margin, one of the branches reaches the margin and the others form
loops with adjacent major secondaries. (c) Festooned semicraspedodromous pattern is
similar to semicraspedodromous except that adjacent major secondaries form several loops.
(d) In eucamptodromous pattern, major secondaries form loops via tertiary veins. (e)
In reticulodromous pattern, major secondaries form a network of higher-order veins. (f)
In cladodromous pattern, major secondaries branch freely forming tree-like structures.
(g) In simple brochidodromous pattern, adjacent major secondaries form several loops
(Source: [EDH`09]).
















Figure 2.12: Minor secondary venation patterns. (a) In craspedodromous pattern, minor
secondaries reach the margin. (b) In semicraspedodromous pattern, minor secondaries branch
near the margin. (c) In simple brochidodromous pattern, minor secondaries form loops
(Source: [EDH`09]).
Primary vein












Figure 2.13: Miscellaneous secondary venation patterns. (a) Inter-secondary veins run
parallel to major secondaries and do no reach the margin. (b) Interior veins join two primaries.
(c) Intramarginal veins run parallel to the margin. (d) Marginal veins run along the margin
(Source: [EDH`09]).



















Figure 2.14: Higher-order venation patterns. (a) In percurrent pattern, higher-order veins
join two secondaries. (b) In reticulated pattern, higher-order veins form networks. (c) In
ramified pattern, higher-order veins form tree-like structures (Source: [EDH`09]).
Chapter 3
Literature Review
Over the last decades many methods have been developed for modeling plants and trees:
interactive [LD99, BPF`03, OOI05, ASSJ06, SLCS06, WZW`06, GK08, WZW09], rule-
based [PMKL01, IOI06, VK06, Han07, APS09], image-based [NFD07, TZW`07, ZTZ`08],
3D data-based [PH02, GP04a, GP04b, PGW04, XGC05, XGC07, ZZHJ08, YWM`09],
biology-based [SFS05], machine learning [CNX`08], and ad hoc [RLP07]. Several soft-
wares [Luf, wdi, KHT`, Sch, KL, Per, Vis, Bon, Cre, XFr] are also available for modeling
plants and trees [RACJ09]. However, these methods model only the branching structure
or the crown of trees and plants. The leaves, in these methods, are modeled using simple
geometric shapes such as quadrilateral, triangle, ellipse, or disk textured mapped with a leaf
image.
This chapter discusses the current state of the art in leaf modeling. Based on the technique
used, existing methods are categorized into image-based methods (Section 3.1) and rule-based
(Section 3.2) methods.
3.1 Image-based Methods
Image-based methods [QTZ`06, MZL`08] attempt to reconstruct the 3D geometry of leaves
from a set of images. These methods use computer vision techniques to recover 3D infor-
mation from the images. The 3D information is then used to segment the leaves as well
as estimate their position and orientation. Then, a generic leaf model of the given plant is
placed at the estimated positions. The generic leaf model is built manually using the image
of a leaf from the input images. Finally, instances of the generic leaf model are deformed to
match the leaves in the images. Various methods differ in the technique used for each step.
Quan et al. [QTZ`06] used structure from motion to estimate a sparse set of 3D points from
the input images. The 3D points and the images are used in an interactive graph-based leaf
segmentation algorithm. The segmentation is done on both input images and estimated
3D points. The user interaction is minimal and the user have to only click to confirm
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segmentation, draw to split and refine segments, and click to merge two adjacent segments.
At the end, the generic flat leaves are scaled and warped using 3D points and leaf boundaries
extracted from the image.
Since leaves heavily occlude each other in images, Ma et al. [MZL`08] proposed an approach
to model leaves by detecting apexes of leaves from the volumetric data. The volumetric data
is estimated from the images by voxel coloring with zero-mean normalized cross-correlation
photo consistency constraints. The idea is to first automatically segment only the apexes,
and then use the orientations of the apexes to automatically segment the leaves. In order
to segment the apexes reliably, the method assumes that leaves are large enough in input
images. The apexes are detected in the volumetric data using a sharp feature detection
algorithm.
In addition to model leaves, image-based methods also reconstruct the branches and build
the geometric model of the entire plant. These approaches work very well and are able to
produce realistic reconstruction of a variety of plants. However, since a single instance of an
existing plant is reconstructed, another method is required for generating plant instances
which have same overall shape but differ slightly in detail. In addition, these methods do not
have a unifying model for representing different kind of leaves. Thus, data from real plants
must be captured and processed for generating instances of many different leaves, which is
too tedious and time-consuming.
3.2 Rule-based Methods
Rule-based methods describe the shape of a leaf by a set of rules. These rules are then
interpreted by an algorithm to generate the geometric shape of the leaf. The most popular
rule-based method is the L-systems. It was originally introduced by Lindenmayer [Lin68]
to formalize the development of multicellular organisms and subsequently expanded by
Prusinkiewicz and Lindenmayer to model branching structure and plants [PL90]. L-systems
consists of an axiom or initial state and a set of production rules. They starts with the
axiom and recursively expands the axiom using the production rules. Thus, L-systems are
particularly suitable for modeling self-similar objects such as branching structure of a plant
or tree.
Since the geometric shapes of leaves do not exhibit self-similarity, they cannot be directly
modeled by the L-systems. However, several methods have been proposed to extend L-
systems to the modeling of geometric shapes of leaves. Rodkaew et al. [RLFS02] used genetic
algorithm with a parametric L-system to reconstruct the shape of a leaf from reference image.
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The genetic algorithm is used to estimate the parameters of the L-system by minimizing the
Euclidean distance between the silhouette of a leaf in the reference image and the silhouette
generated by the L-system.
Peyrat et al. [PTMG08] proposed a method that combines 2D generalized map (2Gmap)
with L-systems for modeling leaves. 2Gmap is the topological model that represents the
topology of any 2D subdivision. The idea is to define operations using a 2Gmap for growing,
glueing, and splitting 2D faces. These operations are used in the production rules of an
L-system for generating the venation pattern of the leaf. The leaf shape is then generated
by iteratively adding faces to the veins using 2Gmap topology. The production rules of the
L-system are also extended for generating texture and modeling aging of leaves.
Hammel et al. [HPW92] proposed a method for modeling lobed leaves using L-systems and
implicit contours. L-systems is used to generate the venation pattern of a lobed leaf and
implicit contours are used to generate the margin of the leaf. For each vein in the venation
pattern, an implicit function is defined by the length of the vein, radius of influence at
each end of the vein, and a method to interpolate influence between two end-points. The
margin of the leaf is defined as a level set of the summation of implicit functions of all the veins.
Rule-based methods are quite powerful and they can be used to generate realistic looking
plants and trees. However, they are difficult to use for non-experts because there is no
standard method for writing the production rules for a given leaf. Moreover, the rules tend
to be complex, requiring constants, variables, and conditional statements even for simple leaf
shapes. Figures 3.1 and 3.2 illustrate instance of a unilobed and multilobed leaf generated
by the 2Gmap L-system [PTMG08]. Tables 3.1 and 3.2 illustrate the set of production rules
used to generate these shapes, respectively. It is not immediately obvious what kind of leaf
shapes will be produced by the production rules and what are the effects on the leaf shapes
if the rules are modified. It is also difficult to provide theoretical guarantee on the numerical
stability of the system. A small change in the production rules might produce large changes
in the leaf shape.
3.3 Summary
Image-based methods are very easy to use as they only require a set of images which can be
captured using a hand-held camera. Thus, with some user interaction they be used to quickly
create an instance of a real plant. Their main drawback is that generating many different
kind of leaves is too tedious and time-consuming as data for many plants must be captured
and processed. Rules-based methods are very powerful for generating the self-similar objects
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Figure 3.1: Instance of a unilobed leaf generated from 2Gmap L-system [PTMG08].







#define anglesecondaire = 55
#define anglecourbure = 3
#define anglesecondairecurling = 2
#define curling = 2
#axiome : A
p00 A -> A[B(,,,,,,)]_{E} // Face B is created and glued on A_E
p00 B -> B[D(,,,<curling>,,,)]_{E}
p00 D -> D[B(,,,<curling>,,,)]_{E}
p01 D -> D[E(,,,,<anglesecondaire>,,)]_{C1}
p01 D -> D[F(,,,,<-anglesecondaire>,,)]_{C2}
p02 E -> E[E(,,,<anglesecondairecurling>,<-anglecourbure>,,)]_{E}
p02 F -> F[F(,,,<anglesecondairecurling>,<anglecourbure>,,)]_{E}
such as branching structure of plants. However, since the rules in the existing methods tend
to be complex, it is difficult for non-experts to use these methods. In addition, it is not clear
how to write the rules for a given leaf.
In contrast, the leaf model proposed in this thesis is simple and intuitive. The user can easily
specify the desired shape of a leaf using a simple GUI. Moreover, as will be analyzed in
Section 5.4, the algorithm that generates the leaf instances is numerically stable. Table 3.3
compares the existing methods with respect to the desirable properties of the leaf model
listed in Section 1.2.
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Figure 3.2: Instance of a multilobed leaf generated from 2Gmap L-system [PTMG08].












#define angle = 1/etapeFinale
#define ecartementnervure = 20
#axiome : A
p00 A -> A[B(,,,,130,,)]_{C1}
p00 A -> A[B(,,,,90,,)]_{C2}
p00 A -> A[B(,,,,45,,)]_{C3}
p00 A -> A[B(,,,,,,)]_{E}
p00 A -> A[B(,,,,-45,,)]_{C4}
p00 A -> A[B(,,,,-90,,)]_{C5}
p00 A -> A[B(,,,,-130,,)]_{C6}
p01 B -> B[D(,,,<angle>,,,)]_{E}
p01 D -> D[B(,,,<angle>,,,)]_{E}
p01 B {} {etape == etapeFinale } {} -> B[B(,<etapeFinale/5.0>,,<angle>,,,)]_{E}
p01 C -> C[C(,,,<angle>,,,)]_{E}
p02 D -> D[E(,,,,<ecartementnervure>,,)]_{C1}
p02 D -> D[E(,,,,<-ecartementnervure>,,)]_{C2}
p03 E -> E[E(,,,<etapeFinale/10>,,,)]_{E}
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Table 3.3: Comparison of leaf generation methods.
Property Image-based Rule-based Proposed model
General ! ! !
Intuitive ! # !
Concise — # !
Generative # ! !
Numerically stable — ? !
Chapter 4
Overview of Computational Leaf Modeling
The goal of this research is to develop a method for generating the geometric shape of a
variety of leaves. To accomplish this goal, it is important to first enumerate and characterize
the laminar shapes that are modeled. For ease of computational modeling and application,
this thesis categorizes leaves into two broad categories: unilobed and multilobed. The
proposed leaf model is based on unilobed leaves, which are characterized in Section 4.1.
Multilobed leaves are modeled as a combination of unilobed leaves, and they are characterized
in Section 4.2. Given the model of a leaf shape, multiple instances of the leaf can be generated,
each having the same overall shape but differ slightly in detail. The algorithms for generating
leaf instances and new laminar shapes are presented in Chapters 5, 6 and 7.
4.1 Types of Unilobed Leaves Modeled
As discussed in Section 2.2, the shape of unilobed leaves can be characterized by the shapes
at the base and the apex, and the location and the extent of the widest part of the lamina.
In this thesis, the widest part of the lamina is called the waist. Based on the leaf shapes
discussed in Section 2.2, the base shapes are categorized into six types: straight, concave,
convex, concavo-convex, complex, and cordate (Figure 2.4), the apex shapes are categorized
into four types: straight, convex, acuminate (concave or concavo-convex), and emarginate
(Figure 2.5), and the waist shapes are categorized into five types: elliptic, obovate, ovate,
oblong, and linear (Figure 2.6). Table 4.1 summarizes the shape characteristics of unilobed
leaves.
Considering all possible combinations of these shapes, there are 5ˆ6ˆ4 “ 120 possible types
of leaf shapes. However, not all combinations occur in nature. Oblong leaves (Figure 2.6d)
have convex base and convex apex. So, there is only one shape for oblong leaves. Leaves
with linear shape (Figure 2.6e) are very thin compared to the length of the lamina and the
shape of the base and the apex are similar for all leaves with linear shape.
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Table 4.1: Characteristics of unilobed leaves. The shape of unilobed leaves can be charac-
terized by the location and the extent of the widest part of the lamina (waist shape) and the
shapes of the margin at the base (base shape) and the apex (apex shape).








Figure 4.1: Laminar shapes omitted by the leaf model. (a) A leaf with teeth. (b) Leaves
with drip-tips. (c) A leaf with complex base (Sources: 1,4: [HGL92]).
In order not to induce extraneous complexity into the proposed leaf model, the following
shape features are omitted:
• Teeth along the leaf margin (Figure 4.1a) are omitted as they do not contribute
significantly to the overall shape of the leaf. They can be added to the margin using
methods such as curve analogies [ZG04].
• Some leaves have long slender tips called drip-tips (Figure 4.1b). The apex shapes of
these leaves are initially concave and then convex. Drip-tips are not modeled as they
do not contribute significantly to the overall shape of the leaf.
• Leaves with complex base shape (Figure 4.1c) are omitted. The number of leaf types
with complex base shape is very small. So, they can be omitted.
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Table 4.2: Laminar shapes modeled by the leaf model. C: Convave, S: Straight, V: Convex.
X: with extension. #: The number of combination of the base and the apex shapes.
Waist Shape Base Shape Apex Shape # Figure
Elliptic C, S, V, X C, S, V, X 16 4.2
Obovate C, S, V, X C, S, V, X 16 4.3
Ovate C, S, V, X C, S, V, X 16 4.4
Oblong V V 1 4.5a
Linear S S 1 4.5b
Total 50
In summary, 50 types of unilobed leaf shapes are modeled by the proposed model (Table 4.2).
Of these 50 shapes, 26 occur naturally. The remaining 24 shapes may occur in nature but
the author is unable to find real leaf examples of them. Shapes with naturally occurring
leaves are illustrated with real leaf examples in Figures 4.2 to 4.5. For other leaves computer
generated shapes are inserted into the figures for the purpose of illustration. Note that each
type of leaf shape admits many variations depending on the aspect ratio, and the amount of
concavity, convexity, and extension of the base and the apex. Moreover, the divisions between
shape types can be fuzzy. For example, straight base is a transitional shape between concave
and convex bases. There is no strict rule as to how straight a base needs to be before it is
classified as straight as opposed to concave or convex. Nevertheless, these shape types serve
as a useful method for botanists and the general users to intuitively describe the shape of a leaf.
As discussed in Section 2.2, the leaf shape can be asymmetric on the two sides of the primary
vein (Figure 2.9). Asymmetric leaves can be modeled either with different shapes for the left
and the right side, or with the same shape but with different parameter values.
Some of the common leaf shapes have been given specific names by botanists (Figure 2.7).
These leaf shapes are included in Figures 4.2 to 4.5. Table 4.3 characterizes leaf shapes in
Figure 2.7 according to the shapes of the base, the waist and the apex.
4.2 Types of Multilobed Leaves Modeled
There are three basic types of multilobed leaves: palmately lobed, pinnately lobed, and
bilobed. In a palmately lobed leaf (Figures 4.6a to 4.6c), the lobes originate at the base of
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Table 4.3: Shape characteristics of common leaf shapes illustrated in Figure 2.7.
Leaf Name Waist Shape Base Shape Apex Shape Figure
Elliptic Elliptic Convex Convex 4.2 (c3)
Lanceolate Ovate Convex Straight 4.4 (c2)
Oblanceolate Obovate Straight Convex 4.3 (b3)
Oblong Oblong Convex Convex 4.5a (c3)
Oval Elliptic Convex Convex 4.2 (c3)
Obovate Obovate Straight Convex 4.3 (b3)
Ovate Ovate Convex Straight 4.4 (c2)
Orbicular Elliptic Convex Convex 4.2 (c3)
Rhomboidal Elliptic Straight Straight 4.2 (b2)
Cordate Ovate Cordate Straight 4.4 (d2)
Deltoid Ovate Concave Straight 4.4 (a2)
Reniform Ovate Cordate Straight 4.4 (d2)
the leaf. These leaves have an odd (typically three, five, or seven) number of lobes. In a
pinnately lobed leaf (Figure 4.6d), the lobes originate along the primary vein of the leaf.
These leaves typically have many lobes, and the number of lobes can be even or odd. Leaves
with an odd number of lobes have a lobe at their apexes. A bilobed leaf (Figure 4.6e) has
two lobes that originate at the base. Unlike a palmately lobed leaf, there is no lobe at the apex.
Multilobed leaves can be symmetric or asymmetric, i.e., the lobes on the left and right sides
of the leaves can have the same or slightly different shapes. Each lobe in a multilobed leaf
can be symmetric or asymmetric. Multilobed leaves can also have teeth along the margin.
As for unilobed leaves, teeth are omitted because they do not contribute significantly to the
overall shape of a leaf.





(1) (2) (3) (4)
Figure 4.2: Examples of various shapes of leaves with elliptic waist. Rows correspond
to leaves with same base shapes. (a) Concave. (b) Straight. (c) Convex. (d) Base with
extension. Columns correspond to leaves with same apex shapes. (1) Concave. (2) Straight.
(3) Convex. (4) Apex with extension.





(1) (2) (3) (4)
Figure 4.3: Examples of various shapes of leaves with Obovate waist. Rows correspond
to leaves with same base shapes. (a) Concave. (b) Straight. (c) Convex. (d) Base with
extension. Columns correspond to leaves with same apex shapes. (1) Concave. (2) Straight.
(3) Convex. (4) Apex with extension.





(1) (2) (3) (4)
Figure 4.4: Examples of various shapes of leaves with Ovate waist. Rows correspond
to leaves with same base shapes. (a) Concave. (b) Straight. (c) Convex. (d) Base with
extension. Columns correspond to leaves with same apex shapes. (1) Concave. (2) Straight.
(3) Convex. (4) Apex with extension.
(a) (b)
Figure 4.5: Example of leaves with linear and oblong waist. (a) A leaf with oblong waist.
(b) A leaf with linear waist.
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(a) (b) (c)
(d) (e)
Figure 4.6: Examples of various shapes of multilobed leaves. (a–c) Palmately lobed leaves
with three, five, and seven lobes. (d) A pinnately lobed leaf with ten lobes. (e) A bilobed
leaf.
Chapter 5
Modeling of Unilobed Leaves
This chapter presents a parametric leaf model of the geometric shapes of unilobed leaves
discussed in Section 4.1. The shape of the leaf is represented by a set of landmark points on
the margin and tangents to the margin at these points. These parameters can be specified
intuitively using a GUI and a reference image (Section 5.2). The parameters of the leaf
model are used by the laminar shape generation algorithm to generate the laminar surface
(Section 5.3). Performance of the algorithm is discussed in Sections 5.4 and 5.5.
5.1 Parametric Leaf Model
The parametric leaf model is defined on a local right-handed coordinate system placed on
the leaf with the origin at the base and the y-axis pointing towards the apex of the leaf. The
x-y plane is set as the laminar plane of the leaf. The primary vein is defined to have a unit
length (Figure 5.1). All parameters are defined relative to the primary vein. In this way, a
leaf instance can be placed in some global coordinate system by appropriate scaling, rotation,
and translation. The surface of a leaf is divided by the primary vein into the left side and
the right side. Parameters for the two sides are defined separately so that asymmetric leaf
shapes can be modeled.
For a unilobed leaf without basal extension, one side of its margin is defined by three
landmark points pi, i “ 1, 2, 3, and the corresponding unit tangents ti at these points
(Figure 5.2a). Landmark point p1 is the base, which is fixed at p0, 0q. p2 is the waist, the
point at which the laminar width is maximum. p3 is the apex, which is fixed at p0, 1q.
Tangent t1 can vary clockwise from p0, 1q to p1, 0q and t3 can vary counter-clockwise from
p0, 1q to p´1, 0q. By definition of the waist, t2 is parallel to the y-axis. Thus, there are only
4 free parameters for defining one side of the leaf margin, namely θa, θb, and p2 “ px2, y2q,
where 0 ď θa, θb ď pi2 , x2 ą 0, and 0 ă y2 ă 1. The landmark points and tangents are related
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Figure 5.1: Coordinate system of the leaf model. The parameters of the leaf model are
expressed in a right-handed coordinate system with origin at the base and the y-axis pointing
towards the apex of the leaf. The primary vein is defined to have a unit length.
to these free parameters as follows:
p1 “ p0, 0q,
p2 “ px2, y2q,
p3 “ p0, 1q,
t1 “ psin θb, cos θbq,
t2 “ p0, 1q,
t3 “ p´ sin θa, cos θaq.
For a unilobed leaf with basal extension, one side of its margin is defined by four landmark
points pi, i “ 1, . . . , 4, and the corresponding unit tangents ti at these points (Figure 5.2b).
Landmark point p1 is the base, which is fixed at p0, 0q. p2 is the tail, at which the basal
extension is maximum. p3 is the waist, at which the laminar width is maximum. p4 is
the apex, which is fixed at p0, 1q. The tangent t1 can vary clockwise from p1, 0q to p0,´1q
and t4 can vary counter-clockwise from p0, 1q to p´1, 0q. By definition of the tail and waist,
respectively, t2 is parallel to the x-axis and t3 is parallel to the y-axis. Thus, there are only 6
free parameters for defining one side of the margin: θa, θb, p2 “ px2, y2q, and p3 “ px3, y3q,
where 0 ď θa ď pi2 , pi2 ď θb ď pi, x2 ą 0, y2 ă 0, x3 ą 0, and 0 ă y3 ă 1. The landmark
























Figure 5.2: Parameters of the leaf model for unilobed leaves. (a) Leaf without basal
extension. (b) Leaf with basal extension.
points and tangents are related to these free parameters as follows:
p1 “ p0, 0q,
p2 “ px2, y2q,
p3 “ px3, y3q,
p4 “ p0, 1q,
t1 “ psin θb, cos θbq,
t2 “ p1, 0q,
t2 “ p0, 1q,
t3 “ p´ sin θa, cos θaq.
A unilobed leaf with apical extension is defined by analogous landmark points and tangents,
with 6 free parameters for one side of its margin.
5.2 User Interface
GUI provides an interactive means for a user to specify the shape of a unilobed leaf intuitively.
Figure 5.3 illustrates an example of specifying a unilobed leaf without basal extension. After
loading a reference image of a leaf, the user places a point with an arrow at the base of
the reference leaf. The point represents the position and the arrow represents the tangent
to the margin at the point. The user then rotates the arrow about the point such that
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(a) (b)
(c) (d)
Figure 5.3: User specification of laminar shape of unilobed leaves without basal extension.
(a) First, the user loads a reference image of a leaf. Then, the user specifies the landmark
points and tangents for the (b) right side and the (c) left side. (d) The margin of the leaf
generated by the system.
the arrow is tangent to the margin at the base. Similarly, the user specifies the apex and
the tangent to the margin at the apex. For ease of use, the user specifies the tangent
´t3 at the apex. Finally, the user places a point on the waist of the leaf, at which the
leaf has the maximum width. The tangent at the waist is by definition parallel to the
y-axis. So, the user does not need to specify this tangent. The system then generates the
margin for one side of the leaf. The margin for the other side of the leaf is generated similarly.
To define a leaf with basal extension, a similar method is used. In addition, the user places
a point on the tail of the leaf, at which the basal extension is maximum (Figure 5.4).
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(a) (b)
Figure 5.4: User specification of laminar shape of unilobed leaves with basal extension. (a)
The user specifies the landmark points and tangents for the right side and the left side. (b)
The margin of the leaf generated by the system.
Figure 5.5: Specifying the position of the apex for a leaf with drip tip. For this leaf, the
apex should be specified at a point such that tangents to the margin are just beyond the
concave part of the margin.
Some unilobed leaves have a drip-tip or a drip-base. As discussed in Section 4.1, these leaves
are not modeled directly by the proposed leaf model. For leaves with drip-tips, the apex
should be specified at a point such that the tangents to the margin at apex start just beyond
the concave part of the drip-tip (Figure 5.5). The base for leaves with drip-base should be
specified similarly.
5.3 Laminar Shape Generation Algorithm
The margin of a leaf is generated by fitting a pair of quadratic B-spline curves to the landmark
points and tangents, one for each side of the leaf. Each B-spline curve passes through the
points pi, and the unit tangents to the B-spline curve at the points pi are ti. B-spline curves
are used because they have many nice properties with geometric significance [PT97]. The
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degree of B-spline curves is independent of the number of control points. B-spline curves
have local control, i.e., modifying a control point only changes the shape of a part of the
curve. A part of a degree-d B-spline curve is contained in the convex hull of d consecutive
control points. Furthermore, no straight line intersects a B-spline curve more times than it
intersects the curve’s control polygon (variation diminishing property). These properties
are important for intuitive control over the laminar shape. They ensure that the estimated
margin is within the user’s expectation.
A degree-d B-spline is a piecewise polynomial curve defined as follows [PT97]




where ppuq are points on the B-spline curve parametrized by u, which lies in the range
r0, 1s. The points qi, i “ 0, . . . , n are the n` 1 control points. The functions Bi,dpuq are the
B-spline basis functions. They are defined by a sequence of non-decreasing real numbers
called knots v0, . . . , vm and vi ď vi`1. Intuitively, they are the points in the parameter space
at which the curve changes from one polynomial to another. The ith B-spline basis function
of degree-d, Bi,dpuq, is defined as
Bi,0puq “
$&%1 if vi ď u ă vi`1,0 otherwise. (5.2)
Bi,dpuq “ u´ vi
vi`d ´ viBi,d´1puq `
vi`d`1 ´ u
vi`d`1 ´ vi`1Bi`1,d´1puq. (5.3)
The degree d, the number of control points n` 1, and the number of knots m` 1 are related
by m “ n` d` 1.
For a given u, the derivative of the B-spline curve can be obtained by computing the derivative





The derivative of the ith B-spline basis function of degree-d is given by
B1i,d “ dvi`p ´ viBi,d´1puq ´
d
vi`p`1 ´ vi`1Bi`1,d´1puq. (5.5)
For the proposed leaf model, degree-two B-spline curves are chosen. Degree-one B-spline
curves are just a set of straight line segments passing through the control points. Degree-three
or higher-degree B-spline curves sometimes create unnecessary points of inflection, resulting
in overly complex leaf shapes that may have self-intersections (Figure 5.6). Thus, degree-2,
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Figure 5.6: Effect of varying the degree of B-spline curves on leaf shapes. The leaf shapes
in the first row were generated using degree-3 B-spline curves. The second row shows the
corresponding leaf shapes generated using degree-2 B-spline curves.
i.e., quadratic, B-spline curves are the most appropriate.
5.3.1 B-spline Fitting
Many methods have been proposed in the literature for fitting a B-spline curve to a set
of points with known first derivatives. In this thesis, the algorithm given in Section 9.2.4
of [PT97] is used. The B-spline fitting algorithm finds the parameters of a quadratic B-spline
curve that passes through a set of points tpiu, i “ 1, . . . , N , such that the unit tangents to
the curve at points pi are ti. For each point pi, a parameter value ui can be determined
such that the B-spline curve passes through it:




The first derivatives of the B-spline curves are given by




where αi is a scalar used to scale the unit tangent ti to match the first derivative of the
curve at ui.
The unknowns in Equations 5.6 and 5.7 are the control points qk, the knots vi, the parameter
values ui, and the scalars αi. The value of vi, ui, and αi are estimated by approximating
the B-spline curve by a polyline formed by connecting the points pi. The position of the
control points qk are computed by solving Equations 5.6 and 5.7. To obtain a unique set
of control points qk, the number of control points must be equal to the number of equa-
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tions. Since there are 2N equations, the number of control points (n`1) must be equal to 2N .
The ideal choice for the parameter values ui are the normalized arc-lengths of the B-spline
curve. Since the curve is not yet known, the arc-lengths are approximated using chord




||pi ´ pi´1||. (5.8)
Then the parameters are defined as
u1 “ 0
ui “ ui´1 ` ||pi ´ pi´1||
D
, i “ 2, . . . , N.
(5.9)
To ensure that the B-spline curve passes through the first and the last control point, the
first three knots are set to 0 and the last three knots are set to 1 [PT97]. The remaining
knots are estimated by averaging the parameter values ui:
v0 “ v1 “ v2 “ 0,





ui j “ 1, . . . , n´ 2.
(5.10)
There are two cases for modeling one side of the leaf margin with a B-spline curve: leaves
without basal extension (N “ 3) and leaves with basal extension (N “ 4). These cases are
discussed separately.
Case 1: N “ 3
For leaves with no basal extension, N “ 3 and the inputs to the B-spline fitting algorithm
are p1, t1,p2, t2,p3, t3. The parameter values ui are estimated using Equation 5.9 as
u1 “ 0, u2 “ ||p2 ´ p1||
D
, u3 “ 1. (5.11)
The number of control points (n` 1) must be equal to the number of equations (2N). Thus,
n is equal to 5. The number of knots m` 1 is related to the number of control points (n` 1)
and the degree d by m “ n` d` 1 [PT97], which implies that m is equal to 8. The knots vi
are estimated using Equation 5.10 to yield





, 1, 1, 1. (5.12)
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Using Equations 5.11 and 5.12 and setting all αi “ D, Equations 5.6 and 5.7 can be expanded
as
p1 “ q0,





p2 “ p1´ u2qq2 ` u2q3,
Dt2 “ ´4q2 ` 4q3,
p3 “ q5,





In matrix form, the linear system is given by»—————————————————–





0 0 0 0
0 0 1´ u2 u2 0 0
0 0 ´4 4 0 0
0 0 0 0 0 1























This linear system can be solved analytically for qi:
q0 “ p1,
























Case 2: N “ 4
For leaves with basal extensions, N “ 4 and the inputs to the B-spline fitting algorithm are
p1, t1,p2, t2,p3, t3,p4, t4. The parameter values ui are estimated using Equation 5.9 as
u1 “ 0, u2 “ d1
D
, u3 “ d2
D
, u4 “ 1, (5.16)
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where d1 “ ||p2 ´ p1||, and d2 “ ||p3 ´ p2||. The number of control points (n` 1) is equal
to number of equations (2N). Thus, n is equal to 7. The number of knots m` 1 is equal to
n` d` 1, which implies that m “ 11. The knots vi are estimated using Equation 5.10 as








, 1, 1, 1. (5.17)
Using Equations 5.16 and 5.17 and setting all αi “ D, Equations 5.6 and 5.7 can be expanded
as
p1 “ q0,





























In matrix form, the linear system is given by»—————————————————————————–











0 0 0 0




0 0 0 0




1´ u2 0 0
0 0 0 0 ´ 4
1´ u2
4
1´ u2 0 0
0 0 0 0 0 0 1 0
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αi “ D{0.5 αi “ D{0.75 αi “ D αi “ D{2 αi “ D{5
Figure 5.7: Effect of changing the value of αi on the leaf shape.
This linear system can be solved in closed form for qi as
q0 “ p1,




































For visualization, the B-spline curve on each side of the primary vein is discretized into
polylines with m sample points. In implementation, m is set to 64. Thus, each unilobed leaf
is represented by 128 points.
5.4 Analysis of Laminar Shape Generation Algorithm
The parameter αi in Equation 5.7 controls the tension of the B-spline curve. The smaller
the value of αi, the tighter is the B-spline curve. The effect of varying the value of αi on the
leaf shape is illustrated in Figure 5.7. For rhomboidal and deltoid leaf shapes in Figure 5.19,
a value of D{2 was used for αi, where D is the total chord length of the landmark points.
Figure 5.8 illustrates the effect of varying the parameter values for leaves without basal
extension. The first row shows that as the tangent angle θb is increased from 0˝ to 90˝, the
shape of the base changes from concave (Figure 5.8a) to straight (Figure 5.8b,c) to convex
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(a) (b) (c) (d) (e) (f)
Figure 5.8: Effect of varying the parameter values in leaves without basal extension. The
first row shows the effect of varying the tangent angle at the base. The second and the third
rows show the effect of varying the x and y-coordinates of the waist, respectively.
(Figure 5.8d–f). The second row shows that as the x-coordinate of the waist is increased,
the lamina becomes wider. Since, the tangents at the base and the apex are constant, the
shapes of the base and apex change from convex (Figure 5.8a–c) to straight (Figure 5.8d,e)
to concave (Figure 5.8f). This illustrates that the shape of the base and apex depends not
only on the tangent angles θb and θa, respectively, but also on the x-coordinate of the waist.
Let φ be the angle between the y-axis and the line-segment between the base and the waist.
Then, the base shape is concave if θb ă φ´ , straight if φ´  ď θb ď φ` , and convex if
θb ą φ` , where  is a small constant. The apex shape is defined similarly. The third row
shows that as y-coordinate of the waist is increased, the shape of the waist changes from
ovate (Figure 5.8a,b) to elliptic (Figure 5.8c,d) to obovate (Figure 5.8e,f).
Figure 5.9 illustrates the effect of varying the parameter values for the shape of the tail in
leaves with basal extension. The first row shows that as the tangent angle θb is increased
from 90˝ to 150˝, the tail becomes flatter. The second row shows that as the x-coordinate of
the tail is increased, the point of maximum basal extension moves away from the primary
vein. The third row shows that as the y-coordinate of the tail is increased, the tail become
longer.
The laminar shape generation algorithm should be numerically stable so that a small change
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Figure 5.9: Effect of varying the parameter values in leaves with basal extension. The first
row shows the effect of varying the tangent angle at the base. The second and the third rows
show the effect of varying the x and y-coordinates of the tail, respectively.
in parameter values produce a small change in the leaf shape. The stability of the algorithm
for leaves without basal extension is estimated from the linear system of Equation 5.14. A
linear system of equations is unstable if the coefficient matrix has a large condition number.
In Equation 5.14, the coefficient matrix is defined by a single parameter u2. The condition
number of the coefficient matrix is illustrated in Figure 5.10. It is clear that the condition
number is small except when u2 is close to zero or one. Thus, the laminar shape generation
algorithm is stable everywhere expect when the waist is close to the base or the apex.
Similar analysis can be performed for the laminar shape generation algorithm for leaves with
basal extension. The coefficient matrix in Equation 5.19 is defined by two parameters u2 and
u3 with u2 ă u3. The condition number of the coefficient matrix is illustrated in Figure 5.11.
The laminar shapes generation algorithm is stable everywhere except when the waist is close
to the apex or the tail, or when the tail is close to the base.
In the Equation 5.14, when u2 is equal to zero or one, the coefficient matrix has a zero
determinant. Thus, the coefficient matrix is not invertible and the control points of B-spline
curve cannot be computed. In this case, closed form solution (Equation 5.15) can be used to
compute the control points of the B-spline curve. In this case, the tangent at the base or
the apex has no effect on the shape of the curve. In the implementation, Equations 5.15
and 5.20 are used.
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Figure 5.10: Numerical stability of the laminar shape generation algorithm for leaves
without basal extension. The condition number is small for all values of the parameter u2
except when it is close to zero or one.
The laminar shape generation algorithm is both time and space efficient. The time for fitting
a B-spline curve to a set of N landmark points is OpN3q, which is the time required to solve
the linear system in Equations 5.14 or 5.19. For the unilobed leaves, the number of landmark
points is 2, 3, or 4. Hence, the time complexity of laminar shape generation algorithm is
Op1q. The space required for fitting a B-spline curve to a set of N landmark points is OpN2q,
which is the space required to store the matrices in Equations 5.14 or 5.19. Again, since
the number of landmark points is small, the laminar shape generation algorithm needs Op1q
space. Thus, the laminar shape generation algorithm is constant time and space for all
unilobed leaves.
5.4.1 Accuracy of Generated Leaf Shapes
One of the main goals of the leaf model is to generate many instances of a leaf for simulating
interaction of plants with the environment. For the simulation to be realistic, it is important
that the generated instances should match the real leaf shapes. 34 real leaves (Figure 5.12)
were selected from examples given in Chapters 2 and 4 to evaluate the accuracy of the
laminar shape generation algorithm.
The differences between the generated laminar shapes and the laminar shapes of real leaves
were computed as follows. First, for each real leaf in Figure 5.12, the laminar shape was
extracted from the image manually aid by image processing tool. In addition, the base
and the apex points were manually marked on the images. Then, for each real leaf, the





















Figure 5.11: Numerical stability of the laminar shape generation algorithm for leaves with
basal extension. The condition number is small for all values of the parameters u2 and u3
except when u2 is close to zero, or u3 is close to u2 or one.
laminar shape was generated using the graphical user interface described in Section 5.2.
Both laminar shapes, the real and the generated, were represented as polygons and the
positions of the base and the apex were also saved. Since the real leaf images were of different
sizes, the laminar shapes should be normalized for comparison. To normalize the laminar
shapes, bases were translated to the origin, and apexes were transformed so that they laid
at (0, 1). Thus, the primary vein for all laminar shapes had unit length and laid on the y-axis.
After normalizing the laminar shapes, the difference between the generated and the real
laminar shapes was measured by the Euclidean distance between their corresponding points.
For a point pi on the generated laminar shape, its corresponding point on the real laminar
shape was computed by intersecting the line along the normal to the generated laminar
shape at pi with the real laminar shape. In general, the line along the normal at pi can have
more than one intersection with the real laminar shape. In this case, the point of intersection
on the real laminar shape closest to pi was selected as the corresponding point. This al-
gorithm was used because it worked well even when real laminar shape had teeth and drip-tips.
Figure 5.13 illustrates the boxplots of the Euclidean distance between the corresponding
points in the real and the generated laminar shapes. Boxplot is a convenient way to summarize
a sample using five statistics: minimum (lower end of the vertical line), 25th percentile
(lower edge of rectangle), median (horizontal line in the box), 75th percentile (upper edge of
rectangle), and maximum (upper end of the vertical line). It can be seen that most of the
generated laminar shapes have maximum error smaller than 0.03 (3% of the length of the
primary vein). Eight generated laminar shapes have maximum error larger than 0.03. The
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10 11 12 13 14 15 16 17
18 19 20 21 22 23 24 25 26
27 28 29 30 31 32 33 34
Figure 5.12: Real leaves used for evaluating the accuracy of laminar shape generation
algorithm. These leaves were selected from examples given in Chapters 2 and 4.
real and the generated laminar shapes of these leaves are illustrated in Figure 5.14. Leaf
number 3 has a drip-tip and leaf number 23 and 24 have teeth which are not modeled. Leaf
number 13, 14, and 31 have rough margins which are not captured by the leaf model. The
proposed algorithm only generates smooth laminar shapes. Leaf number 15 and 32 are not
precisely captured by the leaf model but the generated shapes are still very close to the real
shapes.
In conclusion, using a sample of leaves with various shapes, it is shown that the leaf model
can generate leaf shapes that match the real leaf shapes well. Extensive verification, however,
is not practical because of the huge variations in leaf shapes. Even from the same plant, leaf
shapes can vary a lot in minute details.









































Figure 5.13: Boxplots of the Euclidean distance between the corresponding points in real
and generated laminar shapes. Each boxplot describes the distribution of distances of all
corresponding points between a real and the generated laminar shape. The numbers along
the x-axis indicate the real leaves illustrated in Figure 5.12.
5.5 Leaf Shape Generation Examples
The proposed leaf model in this thesis can generate 50 types of unilobed leaf shapes as
categorized in Section 4.1 (Table 4.2). Figures 5.15 to 5.17 illustrates 48 of them with
different combinations of waist, base, and apex shapes. The remaining two shape types,
oblong and linear, are illustrated in Figure 5.18. Among them, 26 shape types have real leaf
examples. The others may also occur in nature but the author is unable to find real leaf
examples for them.
Figure 5.19 illustrates leaf shapes that have been given specific names by botanists [HGL92].
Note that some of these leaf shapes belong to the same type. For example elliptic, oval, and
orbicular leaves in Figure 5.19 belong to the same type with elliptic (mid) waist, convex base,
and convex apex. They differ by their aspect ratios and the roundedness of their shapes.
These figures show that the leaf shapes generated by the proposed model match those of the
real leaves very well.
Figure 5.20 shows that our model can generate asymmetric leaf shapes. Figure 5.21 illustrates
more complex leaf shapes. Top row shows that laminar shape generation algorithm can
generate leaf shapes with drip tips. For a leaf with a very long and slender drip tip, the
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23 31 32 34
Figure 5.14: Comparison of the generated and the real laminar shapes with maximum
error greater than 0.03 in Figure 5.13. The solid lines represent real laminar shapes and
dotted lines represent the generated laminar shapes. The lines connecting them are the
corresponding points. The numbers below the laminar shapes refer to the real leaves in
Figure 5.12.
match between the generated tip and the real tip is not perfect (Figure 5.21, third case) due
to the small number of landmark points used to generate the B-spline curves. Technically,
the match can be made perfect by including an additional landmark point. Bottom row of
Figure 5.21 shows that the generated margins fit the overall shapes of the leaves with teeth.
As discussed in Section 4.1, teeth are omitted in our model and can be added using methods
such as curve analogies [ZG04].
Figure 5.22 illustrates an example of lotus leaf in which the base is at the center of the
lamina. The proposed laminar shape generation algorithm can generate instance of such
leaves, however, the base will be at the margin of the leaf, instead of the center. Some
unilobed leaves have naturally curved primary vein. For simplicity, the proposed leaf model
assumes that the primary vein is straight but the laminar shape generation algorithm is
general and can generate curved unilobed leaves. Leaves with curved veins are generated by
specifying additional parameters to define a curved vein and then the landmark points are
expressed relative to the curved veins (Figure 5.23).
For many applications, many leaf instances for a given kind of leaf should be generated. The
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laminar shape generation algorithm can generate multiple leaf instances by perturbing the
parameter values. The maximum amount of perturbation is specified by the user and is
expressed as a percentage of the parameter value. The algorithm adds a random percentage
within the maximum perturbation to each parameter value. Figure 5.24 illustrates five
instances each for elliptic, cordate and asymmetric leaves generated by adding 20% pertur-
bations to the parameter values. The effect of perturbation is illustrated in Figure 5.25. The
instances in the first, second, and third rows are generated by adding 20%, 30%, and 40%
perturbations to the parameter values, respectively.
Note that some combinations of extreme parameter values can produce shapes that do not
look like leaves. Figure 5.26 illustrate some of these non-leaf shapes. Such non-leaf shapes
can be used to populate virtual worlds.
On a laptop with Intel Core i7 2.0 GHz processor, on an average 2500 leaves per second can
be generated. This shows that the laminar shape generation algorithm is fast and can be
used for quickly generating large number of leaves instances.
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Figure 5.15: Laminar shapes generated for leaves with elliptic waist illustrated in Figure 4.2.
Rows correspond to leaves with same base shapes. (Row 1) Concave. (Row 2) Straight.
(Row 3) Convex. (Row 4) Base with extension. Columns correspond to leaves with same
apex shapes. (Column 1) Concave. (Column 2) Straight. (Column 3) Convex. (Column 4)
Apex with extension.
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Figure 5.16: Laminar shapes generated for leaves with Obovate waist illustrated in
Figure 4.3. Rows correspond to leaves with same base shapes. (Row 1) Concave. (Row 2)
Straight. (Row 3) Convex. (Row 4) Base with extension. Columns correspond to leaves
with same apex shapes. (Column 1) Concave. (Column 2) Straight. (Column 3) Convex.
(Column 4) Apex with extension.
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Figure 5.17: Laminar shapes generated for leaves with Ovate waist illustrated in Figure 4.4.
Rows correspond to leaves with same base shapes. (Row 1) Concave. (Row 2) Straight.
(Row 3) Convex. (Row 4) Base with extension. Columns correspond to leaves with same
apex shapes. (Column 1) Concave. (Column 2) Straight. (Column 3) Convex. (Column 4)
Apex with extension.
(a) (b)
Figure 5.18: Generated instances for oblong and linear leaves illustrated in Figure 4.5. (a)
oblong leaf, and (b) linear leaf
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Elliptic Lanceolate Oblanceolate Oblong
Oval Obovate Ovate Rhomboidal
Orbicular Deltoid Cordate
Reniform Obcordate
Figure 5.19: Examples of leaf shapes commonly discussed in botanical literature illustrated
in Figure 2.7
(a) (b) (c)
Figure 5.20: Generated instances of asymmetric leaves shapes illustrated in Figure 2.9. (a)
A leaf with asymmetric waist. (b) A leaf with asymmetric basal extension. (c) A simple leaf
with basal extension on the one side and no extension on the other.
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Figure 5.21: Laminar shapes generated for complex shapes, (Top) Leaves with drip-tips.
(Bottom) Leaves with teeth.
Figure 5.22: Generated instance of a lotus leaf.
Figure 5.23: Generated instance of a leaf with curved primary vein.
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Figure 5.24: Leaf instances generated for elliptic, cordate, and asymmetric leaves. The
instances in the first column are generated without perturbing the parameter values. Instances
in the remaining columns are generated by adding 20% perturbations to the parameter
values.
Figure 5.25: Effect of perturbation in leaf shapes. The leaf instances in the first, second,
and third rows are generated by adding 20%, 30%, and 40% perturbations to the parameter
values, respectively.
Chapter 5. Modeling of Unilobed Leaves 59
Figure 5.26: Examples of non-leaf shapes.
Chapter 6
Modeling of Multilobed Leaves
This chapter presents a parametric model of the geometric shapes of multilobed leaves
discussed in Section 6.1. The shape of a multilobed leaf is represented by a combination of
unilobed leaves, one for each lobe. A GUI is used to interactively specify the parameters using
a reference image of a leaf (Section 6.2). The laminar shape generation algorithm generates
the laminar surface using the parameters of the leaf model (Section 6.3). Performance of the
algorithm is discussed in Section 6.5.
6.1 Parametric Leaf Model
The margin of a multilobed leaf is represented by a combination of unilobed leaves. One
unilobed leaf is used for each lobe of the multilobed leaf. To combine the unilobed leaves,
first they must be placed and arranged in space. The placement and arrangement of unilobed
leaves is defined by the venation pattern of multilobed leaves. For a palmately lobed leaf
(Figure 2.8c) whose lobes originate at the base, primary veins (Figure 2.10c) are used for
placement. For a pinnately lobed leaf (Figure 2.8d) whose lobes originate along the primary
vein, the primary vein and major secondary veins (Figure 2.11a) are used for placement. To
simplify notation, this thesis categorizes veins in a multilobed leaf into two types: α0-vein
and α-veins. α0-vein is the primary vein which runs from the base to the apex of the leaf.
α-veins are the remaining primary veins in palmately lobed and major secondary veins in
pinnately lobed leaves. α-veins originate from the α0-vein and run to the apex of the lobes.
They are ordered from the base to the apex of a leaf (Figure 6.1).
In general, the placement and arrangement of the α-veins may not follow a strict linear
relationship. For simplicity of user specification, linear relationship is modeled. In this way,
the user has to specify the placement of only the first and the last lobes. The placement
of the other lobes can be computed automatically. However, the laminar shape generation
algorithm is independent of the function and, in general, any function can be used. It is also
possible to specify the start and end-point of each α-vein.
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Figure 6.1: Venation model for multilobed leaves. Multilobed leaves have two types of
veins: the primary vein α0, which runs from the base to the apex and the α-veins, which
originate from α0-vein and runs to the apex of the lobes.
α0-vein is defined by the base pb and the apex pa. pb is fixed at p0, 0q and pa is fixed at
p0, 1q. α-veins on one side of the leaf are defined by their endpoints ri and ei, i “ 1, . . . , n,
where n is the number of lobes on one side of the leaf. Let N be the total number of lobes,
then n is equal to tN{2u. The position of the base of the ith α-vein αi on the right side of
the α0-vein is given by:
ri “ p0, riq, i “ 1, . . . , n. (6.1)
The y-coordinate ri of the α-vein αi is defined in terms of the y-coordinate ri´1 of the α-vein
αi´1 and the spacing si´1 between them:
ri “ ri´1 ` si´1. (6.2)
The spacing between two α-veins αi and αi´1 is a linear function:
si “ s0 ` i∆s, (6.3)
where ∆s is a constant rate of change of spacing and s0 “ r1 is the distance of the first
α-vein α1 on the right side of the α0-vein from the origin (Figure 6.2). The position of
the base of the ith α-vein αi is computed recursively by expanding Equation 6.2 and then






















Figure 6.2: Parameters of the venation pattern for multilobed leaves.
substituting si with s0 and ∆s from Equation 6.3:
ri “ ri´1 ` si´1,
“ ri´2 ` si´2 ` si´1,
“ ri´3 ` si´3 ` si´2 ` si´1,
...
“ r1 ` s1 ` s2 ` ¨ ¨ ¨ ` si´1
“ s0 ` p∆s` s0q ` p2∆s` s0q ` ¨ ¨ ¨ ` ppi´ 1q∆s` s0q.
Therefore,
ri “ is0 ` ipi´ 1q
2
∆s. (6.4)
In general, initial spacings sl0 and s
r
0 of the left and right α-veins can be different. s0 and ∆s
are zero for palmately lobed leaves because all lobes originate at the base of the leaf. Since
the apex is fixed at p0, 1q, the y-coordinate rn of the last α-vein αi must be less then one:
rn “ ns0 ` npn´ 1q
2
∆s ă 1. (6.5)
Therefore, for a given value of s0, ∆s has a upper bound:
∆s ă 2p1´ ns0q
npn´ 1q . (6.6)
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The angle of the α-vein αi relative to the α0-vein is given by:






where θ1 and θn are the angles of the first and the last α-vein, respectively (Figure 6.2). θi
varies from 0 to pi. Similarly, the length of α-vein αi relative to the α0-vein is given by:






where l1 and ln are the lengths of the first and the last α-vein, respectively (Figure 6.2). li
is expressed relative to the length of the primary vein and lies between 0 and 1.
In asymmetric leaves, the angles and lengths of α-veins can be different for two sides of
the leaf. Similar to spacing, the linear function is used to define orientation, and length of
α-veins because of its simplicity. In general, any function can be used and in particular,
the user can specify the angle and length of each α-vein. For simplicity, the leaf model
assumes that α-veins are straight, instead of curved. However, this is not inherent limitation
of the laminar shape generation algorithm. As illustrated in Figure 5.23, curved veins can be
specified using additional parameters and then the landmark points can be expressed with
respect to curved veins.
The position ei of the apex of the ith α-vein αi is defined by the base ri, orientation θi and
the length li of the α-vein as:
ei “ ri ` li rsin θi, cos θisT . (6.9)
The shapes of lobes are defined by the model of unilobed leaf without basal extension. As
discussed in Section 5.1, the margin of one side of the unilobed leaf without basal extension
is defined by four parameters: θb, θa, and W. θb and θa define the tangents to the margin at
the base and the apex, respectively, and W is the waist of the unilobed leaf.
The positions of the valleys are defined by two parameters φ and m (Figure 6.3). φ is the
orientation of the valleys relative to the α-veins. m is a scalar which define the distances of
the valley positions from the origins ri relative to the lengths li of the α-veins. The position
hi of the valley between lobes at α-veins αi and αi`1 is given by:
hi “ ri `m
»—–cosφ ´ sinφ
sinφ cosφ
fiffifl pei ´ riq (6.10)
























Figure 6.3: The parameters for specifying the valley position and shape in multilobed
leaves. (a) Parameters for a palmately lobed leaf. (b) Parameters for a pinnately lobed leaf.
The shapes of the valleys between lobes at α-veins αi and αi`1 are defined by the tangents tli




i are defined by the angles θ
l and θr, respectively,
relative to phi ´ riq. In pinnately lobed leaves with even number of lobes, there is a valley
at the apex of the leaf. The shape of the valley is specified by the angle ψ the tangent to
margin makes with the α0-vein.
In summary, the leaf model for the multilobed leaves consists of 26 parameters:
• The number of lobes: N .
• Parameters defining spacing between α-veins: sl0, sr0, and ∆s.
• Parameters defining the orientations of α-veins: θl1, θln, θr1, and θrn.
• Parameters defining the lengths of α-veins: ll1, lln, lr1, and lrn.
• Parameters of the 1st lobe: θlb, θrb , Wl, Wr, θla, and θra.
• Parameters defining position and shape of valleys: m, φ, θrv, θlv, and ψ.
6.2 User Interface
A user intuitively specifies the shape of a multilobed leaf using an interactive GUI. Fig-
ure 6.4 illustrates an example of specifying the parameters of a multilobed leaf. The user
first loads a reference image and specifies the number of lobes in the leaf (Figure 6.4a).
Then, the user specifies the α0-vein by placing a point at the base and the apex of the
leaf (Figure 6.4b). For a palmately lobed leaf (Figure 6.4c), the αi-veins originate from




Figure 6.4: Specifying the parameters of a multilobed leaf using interactive GUI. (a)
Reference image. (b) Specifying α0-vein. (c),(d) Specifying αi-veins. (e) Specifying the
shape of first lobe. (f) Specifying the position and shape of valleys.
the base. So, the user specifies the orientation and the lengths of the αi-veins by first
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placing a point each at the apex of the first and the last lobe on the right side of the
leaf. The orientation and lengths of the other lobes will be derived by the algorithm. The
user specify the shape of the first lobe by placing tangent arrows at its base and apex
(Figure 6.4e). If the leaf is asymmetric, the user can also specify the lobes on the left side of
the leaf. Finally, the user specifies the position and shape of the valley by placing a point
with two arrows at the valley between the first and the second lobe on the right side of the leaf.
For a pinnately lobed leaf, the user can specify the parameters in the same way. In addition
the user has to specify the spacing of the αi-veins by placing a point each at the base of the
first, penultimate, and last lobe.
In general, the user may choose to specify the position, orientation, and length of each
αi-vein, the shape of each lobe and the position and shape of each valley. This is possible
without effecting the laminar shape generation algorithm, though it would be tedious. In this
case, the parameters are all specified by the user instead of being derived by Equations 6.4,
6.7 and 6.8.
6.3 Laminar Shape Generation Algorithm
The margin of a multilobed leaf is generated in three main steps (Figure 6.5): (1) generation
of venation pattern, (2) generation of lobes, and (3) combination of lobes.
In the first step, the venation pattern is generated. The end-points of the α0-vein are fixed
at p0, 0q and p0, 1q. The end-points ri and ei of α-veins are computed from s0,∆s, θ1, θn, l1,
and ln using Equations 6.4 and 6.9 (Figure 6.5a).
In the second step, a lobe L is generated from θb, W, and θa using the algorithm discussed
in Section 5.3. A scaled copy of L is placed along each α-vein such that the base and the
apex of the copy of L is at the base and apex of the α-vein. In palmately lobed leaves and
pinnately lobed leaves with odd number of lobes, a scaled copy of L is also placed at the
α0-vein (Figure 6.5b).
Finally, the adjacent lobes are combined to form the margin. The algorithm first computes
the positions of the valleys as the point of intersection of adjacent lobes (Figure 6.5c, left).
Each lobe is discretized into a set of connected line segments. The point of intersection of
two adjacent lobes is the point of intersection of a pair of line segments, one from each lobe.
If two adjacent lobes do not intersect, then the point of intersection of lobes with the y-axis






Figure 6.5: Laminar shape generation algorithm. The margin of a multilobed leaf is
generated in three steps: (a) First, the venation pattern is generated. (b) Second, lobes
are created along α-veins. Finally, adjacent lobes are combined to generate the margin.
(c) To combine adjacent lobes, their points of intersection are computed and the margin is
generated. (d) If the valley position or shape is to be modified according to user inputs, then
the margin is recomputed by fitting B-spline curves.
is computed. Then, the algorithm removes the parts of the lobes that lie completely in the
intersection (dashed lines in Figure 6.5c, left) to generate the leaf margin (Figure 6.5c, right).
If the parameters for adjusting the valley positions (m and φ) or the shape (θ) are defined
by the user, then the margin must be recomputed. The algorithm first removes all lobes
except the first half of the first lobe and the second half of the last lobe (dashed lines in
Figure 6.5d, left). Then, the algorithm fits a B-spline curve for each half-lobe for all lobes
using the method described in Section 5.3 to generate the leaf margin (Figure 6.5d, right).
If the waist of a lobe lies between the valley and the apex, then a B-spline curve is fitted
to three landmark points: valley, waist, and apex. Otherwise, a B-spline curve is fitted to
only two landmark points: valley and apex. To visualize the curves in GUI, each B-spline is
discretized into polylines with m sample points. In implementation, m is set to 64. Thus,
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(a) (b) (c) (d)
Figure 6.6: Effect of varying the initial spacing s0 and the rate of change of spacing ∆s
in multilobed leaves. (a) ∆s is constant, lobes are equally spaced. (b) ∆s is less then zero,
spacing between lobes decreases towards the apex. (c) ∆s is greater then zero, spacing
between lobes increases towards the apex. (d) Initial spacings sl0 and s
r
0 are different for the
two side of the leaf.
each lobe of a multilobed leaf is represented by 128 points.
6.4 Analysis of Laminar Shape Generation Algorithm
Figure 6.6 illustrate the effect of varying the initial spacing s0 and the rate of change of spacing
∆s. In pinnately lobed leaves ∆s controls the distance between lobes. When ∆s is zero then
the lobes are equally spaced (Figure 6.6a). Negative ∆s decreases the distance between lobes
towards the apex (Figure 6.6b) and positive ∆s increases the distance (Figure 6.6c). If the
initial spacing is different for the left side and the right side, then the lobes on the left side
and the right side start at different points along the α0-vein (Figure 6.6d).
Figures 6.7 and 6.8 illustrates the effect of varying the parameters of the first lobe in a
multilobed leaf. As discussed in Section 5.5, the tangent angle θb at the base controls the
shape of the base. Increasing θb increases the width of the base. In multilobed leaves, the
effect of θb depends on the width of the lobes. If the lobes are wide enough to hide the base
in the intersection of adjacent lobes, then θb has no significant effect (Figure 6.7, first row).
However, if the lobes are narrow and the base is visible, then as θb is increased, the base
becomes wider and the depths of the valleys decrease (Figure 6.7, second row). Analogously,
as the x-coordinate of the waist of the first lobe increase, the lobes become broader and the
valleys become less deep (Figure 6.8, first row). Increasing the y-coordinates of the waist
moves the widest parts of the lobes towards the apex (Figure 6.8, second row).
Figure 6.9 illustrates the effect of varying the tangent angle θv at the valley to the margin.
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Figure 6.7: Effect of varying the tangent angle θb at the base to the margin of the first
lobe in a multilobed leaf. (Top row) If the lobes are wider, then θb has no significant effect.
(Bottom row) If the lobes are narrow, then as θb is increased the lobes become wider and
depths of valleys decrease.
Increasing θv changes the valley shape from sharp to smooth. Figure 6.10 illustrates the effect
of varying the valley orientation φ. As φ is increased the valley positions moves from the
first neighboring lobe to the second neighboring lobe of the valley. Figure 6.11 illustrates the
effect of varying the valley distance m. As m is increased, the valleys become less shallow.
It can be shown that the laminar shape generation algorithm is numerically stable by analyz-
ing each step of the algorithm presented in Section 6.3. The first step generates the venation
pattern using linear function, which is numerically stable. The second step generates the
lobes along each α-veins using unilobed leaf shape generation algorithm, which was shown
to be numerically stable except at a few isolated points (Section 5.3). Finally, the margin
is generated by computing the points of intersection between adjacent lobes, which is also
numerically stable. If the valley position and shape needs to be modified then a pair of
B-spline curves are computed for each valley, which is also numerically stable (Section 5.3).
Hence, the laminar shape generation algorithm is numerically stable.
The laminar shape generation algorithm is both time and space efficient. The time for
generating the margin of a multilobed leaf with n lobes is either Opnm2q (default valley
position) or Opnq (valley position is specified by the user). m is the number of points used
to discretize B-spline curves. With default valley positions, the algorithm needs Opnm2q
time to compute the points of intersection of all pair of adjacent lobes. When the valley
positions is specified by the user, the algorithm needs Opnq time to fit a B-spline curves for
each lobe. Since, the number of lobes in multilobed leaves is usually small (n ă 10), the time
complexity of laminar shape generation algorithm is either Opm2q or Op1q. The laminar
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Figure 6.8: Effect of varying the waist of the lobes in a multilobed leaf. (Top row) As
the x-coordinate of the waist is increased the lobes become wider. (Bottom row) As the
y-coordinate of the waist is increased the widest part of lobes move towards the apex.
Figure 6.9: Effect of varying the tangent angle θv at the valley to the margin in multilobed
leaves. As θv is increased the valley shape changes from sharp to smooth.
shape generation algorithm takes Opnmq space for generating margin, which is the space
required to store m points for n lobes.
6.5 Leaf Shape Generation Examples
This section illustrates sample leaf shapes generated by the algorithm. Figure 6.12 illustrates
leaf shapes corresponding to those enumerated in Section 4.2.
For many applications, many leaf instances for a given kind of leaf should be generated.
Laminar shape generation algorithm generates leaf instances by perturbing parameter values.
The amount of perturbation to add is specified by the user and is expressed as a percentage
of the parameter value. Figures 6.13 and 6.14 illustrates instances of palmately lobed and pin-
nately lobed leaf, respectively, generated by adding 15% perturbation to the parameter values.
On a laptop with Intel Core i7 2.0 GHz processor, the laminar shape generation algorithm
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Figure 6.10: Effect of varying the valley orientation φ in multilobed leaves. As φ is
increased the valley positions moves from the first neighboring lobe to the second neighboring
lobe of the valley.
Figure 6.11: Effect of varying the valley distance m in multilobed leaves. As m is increased,
the valley become shallow.
can generate on an average 400 multilobed leaves with three lobes per second and 200
multilobed leaves with seven lobes per second. This shows that the laminar shape generation
algorithm is fast and can be used for quickly generating large number of leaves instances.





Figure 6.12: Laminar shapes generated for various multilobed leaves. (a) A leaf with two
lobes. (b) A pinnately lobed leaf with 10 lobes. (c)–(g) Palmately lobed leaves.
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Figure 6.13: Leaf instances generated for a palmately lobed leaf. The instances are
generated by adding 15% perturbations to the parameters values.
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Figure 6.14: Leaf instances generated for a pinnately lobed leaf. The instances are
generated by adding 15% perturbations to the parameter values.
Chapter 7
Constrained Leaf Morphing
This chapter presents a leaf morphing method for morphing leaf shapes in the parameter
space of leaf shapes (leaf space). Reference leaf shapes can be easily specified by the user as
soft constraints for morphing from the source to the target leaf shape (Section 7.1). Since,
the number of free parameters vary for different kind of leaves, the leaf space for these leaves
must be united for morphing (Section 7.2). The constrained morphing path is computed in
the unified leaf space by fitting a NURBS curve over the source, the target and reference
shapes (Section 7.3). Leaf space plays the central role in morphing and understanding how
leaf shapes are distributed in the leaf space can be used to find interesting morphing paths
(Section 7.4). Section 7.5 illustrates examples of constrained leaf morphing and leaf growth.
7.1 Overview of Leaf Morphing
Leaves generally change shapes as they grow [Mak73, MR50]. In some species, the leaf
shapes can change significantly from one type to the other [MR50]. Leaf morphing can be
used to simulate leaf growth for biological studies, as well as to generate morphing sequences
for computer animation. To produce the correct morphing sequence for a particular species
of leaves, shape change has to be constrained. The constraints can be most easily provided by
the user as an ordered list of intermediate reference shapes. They should be soft constraints
so that the user can determine how much each reference shape influences the morphing
sequence to produce the desired shape change.
A straightforward method of leaf morphing is to use the reference shapes as key frames and
perform linear morph between the key frames. This method has several drawbacks. First,
key frames are hard constraints, which is not desirable. Second, shape change may be abrupt.
To generate a smooth nonlinear morph across the key frames, it is necessary to measure
shape change, which is very difficult to accomplished in the physical space of the leaf shape.
In contrast, the proposed method models leaf shapes by shape parameters. So, shape change
can be easily measured in the parameter space of leaf shapes, called leaf space. Each point in
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the leaf space represents a leaf shape. Leaf morphing can then be cast as a problem of obtain-
ing a smooth morphing path in the parameter space under soft constraints of reference shapes.
Without loss of generality, morphing of symmetric leaf shapes is discussed. The same method
can be applied to morphing asymmetric leaf shapes with a doubling of the dimensionality of
the leaf space.
7.2 Unification of Leaf Spaces
As discussed in Sections 5.1 and 6.1, the number of free parameters vary for different types
of leaves. So, when the source, target, and reference shapes have different degrees of freedom,
they have to be mapped into a unified leaf space before morphing can proceed. The mapping
among various types of unilobed leaves is discussed in Section 7.2.1. The mapping between
unilobed and multilobed leaves is discussed in Section 7.2.2.
7.2.1 Unilobed Leaves
As discussed in Section 5.1, depending on whether a leaf shape has basal and apical extensions,
the number of free parameters for a (symmetric) unilobed leaf is either 4 (no extension), 6
(either basal or apical extension), or 8 (both extensions). Thus, when morphing from one
unilobed leaf type to another unilobed leaf type they should be mapped to a unified leaf space.
Let S and D denote two consecutive shapes in the morphing sequence. Without loss of
generality, suppose S has no basal extension and D has basal extension. Then, S and D are
mapped into a unified leaf space as follows. All the landmark points pi and tangents ti of
S are mapped to the corresponding landmark points p1j and tangents t1j of D, i.e., base to
base, waist to waist, and apex to apex. The tail p1t of D is mapped to a point p on S such






where L is the arc length measured along the leaf margin.
The point p in S is dependent on the B-spline curve that fits the margin of S. So, its
tangent can be computed from Equation 5.7. As the point p moves towards p1t, its tangent
also changes from the computed value to the (default) value of t1t. So, the unified leaf
space requires one additional dimension compared to the degree of freedom of the leaf
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shape with basal extensions so as to include the tangent angle of p. In this case, the num-
ber of dimensions is 7. Now, S andD can be mapped to two shape points in the 7-D leaf space.
Analogous mapping can be applied for D with apical extensions. When D has both basal
and apical extensions, two additional landmark points are added to S, and the unified leaf
space has two additional dimensions compared to the degree of freedom of the leaf shape
with both basal and apical extensions. In this case, the number of dimensions is 10. When
S and D have different types of extensions, then an additional landmark point is added
to both S and D to map their extension points to the others. This process also raises the
dimensionality of the unified leaf space to 10.
7.2.2 Multilobed Leaves
Let S and D denote two consecutive shapes in the morphing sequence. Without loss of gener-
ality, suppose S is a unilobed leaf shape and D is a multilobed leaf shape. Then, S and D are
mapped into a unified leaf space by estimating the parameters of a multilobed leaf S1, such
that the difference in the leaf shapes S and S1 is minimized. One way to estimate the parame-
ters is to use non-linear optimization, which is computationally expensive and might get stuck
in local minimum. However, since the shape and structure of multilobed leaves is well defined
and known a priori, the parameters of S1 can be estimated directly from S and D (Figure 7.1).
The parameters of multilobed leaves are divided into three groups: parameters for specifying
α-veins, parameters for specifying the position and shape of valleys, and parameters for
specifying lobe shapes. The number of lobes N , initial spacing s0, rate of change of spacing
∆s, and angles θ1 and θn of S1 are set to those of D. The lengths li of α-veins are estimated by
intersecting rays ci with the margin of S. The origin of the ray ci is set to the origin ri of the
α-vein αi in D and the ray is parallel to ei´ri, where ei is the end-point of the α-vein αi in D
(Figure 7.1b). The points of intersection of ci with the margin of S are the apexes Ai of lobes.
The position Vi of valleys in S1 are set to the mid-point, along the margin of S, between two
adjacent apexes Ai and Ai`1. The angles θv at valleys are set to the angles between tangent
vectors to the margin of S at Vi and the vectors hi. hi is the vector from the average of the
origin of adjacent α-veins to the position of the valley Vi (Figure 7.1b).
The shape of lobes in multilobed leaves are defined by three parameters: tangent angle at
the base θb, tangent angle at the apex θa, and the waist W. As discussed in Section 6.3,
when the valley parameters are specified then the θb is not used. So, θa and W are the only
two free parameters for lobe shapes. θa is set to the angle between tangent to the margin of























Figure 7.1: Mapping a unilobed leaf to a multilobed leaf. (a) The source unilobed leaf.
(b) The mapping of the source unilobed leaf to the destination multilobed leaf. (c) The
destination multilobed leaf.
S at the apex Ai and the α-vein αi. The waist W for lobes is set to the mid-point, along
the margin of S, between the adjacent valley Vi and the apex Ai.
7.3 Generation of Morphing Path
Given the source shape S “ R0, the target shape T “ Rn`1, and an ordered list of reference
shapes Rk, 1 ď k ď n, the lowest-dimensional leaf space S that unifies these shapes is
determined. Next, the shapes are mapped to S by first mapping the tails, if they exist, using
the following algorithm:
1. Initialize list L to contain all Rk.
2. Repeat until L is empty:
(a) Identify shapes Ri in L that contain tails.
(b) For each immediate neighbor Rj of Ri that does not contain a tail, map the tail
of Ri to Rj and insert a tail into Rj . Then, remove Ri from L.
Mapping of shoulders (the point where apical extension is maximum), if they exist, is
performed in a similar manner. After mapping, all the shapes have the same degree of
freedom and they correspond to shape vectors in S.
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Next, a morphing pathM is computed by fitting a NURBS curve to the shape points in S









where spuq is a point onM and wk is the weight of shape vector Rk in the unified leaf space.
The weights w0 and wn`1 of R0 “ S and Rn`1 “ T are set to 1.
After obtaining the morphing pathM, shape vectors are sampled at regular interval along
M, and intermediate shapes are generated from the shape vectors using the method discussed
in Section 5.3. The larger the weights wk, the moreM is pulled towards the reference shapes.
So, the user can determine the amount of influence imposed by each reference shape on the
morphing sequence.
7.4 Visualizing Leaf Space
Leaf space is essential for morphing as it allows leaf shapes with different number of param-
eters to be morphed to each other by mapping them into a unified leaf space. Thus, it is
important to visualize the leaf space to understand the distribution of leaf shapes in the
leaf space. This can be used to find interesting morphing paths. For example, to model
leaf growth it is necessary that all intermediate leaf shapes generated by morphing are real
and exist in nature. However, as discussed in Section 5.5, not all sets of parameter values
generate real leaf shapes which exist in nature. Thus, the proposed leaf morphing algorithm
cannot guarantee that all intermediate leaf shapes are real due to the presence of non-real
leaf shapes in the leaf space. It is possible for the morphing path to go through the non-real
leaf shapes.
As discussed in the last section, different kinds of leaves are defined in different leaf spaces.
For ease of explanation, this section discusses methods for visualizing unilobed leaves with
no extension as they have the least number of parameters. Leaf spaces for other leaf
shapes can be analyzed similarly. The leaf space for unilobed leaves with no extension has
four parameters: tangent angle at the base and the apex, and x and y coordinates of the waist.
To visualize the leaf space, ten points were uniformly sampled for each parameter dimension
of the leaf space. Thus, 10,000 points were sampled from the entire leaf space. Then, for
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Figure 7.2: Examples of non-real leaf shapes generated for visualizing leaf space. The lines
(tangents at base and apex) and the circle (waist) indicate the parameters used to generate
the leaf shape.
each sampled point in the leaf space, an instance of unilobed leaf was generated and saved as
an image. Finally, each image was manually marked as either real or non-real leaf shape. It
was found that out of 10,000 leaf shapes, 5,008 were real and 4,992 were non-real leaf shapes.
Figure 7.2 illustrates some examples of the generated non-real leaf shapes.
It is not possible to directly visualize the 4D leaf space to determine how leaf shapes are
distributed in the leaf space. In this thesis, the 4D leaf space is visualized by using 3D
subspaces of the leaf space. Since, each parameter of the leaf shape is sampled with ten
points, there is a total of 40 3D subspaces. Each 3D subspace consists of 1,000 points and
each point is labeled with ´1 (non-real leaf shape) or `1 (real leaf shape). Thus, a 3D
subspace forms an implicit function and can be visualized as a level set surface. At the level
of 0, the level set surface defines the boundary between real and non-real leaf shapes. With
this boundary, the leaf morphing algorithm can ensure that all intermediate leaf shapes are
real by finding a path in the leaf space that does not cross any boundary level set surface
between real and non-real leaf shapes. Figure 7.3 illustrates 10 3D subspaces of the leaf
space at a particular tangent angle at the base. The surface indicates the boundary between
the real and non-real leaf shapes. A sharp boundary is illustrated only for visualization. In
principle, the boundary is fuzzy as there is a smooth shape transition from real to non-real
leaf shapes (Figure 7.4).
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7.5 Leaf Morphing Examples
Figure 7.5 compares linear morphing with the proposed nonlinear morphing. The results
show that shape change is more smooth with nonlinear morphing.
Figure 7.6 illustrates examples of constrained leaf morphing. The first shape was morphed to
the last shape, constrained by the underlined shapes. Rows 1, 2, and 3 show the morphing
sequences with, respectively, zero, small, and large weight. With zero weight, no constraint
was imposed and the first shape was morphed to the last shape by first losing basal extensions
followed by growing apical extensions. With non-zero weight, the apical extensions grew
out before the basal extensions were lost. The larger weight imposed more influence by the
reference shape. Row 4 shows an example of morphing with two reference shapes.
Unification of parameter space of different kind of leaf shapes allows to morph not only
between unilobed leaf shapes but also from unilobed to multilobed leaf shapes and from
multilobed to multilobed leaf shapes. Figures 7.7a and 7.7b illustrate examples of morphing
from unilobed leaf shapes to multilobed leaf shapes. The first and last leaf shapes are the
source and target shapes. The source unilobed leaf shape is first mapped to the parameter
space of the target multilobed leaf shape (t=0). Then, the mapped source shape is morphed
linearly to the target shape in the space of the target multilobed leaf shape.
Figure 7.8 illustrates an example of constrained morphing from a multilobed leaf shape with
three lobes to a multilobed leaf shape with seven lobes, constrained by a unilobed leaf shape
with basal extension. The source multilobed leaf shape and the constraint unilobed leaf
shape are first mapped to the parameter space of the target multilobed leaf. Then, the
mapped source shape, the mapped constraint shape and the target shape are nonlinearly
morphed in the space of multilobed leaves of the target shape. Figure 7.9 illustrates an
example of linear morphing from the source to the target shapes from the previous example
without any constraint. The ability to morph any two kinds of leaf shapes by mapping them
to a common parameter space is possible because of the simplicity of the leaf model. With a
complex leaf model, it might not be easy to morph arbitrary leaf shapes.
For simplicity, Section 7.2 discussed the unification of leaf spaces for symmetric leaves. How-
ever, by doubling the dimensionality of the leaf space, asymmetric leaves can be morphed.
Figure 7.10 illustrates the linear morphing of a unilobed leaf shape with basal extension on
the left to a unilobed leaf shape with basal extension on the right.
Figure 7.11 illustrates examples of constrained leaf morphing for simulating the growth of
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real leaf [MR50]. This morphing sequence also scaled the generated shapes according to the
actual sizes of the real leaves. Row 1 shows the real leaves at various stages of development.
In the unconstrained morphing sequence (row 2), the aspect ratio of the leaf shapes remain
roughly unchanged. When constrained by just the third real leaf, the leaf shapes remained
elongated longer (row 3), and basal extensions developed earlier. With both constraints, the
leaf shapes remained elongated longer (row 4), and basal extensions developed later.


















































































































































θb “ 0.747 θb “ 0.911
Figure 7.3: 3D subspaces of the leaf space with constant tangent angle at the base. Each
subspace is visualized by the boundary between real and non-real leaves (red surface). The
first subspace contains only non-real leaf shapes.





































































































θb “ 1.406 θb “ 1.571
Figure 7.3 (continued): 3D subspaces of the leaf space with constant tangent angle at
the base. Each subspace is visualized by the boundary between real and non-real leaves (red
surface). The first subspace contains only non-real leaf shapes.
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(a)
(b)
Figure 7.4: Fuzzy boundary between real and non-real leaf shapes. (a) A sample real leaf
shape (left) and non-real leaf shape (right) adjacent to it in the sampled leaf space. (b) Leaf
shapes generated between the real and non-real leaf shapes. Boundary between real and
non-real leaf shapes is fuzzy as the leaf shapes changes smoothly from real to non-real.
Figure 7.5: Comparison of linear morphing with proposed nonlinear morphing. Nonlinear
morphing (Row 2) produces smoother shape change than linear morphing (Row 1).










































































































Chapter 7. Constrained Leaf Morphing 87
source t=0 t=1 t=2 t=3 t=4 t=5
t=6 t=7 t=8 t=9 t=10 t=11 target
(a)
source t=0 t=1 t=2 t=3
t=4 t=5 t=6 t=7 target
(b)
Figure 7.7: Leaf morphing from unilobed leaf shapes to a multilobed leaf shapes. At t=0,
the source leaf shape is mapped to the parameter space of the target leaf shape. Then, the
mapped source shape is linearly morphed to the target shape in the parameter space of the
target shape. (a) Morphing from unilobed leaf shape without any extension to a multilobed
leaf shape with three lobes. (b). Morphing from unilobed leaf shape with basal extension to
a multilobed leaf shape with seven lobes
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Figure 7.8: Constrained leaf morphing from a multilobed leaf with three lobes to a
multilobed leaf with seven lobes. The source multilobed leaf (first row, first leaf) and the
constraint (underlined) are mapped in the space of target multilobed leaf.
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Figure 7.9: Leaf morphing without constraint from a multilobed leaf with three lobes to a
multilobed leaf with seven lobes. The source multilobed leaf (first row, first leaf) is mapped
in the space of target multilobed leaf.
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Figure 7.10: Morphing asymmetric leaves. Morphing a unilobed leaf shape with basal
extension on the left to a unilobed leaf shape with basal extension on the right.











































































The leaf model presented in this thesis can be extended in several ways.
8.1 Automatic Estimation of Model Parameters
This thesis illustrates a GUI for the user to interactively specify the parameters of the leaf
model. This step can be automated so that generating instances of a known leaf is as simple
as taking a photograph of the leaf and running a software program. One way to solve this
problem is to use a computer vision algorithm for first extracting the margin of the leaf from
the image. Then, the margin can be analyzed to automatically detect the landmark points
and their tangents. To detect teeth, the algorithm can analyze the frequency of change of
gradient along the margin. High-frequency changes correspond to the present of teeth and
can be filtered out to yield smooth envelope of the margin without teeth.
8.2 Modeling Laminar Warping and Aging
The laminar shape generation algorithm presented in this thesis generates flat leaf shapes.
However, leaves naturally warp in 3D because of differential growth of the lamina. Lam-
inar warping can be accomplished in two steps. First, the veins can be warped accord-
ing to user specified constraints. Then, the laminar surface can be warped so that the
warped veins lay in the warped laminar surface. The laminar surface can be warped using
free-form deformations [MMPP03], harmonic interpolation [HSB05], skeleton-based defor-
mations [LGZL08, LZG09], and physics-based deformations [GHDS03, BWH`06, GGWZ07].
As a leaf ages, it changes color and in general starts to wrinkle with decreasing moisture
content. The wrinkles in an aging leaf can be modeled as laminar warping.
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8.3 Ornamentation
Teeth, drip-tips, and venation pattern are necessary for realistic visualization of leaves. In
this thesis, teeth and drip-tips are not modeled, as they don’t contribute significantly to the
overall shape of the leaves. Teeth can be added to the leaf margin by using methods such
as curve analogies [HOCS02]. Drip-tips can be modeled by adding a landmark point at the
point of inflection on the leaf margin caused by the drip-tip.
The proposed leaf model for multilobed leaves uses α-veins for defining the placement,
orientations and lengths of the lobes. The same idea can be extended to model the secondary
and higher-order veins. The secondary veins can be defined by their placement and orientation
relative to the α-veins using Equations 6.4 and 6.7. The lengths of the secondary veins
can be computed by intersecting them with the margin. Higher-order veins can be defined
similarly, by placing them along the secondary veins. This algorithm produces venation
pattern with straight veins. Such a venation pattern is, in general, sufficient for modeling
laminar warping and aging (Section 8.2). Realistic venation pattern for visualization can be
generated using existing methods such as [RFL`05, JGZ09].
8.4 Compound and Narrow Leaves
In compound leaves, the lamina is divided into a number of smaller parts called leaflets.
Compound leaves can be generated by modeling each leaflet as a unilobed leaf and then
placing them along the petiole.
Based on the shape of lamina, there are two kinds of leaves: broad leaves and narrow leaves.
This thesis presented a procedural model for generating broad leaves. Narrow leaves have
3D structure and cannot be modeled using the same method as broad leaves. There are two
types of narrow leaves: needles-like leaves and scale-like leaves. Needle-like narrow leaves
have long cylindrical tubes emanating from a common base. These leaves can be modeled by
generalized cylinders. Scale-like narrow leaves have small leaflets wrapped around tree-like
structures. These leaves can be generated by modeling each leaflet as unilobed leaves and
then placing them appropriately.
8.5 Modeling Laminar Deformation
One of the important application of the leaf model is to simulate the interaction of plants
with the environment, for example when a rain drop hits the surface of a leaf. Thus, it is
necessary to extend the leaf model to include physical properties for physically accurate
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simulation of deformation. There are many existing methods for simulating the interaction of
a deformable object with other objects such as mass spring models [EWS96, BW98, EGS03],
finite element methods [CC91, JP99], and thin shell models [GHDS03, BWH`06, GGWZ07].
These methods are very general and tend to be computationally expensive. The Cosserat
tree model proposed by Li Hao [Hao10] seems more appropriate because it is physically
correct and computationally efficient. Leaves generally deform, curl, and twist relative to
its primary and major secondary veins. Thus, one can use a hybrid model [HLC10] to bind
a Cosserat tree to the laminar surface. The Cosserat tree models the veins of the leaf and
surface mesh models the surface details of the laminar surface.
Chapter 9
Conclusions
In this thesis, a novel procedural leaf model for generating a wide variety of leaves was
developed. Leaf modeling is a difficult and challenging problem because there is a huge
variation in shape and structure of leaves. Thus, one of the important tasks in developing a
general leaf model is to find the geometric features common to all leaves. Based on botanical
literature, all possible leaf shapes were characterized and enumerated. Then, based on the
computational requirements, leaves were divided into two broad categories: unilobed, and
multilobed leaves. The proposed leaf model is based on the unilobed leaves. The shapes of
unilobed leaves is represented by a set of landmark points on the margin and tangents to
the margin at these points. The shapes of multilobed leaves is represented by a combination
of unilobed leaves, one leaf for each lobe.
For the leaf model to be useful in a wide variety of applications, it should have the following
properties: general, intuitive, concise, generative, and numerically stable. It was shown that
the leaf model can generate all possible enumerated leaf shapes. It was also shown that the
generated leaf shapes match those of real leaves very well. Thus, the proposed leaf model is
general. Since, the parameters of the model are based on the landmark points, they have
geometric meaning and the user can easily visualize the leaf shape that will be generated
from the parameter values. Thus, the leaf model is intuitive to use. The leaf model is concise
as the parameters are independent of each other. It was also shown that the leaf model can
generate multiple instances of a leaf, each having the same overall shape but differs in details,
by perturbing the parameter values. Finally, the leaf model was shown to be numerically
stable, which ensures that a small change in parameter values produces a small change in
the generated leaf shape.
This thesis also developed a morphing algorithm that performs constrained leaf morphing
in a unified leaf space. The proposed morphing algorithm can generate smooth morphing
sequences under the soft constraints of reference leaf shapes. It can be used to simulate
leaf growth for biological studies, as well as to generate morphing sequences for computer
animation. Morphing in unified leaf shape has two advantages: First, it is possible to
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morph between any two leaf shapes. Thus, the morphing algorithm is general. The ability
to morph between any two leaf shapes by mapping them to a common parameter space
is possible because of the simplicity of the leaf model. Second, in the unified leaf space,
the correspondence between two leaf shapes can be computed automatically by matching
their corresponding landmarks. Thus, there is no need for the user to manually establish
correspondence between two leaf shapes.
In conclusion, this thesis has made the following contributions:
• Design of a leaf model for intuitively specifying the geometric shapes of a wide variety
of leaves.
• Development of an efficient algorithm for creating instances of various kinds of leaves.
• Development of an algorithm for constrained morphing of leaf shapes in the unified
parametric leaf space.
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