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Prólogo	  	  	  	   El	  proyecto	  final	  de	  carrera	  (PFC)	  ReLA	  v2.0	  nace	  como	  la	  necesidad	  de	  dar	  forma,	  unificar	  y	  representar	  un	  trabajo	  realizado	  en	  el	  campo	  de	  la	  investigación	  en	   la	   Genómica	   Computacional	   en	   el	   Barcelona	   Supercomputing	   Center	   estos	  últimos	  años.	  	  Con	  la	  ayuda	  y	  el	  consejo	  de	  la	  tutora	  de	  este	  proyecto	  Marta	  Arias	  Vicente	  se	  consensuó	  limitar	  el	  objetivo	  de	  este	  PFC	  al	  desarrollo	  de	  un	  programa	  que	   plasmara	   el	   protocolo	   surgido	   de	   la	   investigación	   que	   llevé	   cabo	   junto	   con	  Bárbara	  Montserrat	  estos	  últimos	  2	  años	  bajo	  la	  tutela	  de	  David	  Torrents	  Arenales	  en	  el	  grupo	  de	  Genómica	  Computacional.	  	   Cuando	   el	   proyecto	   le	   fue	   propuesto	   a	  Marta	  Arias	   a	   principios	   de	   2011	   el	  protocolo	   ReLA	   ya	   había	   sido	   pertinentemente	   descrito	   y	   se	   encontraba	   en	   una	  fase	  de	  validación.	  	  Durante	  el	  desarrollo	  de	  este	  proyecto	  la	  estrategia	  ReLA	  para	  la	   búsqueda	   y	   detección	   de	   regiones	   reguladoras	   fue	   publicada	   en	   la	   revista	  Bioinformatics,	  si	  bien	  no	  existía	  un	  programa	  unitario	  que	  realizara	  el	  protocolo	  descrito,	  y	  este	  se	   limitaba	  a	   la	  ejecución	  secuencial	  de	  una	  seria	  de	  programas	  y	  scripts.	  	  Gracias	   a	   que	   el	   objetivo	   de	   la	   generación	   de	   un	   programa	   propio	   ya	  constituía	   el	   objetivo	   de	   este	   PFC	   y	   que	   dentro	   del	   grupo	   de	   Genómica	  Computacional	  del	  BSC	  el	  concepto	  ReLA	  seguía	  evolucionando,	  fue	  posible	  llegar	  finalmente	   a	   una	   versión	   oficial	   e	   independiente,	   que	   como	   el	   título	   de	   este	   PFC	  indica,	  constituirá	  la	  segunda	  versión	  del	  protocolo	  ReLA.	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Introducción	  	  	  ReLA_v2	   parte	   de	   la	   necesidad	   de	   dar	   una	   forma	   definida	   a	   un	   trabajo	  bioinformático	  realizado	  en	  el	  Barcelona	  Supercomputing	  Center,	  dentro	  del	  grupo	  de	  Genómica	  Computacional.	   	  Cuando	   la	   realización	  del	  programa	   fue	  propuesta,	  aceptaba	   y	   posteriormente	   inscrita	   como	   proyecto	   final	   de	   carrera,	   el	   trabajo	  asociado	   a	   la	   creación	   del	   algoritmo	   y	   la	   validación	   de	   los	   resultados	   estaba	  llegando	  a	  sus	  últimos	  estadios	  con	  resultados	  a	  priori	  satisfactorios.	  	  De	   esta	   forma	   el	   desarrollo	   del	   protocolo	   ReLA	   en	   un	   único	   ejecutable	   sin	  dependencias	  a	  programas	  externos	  se	  originó	  cuando	  el	  apartado	  biológico	  que	  lo	  sustentaba	   estaba	   ya	   en	   sus	   fases	   finales.	   	   Durante	   el	   desarrollo	   de	   ReLA_v2	   el	  algoritmo	  ReLA	   fue	   validado,	   aceptado	   y	   posteriormente	   publicado	   en	   la	   revista	  científica	  Bioinformatics	   lo	  que	  supuso	  su	  aprobación	  por	  parte	  de	   la	  comunidad	  científica.	   	  Pese	  a	  ello,	   el	   concepto	  ReLA	  no	  constituía	  más	  que	  una	  secuencia	  de	  pasos	  ordenados	  a	  seguir,	  dirigido	  por	  diferentes	  programas	  y	  scripts	  a	  expensas	  de	  una	  versión	  unificada	  de	  todo	  su	  pipeline.	  	  	  Si	  bien	  el	  objetivo	  de	  este	  proyecto	  se	  centra	  únicamente	  en	  el	  desarrollo	  de	  un	   programa	   que	   siga	   el	   protocolo	   ReLA,	   se	   hace	   imposible	   desligarlo	  completamente	  del	  concepto	  biológico	  que	  guarda	  tras	  de	  sí,	  es	  por	  ello	  que	  este	  primer	   capítulo	   de	   introducción	   se	   destinará	   a	   exponer	   los	   conceptos	   biológicos	  relacionados	   con	   el	   uso	   del	   programa,	   discutir	   su	   necesidad	   y	   dar	   una	   visión	  liviana	  de	  la	  estrategia	  que	  este	  sigue.	  	  	  
Regiones	  reguladoras	  	   Todas	   las	   células	   de	   nuestro	   organismo	  poseen	  la	  misma	  información	  codificada	  en	  su	  DNA,	   poseen	   la	   potencialidad	   suficiente	   para	  poder	   desarrollar	   cualquier	   tipo	   de	   tejido,	  célula	   o	   proteína	   de	   las	   que	   constituyen	  nuestro	   cuerpo.	   	   Este	   hecho	   es	   obviamente	  extensible	   al	   resto	   de	   organismos	   vivos,	  incluyendo	  las	  plantas.	  	  El	  hecho	  de	  que	  seamos	  capaces	  de	  tener	  diferentes	   tipos	   celulares,	   generar	   las	  sustancias	   necesarias	   allá	   donde	   se	   necesitan	  para	  desarrollar	  una	  actividad	  concreta	  y	  a	  su	  vez	   impedir	   que	   nuestra	   maquinaria	   celular	  genere	   productos	   inadecuados	   en	   lugares	  equivocados,	   depende	   de	   la	   regulación	   de	  nuestro	  genoma.	  	  Nuestro	  organismo	  ejerce	  un	  control	  del	  uso	  que	  se	  hace	  de	  nuestro	  DNA	  y	  sus	   subproductos	   a	  diferentes	  niveles,	   uno	  de	  los	  más	  importantes	  es	  llevado	  a	  cabo	  por	  los	  factores	  de	  transcripción.	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Un	   factor	  de	   transcripción	  es	  una	  proteína	  capaz	  de	   interferir	  y	  modular	  el	  proceso	  de	  transcripción,	  es	  decir,	  el	  proceso	  por	  el	  cual	  la	  información	  codificada	  en	  nuestro	  DNA	  es	  leída	  y	  procesada	  para	  producir	  productos	  para	  la	  célula.	  	  Dicha	  interacción	   puede	   ser	   estrictamente	   necesaria	   para	   la	   transcripción,	   puede	  simplemente	   acelerarla	   y	   favorecerla	   o	   por	   el	   contrario	   puede	   ralentizarla	   o	  detenerla	  completamente.	  	  La	  repercusión	  que	  tendrá	  un	  factor	  o	  un	  grupo	  de	  ellos	  sobre	   la	   transcripción	   de	   un	   determinado	   gen	   dependerá	   tanto	   de	   los	   factores	  concretos	   que	   lo	   estén	   condicionando	   como	   de	   las	   interacciones	   que	   se	   puedan	  llegar	  a	  producir	  entre	  ellos.	  	  Un	  sitio	  de	  unión	  a	  factor	  de	  transcripción	  (TFBS	  en	  sus	  siglas	  en	  inglés)	  es	  una	  secuencia	  de	  DNA	  reconocida	  por	  el	  factor	  de	  transcripción	  y	  a	  la	  que	  este	  se	  une	   con	   el	   fin	   de	  modular	   la	   expresión	  de	  un	  determinado	   gen.	   	   Los	   factores	   de	  transcripción	   suelen	   actuar	   de	   forma	   conjunta,	   creándose	   regiones	   genómicas	  ricas	  en	  sitios	  de	  unión	  a	  dichos	  factores	  conocidas	  como	  promotores	  y	  enhancers,	  muchas	  veces	  llamadas	  de	  forma	  genérica	  como	  regiones	  reguladoras.	  	  Un	   gen	   puede	   estar	   regulado	   por	   un	   número	   diferente	   de	   estas	   regiones	  reguladoras,	   dependiendo	   del	   momento	   y	   el	   lugar	   una	   o	   más	   se	   encontrarán	  activas,	  regulando	  la	  transcripción	  de	  ese	  gen	  en	  función	  a	  sus	  diferentes	  factores	  implicados.	   	   Contando	   con	   que	   existen	   centenares	   de	   factores	   de	   transcripción	  diferentes,	  que	  estos	  se	  unen	  y	  combinan	  para	  formar	  regiones	  reguladoras	  y	  que	  a	  su	   vez	   un	   mismo	   gen	   puede	   estar	   bajo	   la	   influencia	   de	   más	   de	   una	   de	   estas	  regiones,	   el	   organismo	   posee	   en	   este	   sistema	   un	   alto	   número	   de	   combinaciones	  que	  le	  permite	  ejercer	  un	  control	  muy	  fino	  sobre	  la	  expresión	  de	  sus	  genes.	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Reconocimiento	  y	  conservación	  de	  motivos	  	   Definimos	  un	  motivo	   como	   la	   representación	  de	  uno	  o	  más	   sitios	   de	  unión	  para	   un	  mismo	   factor	   de	   transcripción.	   	   Siempre	   que	   un	   nuevo	   sitio	   de	   unión	   a	  DNA	   es	   experimentalmente	   descrito	   este	   se	   incorpora	   a	   las	   diferentes	   bases	   de	  datos	  de	  sitios	  de	  unión	  a	  factores	  de	  transcripción,	  si	  la	  información	  que	  aporta	  el	  nuevo	  sitio	  se	  ajusta	  a	  la	  que	  ya	  contenía	  el	  motivo,	  este	  se	  actualiza	  con	  la	  nueva	  evidencia,	  sino,	  se	  crea	  un	  nuevo	  motivo	  para	  el	  factor	  de	  transcripción.	  	  Un	  motivo	  se	  representa	  como	  una	  matriz	  de	  4	  x	  N	  (o	  su	  transpuesta)	  en	  la	  que	  “N”	  es	  el	  número	  de	  posiciones	  que	  contiene	  el	  motivo	  y	  “4”	  cada	  una	  de	   las	  veces	   que	   dicho	   nucleótido	   (A,	   C,	   G,	   T)	   ha	   sido	   descrito	   experimentalmente	   en	  dicha	  posición.	  	  	  	  	  	  	  	  	  	  	  
	  	  	  	   	  Debido	  a	  la	  corta	  longitud	  de	  la	  secuencia	  de	  los	  TFBSs	  y	  de	  la	  plasticidad	  que	  pueden	   tener	   a	   la	   hora	   de	   reconocer	   diferentes	   tipos	   de	   secuencia,	   las	  matrices	  poseen	   una	   probabilidad	   relativamente	   alta	   de	   aparecer	   al	   azar.	   	   Este	   hecho	  provoca	  que	  el	  reconocimiento	  de	  regiones	  reguladoras	  sea	  imposible	  mediante	  el	  simple	  ejercicio	  de	  escanear	  el	  genoma	  con	  los	  diferentes	  TFBSs	  descritos.	  	  En	  este	  aspecto	  uno	  de	  los	  sistemas	  más	  utilizados	  para	  eliminar	  este	  ruido	  o	  falsos	   positivos	   que	   se	   generan,	   es	   acudir	   al	   sentido	   biológico	   de	   las	   regiones	  reguladoras.	  	  Si	  una	  región	  reguladora	  es	  necesaria	  para	  que	  un	  gen	  se	  exprese	  en	  el	  momento,	  cantidad	  y	  lugar	  adecuados,	  su	  composición	  no	  puede	  cambiar	  entre	  las	  diferentes	  especies	  que	  poseen	  ese	  mismo	  gen	  y	  necesitan	  que	  realice	  la	  misma	  función,	  o	  dicho	  de	  otra	  forma,	  debe	  estar	  conservado	  entre	  las	  especies	  cercanas.	  	  De	  esta	  forma	  se	  puede	  eliminar	  un	  gran	  número	  de	  falsos	  positivos	  si	  se	  conocen	  dos	  o	  más	   zonas	  que	   comparten	  una	  misma	   región	   reguladora	   ya	  que	   los	  TFBSs	  encontrados	  por	  azar	  no	  serán	  compartidos	  entre	  ellas.	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Estrategia	  ReLA	  	   Basándose	  en	  el	  hecho	  de	  la	  conservación	  de	  TFBSs	  si	  estos	  son	  funcionales,	  ReLA	   realiza	   un	   escaneo	   de	   las	   diferentes	   secuencias	   sobre	   las	   que	   se	   sospecha	  comparten	  una	  misma	  o	  similar	  región	  reguladora,	  traduce	  estas	  secuencias	  en	  una	  secuencia	   de	   TFBSs	   y	   realiza	   un	   alineamiento	   local	   siguiendo	   el	   algoritmo	   de	  Smith-­‐Waterman	  para	  encontrar	  conservación	  de	  dichos	  factores.	  	  El	  procedimiento	  considera	  la	  primera	  secuencia	  de	  DNA	  como	  la	  de	  estudio	  o	  interés	  y	  realizará	  alineamientos	  dos	  a	  dos	  con	  el	  resto	  de	  secuencias	  propuestas,	  proponiendo	  tanto	  una	  región	  como	  unos	  TFBSs	  y	  un	  conjunto	  de	  secuencias	  como	  el	   resultado	   	  más	  plausible.	   	  Tanto	   la	   traducción	  como	  el	   alineamiento	   se	   realiza	  con	  diferentes	  niveles	  de	  astringencia	  con	  el	  que	  se	  pretende	  abarcar	  los	  diferentes	  niveles	  de	  conservación	  observables	  en	  las	  secuencias	  nucleotídicas.	  	  Todos	   los	   resultados	   son	   finalmente	   facilitados	   al	   usuario	   tanto	   en	   un	  formato	  gráfico	  como	  en	  texto	  plano	  para	  facilitar	  su	  posible	  análisis	  posterior.	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Alcance	  	  	  Durante	  el	  desarrollo	  de	  esta	  proyecto	  final	  de	  carrera	  se	  aborda	  la	  creación	  e	  implementación	  del	  protocolo	  ReLA	  bajo	  un	  lenguaje	  de	  programación	  concreto	  y	  unificado	   en	   un	   único	   ejecutable.	   Pese	   a	   haber	   realizado,	   testado	   y	   validado	   el	  protocolo	  ReLA,	  no	  es	  el	  objetivo	  de	  este	  proyecto	  el	  entrar	  a	  discutir	  o	  argumentar	  la	   idoneidad	   o	   funcionalidad	   del	   mismo,	   si	   bien	   el	   hecho	   de	   haber	   sido	  recientemente	  publicado	  en	  una	  revista	  de	  amplia	  divulgación	  científica,	  y	  por	   lo	  tanto	  supervisada	  y	  aprobada	  por	  un	  grupo	  de	  revisores,	  debería	  a	  priori	  ofrecer	  garantías	  suficientes.	  	  Así	  bien	  la	  máxima	  que	  se	  seguirá	  a	  lo	  largo	  de	  todo	  el	  desarrollo	  de	  este	  PFC	  es	   el	   no	   modificar,	   o	   hacerlo	   con	   el	   menor	   impacto	   posible,	   los	   resultados	  generados	   en	   la	   versión	   previa	   o	   prototipo	   de	   ReLA.	   	   En	   este	   aspecto	   se	   hará	  especial	  hincapié	  en	  la	  región	  que	  el	  protocolo	  genera	  como	  solución,	  siendo	  esta	  la	  parte	  que	  ha	  superado	  satisfactoriamente	  los	  sets	  de	  validación	  y	  ofrecido	  tanto	  la	  sensitividad	  como	  la	  especificidad	  del	  método,	  que	  son	  sus	  cartas	  de	  presentación.	  	  El	  principal	  objetivo	  de	  este	  proyecto	  es	  dotar	  a	  ReLA	  de	  una	  versión	  con	  un	  único	  ejecutable	  que	  le	  ofrezca	  la	  mayor	  portabilidad	  posible,	  siendo	  accesible	  para	  la	   mayoría	   de	   sistemas	   y	   por	   lo	   tanto	   para	   la	   mayoría	   de	   público,	   objetivo	   que	  también	   fue	   tenido	   en	   cuenta	   a	   la	   hora	   de	   simplificar	   la	   utilización	   del	   método	  reduciendo	  los	  parámetros	  a	  configurar	  y	  los	  conocimientos	  previos	  que	  el	  usuario	  necesitaba	  incorporar.	  	  También	  se	  eliminará	  la	  dependencia	  de	  programas	  externos	  y	  los	  resultados	  indeseables	   que	   estos	   generan,	   como	   pueden	   ser	   los	   constantes	   accesos	   a	   disco,	  problemas	  de	   compilación,	   ejecución,	   etc.	  Queda	   como	  excepción	  a	   este	  hecho	   la	  parte	  referente	  al	  SWAT	  ya	  que	  pese	  a	  constituir	  una	  parte	  externa	  a	  este	  proyecto	  final	   de	   carrera,	   no	   lo	   es	   del	   protocolo	   ReLA.	   	   SWAT	   nace	   como	   fruto	   de	   una	  colaboración	   directa	   entre	   el	   grupo	   de	   Computational	   Genomics	   del	   Barcelona	  Supercomputing	   Center	   y	   el	   grupo	   de	   Arquitectura	   de	   Computadores	   de	   la	  Universidad	   Politécnica	   de	   Catalunya	   y	   forma	   parte	   inamovible	   del	   protocolo	  ReLA.	  	  Si	  bien	  se	  invertirá	  cierto	  tiempo	  en	  estudiar	  la	  optimización	  del	  proceso	  y	  se	  estará	   abierto	   a	   sugerencias	   y	   estrategias	   que	   puedan	   ahorrar	   tanto	   tiempo	   de	  cálculo,	  como	  uso	  de	  memoria	  y	  otros	  recursos	  en	  general,	  no	  es	  esta,	  a	  priori,	  uno	  de	   los	   principales	   objetivos	   de	   este	   proyecto.	   	   En	   este	   aspecto	   siempre	   se	  priorizará	   la	   concordancia	   con	   los	   resultados	   obtenidos	   en	   la	   versión	   previa	   de	  ReLA	   por	   encima	   de	   las	   mejoras	   de	   rendimiento	   que	   se	   pudieran	   incorporar	   a	  cambio	  de	  variar	  dichos	  resultados.	  	  Como	  último	  punto	  y	  de	  forma	  quizás	  más	  indirecta,	  se	  le	  dará	  al	  programa	  una	  estructura	  orientada	  a	  objetos	  que	   lo	  estructurará	  de	   forma	  más	  simple	  y	   le	  dotará	  de	  una	  mayor	  cambiabilidad,	  aspecto	  que	  se	  relacionará	  directamente	  con	  otros	   proyectos	   derivados	   del	   uso	   de	   ReLA	   y	   que	   se	   comentarán	   en	   el	   último	  capítulo	  de	  este	  proyecto.	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Descripción	  del	  algoritmo	  ReLA	  	  	  	   El	   proceso	   final	   resultante	   no	   se	   constituyó	   como	   el	   resultado	   de	   una	  estrategia	  inicial	  bien	  definida,	  por	  el	  contrario	  y	  como	  acostumbra	  a	  ser	  usual	  en	  bioinformática,	   el	   procedimiento	   obtenido	   es	   la	   consecuencia	   del	   análisis	   de	   la	  diferentes	  partes	  que	  lo	  constituyen,	  su	  evaluación	  y	  un	  constante	  prueba	  y	  error	  sobre	  unos	  modelos	  de	  entrenamiento	  conocidos.	  	  	   Como	  resultado	  de	  esta	  forma	  de	  actuar	  la	  primera	  versión	  inicial	  de	  ReLA	  no	   se	   formalizó	   como	   un	   programa	   en	   sí,	   sino	   como	   una	   secuencia	   de	   scripts	  concatenados	  que	  iban	  realizando	  los	  diferentes	  pasos	  del	  proceso.	  	  Las	  diferentes	  partes	   no	   compartían	   información	   más	   allá	   de	   los	   archivos	   de	   resultados	   que	  generaban	  y	  la	  visibilidad	  que	  tenían	  unos	  de	  otros	  era	  del	  todo	  inexistente.	  	  	   Es	  por	  esa	  razón	  que	  una	  vez	  formalizado	  todo	  el	  proceso	  llamado	  ReLA	  y	  fijada	  la	  estrategia	  a	  seguir	  en	  cada	  una	  de	  sus	  partes,	  se	  pasó	  al	  desarrollo	  de	  todo	  el	   algoritmo	   englobado	   dentro	   de	   un	   único	   programa	   en	   el	   que	   cada	   uno	   de	   los	  elementos	   implicados	   constituirían	   las	   diferentes	   clases	   del	   programa	   que	  interactuarían	  entre	  ellas	  para	  generar	  el	  resultado	  final.	  	  	   El	   estado	   inicial	   del	   programa	   previo	   al	   desarrollo	   de	   este	   proyecto	   se	  puede	  observar	  en	  la	  Figura	  1,	  donde	  queda	  constancia	  de	  los	  diferentes	  scripts	  y	  programas	   que	   se	   usaban	   (cajas	   grises)	   así	   como	   los	   archivos	   que	   estos	   iban	  generando	   a	   lo	   largo	   del	   proceso	   (cajas	   blancas).	   	   Cabe	   destacar	   2	   aspectos	  fundamentales:	  el	  primero	  de	  ellos	  son	   los	  diferentes	   lenguajes	  de	  programación	  existentes,	   llegando	   a	   utilizar	   hasta	   3	   tipos	   diferentes	   (Perl,	   C,	   R),	   todo	   ello	   sin	  contar	   el	   script	   en	   bash	   encargado	  de	   gestionar	   todo	   el	   proceso,	   lo	   que	   limitaba	  enormemente	  la	  portabilidad	  del	  programa	  e	  introducía	  problemas	  en	  la	  detección	  y	  depuración	  de	  errores.	   	  Además,	  hasta	  un	  total	  de	  3	  programas	  (Matscan,	  Swat,	  ComputeInfoMatrix)	   eran	   externos	   al	   grupo	   de	   desarrollo	   de	   ReLA,	   lo	   que	  nuevamente	  constituía	  importantes	  barreras.	  	   El	   segundo	   aspecto	   a	   tener	   en	   cuenta	   son	   la	   enorme	   cantidad	  de	   ficheros	  generados	   durante	   todo	   el	   proceso	   y	   los	   constantes	   accesos	   a	   disco	   que	   esto	  generaba.	   	  En	  una	  ejecución	  tradicional	  de	  ReLA	  se	  generaban	  de	  promedio	  unos	  100	  archivos	  diferentes	  en	  el	  disco	  pese	  a	  que	  al	  usuario	  tan	  solo	  se	  le	  ofrecían	  los	  6	  que	  constituyen	  el	  resultado	  final.	  	  Este	  gran	  número	  de	  archivos	  era	  una	  fuente	  potencial	   de	   problemas	   por	   la	   posibilidad	   de	   crear	   nombres	   de	   archivos	  duplicados,	  tener	  problemas	  de	  escritura	  y	  nuevamente	  la	  depuración	  de	  errores,	  que	  al	  igual	  que	  en	  el	  caso	  anterior,	  se	  volvía	  una	  tarea	  complicada.	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Figura1.	  Pasos	  del	  algoritmo	  	  ReLA	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Para	  la	  realización	  de	  la	  versión	  final	  del	  programa	  que	  es	  la	  que	  constituye	  el	  trabajo	  de	  este	  proyecto	  se	  decidió	  la	  eliminación	  de	  la	  mayoría	  de	  dependencias	  a	  programas	   externos.	   De	   esta	   forma	   se	   eliminó	   el	   uso	   de	   Matscan,	  ComputeInfoMatrix	   y	   R,	   dejando	   únicamente	   Swat,	   ya	   que	   se	   trataba	   de	   una	  colaboración	   externa	   del	   Barcelona	   Supercomputing	   Center	   con	   la	   Universidad	  Politécnica	  de	  Catalunya.	  	  	  Swat	  sería	  incorporado	  como	  una	  clase	  externa	  y	  no	  se	  realizarían	  más	  archivos	  que	  los	  que	  constituyen	  el	  resultado	  final.	  	  La	  división	  de	  clases	  que	  se	  ha	  realizado	  atiende	  a	  una	  organización	  del	  tipo	  de	  datos	  que	  la	  clase	  maneja,	  de	  esta	  forma	  se	  diseñarán	  5	  clases	  diferentes,	  estas	  son:	  
• TFBS:	  Encargada	  de	  guardar	  la	  información	  de	  un	  motivo.	  
• TFBS_list:	  Como	  colector	  de	  los	  diferentes	  TFBS	  y	  su	  información.	  
• TFBS_seq:	   Es	   la	   secuencia	   de	   TFBS	   derivada	   de	   escanear	   las	  diferentes	  secuencias	  de	  DNA	  utilizando	  todos	  los	  TFBS	  de	  TFBS_list.	  
• TFBS_result:	   Encargada	   de	   guardar	   los	   resultados	   y	   generar	   los	  archivos	  de	  salida.	  
• Preliminary_results:	   Guarda	   la	   información	  de	   cada	   alineamiento	   en	  particular,	   como	  no	  poseerá	   funciones	  propias,	   se	   tratará	   como	  una	  estructura	  de	  datos	  y	  no	  una	  clase	  C++	  propiamente	  dicha.	  	  	  
Figura2.	  Estructuración	  de	  ReLA_v2	  	  
	  
16	  
Figura3.	  Equivalencia	  de	  datos	  entre	  ReLA	  y	  ReLA_v2	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Clases	  ReLA_v2	  	  En	   esta	   sección	   analizaremos	   las	   diferentes	   partes	   de	   las	   que	   se	   componte	  ReLA_v2,	  	  se	  discutirá	  también	  los	  cambios	  respecto	  a	  la	  versión	  previa	  al	  proyecto	  así	   como	   los	   cambios	   y	   pruebas	   que	   se	   han	   realizado	  para	   las	   diferentes	   partes,	  hayan	   formado	   parte	   del	   resultado	   final	   o	   hayan	   sido	   descartadas	   por	   su	  inviabilidad.	  	  	  
Clase	  TFBS	  y	  su	  colector	  TFBS_list	  
	  
	  
	  	  	   Se	   trata	   de	   la	   clase	  más	   compleja,	   encargada	   de	   la	   lectura	   de	   parte	   de	   los	  archivos	  de	  entrada,	  el	  almacenamiento	  de	  la	   información	  de	  todos	  los	  motivos	  y	  del	  escaneado	  de	  la	  secuencia	  de	  DNA	  en	  busca	  de	  los	  mismos.	  	  	  Inicialmente	  el	  proceso	  era	  realizado	  por	  un	  programa	  externo	  de	  propósito	  genérico	   llamado	   Matscan	   realizado	   en	   C	   y	   por	   un	   programa	   en	   Perl	   que	  computaba	  información	  necesaria	  para	  el	  protocolo	  ReLA	  y	  que	  el	  propio	  Matscan	  no	  realizaba.	  	  Como	  ambos	  programas	  trabajaban	  sobre	  el	  archivo	  de	  motivos	  y	  la	  información	  que	  obtenían	  era	  relativa	  a	  ellos,	  se	  han	  integrado	  ambos	  en	  la	  misma	  clase.	  
	   Los	   motivos	   conocidos	   como	   “sitios	   de	   unión	   a	   factores	   de	   transcripción”,	  TFBS	  en	  sus	  siglas	  en	  inglés,	  son	  patrones	  de	  secuencias	  degradas	  con	  una	  longitud	  variable	  de	  entre	  5	  a	  40	  nucleótidos.	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Debido	   a	   su	   corta	   longitud,	   a	   que	   cada	  posición	  puede	   aceptar	  más	   de	   una	  combinación	   posible	   y	   a	   que	   su	   aparición	   puede	   darse	   en	   cualquiera	   de	   los	   2	  sentidos	  de	   lectura	  de	   la	   secuencia,	   las	  matrices	  de	   los	   factores	  de	   transcripción	  generan	  un	  enorme	  número	  de	  coincidencias	  erróneas	  o	  falsos	  positivos.	  	  	  	  Durante	   el	   proceso	   de	   escaneado	   de	   las	   secuencias	   de	   DNA	   en	   busca	   de	  TFBSs,	  solo	  aceptaremos	  que	  se	  inicie	  un	  único	  factor	  por	  cada	  posición,	  en	  el	  caso	  que	  2	  factores	  inicien	  en	  la	  misma	  posición,	  solo	  nos	  guardaremos	  la	  información	  de	  aquel	  que	  sea	  más	  informativo.	  	  Esta	  es	  la	  primera	  de	  las	  diferencias	  respecto	  al	  programa	  anteriormente	  utilizado	  Mastscan	  que	  buscaba	  todos	  los	  sitios	  de	  unión	  posible,	   de	   esta	   forma	   una	   vez	   una	   posición	   se	   encuentre	   cubierta,	   no	   será	  necesario	  buscar	  nuevos	  TFBSs	  que	  se	  inicien	  allí.	  	  Para	  el	  escaneado	  de	  secuencias	  se	  pensó	  inicialmente	  en	  la	  construcción	  de	  un	   autómata	   que	   representara	   la	   totalidad	   del	   set	   de	   matrices	   del	   archivo	   de	  entrada.	   	   Esta	   estrategia	   fue	   rápidamente	   descartada	   al	   comprobarse	   que	  repercutía	   en	   un	   enorme	   consumo	   de	   memoria	   para	   poder	   mantener	   dicho	  autómata.	  Posteriormente	  pudimos	  confirmar	  este	  hecho	  gracias	  al	  PFC	  que	  Óscar	  Nuñez	   realizó	   bajo	   la	   tutoría	   de	   Xavier	   Messeguer	   en	   el	   año	   2000,	   centrándose	  precisamente	  en	  la	  búsqueda	  de	  motivos	  en	  secuencias	  de	  DNA,	  en	  dicho	  proyecto	  se	  llegó	  al	  mismo	  problema	  tras	  examinar	  la	  construcción	  de	  un	  autómata.	  	  En	   dicho	   proyecto	   se	   sugerían	   algunas	   alternativas	   que	   podían	   mejorar	   el	  rendimiento	   respecto	   a	   la	   búsqueda	   por	   fuerza	   bruta,	   pero	   finalmente	   fueran	  descartadas	  para	  mi	  PFC	  pues	  exigían	  un	  cálculo	  previo	  del	  set	  de	  matrices	  y	  como	  este	  no	  era	  previamente	  conocido	  y	  podía	  variar	  entre	   las	  diferentes	  ejecuciones	  del	   programa,	   para	   secuencias	   cortas	   empeoraba	   el	   proceso	   y	   en	   el	   caso	   de	   las	  largas	  la	  mejora	  no	  era	  significativa.	  	  Otras	  opciones	  fueron	  estudiadas	  como	  la	  de	  implementar	  una	  estrategia	  en	  la	   que	   se	   hacía	   una	   primera	   búsqueda	   utilizando	   únicamente	   la	   parte	   más	  informativa	   del	   motivo	   (normalmente	   las	   posiciones	   centrales)	   y	   una	   vez	  localizados	   los	   candidatos	   se	   comprobaba	   íntegramente	   la	  matriz	   antes	   de	   darlo	  por	   válido.	   	   Este	   método,	   pese	   a	   ser	   más	   eficiente	   se	   trataba	   de	   una	   simple	  aproximación,	   y	   finalmente	   fue	   descartado	   porque	   no	   garantizaba	   generar	   una	  secuencias	  similares	  o	  próximas	  a	   las	  que	  en	   la	  primera	  versión	  del	  programa	  se	  obtenían.	   	  Al	  no	  poder	  asegurar	  una	   coherencia	   con	   las	   transformaciones	  que	   se	  realizaban	  en	  la	  primera	  versión,	  se	  decidió	  no	  usar	  dicha	  aproximación.	  	  Finalmente	  se	  optó	  por	  una	  estrategia	   similar	  a	   la	  utilizada	  por	  el	  Matscan,	  añadiendo	   la	   funcionalidad	   del	   cálculo	   de	   la	   informatividad	   de	   cada	   matriz,	   	   y	  eliminando	  tanto	  la	  información	  que	  posteriormente	  no	  se	  usará	  por	  	  el	  método	  y	  que	  Matscan	  genera	  y	  no	   reescaneando	   regiones	  en	   las	  que	  ya	   se	  ha	  mapado	  un	  motivo	  más	  informativo.	  	  Para	   sacar	   el	   máximo	   provecho	   que	   en	   una	   misma	   posición	   solo	   estamos	  interesados	   en	   el	   motivo	   más	   informativo	   que	   se	   inicia	   en	   ella,	   la	   secuencia	   es	  escaneada	   en	   orden	   descendente	   de	   informatividad,	   o	   dicho	   de	   otra	   forma,	  previamente	  ordenamos	  el	  set	  de	  matrices	  según	  su	  informatividad.	  El	  cálculo	  de	  
19	  
la	   informatividad	   es	   simplemente	   la	   cantidad	   de	   información	   contenida	   en	   la	  matriz,	  	  y	  es	  obtenida	  según	  la	  fórmula	  derivada	  de	  la	  teoría	  de	  la	  información:	  
	  	   De	  esta	   forma	   la	   clase	  TFBS_list	   gestionará	  un	   conjunto	  de	  elementos	  de	   la	  clase	   TFBS	   cada	   uno	   de	   ellos	   con	   la	   matriz	   del	   motivo,	   su	   nombre,	   su	  informatividad,	  longitud	  y	  otra	  información	  relacionada.	  	  	  Tradicionalmente	   las	   matrices	   de	   TFBSs	   son	   representadas	   en	   2	   posibles	  formatos	  como	  se	  ha	  detallado	  en	  la	  introducción,	  en	  el	  caso	  concreto	  de	  ReLA_v2	  trabajará	  con	  uno	  de	   los	  dichos	   formatos.	   	  Concretamente	   la	   información	  deberá	  ser	   facilitada	   de	   forma	   tabulada,	   en	   la	   que	   cada	   TFBS	   venga	   encabezado	   por	   su	  nombre,	  seguido	  de	  un	  total	  de	  líneas	  igual	  a	  la	  longitud	  del	  factor	  que	  constarán	  de	   5	   columnas:	   posición	   actual	   dentro	   del	   factor,	   puntuación	   de	   adeninas	   A,	  puntuación	  de	  citosinas	  C,	  puntuación	  de	  guaninas	  G	  y	  puntuación	  de	  timinas	  T.	  	  La	  información	  referente	  a	  un	  TFBS	  se	  finalizará	  con	  una	  línea	  que	  solo	  contenga	  “//”	  y	  que	  permitirá	  que	  se	  inicie	  una	  nueva	  descripción	  de	  TFBS	  en	  la	  línea	  siguiente.	  	  Ejemplo:	  	  
	  	  	  
! 
2 + var Ai( )* log var Ai( )( ) + var Ci( )* log var Ci( )( ) + var Gi( )* log var Gi( )( ) + var Ti( )* log var Ti( )( )( )
i=0
n
"
var Xi( ) = XiAi +Ci +Gi +Ti
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Descripción	  de	  las	  funciones:	  	  
• TFBS_list::	  void	  add_matrix	  (TFBS*	  matrix)	  
	   Pre:	   La	   TFBS_list	   ha	   sido	   inicializada	   al	   igual	   sus	   respectivos	   campos	  next_code	  y	  estructura.	  	  El	  TFBS	  matrix	  es	  un	  TFBS	  válido	  no	  vacío.	  	  Post:	   El	   TFBS	   matrix	   ha	   sido	   añadido	   a	   la	   estructura	   manteniendo	   un	  orden	   decreciente	   de	   TFBS	   basado	   en	   su	   informatividad,	   el	   campo	  next_code	   incrementado	   y	   el	   apuntador	   estructura	   modificado	   si	   fuera	  necesario.	   	  Al	  TFBS	  matrix	  se	   le	  asigna	  un	  código	  de	  3	   letras	  a	  su	  campo	  code.	  	  Descripción:	  La	  función	  se	  encarga	  de	  añadir	  nuevos	  elementos	  al	  colector	  de	  TFBS,	  cada	  elemento	  nuevo	  es	  añadido	  a	  la	  estructura,	  se	  le	  asigna	  un	  código	  de	  3	   letras	   (para	  que	  pueda	  ser	  posteriormente	   leído	  por	   la	  clase	  SWAT)	   y	   se	   coloca	   en	   su	   posición	   correspondiente	   para	   mantener	   a	   la	  estructura	  de	  TFBSs	  ordenada	  de	  forma	  decreciente	  por	  informatividad.	  	  
• TFBS_list::	  void	  printar_tfbs	  (string	  name)	  
	   Pre:-­‐	  	  Post:	   El	   primer	   TFBS	   de	   la	   estructura	   con	   el	   campo	   name	   idéntico	   a	   la	  string	  especificada	  en	  la	  función	  es	  mostrado	  por	  pantalla	   junto	  con	  toda	  su	   información:	   nombre,	   informatividad,	   máxima	   puntuación,	   mínima	  puntuación,	  longitud	  del	  factor,	  código	  de	  3	  letras	  y	  su	  matriz.	  	  Descripción:	  Esta	  función	  no	  forma	  parte	  propiamente	  dicha	  del	  programa	  ReLA_v2,	   pero	   ha	   sido	   utilizada	   en	   la	   debugación	   de	   errores	   y	   se	   ha	  mantenido	  ya	  que	  ofrece	  información	  útil	  sobre	  los	  TFBSs	  que	  se	  incluyen	  en	  la	  estructura,	  informando	  por	  pantalla	  sobre	  el	  TFBS	  solicitado.	  	  	  	  	  
• TFBS_list::	  int	  load_TFBS_file	  (char*	  file_input)	  
	   Pre:	  file_input	  es	  un	  archivo	  que	  contiene	  TFBSs	  válidos	  según	  el	  formato	  especificado	  en	  el	  README.	  	  Post:	   El	   archivo	   file_input	   y	   su	   información	   ha	   sido	   cargado	   en	   en	   el	  colector	   TFBS_list	   y	   los	   TFBS	   pertinentemente	   inicializados,	   generada	   la	  información	   derivada	   y	   ordenados	   de	   forma	   decreciente	   según	   su	  informatividad.	   	   La	   función	   devuelve	   0	   en	   caso	   de	   que	   no	   se	   hayan	  generado	  errores	  y	  1	  si	  no	  se	  ha	  conseguido	  abrir	  el	  archivo.	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Descripción:	  Función	  encargada	  de	  abrir	  y	  leer	  la	  lista	  de	  TFBSs	  que	  usará	  el	  programa,	   así	   como	  mantener	  el	   colector	  en	  un	  estado	  adecuado	  para	  ejecutar	  el	  resto	  de	  funciones.	  	  	  
• TFBS::	   float	   align	   (char*	   dna_sequence,	   int	   seq_length,	   vector<TFBS*>	  
&sequence)	  
	   Pre:	   seq_length	   coincide	   con	   la	   longitud	   del	   vector	   dna_sequence.	   	   El	  vector	  dna_sequence	  contiene	  una	  secuencia	  nucleotídicas	  con	  caracteres	  válidos	  (a,	  A,	  c,	  C,	  g,	  G,	   t,	  T,	  n,	  N).	   	  Todos	   los	  TFBS	  que	  contiene	  el	  vector	  sequence	   son	  de	   factores	   con	  una	   informatividad	   igual	  o	   superior	  al	  que	  esta	  realizando	  la	  función.	  	  Post:	  Ha	  añadido	  un	  apuntador	  a	  sí	  mismo	  en	  cada	  una	  de	  las	  posiciones	  del	   vector	   sequence	  que	  no	  estuvieran	  apuntando	  ya	  a	  otro	   factor	  y	  que	  correspondan	   con	   un	   lugar	   de	   la	   dna_sequence	   en	   la	   que	   se	   inicie	   un	  alineamiento	  con	  su	  matriz	  de	  puntuación	  igual	  o	  superior	  a	  0.8.	  	  Descripción:	   	   Dada	   una	   secuencia	   de	   DNA	   y	   un	   factor	   de	   transcripción,	  escanea	   toda	   la	   secuencia	   en	   busca	   de	   posiciones	   que	   satisfagan	   un	  alineamiento	  con	  una	  puntuación	  superior	  a	  0.8	  con	  el	  motivo.	  	  En	  caso	  de	  encontrarlo,	  actualiza	  la	  posición	  en	  el	  vector	  de	  apuntadores	  a	  TFBS	  si	  no	  se	  había	  encontrado	  otro	  más	  informativo,	  es	  decir	  si	  está	  aun	  pendiente	  de	  asignarle	  un	  TFBS.	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Clase	  TFBS_seq	  
	  	   La	  clase	  TFBS_seq	  gestionaá	  tanto	   la	   lectura	  de	  secuencias	  de	  DNA	  como	  su	  almacenamiento	   en	   secuencias	   traducidas	   de	   TFBSs.	   	   	   Estas	   funcionalidades	  podrían	   haber	   sido	   incorporadas	   en	   la	   clase	   TFBS_list,	   pues	   no	   deja	   de	   ser	   una	  secuencia	  ordenada	  de	  TFBS.	  Pese	  a	  ello	  el	  hecho	  que	  tenga	  que	  encargarse	  de	  la	  lectura	  de	  las	  secuencias	  de	  DNA,	  administrar	  más	  de	  una	  secuencia/lista	  de	  TFBSs	  y	   encargarse	   de	   la	   preparación	   de	   dichas	   secuencias	   para	   su	   alineamiento,	   ha	  justificado	   el	   tratamiento	   tanto	  de	   los	   datos	   como	  de	   las	   funcionalidades	   en	  una	  clase	  propia	  aparte.	  	  De	   esta	   forma	   TFBS_seq	   irá	   leyendo	   la	   secuencias	   de	   DNA	   y	   realizando	  llamadas	  a	   la	  TFBS_list	  para	  su	  escaneado,	  guardándose	  únicamente	   los	  datos	  de	  TFBS	  y	  descartando	  los	  de	  DNA.	  	  Una	   vez	   realizada	   este	   procedimiento,	   generará	   a	   partir	   de	   sus	   datos	   unas	  vectores	  de	  tripletes	  de	  letras	  (función	  char_sequence)	  acordes	  a	  la	  representación	  de	   su	   secuencia	   de	   TFBS	   que	   serán	   el	   formato	   reconocible	   por	   la	   clase	   externa	  SWAT,	   desarrollada	   por	   Friman	   Sanchez	   durante	   su	   tesis	   doctoral	   en	   el	  departamento	  de	  arquitectura	  de	  computadores	  de	  la	  FIB-­‐UPC.	  	  Durante	  el	  diseño	  y	  desarrollo	  de	  esta	  clase	  no	  se	  han	  tomado	  decisiones	  de	  relevancia	  destacable	  más	  allá	  que	  su	  mera	   funcionalidad	  de	   intermediario	  entre	  los	  diferentes	  procesos.	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Descripción	  de	  las	  funciones:	  	  
• TFBS_seq::	  char*	  translate_dna_seq	  (string	  &dna_seq)	  
	   Pre:	  -­‐	  	  Post:	  Devuelve	  un	  vector	  de	  char	   traducción	  directa	  de	   la	   string	  dna_seq	  con	  valores	  comprendidos	  entre	  0	  y	  4,	  siendo	  0	  el	  código	  correspondiente	  a	   las	   letras	   A/a,	   1	   las	   letras	   C/c,	   2	   correspondiente	   a	   G/g,	   3	   para	   T/t	   y	  finalmente	  4	  para	  el	  resto	  de	  caracteres.	  	  Descripción:	  	  Esta	  función	  es	  la	  encargada	  de	  ignorar	  el	  uso	  de	  mayúsculas	  o	   minúsculas,	   elimina	   todos	   los	   caracteres	   no	   válidos	   presentes	   en	   la	  secuencia	   de	   DNA	   y	   transforma	   los	   caracteres	   válidos	   en	   números	   que	  después	  permitirán	  un	  acceso	  más	  rápido	  a	  los	  datos.	  	  	  
• TFBS_seq::	  vector<TFBS*>	  scan_sequence	  (char	  *dna_sequence,	  TFBS_list*	  list,	  
int	  dna_length)	  
	   Pre:	  dna_length	  es	  la	  longitud	  de	  dna_sequence.	  	  Post:	  La	  secuencia	  dna_sequence	  ha	  sido	  escaneada	  con	  todos	  los	  TFBSs	  de	  list	   y	   se	   devuelve	   un	   vector	   de	   apuntadores	   a	   TFBS	   correspondiente	   a	  todos	   los	   inicios	   de	   lugares	   que	   superan	   una	   puntuaciónn	   de	   0.8.	   	   En	   el	  caso	  que	  más	  de	  un	  TFBS	   inicie	  en	  una	  misma	  posición	  superando	  dicha	  puntuación,	  el	  apuntador	  señalará	  al	  más	  informativo.	  	  Descripción:	  	  Función	  que	  escanea	  la	  secuencia	  de	  DNA	  leída	  con	  todos	  los	  TFBSs	  del	  colector	  y	  devuelve	  una	  secuencia	  traducida	  de	  TFBSs	  según	  los	  criterios	  del	  protocolo	  ReLA.	  	  	  
• TFBS_seq::	  void	  printar_seq	  ()	  
	   Pre:	  -­‐	  	  Post:	  Todos	  los	  identificadores	  de	  secuencia	  a	  partir	  de	  la	  secuencia	  actual	  son	  mostrados	  por	  pantalla.	  	  Descripción:	   Lista	   los	   identificadores	   de	   secuencia	   que	   se	   encuentran	   a	  partir	  de	  la	  secuencia	  que	  ejecuta	  la	  acción,	  ella	  misma	  incluida.	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• TFBS_seq::	  char**	  char_sequence	  (int	  window)	  
	   Pre:	  window	  >	  0	  	  Post:	   Se	   genera	   una	   secuencia	   de	   tamaño	   “longitud	   del	   TFBS_seq	   /	  window”	   con	   3	   caracteres	   por	   posición	   que	   es	   consecuencia	   directa	   de	  coger	   el	   código	   del	   factor	   más	   informativo	   que	   encontramos	   en	   el	  TFBS_seq	  cada	  window	  posiciones.	  	  Descripción:	   Traducimos	   al	   secuencia	   TFBS_seq	   en	   una	   secuencia	   de	  tripletes	  de	  caracteres,	  atendiendo	  al	  código	  que	  se	  le	  ha	  asignado	  a	  cada	  TFBS.	  	  La	  secuencia	  sufre	  una	  reducción	  de	  “window”	  veces,	  que	  en	  el	  caso	  de	  ReLA_v2	  corresponde	  a	  3	  y	  5	  respectivamente.	  	  Una	  reducción	  de	  3	  se	  obtiene	   como	   resultado	   de	   quedarse	   con	   el	   código	   del	   TFBS	   más	  informativo	   que	   encontramos	   agrupándolos	   de	   3	   en	   3,	   es	   decir,	   para	   la	  ventana	  de	  3	  nos	  quedaremos	  con	  el	  más	  informativo	  de	  las	  posiciones	  1-­‐2-­‐3;	  4-­‐5-­‐6;	  7-­‐8-­‐9	  y	  así	  sucesivamente.	  	  	  	  	  
Clase	  TFBS_result	  
	  	   La	   clase	  TFBS_result	   será	   la	   encargada	  de	   ir	   capturando	   los	   resultados	  que	  SWAT	  vaya	   generando	  de	   los	  diferente	   alineamientos,	   para	   ello	  hará	  uso	  de	  una	  estructura	   de	   transición	   “preliminary_result”	   cuya	   única	   finalidad	   es	   crear	   un	  entorno	  de	  intercambio	  de	  resultados	  amigable	  entre	  SWAT	  y	  TFBS_result.	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Cada	   vez	   que	  un	   resultado	   es	   generado,	   este	   debe	   ser	   confirmado	  para	   ser	  añadido	  dentro	  de	  la	  lista	  de	  resultados	  válidos,	  en	  el	  caso	  concreto	  del	  programa	  ReLA_v2	   sólo	   aquellos	   resultados	   con	   una	   longitud	   de	   secuencia	   comprendida	  entre	   los	   200	   	   y	   los	   600	   nucleótidos	   serán	   considerados	   como	   potencialmente	  válidos.	  	  Una	  vez	  se	  hayan	  añadido	  todos	  los	  resultados	  deseables	  al	  objeto,	  la	  función	  
generate_final_prediction	   será	   la	   encargada	   que	   revisar	   los	   resultados	   y	   dejar	   al	  objeto	   en	   un	   estado	   que	   permita	   el	   generar	   los	   diferentes	   tipos	   de	   archivos	   de	  salida.	  	  Dentro	  de	  las	  funciones	  que	  generan	  los	  archivos	  de	  salida	  nos	  encontramos	  con	  3	  funciones,	  una	  de	  ellas	  privada	  que	  se	  invoca	  desde	  una	  de	  las	  2	  primeras.	  	  La	  primera	  de	  ellas,	  print_grafica_overlap	  se	  encarga	  de	  representar	  la	  disposición	  de	  los	   resultados	   almacenados	   a	   lo	   largo	   de	   toda	   la	   secuencia,	   el	   programa	  considerará	  como	  la	  zona	  más	  plausible	  aquella	  que	  acumule	  un	  mayor	  número	  de	  resultados	   frutos	   del	   alineamiento.	   	   Los	   resultados	   serán	   generados	   tanto	   en	   un	  archivo	  de	  texto	  como	  en	  una	  figura	  en	  postscript	  para	  facilitar	  su	  visualización.	  	  	  	  La	   segunda	   función	   print_predicted_site	   dará	   información	   detallada	   de	   los	  TFBS	   que	   han	   generado	   la	   región	   con	   mayores	   resultados	   de	   alineamiento	   y	  llamará	  a	  la	  función	  drawing_tfbs_result	  que	  generará	  un	  archivo	  de	  postscript	  del	  percentil	   90	   de	   los	   TFBS,	   o	   dicho	   de	   otro	   modo,	   el	   10%	   de	   los	   factores	   más	  conservados	   entre	   las	   diferentes	   secuencias.	   	   Al	   igual	   que	   en	   el	   caso	   anterior,	   2	  archivos	  informarán	  sobre	  los	  TFBS	  involucrados,	  uno	  en	  formato	  de	  texto	  y	  otro	  en	  formato	  figura.	  	  	  Descripción	  de	  las	  funciones:	  	  
• TFBS_result::	   void	   add_result	   (result_alignment*	   result,	   string	   name_seqi,	  
vector<TFBS*>	  &sequencei,	   string	  name_seqj,	  vector<TFBS*>	  &sequencej,	   int	  
window)	  	  
	   Pre:	   La	   clase	   result	   es	   el	   resultante	   de	   haber	   alineado	   la	   secuencia	  sequencei	  con	  nombre	  name_seqi	  con	  la	  secuencia	  sequencej	  con	  nombre	  name_seqj	  utilizando	  una	  ventana	  de	  traducción	  de	  tamaño	  window.	  	  	  Post:	  El	  resultado	  ha	  sido	  añadido	  a	  la	  lista	  de	  resultados.	  	  Descripción:	   Función	   encargada	   de	   realizar	   el	   puente	   de	   enlace	   entre	   el	  resultado	   de	   la	   ejecución	   de	   SWAT	   y	   un	   formato	   reconocible	   por	   el	  colector	  de	  resultados	  previos	  de	  ReLA_v2.	  	  Los	  resultados	  son	  guardados	  destraduciendo	  las	  secuencias	  alineadas	  a	  su	  estado	  inicial	  de	  secuencias	  de	   TFBSs	   y	   no	   códigos	   de	   los	   códigos	   de	   3	   caracteres	   reconocidos	   por	  SWAT.	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• TFBS_result::	  void	  generate_final_prediction	  (TFBS_seq*	  secuencias)	  	  
	   Pre:	   El	   puntero	   secuencias	   apunta	   a	   la	   primera	   secuencia	   de	   la	   lista	   de	  TFBS_seqs.	  	  	  	  Post:	  Todos	  los	  resultados	  preliminares	  han	  sido	  utilizados	  para	  generar	  la	  overlap_seq	  y	  se	  a	  actualizado	  la	  variable	  final_prediction	  a	  verdadero.	  	  Descripción:	   Función	   que	   se	   limita	   a	   revisar	   todos	   los	   resultaos	  acumulados	  y	  a	  generar	  una	  representación	  en	  un	  vector	  de	  enteros	  de	  los	  lugares	  que	  estos	  resultados	  han	  alineado.	   	  Este	  paso	  se	  realiza	  previo	  al	  análisis	   de	   los	   resultados	   ya	   que	   este	   proceso	   es	   necesario	   para	  más	   de	  una	   función	   de	   las	   llamadas	   posteriormente	   y	   con	   la	   finalidad	   de	   no	  calcularlo	  recurrentemente	  cada	  vez	  que	  sea	  necesario.	  	  
• TFBS_result::	  void	  print_grafica_overlap	  (string	  filename)	  	  
	   Pre:	   La	   función	   generate_final_prediction	   ha	   sido	   ejecutada	   y	   no	   se	   han	  añadido	  nuevos	  resultados	  preeliminares	  desde	  entonces.	  	  Post:	  Se	  han	  generado	  2	  archivos	  con	  información	  relativa	  a	  la	  distribución	  de	  los	  resultados	  preeliminares.	  	  Los	  archivos	  llevaran	  por	  nombre	  el	  valor	  del	  string	  filename	  con	  una	  terminacion	  “_overlap”	  en	  el	  caso	  del	  archivo	  de	  texto	  y	  “_overlap.ps”	  en	  el	  caso	  del	  archivo	  PostScript.	  	  Descripción:	   La	   función	   recorre	   los	   resultados	   preeliminares	   generando	  tanto	   en	   formato	   de	   texto	   plano	   como	   en	   una	   gráfica	   en	   PostScript	   la	  distribución	  de	  dichos	  resultados	  en	  la	  secuencia	  principal.	  	  En	  el	  caso	  del	  archivo	  de	  texto	  se	  detalla	  además	  aquellos	  resultados	  que	  se	  encuentran	  en	  la	  región	  que	  acumula	  mayor	  número	  de	  resultados	  preeliminares	  y	  se	  delimita	   al	   área	   de	   menos	   de	   1.000	   posiciones	   que	   acumula	   un	   mayor	  número	  de	  predicciones	  preeliminares.	  	  	  
• TFBS_result::	  void	  print_predicted_site	  (string	  filename)	  	  
	   Pre:	   La	   función	   generate_final_prediction	   ha	   sido	   ejecutada	   y	   no	   se	   han	  añadido	  nuevos	  resultados	  preeliminares	  desde	  entonces.	  	  Post:	   Se	   han	   generado	   2	   archivos	   con	   información	   detallada	   sobre	   la	  región	   que	   acumula	   más	   resultados	   preeliminares	   y	   que	   constituirá	   la	  predicción	  final	  del	  método.	  	  Los	  archivos	  llevaran	  por	  nombre	  el	  valor	  del	  string	  filename	  con	  una	  terminación	  “_tfbs”	  en	  el	  caso	  del	  archivo	  de	  texto	  y	  “_tfbs.ps”	  en	  el	  caso	  del	  archivo	  PostScript.	  	  Descripción:	   La	   función	   agrupa	   los	   resultados	   que	   forman	   parte	   de	   la	  región	  que	  se	  mostrará	  como	  predicción	  final.	  	  Para	  cada	  uno	  de	  ellos	  lista	  los	  TFBSs	  que	  forman	  parte	  del	  alineamiento	  entre	  la	  secuencia	  principal	  y	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el	   resto,	   y	   la	   información	   relativa	   a	   su	   posición	   en	   ambas.	   	   Una	   vez	  recolectada	   la	   información	   para	   todos	   los	   alineamientos	   realizados,	   se	  detalla	  la	  lista	  total	  de	  TFBSs	  involucrados,	  el	  número	  de	  secuencias	  en	  las	  que	  se	  hayan	  implicados	  formando	  el	  alineamiento	  y	  información	  sobre	  su	  localización.	   	   Dicho	   información	   es	   ofrecida	   en	   un	   archivo	   de	   texto	   y	  acompañada	   de	   otro	   archivo	   en	   PostScript	   en	   el	   que	   se	   representa	  gráficamente	  la	  disposición	  de	  los	  factores	  con	  mayor	  presencia	  entre	  los	  alineamientos	   de	   la	   secuencia	   principal	   con	   el	   resto.	   	   En	   este	   caso,	  consideraremos	  como	  TFBS	  más	  conservados	  aquellos	  que	  se	  encuentren	  dentro	  del	  percentil	  10	  de	  presencia	  en	  diferentes	  secuencias	  dentro	  de	  la	  lista	  total	  de	  TFBSs	  encontrados.	  	  	  
• TFBS_result::	   void	   drawing_TFBS_result	   (string	   filename,	   vector<bool>	  
&contribution,	  vector<output_tfbs>	  &output_list)	  	  
	   Pre:	   El	   vector	   output_list	   es	   una	   vector	   de	   la	   structs	   output_tfbs	  correctamente	   rellenado	   y	   cuyo	   orden	   de	   aparición	   de	   secuencias	  concuerda	   con	   el	   orden	   del	   vector	   contribution	   que	   informa	   de	   las	  secuencias	  que	  colaboran	  en	  el	  resultado	  final.	  	  Post:	   Se	   genera	   el	   archivo	   PostScript	   con	   nombre	   filename	   y	   la	  terminación	   “_tfbs.ps”.	   	  Dicho	   archivo	   es	   la	   representación	   gráfica	   de	   los	  TFBSs	  más	  representados	  en	  la	  predicción	  final.	  	  Descripción:	   Esta	   función	   es	   llamada	   desde	   TFBS_result::	   void	  
print_predicted_site	  y	  se	  encarga	  de	  generar	  la	  representación	  gráfica	  de	  la	  forma	  ya	  descrita	  en	  la	  descripción	  de	  dicha	  función.	  	  	  Formato	  de	  los	  resultados:	  	  	   La	  clase	  TFBS_result	  es,	   como	  se	  ha	  descrito	  con	  anterioridad,	   la	  encargada	  de	  generar	  todos	  los	  resultados	  de	  salida	  del	  programa,	  que	  en	  este	  caso	  constan	  de	  un	  total	  de	  4	  archivos	  que	  ofrecen	  información	  sobre	  2	  aspectos	  diferentes.	  	  	  El	  primero	  de	  ellos	  esta	  compuesto	  por	  los	  archivo	  terminados	  en	  “_overlap”	  y	   “_overlap.ps”.	   	  Dichos	  archivos	  hacen	   referencia	  a	   la	  distribución	  de	   resultados	  preeliminares	   de	   los	   diferentes	   alineamientos	   realizados	   entre	   las	   secuencias	   de	  DNA	  transformada	  a	  secuencias	  de	  TFBSs.	  	  El	  primero	  ofrece	  un	  formato	  de	  texto	  plano	  para	  que	  pueda	  ser	  analizado	  o	  cargado	  en	  otros	  programas,	  mientras	  que	  el	  segundo	  es	  una	  ilustración	  realizada	  en	  PostScript	  de	  dicha	  distribución.	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  El	  segundo	  grupo	  constituye	  la	  descripción	  de	  la	  región	  que	  ha	  acumuado	  un	  mayor	   número	   de	   predicciones	   preeliminares,	   y	   está	   formado	   por	   los	   archivos	  terminados	  en	  “_tfbs”	  y	  “_tfbs.ps”.	  	  El	  primero	  de	  ellos,	  en	  formato	  texto	  plano,	  lista	  todos	  los	  factores	  que	  han	  participado	  en	  alguno	  de	  los	  alineamientos	  de	  la	  región	  predicha,	  así	  como	  sus	  coordenadas	  tanto	  en	  la	  secuencia	  de	  referencia	  como	  que	  la	   que	   se	   ha	   usado	   como	   comparación.	   	   El	   archivo	   es	   presentado	   en	   formato	  tabulado	   en	  donde	   la	   primera	   línea	   informa	  de	   en	   cuantas	   secuencias	  diferentes	  dicho	   factor	   ha	   formado	   parte	   de	   un	   alineamiento,	   la	   segunda	   columna	   da	   las	  coordenadas	  de	  dicho	   factor	   en	   la	   secuencia	  de	   referencia,	   la	   tercera	   columna	  el	  nombre	  en	  concreto	  del	  TFBS	  y	  las	  consiguientes	  listan	  las	  coordenadas	  de	  dicho	  factor	  en	  el	  resto	  de	  secuencias.	  	  El	   archivo	   en	   PostScript	   es	   una	   representación	   gráfica	   de	   aquellos	   factores	  implicados	  en	  un	  mayor	  número	  de	  secuencias	  diferentes,	  en	  concreto	  constituye	  el	  percentil	  10,	  es	  decir,	  el	  grupo	  de	  factores	  que	  se	  encuentran	  entre	  los	  10%	  más	  conservados	   más	   aquellos	   que	   pudieran	   tener	   una	   conservación	   equivalente	   a	  alguno	  de	  los	  pertenecientes	  a	  ese	  10%.	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Mejoras	  y	  comparativas	  	  	  Durante	   el	   desarrollo	   de	   la	   segunda	   versión	   de	   ReLA	   ha	   habido	   diferentes	  aspectos	  que	  han	  mejorado	  respecto	  a	  su	  predecesor,	  tanto	  desde	  el	  punto	  de	  vista	  de	  su	  portabilidad,	  como	  su	  rendimiento,	  su	  estabilidad	  y	  el	  control	  de	  los	  errores.	  	  La	  primera	  de	  las	  grandes	  mejoras	  a	  destacar	  es	  la	  enorme	  dependencia	  que	  la	  primera	  versión	  tenía	  de	  los	  accesos	  a	  disco,	  al	  tratarse	  de	  un	  conjunto	  de	  scripts	  y	  programas,	  muchos	  de	  ellos	  externos	  y	  en	  lenguajes	  diferentes,	  el	  intercambio	  de	  información	   utilizado	   era	   mediante	   archivos	   en	   disco.	   	   Este	   hecho	   no	   solo	  repercutía	   enormemente	   en	   el	   rendimiento	   que	   pudiera	   tener	   el	   programa	   en	  cuanto	   a	   tiempo	  de	   ejecución,	   sino	   que	   conllevaba	   también	   todo	   un	   conjunto	   de	  problemas	   indirectos	   tales	   como	   privilegios	   de	   escritura,	   capacidad	   de	  almacenamiento	   en	   disco,	   posibles	   conflictos	   con	   los	   nombres,	   aparición	   de	  caracteres	  prohibidos,	  etc.	  	  Para	  dimensionar	  bien	  el	  problema	  basta	  con	  constatar	  que	  en	  cualquiera	  de	  los	  ejemplos	  utilizados	  en	  la	  validación	  del	  programa,	  considerados	  los	  escenarios	  más	   típicos	   de	   ejecución	   del	   mismo,	   se	   llegaban	   a	   generar	   más	   de	   90	   archivos	  diferentes	  tan	  solo	  de	  intercambio	  de	  información,	  ninguno	  de	  ellos	  formaba	  parte	  de	   los	  resultados	   finales.	   	   	  Era	  especialmente	  crítico	  el	  uso	  de	  MatScan,	  ya	  que	  al	  tratarse	  de	  un	  programa	  de	  uso	  no	  específico	  al	  utilizado	  por	  ReLA	  generaba	  un	  enorme	  volumen	  de	  datos,	  que	  pese	  a	  que	  muchos	  de	  ellos	  no	  eran	  posteriormente	  utilizados,	  no	  se	  podían	  suprimir	  modificando	  por	  ejemplo	  el	  formato	  de	  la	  salida	  de	  datos.	  	  La	   portabilidad	   era	   uno	   de	   los	   puntos	   que	   se	   intentaban	   reforzar	   en	   esta	  segunda	  versión	  del	  programa,	  en	  la	  anterior	  la	  amalgama	  de	  scripts	  y	  programas,	  unido	   a	   que	   el	   gestor	   de	   todos	   ellos	   era	   un	   script	   en	   bash,	   imposibilitaba	   su	  ejecución	  fuera	  de	  sistemas	  UNIX.	   	  Durante	  el	  desarrollo	  de	  esta	  segunda	  versión	  se	  han	  eliminado	  todas	  aquellas	  dependencias	  que	  limitaran	  el	  uso	  de	  un	  sistema	  operativo	   concreto	   y	   se	   ha	   descartado	   el	   uso	   de	   librerías	   externas	   que	  pudieran	  generar	  incompatibilidades.	  	  Así	  pues,	  el	  programa	  ha	  sido	  elaborado	  íntegramente	  en	  C++,	  a	  excepción	  de	  un	  módulo	  implementado	  en	  C,	  y	  haciendo	  uso	  únicamente	  de	  las	  clases	  estándar	  de	  este	  lenguaje.	  	  	  Tanto	  la	  estabilidad	  como	  el	  tratamiento	  de	  errores	  no	  es	  un	  problema	  que	  se	   haya	   abordado	   en	   gran	   detalle	   más	   allá	   de	   las	   comprobaciones	   que	   ya	   se	  realizaron	   en	   la	   primera	   versión	   del	   programa,	   pese	   a	   que	   el	   utilizar	   un	   único	  lenguaje	  haya	  mejorado	  significativamente	  estos	  puntos	  también.	  	  Tanto	  los	  scripts	  realizados	   en	   bash	   como	   los	   programas	   realizados	   en	   Perl	   no	   abortan	   sus	  ejecuciones	  ante	   la	  aparición	  de	  problemas	  como	  caracteres	  prohibidos,	  acceso	  a	  variables	  no	  declaradas,	  violaciones	  de	  segmento,	  etc.	  	  En	  su	  lugar,	  estos	  lenguajes	  más	   enfocados	   al	   scripting	   ignoran	   dichas	   llamadas	   informando	   por	   la	   salida	   de	  error	  del	  problema	  y	  continuando	  con	   la	  ejecución	  del	  programa.	   	  Pese	  a	  que	   los	  errores	  más	   típicos	   fueron	  depurados	  del	   código	  de	   la	  primera	  versión	  de	  ReLA,	  estos	   en	   su	   momento	   llegaron	   a	   generar	   archivos	   de	   error	   de	   tamaños	   nada	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despreciables	  ante	  la	  constante	  información	  de	  accesos	  inválidos	  en	  bucles	  y	  otros	  problemas	  relacionados.	  	  Dejando	  de	  lado	  aspectos	  de	  eficiencia,	  portabilidad	  y	  depuración	  de	  errores,	  durante	  el	  desarrollo	  de	  esta	  segunda	  versión	  también	  se	  han	  detectado	  una	  serie	  de	   aspectos	   no	   deseados	   que	   han	   sido	   corregidos.	   	   Si	   bien	   no	   se	   trataban	  puramente	  de	  errores,	  estos	  parecían	  guardar	  poca	  lógica	  en	  las	  decisiones	  que	  la	  primera	  versión	  del	  programa	  tomaba	  respecto	  a	  ellos.	  	  Un	  ejemplo	  de	  este	  hecho	  lo	  encontramos	  en	  el	  MatScan	  y	  su	  escaneado	  de	  la	  secuencia	  de	  DNA	  en	  busca	  de	   los	  motivos.	   	  Dado	  que	  el	  origen	  de	   los	  datos	  son	  secuencias	  de	  DNA	  obtenidas	  experimentalmente,	  es	  bastante	  común	  encontrarse	  con	  que	  algunas	  posiciones	  no	  han	  podido	  ser	  adecuadamente	  resultas	  o	  descritas.	  	  Dichas	  regiones	  se	  suelen	  indicar	  con	  “N”	  lo	  que	  permite	  conocer	  su	  longitud	  pese	  a	   desconocerse	   el	   nucleótido	   que	   la	   compone.	   	   MatScan	   descarta	   de	   su	   escaneo	  cualquier	   ventana	   que	   contenga	   alguna	   de	   estas	   N,	   es	   decir,	   que	   si	   un	   motivo	  consta	  de	  una	   longitud	  de	  20	  nucleótidos,	  MatScan	  necesita	  que	  dichos	  20	  estén	  resueltos	   o	   secuenciados.	   	   Aprovechando	   la	   liberación	   del	   trabajo	   realizado	   por	  este	   programa	   y	   la	   incorporación	   como	   código	   propio,	   se	   ha	   optado	  por	   admitir	  estas	  regiones,	  y	  en	  el	  caso	  de	  las	  posiciones	  que	  contengan	  Ns	  se	  tomará	  el	  peor	  de	  los	  escenarios	  posibles,	  es	  decir,	  el	  nucleótido	  que	  peor	  puntuación	  tenga	  para	  dicha	  posición.	  	  De	   esta	   forma	   estamos	   incluyendo	   bastantes	   regiones	   genómicas,	  especialmente	  para	  organismos	  no	  tan	  altamente	  descritos	  como	  el	  humano,	  y	  a	  su	  vez	   estamos	   garantizando	   encontrarnos	   en	   el	   peor	   de	   los	   escenarios	   si	   en	   algún	  momento	   dicha	   posición	   fuera	   resulta,	   optamos	   pues	   por	   la	   opción	   más	  conservadora.	  	  Otro	   de	   los	   problemas	   resueltos	   y	   que	   quedaron	   pendientes	   en	   la	   primera	  versión	   del	   programa	   fue	   dar	   la	   posición	   exacta	   de	   los	   TFBSs	   al	   destraducir	   las	  secuencias	  una	  vez	  finalizado	  el	  alineamiento.	  	  Al	  tratarse	  de	  una	  gran	  cantidad	  de	  archivos	   y	   alineamientos	   se	   consideró	   demasiado	   costoso	   recuperar	   toda	   la	  información	  desde	  el	   inicio,	  y	  en	  su	   lugar	  se	  optó	  por	  dar	  el	  centro	  de	   la	  ventana	  como	  posición	  de	  inicio	  del	  TBSs.	  	  Es	  decir,	  	  como	  ya	  se	  ha	  explicado	  anteriormente	  el	   proceso	   de	   traducción	   de	   secuencia	   de	   DNA	   a	   secuencia	   de	   TFBSs	   se	   hace	  mediante	   una	   ventana	   deslizante,	   para	   cada	   ventana	   escogemos	   el	   factor	   más	  informativo	   que	   se	   inicia	   en	   ella.	   	   De	   esta	   forma,	   un	   factor	   que	   empiece	   en	   la	  posición	  1	  entraría	  dentro	  de	  la	  ventana	  1-­‐5.	  	  Una	  vez	  realizado	  los	  alineamientos	  solo	  contábamos	  con	  la	  información	  de	  ventana	  y	  no	  era	  posible	  saber	  en	  cual	  de	  las	  5	  posiciones	  se	   iniciaba	  nuestro	   factor	  en	  cuestión	  sin	   recurrir	  a	   los	  archivos	  antiguos,	  finalmente	  se	  optó	  por	  la	  decisión	  de	  considerar	  que	  el	  factor	  se	  iniciaba	  en	  la	  posición	  2.	  	  En	  esta	  nueva	  versión	  ReLA_v2	  este	  problema	  queda	  solventado,	  pues	  todas	  las	  secuencias	  de	  TFBSs	  parten	  de	  una	  misma	  secuencia	  con	  una	  ventana	  unitaria,	  es	  decir	  de	  longitud	  1,	  esto	  nos	  permite	  cada	  vez	  que	  generamos	  las	  secuencias	  de	  ventanas	   de	   longitud	   3	   y	   5	   poder	   destraducirlas	   de	   forma	   rápida	   y	   saber	  exactamente	  en	  cual	  de	  las	  posiciones	  se	  iniciaba	  el	   factor.	   	  Si	  bien	  este	  hecho	  no	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afecta	  a	  la	  hora	  de	  determinar	  la	  región	  con	  mayores	  resultados	  de	  alineamiento,	  sí	  que	   puede	   modificar	   ligeramente	   el	   resultado	   de	   los	   archivos	   referentes	   a	   la	  información	  de	  los	  TFBSs.	  	  Finalment	   ese	   ha	   realizado	   una	   pequeña	   prueba	   de	   rendimiento	   de	   las	   2	  versiones	  del	  programa,	  ambas	  con	  un	  total	  de	  7	  secuencias	  de	  DNA	  y	  variando	  la	  longitud	   de	   las	   mismas.	   	   Como	   se	   puede	   observar,	   pese	   a	   que	   no	   ha	   habido	  optimizaciones	  sobre	  el	  algoritmo	  que	  hagan	  reducir	  sus	  costes	  desde	  un	  punto	  de	  vista	   teórico,	   a	   la	  práctica	   tanto	  el	   ahorro	  del	   cálculo	  de	   información	   innecesaria	  como	   la	   supresión	   del	   gran	   número	   de	   accesos	   a	   disco	   ha	   comportado	   una	  sustancial	  mejora	  de	  la	  escalabilidad	  del	  método.	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ReLA	  en	  la	  actualidad	  	  	  Durante	   el	   desarrollo	   de	   esta	   proyecto	   la	   versión	   prototipo	   de	   ReLA	   fue	  utilizada	  para	   la	  publicación	  y	   validación	  del	  método	  por	  parte	  de	   la	   comunidad	  científica.	   	   De	   esta	   forma	   el	   16	   de	   enero	   de	   2012	   tanto	   el	   protocolo	   como	   su	  utilidad	  fueron	  publicadas	  en	  la	  revista	  científica	  Bioinformatics.	  	  Desde	   entonces	   la	   página	   web	   que	   acompaña	   al	   trabajo	   realizado	  (www.bsc.es/cg/rela)	   y	   donde	   se	   puede	   correr	   online	   el	   programa	   o	   descargar	  tanto	   su	   primera	   versión	   para	   su	   uso	   local	   como	   consultar	   todos	   los	   sets	   de	  validación	   utilizados,	   ha	   sido	   visitada	   de	   forma	   frecuente.	   	   En	   más	   detalle,	   en	  menos	   de	   8	   meses	   el	   servicio	   ha	   ejecutado	   más	   de	   314	   peticiones	   online	   de	  usuarios	  externos	  y	  un	  total	  de	  68	  descargas	  del	  código	  han	  sido	  realizadas.	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El	  interés	  y	  uso	  continuado	  en	  la	  herramienta	  bajo	  nuestro	  punto	  de	  vista	  no	  hacía	  más	   que	   reforzar	   la	   idea	   que	   una	   versión	  multiplataforma	   y	   de	   utilización	  más	   sencilla	   podría	   impulsar	   más	   su	   utilización.	   De	   esta	   forma,	   	   el	   programa	  realizado	  a	  lo	  largo	  de	  este	  PFC	  pasará	  a	  constituir	  la	  versión	  descargable	  y	  vigente	  del	   programa,	   añadiendo	   a	   la	   descripción	   del	  mismo	   las	   ventajas	   que	   incorpora	  respecto	  a	  su	  predecesor.	  	  Más	  allá	  del	  uso	  actual	  por	  parte	  de	  terceras	  personas,	  otros	  estudios	  se	  están	  realizando	  basados	  en	  el	  concepto	  ya	  descrito	  y	  que	  una	  división	  del	  programa	  en	  diferentes	  clases	  que	  diferencian	  y	  encapsulan	  sus	  funciones	  puede	  ayudar.	  	  	  	  En	  la	  actualidad	  se	  está	  trabajando	  en	  una	  versión	  online	  en	  la	  que	  el	  usuario	  solo	  definirá	  una	  única	  secuencia	  de	  búsqueda,	  y	  esta	  se	  realizará	  a	  lo	  largo	  de	  todo	  un	  genoma	  completo.	  En	  este	  caso	  concreto,	  toda	  la	  información	  tanto	  de	  búsqueda	  de	   motivos	   como	   de	   la	   traducción	   de	   la	   secuencia	   del	   genoma	   ya	   se	   haya	  precalculada	   y	   guardada,	   por	   lo	   que	   la	   parte	   más	   costosa	   de	   la	   ejecución	   se	  encuentra	   realizada,	   faltando	   únicamente	   para	   su	   ejecución	   online	   la	   parte	  correspondiendo	  al	  alineamiento	  y	  recolección	  de	  resultados.	  	  Este	   es	   pues	   un	   ejemplo	   de	   no	   solo	   los	   escenarios	   de	   utilización	   que	   el	  protocolo	  ReLA	  puede	  tener	  en	  el	  campo	  de	  la	  predicción	  de	  regiones	  reguladoras,	  sino	  como	  la	  modularidad	  del	  mismo	  le	  permite	  su	  adaptación	  para	  su	  uso	  en	  otras	  cuestiones	   fuera	  del	  alcance	  de	   la	  versión	   inicial	  que	  ahora	  podrían	  realizarse	  de	  forma	  más	  sencilla.	  	  Esta	   segunda	   versión	   del	   programa	   y	   el	   concepto	   del	   protocolo	   son	   en	   sí	  mismos	   no	   solo	   una	   herramienta	   de	   uso	   directo	   por	   parte	   de	   la	   comunidad	  biológica	  en	  la	  tarea	  de	  la	  identificación	  y	  caracterización	  de	  regiones	  reguladoras,	  	  sino	   que	   a	   su	   vez	   evoluciona	   en	   su	   concepto	   hacia	   nuevas	   herramientas	   de	  predicción	   que	   pueden	   ser	   libremente	   utilizadas	   por	   bioinformáticas	   sin	   ningún	  tipo	  de	  limitación.	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Pseudocódigo	  	  
1.	  Input	  sequences	  	  	   Users	  provide	  a	  list	  of	  DNA	  sequences,	  the	  first	  sequence	  is	  the	  one	  where	  the	  prediction	  will	  be	  done,	  the	  rest	  will	  be	  used	  to	  compare	  with	  the	  first	  one	  and	  predict	  the	  regulatory	  region.	  
	  
2.	  Transformation	  of	  input	  DNA	  sequences	  into	  sequences	  of	  potential	  TFBSs	  
	  	   For	  each	  set	  of	  	  PWM	  the	  current	  List_DNAseqs	  will	  generated	  2	  different	  List_TFBSseqs	  selecting	  the	  most	  informative	  TFBS	  that	  start	  in	  the	  selected	  slide	  window	  of	  3	  and	  5	  bp	  respectively.	  If	  no	  TFBS	  is	  predicted	  in	  the	  current	  slide	  position	  a	  consensus	  null	  TFBS	  is	  added.	  	  
(*	  Those	  lists	  contain	  couples	  of	  (sequence,	  list	  of	  TFBS)	  *)	  
Let	  List_TFBS_seq3	  be	  an	  empty	  list	  	  
Let	  List_TFBS_seq5	  be	  an	  empty	  list	  
For	  each	  DNA_seq	  in	  List_DNAseqs	  	  
{	  	  
	   	  
Let	  TFBSs_seq3	  be	  an	  empty	  list	  
	   	  
For	  every	  3bp	  position	  p	  in	  DNA_seq	  	  
	   {	  
	   	   TFBSs_seq3.addMostInformativeTFBS(p)	  
	   }	  
	   List_TFBSseq3.add(TFBSs_seq3);	  	  
	  
	   For	  every	  5bp	  position	  p	  in	  DNA_seq	  	  
	   {	  
	   	   TFBSs_seq5.addMostInformativeTFBS(p)	  	  
	   }	  	  
	   	  	  
	   List_TFBSseq5.add(DNA_Seq,	  TFBSs_seq5);	  	  
}	  	  	  	  
3.	  	  Align	  reference	  sequence	  using	  Smith-­Waterman	  algorithm.	  
	  
	   Reference	  sequence	  is	  aligned	  with	  the	  other	  ones	  using	  a	  modified	  version	  of	  Smit-­‐Waterman	  aligment	  named	  SWAT	  what	  allows	  works	  with	  TFBSs	  sequences.	  	  Reference	  sequence	  is	  used	  in	  every	  condition	  an	  aligned	  using	  2	  different	  scenarios:	  match	  score	  +10,	  missmatch	  score	  -­‐1,	  gap	  penalty	  -­‐2	  and	  match	  score	  +20,	  missmatch	  -­‐1,	  gap	  penalty	  -­‐2.	  	  	  Only	  regions	  between	  200	  and	  600	  bp	  are	  selected	  (see	  Matherials	  and	  methods).	  	  
For	  each	  (Reference_seq3,TFBS_seq3)	  in	  List_TFBSseqs3	  
{	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   Preliminary_results.add(	  SWAT(	  Reference_seq3,	  TFBS_seq3,	  10,	  -­1,	  -­2))	  	   	  	  
	   Preliminary_results.add(	  SWAT(	  Reference_seq3,	  TFBS_seq3,	  20,	  -­1,	  -­2))	  	  
}	  	  
	  
	  
	  
For	  each	  (Reference_seq5,TFBS_seq5)	  in	  List_TFBSseqs5	  
{	  
	   Preliminary_results.add(	  SWAT(	  Reference_seq5,	  TFBS_seq5,	  10,	  -­1,	  -­2))	  	  
	   Preliminary_results.add(	  SWAT(	  Reference_seq5,	  TFBS_seq5,	  20,	  -­1,	  -­2))	  	  
}	  	  	  
4.	  Selection	  of	  final	  prediction	  	  	   ReLA	  shows	  the	  most	  overrepresented	  region	  in	  the	  Preliminary_results	  as	  well	  as	  the	  corresponding	  region	  in	  the	  other	  sequences	  and	  the	  TFBSs	  involved.	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Glosario	  	  	  	  	  
• Actividad	   en	   cis:	   	   Lugar	   que	   afecta	   la	   actividad	   de	   secuencias	   que	   se	  encuentran	  únicamente	  en	  su	  misma	  molécula	  de	  DNA.	  	  
• Alineamiento	   local:	   algoritmo	   de	   alineamiento	   que	   encuentra	   el	  alineamiento	  óptimo	  de	  subsecuencias,	  este	  puede	   incluir	   la	   longitud	  total	  de	  las	  mismas	  pese	  a	  que	  no	  es	  estrictamente	  necesario.	  	  
• Conservación:	  Decimos	  que	  una	  posición	   esta	   conservada	   cuando	  muchos	  ejemplos	   de	   un	   particular	   nucleótido	   son	   comparados	   y	   la	   misma	   base	  nucleotídicas	  es	  siempre	  encontrado	  en	  dicha	  posición	  particular.	  	  
• Enhancer:	   Sequencia	   que	   actúa	   en	   cis	   que	   incrementa	   la	   utilización	   de	  algunos	   promotores	   eucariotas	   y	   puede	   actuar	   en	   cualquier	   tipo	   de	  orientación	  o	  localización	  relativa	  al	  promotor.	  	  
• Factor	   de	   transcripción:	   Molécula	   requerida	   por	   la	   RNA	   polimerasa	   para	  iniciar	  la	  transcripción	  pero	  que	  no	  forma	  parte	  de	  la	  misma.	  	  
• Nucleótido:	  Moléculas	  que	  codifican	  la	  información	  genética.	  	  	  
• Promotor:	  Región	  de	  DNA	  donde	  donde	   la	  RNA	  polimerasa	  se	  enlaza	  para	  iniciar	  la	  transcripción.	  	  
• Regiones	   reguladoras:	   	   Término	   general	   utilizado	   para	   referirse	   tanto	   a	  enhancers	  como	  promotores	  de	  forma	  indistinta.	  	  
• Transcripción:	  Síntesis	  de	  RNA	  a	  partir	  de	  una	  plantilla	  de	  DNA.	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