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Midas Touch 이슈 해결을 위한 제스처 인터랙션 디자인에 대한 
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요약ˇ 마이크로소프트의 키넥트로 대표되는 3D depth camera 의 보급으로, 일반 컬러 
카메라에서 취득할 수 있는 컬러 이미지보다 훨씬 많은 데이터를 손쉽게 얻을 수 있게 되었다. 
이러한 기술 발전에 힘입어 사용자 인터페이스 또한 터치 인터페이스에서 점차 음성, 제스처 
등의 NUI(Natural User Interface)에 대한 연구로 그 축이 넘어간 것이 사실이다. NUI 는 
인터페이스가 접점으로서 존재하는 터치, 버튼 인터페이스와 달리 사용자의 행동을 
인터페이스의 인풋과 명확하기 구분이 어렵다는 점에서 사용자 인터랙션을 디자인하고 
구현하는 데 많은 오류가 발생한다. 그 중 대표적인 오류는 Midas touch 현상으로서, 사용자가 
인터랙션의 의도 없이 하는 행동을 시스템에서 사용자 인풋으로 간주하는 false-positive 
상황이다. 본 연구에서는 커버플로우 인터랙션을 제스쳐 인터랙션으로 re-design 하는 
과정에서 발생하는 Midas touch 로 대표되는 false-positive 이슈와, 이를 해결하는 방법론에 
대해 소개한다. 
↲ 
AbstractˇˇThanks to the spread of 3D depth camera, represented by Microsoft's 
Kinect, it is easier to get much more data, depth data, than that can be obtained from 
the general color camera, color image. Owing to these advances in technology, main 
stream of research on user interface is increasingly focusing on NUI as voice, gesture 
than touch. Unlike the behavior for the touch and button interface, having direct 
contact point, input behavior for NUI is hard to clarify distinction from natural action, 
so it is difficult to design and implement natural user interaction without errors. The 
typical error is a Midas touch, false-positive situation witch system consider user action 
without the intension of interaction as input signal. In this study, we present the 
natural user interaction issue represented by the Midas touch with false-positive error, 
and the methodology to solve that can be applied in the process of re-designing 
coverflow interactions with gesture interactions. 
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1. NUI(Natural User Interface) 
인터페이스 기술의 발전으로 인하여 과거 키보드의 
캐릭터 인풋을 기반으로 하는 CLI(Command Line 
Interface)에서 마우스를 인터페이스로 하는 GUI(Graphic 
User Interface)의 시대를 넘어 터치로 대표되는 직관적인 
인풋을 사용하는 NUI(Natural User Interface)의 시대가 
됨에 따라 점차 인터페이스의 물리적 접점이 사라지고 
있다. 이러한 NUI에 대한 연구에 힘입어 영화 '마이너리티 
리포트'의 인터랙션 씬으로 대표되는 제스처 인터페이스와 
애플의 'SIRI'로 대표되는 음성 인터페이스 등은 벌써 
상용화되어 인터페이스의 접점이 완전히 사라질 수 있음을 
증명하였다. 하지만 이러한 무접점 인터페이스 
시스템에서는 사용자의 행동을 인터페이스의 인풋과 
명확하기 구분이 어렵다는 점에서 사용자 인터랙션을 
디자인하고 구현하는 데 많은 오류가 발생한다. 
↲ 
2. Midas Touch  
Midas 는 그리스 신화에 등장하는 왕으로서, 손을 대는 
것마다 금으로 변화시킨다 하여 midas touch 로 잘 
알려져있다. 이러한 현상은 사용자 인터랙션에서도 자주 
발생하는데, 사용자(Midas)의 행동을 의도와 무관하게 
시스템에서 인터랙션으로 해석하여 기능 및 피드백을 
발생시키는 상황이다.  예를 들어, 2D 디스플레이에 
흩뿌려진 이미지들 중 하나를 선택하는 eye-gaze 
인터페이스에서 시선이 하나의 이미지에 머무르는 시간이 
일정 임계값을 넘으면 해당 이미지가 '선택'되도록 
디자인하였을 때, 사용자가 어떤 이미지를 선택할 것인지를 
천천히 '살펴보는' 도중에 의도하지 않은 이미지가 
'선택'되는 경우이다.  
이러한 false-positive 현상은 eye-gaze, 음성, 제스처 
인터페이스와 같이 인터랙션 과정에서 사용자의 행동을 
엄밀하게 부호화된 물리적 신호로 재구성하기 힘든 
NUI 에서 빈번하게 발생하는데, 이는 다음의 원인들로 
인해서 발생한다.  
첫째는 인터랙션 컨텍스트 하에서, 유저의 일상 행동이 
시스템의 인풋과 비슷하거나 동일하여, 의도치 않은 입력이 
시스템에 인가되는 상황이다. 본 연구에서 중점을 두고 
있는 커버플로우 UI 에서, 한쪽 팔을 허리 이상으로 
들어올린 상태에서 좌우로 자연스럽게 움직이는 행위를 2D 
화면상의 오브젝트를 좌우로 컨트롤하는 인풋으로 
디자인하였을 경우, 인터랙션을 목적으로 하지 않는 팔과 
함께 움직이는 다른 자연스러운 동작은 높은 확률로 
false-positive 에러를 발생시킬 수 있다. 
시스템의 인풋과 사용자의 일상 행동을 구분해 내는 
정확도를 높이는 것으로 어느 정도 인터랙션의 성공률이 
높아질 수 있으나, 사용자의 움직임에 배어있는 물리적 
특징이 발현되는 다양한 컨텍스트에서 인터랙션 실패가 
일어나며, 시스템 인풋을 사용자의 일상 행동과 배타적으로 
디자인하는 것이 보다 본질적인 해결책이라 할 수 있다. 
둘째는 유저의 일상 행동과 시스템 인풋이 배타적으로 
잘 정의되었다 하더라도, 유저의 행동을 어디서부터 
어디까지 인풋으로 간주할지에 대한 정의가 충분치 않은 
상황이다. 커버플로우 에서 팔꿈치를 중심으로 손을 좌우로 
휘젓는 것을 인풋으로 디자인하고 이를 반복 수행하였을 
경우, 사용자가 자연스럽게 좌우로 휘젓는 행동이 좌측으로 
조작하기 위한 행동인지 우측으로 조작하기 위한 행동인지 
알기 어렵다. 본 연구에서는 좌우로 움직이는 손의 물리적 
정보를 바탕으로 이를 구분해 내었으나, 여러 사용자가 
해당 인터랙션을 수행하는 과정에서 필수적으로 학습 
시간을 필요로 하는 단점이 나타났다. 
 
3. 배타적 트리거 디자인  
제스처 인터페이스의 인터랙션 디자인에서 고려해야 
하는 컨텍스트 사이클은 
다음과 같다. 
 
그림 1. 버튼 인터페이스와 제스처 인터페이스의 컨텍스트 사이클 
버튼과 같이 일상 행동과 인터페이스 조작 행동이 
엄밀하게 구분되는 인터페이스와 달리, 제스처 
인터페이스는 조작 컨텍스트의 시작과 끝을 정의하는 것이 
가장 중요하다. 조작 컨텍스트의 시작은 네츄럴 
컨텍스트에서 트리거를 통해 시작할 수 있다. 본 연구에서 
적용하고 있는 커버플로우 UI 에서는 사용자가 한 손을 
자신의 가슴 높이에서 1 초 이상 큰 움직임 없이 머무르고 
있는 것을 트리거로 설정하였는데, 이와 같이 일상 
행동에서 잘 취하지 않는 행동을 트리거로 설정하는 
이유는 다음과 같다. 
첫째는 사용자가 트리거를 통해 인터랙션을 수행하려 
한다는 목표를 시스템에서 인식하기 위해서이다. 트리거가 
일상 행동과 흡사하다면 시스템에서 사용자가 취하는 
행동의도를 정확하기 파악하기 어렵기 때문이다. 둘째는 
사용자가 해당 트리거 행동을 통해 자신이 인터페이스를 
통해 시스템과 인터랙션하고 있다는 점을 인지할 수 
있어야한다. 버튼과 같은 인터페이스에서 사용자 자신이 
'눌렀다' 라고 느끼거나 이해할 수 있는 수준의 피드백을 
제스처 인터랙션을 통해 받을 수 없으므로 자신이 의도한 
트리거를 통해 조작 컨텍스트로 진입한다는 점을 스스로 




4. 피드백 디자인 
사용자의 행동이 시스템에서 어떻게 받아들여지고 
있는지에 대한 적극적인 피드백을 통해 false-positive 
에러를 줄일 수 있다. 버튼과 같이 시각, 청각 또는 촉각 
피드백을 내재하고 있는 인터페이스를 활용한 인터랙션 
과정에서는, 사용자가 인터랙션이 진행되고 있다는 것을 
충분히 인지하고 그 결과로서의 시스템 아웃풋을 관찰할 
수 있다.  
하지만 NUI 는 인터페이스 자체가 사용자에게 시각, 
청각 또는 촉각으로 전달하는 피드백이 없기 때문에 
사용자는 인터랙션이 진행되고 있다는 것에 대해 알기 
어렵고, 나아가 이는 인터페이스에 대한 신뢰와도 직결된다. 
따라서 아주 간단한 행동에 불과할지라도 인터랙션이 
유도되는 과정 또는 상태에 대한 시청각 피드백을 
적극적으로 제시함으로써, 사용자가 자신의 행동이 
시스템에 어떠한 영향을 미치고 있는지에 대해 반응하여 
false-positive 에러가 발생하지 않도록 행동을 수정할 수 
있다. 
Eye-gaze 인터페이스에서도 dwell-time 을 기반으로 
이미지를 선택하는 인터페이스에서, 사용자의 dwell-
time 이 임계값에 다다르고 있기 때문에 곧 선택 행위가 
이루어질 것이라는 피드백을 제시하여 사용자의 false-
positive 문제를 예방할 수 있었다. 
 
5. 반복 제스처 디자인 
반복 행동은 사용자가 시스템에 불연속적인 입력을 
계속하여 인가해야 할 경우에 수행한다. 버튼과 같은 
인터페이스에서는 단순히 버튼을 눌렀다 떼는 행동으로 
인터랙션 사이클을 반복할 수 있는 것과 달리, 제스처 
인터페이스에서는 반복 입력을 위해 인터랙션 사이클을 
여러 번 반복하는 과정에서 트리거와 릴리즈를 위한 행동 
또한 반복하여 입력해야 하고, 이 과정이 반복될수록 









그림 3. 단일 인터랙션 사이클에서의 반복 입력 디자인 
따라서 인터랙션 사이클을 반복해서 돌지 않고, 트리거 
이후의 인터랙션 컨텍스트에서 벗어나지 않은 채 연속된 
제스처를 통해 시스템에 지속적인 신호를 전달하는 것이 
더 유리하다. 
또한 본 연구에서 적용하고 있는 커버플로우 UI 와 같이 
반복 입력이 필요한 상황에서는 열린 형태의 제스처보다 
닫힌 형태의 제스처를 반복하여 사용하는 것이 그 의미를 
추출하는 데 적합하다. 
열린 제스처란 제스처의 시작과 끝이 3 차원 공간상에서 
다른 점에서 이루어지는 제스처이고, 닫힌 제스처란 그 
시작과 끝이 하나의 점에서 만나는 제스처이다.  
 
 
그림 2. 열린 제스처             그림 3. 닫힌 제스처 
반복되는 행동을 빠른 속도로 수행할 경우, 인터랙션 
컨텍스트 사이클을 재빠르게 반복하며 이를 수행하는 것 
보다, 인터랙션 컨텍스트 안에서 그 행동을 반복 수행할 수 
있도록 디자인하는 것이 필요하다. 본 연구에서는 
커버플로우 UI 의 인터랙션 컨텍스트에서, 한 손으로 
그리는 원을 4 등분하여 90 도마다 아이템을 하나씩 
탐색하도록 적용하였고, 그 결과 팔꿈치를 중심으로 
아이템을 탐색하는 방법보다 비교적 정확하고 안정적인 
결과를 얻을 수 있었다. 
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