ABSTRACT In this article, we propose a new method for constraints evaluation during the path planning of a multi-legged walking robot. We propose the application of Gaussian Mixtures (GM) to build constraint models. With the proposed analytical constraint function we can compute the gradient and move the robot out of the bound configuration. The proposed method allows checking self-collisions, and a workspace of the robot in a few microseconds and efficiently plan the motion of the robot. The proposed path planning method uses RRT-Connect framework. We show how to efficiently apply the constraints evaluation methods to optimize the posture of the robot, optimize the position of the feet during the swing phase and efficiently explore the search space. We compare the proposed method with the standard constraints evaluation algorithms. Finally, we present the results of path planning for the six-legged robot in various scenarios to show properties of the proposed motion planning algorithm with GM-based constraints evaluation.
I. INTRODUCTION
Six-legged robots mimic insects which have enormous locomotion capabilities on rough terrains. Even simple insects can deal with obstacles and find a path to the goal position. They can select stable footholds and avoid larger obstacles. They are also aware of their capabilities. Animals can avoid selfcollisions and collisions with the ground, preserve stability, and move their legs within the maximal range given by the leg's kinematic.
Legged robots still have difficulties with walking on rough terrains. The problem of rough terrain locomotion becomes more challenging when we consider path planning in advance. The goal of path planning is to find a feasible motion of the robot to the goal position with the given model of the environment. Each position of the robot on the path to the goal should be fully determined. The configuration of the robot allows for constraints checking and determining the feasible motion of the robot for the given terrain model.
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In this article, we consider six-legged locomotion. The sixlegged robots can walk statically stable and relatively fast on rough terrain. However, we identified two main difficulties related to the path planning problem. The first challenge is related to the size of the search space. A state of six-legged robot with three degrees of freedom for each leg is defined in 24-dimensional space. If we determine the sequence of the robot's states between initial and goal position, the problem becomes even more challenging. The second difficulty is related to the constraint checking. Along the path, each state of the robot should be collision-free C free , statically stable C stab , and inside the workspace C work . The constraints checking is time-consuming and it is difficult to handle them online during path planning. Thus, the popular methods for path planning of walking robot use simplified transition costs [1] , [34] instead of full constraint checking.
Constraints limit the motion of the robot, but with motion planning, we can avoid deadlocks -states of the robot when the robot cannot perform a defined motion. The motion of the robot may be impossible because of the lack of static stability, self-collisions, collisions with the obstacles and limited kinematic range of the robot. Motion planning, in contrast to the reactive control strategy, allows moving the robot through a feasible region in the high dimensional space. We use RRT-Connect [30] , an efficient randomized sampling-based method to find accessible states of the robot and connect them to create a path from the initial to the goal pose.
A. PROBLEM STATEMENT
We consider the problem of constraints evaluation during path planning for a multi-legged walking robot. We assume that the robot is equipped with a perception system which allows building the model of the environment and localize the robot. Our robot uses an elevation map to model the terrain and the utilized mapping method is described in our previous work [7] . The map is updated once per two seconds. The maximal range of the map is set to 10 m. The robot is also capable to localize itself during walking in the previously unknown environment [5] . Our robot uses optimizationbased legged odometry to utilize data from the interoceptive sensors. Then, the data from legged odometry are integrated with the data obtained from the visual-based localization system. We use graph-based optimization to integrate data from legged odometry and Visual SLAM (ORB-SLAM2). The localization system continuously provides data about the state of the robot and provides globally consistent trajectories enabled by the loop closure mechanism [5] .
In this article, we deal with the problem of path planning and constraints evaluation for walking robots. The path planning method uses the elevation map and the model of the robot as an input. The algorithm utilizes the kinematic and CAD model of the robot and searches for the feasible path of the robot in the multi-dimensional (24-dimensional) search space. We propose efficient methods which allow exploring the search space. More importantly, we focus on the efficient and accurate constraints evaluation which allows finding a collision-free and stable path from the initial to goal state in real-time.
B. APPROACH AND CONTRIBUTION
The main contribution of this article is the Gaussian Mixturebased method used for modeling constraints of the walking robot. We utilize the Gaussian Mixture regression to create the constraints model (collision checking, and workspace evaluation) of the robot. With the proposed model, the constraints evaluation is significantly speeded up and can be used for real-time path planning of the legged robot. We show how the proposed constraints evaluation methods can be used in the motion planning framework to return a kinematically feasible path from the initial to the goal pose of the robot. The proposed motion planning method can find the path which allows climbing the obstacles. The method also can find the path around the obstacle if the obstacle is too high for the robot.
We also contribute to the problem of general path planning of legged robots. In this article, we extend our previous work related to path planning [6] , [9] , [12] . The proposed method is modular and utilizes foothold selection, posture optimization, and feet trajectory planning during the swing phase to boost path planning methods and explore efficiently the search space. With the proposed strategy the path of the robot can be found in a time which makes the method suitable for the real robots. Finally, we provide the experimental evaluation of the proposed method with the real six-legged walking robot. We also compare the various configurations of the planner and constraint evaluation to demonstrate the properties of the proposed system.
II. RELATED WORK A. LEGGED LOCOMOTION
We can identify two main approaches to legged locomotion: planning-based and reactive-based. The first approach is based on path planning where each action of the robot is planned in advance using the environment model. This is the opposite method to reactive behavior, for example, the approach where the robot classifies the terrain using onboard sensors and changes the direction of walking to follow the preferred type of the terrain [42] .
The example path planner for the quadruped robot presented in [26] decomposes the problem into footstep planning, pose finding, body trajectory generator, and foot trajectory planner. Similar hierarchical architecture for the LittleDog robot is proposed in [51] . We can recognize similar modules but the main difference is in the path-planning meta-algorithm. In [26] , the algorithm generates a cost map according to the assessment from the foothold selection module. Then, the sequence of the robot's postures is planned between the initial and goal pose of the robot. Both methods [26] , [51] use Anytime Repairing A* (ARA*) algorithm [31] that finds a suboptimal path very quickly using a loose bound and then tightens the bound to improve the results. Finally, the Zero-Moment Point stability criterion and Covariant Hamiltonian Optimization for motion planning [39] are used to generate the robot trajectory. In contrast, our method plans full-body motion of the robot for each step and evaluates all constraints as quickly as possible. We found this approach more efficient because we avoid exploring regions which are promising from the beginning (good footholds) but in fact are not traversable by the robot (transition between stable poses is impossible because of high obstacles).
The motion planning architecture designed for the LittleDog robot is divided into two layers: body path planning and footstep planning [29] . In the proposed approach, the singlestage architecture is considered to define the full state of the robot during planning each elementary motion (step). Our goal is to avoid the disadvantages of the two-stage planners which explore regions which are later rejected in the second phase of the path planning.
The second approach to legged locomotion is based on dynamic walking. In this case, the trajectory of the robot is planned but very often without information about the 3D model of the terrain (map). This approach is popular on the biped or quadruped robots which have limited capability of statically stable walking. The example of dynamic motion planning is based on trajectory optimization through constraints forces [38] . The complex motion of such robots can be obtained by optimizing simultaneously the contact and behavior of the robot [32] . However, the kino-dynamic planning is very often considered in the configuration space [37] and rarely the model of the rough terrain during motion planning is taken into account [49] . In the proposed research, we are interested in the path planning method which precisely determines the configuration of the robot on rough terrain. In such a case, the robot walks relatively slowly thus we can ignore the dynamic properties of the robot but we take into account the shape of the obstacles.
B. CONSTRAINTS EVALUATION
When the motion of the robot is determined the planning algorithm has to check if the planned action can be executed by the robot. The constraints can be evaluated using Convolutional Neural Networks (CNN). The HyQ [47] and ANYmal [4] robots use CNN to select footholds and evaluate the constraints at the same time. The CNNs have some advantages over our method because they can handle multidimensional problems and can work directly with elevation maps (images). However, in this article, we solve lowdimensional constraints checking (despite the fact that the state of the robot is defined in the multi-dimensional space) and the proposed methodology (Gaussian Mixtures) is well fitted to the problem. Thus, our method is faster and allows to easily compute the gradient of the output function, which is not straightforward with the existing CNN-based methods.
The capability of the robot to change the state over the terrain is also called traversability. The robot model, terrain model, kinematic and stability constraints should be taken into account to determine traversability. An extended literature review which evaluates various approaches is presented in [34] . Rarely, motion planning methods evaluate all possible constraints. The constraints checking is oversimplified by introducing coefficients which describe the traversability cost. Such an approach is justified when the robot has a simplified representation of the terrain only. However, the currently available sensors allow to precisely model the terrain in the neighborhood of the robot, and thus the planner should precisely check if the robot can safely change the configuration to ensure the feasibility of the motion.
Most of the path planning methods for legged robots compute simplified transition cost. On the HyQ walking robot, the cost of transition depends on the footholds and the projection of the center of the gravity of the robot [1] . Stelzer et al. compute the danger factor which depends on the slope inclination, terrain roughness and local height difference of the elevation map [43] . The obtained factor is used as a traversability cost in the A* planner applied to path planning of the six-legged walking robot. Also, the BigDog robot navigation system uses 2D cost map which allows planning the motion of the robot on the horizontal plane [50] .
The system avoids obstacles like trees and the robot deals with small terrain irregularities using a reactive controller.
Tonneau et al. approximate the workspace of the robot using simplified convex hull [45] . The convex hull is obtained by sampling valid joint configurations and generating a point cloud from the obtained end-effector poses. Then, the obtained convex hull is simplified using Blender software [45] . In our work, we create the model of the workspace using Gaussian Mixture (GM). Our methods allow checking constraint but also allow finding the gradient to increase the safety margin. The constraints checking depends also on the representation of the environment. On the six-legged robot Weaver, the posture of the robot is optimized to avoid collisions with the obstacles [14] . The obstacles are represented by the multi-level elevation map but during posture optimization, the signed distance field is used to represent obstacles around the robot.
C. PATH PLANNING
Each of the path planning methods for the legged robot can be assigned to two groups: graph search-based (A*, ARA* [31] , D* [44] ) and sampling-based methods like RRT [30] and Probabilistic Roadmaps [27] . The first group of methods divides the search space into cells which are later used to construct a graph and search for the path which minimizes the defined cost. The precision of the planned path depends on the discretization of the search space. The main disadvantage of these methods comes from the fact that they require the value which defines the cost of transition. Such values can be defined taking into account hand tunned heuristics and it represents a simplified solution to path planning in multidimensional space.
The sampling-based path planning algorithms sample the continuous search space and try to connect the sampled nodes. This type of planning method might be timeconsuming if the search space is multi-dimensional and is limited by multiple constraints. However, we chose this type of motion planning method because, in contrast to graph search-based methods, we can directly determine if the robot can traverse between neighboring nodes. Sometimes both types of path planning methods are mixed together to create more robust path planning algorithm such as [6] , [48] .
Sampling-based methods are prone to get stuck in environments with narrow passages. This problem can be handled by algorithms that guide the sampling-based methods through regions along the initial approximate solution [6] , [48] . The hybrid method of motion planning for a hexapod robot is also presented in [15] , where the randomly sampled robot configurations are guided by the optimal path found using A* planner.
Our work is most similar to the work on the ANYmal robot presented in [16] . The planner for the quadruped ANYmal robot finds footholds, optimizes the posture of the robot and finds collision-free trajectories of the feet above the obstacles. The planner also uses elevation map on the input. However, the planner presented in [16] and [17] uses a traditional way of constraints evaluation. Moreover, the planner does not utilize any meta-planning algorithm which allows finding the path around the obstacle if the local planner fails. Havoutis et al. use sensory feedback and the elevation map to define the motion of the robot in advance [20] . In this case, the locomotion considers dynamic walking on rough terrain. Tonneau et al. proposed a multi-contact planner for multilegged robots [45] . They define a geometric approximation of the contact manifold and sample the obtained search space using the RRT algorithm to find the contact points. Then, the sequence of the full-body configurations is generated.
III. PATH PLANNING A. PATH PLANNING ARCHITECTURE
The block diagram of the proposed motion planning algorithm is presented in Fig. 1 . We divided the proposed algorithm into three main blocks:
• RRT-Connect meta-algorithm, • step planning, • constraints evaluation. The structure of the first block is based on the RRTConnect algorithm proposed by Kuffner and LaValle [30] .
The meta-algorithm is responsible for sampling and exploring the search space using two tree-like structures. The second block (called step planning) plans a single step (gait cycle) of the robot. For each step, the algorithm defines the full transition between the current and goal position of the robot at the end of the gait cycle. The last block is responsible for constraints checking.
The RRT-Connect meta-algorithm is summarized in Alg. 1. The algorithm extends consecutively two trees T a and T b . The algorithm samples from the two-dimensional space (x and y coordinates) only. The full state of the robot is defined by the dedicated procedures in the step planning procedure. At the beginning of the algorithm, we initialize the T a and T b trees. The root of the T a tree is located at the current position of the robot. The root of the T b tree is located in the goal position. In the first iteration of the algorithm (k = 1), we try to extend T a (T 1 := T a ) and if the procedure is successful we extend the second tree (T 2 := T b ). In the second iteration (k = 2), the sequence is reversed -we extend
The selected tree T 1 is extended in the random direction q 2D rand sampled uniformly from the 2D xy search space using 
if execution of q 24D step is possible then 6: if ConnectTrees(T a ,T b )=SUCCESS then 7: path := Path(T a ,T b ) 8:
end if 10 :
end if 12 : 13 : end while 14: return path or ∅ if not successful RandomConfig method. Then, we plan the single step of the robot in the direction given by the sample q 2D rand using StepPlanning(T 1 , q 2D rand ) procedure. If the planned step can be executed, which means that we can avoid constraints when moving in the given direction, the algorithm tries to connect two trees in ConnectTrees(T a ,T b ). If T a and T b can be connected, the path is computed by the Path(T a , T b ) procedure. The Path(T a , T b ) procedure computes the final path by iterating over each tree from the node which is common for two trees to the root node. Note, that the path returned for the T a tree has to be reversed to compute the forward motion of the robot (the procedures goes from the leaf to the root which is the current pose of the robot). If the connection of two trees is not possible, the algorithm tries to extend the second tree T 2 in the direction given by the recently added node q 24D step of the first tree T 1 . The crucial procedure of our path planning framework is related to the step planning that is summarized in Alg. 2. The step planner tries to find the sequence of motions in the direction to q 2D given by the random node q 2D rand or the node recently added q 24D step to the first tree T 1 . In the first step of the algorithm, we initialize q 2D according to the state of the RRT-Connect meta-algorithm. Then, we find the nearest node q 24D near to q 2D in the tree T 1 using the NearestNeighbour procedure. In the next step, the Steps procedure finds the sequence of the body positions (x, y, and yaw angle) q 3D steps in the direction from q 24D near to q 2D . The number of considered body positions is set to L. The obtained positions correspond to the positions of the robot's body after the execution of the single step. The length of the step is limited by the maximal kinematic range of the robot in the given direction.
The planner checks the potential poses of the robot q 3D steps in the direction to the goal node q 2D to find the motion which can be executed by the robot. We start from the position that corresponds to the longest step of the robot (l = 1) and then we gradually reduce the length of the step and the first successfully found path is accepted to support fast locomotion.
Algorithm 2
Step Planning
q 21D temp := SelectFootholds(q 3D temp ) 8: if NOT MotionPossible(q 21D temp ) then 9: l:=l+1 10: else 11 :
if NOT MotionPossible(q 24D temp ) then 13: l:=l+1 14: else 15 :
if NOT MotionPossible(q 24D step ) then 17: l:=l+1 18: else 19: return q 24D
end if 21: end if 22: end if 23 : end while 24: return No possible step For each potential position of the robot, we select footholds using SelectFootholds procedure. Then, we optimize the posture of the robot using OptimizePosture to find the optimal inclination and the clearance between the ground and the robot's body. Finally, we plan the paths of the feet from the initial pose to the goal pose of the robot (PlanFeetPaths). In all experiments presented in the paper, the robot uses tripod gait but our controller also allows to define wave and free gaits. During the foothold selection, posture optimization and feet path planning we check all constraints to detect the motion which can't be executed. This strategy significantly reduces the execution time because we avoid exploring areas which are inaccessible to the robot.
B. SUPPORTING MODULES
In this section, we describe the modules used to support path planning: foothold selection module, posture optimization, and feet path planning procedure.
1) FOOTHOLD SELECTION
The SelectFootholds procedure determines the acceptable positions of the robot's feet on the ground. We use the method which was trained originally on the Ragno and Messor robots [11] . In this research, the procedure is adopted to the Messor II robot. The footholds are selected for the given 3D position q 3D temp of the robot's body and the elevation map. At the beginning of the procedure, we compute the distance of the robot's body to the ground. At the beginning, we assume VOLUME 7, 2019 FIGURE 2. Example results from the foothold selection module. Green points represent acceptable footholds that are mainly located on flat terrain or small concavities while unacceptable footholds (red) are located on the edges and slopes.
the minimal distance of the robot's platform to the ground d min . Then, we use the Gaussian mixture model from [11] to assess potential footholds for each leg.
The example foothold selection results are presented in Fig. 2 , where the footholds are divided into two groups: acceptable and unacceptable footholds. In practice, we use the continuous output from the Gaussian mixture to select the best foothold. We also evaluate constraints for each leg: selfcollision, leg's workspace, and kinematic margin. In contrast to [11] all constraints are represented by Gaussian Mixtures.
2) POSTURE OPTIMIZATION
During the foothold selection, the orientation of the robot's body is horizontal. Also, the distance to the ground is initialized using a simple heuristic. In the posture optimization procedure, we determine the vector p R = [roll R , pitch R , z R ] T which defines the optimal inclination of the robot's body (roll and pitch angles) and distance to the ground z R :
where d KM (q 24D ) is the kinematic margin for the given configuration of the robot, C free is the collision-free space, C work is the workspace of the robot, and C stab is the statically stable configuration. The PSO algorithm is employed to solve (1). The procedure is described originally in [10] and in this work, we use the same procedure with the improved constraints checking presented in section IV.
3) FOOT PATH PLANNING
After posture optimization, we plan the transition between q 24D near and the pose determined by the foothold selection and posture optimization strategy q 24D temp implemented in the PlanFeetPaths(q 24D near , q 24D temp ) procedure. The goal is to find the constraint-free path of each robot foot between initial f s and goal foothold f g . The found path should be collisionfree (self-collisions and collisions with obstacles), each foot position defined inside the leg's workspace, and the robot should be statically stable. First, we plan the initial path for each foot. The planned path is set to avoid collisions of the foot with obstacles (green line in Fig. 3 ). The minimal distance of the foot to the terrain is set to d f min . The path of the foot is located on the plane aligned with the gravity vector and connects the initial f s and goal foothold f g .
The path which follows the shape of the obstacles is not the shortest possible and collision-free path. Thus, we simplify the initial path by computing the convex hull path over the initial path. To this end, we iterate over each point of the initial path and ray-trace between the considered point and the following points of the initial path. Then, we accept ''shortcuts'' which create a path for which the distance between the robot's foot and the obstacles is larger than d f min . The example result is presented in Fig. 3. 
4) OPTIMIZATION DURING THE SWING PHASE
The transition planning between two stable postures may produce postures of the robot which can't be executed. If the robot is unstable, we move the robot's body in the direction given by the center of the support polygon (c.f. Fig. 9 ). This procedure is simple and sufficient to keep the robot stable. On the other hand, preventing deadlocks caused by the lack of kinematic margin for legs or collisions is a more difficult task. We plan the motion of each swing leg above obstacles in the 3D space. It is easier to avoid obstacles in the 3D space but this procedure does not guarantee that the path is continuous in the configuration space. As a result, some foot positions may be outside the workspace. We propose the optimization procedure to find the path of the swing leg which is executable by the robot. (5) to move the foot into the workspace. The position of the foot is later optimized to increase the kinematic margin of the leg.
The illustration of the foot position optimization procedure is presented in Fig. 4 . For each point of the path obtained from the procedure presented in Section III-B.3, we check the value of the kinematic margin. If the planned foot position is outside the workspace, we use the gradient descent optimization and the gradient of (5) to move the foot to the region inside the workspace (blue arrow in Fig. 4) . Then, we optimize the kinematic margin using gradient of (4) (green arrow in Fig. 4 ). The computation of the kinematic margin is described in details in section IV-B. Our goal is to find positions of the foot that are inside the workspace. The value of kinematic margin for the obtained foot position should be larger than the threshold d KM l min . During optimization, we change the position of the considered foot in the direction normal to the direction of the motion. Thus, we use the cross-section over the workspace to find the optimal position of the considered foot. The procedure is repeated for each position of the initially planned path shown in Fig. 4 . We start the procedure only if the initial position of the foot is outside the workspace or the kinematic margin is below the threshold (3 cm in the experiments presented in the article).
IV. CONSTRAINTS EVALUATION
In this section, we introduce the constraints evaluation problem during path planning of a legged robot. We show the standard methods used for constraints checking. Then, we introduce the Gaussian Mixture-based method used to create constraints model which significantly speeds up constraints evaluation.
A. WORKSPACE OF THE ROBOT
The workspace of the robot is a set of poses which can be reached by the robot. We distinguish between the workspace of each leg and workspace of the whole robot because walking robots have multiple independent kinematic chains (legs). The workspace of the robot depends on the mechanical design and kinematic structure of the robot. In this research, we show results on the six-legged Messor II robot [8] . The kinematic structure of the Messor II robot is presented in Fig. 5 . The robot has six identical anthropomorphic legs. The kinematic structure of the robot is symmetrical but because the robot has visual sensors mounted on the ''front'' side we consider the L 1 and L 6 legs as the front legs of the robot.
The motion of the robot is planned in the 3D space. The planner has to determine the pose of the robot's body and positions of the robot's feet. The planner has to also check if the planned positions of the feet are accessible by the robot. Thus, we need a fast and efficient procedure which checks if the defined position of the foot is inside the workspace of the robot's leg. The visualization of the workspace of the robot's right front leg is presented in Fig. 6a . All foot positions which are inside this region are reachable by the robot.
The 3D shape of the leg's workspace is complex (Fig. 6) . Also checking if a 3D point is inside the 3D hull is a time-consuming task. Therefore, instead of checking the workspace in the 3D space, we use the inverse kinematic model of the robot's leg and configuration space to check if the given position is inside the workspace. The kinematic model of the leg is presented in Fig. 7 . The leg of the robot is represented by the standard anthropomorphic kinematic chain. We use the inverse model of the anthropomorphic arm to compute the configuration of the leg [α 1 , α 2 , α 3 ] T for the given position of the foot p f = [x f , y f , z f ] T that can be expressed as:
where
In general, the inverse kinematics for the anthropomorphic kinematic chain returns two solutions for the given position of the foot. In the first solution, the angle in the knee joint is negative and this joint position is above the foot. In the second solution, the angle in the knee joint is positive and the joint position is lower than the foot. The second solution can be used when the robot is capable of walking upside down. Our robot has cameras mounted on the platform and is not capable of walking upside-down thus, we are interested in the first solution only.
We check the value of inverse cosine functions in (2) to determine if the foot position is inside the workspace of the robot. If the foot position is outside the workspace the distance between the reference foot position p f and the joint α 2 is larger than l 2 + l 3 . In this case, the argument of the inverse cosine function is outside the domain −1 ≤ x ≤ 1 of the acos(x) function. We detect such situations to check if the foot is inside the workspace of the leg. Additionally, we check the joint limits defined for each joint of the leg. This procedure is extremely fast and takes about 1 us on the standard x86_64 architecture processor. However, the procedure accepts positions of the foot which are not collision-free and we later show how to reject these positions. 
B. KINEMATIC MARGIN
The illustration of the kinematic margin is presented in Fig. 8 . We define the kinematic margin of the l-th leg d KM l as the minimal distance from the current position of the foot p l f to the border of the workspace:
where p w is the point located on the surface of the leg's workspace. Because we do not have the analytical model of the leg's workspace, we solve the optimization problem (3) iteratively. To this end, we ray-trace from the foot position p l f to the seven cardinal directions in the 3D space. We iteratively move from the given foot position along three main axis (x, y, z) and axis defined in the spherical coordinate system by the vector [r,
where n = {−1, 1} and m = {−1, 1}. At each direction, we find the first position which is outside the workspace and use them to find the minimal value in (3). The largest kinematic margin is defined for the pose which is at the center of the leg's workspace. On the surface of the leg's workspace, the kinematic margin is 0.
We also define the kinematic margin of the robot d KM R which is defined by the minimal value of the leg's kinematic margin:
The proposed path planner plans the positions of the robot's feet in the Cartesian coordinate system. The planer may set the foot positions outside the robot's workspace to o avoid collisions. As a result, the planned path can't be executed by the robot. We also compute the distance to the workspace of the l-th leg to deal with this problem:
where p is the position in the Cartesian coordinate system, and p w is the point located on the surface of the leg's workspace. Similarly to the computation of the kinematic margin, we solve the optimization problem (5) by iterative computation of the distance between the considered point p and the closest point on the surface of the leg's workspace.
C. SELF-COLLISIONS
The workspace of each robot's leg overlaps with at least one workspace of the neighboring leg (Fig. 6b) . The motion of the legs can be limited by adding a joint's range to avoid collisions. In this case, the locomotion capabilities of the robot are also significantly limited. We suggest to dynamically check self-collisions of the robot [3] instead of checking static joint limits.
We use the CAD model of the robot to check selfcollisions. Each part of the robot is represented by the triangle mesh surfaces. we use triangle-to-triangle intersection test with oriented bounding box (OBB) [46] . The OBB is used to initially check the collision between the pair of objects. The triangle-to-triangle intersection test is applied if the bounding boxes collide to precisely check the collision constraint.
In this research, we compared two implementations of collision detection methods for triangle mesh models: the Coldet library [18] and Flexible Collision Library (FCL) [36] . In our case, the Coldet library is about ten times faster than the FCL library but has problems with objects which are very close to each other. In this case, the Coldet library returns information about collision even if the meshes do not collide. The FCL is slower but much more precise and therefore we use it as the reference collision checker.
We additionally exclude collision checking between parts which never collide to speed up the collision checking.
We also checked the influence of the number of triangles in the model on the collision checking time. Collision checking with the full mesh model of the object is time-consuming. The required time can be reduced by using a GPGPU unit [21] , [22] but this type of the hardware is not available on all types of the robot because of the energy consumption and maximum payload of small walking machines. Therefore, the first idea to speed-up collision checking is to simplify the mesh model of the robot. To this end, we reduced the number of triangles of the model and evaluated the collision checking time for the given models. The results are presented in Tab. 1. Even if the model contains 98% fewer triangles than the initial model, the collision checking is only three times faster. This is also because the collision checking procedure verifies the bounding boxes of the objects. In practice, we are unable to reduce the collision checking time below milliseconds.
D. COLLISIONS WITH THE TERRAIN
Collision checking with the environment can be solved by using iterative libraries like FCL [36] . The most popular method is to represent the environment as a mesh and check collisions between the robot and the mesh representing terrain and obstacles. The method is similar to self-collision checking. However, in this research, we assume that the robot walks in the previously unknown environment. In this case, the model of the environment has to be updated whenever the robot acquires new information about the obstacles [7] . Thus, we avoid this approach because updating the collision model is time-consuming and very often takes more time than collision checking.
Instead, we exploit the properties of the elevation map to deal with the problem of real-time collision checking between the robot and the terrain. The elevation map provides fast and random-access to each cell. We iterate over cells below the foot for foot-terrain collision checking to check collision between the leg of the robot and the terrain. We increase the elevation of the map by the safety margin (0.03 m).
We use a similar procedure for the robot's body. We check the cells of the elevation map below the robot's body (we approximate the robot's body by the rectangular shape). If the cells of the map are lower than the points of the robot body above the cells, the robot's trunk does not collide with the terrain. This procedure is accurate and computationally efficient.
E. STATIC STABILITY
The static stability constraint checking method considers the projection of the robot's center of mass (CoM) on the support VOLUME 7, 2019 polygon [23] . We compute the CoM taking into account the masses of the robots links and the current configuration of the robot. If the projection of the CoM is inside the support polygon the robot is statically stable. The support polygon is created by the projections of the supporting feet on the horizontal plane p s f (note that the index s corresponds to the number of the support foot and this may differ to the number of the leg l). The visualization of the support polygon is presented in Fig. 9 . We compute the area of the support polygon A to check whether the robot is statically stable:
where (x s , y s ) are the coordinates of the supporting foot and the list of supporting points is extended by the p 0
. Then, we compute the area of triangles T s created by the projection of the center of mass (C p ) and neighboring supporting feet p s f and p s+1 f . If S s=0 T s > A the projection of the CoM is outside the support polygon and the robot is not statically stable. This procedure is computationally efficient and we can perform it multiple times during path planning.
F. CONSTRAINT MODELING WITH GAUSSIAN MIXTURE
The computation of kinematic margin, distance to the workspace, and collision checking is time-consuming and very often is mitigated during path planning of legged robot. Sampling-based motion planning methods, like Rapidlyexploring Random Trees [30] or Probabilistic Roadmaps [27] sample from the multi-dimensional space. The constraints checking slows down motion planning significantly. For the walking robots, which operate in the high-dimensional space, the constraints checking with standard methods make the online motion planning impossible. Thus, we propose to represent the constraints by the analytical functions (Gaussian Mixtures). The value of the function represented by the GM can be computed quickly on the computer with the standard CPU and makes the online motion planning possible. Moreover, the analytical representation of the constraints allows us to compute the gradient of the ''constraint function'' and find the acceptable configuration of the robot.
Sums of radial basis functions (RBF) are widely applied to approximate unknown nonlinearities [33] . The summation of RBF with the same variance component σ 2 i=1...N is a universal approximator [35] . Gaussian Mixtures are used in this research to model constraints in the legged locomotion. The GM is applied to define the relation between the state of the robot and a constraint value (kinematic margin, collision). The GM represents constraints in an analytical form which allows also computing the derivative of the constraint function. In this case, the motion planning strategy can find the way to move the robot out of the ''forbidden'' space.
The Gaussian Mixture is defined as a sum of multivariate normal distributions
where N is the number of the dimensions, µ is the mean value, is the covariance matrix, K is the number of Gaussians, and c k is the constant coefficient. We assume that the covariance matrix is diagonal and the covariance related to each dimension is independent [13] , [25] . We rewrite (7):
where µ n,k is the mean value for the n dimension of the k-th Gaussian, and λ n,k is the constant coefficient. The analytical form of the constraints gives the possibility to compute the gradient:
which can be later used to quickly find the solution outside the constrained region and avoid constraints during motion planning. One has to find the centroid µ n for each N -dimensional Gaussian function and the parameter λ n of each kernel which depends on the variance σ n to determine (8) . We use (8) to solve the regression problem. We explore multidimensional search space using optimization techniques to find the optimal values of λ n,k and µ n,k . Among many techniques (Expectation-maximization, gradient-based methods) we identified population-based black-box optimization methods as the most efficient. We applied three black-box optimization methods: Evolutionary Strategy (ES) [2] , Particle Swarm Optimization (PSO) [28] , and Covariance Matrix Adaptation Evolution Strategy (CMA-ES) [24] . Among the selected methods the CMA-ES can find the best solution but the optimization is time-consuming thus we use PSO in the experiments to find the parameters of the Gaussian Mixture (8) . 1 Each individual in the optimization method represents the solution (vector of λ n,k and µ n,k values) to the regression problem.
The regression function P(x) is found using training samples collected on the reference constraint-checking method. The input training vector x t has the corresponding output value in the output training vector y t of the length M . During the optimization, the method moves N -dimensional Gaussian functions through the search space to find the best-fitted set of the parameters λ n,k and µ n,k . The weights c k related to each N-dimensional Gaussian function do not have to be found by the optimization method. We can compute these values directly using the Least-Squares Fitting method.
First, we compute the Gram matrix G:
is a Vandermonde matrix, φ k is the k-th multivariate Gaussian function in the sum (8), x t m is the m-th training input sample learning vector. Then, we compute the vector c of coefficients c k
using Gram and Vandermonde matrix and the vector of training output values y t :
The length of the vector c is K . We solve (13) using standard Cholesky decomposition which works on the positive definite matrices. The number of elements K in the polynomial (8) which defines the number of Gaussians in the mixture is a design parameter. The fitness function f r in the population-based optimization algorithm is defined as a sum of squared distances between the trained y t points and the corresponding points obtained from the regression function:
We only define the boundaries for λ n,k , µ n,k , and the number of elements K to start the optimization. We normalize 1 The C++ implementation of the proposed method is available at https:// github.com/LRMPUT/constraintsGM the domain and the output of the regression function (8) so the boundaries are defined in the range [0, 1].
V. RESULTS

A. REGRESSION OF THE KINEMATIC MARGIN
Computation of the kinematic margin with the iterative method is time-consuming and cannot be used in the realtime path planning. Thus, we create the Gaussian Mixture model which computes the kinematic margind KM l for the given configuration of the l-th
We train GM kinematic margin modeld KM l for each leg separately. We use 10000 training samples obtained from the iterative model of the kinematic margin (3). The number of Gaussian functions is set to 200. The visualization of the obtained kinematic margin model of the single leg is presented in Fig. 10 and Fig. 11 . We show the horizontal and vertical cross-section over the workspace of the leg to visualize the obtained model. We compare the iterative model used for training and the obtained GM model. The detailed results obtained for kinematic margin modeling for each leg of the robot are presented in Tab. 2.
The average error between the reference and estimated value of the kinematic margin is 3.42 mm.
B. REGRESSION OF THE DISTANCE TO THE WORKSPACE
We create the Gaussian Mixture model which computes the distance to the l-th leg workspaced W l for the given point
The model is trained for each leg separately. We use 10000 training samples obtained from the iterative model of the distance to the workspace (5). The number of Gaussian functions is set to 200. The visualization of the approximated distance to the workspace is presented in Fig. 12 . The obtained model is used to find the direction to the workspace of the leg. The accuracy of the estimated value of the distance to the workspace is not significant here. More important for the planner is the direction which allows finding the position of the foot which is accessible by the robot. Thus, whenever the planner gives the position of the foot which is outside of the leg's workspace we compute the gradient ∇d W l and use it in the gradient descent method [41] . The gradient descent optimization allows us to find the closest point which is inside the workspace of the robot's leg.
C. REGRESSION OF SELF-COLLISIONS CHECKING
The full self-collision model of the robot requires 18 values on the input. The input vector corresponds to the joint configuration of the robot. The problem is difficult for the proposed Gaussian Mixture because the regression model has to learn binary representation on the output. This requires the high number of Gaussians in the mixture K to represent properly the approximated function. Instead of dealing with a single high-dimensional problem, we train multiple models which detect self-collisions and collisions between neighboring legs. We train the Gaussian Mixture to check if the given configuration of the leg [α l 1 , α l 2 , α l 3 ] T is collision-free: The results of the training are presented in Tab. 3. The accuracy is computed from the number of correctly recognized collision divided by the total number of samples. The accuracy for the training acc train and test dataset acc test is around 99%.
The second model detects collisions between neighboring legs. In this case, the dimensionality of the problem is reduced to 6. The input is represented by six joint values. The GM which represents the collision model between neighboring legs is defined as followŝ
where l and l represent the identifiers of neighbouring legs,
T represent the configuration of the l-th and l -th leg, respectively. We train this model only for the legs which may collide. The front and rear legs may collide with only one neighboring leg while the middle legs have two collision models for their neighboring legs.
The collision model returns binary value which represents the information about the collision between two legs. In practice, the GM produces continuous values on the input but we added additional binarization layer. The threshold is set to 0.5. All values below the threshold are considered as 0 (lack of collisions) and all values above the threshold are considered as 1 (leg collides).
The leg collision model is trained using 20000 samples. The samples are obtained from the mesh-based collision model and the FCL library [36] . The number of Gaussian functions in the mixture K is set to 600. The results of the training are presented in Tab. 3. The number of correctly classified collisions for the testing dataset is 92.13%. We expect false positive and false negative collision detections. The false positive detections cause the robot to avoid regions which are collisions-free. We accept this behavior because the positions which are classified improperly are close to the configurations which cause collisions and we treat it as a safety margin.
We also accept false negative detection. They are more problematic because the robot may plan its trajectory through regions which are not collision-free. To deal with this problem, we check collisions using precise model and FCL library before trajectory execution and we can easily avoid these situations. The collision checking procedure, which uses GM, on average takes 5 µs. It means that the approximated collision model is 40 times faster than the module which uses triangle meshes. We can use this module efficiently during motion planning with sampling-based methods.
D. SUMMARY OF THE CONSTRAINTS MODELING
The main advantage of using the proposed constraint regression method is the reduced computation time which allows the planner to efficiently sample the search space. We summarize the computation time for each regression method in Tab. 5. The results presented in Tab. 5 are obtained on the computer with Intel i5-8250U processor. The iterative computation of the kinematic margin and distance to the workspace depends on the estimated value. The higher the estimated value the longer computation time. For the results presented in the table, the value of the kinematic margin is 0.085 m and the distance to the workspace is 0.0825 m. The constraints checking with GM model takes 5-6 µs and depends only on the complexity of the GM (dimensionality of the problem and the number of Gaussians). The proposed computation of the kinematic margin is more than 69 thousand times faster than the iterative method. The computation of the distance to the workspace and collision checking is 19 thousand and 1436 times faster than the reference iterative method, respectively.
E. COMPUTATIONAL EFFICIENCY
We planned the path of the robot on flat terrain to show the computational efficiency of the proposed method. The planned distance changes from 1 m to 5 m. The obtained paths for three different distances are presented in Fig. 13 . The planning time is summarized in Tab. 6. We compare two collision checking methods: Gaussian-based collision checking and standard approach with FCL library [36] . The average planning time is more than 70 times slower when the FCL library for collision checking is used. This experiment also shows that the computation time increases linearly with the distance between the initial and goal pose of the robot. ). The optimization of the robot's posture is 100 times slower when the FCL library is used instead of the proposed GM-based model. However, the iterative computation of the kinematic margin is the most time-consuming. The posture optimization is more than 10000 times slower when we use the iterative method instead of the proposed GM-based regression. Finally, we optimize the posture of the robot using FCL for collision checking and iterative version of d KM l . In this case, a single posture optimization takes on average 37 minutes and cannot be used to plan the motion of the real robot. In contrast, the proposed constraint checking methods are extremely fast and the posture optimization takes only 0.1 s.
We also performed verification experiments on rough terrain. We checked the influence of the roughness of the terrain on the planning time. We also registered the success ratio for the series of 10 trials. We set the maximal allowed planning time to 120 s. If the planning takes longer than the threshold we set this trial as unsuccessful. The planner can provide the path to the goal pose but it also can give information that the goal position is beyond the range of the robot. The experimental setup is presented in Fig. 14 . The planning distance is 4 m. We scale the rough terrain mockup by the scale factor changing between 0.1 and 1.2. We multiply the height of each cell of the elevation map by the scaling factor and thus the terrain is flat when the scale is set to 0.0 and the mockup does not change when the scale factor is set to 1.0. If the scale factor is set to 1.0 the highest peak of the mockup is 0.34 m high (the maximum clearance between the robot body and the terrain in the most upright position is 0.298 m). The terrain mockup scaled by 0.5 and 0.9 are presented in Fig. 14a and Fig. 14b , respectively.
The results presented in Fig. 14c show that the planning time does not change significantly when the roughness is below 0.5. It increases from 15 s to 50 s when the roughness of the terrain increases to 1.0. The success ratio is 100% for the moderately rough terrain (scale factor is below 0.8). The success ratio drops gradually with the increase of the scale factor and reaches 10% for the rough terrain obtained for the scale factor equal to 1.1.
We also show the significance of the constraints evaluation by providing the average numbers of constraints checking during path planning. The results are provided in Tab. 8. We show how the properties of the planning method change with the roughness of the terrain (scale). We take into account the success ratio, average planning time, standard deviation of the planning time, average number of self collision checking, average number of checking collisions with the ground, average number of workspace checking, average number of kinematic margin computations, average number of stability checking, average number of foothold selections and posture optimizations.
The results presented in Tab. 8 show that even if the terrain is almost flat the average number of constraints checking is higher than 849 thousand. All these constraints are checked in 15.3 s. This is possible because we use the Gaussian Mixture model to evaluate the most time-consuming constraints. During planning, the workspace of the robot is checked at the beginning. This constraint can be evaluated very quickly, and if the desired foot pose is outside the workspace we avoid evaluating the remaining time-consuming constraints. Thus, we evaluate simple constraints at the beginning (workspace, kinematic margin) and then, we evaluate more complex constraints (stability checking, collision with the ground) to speed up the planning time. Also, the reason is to avoid running of the time-consuming procedures like foothold selection and posture optimization. As a result, the posture optimization procedure is performed only 70 times when the terrain mockup is scaled by 0.1. This number increases to 438 when the scale is set to 1.1.
F. PATH PLANNING
We also performed experiments with path planning on the environment with obstacles which are not traversable. The experimental sets are presented in Fig. 15 and Fig. 16 . The goal of this experiment is to show how the planner deals with obstacles. The results presented in Fig. 15a and Fig. 16a show how the trees explore the search space. The algorithms find the path around the obstacles which are not traversable by the robot. The proposed method also inherits the properties of the general RRT-Connect algorithm. It has problems with narrow passages. The planning time increases in the presence of narrow passages in the environment. This problem can be solved by guiding the RRT-Connect algorithm through narrow passages [6] . The final paths obtained from the proposed planner are presented in Fig. 15b and Fig. 16b .
Finally, we verified the motion planning algorithm on the real robot. 2 We selected three types of obstacles: a bump, a step, and a concavity. In general, we use tactile feedback 2 short video from experiments is available at https://youtu.be/ FIamuQ4zqL0 during execution of the planned path [6] because the terrain map is not accurate and the selected foothold may be over or under the terrain. However, during these experiments, the robot knows the environment (elevation map) in advance and the robot does not use tactile feedback during path execution.
The results of the experiments on the bump are presented in Fig. 17 . The visualization of the planned path is presented in the bottom row. In Fig. 17 , we also visualize the state of the real robot during the execution of the planned path. The inclination of the robot's platform changes when the robot walks over the obstacle. The robot changes the orientation of the robot's body when at least one leg is placed on the obstacle. This is not the result of the strategy which defines the orientation of the robot's body according to the average inclination of the terrain like in [19] , [40] . The inclination of the robot's body results from the posture optimization procedure which optimizes the kinematic margin d KM . The same behavior can be observed when the robot climbs a step (Fig. 18 ) and deals with a concavity (Fig. 19) .
The influence of the foothold selection method on the planned path is also visible in Fig. 17-19 . The robot avoids placing its feet on the edges of the obstacles. The robot also plans the feet trajectories above obstacles which are collision-free and inside the workspace of the robot. The robot also moves its body up to deal with a bump (middle subfigure in Fig. 17 ). The robot also moves the body down to reach stable footholds which are located on the bottom of the concavity (middle subfigure in Fig. 19) . In all cases, the robot was capable to execute the planned path.
VI. CONCLUSIONS
In this article, we show how to efficiently deal with constraint path planning for six-legged walking robots. Our motion planning framework deals with constraint path planning problem in multi-dimensional search space. In contrast to the most popular approach in the literature [1] , [43] we avoid computing simplified transition cost to find the path of the robot. With the proposed constraints evaluation method we can find the precise and executable motion of the robot in realtime. This is due to the following contribution of the presented work.
• A new path planning framework for multi-legged walking robots. The proposed method is based on the RRTConnect algorithm but the main contribution is related to the step planning method which precisely plans each step of the robot. The proposed strategy utilizes the foothold selection, posture optimization, and feet trajectory planning methods to efficiently explore the search space.
• Improved method for constraints evaluation. We propose the application of Gaussian Mixtures to generate self-collision model of the robot, collision model for the neighboring legs and workspace model (kinematic margin). With the proposed method the constraints evaluation is very fast (few µs on a standard computer) and accurate. Moreover, we compute the gradient of the constraint function and optimize the configuration of the robot to avoid constraints.
• Application of the constraints evaluation methods in the path planning framework. We show how to use the constraint checking methods in the path planning framework. We show that all constraints should be evaluated for each new motion of the robot. To this end, the collision checking should be fast which is perfect application scenario for our constraints evaluation with GM.
• Experimental verification of the proposed methods. We verified our method in various scenarios. We show the properties of the proposed constraints evaluation method (accuracy and computation time) and the properties of the path planning method. We show the importance of the constraints evaluation in the path planning method by providing the numbers of each constraints checking during planning path of the robot. Finally, we show the experimental results on the real robot. The results show that we can create a path planning system which increases the autonomy of the walking robot. The proposed system can be used to determine the way the robot climbs the obstacles but it can also be used to find the path to avoid obstacles which are not traversable. Because we use the kinematic and collision model, we can better exploit the motion capabilities of the robot. The robot can climb obstacles and at the same time avoid obstacles and remain statically stable.
The planning experiment and experiments performed on the real robot show that our method efficiently explores the search space. The constraints are checked millions of times in a single planning query. We check simple constraints at the beginning and finally we run the most-time consuming procedures to improve the computation time. The experiments on the real robot show how the robot adapts to the inclination of the terrain without directly computing this inclination. The behavior of the robot looks natural and results from the optimization strategy and not from hand-tuned heuristics.
We can also observe some limitations of the proposed method. The planning method is designed for local path planning. It means that the algorithm can be used to climb obstacles which are close to the robot. During planning the path of the robot to the distant goal, the RRT-based framework tries to explore the whole search space and the path planning becomes time-consuming. In this case, the planner should be guided by the method which can find the auxiliary path to the goal position [6] , [48] . This strategy reduces significantly the planning time. On the other hand, the method requires precise localization and mapping method which have been addressed by [5] , [7] .
In the future, we are going to extend the proposed method by planning the path of the robot during climbing extreme obstacles. Currently, the path planning strategy is conservative and the workspace of the robot can be explored by looking for more risky configurations of the robot which allow climbing higher obstacles. We are also interested in motion planning strategy which assumes multiple contacts of the robot's body with the ground. Currently, we assume that the robot's feet can only touch the ground. When we assume that the robot body can be supported by the knees or the robot's platform, the climbing capabilities of the robot can be significantly increased.
