Abstract. We show that the problem of determining the existence of an inductive invariant in the language of quantifier free linear integer arithmetic (QFLIA) is undecidable, even for transition systems and safety properties expressed in QFLIA.
Introduction
We address the problem of inferring inductive invariants in the language of quantifier free linear integer arithmetic (QFLIA). Inductive invariants are the concept underlying most of the approaches for safety verification of infinite-state systems. Inductive invariants in QFLIA are inferred by SMT-based tools such as Spacer [1] .
In this paper, we show that the problem of inferring such inductive invariants is undecidable even when the transition system at hand is expressed in the language of quantifier free linear integer arithmetic.
The Problem of Inferring QFLIA Invariants
We consider transition systems and properties expressed using quantifier free linear integer arithmetic (QFLIA). A transition system is represented by a tuple TS = (V, Init, Tr), where V is a set of integer variables, Init is an initial states formula in QFLIA over V , and Tr is a transition relation formula in QFLIA over V ⊎ V ′ where V ′ = {v ′ | v ∈ V } is a copy of the variables used to describe the target state of a transition. Each assignment to V defines a state of TS, and each assignment that satisfies Init defines an initial state. The set of transitions is the set of all pairs of states (s, t) satisfying Tr (where the interpretation of the unprimed variables is taken from s and the interpretation of the primed variables is taken from t). A safety property P of TS is expressed by a QFLIA formula over V . We say that TS |= P if all the reachable states of TS (defined in the usual way) satisfy P .
An inductive invariant I for TS = (V, Init, Tr) and P is a formula over V such that
and (iii) I ⇒ P (safety). (where I
′ denotes the result of substituting v with v ′ in I, for every v ∈ V , and ϕ ⇒ ψ denotes that ϕ → ψ is valid.) It is well known that if there exists an inductive invariant I as above, then TS |= P , i.e., TS is safe.
In the sequel we are interested in the existence of inductive invariants expressed in QFLIA. We therefore consider the following decision problem:
Definition 1 (Inference of QFLIA invariants). The problem of inferring QFLIA invariants is to determine whether a given transition system TS and a safety property P , both expressed in QFLIA, have an inductive invariant I expressed in QFLIA.
We show that this problem is undecidable.
Remark 1.
Determining the safety of a transition system expressed in QFLIA is trivially undecidable since a counter machine may be encoded via a transition system in QFLIA, and its nontermination is a safety property (expressible in QFLIA). That is, the complement of the halting problem of counter machines reduces to the safety problem of QFLIA transition systems in a straightforward manner. However, the problem of inferring QFLIA inductive invariants is different from the problem of safety verification since a transition system (and in particular one that is expressible in QFLIA) may be safe but not have an inductive invariant in QFLIA ( Figure 1 provides such an example as we discuss in Section 3.1). Therefore, undecidability of the safety problem does not imply that the problem of inferring QFLIA inductive invariants is undecidable.
Undecidability of QFLIA Invariant Inference
We prove that the problem of inferring QFLIA inductive invariants is undecidable by a reduction from the halting problem of 2-counter machines. We start with an example of a simple program (transition system) that has no inductive invariant in QFLIA.
Warmup: Example of absence of inductive invariant in QFLIA.
Consider the program Prog depicted in Figure 1 . We prove that Prog has no inductive invariant in QFLIA. We will later use Prog and a similar argument in the correctness proof of the reduction. P r o g ( i n t x ) { assume ( x > 0 ) ; i n t z1 , z2 , y1 , y2 ; z1 : = x ; z2 : = 2 * x ; y1 : = 0 ; y2 : = 0 ; w h i l e ( z1 > 0 ) { z1 −−; y1 : = y1+x ; } w h i l e ( z2 > 0 ) { z2 −−; y2 : = y2+x ; } a s s e r t ( y2 = 2 * y1 ) ; } The program receives as input an integer x, computes y 1 = x 2 and y 2 = 2x 2 in two loops, and asserts that y 2 = 2y 1 . It is straightforward to encode Prog as a transition system TS Prog by adding an explicit program counter variable, denoted pc. We consider the pc location start prior to the first loop, the pc locations loop 1 and loop 2 at the body of each of the loops, and the pc location end of the assertion. We define the initial states formula to be Init := pc = start ∧ x > 0 ∧ z 1 = x ∧ z 2 = 2x ∧ y 1 = 0 ∧ y 2 = 0 (i.e., after the initialization of the variables) and the transition relation formula encodes all the transitions as expected (the granularity of transitions is defined by the above pc locations). Since all the expressions and conditions in the program are linear, both Init and the transition relation formula of TS Prog are in QFLIA. The assert statement induces the safety property P := (pc = end) → (y 2 = 2y 1 ), which is also in QFLIA.
It is easy to be convinced that for every possible initial value of x (satisfying the precondition x > 0), the assertion holds. Therefore, TS Prog |= P . However, as we prove next, there is no inductive invariant in QFLIA for TS Prog and P , i.e., no inductive invariant in QFLIA is capable of verifying the program.
Proof. Consider the set R of reachable states encountered when the first loop terminates. This set consists of all states of the following form (we omit the value of the program counter), for n > 0:
Recall that, due to the initiation and consecution properties, an inductive invariant must overapproximate the set of reachable states. Therefore, any inductive invariant formula must be satisfied by these states. In order to show that no such formula exists in QFLIA, we show that any QFLIA formula that is satisfied by all of these states is also satisfied by a state that reaches a bad state in a finite number of steps (i.e., a state for which, after executing the second loop, y 2 = 2y 1 ). However, the safety and consecution properties imply that such a state must not exist (by induction on the length of the execution leading to a bad state). Therefore, we conclude that no QFLIA inductive invariant exists in this case.
By way of contradiction, let ϕ = ϕ 1 ∨ . . . ∨ ϕ r be a QFLIA formula, written in disjunctive normal form (DNF), where each ϕ i is a cube (conjunction of literals), such that ϕ is satisfied by all the states in R. Define R 1 , . . . , R r ⊆ R such that R i = {s ∈ R | s |= ϕ i } includes all states in R that satisfy ϕ i . We show that there exists i ∈ {1, . . . , r} such that ϕ i (and hence ϕ) is satisfied by a state that reaches a bad state.
R includes in particular all the states of the form (n, 0, 2n, n 2 , 0) where n > 0 is an even number. Clearly, this is an infinite set of states. Therefore, since there are finitely many R i 's that together cover R, there exists i ∈ {1, . . . , r} such that R i also includes infinitely many such states. We view these states as vectors in a 5-dimensional space. Take two such vectors (n, 0, 2n, n 2 , 0) and (m, 0, 2m, m 2 , 0) in R i where n = m. Then their linear combination (
is in the convex hull of R i . Therefore, it must satisfy ϕ i (ϕ i is a cube in QFLIA that is satisfied by all states in R i , hence it is also satisfied by all states in its convex hull). Furthermore, the vector ( However, when executing the second while loop starting from the state (x, z 1 , z 2 , y 1 , y 2 ) → (
, and since (n + m) 2 = n 2 + m 2 (recall that n, m > 0), the resulting state violates the assertion. Therefore, the state (
, 0) that satisfies ϕ i (and hence ϕ) reaches a bad state in a finite number of steps. This completes the proof.
⊓ ⊔
The reduction
We establish undecidability of inferring QFLIA invariants by a reduction from the halting problem of Minsky (2-counter) machines. The general scheme of the reduction resembles the one used in [2] to prove the undecidability of inferring universally quantified inductive invariants in uninterpreted first order logic for EPR transition systems. The input of the reduction is an arbitrary Minsky machine, M = (Q, c 1 , c 2 ), where c 1 , c 2 are counters, both initially 0, and Q = {q 1 , . . . , q n } is a finite sequence of instructions, where q 1 is the first instruction, and q n is the halting instruction. The possible instructions are:
where in each case, control is passed to the next instruction except when the tested counter is 0 and thus the branch is taken.
The reduction constructs a transition system and safety property, both expressed in QFLIA, such that the transition system has an inductive invariant in QFLIA if and only if M halts.
To do so, the reduction constructs a program P M Prog that, on input x > 0, runs M (which ignores x) in parallel to running Prog from Figure 1 on x. If M terminates then P M Prog terminates. If Prog terminates, P M Prog continues to run M (unless M has also terminated, in which case it terminates). Clearly, the corresponding transition system is expressible in QFLIA over the variables pc, x, z 1 , z 2 , y 1 , y 2 , c 1 , c 2 , q, where pc, x, z 1 , z 2 , y 1 , y 2 are the variables of TS Prog and c 1 , c 2 , q are variables for the counters and control location of M . We denote the resulting transition system by TS M Prog . The safety property is inherited from Prog, and is also expressible in QFLIA. (In particular, if M terminates before Prog terminates on x, then P M Prog terminates before reaching the assertion.)
While the product transition system TS M Prog is safe for every M , we show that if M terminates, TS M Prog has an inductive invariant in QFLIA, whereas if M does not terminate, it does not. 
Proof.
⇐: Suppose M terminates, say after k steps. Then the set of reachable states of TS M Prog can be expressed by a finite disjunction of "cases", as we explain next.
First, consider the reachable states that correspond to input values of x that are smaller or equal than k. Since there are finitely many such values, and since we consider only a finite number of steps (k) on them, this set is finite. Each state in the set corresponds to the values of variables, counters and the control location, and can be characterized by a QFLIA cube. Hence the entire finite set can be encoded precisely by a QFLIA formula ϕ x≤k that comprises of a finite disjunction of the aforementioned cubes over all the reachable states. The set of states satisfying ϕ x≤k is precisely the set of reachable states for x ≤ k. Now, consider the reachable states that correspond to input values of x that are greater than k. For such inputs, only the first loop in Prog will get to run (since TS M Prog will terminate after k steps where k is smaller than the value of x which is also the number of iterations of the first loop), and will produce the following reachable states, for every n > k and number of steps 0 < t ≤ k,
Each such state is augmented with the values of the counters and control location of M after t steps. For every 0 < t ≤ k, the states reachable in t steps over inputs x > k can therefore be characterized by the following QFLIA cube:
and the states reachable in 0 steps over inputs x > k can be characterized by the following QFLIA cube:
where ϕ M(t) is the QFLIA cube representing M 's state after t steps. (Note that t is a fixed value hence the constraints are linear.) Since t is bounded by k, the entire set can be expressed by a finite disjunction, enumerating all possibilities of t ≤ k:
Finally, the formula ϕ x≤k ∨ ϕ x>k is a QFLIA inductive invariant for TS M Prog . Consecution follows from the properties of the set of reachable states.
⇒: Suppose M does not terminate. In this case, we use an argument similar to the one used in Section 3.1 to show that Prog has no inductive invariant in QFLIA to show that the product system also does not.
As before, let ϕ = ϕ 1 ∨ . . . ∨ ϕ r be a QFLIA formula, written in DNF form, where each ϕ i is a cube (conjunction of literals). We show that if ϕ is satisfied by all the reachable states of TS M Prog , then there exists i ∈ {1, . . . , r} such that ϕ i (and hence Since n, m >
