Secure electronic communication relies on cryptography. Even with perfect encryption, communication may be compromised without effective security protocols for key exchange, authentication, etc. We are now seeing proliferation of large secure environments characterized by high volume, encrypted traffic between principals, facilitated by Public Key Infrastructures (PKI). PKIs are dependent on security protocols. Unfortunately, security protocols are susceptible to subtle errors. To date, we have relied on formal methods to tell us if security protocols are effective. These methods do not provide complete or measurable protocol security. Security protocols are also subject to the same implementation and administrative vulnerabilities as communication protocols. As a result, we will continue to operate security protocols that have flaws.
Section 1. Introduction.
The Internet is at the center of the economic growth in the United States today. E-commerce, dot-coms, the unprecedented expansion of the NASDAQ, etc. are strong indicators that network traffic and the expansion of the Internet has been the lifeblood of economic growth in the United States. Protecting this vital resource is increasingly difficult under our existing architecture.
There are two distinct paradigms for protecting networks. The classic method is to separate sensitive traffic from the public network. High Assurance circuits are physically encased or link encrypted to ensure that bandwidth is not shared with low assurance traffic and that no outside agent can gain access to sensitive traffic. Partitioning bandwidth in this way provides strong security at high cost, with a simple. It utilizes well-defined and well-understood methods of authentication, integrity protection, and key material distribution, with the primary difficulty that is does not scale well.
Alternatively, sensitive traffic can be carried on public networks, but encrypted at higher layers in the Open Systems Interconnect (OSI) standards protocol stack. At intermediate protocol layers some term this technique "tunneling", and it is widely implemented for medium assurance requirements, such as in Virtual Private Networks. There are applications where protecting privacy is best accomplished at the application layer, protection that can only be provided cryptographically. We have evolved to the point where secure electronic communication relies on the application of cryptography. In 1999, the Department of Defense, once the stronghold of reliance on link encryption, fielded their Electronic Key Management System, acknowledging that application of cryptography is exploding and that the emergence of application layer encryption is inevitable.
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Moving protection up the OSI protocol stack results in key distribution and authentication challenges. In all cases, security protocols are used to apply cryptography to resolve these problems. It is not too strong to state that even perfect encryption could not provide security without effective protocols. Unfortunately, security protocols themselves have flaws and are known to be highly susceptible to subtle errors [23] , [1] Because of the move of encryption toward the application layer, there is an explosion in the growth of Public Key Infrastructure technology, where centralized or partially centralized services provide addresses and keys for participants desiring to establish secure channels with one another. These trusted services are worthy targets for intruders since successful intrusion would have wide-ranging impact. If a central trusted service can be compromised, it might be possible to use that service as an oracle, to compromise communications between any two participants using that service or to masquerade as any participant with virtually no trace. Such attacks are already manifesting [33] , with little corresponding effort to address this threat in a dynamic, systematic way.
The security of the information provided by trusted services at the application layer is dependent on security protocols. Extensive work has been done to test [19] and verify [16] security protocols, and significant progress has been made in these areas. Nonetheless, no method provides complete, or even measurable, confidence in security protocols. In fact, based on the nature of security protocols and their environment, it may be impossible to accurately predict their performance through formal analysis or automated testing. In [15] the authors show how attacks can be constructed through interaction of two simultaneously executing protocols, even though both protocols are "secure" when run independently.
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In this paper, we describe a mechanism for on-line security protocol analysis and response to attack for security services. This method allows real-time analysis of the security protocol environment to detect intrusions and to uncover flaws in protocols, both fundamental and in their implementation. We begin by giving the background work in security protocol verification and intrusion detection. The following sections describe and illustrate security protocol attack detection and define the architecture for our system. We close with a short summary.
Section 2. Security Protocol Verification
Security protocol analysis research to-date focuses on applying pseudo-software engineering techniques to formally verify that protocols are error-free [DY83], [19] , [BAN88], [12] ,
[SVO94], [20] , [26] , [LOWE96], [LOWE98], [30] , [25] , [21] , [27] , [2] , [6] and many others. [SYV96] they provide rules of thumb to construct signatures for activity that may be suspicious if detected in an operating security protocol environment.
In [29] Syverson gives a taxonomy of replay attacks on security protocols. We utilize this taxonomy to generate threat signatures that can be used to identify threat potential for increased situational awareness. We use this taxonomy to derive a detection strategy and to gather activity information and give an example of an attack on the state of the art security protocol intended to protect Internet traffic.
We also use protocol principles and attack taxonomies to identify behavior recognition and profile strategies. For example, by applying a principle given in [AN94], any protocol sequence that triggers a public key encryption by a principal followed by a request for a signature from that principal using the same public key would be recognized and flagged as suspect. In the same way, we will utilize protocol principles and attack taxonomy to assist us in structuring user and object profiles, e.g. from Syverson's replay taxonomy we know that we need to retain profiles on the number of sessions established between common users. The knowledge gained for previous security protocol research is vital to the success of this project.
Our approach gives a new perspective of security protocols, considering their operation in a produc tion environment, with multiple copies of multiple different protocols executing concurrently. This is a realistic environment where our ability to precisely model detailed, fundamental characteristics with formal methods is limited.
Section 3. Intrusion Detection.
Intrusion Detection traditionally relies on one of two paradigms for analyzing target activity:
Knowledge-based or behavior-based analysis. We mirror these techniques for security protocol analysis.
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For knowledge-based detection, we define signatures of known attacks as sequences of activity traces. When the signature is detected, the system takes appropriate action based on the nature of the attack. Numerous examples of dangerous behavior in a security protocol environment are given in [37] .
Behavior-based analysis relies on statistics or artificial intelligence techniques to establish profiles of user behavior and resource utilization for comparison against ongoing activity. We survey profile characteristics and statistical methods for behavior-based analysis of security protocol environments in [37] .
Section 4. State-based Attack Recognition for the IKE Protocol
We devised a method for detecting attacks on security protocols in real time. In [36] we show how known protocol attacks can be recognized using state machines by detecting Lowe's attack on the Needham and Schroeder Public Key Protocol (NSPKP) [LOWE96] . It was later pointed out to us that this is a well-known flaw, so no one will be running this flawed protocol. We agree that, in a perfect world, this protocol would not be encountered in a production environment. However, we recognize that the most common security vulnerabilities in distributed systems are a result of old versions of software with known flaws, showing up in the production environment. We further suggest that since the NSPKP was published in 1978 and the flaw was not found until 1995, there may be a very large number of implementations of the protocol in existence.
There are other reasons why we may want to be able to detect known attacks. For example, because of the way Internet standards are developed, it may take a long time to revise standards when flaws are detected. We refer to [21] as a case in point. Dr. Meadows found two flaws in the Internet Key Exchange (IKE) protocol, but due to complexities in the IKE design process, these flaws largely remain part of the standard. Thus, while these flaws are known, they remain as vulnerabilities in the present edition of the IKE protocol suite. We now show ho w the attacks constructed by Meadows using the NRL Protocol Analyzer in [21] can be detected using Security Protocol Attack Detection.
The first protocol is given in Figure 1a , with a known attack given in Figure 1b . This attack is a Man In The Middle (MITM) attack, and no parallel session is necessary. The attacker simply intercepts the first message in a protocol session, replaces the originator's identifier field with the identifier of any valid principal that is not involved in the session, and forwards the message to its intended destination. We are able to construct a machine that recognizes this attack by observing the sequence of send and receive statements at valid principals.
The concurrent execution of security protocols by a group of princ ipals can be represented by a serialized, interleaved execution trace of the steps in each protocol session. This trace provides the environment for dynamic protocol analysis. We recognize that the IKE protocol has many signatures, but for the purpose of simplicity, we start by focusing on the source and destination of the messages. The signature that we will recognize is given in Figure 2 .
We model the behavior of this trace with the state transition machine given in Figure 2 . The machine represents a protocol signature by mapping the sender/receiver pair for a message into one of the possible segments of a trace. We assume valid participants are members of some population P. In our illustration, A, B, M ∈ P. From the start state, the machine will transition into S 1 when a valid principal begins a session with another valid principal. When the recipient of the first message receives a message one from another principal, the machine transitions into 8 S 2 . When the recipient of the second message sends a message to the originator of the first message, the machine transitions into S 3 and so on.
In the simplest case, where the steps are executed in exactly the sequence given in Figure 2, without any other activities in between, this model will detect an attempt by Mallory to defeat the IKE Protocol. Recognition of the execution of messages in this sequence does not guarantee that an attack has occurred. Fortunately, dynamic attack detection does not rely on guarantees.
The reader may notice that the attack trace of Figure 2 may be masked by legitimate (or malicious) traffic. In [37] we show how to reduce the number of false positives by utilizing protocol and step identifiers and by generating slightly more complex state transition machines.
Further, this illustration does not exhaust the utility of information available to a dynamic protocol analysis mechanism. In the illustration given here, we do not consider any information passed as the payload of the message, and note that it is on payload information that traditional protocol verification base their entire analysis. While accessing that information in a dynamic environment will be more than a trivial challenge, its potential is evident.
There are several positive incidental qualities of this simple model. One may consider that transition through the table reflects the likelihood that an attack is under way. When the machine is in the Start state (there are no active messages that meet the format), there is no chance that an attack is under way. When the first recognized message is received, it is still unlikely that it is the first message of an attack sequence, but it is more likely than when no messages were being processed. A more significant jump in likelihood may occur when the second message meeting the format is detected. Similarly, as the machine reaches larger state numbers, the likelihood that an attack is underway increases. This monotonic property may be used to signal probability of 9 attack to a system monitor, or may be combined with other sensors to give a network threat picture.
Section 5. A Security Protocol Analysis Architecture
In this section, we detail the architecture for the tool set that will analyze a security protocol environment. This environment will include tools to:
1. Generate security protocol knowledge-bases for known attacks and behavior profiles 2. Capture security protocol traffic in the target environment 3. Analyze security protocol activity against the knowledge base to determine if an intrusion is in progress and/or if there is a protocol flaw.
These tools are presently under development as components of the Secure Enclave Attack
Detection System (SEADS). The following descriptions provide a high level view of the architecture and functionality. Detailed descriptions will be published once the system is fully functional.
Maintaining the Security Protocol Knowledge Base
Intrusion detection technology is based on comparison of ongoing activity to an existing knowledge base to determine if any ongoing activity is malicious. A key element of this architecture is the mechanism that establishes and maintains this knowledge base.
The security protocol knowledge base is comprised of two types of information corresponding to the two detection paradigms of misuse and anomaly detection. Not only are these protocols larger, but the family approach necessarily leads to less singlethreaded execution; said another way, the protocols require branching (IFTHENELSE). A single IF statement can double the size of the search space, so only a dozen such branches can increase the state size by 2 12 . Formal methods already suffer from state explosion, so the added complexity suggests that formal methods will be less likely to provide complete confidence in security protocols in the future.
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There have been some efforts to analyze these current families of protocols [21] , [40] , [26] , [34] , [4] . The complexities of these protocol families is illustrated by Paulsen's effort at analyzing TLS. Paulsen only models the TLS handshake protocol, while there may well be interactions between the different TLS components that result in flaws or vulnerability. Further,
Meadows did conduct analysis of the entire IKE protocol, but partitioned the analysis by component, with no integrated analysis, which is a dangerous proposition since the components share common keys.
[4] documents an end-to-end analysis of TLS using the CPAL-ES [39] . As reliance on these protocols increases in volume and economic impact, the analysis will intensify and additional flaws will be found. We will continue to utilize the results of this research as attack signatures in dynamic protocol analysis.
We also devise signatures for security protocol activities that are suspect, based on principles of secure protocols and on taxonomies of attacks. For example, we consider Principle #5 in
[AN94], and infer that any protocol sequence that triggers a public key encryption by a principal followed by a request for a signature from that principal using the same public key would be recognized and flagged as suspect. This approach gives us insight that allows us to easily detect a risky security protocol situation and improve overall situational awareness.
Finally, we will gather signatures for attacks and suspect activity during operation of the attack detection system. As has been shown with Intrusion Detection Systems, suspect activity that we cannot otherwise predict will occur during normal execution. When these activities are found by the system operators they will be entered directly into the knowledge base.
Capturing Security Protocol Activity
Our paradigm for security protocol attack detection requires monitoring activity that occurs in a distributed environment. Accumulating distributed information is a hard problem. Our initial approach is to develop a central monitor that accumulates security protocol activity in the target environment. Principals cooperate with the monitor by sending a record of each security protocol transaction (send and receive) to the monitor. Thus, our model consists of a set of principals that intercommunicate with one another using security protocols over an insecure network. They communicate with the monitor via a secure channel. We illustrate this architecture in Figure 3 .
Intuitively, the monitor tracks the actions of each participant in every protocol in the environment. Since the protocols are represented as state transition machines, the principal's actions must be in a form that allows the appropriate state transitions to occur. In the IKE protocol example of Figure 2 , the only important information for activity records seems to be the message source and destination. In a practical system, much more information is necessary. For example, if multiple sessions are allowed, the monitor must be able to detect to which session each action belongs. We also anticipate that actions may take forms other than simply sending messages. Message receipt and value encryption are two activities that may be important to the intrusion detection mechanism.
In addition to individual known attacks we utilize attack taxonomies and protocol design principles us to gather the proper information to detect classes of attacks. There are many strengths to the monitor model. From a research standpoint, monitors are wellunderstood, thus allowing us to focus our efforts on detecting intrusions. Additionally, it presents sufficient information to address virtually all classes of attacks, possibly excluding attacks that require intruder collaboration (this assumes that intruders won't play by the rule that requires them to notify the monitor of all activity).
There are several issues with monitors that must be addressed. Among them, the monitor: We do not claim that the monitor environment is the only (or even the best) model for gathering security protocol activity information. Broadcast environments, distributed database technology, and data mining technology are other paradigms that may apply. Other research is ongoing to resolve the problem of gathering distributed information for intrusion detection [10] using mobile agents.
Detecting Intrusions
As we mention earlier, attack detection relies on recognition of characteristics of known attacks on cryptographic protocols as well as recognition of intuitively dangerous activity. The attacks are characterized by sequences of activity traces in the same way that virus scanning technologies match code patterns in files and that network intrusion detection systems [3] match packet type and sequences. In our case, the pattern of protocol sequences produces a signature for the known attack. Protocol traces that match these signatures are always suspect, and in some cases may be sufficient evidence to affect a protective or damage control response in and of themselves, with no corroboration necessary.
A host-based example of suspicious activity given in [3] is that any program that sets UID during execution should be flagged as a high risk. We present a method to provide active defense for distributed security services. We show how proven intrusion detection technology combined with knowledge gained by formal analysis of security protocols can be applied to this problem. Our method involves addressing behavior relative to protocol activation and use rather than considering activities against objects, as is conducted in classic intrusion detection.
Until recently, the requirement for trusted services essentially resided with the federal government and a few large corporations, where key exchange was most often carried out by courier, with the key material stored on paper tape or diskette. Present technology demands extension of the protection provided by cryptography. This necessitates extension of key distribution and, thus, authentication services. These centralized services are attractive targets for sophisticated intruders. The method we prescribe offers to protect this vital link to our security infrastructure. 
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