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Diplomsko delo predstavlja internet stvari (angl. Internet of Things oz. IoT), nadzor in 
upravljanje naprav v njem in avtorjev praktični izdelek o tem.  
V uvodnem poglavju diplomskega dela so našteti in opisani razlogi, ki so vodili k nastajanju 
interneta stvari. Nato sledi poglavje, ki podrobneje opisuje internet stvari, njegove gradnike, 
njegovo zgodovino in platforme v internetu stvari. Te pa je avtor še nadaljnje razdelil v tri 
kategorije, in sicer na: platforme, ki omogočajo upravljanje s podatki; platforme, ki so 
namenjene nadzoru in upravljanju z napravami; ter na platforme, ki omogočajo tako 
upravljanje s podatki kakor tudi nadzor naprav in njihovo upravljanje.  
V nadaljevanju je opisano, kaj je nadzor in upravljanje naprav in kakšne so njune funkcije. 
Opisani so protokoli in nekaj že obstoječih platform, ki se uporabljajo pri nadzoru in 
upravljanju ter tradicionalne IT-sisteme (ki niso IoT-sistemi), za lažji pregled, kaj je pri IoT-ju 
drugačnega. Avtor je opisal tudi nekaj že obstoječih platform, ki se uporabljajo pri nadziranju 
in upravljanju naprav IoT-ja. 
Zadnje poglavje je predstavitev avtorjevega praktičnega izdelka, ki omogoča  komunikacijo 
med strežnikom in uporabnikom, in sicer prek SMS-sporočil. To poglavje vsebuje avtorjev 
namen in potek izdelovanja ter katera orodja je pri tem uporabil. Izdelek predstavlja 
prototipno platformo za nadziranje naprav v IoT-ju. To platformo sestavljajo tri različne 
spletne storitve in u-blox-ov modul C027, ki je namenjen razvijanju aplikacij IoT-ja.  
 
Ključne besede: Internet stvari, nadzor in upravljanje naprav, protokoli v internetu stvari, 








The diploma thesis presents the Internet of Things (IoT), supervision and management of 
devices in IoT, and my practical work, which represents a fault detection platform. 
The introductory chapter presents how IoT emerged from the Internet. Next chapter contains a 
more detailed description of what IoT is, what makes IoT IoT and the evolution of IoT from 
the beginning, and platforms used in IoT. The author divided IoT platforms into three 
categories: platforms for managing data, platforms for device supervision and management, 
and platforms that allow management with data and supervision and management of devices. 
The third chapter describes what are supervision and management of devices in IoT, what are 
the functions of supervision and management, protocols that are used, and a short description 
of traditional non-IoT (IT) system, for a better understanding of what is different in IoT. The 
author also describes some of the existing platforms that are used for supervision and 
management of devices in IoT. 
The last chapter is a presentation of author’s practical work. His practical work enables 
communication between the server and the user through text-messages. In this chapter he 
describes what the purpose of his practical work is, which tools he used, and how he achieved 
the end result. The end result of author’s practical work represents a prototype IoT platform, 
which enables supervision of devices in IoT. This platform consists of three different web 
services and the u-blox module C027, which is used for developing IoT applications. 
 
Key words: Internet of Things, supervision and management of devices, protocols used in 
IoT, platforms, module C027. 
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Internet se je začel kot internet računalnikov, ki omogoča storitve (WWW, FTP ipd.), ki 
omogočajo izmenjavo informacij oz. podatkov med računalniki. Z uveljavitvijo interneta so si 
tako lahko vsi računalniki z internetnim dostopom med seboj pošiljali podatke. Kasneje so se 
računalnikom na internetu pridružile tudi mobilne naprave, s tem pa je postala internetna 
povezava mobilna. Zaradi vse večjega števila naprav, ki si lahko prek interneta med seboj 
izmenjujejo podatke (tako v gospodinjstvu kot v industriji), se je razvil internet stvari (IoT). 
Koncept pametnih naprav v omrežju se je pojavil že leta 1982 z izboljšanim avtomatom za 
pijačo na univerzi Carnegie Mellon v Ameriki. Ta avtomat je bil prvi med napravami, ki je 
komuniciral prek interneta. Lahko je poročal, koliko pijače je še v njem in ali je pijača v njem 
ustrezne temperature. Leta 1994 je bil koncept prvič opisan v reviji IEEE Spectrum, in sicer 
kot premikanje majhnih paketkov podatkov na veliko število sprejemnikov, za avtomatizacijo 
od naprav v gospodinjstvu do večjih tovarn in proizvodenj [2].  
Število naprav v IoT-ju se iz leta v leto veča. Leta 2010 je bilo število povezanih stvari in 
naprav na internetu okrog 12,5 milijarde. To število naj bi se do letošnjega leta podvojilo, do 
leta 2020 pa povečalo celo na 50 milijard [3]. 
 
Slika 1: Število naprav v IoT-ju [3] 
 




Zaradi velikega števila naprav v IoT-ju je potrebno te naprave nadzirati in upravljati. 
Funkcije nadzora in upravljanja naprav v IoT-ju nam omogočajo različne platforme. S 
takimi platformami poskrbimo, da naprave IoT-ja delujejo brez napak, hkrati pa nam 
omogočajo dostop do morebitnih posodobitev programske opreme, konfiguracije naprave 
itd. Z uporabo ustrezne platforme izboljšamo tudi varnost sistema. 
  




2. INTERNET STVARI 
2.1.   Kaj je internet stvari ali IoT in njegova zgodovina 
Za lažje razumevanje interneta stvari je potrebno najprej razumeti razliko med svetovnim 
spletom in internetom, saj ta dva pojma ljudje običajno zamenjujejo. Primarna funkcija 
interneta je varen, hiter in zanesljiv prenos informacij od točke A do točke B. Svetovni splet 
pa predstavlja vmesnik, ki za svoje delovanje uporablja internet, omogoča preprosto 
dostopanje informacij in zagotavlja njihovo uporabnost. 
Internet stvari (IoT) je omrežje, v katerem nastopajo fizični objekti, ki so sposobni med seboj 
komunicirati. Pojem internet stvari je prvič dokumentiral britanski inženir Kevin Ashton, ki 
ga je prvič uporabil leta 1999. Ashton je ustanovitelj laboratorija Auto-ID Center na MIT in 
pionir na področju radiofrekvenčne identifikacije (RFID). Pričel se je ukvarjati z 
identifikacijo in sprožil to, kar danes imenujemo internet stvari. Ashton je leta 1999 pojasnil, 
kako bodo stvari same sposobne zaznati fizičen svet okoli sebe in podatke deliti tudi z 
drugimi stvarmi. Gre za način komunikacije med stvarmi [4]: 
Če bi imeli računalnike, ki o stvareh vedo vse, kar je potrebno vedeti (na podlagi 
podatkov, pridobljenih z drugih naprav), bi bili sposobni slediti vsem, hkrati pa bi 
močno zmanjšali odpadke, izgube in stroške. Vedeli bi, kdaj je potrebno napravo 
zamenjati, popraviti ali znova poklicati in ali so naprave nove ali pa že zastarele. 
Računalnikom je potrebno dovoliti, da na svoj način zbirajo informacije, da lahko 
vidijo, slišijo in čutijo svet okoli njih. RFID in senzorska tehnologija računalnikom 
omogočata, da lahko sami opazujejo, identificirajo in razumejo svet, brez vnašanja 
podatkov s strani človeka. 
Naprave v IoT-ju lahko zajemajo vse – od osebnih računalnikov, televizij in mobilnih 
telefonov do razne senzorske tehnologije v industriji [2]. V industriji te naprave zajemajo 
uporabne podatke, ki jih nato pošiljajo zmogljivejšim procesorskim enotam, ki te podatke 
analizirajo, iz njih izluščijo bistvo in nato sprožijo ustrezne ukrepe, potrebne za uspešno 
delovanje sistema. Cilj takega omrežja je boljša komunikacija med samimi napravami ter med 
napravami in proizvajalcem ali operaterjem. Zaradi velikega števila naprav in velike velikosti 
podatkov obstaja na trgu veliko ponudnikov IoT-platform. Te platforme lahko razdelimo na: 
platforme za upravljanje s podatki; platforme za nadzor in upravljanje z napravami; in na 
platforme, ki omogočajo oboje – upravljanje s podatki ter nadzor in upravljanje z napravami. 




Slika 2 prikazuje pot podatkov od senzorjev do platform in posledično do končnih 
uporabnikov. 
 
Slika 2: Arhitektura IoT-ja 
Ideja interneta stvari temelji na povezovanju stvari z virtualnim svetom oz. internetom. Na ta 
način bi dobili nove načine interakcije in poslovne priložnosti. Pojavljajo pa se številna 
vprašanja o zasebnosti, zaupnosti in varnosti posameznikov, saj internet stvari zajema vse 
pametne naprave, s katerimi se vsakodnevno rokujemo in povezujemo. 
Nekateri dejavniki, ki so pripomogli k hitremu širjenju in razvijanju IoT-ja, so [39]: 
 Razvoj brezžične omrežne tehnologije – je eden izmed glavnih dejavnikov, saj je 
naprav, ki uporabljajo brezžično komunikacijo, vedno več. Obstaja tudi veliko vrst 
brezžičnih tehnologij, kot so: Wi-Fi, Bluetooth, Zigbee, Z-Wave, Insteon, DECT, 
Thread itd. 
 Rast v mobilnem upravljanju pametnih naprav – proizvajalci pametnih naprav 
izdelujejo naprave, ki jih je mogoče nadzirati prek pametnih telefonov. 
 Cenejše pametne naprave – današnje cene pametnih naprav so v primerjavi s cenami 
pametnih naprav v preteklosti veliko manjše. 
 




2.1.1. Primeri uporabe IoT-ja 
Primeri uporabe IoT-ja so [2]: 
 Pametna mesta - pametna mesta sestavlja skupek naprav IoT-ja in ICT-sistemov, 
zaradi katerih mesto izgleda živo. Taki sistemi v mestih olajšujejo vsakdanje življenje 
prebivalcev. Primer pametnega mesta je Barcelona. V Barceloni uporabljajo 
parkomate, ki delujejo prek brezžičnega omrežja. S tem omogočajo vpogled prostih 
parkirnih mest v mestu ob določeni uri. Uporabnikom ponujajo tudi možnost plačila 
parkirne ure prek mobilne naprave. 
 Okoljevarstvo – IoT-sisteme se uporablja tudi v okoljevarstvu, in sicer za kontrolo 
zraka, zemlje, raznih naravnih odstopanj itd. To omogoča boljše predvidevanje 
naravnih katastrof in s tem ustrezno ukrepanje. Primer sistema kontrole zraka je Air 
Quality Egg. Air Quality Egg je sistem, ki se po svetu uporablja za nadzor plinov v 
domačem okolju. AQE je po svetu že precej razširjen, pregled nad podatki pa je 











 Transport – uporaba IoT-ja v transportu je pomembna, saj posledično vpliva tudi na 
varnost voznika. V prihodnosti strmijo k temu, da bodo avtomobili znali komunicirati 
med seboj, npr. v prometnem zastoju bo prvi avtomobil v koloni sporočil vsem 
avtomobilom za njim vzrok zastoja (če gre za prometno nesrečo ali zgolj zgoščen 
promet). Tudi v primeru okvare vozila bo vozilo sposobno sámo poklicati ustrezno 
Slika 3: Razširjenost uporabe Air Quality Egg-a 




vrsto servisa. UPS je eno izmed podjetij, ki uporablja IoT. Na svojih dostavljalnjih 
vozilih ima nameščene senzorje, ki omogočajo spremljanje hitrosti, porabe goriva, 
število postankov in stanje motorja. S tem lahko napake predvidijo in jih pravočasno 
preprečijo. 
 Medicina – IoT ima pomembno vlogo v medicini, saj zajema vse od spremljanja do 
preprečevanja bolezni. Naprave lahko nadzirajo vse od krvnega tlaka do srčnega 
vzpodbujevalnika. Naprave za spremljanje zdravstvenega stanja so lahko nosljive ali 
vsajene. Nosljivo nosi pacient na svojem telesu ali pa se nahaja v njeni bližini. 
Vsajeno pa pacientu vsadijo v telo. Namen teh naprav je spremljanje lokacij pacienta, 
nadzor stanja bolezni itd. 
 Zračno onesnaževanje – brezžično senzorsko omrežje se že uporablja v mestih kot so 
Stockholm, London in Brisbane, in sicer za nadzor koncentracije ljudem nevarnih 
plinov v zraku.  
 Požari v gozdu – vozlišča se lahko namesti v gozdove – za zaznavo požara. Vozlišča 
so opremljena s senzorji za temperaturo, vlago in vegetacijo. To omogoča boljši 
nadzor nad sušnimi območji in spremljanje širjenja požara. 
 
 
2.2. Zasebnost in varnost v IoT-ju 
Kljub pomembnim prednostim, ki jih prinaša IoT, hkrati ta vzbuja tudi veliko skrbi o varnosti 
in zasebnosti. Naprave IoT-ja lahko predstavljajo veliko število potencialnih varnostnih 
lukenj, prek katerih lahko škodujejo uporabniku, npr. z nepooblaščenim dostopom do osebnih 
podatkov, lahko služijo kot prehod za napad na druge sisteme itd. Čeprav vse te grožnje 
obstajajo že pri tradicionalnih računalnikih in računalniških omrežjih, so v napravah IoT-ja še 
toliko večje.   
Pri napravah IoT-ja bi, tako kot pri namiznih računalnikih ali prenosnikih, varnostna luknja 
vsiljivcem lahko omogočila dostop in s tem zlorabo podatkov, zbranih in prenesenih z naprav. 
Tako npr. televizija z dostopom do interneta omogoča spletne nakupe ali deljenje slik, 
podobno kot prenosnik ali namizni računalnik. Če se pri taki televiziji nahaja varnostna 
luknja, to pomeni, da lahko vsiljivec prek nje dostopa do slik ali podatkov pri nakupu. Ko 
dodajamo več in več naprav v IoT-sistemu, možnosti za take napade še povečamo. Zaradi 




števila naprav v IoT-ju lahko vsiljivci prek njih uporabnikom tudi fizično škodujejo – npr. 
vsiljivec lahko vdre v računalnik avtomobila ter s tem nadzira motor in zaviranje. Toda tega 
se proizvajalci avtomobilov zavedajo in te težave uspešno odpravljajo [6]. 
Naprave IoT-ja je v primerjavi z osebnimi računalniki težje zavarovati pred vsiljivci, in sicer 
zaradi dveh razlogov: 
 Podjetja, ki vstopajo na trg s svojimi produkti, zaradi svojega primankljaja 
izkušenj ne znajo rokovati z varnostnimi problemi. 
 Nekatere naprave v IoT-ju so poceni in s tem tudi odstranljive. Če bi pri takih 
napravah odkrili varnostno luknjo po proizvodnji, bi bilo ali težko ali pa celo 
nemogoče nadgraditi programsko opremo na njih. Če pa bi bila nadgradnja na 
voljo, verjetno veliko uporabnikov tega ne bi vedelo. 
K varnostnim tveganjem spada tudi tveganje o zasebnosti. Za vdor v zasebnost običajno ni 
kriva tehnologija, ampak zasnova in izdelava naprave IoT-ja oz. IoT-sistema.  Zato je 
potrebno upoštevati [7]: 
 Zaupnost – podatke lahko vidijo samo osebe z dostopom do teh podatkov. 
 Integriteto – da podatkov med prenosom ni mogoče spreminjati, prestreči, zaznati itd. 
 Preverjanje pristnosti – preverjanje, ali podatki prihajajo iz znanega vira  (naprave 
ali uporabnika). 
Zaradi teh varnostnih groženj je potreba po pravi platformi za nadzor in upravljanje naprav 
toliko bolj pomembna, saj s pravo platformo lahko zelo pripomoremo k varnosti sistema.  
 
2.3.    Brezžična senzorska omrežja 
Zelo pomembni gradniki interneta stvari so brezžična senzorska omrežja (WSN). Gre za 
skupek vozlišč, ki skupaj sestavljajo omrežje. Vsako vozlišče lahko omogoča procesiranje (z 
DSP-čipi, CPU, mikrokontrolerji), priklop različnih senzorjev, več vrst spomina, lahko pa 
vsebujejo tudi baterije ali kaj drugega. Moderna brezžična senzorska omrežja omogočajo 
izmenjavo podatkov v obe smeri in s tem omogočajo tudi kontrolo nad senzorji, za katero 
skrbi določena platforma. Povod za razvoj brezžičnih senzorskih omrežij je prišel iz vojske, in 




sicer za nadzor bojnih polj, danes pa se taka omrežja uporablja v industriji, potrošniških 
aplikacijah itd.  
Brezžična senzorska omrežja so sestavljena iz vozlišč, katerih je lahko od več sto do več tisoč. 
Vsako vozlišče je sestavljeno iz: radijskega sprejemnika in oddajnika, zunanje antene ali 
povezave na zunanjo anteno, mikrokontrolerja, električnega vezja (za posredovanje podatkov 
iz senzorjev) in električne energije, običajno pa tudi iz baterije ali različnih pretvornikov 
energije. Brezžični senzorski sistem je primeren za vse vrste aplikacij – je namreč relativno 
ugoden, saj za svoje delovanje ne potrebuje povezave prek kabla, kar predstavlja pomembno 
izboljšavo v primerjavi z običajnimi ožičenimi sistemi. Ker za svoje delovanje torej ne 
potrebuje kabla, imamo tako veliko več svobode pri postavitvi, zlasti na nevarnih in 
nedostopnih industrijskih območjih [8]. 
 
Slika 4: Zgradba vozlišča brezžičnega senzorskega omrežja [9] 
Omrežja WSN-ja morajo imeti sposobnost samoorganizacije omrežja. Spreminjanje 
topologije omrežja zaradi morebitne odpovedi vozlišča na sistem ne sme vplivati. Brezžična 
senzorska omrežja so omejena v oddajni moči, velikosti pomnilniškega prostora in porabi 
električne energije. Pri brezžičnih senzorskih omrežjih je pomembna tudi časovna 
sinhronizacija – ne samo zaradi aplikacij, kjer ne sme biti velikih časovnih zakasnitev, ampak 
tudi zaradi natančnega beleženja, kdaj je bila določena meritev izvedena. Zato je potrebna 
pravilna konfiguracija sleep-wake načina, ki določa časovni okvir delovanja vozlišča. 
Obstajata dve razdelitvi omrežij WSN-ja, in sicer strukturirana omrežja in nestrukturirana 
omrežja. Pri strukturiranih vozliščih so senzorska vozlišča razporejena po določenem načrtu. 
S tem zmanjšamo stroške upravljanja, saj je nadzor in iskanje napak v sistemu veliko lažje. 
Nestrukturirana omrežja so običajno tista, ki vsebujejo veliko vozlišč. Veliko število vozlišč 
posledično zelo otežuje nadzor nad omrežjem, kot je odkrivanje napak in upravljanje 




povezljivosti. Vozlišča v omrežju WSN-ja so običajno razporejena ad hoc – torej so 
razporejena po prostoru. Pri omrežjih WSN-ja je vsako vozlišče zmožno igrati funkcijo 
usmerjevalnika in podatke prenašati iz enega na drugega, kar imenujemo posredno 
usmerjevanje (angl. multihop routing) [10]. 
 
Slika 5: Primer delovanja ad hoc razporeditve [11] 
Posredno usmerjevanje je pri omrežjih WSN-ja najbolj pomembna lastnost, poteka pa malo 
drugače kot pri ožičenih sistemih. Ta omrežja so torej običajno razporejena ad hoc, zato 
vozlišča WSN-ja pošiljajo sporočila (paketke z vsebino) in dobivajo odgovore svojih sosedov. 
S tem si ustvarijo sliko, kje v sistemu se sosedje nahajajo, koliko energije imajo, moč signala 
itd. Vozlišče WSN-ja mora zato poznati svojo lokacijo v mreži – še preden začne iskati 
sosede. To omogoča vozlišču, ki želi določen podatek posredovati naslovniku, da izračuna, 
prek katerega soseda bo najhitreje dosegel naslovnika [10]. 
Zaradi morebitnega velikega števila vozlišč je lahko nadzor takšnega omrežja kompliciran. 
Zato poznamo več nadzorov: pasivnega, reaktivnega, proaktivnega in takšnega za zaznavanje 
napak. 
 Pasivni nadzor – sistem zbira informacije o stanju omrežja in kasneje te informacije 
lahko tudi analizira. 
 Nadzor zaznavanja napak – sistem zbira informacije o stanju omrežja z namenom, 
da zazna napako, katero nato ustrezno odpravi. 
 Reaktivni nadzor – sistem zbira informacije o stanju omrežja z namenom, da zazna 
določene spremembe in nato omrežje ustrezno prilagodi. 




 Proaktivni nadzor – sistem zbira in analizira podatke, da lahko predvidi dogodek, ki 
se še ni zgodil, in se mu po potrebi pravočasno izogne. 
Brezžično senzorsko omrežje lahko razdelimo tudi po arhitekturi omrežja. Ločimo 
centralizirani sistem, razdeljeni sistem ali hierarhični sistem. Pri centraliziranem sistemu se  
bazna postaja obnaša kot nadzornik, ki zbira informacije z vseh vozlišč in nadzira celotno 
omrežje. Bazna postaja lahko izvaja večje kompleksne nadzorne operacije. S tem zmanjša 
breme procesiranja teh informacij na samih vozliščih. Ker bazna postaja pozna celoten sistem, 
lahko hitro ponudi rešitev. Centralizirani pristop ima nekaj slabosti: 
 porabi veliko pasovne širine in energije, 
 vsi podatki se zbirajo na en strežnik, 
 če se pot od vozlišča do glavne baze prekine, vozlišče ostane brez nadzornega sistema. 
V razdeljenem nadzornem sistemu uporabljamo več nadzornih baz oz. postaj. Vsaka nadzorna 
postaja kontrolira podmrežo in lahko komunicira s katerokoli drugo nadzorno postajo. 
Razdeljen nadzorni sistem ima manjše stroške komunikacije kot centralizirani nadzorni sistem 
ter hkrati ponuja boljšo zanesljivost in energijski izkoristek. Razdeljeni nadzorni sistem se od 
centraliziranega loči tudi po svoji kompleksnosti in težavnosti upravljanja. Še ena slabost 
razdeljenega nadzornega sistema je spomin, saj takšen sistem povezuje več funkcij, vsaka 
izmed njih pa potrebuje določeno količino spomina. Hierarhični nadzorni sistem je hibridni 
sistem med centraliziranim in razdeljenim nadzornim sistemom. Vsaka nadzorna baza v 
takšnem sistemu upravlja vozlišča v svoji podmreži, a z ostalimi  nadzornimi bazami ne more 
komunicirati. Komunicira lahko samo z višjim sistemom, ki upravlja nadzorne baze [11]. 
  




3. NADZOR IN UPRAVLJANJE NAPRAV V IOT-JU 
3.1.  Kaj sta nadziranje in upravljanje naprav v IoT-ju in njun 
namen 
Od razvoja IoT-ja se je število naprav v omrežju zelo povečalo. Pojavlja se vedno več 
kompleksnih omrežnih naprav, ki so uporabnikom na voljo. Te naprave je potrebno spremljati 
in vzdrževati, in sicer na stroškovno in delovno učinkovit način. Nadzor naprav v IoT-ju 
pomeni pregled nad stanjem naprav in posledično spremljanje učinkovitosti sistema. 
Indikatorji, ki označujejo stanje naprave, so lahko npr. serijska in identifikacijska številka 
naprave; indikator, ki pove, ali je naprava aktivna ali ne; signal naprave (če je naprava 
brezžična) itd. [13]. Dober nadzor naprav IoT-ja nam omogoča zaznavanje napak in v 
določenih primerih celo predvidevanje napak, ki napravi onemogočajo pravilno delovanje. 
Omogoča tudi upravljanje naprav v takšnem sistemu, kar pa pomeni, da lahko na naprave 
vplivamo ali na osnovi pridobljenih podatkov ali s tem, da jim pošljemo nalogo, katero 
morajo izpolniti. Nadzor in upravljanje nad omrežnimi sistemi nam pomagajo doseči različni 
protokoli.    
Upravljanje v IoT-ju lahko razdelimo na upravljanje s podatki in upravljanje z napravami.  Za 
doseganje obeh vrst upravljanja nam pomagajo različne IoT-platforme, ki to omogočajo. 
Kadar govorimo o upravljanju s podatki, govorimo o njihovi analizi, izpisovanju, 
prikazovanju in procesiranju. Kadar pa govorimo o upravljanju z napravami v IoT-ju, pa 
govorimo o funkcijah, s katerimi vplivamo na same naprave in njihovo delovanje 
(podrobnejši opis teh funkcij sledi v poglavju 2.3). 
Naprave v IoT-ju običajno komunicirajo z zmogljivejšo procesno enoto, ki sprejema in izdaja 
različne ukaze za pravilno delovanje sistema. Običajno je to strežnik, saj omogoča hrambo in 
relativno hiter prenos podatkov. Strežnik mora v sistemu, v katerem sodeluje, prejemati, 
hraniti in analizirati podatke, nato pa izpolniti ustrezno zahtevo in (po potrebi) odgovor 
posredovati nazaj na napravo. Ker je v enem IoT-ju lahko teh naprav zelo veliko, lahko pride 
do prevelike velikosti podatkov. Zato je pomembno, kako so podatki na strežniku shranjeni. 
Za shranjevanje teh podatkov strežnik običajno uporablja svojo podatkovno bazo v 
podatkovnem sistemu NoSQL. Ko naprava podatke pošlje na strežnik, jih običajno pošlje v 
formatu JSON. JSON je primeren format za naprave v IoT-ju, saj je preprost in lahko 




napravam omogoča razčlenitev teksta. Zato naprave ne porabijo veliko energije pri 
sestavljanju ali razčlenjevanju teksta. 
Dostop do podatkov, ki jih hrani strežnik, omogoča temu primerna programska nadzorna 
platforma. V platforme se naprave običajno dodaja ročno, nekatere platforme pa imajo tudi 
možnost samodejnega zaznavanja naprav v sistemu, ki ga nadzirajo. Kot je opisano zgoraj, te 
platforme lahko zajemajo funkcije za upravljanje s podatki  in/ali upravljanje z napravami. 
Dobro postavljen nadzorni sistem omogoča boljše industrijske pogoje, saj lahko napake, ki so 
lahko ali razna odstopanja podatkov od želenih vrednosti ali pa napake, ki onemogočajo 
pravilno delovanje naprave, predvidimo in preprečimo. 
Glede na ponujene funkcije ločimo tri različne IoT-platforme [14]: 
a) Fokusirane na naprave – ponujajo funkcije, ki omogočajo delovanje povezanih 
naprav. 
b) Fokusirane na IoT – dopolnjujejo funkcije, ki jih vsebujejo platforme, fokusirane na 
naprave. Omogočajo tudi hrambo, procesiranje in analizo podatkov, pa tudi 
definiranje, izvajanje in spremljanje procesov. 
c) Kombinirane platforme – ponujajo funkcionalnosti platform, fokusiranih na naprave, 
in platform, fokusiranih na IoT. Vsebujejo tudi vmesnike, ki uporabnikom omogočajo 
preprosto povezovanje, odločanje, ukrepanje in upravljanje. 
 
Slika 6:  Funkcije, ki jih podpira več različnih vrst platform [14] 
 
 
3.1.1.  Nadziranje in upravljanje naprav v tradicionalnih IT-sistemih 
 




Tradicionalni IT-sistemi so sistemi, ki so zadolženi za shranjevanje, prenašanje, prejemanje in 
manipuliranje s podatki. Takšne sisteme sestavljajo računalniki, strežniki, mrežna oprema itd. 
Platforme, s katerimi nadziramo in upravljamo naprave, v takšnem sistemu delujejo podobno 
kot platforme, ki se uporabljajo v IoT-ju. Za razliko od teh platform lahko platforme, ki 
skrbijo za tradicionalne IT-sisteme, za komunikacijo z napravami uporabljajo različne 
kompleksnejše protokole. Uporaba takšnih protokolov v takšnem sistemu je možna zaradi 
končnih naprav v tradicionalnem IT-sistemu, saj te niso tako omejene glede procesnih virov 
in njihove porabe (kot so naprave v IoT-sistemih). Protokoli in standardi, ki se uporabljajo v 
tradicionalnih IT-sistemih, so npr. [15-19]:  
 MCTP (angl. Management component Transport Protocol), ki ponuja funkcije 
nadzora in upravljanja v računalniškem sistemu. 
 TR-069 (angl. Technical Report 069) ali CWMP – protokol, ki omogoča razne 
funkcije upravljanja naprav, npr. nadgradnjo programske opreme ali spreminjanje 
konfiguracije. Uporablja se ga v raznih napravah z omogočenim dostopom do 
interneta (kot so razni modemi, usmerjevalniki itd.).  
 NETCONF (angl. Network Confinguration Protocol) – protokol, namenjen 
upravljanju naprav. Glavna funkcija, ki jo ta protokol ponuja, je spreminjanje 
konfiguracij naprav z internetnim dostopom. 
 ICMP (angl. Internet Control Message Protocol) – protokol, namenjen javljanju. 
Sporoči lahko, če je želena storitev sploh dosegljiva, sporoči pa lahko tudi, če npr. 
usmerjevalnika ni bilo mogoče nasloviti.  
 SNMP (angl. Simpe Network Management Protocol) – preprost protokol za 
nadziranje naprav. Naprave, ki ta protokol uporabljajo, so različni usmerjevalniki, 








3.2.   Protokoli, ki se uporabljajo pri nadziranju in upravljanju 
naprav v IoT-ju 
Izraz protokol predstavlja serijo pravil, ki jih upoštevajo naprave, ki med seboj komunicirajo. 
Z razvojem interneta so se razvijali tudi razni protokoli, s katerimi naprave komunicirajo po 
svojih pravilih. Ti protokoli lahko omogočajo komunikacijo med:  
 dvema napravama,  
 napravo in strežnikom, 
 končnim uporabnikom in strežnikom. 
Običajni protokoli za naprave IoT-ja niso primerni, saj naprave potrebujejo več procesnih 
virov za njihovo implementacijo. Običajno takšni protokoli posredujejo večje velikosti 
podatkov, kar pomeni, da morajo naprave porabljati več pasovne širine in s tem tudi več 
energije. Protokoli, ki se uporabljajo v IoT-ju, morajo podpirati naprave, ki imajo malo 
procesnih virov in nizko hitrost prenosa podatkov. Ti protokoli morajo pošiljati manjše 
podatkovne paketke in omogočati napravam lažje razumevanje teh protokolov. Pogosti 
protokoli, ki se uporabljajo v IoT-ju in so namenjeni takšnim napravam, so: MQTT, XMPP, 
DDS, AMQP, CoAP in OMA-LwM2M. Od teh protokolov sta najbolj uporabljena protokola 
MQTT in CoAP, saj oba omogočata asinhrono komunikacijo. Slika 7 prikazuje komunikacijo 
med samimi napravami, med napravami in strežniki ter med strežniki [20,21]. 
 
Slika 7: Klasifikacija komunikacijskih protokolov v IoT-ju [22] 




MQTT je protokol, ki zajema podatke iz naprave in jih posreduje na strežnik. Kratica MQTT 
pomeni Message Queue Telemetry Transport oz. nadziranje na daljavo. V IoT-ju protokol 
MQTT skrbi za posredovanje zajetih podatkov na ciljni strežnik. S tem omogoča nadzor nad 
podatki naprave. Cilja večja omrežja manjših naprav, ki jih je potrebno nadzorovati iz 
strežnika. MQTT ne omogoča prenosa podatkov med napravami, niti ne omogoča 
razporeditve podatkov po več napravah. MQTT ni posebno hiter protokol, saj njegovo 
delovanje v realnem času navadno merimo v sekundah. Za protokol MQTT je značilna hub 
and spoke arhitektura. To pomeni, da se vse naprave povežejo na koncentriran server. Za 
prenos podatkov brez izgub, protokol deluje na TCP-sloju, kar omogoča preprost in 
zagotovljiv prenos podatkov. 
 
Slika 8: MQTT [24] 
MQTT omogoča npr. spremljanje večjih oljnih ploščadi (zaradi izlivov ali vandalizma). Vsi 
senzorji na taki ploščadi morajo biti povezani v skupno lokacijo (oz. strežnik) za analizo 
podatkov. Ko sistem zazna napako, si izbere ustrezno rešitev in napako odpravi. MQTT se 
npr. uporablja tudi za nadzor osvetljave, nadzor porabe energije in celo inteligentno 
vrtnarjenje [20,23]. 
XMPP je protokol, namenjen povezovanju ljudi, in sicer prek tekstovnih sporočil. Kratice 
XMPP stojijo za Extensible Messaging and Presence Protocol. XMPP kot svoj prirojen 
format uporablja tekstovni format XML. Kot MQTT, tudi XMPP prenaša podatke preko TCP-
sloja oziroma preko HTTP-sloja na sloju TCP. V IoT-ju XMPP omogoča preprost način za 
naslavljanje naprav v mreži, kar pomeni, da lahko z napravo upravlja. To je priročno, še 




posebno, če morajo podatki potovati med najbolj oddaljenimi napravami. Protokol XMPP ni 
zasnovan na hitrosti, saj protokol z imenom BOSH (Bidirectional streams over Synchronous 
HTTP) dovoli strežniku, da potiska podatke. Tudi pri XMPP-ju realni čas merimo v sekundah.  
 
Slika 9: XMPP [26] 
XMPP ponuja npr. preprost način priklopa termostata na spletni strežnik in tako do njega 
lahko dostopamo tudi prek mobilnega telefona [20,25]. 
DDS (za razliko od protokolov MQTT in XMPP) cilja naprave, ki neposredno uporabljajo 
podatke naprave. Kratica DDS stoji za Data Distribution Service. Posreduje podatke drugim 
napravam in v IoT-sistemu omogoča komunikacijo med dvema napravama. S tem povzroči 
upravljanje naprav. DDS je hiter protokol, saj lahko uspešno prenese zelo veliko število 
sporočil na sekundo, in sicer na več naprav hkrati.  
 
Slika 10: DDS [20] 




Naprave so (v primerjavi s podatkovnimi strežniki) zelo hitre, saj je realni čas naprav običajno 
merjen v milisekundah. Ker mora protokol omogočati kompleksno komunikacijo med 
napravami, sloj TPC za prenos podatkov ni primeren. Zato DDS ponuja Quality of Service 
(QoS) kontrolo, multicast, konfigurativno zanesljivost in redundanco. DDS omogoča možne 
načine filtriranja podatkov in s tem tudi ustrezno naslavljanje (kam poslati podatke in katere). 
Kam v primeru DDS-a lahko pomeni več tisoč sočasnih destinacij. Hub and  spoke postavitev 
je za DDS neprimerna. DDS povezuje naprave med seboj neposredno. Vsaka naprava hrani 
svoje podatke. Zato rečemo, da naprave, ki delujejo po DDS protokolu, delujejo skupaj kot en 
celotni sistem. DDS je edini protokol, ki zaradi svoje hitrosti omogoča gradnjo kompleksnega 
sistema, ki je fleksibilen, zanesljiv in hiter [20,27]. 
AMQP je kratica za Advanced Message Queuing Protocol. Pri tem protokolu gre za čakalne 
vrste, podatke pa pošilja transakcijsko med strežniki. Protokol izhaja iz bančništva. Za prenos 
podatkov uporablja sloj TCP. Pri tem protokolu morajo končne točke potrditi prejem 
podatkov – ne glede na napake ali ponovne zakone. Tako protokol skrbi, da se podatki ne 
izgubijo. Zaradi te lastnosti je ta protokol v IoT-ju primeren za pošiljanje podatkov med 
strežniki in posledično omogoča nadzor nad podatki [20]. 
 
Slika 11: AMQP [28] 
CoAP ali Constrained Application Protocol je protokol, namenjen manjšim elektronskim 
napravam in jim omogoča neodvisno komunikacijo med seboj. Protokol cilja naprave, kot so 
nizko porabni senzorji, stikala, ventili in podobne komponente, ki jih je potrebno nadzirati 




prek interneta.  CoAP je preprost protokol, ki deluje na vseh napravah, ki podpirajo protokol 
UDP. Prevaja HTTP ukaze in s tem omogoča komunikacijo med napravami, zato je v svetu 
IoT-ja zelo razširjen, saj omogoča preprosto komunikacijo med napravami in strežniki. 
Protokol igra funkcijo pri nadzoru in upravljanju, saj lahko naprava z njegovo pomočjo 
podatke pošlje na strežnik, od njega pa dobi odgovor, ki napravi pove, ali je potrebno ukrepati 
ali ne [20]. 
 
 
Slika 12: Primer delovanja protokola CoAP [29] 
 
OMA-LwM2M (Open Mobile Alliance Lightweight Machine-to-Machine) je protokol za 
komunikacijo med dvema napravama. Namenjen je različnim nizko napetostnim 
mikrokontrolerjem, da lahko uspešno vzpostavljajo povezavo z internetom. Definira 
aplikacijski sloj med strežnikom in klientom, kjer je klient običajno naprava IoT-ja. Pogosto 
se ga uporablja s protokolom CoAP in pomaga pri nadziranju in upravljanju IoT-sistema [30]. 









3.3. Glavne funkcije platform za nadziranje in upravljanje 
Platforme v IoT-ju pridobivajo in shranjujejo podatke iz naprav, ki so v njem. Naprave v IoT-
ju lahko delimo na naprave z lastno inteligenco (angl. smart) ali pasivne naprave (angl. non-
smart). Naprave z lastno inteligenco so sposobne IoT-platformi pošiljati podatke o svojem 
stanju, okolju in lokaciji, kjer se nahajajo, same. Pasivne naprave pa same niso sposobne 
komunicirati z IoT-platformo in običajno potrebujejo dodatno tehnologijo, ki to omogoča. 
Obstoječe naprave, ki niso v IoT-sistemu, je mogoče opremiti z dodatno tehnologijo, ki 
poskrbi, da so podatki iz naprave posredovani v IoT-platformo.  
Kot je navedeno v poglavju 2.1., lahko platforme razdelimo na platforme za upravljanje s 
podatki, platforme za nadziranje naprav in njihovo upravljanje ter na platforme, ki omogočajo 
oboje. Uporaba platforme nam posledično omogoča hitro ugotovitev, kakšno je stanje objekta, 
ki ga naprava meri, kakšni so ambientni parametri v okolici naprave, kakšno je stanje naprave 
(ali ta deluje pravilno ali ne) itd. Na podlagi rezultatov takšne analize sistem ustrezno reagira 
in sproži ustrezen ukrep, če je to potrebno. Večina omrežnih naprav v IoT-ju je povezanih z 
omrežnim nadzornim sistemom, ki spremlja podatke o alarmih ali okvarah in stanje naprav.  




Nadziranje naprav v IoT-ju zahteva sodelovanje, koordinacijo in povezljivost z vsakim 
posameznim delom sistema in s sistemom kot celoto. Vse naprave morajo delovati skupaj, biti 
integrirane z vsemi drugimi in komunicirati s povezanim sistemom in infrastrukturo. Glavni 
namen IoT-platform je zajemanje podatkov iz različnih naprav ter zagotavljanje kontrole in 
varnosti dostopa do podatkov oz. virov, potrebnih za obdelavo teh podatkov. 
Glavne funkcije IoT-platforme predstavljajo jedro njenega delovanja, omogočati pa morajo: 
 možnost zajema podatkov – ne glede na obliko, frekvenco ali vir podatka, 
 predelavo podatkov in s tem njihovo razvrščanje v skupine (v primeru nastanka 
podvojenega podatka mora to sistem prepoznati in duplikat eliminirati), 
 analizo in obdelavo podatkov, kar vključuje napovedovanje, razpoznavo trendov, 
spremljanje podatkov itd., 
 in vizualizacijo podatkov. 
Nekatere platforme lahko (poleg zgoraj omenjenih funkcij) zajemajo tudi funkcije za 
upravljanje naprav. S temi funkcijami lahko vplivamo na delovanje samih naprav. Takšne 
funkcije so lahko: 
 spremljanje napak, 
 spreminjanje načina delovanja naprave, 
 nadgradnja programske kode OTA (angl. Over-the-air programming)  
 spreminjanje stanja naprave (aktivno v neaktivno napravo), 
 možnost spreminjanja konfiguracije nastavitvenih parametrov naprave, ki omogočajo 
spreminjanje osnovnih nastavitev naprav (katere naprava potrebuje za svoje pravilno 
delovanje).  





Slika 14: Delovanje IoT-platforme [32] 
 
3.4. Primeri nekaterih obstoječih platform za nadzor in 
upravljanje naprav v IoT-ju  
 
3.4.1. Platforma Carriots 
Platforma Carriots [33] je primerna za vse naprave, za vse oblike podatkov in za vsak market. 
Omogoča ločen pregled nad vsako napravo in tudi nad celotnim sistemom. Omogoča tudi 
zaščito podatkov, njihovo analizo in izvajanje ukrepov, poleg upravljanja s podatki pa 
omogoča tudi upravljanje z napravami. 
Glavne funkcije te platforme so [33]: 
 zajemanje podatkov v realnem času in njihova analiza, 
 omogočanje komunikacije med napravami, 
 storitve HTTP RESTful (za upravljanje XML- ali JSON-formatov), 
 spreminjanje konfiguracije naprav in nadgradnja programske opreme, 








3.4.2. Platforma Axeda 
Axeda [35] IoT-platforma ponuja celovito platformo na cloud zasnovi za nadziranje 
produktov in naprav v IoT-sistemu. Platforma omogoča nadzor in vizualizacijo podatkov, pa 
tudi izdelavo ter zagon aplikacij in ukazov.  
Glavne funkcije te platforme so [35]: 
 zajemanje podatkov v realnem času in analiza teh podatkov, 
 nadziranje posamezne naprave, 
 omogočanje komunikacije med napravami, 
 opozarjanje na napake, 
 omogočanje spreminjanja konfiguracije naprav in nadgradnje programske 
opreme, 
 preprosto dodajanje aplikacij za nadzor in upravljanje. 
Ta platforma ni odprtokodna, uporablja pa storitve REST in SOAP. Njena cena je odvisna od 
ponudnika.  
3.4.3. Platforma Mformation 
Platforma Mformation [35] omogoča preprosto povezovanje velikega števila naprav. 
Omogoča zajem in učinkovito interpretacijo poslovnih informacij, posledično pa tudi analizo 
in ukrepanje. Platforma omogoča tudi upravljanje z napravami. 
Glavne funkcije te platforme so [35]: 
 zajemanje podatkov v realnem času in njihova analiza, 
 omogočanje komunikacije prek protokolov CoAP/DTLS in OMA-LWM2M 
(pri tem pa uporablja RESTful storitve), 
 samodejno dodajanje naprav, ko se te pojavijo v omrežju, 
 omogočanje spreminjanja konfiguracij naprav in nadgradnja programske 
opreme. 








3.4.4. Platforma Unified Device Management  
Unified Device Management [36] je platforma, ki jo je razvilo podjetje Avsysem. Deluje po 
TR-069 specifikacijah. Omogoča priklop katerekoli naprave in komunikacijo z uporabo 
kateregakoli protokola.  
Glavne lastnosti te platforme so [36]: 
 zajem in analiza podatkov v realnem času, 
 podpiranje velikega števila naprav, 
 nadziranje posamezne naprave, 
 omogočanje spreminjanja konfiguracije naprav in nadgrajevanja programske opreme. 
Platforma ni odprtokodna, mogoče pa jo je preizkusiti brezplačno (za omejeno časovno 
obdobje), za več informacij o njeni ceni pa je potrebno kontaktirati ponudnika. 
3.4.5. Platforma Echelon 
Echelon [37] je predvsem industrijska IoT-platforma. Platforma je znana po svoji izjemni 
zaščiti in svoji industrijski zanesljivosti. Echelon se razlikuje od uporabniških IoT-platform, 
saj podpira vse potrebne funkcije, ki jih potrebuje industrija. 
Glavne funkcije te platforme so [37]: 
 podpiranje ožičene in brezžične naprave, 
 omogočanje spremljanja sistema v realnem času, 
 omogočanje komunikacije med napravami, 
 uporabljanje storitve REST, 
 upravljanje naprav (spreminjanje konfiguracije, pošiljanje ukazov...). 
Njena beta različica je brezplačna, za premium edicijo pa je potrebno kontaktirati ponudnika. 
Tudi ta platforma ni odprtokodna. 
 
  




3.4.6. Platforma Kii 
Kii [38] omogoča nadzor nad napravami IoT-ja in upravljanje teh naprav s hitro odzivnostjo. 
Ta platforma zajema funkcije vse od upravljanja s podatki do nadzora in upravljanja naprav. 
Omogoča preprosto ustvarjanje aplikacij in podpira tudi povezljivost s pametnimi telefoni. 
Glavne funkcije te platforme torej so [38]: 
 nadzor nad sistemom v realnem času, 
 upravljanje naprav (spreminjanje konfiguracije, pošiljanje ukazov...), 
 omogočanje komunikacije med napravami. 
Tudi ta platforma ni odprtokodna, njena poskusna verzija pa je brezplačna (za več informacij 
je potrebno povprašati ponudnika).  
  




4. PREDSTAVITEV PRAKTIČNEGA DELA 
Diplomski projekt sem opravljal v podjetju L-TEK Elektronika d. o. o. Namen praktičnega 
izdelka je bil, da sem izdelal sistem za obveščanje prek SMS-sporočil, in sicer z uporabo 
modula ublox C027 [40]. Namen tega sistema je obveščanje, na kateri izmed naprav v mreži 
se je pojavila napaka. Te napake so običajno tiste, ki določeni napravi v mreži, ki jo nadzira 
modul, onemogočajo pravilno delovanje. To je primarni namen uporabe tega modula, vendar 
se ga lahko s to programsko kodo uporablja tudi za javljanje različnih opravljenih meritev.  
Tako sem pripravil gradnik, ki lahko podpre različne vidike uporabe (v okviru IoT-sistema).  
Naprava, za katero želimo, da javi opravljeno meritev, lahko svojo meritev in vrednosti javi v 
obliki napake. V primeru pojava napake mora naprava klicati ustrezno spletno storitev. To 
storitev kliče z vsebino napake, storitev pa napaki določi skrbnika in jo zapiše v podatkovno 
tabelo trenutno aktualnih napak, ki se nahaja v podatkovni bazi.  
To podatkovno tabelo – z uporabo druge spletne storitve – preverja modul C027. V primeru 
napake modul od spletne storitve prejme odgovor s telefonsko številko skrbnika in vsebino 
napake. Ta odgovor modul nato ustrezno uporabi in na telefonsko številko, ki jo je dobil kot 
odgovor storitve, pošlje vsebino napake v obliki SMS-sporočila. Skrbnik na podlagi prejetega 
sporočila ukrepa. Ima pet minut časovnega okvirja, v katerem mora potrditi modulu (prek 
SMS-sporočila), da je napako prejel. Če skrbnik v tem časovnem okvirju napake ne potrdi, 
modul to sporoči spletni storitvi, ki napaki dodeli naslednjega skrbnika, če ta obstaja. Ko 
modul prejme potrditveno vsebino skrbnika, kliče naslednjo spletno storitev.  
Ta storitev pogleda, ali se v tabeli aktualnih napak nahaja napaka z vsebino, ki jo je 
posredoval skrbnik. Če se napaka v tabeli nahaja, storitev prepiše napako iz tabele aktualnih 
napak v tabelo arhiviranih napak in jo v tabeli aktualnih napak izbriše. Storitev prek modula 
C027 skrbniku v obliki SMS-sporočila sporoči, da je bila napaka izbrisana. Če napaka, ki jo je 
želel potrditi skrbnik, ni več aktualna (obstaja možnost, da jo je potrdil že drug skrbnik, ali pa 
se je pri potrditvi skrbnik zmotil), storitev prek modula C027 (v obliki SMS-sporočila) 
skrbniku sporoči, da ta napaka ne obstaja. V tabeli arhiviranih napak se hranijo napake, ki so 
se v sistemu pojavile in so bile potrjene. V tej tabeli je mogoče razbrati, kdo je napako potrdil, 
kdaj je napaka nastala, kdaj je bila potrjena in njeno vsebino.  




V tem praktičnem delu je modul uporabljen samo kot ena izmed možnosti njegove uporabe. 
Primerna uporaba takšnega modula bi bila tudi na predelih, ki nimajo dostopa do ožičene 
internetne povezave. S priklopom raznih senzorjev na modul bi lahko ta pošiljal vrednosti na 
oddaljen strežnik prek povezave GPRS. 
Slika 20 prikazuje komunikacijo med napravami in strežnikom, strežnikom in podatkovno 
bazo, modulom C027 in strežnikom ter skrbnikom in strežnikom. 
 
Slika 15: Celotna arhitektura praktične rešitve 
4.1.  Predstavitev uporabljenih orodij in strojne opreme 
 
Za izdelavo sistema sem uporabil modul u-blox C027. Programiranje tega modula poteka v 
mbed-ovem spletnem prevajalniku. Za izdelavo spletnih storitev (angl. web service) in 
podatkovnih baz sem uporabljal Microsoft visual studio 2013. 
4.1.1.  Modul u-blox C027 
 
Modul C027 je platforma, namenjena izdelavi prototipov različnih aplikacij, ki so del IoT-ja. 
Platforma ima MAX-7Q GPS/GNSS sprejemnik in LISA ali SARA mobilni modul, kar 
omogoča izdelavo aplikacij, ki omogočajo komunikacijo na svetovni ravni in hiter dostop do 




lokacije modula z GPS-sistemom.  Platforma ponuja dostop od etherneta in vmesnika CAN 
do različnih vmesnikov za strojno opremo (22 GPIO z SPI, I2C, UART in I2S).  
 
Slika 16: Modul u-blox C027 
Platformo poganja mikroprocesor Cortex-M3, ki je podprt s strani mbed-a. Mikroprocesor 
ima 512 KB flash spomina, 64 KB RAM-pomnilnika in frekvenco 96 MHz. S platformo se 
lahko uporablja tudi mbed-ov application shield, ki vsebuje še LCD-ekran in nekaj dodatnih 
tipk. 
 
4.1.2.  Mbed-ov spletni prevajalnik 
 
Mbed-ov spletni prevajalnik je brezplačen prevajalnik, ki ponuja programiranje v 
programskem jeziku C in C++. Z njim lahko programiramo naprave, ki so podprte s strani 
mbed. Omogoča preprosto pisanje in prevajanje aplikacij za ustrezno delovanje na mbed-ovih 
podprtih mikroprocesorjih. Prednost prevajalnika je, da ga ni potrebno namestiti na računalnik 
– potrebno se je registrirati na mbed-ovi spletni strani. To pomeni, da uporabniku omogoča 
razvoj in uporabo programske kode z vsakega računalnika, kot tudi iz naprav, ki uporabljajo 
Android in iOS.  





Slika 17: Izgled spletnega prevajalnika mbed 
Vsak uporabnik prevajalnika dobi svoj delovni prostor, ki je po velikosti neomejen. Vsi 
projekti v prevajalniku so privatni – razen v primeru, če želi uporabnik določen projekt deliti 
z ostalimi uporabniki. Prevajalnik omogoča izvoz projektov tudi na druge ne-spletne 
prevajalnike, kot so Keil uVision4 ali GCC. Edina slabost tega prevajalnika pa je, da ne 
omogoča debugiranja oz. razhroščevanja (iskanja napak v kodi). 
4.1.3.  Microsoft Visual Studio 2013 
 
Microsoft Visual Studio je integrirano razvojno okolje (IDE), razvito s strani Microsofta. 
Microsoft Visual Studio omogoča programiranje v različnih programskih jezikih, in sicer: C, 
C++, C++/CLI, VB.NET, C# in F#. Z namestitvijo razširitve lahko Microsoft Visual Studio 
prevaja tudi programske jezike – kot so npr. M (MUMPS), Python in Ruby. Microsoft Visual 
Studio se uporablja za pisanje aplikacij (ki tečejo na operacijskih sistemih), spletnih strani, 
spletnih aplikacij in spletnih storitev.  Za namen svoje projektne naloge sem Microsoft Visual 
Studio 2013 uporabljal za pisanje spletnih storitev, katere kliče modul u-blox C027, za ostale 
naprave v mreži ter za postavitev podatkovne baze in podatkovnih tabel. Za pisanje spletnih 
storitev sem uporabljal programski jezik C#. 




4.2. Predstavitev programskih kod na modulu u-blox C027 in 
strežniku 
4.2.1. Programska koda modula u-blox C027 
Cilj funkcionalnosti programa je bil spisati programsko kodo, ki bi modulu omogočala 
konstantno klicanje določenih spletnih storitev, ki bi mu posredovale povratno informacijo o 
napakah. Za komunikacijo s strežnikom je modulu na voljo ethernet povezava in povezava 
GPRS, ki poteka prek ponudnika mobilnih storitev in je običajno plačljiva. V primeru, da 
modul nima ethernet povezave, se vklopi povezava GPRS. Modul v primeru napake iz spletne 
storitve dobi odgovor z njeno vsebino in telefonsko številko skrbnika. Komunikacija med 
modulom in spletno storitvijo ter spletno storitvijo in modulom poteka z ukazom HTTP 
POST, vsebina pa je poslana s formatom JSON. Modul nato posreduje informacijo končnemu 
uporabniku oz. skrbniku v obliki SMS-sporočila. Skrbnik ima pet minut časa, da prejem 
SMS-sporočila z napako potrdi. V primeru da je skrbnikov (kjer sodeluje modul) več in prvi 
skrbnik ne odgovori v časovnem roku, modul kliče spletno storitev s parametrom, ki storitvi 
pove, ali je modul dobil odgovor, in spletna storitev mu posreduje sporočilo z napako in 
telefonsko številko naslednjega skrbnika. Če se program  poruši, se uporabi watchdog, ki 
ponovno zažene mikroprocesor. Programiranje modula C027 sem izvajal v mbed-ovem 
spletnem prevajalniku z uporabo programskega jezika C++. Uporabil sem spisano knjižnico 
za modul C027, ki so jo spisali zaposleni programerji v mbed-ovem podjetju. 




Slika 18: Bločni diagram programske kode na modulu C027 




Na začetku programske kode je potrebno vključiti vse potrebne datoteke in definirati štiri 
glavne parametre, ki modulu omogočijo delovanje: 
#define SIMPIN      "1234" 
#define APN         "internet" 
#define USERNAME    "mobitel" 
#define PASSWORD    "internet" 
 
Ti parametri modulu omogočajo povezavo z operaterjem prek SIM-kartice. Vse te parametre, 
razen parametra SIMPIN, dobimo od ponudnika mobilnih storitev. 
Na začetku main funkcije programa je potrebno definirati in inicializirati modul ter ga 
registrirati na mobilnem omrežju: 
int main(void) 
{ 
    ... 
    MDMSerial mdm;      //definiranje modul objekta 
    MDMParser::DevStatus devStatus = {}; 
    MDMParser::NetStatus netStatus = {}; 
    bool mdmOk = mdm.init(SIMPIN, &devStatus);  // inicializacija modula 
    mdm.dumpDevStatus(&devStatus); 
    mdmOk = mdm.registerNet(&netStatus);  //registriranje na mobilno omrežje 
    mdm.dumpNetStatus(&netStatus); 
    ... 
}    
     
V naslednjem koraku modul inicializira ethernet vmesnik in poskuša vzpostaviti povezavo z 
internetom. Če povezave z internetom prek ethernet vmesnika ne more vzpostaviti, se 
vzpostavi povezava z omrežjem GPRS. 
int main(void) 
{ 
    ... 
    eth.init();       //inicializacija etherneta 
    if(eth.connect(10000)!=0)      // -- vzpostavljanje povezave z  
    {        // internetom -- 
        MDMParser::IP ip = mdm.join(APN,USERNAME,PASSWORD);// -- vzpostavljanje povezave 
        mdm.dumpIp(ip);          // v primeru da dostop prek 
    }           // etherneta ni možen-- 
    else 
    { 
        printf("IP Address is %s\n\r", ip_addr); 
    } 
      ... 
}    
 




Če je funkcija mdm.registerNet(&netStatus) za registracijo modula na mobilno omrežje  
vrnila vrednost true, se začne izvajati glavna zanka v programu, ki bere sprejeta sporočila in 
kliče funkcijo za klic spletnih storitev. 
V glavni funkciji main modul najprej kliče funkcijo, ki je zadolžena za klic spletnih storitev. 
V tej funkciji se izvede tudi pregled, ali je skrbnik, kateremu je bilo sporočilo poslano, že 
odgovoril v določenem časovnem roku. 
if (stanje>4) 
        { 
            memset(post, '\0', sizeof(post)); 
            if (odgovor>59 && strlen(sporocilo)>0) 
            { 
                sprintf(post,"{\"odgovor\":\"false\"}"); 
                odgovor=0; 
                sporociloPoslano=true; 
            } 
            else if (strlen(sporocilo)>0) 
            { 
                sprintf(post,"{\"odgovor\":\"true\"}");; 
                odgovor++; 
            } 
            else 
            { 
                sprintf(post,"{\"odgovor\":\"true\"}"); 
            } 
            sprintf(url,"%s/RestServiceImpl.svc/berisms",webServiceUrl); 
            klicNaServerPost( url, post); 
            stanje=0;  
        } 
 
V zgornji kodi se najprej preveri, če je vrednost spremenljivke stanje večja od štiri in če 
obstaja kakšna napaka (spremenljivka sporocilo), ki jo je potrebno potrditi. Spremenljivka 
stanje in konstanta štiri označujeta sekunde. Spremenljivka stanje se poveča za vrednost ena, 
ko se koda izvede do konca (modul nato počaka eno sekundo, preden se koda ponovno 
izvede). Ta del kode se izvede ob zagonu modula (začetna vrednost spremenljivke stanje je 
pet) in vsakih pet sekund. V tem delu kode se pogleda, ali je bil odgovor že prejet s strani 
skrbnika. To označujeta spremenljivka odgovor in konstanta  59. Spremenljivka odgovor se 
poveča vsakih pet sekund, če se v sistemu nahaja napaka. Glede na to, ali se v sistemu nahaja 
napaka ali ne, in ali je bila ta napaka potrjena ali ne, se sestavi primerna vsebina POST 
formata JSON in ustrezen URL, ki kaže na tisto spletno storitev, ki je zadolžena za branje 
sporočil na strežniku. Ta storitev je podrobneje opisana v nadaljevanju. Začetni del URL-ja 
pove IP-številko ali DNS-strežnika. Ta je shranjen v spremenljivki webServiceUrl in je 




definiran na začetku programske kode. Celoten URL, vključno z imenom spletne storitve, 
katero želi modul uporabiti, se shrani v spremenljivki url. Klic na strežnik se izvede s 
funkcijo klicNaServerPost. Funkcija klicNaServerPost  je preprosta funkcija, ki za parameter 
uporabi spremenljivki url in post.  
char* js = (char*) malloc (1024); 
HTTPText inText(js, 1024); 
 
void klicNaServerPost(char* url, char* wordsend) {  
    HTTPMap map; 
    map.put("data",wordsend); 
    int ret = http.post(url, map, &inText, 3000); 
    printf("\nTrying to post data...\r\n"); 
    if (!ret) 
    { 
      printf("Executed POST successfully - read %d characters\r\n", strlen(js)); 
      printf("Result: %s\r\n", js); 
      parseJSON(js); 
    } 
     if (ret!=0) 
        printf("Post ni uspel"); 
    printf("post end\r\n"); 
} 
 
V primeru, da je vrednost spremenljivke ret enaka nič, pomeni, da je bil ukaz HTTP POST 
uspešno izvršen. Podatke, posredovane s strežnika, se shrani v spremenljivko js, ki je formata 
JSON in jo kasneje s klicem funkcije parseJSON prevedemo v spremenljivke, kjer je 
shranjena vsebina sporočila, in v spremenljivko, kjer je shranjena telefonska številka. 
  
Če modul še ni prejel odgovora s strani skrbnika, spremenljivka sporociloPoslano spremeni 
vrednost na true. To omogoči, da se izvede naslednji pogojni stavek, ki preverja to 
spremenljivko in pošlje sporočilo naslednji telefonski številki, ki jo je modul dobil kot 
odgovor s strani strežnika. 
 
        if(sporociloPoslano) 
        { 
            if (strlen(stevilka1)>5) 
            { 
                   if(mdm.smsSend(stevilka1,sporocilo)) 
                    { 
                        stevilka1[0] = '\0'; 
                        memset(stevilka1, '\0', sizeof(stevilka1));  
                        sporociloPoslano=false; 
                    } 
            } 
        } 
 




V naslednjem koraku programske kode modul pogleda, če je dobil SMS-sporočilo, in preveri 
njegovo vsebino.  
 
        int ix[8]; 
        int n = mdm.smsList("REC UNREAD", ix, 8);  // Seznam SMS sporocil 
        if (8 < n) n = 8; 
        while (0 < n--) 
        { 
            if(mdm.smsRead(ix[n], stevilka, buf, sizeof(buf))) 
            { 
                printf("%s",sporocilo); 
                poslanoSporocilo=true; 
            } 
         
 
            if (strcmp(buf,"stanje")==0 ||strcmp(buf,"Stanje")==0) 
            { 
                mdm.ussdCommand(ussd, buf1); 
                mdm.smsSend(stevilka,buf1); 
                printf("\r\nBUF1: %s\r\n",buf1); 
                memset(buf, '\0', sizeof(buf)); 
                mdm.smsDelete(ix[n]);  
                sporociloStanje=true; 
            } 
 
            if (sporociloStanje==false) 
            { 
                sprintf(post,"{\"stevilka\":\"%s\",\"vsebina\":\"%s\"}",stevilka,buf); 
                printf("\r\nSTEVILKA: %s\r\n",stevilka); 
                sprintf(url,"%s/RestServiceImpl.svc/brisisms",webServiceUrl); 
                klicNaServerPost("init", url, post); 
                if (strcmp(brisanje,"Napaka potrjena")==0) 
                { 
                    memset(buf, '\0', sizeof(buf)); 
                    mdm.smsSend(stevilka,brisanje); 
                    mdm.smsDelete(ix[n]); 
                } 
                else 
                { 
                    memset(buf, '\0', sizeof(buf)); 
                    mdm.smsSend(stevilka,"Napaka ne obstaja"); 
                    mdm.smsDelete(ix[n]);     
                }             
                } 
        ... 
  } 
 
Program v primeru prejetega sporočila pogleda, ali je prejeta vsebina stanje. Če skrbnik pošlje 
na modul SMS-sporočilo s to vsebino, modul uporabi kodo USSD za poizvedbo denarnega 
stanja na SIM-kartici. To vsebino nato posreduje na številko, s katere je bilo sporočilo z 
vsebino stanje poslano. Če ni bilo prejeto sporočilo s tako vsebino, modul začne postopek 




potrjevanja napake. Sestavi vsebino POST, ki jo sestavlja telefonska številka in vsebina 
prejetega sporočila. Vsebina tega sporočila mora biti enaka kot jo je modul poslal skrbniku, 
ko mu je javil napako. S to vsebino nato kliče spletno storitev brisisms. Od storitve dobi 
odgovor glede na to, ali napaka s tako vsebino obstaja ali ne. Če napaka obstaja, jo spletna 
storitev pobriše in modulu sporoči, da je bila napaka potrjena. Če take napake ni, modul 
prejme vsebino, ki mu pove, da te napake v sistemu ni. Modul v obeh primerih odgovor s 
storitve posreduje nazaj skrbniku in pobriše prejeto SMS-sporočilo s svojega spomina. 
 
Na koncu programske kode se spremenljivka stanje, ki označuje čas, poveča za ena, 
spremenljivka sporociloStanje pa se nastavi na false. Ta spremenljivka označuje, ali je prejeto 
SMS-sporočilo samo SMS-sporočilo za pregled stanja na mobilnem računu. Na koncu 
program počaka eno sekundo, preden se zgoraj opisana koda ponovno izvede. 
 
4.2.2. Programska koda spletnih storitev 
 
Programska koda spletnih storitev je tista koda, ki se izvaja na strežniku. Za moj projekt sem 
napisal tri spletne storitve. Eno spletno storitev kličejo naprave, ki so zaznale napako, ostali 
dve pa kliče modul C027. Definiral sem tudi bazo podatkov, s katero te spletne storitve z 
uporabo ukazov SQL manipulirajo. Programsko kodo sem pisal v programu Microsoft Visual 
Studio 2013, v programskem jeziku C#. Za lažji pregled nad vsebino podatkovne baze sem 
uporabljal orodje MySQL Workbench. 
Podatkovna baza je sestavljena iz treh tabel in sicer admini, sms in napake. Tabela admini 
vsebuje podatke o skrbnikih, kot so telefonska številka, ime in priimek, ID ter indikator, ki 
nakazuje, ali je bilo temu skrbniku že poslano sporočilo o napaki. Tabela sms vsebuje ID-
sporočila, telefonsko številko skrbnika, kateremu je namenjeno to sporočilo, vsebino 
sporočila in čas, kdaj je bilo sporočilo generirano. V tej tabeli so zapisane vse napake, ki so 
trenutno aktualne oziroma še niso potrjene. Ko skrbnik napako potrdi, se ta zapiše v tabelo 
napake. V tabeli napake nastopajo: čas napake, ki je enak času, ki označuje nastanek 
sporočila, čas potrditve, ki pove, kdaj je bila napaka potrjena, opis napake in skrbnik, ki 
shrani ime in priimek skrbnika, ki je to napako potrdil. 
Pred pisanjem spletnih storitev sem za vsako storitev definiral njene vhodne in izhodne 
parametre ter s kakšno metodo in v kakšnem formatu bodo podatki posredovani na storitev. 




Vse storitve za komunikacijo uporabljajo metodo HTTP POST in format JSON. Storitve 
pridobljene informacije najprej prevedejo iz formata JSON v posamezne dele, nato pa začnejo 
z manipulacijo baze. V bazo se prijavijo z nizom znakov, ki predstavljajo strežnik, 
uporabnika, geslo in podatkovno bazo. 
Prva storitev se imenuje Tekst. Naprave, ki so zaznale napako, kličejo to storitev. Ta storitev 
najprej določi, kateremu skrbniku iz tabele admini bo to napako posredovala. To naredi tako, 
da za vse skrbnike pogleda indikator, ki nakazuje, ali je bilo sporočilo temu skrbniku že 
poslano. Če je skrbnikov več, potem storitev vedno izbere novega skrbnika. Ko zaposli vse 
skrbnike, naslednjo napako ponovno pošlje prvemu skrbniku. Ko določi skrbnika, odpre 
tabelo sms in v njeno prvo prosto mesto vpiše podatke. 
 
Storitev Tekst: 
public TekstResponse Tekst(Stream data) 
        { 
            string jsonString = getData(data); 
            JavaScriptSerializer ser = new JavaScriptSerializer(); 
            var request = ser.Deserialize<TekstRequest>(jsonString); 
            var response = new TekstResponse(); 
            String tekst = request.tekst; 
            string stevilka = request.stevilka; 
            int result = 0; 
            TimeZone localZone = TimeZone.CurrentTimeZone; 
            DateTime currentDate = DateTime.Now; 
            DateTime currentUTC = localZone.ToUniversalTime(currentDate); 
            TimeSpan currentOffset = localZone.GetUtcOffset(currentDate); 
            string cas = (currentUTC + currentOffset).ToString("dd-MM-yyyy HH:mm:ss"); 
            int ID=0; 
            String poslano; 
            String Stevilka; 
                using (MySqlConnection conn = new MySqlConnection(constr)) 
                { 
                    using (MySqlCommand cmd = new MySqlCommand()) 
                    { 
                        conn.Open(); 
                        cmd.Connection = conn; 
                        cmd.CommandText = "SELECT COUNT(*) FROM `admini`"; 
                        int count = int.Parse(cmd.ExecuteScalar().ToString()); 
                        if (count > 0) 
                        { 
                            for (int i = 1; i <= count; i++) 
                            { 
                                cmd.CommandText = "SELECT Poslano FROM `admini` WHERE ID='" + i + "';"; 
                                poslano = cmd.ExecuteScalar().ToString(); 
                                if (poslano == "") 
                                { 




                                    ID = i; 
                                    break;  
                                } 
                                else 
                                    ID = 1; 
                            } 
                            cmd.CommandText = "SELECT Stevilka FROM `admini` WHERE ID='" + ID + "';"; 
                            Stevilka = cmd.ExecuteScalar().ToString(); 
                            cmd.CommandText = "UPDATE `admini` SET Poslano='Poslano' WHERE ID='" + ID + "';"; 
                            cmd.ExecuteNonQuery(); 
                            cmd.CommandText = "SELECT COUNT(*) FROM `sms`"; 
                            int count1 = int.Parse(cmd.ExecuteScalar().ToString()); 
                            if (count1 > 0) 
                                { 
                                    cmd.CommandText = "SELECT ID FROM `sms` ORDER BY ID DESC LIMIT 1;"; 
                                    ID = ((int)cmd.ExecuteScalar())+1; 
                                } 
                                else 
                                    ID = 1; 
                                cmd.CommandText = "INSERT INTO `sms` (`ID`,`TelSt`, `SMSVsebina`, `CasSporocila`) VALUES 
('" + ID + "','" + Stevilka + "','" + tekst + "','" + cas + "');"; 
                                cmd.ExecuteNonQuery(); 
                         } 
                     } 
                        conn.Close(); 
                } 
            return response; 
        } 
 
Naslednja storitev je storitev BeriSMS, ki jo kliče modul C027. Modul na to storitev pošlje 
vrednost, ki je lahko true ali false. S to vrednostjo storitev vidi, ali je skrbnik modulu že 
odgovoril ali ne. Če modul storitvi pošlje vrednost true, storitev na sporočilo v tabeli sms ne 
vpliva, ampak samo posreduje njeno vsebino. Če  modul storitvi pošlje vrednost false (kar se 
zgodi vsakih pet minut, če skrbnik ne potrdi napake), storitev napaki določi naslednjega 
skrbnika. Storitev po uspešno izvedeni kodi, modulu posreduje vsebino sporočila, telefonsko 
številko skrbnika, kateremu bo modul poslal SMS-sporočilo, in število napak v tabeli sms. 
Storitev BeriSMS: 
        public PosljiSMSResponse BeriSMS(Stream data) 
        { 
 
            string jsonString = getData(data); 
            JavaScriptSerializer ser = new JavaScriptSerializer(); 
            var request = ser.Deserialize<PosljiSMSRequest>(jsonString); 
            bool odgovor = request.odgovor; 
            var response = new PosljiSMSResponse(); 
            int result = 0; 
            string stevilka; 




            string tekst; 
            int ID; 
            string poslano; 
            using (MySqlConnection conn = new MySqlConnection(constr)) 
            { 
                using (MySqlCommand cmd = new MySqlCommand()) 
                { 
                    conn.Open(); 
                    cmd.Connection = conn; 
                    cmd.CommandText = "SELECT COUNT(*) FROM `sms`"; 
                    int count = int.Parse(cmd.ExecuteScalar().ToString()); 
                    if (count > 0) 
                    { 
                        cmd.CommandText = "SELECT ID FROM `sms` ORDER BY ID DESC LIMIT 1;"; 
                        ID = (int)cmd.ExecuteScalar(); 
                        cmd.CommandText = "SELECT TelSt FROM `sms` WHERE ID='" + ID + "';"; 
                        stevilka = cmd.ExecuteScalar().ToString(); 
                        cmd.CommandText = "SELECT SMSVsebina FROM `sms` WHERE ID='" + ID + "';"; 
                        tekst = cmd.ExecuteScalar().ToString(); 
                        if (odgovor==false) 
                        { 
                            cmd.CommandText = "SELECT COUNT(*) FROM `admini`"; 
                            int count1 = int.Parse(cmd.ExecuteScalar().ToString()); 
                            if (count1 > 0) 
                            { 
                                for (int i = 1; i <= count1; i++) 
                                { 
                                    cmd.CommandText = "SELECT Poslano FROM `admini` WHERE ID='" + i + "';"; 
                                    poslano = cmd.ExecuteScalar().ToString(); 
                                    if (poslano == "") 
                                    { 
                                        ID = i; 
                                        break; 
                                    } 
                                    cmd.CommandText = "SELECT Poslano FROM `admini` WHERE ID='" + count1 + "';"; 
                                    poslano = cmd.ExecuteScalar().ToString(); 
                                    if (poslano=="Poslano") 
                                    { 
                                        cmd.CommandText = "UPDATE `admini` SET Poslano='' WHERE Poslano='Poslano';"; 
                                        cmd.ExecuteNonQuery(); 
                                        i=0; 
                                    } 
                                    else 
                                        ID = 1; 
                                } 
                                cmd.CommandText = "SELECT Stevilka FROM `admini` WHERE ID='" + ID + "';"; 
                                stevilka = cmd.ExecuteScalar().ToString(); 
                                cmd.CommandText = "UPDATE `admini` SET Poslano='Poslano' WHERE ID='" + ID + "';"; 
                                cmd.ExecuteNonQuery(); 
                                cmd.CommandText = "SELECT ID FROM `sms` ORDER BY ID DESC LIMIT 1;"; 
                                ID = (int)cmd.ExecuteScalar(); 
                                cmd.CommandText = "UPDATE `sms` SET TelSt='" + stevilka + "' WHERE ID='" + ID + "';"; 
                                cmd.ExecuteNonQuery();    
                            } 
                            /*cmd.CommandText = "DELETE FROM `sms` WHERE `ID`='" + ID + "';"; 
                            result = cmd.ExecuteNonQuery();*/ 




                        } 
                        response.tekst = tekst; 
                        response.stevilka = stevilka; 
                        response.count = ID; 
                    } 
                    else 
                        response.count = 0; 
                        conn.Close(); 
                } 
            } 
            return response; 
        } 
 
 
Zadnja storitev je storitev BrisiSMS. Tudi to storitev kliče modul C027, in sicer takrat, ko 
skrbnik napako potrdi. Vhodni parameter te storitve je telefonska številka skrbnika in 
potrditvena vsebina. Ta storitev pogleda prejeto vsebino in jo primerja z vsebino napak (če jih 
je več) v tabeli sms. Če najde napako s to vsebino, potem izbriše to napako iz tabele sms in jo 
prenese v tabelo napake. V tej tabeli zapiše čas napake, čas potrditve, opis napake ter ime in 
priimek skrbnika. Če je bilo potrebno obvestilo o napaki poslati več skrbnikom, storitev ob 
času potrditve zbriše indikatorje v tabeli admini, ki povejo, ali je bilo sporočilo temu skrbniku 




        public BrisanjeSporocilaResponse BrisiSMS(Stream data) 
        { 
            string jsonString = getData(data); 
            JavaScriptSerializer ser = new JavaScriptSerializer(); 
            var request = ser.Deserialize<BrisanjeSporocilaRequest>(jsonString); 
            string stevilka = request.stevilka; 
            string Stevilka = stevilka.Replace("+386", "0"); 
            string sporocilo; 
            TimeZone localZone = TimeZone.CurrentTimeZone; 
            DateTime currentDate = DateTime.Now; 
            DateTime currentUTC = localZone.ToUniversalTime(currentDate); 
            TimeSpan currentOffset = localZone.GetUtcOffset(currentDate); 
            string casPotrditve = (currentUTC + currentOffset).ToString("dd-MM-yyyy HH:mm:ss"); 
            string casNapake; 
            string skrbnik;       
            int ID; 
            int result = 0; 
            var response = new BrisanjeSporocilaResponse(); 
                using (MySqlConnection conn = new MySqlConnection(constr)) 
                { 
                    using (MySqlCommand cmd = new MySqlCommand()) 
                    { 
                        conn.Open(); 
                        cmd.Connection = conn; 




                        cmd.CommandText = "SELECT COUNT(*) FROM `sms`"; 
                        int count = int.Parse(cmd.ExecuteScalar().ToString()); 
 
                        if (count > 0) 
                        { 
                            
                            try 
                            { 
                               cmd.CommandText = "SELECT ID FROM `sms` WHERE `SMSVsebina`='" + sporocilo1 + "';"; 
                               ID = (int)cmd.ExecuteScalar(); 
                               cmd.CommandText = "SELECT SMSVsebina FROM `sms` WHERE `ID`='" + ID + "';"; 
                               sporocilo = cmd.ExecuteScalar().ToString(); 
                               cmd.CommandText = "SELECT CasSporocila FROM `sms` WHERE `ID`='" + ID + "';"; 
                               casNapake = cmd.ExecuteScalar().ToString(); 
                               cmd.CommandText = "DELETE FROM `sms` WHERE `ID`='" + ID + "';"; 
                               result = cmd.ExecuteNonQuery(); 
                               cmd.CommandText = "UPDATE `admini` SET Poslano='' WHERE `Poslano`='Poslano';"; 
                               cmd.ExecuteNonQuery(); 
                               response.brisanje = "Napaka potrjena"; 
                               cmd.CommandText = "SELECT ImePriimek FROM `admini` WHERE `Stevilka`='" + Stevilka + "';"; 
                               skrbnik = cmd.ExecuteScalar().ToString(); 
                               cmd.CommandText = "INSERT INTO `napake` (`casNapake`, `casPotrditve`, `opisNapake`, 
`skrbnik`) VALUES ('" + casNapake + "','" + casPotrditve + "','" + sporocilo + "','" + skrbnik + "');"; 
                                result = cmd.ExecuteNonQuery(); 
                            } 
                            catch (Exception e) 
                            { 
                                response.brisanje = "Ni napake za potrditev"; 
                            } 
                        } 
                        conn.Close(); 
                    } 
                } 
            return response; 
        } 
  






V svojem diplomskem delu sem ugotovil, kateri dejavniki so med glavnimi za razvoj IoT-ja. 
Ti dejavniki so: razvoj brezžične omrežne tehnologije, rast v mobilnem upravljanju pametnih 
naprav in cenejše pametne naprave. Dejavnikov je seveda več, vendar sem v diplomskem delu 
predstavil le tiste, ki so se mi zdeli pomembnejši. 
Ugotovil sem tudi, da lahko platforme v IoT-ju razdelimo v tri kategorije, in sicer na: 
platforme za upravljanje s podatki, platforme za nadzor in upravljanje z napravami, ter 
platforme, ki omogočajo upravljanje s podatki ter nadzor in upravljanje z napravami. Med 
raziskovanjem platform sem opazil, da so nekatere platforme, ki omogočajo upravljanje s 
podatki, brezplačne, medtem ko so platforme, ki omogočajo tudi nadzor in upravljanje z 
napravami oz. samo nadzor in upravljanje z napravami, plačljive in bolj kompleksne, saj so 
funkcije, ki jih ponujajo, zahtevnejše.  
V podjetju L-TEK Elektronika d. o. o. sem zato dobil svoj projekt, katerega cilj je bil izdelava 
prototipne platforme za nadzor naprav v omrežju. Cilj sem uspešno dosegel in sicer z uporabo 
prototipnega IoT modula u-blox C027, Mbed-ovega spletnega prevajalnika s pomočjo 
katerega sem programiral modul, ter razvojnega okolja Microsoft Visual Studio 2013, s 
katerim sem ustvaril podatkovno bazo ter napisal programsko kodo za tri spletne storitve, ki 
manipulirajo s podatkovno bazo. 
Platforma, ki sem jo izdelal, je namenjena spremljanju napak, ki so jih zaznale naprave. V 
namen upravljanja s podatki se bo v podjetju v kratkem začela uporaba komercialne 
platforme, ki ne omogoča funkcij nadziranja in upravljanja naprav. 
Možna uporaba te platforme, ki sem jo izdelal, bi bila tudi, da naprave v omrežju uporabniku 
pošiljajo izmerjene vrednosti na željen interval prek modula C027 v obliki SMS-sporočila. 
Interval bi se določilo na napravi, ki merjene vrednosti posreduje na platformo. 
Področje interneta stvari je torej zelo zanimivo in perspektivno, saj omogoča veliko možnosti 
uporabe. Omogoča uporabo v gospodinjstvu, industriji in na raznih področjih, ki jih je 
potrebno nadzorovati.  




Vse večji vpliv ima v industriji, saj ima vse več industrijskih podjetij vedno več pametnih 
naprav, ki imajo omogočeno komunikacijo z internetom. Glede na to, da je internet stvari 
relativno novo področje in že ponuja zanimive načine uporabe, bo spremljanje njegovega 
nadaljnjega razvoja še kako zanimivo. 
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