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Abstrakt
Cílem práce bylo navrhnout na internetu nezávislou aplikaci pro mobilní telefony umožňující
vyhledání nejrychlejšího spoje v rámci městské hromadné dopravy. Uživatelské rozhraní
aplikace je vytvořeno tak, aby její ovládání bylo intuitivní a přátelské. V závěru je zhodnocen
význam aplikace a jsou navrženy možnosti dalšího vývoje.
Abstract
The aim of the thesis was to design an off-line application for mobile phones, enabling the
fastest line within the public transport. User interface is designed so that its operating
was intuitive and friendly. In conclusion, the importance of application and assessed the
proposed options for further development.
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Kapitola 1
Úvod
V součastnosti, vzhledem ke stále vzůstající technické úrovni lidstva, je na výrobce mo-
bilních telefonů vyvíjen čím dál větší tlak ohledně hardwarového a softwarového vybavení
mobilních přístrojů. Kromě funkce volání a psaní textových zpráv lze u dnešních telefonů na-
lézt také funkce fotoaparátu, videokamery, hudebního přehrávače, navigace, herní konzole
a řady dalších funkcí. V době, kdy mobilní telefony prožívají doposud největší
”
boom“,
se potřeba vybavit je odpovídajícím softwarem stává nutností. Při vytváření takovýchto
aplikací je důležité brát ohledy na možnosti telefonu, ať už z hlediska výkonu, paměťové
kapacity či vstupně/výstupních komponentů (obrazovka, klávesnice, vibrační motorek, mi-
krofon, reproduktor).
Tato práce se zabývá popisem vývoje na internetu nezávislé aplikace pro zobrazování
jízdních řádů městské hromadné dopravy (dále MHD) a nalezení nejrychlejšího spoje dle
zadaných požadavků.
V úvodu technické zprávy se samotná práce představuje ze širšího hlediska. V druhé
a třetí kapitole se postupně zaměřuje na teoretický základ nutný k pochopení a vytvoření
aplikace. Druhá kapitola se zabývá teorií programování mobilních telefonů a programova-
cího jazyka Java 2 Micro Edition (viz kapitola 2). Třetí kapitola se poté zabývá vhodnými
algoritmy pro nalezení nejrychlejší cesty (viz kapitola 3). Čtvrtá kapitola obsahuje nefor-
mální specifikaci, respektive je zde popsáno pro koho je program určen a co se od programu
očekává. Ve stejné kapitole se také analyzují možné komplikace spojené s tvorbou aplikace
(viz kapitola 4). Pátá kapitola obsahuje návrhy vhodných řešení popsaných komplikací (viz
kapitola 5). V šesté kapitole, nazvané implementace, je blíže rozebrán postup programo-
vání aplikace a k tomu použité algoritmy (viz kapitola 6). Sedmá kapitola je vyhrazena
pro testování a zhodnocení výsledků funkčnosti aplikace (viz kapitola 7). Závěr práce je
pak vyhodnocením splnění zadání a jsou zde také navrženy možnosti budoucího vývoje (viz
kapitola 8).
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Kapitola 2
Java 2 Micro Edition
Java 2 Micro Edition (dále J2ME ) byla vyvinuta společností Sun Microsystems v 90. letech,
jako plnohodnotný, multiplatformní, ale zároveň spořivý jazyk pro zařízení s omezeným
hardwarovým výkonem. Jak bylo již zmíněno, J2ME je multiplatformní, tudíž její aplikace
jsou přenositelné mezi zařízeními. Zdrojový kód aplikace je tedy nejprve předzpracován pre-
procesorem a až po přenesení je na samotném zařízení přeložen (každé zařízení má vlastní
emulátor jazyka, který se může lišit).
Nezávislosti aplikací na platformě je dosáhnuto tzv. virtuálním strojem, který slouží pro
překlad instrukcí aplikace na instrukce pro daný typ telefonu. Dále na zařízení nalezneme
skupiny knihoven a API, které nazýváme konfigurace a profily. Architektura prostředí J2ME
je znázorněna na obr. 2.1. Zmíněnými komponenty architektury (viz obr. 2.3) se bude blíže
zabývat tato kapitola.
Obrázek 2.1: Přehled architektury prostředí J2ME.
2.1 Virtuální stroj
Slouží k propojení aplikací s platformou. Tento systém byl vytvořen pro zjednodušení pro-
gramování, neboť je v současnosti na zařízeních používajících J2ME mnoho platforem a
tudíž by bylo náročné napsat aplikaci kompatibilní se všemi typy telefonů. Virtuální stroj
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tak překládá aplikaci právě pro platformu, pro kterou byl napsán. Virtuální stroj vytvořený
pro konfiguraci CLDC (Conected Limited Device Configuration), do které spadá zadaná
aplikace, se nazývá K Virtual Machine. Pro konfiguraci CDC (Conected Device Configu-
ration) byl napsán virtuální stroj C Virtual Machine. Zmíněné konfigurace budou popsány
níže.
K Virtual Machine
K Virtual Machine (dále KVM ) bylo odvozeno od Java Virtual Machine. KVM bylo na-
psáno v jazyce C s cílem dosáhnout[7]:
• optimálnosti pro malé zařízení
• snadné přenositelnosti mezi různými platformami
• modulárnosti a rozšiřitelnosti
Jak z výše zmíněných cílů vyplývá, KVM bylo vyvinuto pro malé zařízení, tedy i mobilní
telefony. Tento virtuální stroj byl v počátku vytvářen v laboratořích Sun Microsystems jako
výzkumný projekt pod názvem
”
Spotless“. Ve skutečnosti počáteční verze obsahovaly ně-
kolik knihoven uživatelského rozhraní založených na sadě grafických nástrojů
”
Spotless“ [6].
C Virtual Machine
C Virtual Machine neboli CVM bylo vytvořeno pro větší zařízení používající konfiguraci
CDC (viz 2.2). Tento virtuální stroj má všechny knihovny a funkce Java Virtual Machine
(JVM).
2.2 Konfigurace
Na celosvětovém trhu je opravdu velké množství zařízení s relativně malým výkonem (mo-
bilní telefony, kapesní počítače, set-top boxy apod.), které mají odlišné funkce, ale podobné
procesory a paměťovou kapacitu. Rozdělení těchto zařízení podle konfigurace můžeme vidět
na obr. 2.2. Konfigurace před spuštěním zjistí vykon a paměťovou dostupnost zařízení. Po
zjištění těchto hodnot se začne zajímat o [6]:
• podporované rysy programovacího jazyka Java
• podporované rysy virtuálního stroje Javy
• podporované základní javovské knihovny a API
V dneštní době existují 2 konfigurace:
• CLDC (Conected Limited Device Configuration)
Do této konfigurace spadají zařízení, která disponují 16 nebo 32 bitovým procesorem
s minimální taktovací frekvencí 25Mhz, operační pamětí 160kB až 512 kB (z toho
však minimálně 128kB pro virtuální stroj Javy) a minimálně dvoubarevný display.
Tato konfigurace je pro J2ME obvyklejší.
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• CDC (Conected Device Configuration)
Konfigurace CDC je vhodná pro poměrně výkonná zařízení. Stejně jako u CLDC jsou
zde podporovány 16 a 32 bitové procesory, ale operační paměť by se měla pohybovat
od 2MB do 16MB.
Obrázek 2.2: Příklad zařízení podle konfigurace.
2.3 Profily
Jelikož výše zmíněné konfigurace CLDC a CDC obsahují pouze základ pro běh Javy na
zařízeních, je nutné pro doplnění prostředků do těchto základních stavebních kamenů použít
tzv. profily. Bylo vytvořeno mnoho profilů, které se liší použitím pro různá zařízení nebo
různý účel. Níže budou představeny ty nejzákladnější.
Mobile Information Device Profile
Mobile Information Device Profile (dále MIPD) je založen na konfiguraci CLDC a posky-
tuje podporu prostředí použitelných v mobilních zařízeních, jako například mobilní telefony
nebo obousměrné pagery [8]. Právě tento profil se stále těší největší pozornosti vývojářů.
MIDP 1.0
Verze 1.0 specifikuje konfiguraci CLDC navíc těmito požadavky [5]:
• na paměť:
– 128 kB stálé paměti pro komponenty MIDP
– 8 kB stálé paměti pro uchování dat aplikací
– 32 kB pro chod Java Virtual Machine a běh programů
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• na displej:
– rozlišení 96x54 bodů
– barevná hloubka 1bit
– poměr šířky a výšky pixelu cca 1:1
• na vstupní zařízení:
– klávesnice nebo dotykový displej
• na síťové připojení:
– obousměrné, bezdrátové, pokud možno stále k dispozici
– předpokládá se nízká přenosová rychlost
MIDP 2.0
Možnosti druhé verze profilu MIDP byly rozšířeny o:
• podporu tvorby her
• rozšířené uživatelské rozhraní
• větší konektivitu
• možnost komunikace využívající HTTP, HTTPS, datagram, datagram server, soket,
server soket, SSL, sériový port
• end-to-end bezpečnost
• možnost práce se zvukem
Navíc minimální požadavky na paměť byly zpřísněny na:
• 256kB stálé paměti
• 128 kB pro chod Java Virtual Machine a běh programů
MIDP 3.0
Třetí verze MIDP nebyla doposud vydána, a tak bude představeno jen co nového by
měla přinést:
• IPv6
• bezpečnost uložení RMS záznamů
• možnost vykreslování na sekundární displej
• lepší podporu zařízení s většími displeji
• větší výkon her
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PDA
Profil PDA je navržen pro práci s CLDC a je určen pro zařízení s relativně velkými displeji
a výkonějším vybavením.
Základní profil
Základní profil (Foundation profile) patří do kategorie CDC konfigurace a rozšiřuje její
rozhraní. Jak vyplývá z názvu profil dodává pouze základní funkce a knihovny, neposkytuje
žádné API pro uživatelské rozhraní. Slouží pouze jako stavební kámen Osobního a RMI
profilu.
Osobní profil
Osobní profil (Personal profile) rozšiřuje možnosti základního profilu o grafické uživatelské
rozhraní.
RMI
RMI profil přidává k základnímu profilu navíc možnost vzdáleného volání metod J2SE.
Obrázek 2.3: Popsané komponenty J2ME.
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Kapitola 3
Metody nalezení nejkratší cesty
Předem této kapitoly je potřeba definovat termíny jako ’graf ’ nebo ’nejkratší cesta’, neboť
tyto pojmy mohou být značně zavádějící. Při použití těchto pojmů se v textu dále rozumí
• graf - orientovaný graf G, který se skládá z množiny V vrcholů a množiny H hran
tak, že každé hraně h ∈ H je přiřazena uspořádaná dvojice (u, v) ∈ V x V vrcholů u,
v ∈ V [4]
• nejkratší cesta - je spojení mezi dvěma body (u, v) grafu G takové, že součet hran
využitých pro toto spojení je minimální
Při výběru vhodného algoritmu pro prohledání stavového prostoru, bylo třeba vzít v potaz
několik faktů týkajících se projektu. Hrany mezi uzly jsou nezáporně ohodnoceny a heuris-
tická funkce v tomto případě by spíše algoritmus zpomalila. Z popsaných parametrů byly
nalezeny a níže popsány metody Dijkstrův algoritmus, Uniform-cost search a Bellmanův-
Fordův algoritmus.
3.1 Dijkstrův algoritmus
Autorem tohoto algoritmu uveřejněného v roce 1959 je nizozemský informatik Edsger Wybe
Dijkstra (viz obr. 3.1), který byl roku 1972 oceněn Turingovou cenou za svůj přínos informa-
tice [2]. Dijkstrův algoritmus je možné chápat jako určité zobecnění postupu prohledávání
grafu do šířky [3].
Slovní popis algoritmu [3]
1. Přiřaď ke každému uzlu hodnotu vzdálenosti. Pro počáteční uzel hodnotu nastav na
nulu a pro všechny ostatní uzly jí nastav na nekonečno.
2. Označ všechny uzly jako dočasné.
3. Vyber z uzlů označených jako dočasné ten, který má nejnižší hodnotu vzdálenosti od
počátečního uzlu (v prvním kroku se jedná o počáteční uzel) a nastav uzel jako trvalý.
4. Zjisti postupně vzdálenosti sousedů aktuálního uzlu. Pokud je tato vzdálenost menší
než dřívější vzdálenost, přepiš vzdálenost novou hodnotou.
5. Pokud jsou všechny uzly nastaveny jako trvalé a zároveň je cílový uzel označen jako
trvalý, algoritmus končí. V opačném případě pokračuj od 3. kroku.
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Obrázek 3.1: Edsger Dijkstra [9]
3.2 Uniform-cost search
Jako druhý algoritmus byl vybrán Uniform-cost search (dále UCS ). Tento algoritmus je
extrémní varianta algoritmu Best-first search, kdy heuristická funkce je rovna 0. Jako nej-
vhodnější verze algoritmu byla vybrána varianta se seznamy OPEN i CLOSED.
Slovní popis algoritmu [15]
1. Sestroj dva prázdné seznamy, OPEN (bude obsahovat uzly určené k expanzi) a CLO-
SED (bude obsahovat seznam expandovaných uzlů). Do seznamu OPEN umísti počá-
teční uzel včetně jeho hodnocení.
2. Je-li seznam OPEN prázdný, pak úloha nemá řešení a ukonči proto prohledávání jako
neúspěšné. Jinak pokračuj.
3. Vyber ze seznamu OPEN uzel s nejlepším ohodnocením a umísti tento uzel do se-
znamu CLOSED.
4. Je-li vybraný uzel uzlem cílovým, ukonči prohledávání jako úspěšné a vrať cestu od
kořenového uzlu k uzlu cílovému (vrací se posloupnost stavů). Jinak pokračuj.
5. Vybraný uzel expanduj a jeho bezprostřední následníky, kteří nejsou ani v seznamu
OPEN ani v seznamu CLOSED, umísti do seznamu OPEN. Z uzlů, které se v seznamu
OPEN vyskytují vícekrát, ponech pouze uzel s nejlepším ohodnocením, ostatní ze
seznamu OPEN vyškrtni, a vrať se na bod 2.
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3.3 Bellmanův-Fordův algoritmus
Tento algoritmus je od přecházejících použitelný navíc i pro graf se záporně ohodnoce-
nými hranami. Díky tomuto faktu je časově náročnější, neboť musí graf procházet vícekrát.
Algoritmus je schopný nalézt nejkratší cestu pokud neprochází žádným cyklem záporně
ohodnocených hran mezi uzly. Je tedy zárověň koncipován jako test neexistence těchto
cyklů [3].
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Kapitola 4
Analýza
4.1 Neformální specifikace
Cílem projektu je vytvořit aplikaci pro mobilní telefon, která by vhodně zobrazovala jízdní
řády a dle uživatelem zadaných kritérií vyhledala nejrychlejší spoj. Program by měl být
funkční ideálně na všech zařízeních podporujících J2ME a práce s ním by měla být co nej-
intuitivnější. Aplikace by měla být při úpravě potřebných dat použitelná pro jakoukoliv síť
městské dopravy.
Pro koho je aplikace určena
Pro vzorovou aplikaci byla vybrána MHD města Tábor čítající 92 zastávek. Tudíž největší
okruh uživatelů bude z tohoto, co se týče počtu obyvatel, bezmála 40000 města. Aplikace
by měla uživatele oprostit od nutnosti použití internetového připojení, které na dnešních
mobilních přístrojích není na vysoké úrovni, a dovolit mu být více mobilní.
Požadavky na hardware
Pro správný běh aplikace je vyžadováno zařízení splňující minimální požadavky pro konfi-
guraci CLDC 1.1 a profil MIDP 2.0. Tyto požadavky v současnosti splňuje drtivá většina
mobilních telefonů, pro které je aplikace primárně určena.
Požadavky na software
Pro funkčnost aplikace co se týče softwarového vybavení je potřeba, aby zařízení podporo-
valo J2ME s výše zmíněnou konfigurací a profilem.
4.2 Výběr vhodného algoritmu
Při výběru algoritmu, který bude použit při vyhledávání nejrychlejšího spoje, bylo třeba
brát v úvahu prostudované typy algoritmů. Z algoritmů popsaných v předcházející kapitole
(viz 3) byl jako nejvhodnější algoritmus pro zadaný problém zvolen algoritmus UCS, který
je úplný a optimální. Výběr algoritmu je opodstatněn platformou, na které aplikace poběží.
Dijkstrův algoritmus by byl v tomto případě paměťově náročný, neboť by bylo potřeba
uchovávat hodnoty vzdáleností pro všechny zastávky. Již v případě relativně malého města
Tábor by se jednalo zhruba o 90 zastávek.
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4.3 Provázanost potřebných dat
Před navržením systému ukládání potřebných dat bylo nutno prostudovat fyzickou prová-
zanost prvků systému MHD. Pro představu byl nakreslen E-R diagram (viz obr. 4.1), který
pomohl při návrhu struktury dat potřebných pro běh aplikace.
Obrázek 4.1: Fyzická provázanost prvků.
Potřebná data
• jízdní řády pro
– pracovní den
– sobotu
– neděli a státní svátky
– pracovní dny o letních prázdninách
• seznam zastávek
• seznam linek se zastávkami a časovými odstupy mezi nimi
• legendy k jízdním řádům
4.4 Problémy u jízdních řádů
U jízdních řádů se v některých případech vyskytují problémy, které bylo nutno řešit. Spoje
často nekončí na konečných stanicích linek, nebo naopak spoje začínají obsluhovat až
v průběhu některé z linek.
Další komplikací bylo, že některé linky mají až tři varianty průběhu trasy. Respektive
během jedné jízdy nezajíždí na všechny zastávky, které linka obsluhuje. Tyto problémy
budou řešeny v následující kapitole (viz 5.2).
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Kapitola 5
Návrh
5.1 Uložení dat
Na počátku návrhu bylo třeba specifikovat systém ukládání dat. Konkrétně bylo zapotřebí
si upřesnit formát uložených dat, pojmenování položek, vhodnou provázanost a úpravu dat
pro příslušnou platformu.
Formát uložených dat
Po analýze množství dat, která budou potřeba, se jako nejvhodnější, co se týče zpracování
a vhodnosti použití pro danou platformu, ukázal značkovací jazyk XML. Pro zpracování
tohoto formátu byla v aplikaci použita knihovna kXML.
kXML [1]
Tato knihovna patří do skupiny knihoven, které mají menší paměťové nároky, ale o to více
zabírají místo ve výsledném balíku aplikace. Jedná se o parser, který byl vytvořen přímo
pro použitý v MIDP aplikacích.
Pojmenování souborů
Před vytvářením dat bylo také třeba rozhodnout vhodnost pojmenování souborů. Napří-
klad jméno souboru s uloženým jízdním řádem muselo ovlivňovat číslo linky, zastávka, směr
linky a den. Zjednodušení pojmenování bylo dosaženo hashovací tabulkou, která jméno za-
stávky a směr linky (jméno konečné zastávky) převedla na trojciferné identifikační číslo,
které používá MHD v Táboře.
5.2 Hledání přímého spoje
V předcházející kapitole byly analyzovány problémy s jízdními řády. Tyto problémy bylo
možno řešit dvěma způsoby:
1. Uložení atributu (např unikátní znak), který by určil trasu, ke každému jednotlivému
spoji. Určení zastávek, které spoj s tímto atributem obsluhuje a časový rozestup mezi
zastávkami pro konkrétní trasu označenou atributem. V případě, že by u času spoje
příznak nebyl, jednalo by se o nejobvyklejší trasu. Jak by mohlo vypadat uložení ta-
kových dat, je možné vidět na níže uvedeném příkladu.
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XML 5.1: Jízdní řád
<hod h=’ 5 ’>
<min pr iznak=”G”>27n</min>
<min>37n</min>
<min>47</min>
</hod>
XML 5.2: Linka
<mhd>
<s t a t i o n time=”0” G=”0”>Nemocnice h lavn i vchod</ s t a t i o n>
<s t a t i o n time=”1” G=”1”>Nemocnice</ s t a t i o n>
<s t a t i o n time=”3”>Pisecke r o z c e s t i</ s t a t i o n>
<s t a t i o n time=”5” G=”4”>Kriz ikovo namesti</ s t a t i o n>
</mhd>
2. Druhým způsobem je uložení možných odstupů mezi zastávkami a následnou kontro-
lou příjezdu spoje do cíle v čase daném odstupy. Jelikož tyto odstupy jsou maximálně
3 minuty a spoje nejezdí v tak krátkých intervalech, je málo pravděpodobné, že by
takovýto způsob nalezl spoj, který neexistuje. Tato varianta je ale velmi náchylná na
chyby v jízdních řádech a je potřeba do jízdních řádů navíc připsat časy příjezdů,
pokud spoj na dané zastávce končí. Příklad takového uložení dat je zobrazen níže.
XML 5.3: Jízdní řád
<hod h=’ 5 ’>
<min>27n</min>
<min>37n</min>
<min>47</min>
</hod>
XML 5.4: Linka
<mhd>
<s t a t i o n time=”0”>Nemocnice h lavn i vchod</ s t a t i o n>
<s t a t i o n time=”1”>Nemocnice</ s t a t i o n>
<s t a t i o n time=”3”>Pisecke r o z c e s t i</ s t a t i o n>
<s t a t i o n time=”5” time2=”4”>Kriz ikovo namesti</ s t a t i o n>
</mhd>
Obě varianty mají své nedostatky, ale jako optimálnější byla nakonec vybrána druhá vari-
anta. Pro správnou funkci bylo tedy potřeba do jízdních řádů přiřadit spoje, které na dané
zastávce končí. Tyto spoje byly označeny atributem konecna=’true’.
5.3 Hledání vhodné přestupní stanice
Při expandování stanice by nebylo vhodné prohledávané seznamy rozšířit o zastávky, ze
kterých není možno přestoupit na jiný spoj. Pokud by bylo využito tohoto omezení, značně
by se zrychlilo prohledávání grafu. Při programování na zařízeních s omezeným výkonem,
je ale tato metoda nevyhnutelná. Výše popsané návrhy vedly k vytvoření datové struktury,
jejíž příklad je možno nalézt v příloze B.
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5.4 Zobrazování výsledků
Pro zobrazování výsledků (jízdních řádů a nalezeného spoje) bylo potřeba nalézt přehlednou
a modifikovatelnou komponentu. Z nabízených možností bylo nakonec zvoleno zobrazování
v tabulkách za pomoci komponent TableItem a SimpleTableModel, které implementovala
společnost Sun Microsystems. V průběhu vývoje se při zobrazování tabulek jízdních řádů
objevily problémy (viz 6.4) a tak bylo od tohoto způsobu zobrazování v případě jízdních
řádů upuštěno.
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Kapitola 6
Implementace
6.1 Vyhledávání spoje
Již dříve pro tuto část úlohy byla vybrána metoda UCS. Nyní bylo potřeba tuto metodu
vhodně implementovat. Před implementací samotné metody byl vyzkoušen (pro porovnání
dosažených výsledků a rychlosti vyhodnocení) jednoduchý algoritmus, který byl schopen
vyhledat nejrychlejší spoje s maximálně jedním přestupem. Při porovnání s následně im-
plementovanou metodou UCS bylo zjištěno, že jednoduchý algoritmus byl sice rychlejší, ale
nalezl pouze cca 70% spojů a navíc nebyla jistota, že spoj je nejrychlejší, což je pro naší
aplikaci nedostačující.
Čekací obrazovka
Jelikož vyhledávání spoje zabírá při práci s těmito zařízeními nemalý časový interval, bylo
třeba upozornit uživatele, že aplikace stále pracuje a že nedošlo k pádu programu. K této
funkci bylo využito opět knihovny od společnosti Netbeans s názvem WaitScreen. Tato
knihovna umožňuje zobrazení čekající obrazovky, při práci funkce nazývané Task, kterou
pro tuto knihovnu je možné nastavit. Je-li dokončení této funkce úspěšné je zavolána funkce
commandAction s atributem Command nastaveným na SUCCESS COMMAND. Pokud při vykoná-
vání funkce nastane nějaká chyba, pak atribut command je nastaven na FAILURE COMMAND.
Díky této skutečnosti je pak možné program dále větvit.
Obrázek 6.1: Čekací obrazovka použitá při vyhledávání spoje v horizontílním zobrazení
aplikace.
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6.2 Filtrování zastávek
Neboť má MHD v Táboře relativně velké množství zastávek, bylo potřeba zjednodušit vybí-
rání zastávky. Mnoho zařízení totiž nepodporuje listování seznamem dle zadaných písmen,
proto bylo použito filtru seznamu. Filtr je textové pole, které při jakékoli změně vybere
pouze položky seznamu, které na zadaný řetězec začínají. Pro zjednodušení práce s aplikací
není tento filtr case sensitive.
Obrázek 6.2: Filtrování seznamu zastávek.
6.3 Automatické nastavení dne a času
Pro co nejkomfortnější práci s programem je při startu aplikace nastavován výběr dne a
aktuální čas. Při výběru dne se berou v úvahu i dny pracovního klidu. Při určení zda se
o takový den jedná bylo kromě klasického porovnávání se
”
statickými“ svátky, kterým se
nemění datum, potřeba vypočítat navíc datum Velikonočního pondělí, které je po prvním
jarním úplňku (tedy prvním úplňku po 21. březnu).
Algoritmus pro zjištění letního času
Jelikož se v aplikaci po spuštění nastavuje čas a datum tak, aby byl shodný s nastavením
přístroje, je potřeba zjistit, zda se nacházíme v letním čase či nikoliv. Ačkoliv díky J2ME
funkcím je program schopen zajistit nastavení shodného časového pásma, letní čas zde ale
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není bohužel brán v úvahu.
Pseudokód 6.1: Algoritmus výpočtu datumu začátku a konce letního času [11]
// Výpočet začá tku l e t n í h o času
(31 − ( (5 ∗ ROK) / 4 + 4) mod 7) // březen
// Výpočet konce l e t n í h o času
(31 − ( (5 ∗ ROK) / 4 + 1) mod 7) // ř í j e n
Výpočet data velikonočního pondělí
Na tento výpočet bylo použito algoritmu, který využívá pravidelných měsíčních, ročních
a týdenních cyklů. Tento algoritmus dle zadaného roku níže rozebranou metodou vypočte
datum velikonoční neděle. Z tohoto data již není nejmenší problém vypočítat následující
den (tedy Velikonoční pondělí).
Pseudokód 6.2: Algoritmus výpočtu datumu Velikonoc [14]
mesicniCyklus = ROK mod 19 ;
// po 19− t i l e t ý c h c y k l e c h se měsíční c y k l u s opakuje
prestupneRoky = rok mod 4 ; // c y k l u s po kterém se o p a k u j í přes tupné roky
dorovnaniDneVTydnu = rok mod 7 ;
D = (19 ∗ mesicniCyklus + 24) mod 30 ; // Konstanta 24 p l a t í pro 21
s t o l e t í
E = (5 + 2∗prestupneRoky + 4∗dorovnaniDneVTydnu + 6∗D) mod 7 ;
// Konstanta 5 p l a t í 21 s t o l e t í . Konstanty b y l y p o u ž i t y v˜ důs l edku
z r y c h l e n í výpočtu
// a pro ž i v o t n o s t p r o j e k t u j sou d o s t a č u j í c í
// ’ den ’ a ’ mesic ’ Ve l i konoční ned ě l e se v y p o č í t á pod le n á s l e d u j í c í h o
vzorce :
den = D + E − 9 ;
// Neboť v e l i k o n o č n í ned ě l e může b ý t od 22. března do 25. dubna . Je
potřeba p r o v é s t
// výpoče t měsíce a správného datumu ∗)
i f ( den == 25 AND D == 28 AND E == 6 AND mesicniCyklus > 10) {
// J e s t l i −že j e den 25 j e po třeba z j i s t i t v˜ kterém měsíčním c y k l u se
nacházíme
den = 18 ;
mesic = 4 ;
} else i f ( den >= 1 AND den <= 25) {
// Vypočtený den se nemění a v ý s l e d n ý měsíc j e duben
mesic = 4 ;
} else i f ( den > 25) {
// Vypočtený den se posouvá o˜ týden z p ě t a v ý s l e d n ý měsíc j e duben
den = den − 7 ;
mesic = 4 ;
} else {
// Výsledný měsíc j e březen a provedeme p ř e p o č í t á n í dne
den = 22 + D + E;
mesic = 3 ;
}
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6.4 Problémy při implementaci
Nezobrazování úplného jízdního řádu
Při vytváření aplikace se objevil problém u mobilních telefonů značky Nokia. Tyto telefony
nezobrazovaly celé jízdní řády. Nebo-li měly komplikace se zobrazováním tabulek relativně
velkých rozměrů. Při zobrazování jízdních řádů byly využity tabulky 2x24 buněk. Telefony
Nokia tabulku zobrazily zkráceně. Pro příklad typ 6110 Navigator zobrazoval jízdní řád do
17. hodiny nebo typ E71 zobrazoval pouze 14 hodin. Tento problém byl vyřešen zobrazením
jízdních řádů v textové podobě.
Žádné další neobvyklé problémy se při implementaci neobjevily. Tohoto faktu bylo do-
saženo také nepodceněním analýzy a návrhu aplikace.
6.5 Použíté nástroje pro vývoj
Aplikace byla vytvářena v prostředí aplikace Netbeans 6.8 [10], které je při vývoji velmi
nápomocné nabídkami použitelných funkcí, automatickým doplňováním kódu a možností
rychlé orientace ve zdrojových kódech. Navíc toto vývojové prostředí má integrovaný emu-
látor Sun Java Wireless Toolkit for CLDC, díky kterému nebylo nutné při každém testování
aplikace program instalovat do mobilního telefonu.
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Kapitola 7
Testování
Pro kontrolu správného nalezení nejrychlejší cesty bylo využito internetových jízdních řádů
(dále jen IDOS ) [12] a zveřejněných jízdních řádů společnosti COMETT PLUS, spol. s r.o.
[13]. Při testování byly vyhledávače nastaveny na maximální počet přestupů 4 a na mini-
mální čas na přestup 0 minut.
7.1 Výsledky testování
Při testování testovacími hodnotami byly zjištěny očekávané, ale i neočekávané výsledky
(viz příloha C).
Očekávané výsledky:
• vyhledávání pomocí systému IDOS je rychlejší
• IDOS poskytuje podrobnější informace o spoji
Neočekávané výsledky:
• mobilní aplikace nalezne spojení, které IDOS nenalezne (i když spojení existuje)
• mobilní aplice nalezne rychlejší spojení
Testy mobilní aplikace dosahují stejných nebo lepších výsledků než v součastnosti nej-
používanější systém pro nalezení nejrychlejšího spoje IDOS. Rychlost nalezení linky je ovliv-
něna spíše hardwarovou vybaveností než samotným algoritmem, proto jsou výsledky tohoto
testování hodnoceny jako velmi úspěšné.
7.2 Kompatibilní telefony
Aplikace by měla být plně kompatibilní se současnými mobilními telefony, neboť je napsaná
nad konfigurací CLDC 1.1 a profilem MIDP 2.0.
Program byl vydán již v průběhu dubna 2010. Pomocí sociální sítě Facebook byl rychle
zpřístupněn velkému počtu uživatelů, kteří práci poskytovali i jakousi zpětnou vazbu. Díky
těmto názorům a postřehům bylo možno uzpůsobovat další kroky práce.
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Kapitola 8
Závěr
Jelikož bylo dosaženo úspěšné implementace programu vyhledávajícího spoje MHD v rámci
města Tábor instalovatelného do mobilních telefonů a byly splněny i dílčí úluhy potřebné
k dokončení této práce, lze cíl práce považovat za splněný. V rámci zpracování bylo nej-
prve nutné důkladně seznámení s mobilní platformou J2ME a dále se systémem vývoje
programů pro příslušné mobilní telefony. Následně, po prostudování odborné literatury a
konzultacích s vedoucím práce, bylo dosaženo vhodné metody pro nalezení nejkratší cesty
v grafech. V dalším průběhu zpracování programu bylo navrženo vhodné zobrazování jízd-
ních řádů. Obsahem závěrečné fáze pak byla tvorba uživatelského rozhraní a závěrečné
testování funkčnosti aplikace.
8.1 Zhodnocení projektu
V současnosti, vzhledem ke vzrůstající nutnosti používání dopravních prostředků v rámci
pracovní i osobní náplně života lidí, se hromadná doprava v rámci měst stává stále rozšíře-
nějším způsobem přepravy osob. Vytvoření spolehlivého, pro uživatele přívětivého a dostup-
ného programu umožňujícího vyhledání optimální trasy v rámci MHD včetně doplňujících
informací o trase lze tedy hodnotit nejen jako vhodnou myšlenku, ale, vzhledem k výše
uvedenému, i jako nutnost.
8.2 Budoucí vývoj
Tato práce byla od počátku realizována způsobem, aby bylo možno aplikaci dále rozvíjet,
aktualizovat a vytvářet pro ni podporu v podobě komunikace s uživateli a konzultace pří-
padných problémů.
Pro další vývoj této aplikace by bylo vhodné soustředit se na možnosti detailnějšího poža-
davků na vyhledávaný spoj, např. nastavení počtu přestupů a časového intervalu na přestup.
Možnost uložení parametrů z posledního vyhledání se jeví také jako velmi vhodná, neboť
jak bylo zjištěno ze zpětné vazby od uživatelů, se tyto údaje obvykle nemění.
Jelikož datová struktura programu není omezena pouze na použití v rámci MHD Tábor,
ale při modifikaci dat je možno ji použít pro systém vyhledávání trasy MHD v rámci kte-
réhokoliv města, nabízí se možnost expanze aplikace do jiných měst. Při vytváření aplikace
a následnému testování uživateli bylo zjištěno, že programy tohoto typu jsou v současnosti
velmi žádané, neboť vlastně ulehčují lidem jejich každodenní život, což se v dnešní uspě-
chané době stává prioritou. Z tohoto důvodu už mnou není vytvořená aplikace chápána jen
22
jako prostředek k dokončení studia, nýbrž jako užitečná a přínosná věc a protředek k vlastní
seberealizaci.
23
Literatura
[1] Interval.cz: J2ME. http://interval.cz/programovani/j2me/.
[2] JÁGR, P.: Hledání nejkratších cest grafem. Vysoké učení technické, Fakulta
informačních technologií, 2007, (ISVUT-eVŠKP)15304.
[3] KOLÁŘ, J.: Teoretická informatika. České vysoké učení technické, Fakulta
elektrotechnická, 2000, iSBN 80-900853-8-5.
[4] KOVÁR, M.: Diskrétní matematika. Vysoké učení technické v Brně, Fakulta
elektrotechniky a komunikačních technologií, 2003.
[5] KOVÁŘ, P.: Specifika vývoje aplikací pro mobilní terminály v jazyce Java.
http://access.feld.cvut.cz/view.php?cisloclanku=2006050201.
[6] MAHMOUD, Q. H.: Naučte se Java 2 Micro Edition / Qusay H. Mahmoud. Grada,
2002, iSBN 80-247-0444-7.
[7] Microsystems, S.: The K virtual machine (KVM).
http://java.sun.com/products/cldc/wp/.
[8] ORACLE, C.: JSRs: Java Specification Requests.
http://jcp.org/en/jsr/platform?listBy=1&listByType=platform.
[9] Richards, H.: E. W. Dijkstra Archive. http://userweb.cs.utexas.edu/users/EWD/.
[10] SUN, M.: Project Netbeans. http://netbeans.org/.
[11] WWW stránky: Daylight Saving Time.
http://www.webexhibits.org/daylightsaving/i.html.
[12] WWW stránky: Internetové jízdní řády IDOS.
http://www.jizdnirady.idnes.cz/tabor/spojeni.
[13] WWW stránky: Jízdní řády COMETT PLUS, spol. s r.o.
http://www.comettplus.cz/main cz.php?main=3&sub=1.
[14] WWW stránky: Seed7 Algorithms: Date & Time.
http://seed7.sourceforge.net/algorith/date.htm.
[15] ZBOŘIL, Z. F., F. V.: Základy umělé inteligence. Fakulta informačních technologií,
2008, sN 000083813.
24
Dodatek A
Obsah CD
CD
• program
– složka obsahuje aplikaci a zdrojové texty nutné k přeložení programu
• xkrchp00.pdf
– tato techická zpráva v elektronické podobě
• zprava
– v této složce se nachází zdrojové texty a materiály nutné pro překlad technického
textu
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Dodatek B
Příklad uložení dat
B.1 Uložení jízdního řádu
XML B.1: 20 002 040 W.xml
<?xml version=” 1 .0 ”?>
< !−− 20 − Zastávka Autobusové nádraž í − směr Nemocnice −−>
<mhd>
<hod h=’ 5 ’>
<min>10n</min>
<min>23n</min>
</hod>
<hod h=’ 6 ’>
<min>06n</min>
</hod>
<hod h=’ 7 ’>
<min>16n</min>
</hod>
<hod h=’ 8 ’>
<min konecna=’ t rue ’>16</min>
</hod>
<hod h=’ 10 ’>
<min>46n</min>
</hod>
<hod h=’ 12 ’>
<min>46n</min>
</hod>
<hod h=’ 13 ’>
<min>46n</min>
</hod>
<hod h=’ 14 ’>
<min>39n</min>
</hod>
<hod h=’ 15 ’>
<min>36n</min>
</hod>
. . .
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B.2 Uložení informací o lince
XML B.2: 20 040.xml
<?xml version=” 1 .0 ”?>
< !−− 20 −−>
<mhd>
<s t a t i o n time=”0”>Kosin</ s t a t i o n>
<s t a t i o n time=”3”>Stok lasna Lhota</ s t a t i o n>
<s t a t i o n time=”6”>Cekanice z e l . p r e j e zd</ s t a t i o n>
<s t a t i o n time=”8”>Cekanice r o z c e s t i</ s t a t i o n>
<s t a t i o n time=”10”>Cekanice Na Vyhl idce</ s t a t i o n>
<s t a t i o n time=”11”>Cekanice V Dolinach</ s t a t i o n>
<s t a t i o n time=”12”>Blanicke predmest i</ s t a t i o n>
<s t a t i o n time=”12”>Stranskeho</ s t a t i o n>
<s t a t i o n time=”13”>Na Kourimove</ s t a t i o n>
<s t a t i o n time=”14”>Vodnanskeho</ s t a t i o n>
<s t a t i o n time=”16” time2=”14”>Autobusove nadraz i</ s t a t i o n>
<s t a t i o n time=”18” time2=”16”>P o l i k l i n i k a</ s t a t i o n>
<s t a t i o n time=”20” time2=”18”>U Realky</ s t a t i o n>
<s t a t i o n time=”21” time2=”19”>Novy r a j</ s t a t i o n>
<s t a t i o n time=”22” time2=”20”>Nachodske s i d l i s t e</ s t a t i o n>
<s t a t i o n time=”24” time2=”22”>Nachod</ s t a t i o n>
<s t a t i o n time=”25” time2=”23”>Nachod tocna</ s t a t i o n>
<l egend>n − j ede n i zkopod lazn i vuz</ legend>
</mhd>
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B.3 Uložení informací o zastávce
XML B.3: 002.xml
<?xml version=” 1 .0 ”?>
< !−− Autobusove nadraz i −−>
<mhd>
<s t a t i o n>
< l i n k>10 − smer Nemocnice h lavn i vchod</ l i n k>
< l i n k>10 − smer s i d l . Nad Luzn i c i s t r ed</ l i n k>
< l i n k>11 − smer Klokoty tocna</ l i n k>
< l i n k>11 − smer Plana n . Luzn i c i Sv i t</ l i n k>
< l i n k>13 − smer Klokoty tocna</ l i n k>
< l i n k>13 − smer Plana n . Luzn i c i Strkov</ l i n k>
< l i n k>15 − smer Nemocnice h lavn i vchod</ l i n k>
< l i n k>15 − smer s i d l . Nad Luzn i c i s t r ed</ l i n k>
< l i n k>16 − smer Klokoty tocna</ l i n k>
< l i n k>16 − smer Sezimovo Ust i I I Prumyslova</ l i n k>
< l i n k>17 − smer Klokoty tocna</ l i n k>
< l i n k>17 − smer Sezimovo Ust i I I Kovosvit</ l i n k>
< l i n k>20 − smer Kosin</ l i n k>
< l i n k>20 − smer Nachod tocna</ l i n k>
< l i n k>21 − smer Cekanice tocna</ l i n k>
< l i n k>21 − smer Radimovice u Tabora</ l i n k>
< l i n k>30 − smer Slapy r o z c e s t i</ l i n k>
< l i n k>30 − smer Zarybnicna Lhota</ l i n k>
< l i n k>31 − smer Ce lkov ice MS</ l i n k>
< l i n k>31 − smer Mesice tocna</ l i n k>
< l i n k>40 − smer Za luz i sko l a</ l i n k>
< l i n k>40 − smer Drazicky</ l i n k>
< l i n k>41 − smer Za luz i sko l a</ l i n k>
< l i n k>41 − smer Luznicka U Prib iku</ l i n k>
< l i n k>50 − smer Plana n . Luzn i c i Strkov</ l i n k>
</ s t a t i o n>
<prestupy>
<naprestupni>Cerne Mosty</ naprestupni>
<naprestupni>P o l i k l i n i k a</ naprestupni>
<naprestupni> s i d l . Nad Luzn i c i s t r ed</ naprestupni>
<naprestupni>Sezimovo Ust i I I Kovosvit</ naprestupni>
<naprestupni>Pintovka</ naprestupni>
</ prestupy>
</mhd>
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Dodatek C
Příklady testovacích hodnot
Testovací hodnoty C.1: Test č. 1
Odkud : Sezimovo ú s t í I I , Svépomoc
Kam: Autobusové nádraž í
Den : Sobota
Čas : 10 :52
Výsledek IDOS:
Spojení nenalezeno
Výsledek aplikace:
Zastávka Příjezd Odjezd Linka
Sezimovo ústí II, Svépomoc 11:03 16
Sezimovo ústí II, Průmyslová 11:05 11:05 16
Autobusové nádraží 11:22
Testovací hodnoty C.2: Test č. 2
Odkud : Sezimovo ú s t í I , náměstí
Kam: Náchodské s í d l i š t ě
Den : Pracovní den
Čas : 20 :02
Výsledek IDOS:
Zastávka Příjezd Odjezd Linka
Sezimovo ústí II, náměstí 20:18 11
Autobusové nádraží 20:28 20:36 20
Náchodské sídliště 20:42
Výsledek aplikace:
Zastávka Příjezd Odjezd Linka
Sezimovo ústí II, náměstí 20:03 16
Autobusové nádraží 20:15 20:36 20
Náchodské sídliště 20:42
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Testovací hodnoty C.3: Test č. 3
Odkud : Sezimovo ú s t í I , r o z c e s t í
Kam: Pí secké r o z c e s t í
Den : Pracovní den
Čas : 8 :25
Výsledek IDOS:
Zastávka Příjezd Odjezd Linka
Sezimovo ústí I, rozcestí 8:30 16
Písecké rozcestí 8:49
Výsledek aplikace:
Zastávka Příjezd Odjezd Linka
Sezimovo ústí I, rozcestí 8:30 16
sídliště n. Lužnicí 8:33 8:33 10
Písecké rozcestí 8:46
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