A novel approach to solving Index Selection Problem (ISP) is presented. In contrast to other known ISP approaches, our method searches the space of possible query execution plans, instead of searching the space of index configurations. An evolutionary algorithm is used for searching. The solution is obtained indirectly as the set of indexes used by the best query execution plans. The method has important features over other known algorithms: (1) it converges to the optimal solution, unlike greedy heuristics, which for performance reasons tend to reduce the space of candidate solutions, possibly discarding optimal solutions; (2) though the search space is huge and grows exponentially with the size of the input workload, searching the space of the query plans allows to direct more computational power to the most costly plans, thus yielding very fast convergence to "good enough" solutions; and (3) the costly reoptimization of the workload is not needed for calculating the objective function, so several thousands of candidates can be checked in a second. The algorithm was tested for large synthetic and real-world SQL workloads to evaluate the performace and scalability.
Introduction
Relational Database Management Systems (RDBMS) have been continuously developed for more than three decades now and became very complex. To administer them, much experience and knowledge is required. The costs of employing professional database administrators are often much higher than the costs of database software licensing [12] . The total administration costs are especially large for large databases containing hundreds of tables and executing millions of queries a day.
Recently we observe a high demand on solutions reducing these costs. Especially intelligent, automatic tools for solving complex administration problems are very helpful. One of such complex problems is performance tuning. In this paper we consider the aspect of proper index selection, which often significantly affects the overall database application performance. The importance of proper index selection increases with the size of a database.
Indexes are used by the RDBMS to accelerate query processing. Below we illustrate some cases, where they are especially useful:
• A query fetches only a small fraction of tuples stored in the database, determined by predicates with small selectivity:
SELECT * FROM person WHERE person_id = 12345; SELECT * FROM person WHERE age > 100;
• Tuples should be returned in the same order as an order defined by an index. For example if a B+ tree index on the column birth date is present, it can be potentially used for executing the query:
SELECT * FROM person ORDER BY birth_date LIMIT 10;
Using indexes for ordering tuples may also be sane when the query requires sorting as a preparatory step, e.g. before joining relations, or grouping and aggregating tuples.
• A query requires joining two relations -a small one with a huge one. Then it may benefit from an index on the primary or foreign key of the latter one:
• A query processes a subset of columns that is totally contained in the index, so that accessing the table can be avoided. Index-only scans are usually much faster than table scans, because indexes are usually smaller than tables. Besides, the physical order of tuples is rarely the same as the order of tuples in the index, so avoiding the table access also reduces large amount of costly random block fetches.
• A query is best handled by some dedicated kind of index, e.g. it contains a fulltext-search, spacial search, skyline computation etc. These cases require some extensions to the SQL and are not covered by this paper, though the presented methods can be easily extended to support these cases.
There can be usually more than one execution plan available for a single query. These different plans may use different indexes. Each plan may use more than one index at a time, but also a single index may be used in several plans. The physical ordering of rows in the table often affects gains the application has from using a given index, so some database systems enable creation of the so called correlated or clustered indexes, which force the table rows to have the same ordering as the ordering of the index. There can be at most one clustered index per table.
