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Abstract.
This thesis looks at how the size of a software product can be measured. It
looks at current software sizing methods (LOC and FPA) and shows that they are not
sufficient in today’s rapidly changing environment. The COSMIC-FFP method is
introduced and an overview of how it works is given. The hypothesis to be tested in
this thesis is whether COSMIC-FFP is an accurate, repeatable sizing method that
when applied to any type of software project produces a size measure that can be used
to predict the effort required to complete the project.

This thesis investigates the use of the COSMIC-FFP method with past
software design methods (Data Flow Diagrams), current design methods (Unified
modelling Language) and future design methods (Agile Methodologies). It shows that
there is a clear logical mapping between these methods and the COSMIC-FFP model.
Mappings from these design methods to the COSMIC-FFP model have been
developed and tested. Using these mappings to execute the size count allows for
repeatability and accuracy. They also allow the sizing exercise of software projects to
be easily automated by incorporating the count into design tools.
The size of a project is used to predict the effort required to complete a
project. To test a sizing method one needs to check the relationship between size and
effort. If a statistically significant relationship exists between these two variables then
the sizing method can be used to predict effort. To prove the second part to the stated
hypothesis an empirical evaluation of the size/effort relationship for projects that have
been sized using the COSMIC-FFP method is carried out. The results obtained show
that COSMIC-FFP can be applied to any type of software project and the size count
can be reliably used to predict the effort required for the project.

This may be of importance to the software community. Having a reliable,
accurate size measure for past, current and future projects of any type will allow
organisations to compare projects and so enhance software process improvement.
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Design Specification for the “Gendarme” system (Muller,
1997).
The space to be protected is divided over 4 floors of a building with
a total area of about 5000 meters squared. The building itself is divided
onto

five

areas:

two

research

wings,

an

experimental

wing,

an

administration wing, and a central section containing classrooms and the
two lecture halls.

The

site

accommodates

about

500

people

every

day:

mostly

students, but also teachers, researchers, administrative and technical staff,
as well as numerous visitors.

After various items of property started to disappear, it was decided
to restrict access to some of the rooms using doors with automatic
locking. The opening of each door is controlled by a badge reader, located
nearby.

The badges that allow the opening of these doors are only given to
the people that need to access restricted areas in order to perform their
duties. Access rights are distributed among groups of people and groups
of doors. Each person and each door must always belong to a group, even
if they are the only member of that group.

A group of doors may consist of doors distributed throughout the
building, but from the point of view of controlling access, only the
concept of a group of doors is important- routs and movements are not
controlled. However, a given door cannot be a member of more than one
group of doors. A given person, on the other hand, may be a member of
several groups, so that this access rights correspond to the combined
rights of each of the groups he belongs to.
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Access rights are established by describing, for each group of
people, the various groups of doors that are accessible and under what
time constraints. These rights are contained in a yearly calendar that
describes the schedule a week at a time. Given that there will be a small
variation of rights over time, a calendar may be initialised using ‘typical’
weeks that describe a fixed configuration of rights. The supervisor may
create as many ‘typical’ weeks as he wishes , and any subsequent changes
made will automatically be propagated to all the calendar using them. On
the other hand, changes made to a calendar directly- to take vacation days
into consideration, for example - are not affected by the modification of a
‘typical’ week.

The

access

control

system

must

operate

as

autonomously

as

possible, although a supervisor is responsible for the initial configuration
and the updating of the various pieces of information that define the
groups of people and doors. A guard has a control screen, and is informed
of any unsuccessful entry attempts. Alarms are transmitted with a slight
delay: information update on the control screen is performed every
minute.

The user interface must help the user to specify their requests
correctly. Legal requests and input values are systematically read from
lists that define the domain of correct values.
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Level 2 DFD - Monitoring Process.
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UML Diagrams for the “Gendarme” system (Muller, 1997)

1. Use case diagrams.
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2. Sequence Diagrams.

: System

: Badge Holder
Present Badge

Verify Access |^ig...
If proper rights

Openihe D.
<-

End if

E-3

Appendix E - UML Diagrams for "Gendarme" system.

: System

SuperMSor

List of People

n
I

Choice of Person
Access Information
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: System

Supervisor
Request list of groups of people
List of Groups of People
Choice of a Group of Peo.

n

>

Group Information
Choice of a Group of Doors

>
Access Information

It

n

Information Modificatbn

m:

Access Information
------------------SavB Informatipn
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: System

Su pent's or

Request list of people
->

List of People
Choice of person
Person Information

Information Modification

[>
Person Information
Save hforn^tip n
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: System

Request list of typical weeks
List of typical Weeks
Choice of a typical week
Typical Week Information

□

Information Modification

I

Typical Week Information
Sa\^ Informatiqn
<-
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Information Modification
Door Information
Information saving
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: System

D

Request list of groups of Doors
^1

n<

List of Groups

n

Choice of a Group
^1

Group Information
—

--- u

I Information Modification

I

Group Information
Information savi|ig
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: System

Request list of groups of people

>

List of Groups
Choice of a Group
Group hformation
<-

Information Modification

<
T

Group Infbnnation

>

Information sa(\^g
T

: System

n

Enter ID number (Badg^l^
Person Information
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: System

Request list of people
List of people

<
Choice of person
->

List of Doors
Choice of D...
Door Information
<-

: System

n

Request list of people

>n

List of People

n

Choice of a Person
List of Groups
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: System

Request list of groups of people

>
List of Groups
<-

Choice of Group
■>

List of Members
<-

: System

Guard

n

Login (Password)

Verification
Authorisat...
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: System

Supervisor
Login (Password)

Veril cation
<-

Authorisation

: System

Loop

Q

Request alarm report (Period)

r

List of Alarms

Delay Peno^“
End loop
I
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: System

Guard
Request purge (Period)

Event destructiqn
<-

: System

: Guard
Request event report (Period)
Loop

Events

End loop
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Guard
Trigger alarm

Opening of all Doors
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Abstract.
This thesis looks at how the size of a software product can be measured. It
looks at current software sizing methods (LOC and FPA) and shows that they are not
sufficient in today’s rapidly changing environment. The COSMIC-FFP method is
introduced and an overview of how it works is given. The hypothesis to be tested in
this thesis is whether COSMIC-FFP is an accurate, repeatable sizing method that
when applied to any type of software project produces a size measure that can be used
to predict the effort required to complete the project.

This thesis investigates the use of the COSMIC-FFP method with past
software design methods (Data Flow Diagrams), current design methods (Unified
modelling Language) and future design methods (Agile Methodologies). It shows that
there is a clear logical mapping between these methods and the COSMIC-FFP model.
Mappings from these design methods to the COSMIC-FFP model have been
developed and tested. Using these mappings to execute the size count allows for
repeatability and accuracy. They also allow the sizing exercise of software projects to
be easily automated by incorporating the count into design tools.
The size of a project is used to predict the effort required to complete a
project. To test a sizing method one needs to check the relationship between size and
effort. If a statistically significant relationship exists between these two variables then
the sizing method can be used to predict effort. To prove the second part to the stated
hypothesis an empirical evaluation of the size/effort relationship for projects that have
been sized using the COSMIC-FFP method is carried out. The results obtained show
that COSMIC-FFP can be applied to any type of software project and the size count
can be reliably used to predict the effort required for the project.

This may be of importance to the software community. Having a reliable,
accurate size measure for past, current and future projects of any type will allow
organisations to compare projects and so enhance software process improvement.
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1.1 Why measure software size?
Software has become a critical component to all business in the
major economies of the world. Efficient and effective management of
software

projects

is

of

tremendous

economic

importance

to

all

organisations. In order to achieve this type of management, one must
model, measure, and manage the process of software development, so that
one can improve the management gradually, as part of a process of
optimisation. A measurement program provides essential feedback, which
steers process improvement.

‘‘‘‘if you can’t measure it, you can’t control it" - (Gilb, 1988)

Measurement is an essential part of any software optimisation process.
Both the ISO 9000:2000 (ISO 2000) and Capability Maturity Model
Integrated - CMMI (CMMI 2001) standards place large emphasis on
measurement programs.

The field of metrics in software engineering has been the subject of
several publications stating what should be measured, how it should be
measured and how it should be used. Daskalantonakis (1992) classifies
software metrics based on their intended use.

- Process metrics are those that can be used for improving the
software

development

and

maintenance

process,

for

example

efficiency of process, cost of the process, inspection and testing
effectiveness.
- Product metrics are those that can be used for improving the
software product, for example complexity of the design, the size of
the source code.

Chapter 1 - Introduction

- Project metrics are those that can be used for tracking and
improving a project, for example the number of developers, effort
allocation per phase, duration of project.

It is not unusual for one metric to appear in more than one category.
One metric that can appear in all three categories is the size of source
code.

Size is a measure used to describe a physical object or entity. It is
an attribute used to describe one dimension of an object or entity. A
software system is a physical entity and so one should be able to describe
the system in terms of its size. Fenton and Pfleeger (1997) state '‘"internal
product attributes describe software products in a way that is dependent
only on the product itself. The most obvious and useful such attribute is
the size of the software system''.

Rule (2001) talks about the importance of a size measure. Figure
1.1

shows Rule’s view of how the size measurement can be used

throughout the software development lifecycle. As shown in Figure 1.1
one of the first activities in the lifecycle is to measure the size of the
requirements for the system. This will allow for the estimation of the
effort, cost and duration of the project. These estimations are essential in
order to be able to plan, monitor and control any project. The actual size
of the source code will be calculated as it is delivered and compared with
the early size measures. This will give a good indication of whether the
project is on track or not. A good software measurement program must
include a size metric.
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2001)

There are two established methods currently used for measuring
software size. These are Lines of Code (LOC) and Function Point
Analysis (FPA). Each of these will be discussed in Chapter 2. A new
method for measuring software size, published in 1999, is COSMIC Full
Function Points -COSMIC-FFP. This new method will be the subject of
investigation in this thesis.

Software projects can be divided into two domains. Management
Information Systems (MIS) and real-time projects.

In order to establish

the powerfulness of a sizing method the size and effort relationship needs
to be tested for projects from both of these domains.

11
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The relationship between size and effort prediction has been the
subject of much research. According to Abran et al (2001) a good size
measure should allow for a realistic effort prediction. Albrecht and
Gaffney (1983) investigated this relationship between size measured using
LOG and effort. Albrecht and Gaffney (1983), Kemerer

(1987), Emrick

(1988) and Desharnais (1988) all researched the relationship using a size
measure from Function Point Analysis. This thesis will investigate the
relationship between size and effort using the new COSMIC-FFP method
to calculate the size measure. If the COSMIC-FFP method is shown to
have a statistically significant relationship with effort then it can be
concluded that it is a powerful size measurement model.

As well as being able to estimate a realistic size measure a software
sizing method must also have a number of other characteristics.
JTC1/SC7 committee standard ’’ISO/lEC

19761

ISO/IEC

Software Engineering-

Functional size measurement”(lSO 19761) states that any functional size
measure must have the

following two characteristics:

accuracy and

repeatability. In the ISO 19761 standard these characteristics have the
following definitions.

• Accuracy = 'Uhe closeness of the agreement between the results of a
measurement and the true value of the measurand'\
• Repeatability = ''the closeness of the agreement between the results of
successive measurements of the same measurand carried out under the
same conditions of measurement'’'.
In other words given the same data and same rules, one must always
obtain the same result.

12
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LOC and FPA have some problems in relation to these characteristics.
These

problems

will

be

discussed

in

Chapter

2.

This

thesis

will

investigate the new COSMIC-FFP method to determine how well it
exhibits these characteristics.

The hypothesis to be tested in this thesis is whether COSMIC-FFP
is an accurate, repeatable sizing method that when applied to any type of
software project produces a size measure that can be used to predict the
effort required to complete the project.

1.2 Thesis structure.
1.2.1 Literature review.
In Chapter 2 current software sizing methods are introduced. These
are Lines of Code (LOC) and Function Point Analysis (FPA). Published
findings showing the problems and limitations of these methods are
discussed. The published findings on the relationship between each
method with effort will also be presented.

In Chapter 3 the COSMIC-FFP method will be introduced. Its
current status and research to date will be discussed. Investigating the
COSMIC-FFP method for the given hypothesis will require a detailed look
at traditional, current and future design methods. In order to do this the
design methods of Data Flow Diagrams, the Unified Modelling Language,
and Agile methodologies are also presented.

1.2.2 Methodology.
In Chapter 4 the methodologies used to test the hypothesis are
presented. There are two parts to this hypothesis. The first part is to test

13
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whether COSMIC-FFP is an accurate, repeatable sizing method. The
second is to test if there is a statistically significant relationship between
size and effort for projects where the size is measured using COSMICFFP.

In a software project the measurement process is usually executed
during the design phase. If an agreed mapping can be found between the
different design methods and the measurement method then repeatability
and accuracy can be achieved by streamlining the measurement process.
An agreed mapping between the design methods and the measurement
method would also make automation for the measurement possible as the
measurement could be built into the design tool. This would speed up the
sizing process and remove the possibility of any human error.

The methodology chosen is one that checks if there exists a
mapping between traditional, current and future design methods and the
COSMIC-FFP method. Each design method is investigated in turn to see if
a mapping exists between it and the COSMIC-FFP model.

The size of a project is used to predict the effort required to
complete a project. To test a sizing method one needs to check the
relationship

between

size

and

effort.

If

a

statistically

significant

relationship between these two variables is proven to exist then the sizing
method can be used to predict effort. Therefore, second part of the stated
hypothesis requires empirical testing of the size/effort relationship for
projects that have been sized using the COSMIC-FFP method.

Regression and correlation analysis is the method chosen to test the
relationship between COSMIC-FFP and effort. In the past researchers
have used regression analysis to test the significance of size/effort
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relationships. Using regression analysis will also allow for comparison
with published findings
As already mentioned software projects can be divided into two
domains. Management Information systems (MIS) and real-time projects.
In order to establish the powerfulness of a sizing method the size and
effort relationship needs to be tested for projects from both of these
domains. A sizing method that works for any type of project will allow for
comparisons of projects from different domains.

1.2.3 Experiments
In Chapter 5, the methodology outlined in Chapter 4 is applied to
the different design methods. Mappings between the design methods and
COSMIC-FFP are developed. To verify the mappings they are applied to a
case study that has already been used by other researchers investigating
this area.

To

test

the

size/effort

relationship

in

a

commercial

setting

industrial data for software projects sized using the COSMIC-FFP method
is required. As no organisation in Ireland is currently using COSMIC-FFP
the first set of data was taken from the International Software Benchmark
Standards Group (ISBSG) database that is recognised by the COSMIC
community and is being contributed to by them.
Software

Benchmarking

Standards

Group

The International

maintains

and

exploits

a

repository of international software project metrics to help improve the
management of I.T. resources, by both business and government, through
improved

project

estimation

and

benchmarking.
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Dr Alain Abran (Abran et al, 2002) provided the second set of data.
The data was gathered during a study of two companies using COSMICFFP to measure maintenance projects.

The data is divided into two sets depending on the domain of origin.
Regression and correlation tests are applied to the data sets to test the
size/effort relationship.

1.2.4 Results.
In Chapter 7 the results obtained from the experiments in Chapters
5 and 6 are analysed. The results of applying the proposed mappings to
the chosen case study are compared to the results obtained by other
researchers working in this area.

Similarities or differences in the

findings are highlighted and reasons for these are discussed.

The results of the empirical analysis executed on the data sets in
Chapter 6 are outlined and the statistical findings are discussed. The
results are compared to the findings of previous research into the LOC
and FPA methods.

1.2.5 Conclusion
The key findings of this thesis are presented in Chapter 8. Details
on how these findings will benefit the COSMIC community in current and
future work are given. Issues, which require further investigation, are
noted and proposals for future work are presented.
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1.3 Summary.
Size

is

an

important

attribute

of any

software

measurement

program. It can be used at different stages of the development process but
its main use is in the estimation of the effort required for the project. The
method used to calculate the size must be accurate and repeatable.

There are currently two established methods of measuring software
size, Lines of Code (LOC) and Function Point Analysis (FPA). These are
discussed in detail in Chapter 2.

The

COSMIC-FFP

size

measurement

method

is

the

topic

of

investigation of this thesis. The hypothesis to be tested is whether
COSMIC-FFP is an accurate, repeatable sizing method that when applied
to any type of software project produces a size measure that can be used
to predict the effort required to complete the project.

Proving this hypothesis can be broken up into two parts. The first
part is to investigate and develop mappings between the COSMIC-FFP
model and traditional, current and future design methods. The second part
is to apply statistical tests to check the relationship between the size and
effort variables for projects where the size variable has been measurement
using COSMIC-FFP.

The results of these investigates are analysed to check if the
proposed hypothesis is true or not.
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Currently there are two methods used by the software industry to
measure the size of a software system. These are Lines of Code (LOC) and
Function

Point Analysis

(FPA).

In

this

Chapter both methods

are

presented. Past research on the statistical relationship between the size of
projects measured using these methods and the effort to complete projects
are presented. The problems and limitations with each of these methods
are discussed.

2.1 Lines of Code (LOC)
The most common measure in use just to find out the actual length
of a function or entire product is Lines of Code (LOC). This method just
counts the lines of code in the product but at present there is no standard
definition.

The reason that there is no standard definition in place to measure
LOC is the fact that different programmers have different theories on
what a line of code actually is. A number of researchers have written
about this problem including Low and Jeffery (1990) and Jones (1986). In
some instances an LOC can be defined as every line that is used from the
start to the finish in a program including blank lines. Some programmers
include comments as inclusive in their LOC count.

Many different

schemes have been proposed for counting lines, each defined with a
particular purpose in mind.

Fenton and Pfleeger (1997) sum up the

problem of dealing with LOC ''Without a careful model of a program,
coupled with a clear definition of a line of code, confusion reigns. One
must take great care to clarify what one is counting and how it is to be
counted. "
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Jones (1986) suggests that there are eleven major variations in the
definition of LOC. The following metrics identified by Fenton and
Pfleeger (1997) for defining the size of a software product are the most
commonly used.

-

NCLOC (Non commented lines of code) put forward by Hewlett
Packard, which counts written lines of code only.
CLOC (Commented lines of code) that just counts the comments
within a program.
BLOC (Blank lines of code), which counts every blank line in a
program.

The following example highlights some of the problems that arise from
using LOC.
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C: /*This program converts from degrees Fahrenheit to Celsius for an arbitrary
C. number of times*/
N: #include<stdio.h>
N: #include<conio.h>
B:
N: void main(void)
{

N:

float fahrenheit,Celsius;

N:

clrscrO;

B:
N:

printf("Please enter fahrenheit value (999 to quit): ");

N:

scanf("%r',&fahrenheit);

N:

while (fahrenheit != 999)
{

N:

Celsius = (fahrenheit-32)*5/9;

N:

printf("\nThe fahrenheit value of%.2fequates

to

aCelsius value of

%.2r',fahrenheit,celsius);
N:

printf("\nPlease enter next fahrenheitvalue

N:

scanf("%r',&fahrenheit);

(999 to quit): ");

getchO;

N:
}

N: = NCLOC = 13

C: =CLOC= 2

B: =BLOC = 2

Example 1.

Note the lines with { or } have not been included in any count.
LOC for this example could be equal to 13, 15, or 17 depending on
whether the definition includes or excludes comments and/or blank lines.
Even in this small example there can be a major difference in the LOC
depending on the users definition of what makes up a line of code. LOC
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does not display good repeatable and accurate characteristics as defined in
Chapter 1.

LOC measures are based on the assumption that one line of code is
much like another. However, many researchers including Canning (1986)
and Fenton and Pfleeger (1997) argue that a line of code is dependent on
the language. A line of COBOL is very different from a line of C++.
Another aspect of language dependence that causes a problem is the
advent of visual programming and windowing environments. In these
environments many objects

can be

automatically

generated

for the

programmer. There is no agreement on whether this auto-generated code
should be included in the LOC count.

Object oriented (OO) development (Satzinger and Orvik, 2001) also
raises new questions for LOC. In this form of software development
information is stored in the form of classes. Everything in the system
must belong to a class. Each instance of a class is known as an object. For
example, man may be a class in the system having characteristics like
name and age. ‘Tom’ is an instance of the class ‘man’. The code that
allows processing on the classes is broken up into methods. A method for
the class man may be to create a man. Classes and methods can be reused
several times.

There is no agreement on whether the code for each class should be
included in the count or whether each instance of the class should be
counted. There is also the question on whether the methods should be
counted for each class or for each object. These questions are very
difficult to answer and cause programmers and project managers serious
dilemmas.
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The goal behind measuring size is to be able to compare projects so
that productivity and quality can be improved. If one is working in a
homogenous constant environment where the only change is new lines of
code then LOC is an acceptable measure. However this is seldom the case
as the software development environment is a rapidly changing one. It is
unlikely that the only difference between two projects will be the number
of lines of code. If more than the lines of code changes between system A
and system B then one cannot compare the two systems using LOC as one
would not be comparing like with like. LOC is therefore limited to
homogenous environments. This is where everything stays the same
except the addition of new lines of code. No changes are made to the
hardware, the language used, the programming team involved and so on.
This type of environment is very rare in the software development
domain.

2.2 Function Point Analysis.
Many software engineers argue that the amount of functionality
inherent in a product paints a better picture of product size. Functionality
captures an intuitive notion of the amount of functionality contained in a
delivered product or in a description of how the product is supposed to
operate. There have been several attempts to measure functionality of
software products. The most widely applied method is Function Point
Analysis (FPA) that was developed since companies needed to compare
performance

in

different

software

development

environments

with

different language.

The first method of measuring the functional size of business
software, FPA was developed over twenty years ago by Albrecht (1979) at
IBM. His insight was to measure the size of the functional requirements,
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rather than to count the number of lines of code, thus moving away from a
dependence on specific technology, people and development methods.

“ A successful .... [software development] project is one that satisfies the
agreed-to user’s requirements, on schedule and within budget. However,
since it is based on estimates and agreements the record of successful
activities or projects can be misleading. Without a trend of their
measured productivity, or a profile of measured productivity from other
sites, it is difficult for a site to determine that the estimates are
competitive. Management may not know how much more efficiently the
activity or project might have been done. ” (Albrecht 1979)

At the time this new approach was a great breakthrough, permitting
comparisons across projects, organisations and time. Since Function
Points

measure

systems

from

a

functional

perspective,

they

are

independent of technology. Regardless of language, development method,
or hardware platform used, the number of function points for a system
will remain constant. The only variable is the amount of effort needed to
deliver a given set of function points; therefore. Function Point Analysis
can be used to determine whether a tool, an environment or a language is
more productive compared with others within an organisation or among
organisations. This is a critical point and one of the greatest values of
Function Point Analysis.

Later work by Albrecht, in conjunction with John Gaffney (1983),
stabilised and popularised the technique, leading in 1984 to the formation
of the International Function Point Users Group (IFPUG) in the U.S.A.

A more modern derivative, MKII Function Point Analysis (MKII
FPA)

developed by Charles Symons (1991) brought functional

measurement into the database-dominated world of the

size

1980’s. This

technique is widely used, especially in the finance and insurance domains.

24

Chapter 2 - Current Software Sizing Methods.

Each of these methods consists of a set of rules that allow the user
to identify the components of the system that are needed to calculate the
amount of functionality, the function point count. These rules must be
followed exactly. Once the components have been identified each method
has a measurement process that must be followed. This process is a
sequence of steps, which applies a weighting to each of the components.
These weights are then summed to give the function point count.

This thesis will look at each of these methods in detail and then
compare the two methods.

2.2.1 IFPUG FPA.
Function Point Analysis was developed first by Allan J. Albrecht in
the late 1970s. It was an attempt to overcome difficulties associated with
lines of code as a measure of software size, and to assist in developing a
mechanism to predict effort associated with software development. The
method was first published in 1979 (Albrecht, 1979), then later added to
in 1983(Albrecht and Gaffney 1983). Since 1986, when the International
Function Point User Group (IFPUG) was set up, several versions of the
Function Point Counting Practices Manual have been published by IFPUG.
The version investigated in this thesis is IFPUG V4.I (IFPUG, 2000).

2.2.1.1 IFPUG Rules.

The IFPUG method has 5 rules. These rules are used to identify the
components required for the count. The components required can be
broken up into two types. The first relates to the files in the system.
These can be database files or user files. These files may belong to the
system being sized or they may belong to another external system. The
second type of component is basically made up of the transactions or
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requests that cause these files to be accessed or modified in some way.
System A in Figure 2.1 has 2 internal files and one external file.

Figure 2.1 Graphical representation of IFPUG FPA components.

Since it is common for computer systems to interact with other
computer systems, a boundary must be drawn around each system to be
measured prior to classifying components. This boundary must be drawn
according to the user’s point of view. In short, the boundary indicates the
border between the project or application being measured and the external
applications or user domain. Once the border has been established,
components can be classified, ranked and counted.

1. Internal Logical Files (ILF’s) - The counting practices manual defines
this as “a user identifiable group of logically related data that resides
entirely within the applications boundary and is maintained through
external inputs. ” (IFPUG, 2000) This is basically a database or user file
that is stored as part of the system. An example may be a customer file
storing information about customer names, addresses etc.
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2. External Interface Files (EIF’s) - The counting manual defines this as
“a user identifiable group of logically related data that is used for
reference purposes only. The data resides entirely outside the application
and is maintained by another application. ” (IFPUG, 2000). The external
interface file is an internal logical file for another application. This can
again be database or user files but they are external to the system. The
system would only have read access to these files.

Figure 2.2 External Inputs. (Longstreet, 2001)

3. External Inputs (El) - This is defined as "an elementary process in
which data crosses the boundary from outside to inside. This data may
come from a data input screen or another application. The data may be
used to maintain one or more internal logical files. The data can be either
control information or business information.

If the data is control

information it does not have to update an internal logical file. ” (IFPUG,
2000)

The Figure 2.2 represents a simple El that updates 2 internal

logical files (ILF). Example of External Input may be a request to create a
new customer. This would cause the customer file to be updated.
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Figure 2.3 External Outputs. (Longstreet, 2001)

4.External Outputs (EO) - defined as “an elementary process in which
derived data passes across the boundary from inside to outside. ” (IFPUG,
2000) The key word here is derived. Additionally, an EO may update an
ILF. The data creates reports or output files sent to other applications.
These reports and files are created from one or more internal logical files
and external interface files. Figure 2.3 represents an EO with 2 ILFs.
There is derived information that has been derived from the ILFs. For
example a list of all customers and the products they have purchased this
month. This internal input would result in an external output, which
would derive its data from the customer file and the product file.

Figure 2.4 External Inquiry (Longstreet, 2001).

5. External Inquiry (EQ) - this is defined as “ an elementary process
with both input and output components that result in data retrieval from
one or more internal logical files and external interface files. The input
process does not update any Internal Logical Files, and the output side
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does not contain derived data'’’’ (IFPUG, 2000). Figure 2.4 represents an
EQ with two ILF's and no derived data. An example would be a list of all
customers.

2.2.1.2 IFPUG Measurement Process.
After the components have been classified as one of the five major
components (El’s, EO’s, EQ’s, ILF’s or EIF’s), a ranking of low, average
or high is assigned. For transactions (El’s, EO’s, EQ’s) the ranking is
based upon the number of files updated or referenced (FTR’s) and the
number of data element types (DET’s). The number of FTR’s is basically
a count of the number of ILFs or EIFs referenced by the transaction. Each
ILF or EIF is a file containing a number of records (RET). Each record
has a number of attributes. For example the customer file would be made
up of customer records. Each customer record might contain the following
attributes, name, address, phone no. The Data element types (DETs) are
the attributes of the record of the file. Within each reference one must
take into account the number of records types (RET) within the FTRs that
are reference. For both ILF’s and EIF’s files the ranking is based upon
RETs and DETs. The threshold for the number of DETs is 15. Files with
more than 15 DETs are all ranked the same based on the number of FTRs
referenced.

Each of the following tables, 2.1 and 2.2 assists in the ranking
process. For example, an El that references or updates 2 FTRs and has 7
DETs would be assigned a ranking of average according to Table 2.1 and
an associated rating of 4 according to Table 2.3. The FTR’s are the
combined number of Internal Logical Files (ILF’s) referenced or updated
and External Interface Files referenced.
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FTR’s
0-1
2
3 or more

DATA ELEMENTS
14
5-15
> 15
Low
Low
Ave
Low
Ave
High
Ave
High
High

Table 2.1 El Table (Longstreet, 2001).
FTR’s
0-1
2-3
>3

DATA ELEMENTS
1-5
6-19
> 19
Low
Low
Ave
Low
Ave
High
Ave
High
High

Table 2.2 Shared EO and EQ Table (Longstreet, 2001).
Rating
Low
Averofte
H«h

VALUES
EQ
3
4
6

EO
4
5
7

El
3
4
6

;

Table 2.3 Values for transactions (Longstreet, 2001).

Like all components, EQ’s are rated and scored. Basically, an EQ is
rated (Low, Average or High) like an EO, but assigned a value like an EL
The rating is based upon the total number of unique (combined unique
input and output sides) DETs and FTRs (combined unique input and
output sides). If the same FTR is used on both the input and output side,
then it is counted only one time. If the same DET is used on both the
input and output side, then it is only counted one time. The rating is then
assigned to the EO based on Table 2.3.

For both ILF’s and EIF’s the number of record element types
(RETs) and the number of data elements types are used to determine a
ranking of low, average or high as shown in Table 2.4. The rating for ILFs
and EIFs is assigned using Table 2.5.
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HET’s
1
2-5
>5

DATAELEME1NTS
20-50 >50
1-19
Low
Low
Ave
Low
Ave
High
Ave
High
High

Table 2.4 ILF and EIF rankings (Longstreet,2001).

Table 2.5 ILF and EIF ratings (Longstreet,2001).

The counts for each type of component can be entered into a table
such as Table 2.6. Each count is multiplied by the numerical rating shown
to determine the rated value. The rated values on each row are summed
across the table, giving a total value for each type of component. These
totals are then summed across the table, giving a total value for each type
of component. These totals are then summed to arrive at the Total Number
of Unadjusted Function Points.
Type of
Component
Extemol Inputs
External Outputs
External Inquiries
Internal Logical Files
External Interface Files

Con^lexity of Con^onents
Low
x3 =
x4 =
x3 =
x7 =
x5 =

Average
High
x4 =
x6 =
x5 =
x7 =
x4 =
X6 =
xl0 =
xl5 =
x7 =
xl0 =
Total Number of Unadjusted
Function Points
Multiplied V alue Adjustment F actor
Total Adjusted Function Points

Table 2.6 Function point count for IFPUG. (Longstreet,2001)
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The value adjustment factor (VAF) is based on 14 general system
characteristics

(GSC's)

that

rate

the

general

functionality

of

the

application being counted. These values adjust the count for a system
based

on

whether

or

not

the

system

displays

any

of

these

14

characteristics. The unadjusted function point count is the count of the
functionality of the system before any specific characteristics of the
system are looked at. It is this unadjusted function point count that is of
interest in this thesis.

The other sizing methods, MK II and COSMIC-FFP do not adjust
the count based on specified characteristics. Therefore the VAF is not of
concern in this thesis and so is not detailed. Information regarding the
VAF can be obtained from the IFPUG counting manual (IFPUG, 2000). In
this thesis the size of a software product measured using IFPUG FPA is
considered to be the Unadjusted Function Point count. In order to explain
further how this count is executed a simple system has been used as an
example in Appendix A Section 1.

2.2.2 MKII FPA
In 1988 Charles Symons (Symons 1988) identified a number of
weaknesses in the IFPUG method and developed the MKII method as an
alternative. MKII was published by Symons in 1991 (Symons, 1991).
The Metrics practices committee of the UK Software Metrics Association
(UKSMA)

is now the designated authority for the method,

and is

responsible for its continuing development. MKII takes a relational view
of data and introduces a continuous scale of measurement instead of a
‘low’,

‘average’,

produced

the

‘complex’

major

scale of IFPUG.

difference

is

that

MKII

In terms of the sizes
FPA,

with

its

finer

granularity, is a continuous measure whereas IFPUG limits component
size once a threshold is reached.
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The function point count from IFPUG represents the value of the
functionality to be delivered to the user. The MKII function point count is
the effort to analyse, design and develop the functions of the system.

MKII used to have a Technical Adjustment factor similar to the
VAF in IFPUG, but this has been removed from the standard calculation
of size and made optional (for organisations that wish to compare with old
measures), to comply with the International Standard 14143-1:1998.

2.2.2.1 MKII Rules.
MKII views the system as a set of logical transactions and a set of
entities. A logical transaction is defined as:

a unique input/process/output combination triggered by a unique
event of interest to the user, or a need to retrieve information ”
(UKSMA, 1998).

A graphical representation of a logical transaction is given in
Figure 2.5. An example of a logical transaction would be to add customer
or order an item. An entity is defined as '‘'‘anything (object, real or
abstract) in the real world about which the system provides information”
(UKSMA, 1998). Examples of entities would be customers, or products.
Each logical transaction is further broken down into the input part, the
processing part and the output part. For each part of the transaction the
number of data attributes associated with it are counted. The function
point count is based on this information. MKII has 5 rules used to identify
the components of the system required for the count. (UKSMA, 1998)
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Figure 2.5 Representation of a Logical Transaction.

Rule 1 Boundary.

Mk II FPA is used to measure the size of the functionality required
by the users of an application within a boundary defined for the purpose
of the FP count. This boundary is essentially the scope of the system.

Rule 2 Functional Size and Logical Transactions.

A Logical Transaction is the lowest level of self-consistent process.
It consists of three components; input across an application boundary,
processing involving stored data within the boundary, and output back
across the boundary. Logical transactions are triggered by a unique event
that is of interest to the user, which, when completed,

leaves the

application in a self-consistent state in relation to the unique event. It
may also be triggered by a user requirement to extract information from
the application, leaving it unchanged.

An example of a logical transaction would be to create a new
customer. This is triggered by a request from the user to add a new
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customer. The details for the customer are written to the customer file and
a response showing the new customer number is sent back to the user. The
transaction contains an input, update and output and the system is in a
valid state after the transaction has completed.

A Logical Transaction is counted once when sizing an application,
even though it may be executed from more than one point in the
application. The Functional Size of an application is the sum of the sizes
of each of the Logical Transactions who’s input and output components
cross the enclosing boundary.

Rule 3 Processing Component of Logical Transactions.

The processing component of a Logical Transaction is analysed by
reference to its manipulation (i.e. create, update, delete, or read) of stored
data. The processing component is sized by counting the number of Entity
Typ es that are referenced by the Logical Transaction.

Rule 4 Input and Output Components of Logical Transactions.

The input and output components of a Logical Transaction are sized
by counting the number of Data Element Types crossing the application
boundary, via each component respectively. A Data Element Type is a
uniquely processed item of information that is indivisible for the purposes
of the Logical Transaction being sized. It is part of an input or output data
flow across an application boundary.

Rule 5 Logical Transaction Size.

The Functional Size of a Logical Transaction is the weighted sum of
the input, processing, and output components of the Logical Transaction.
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The industry standard weights are as follows: Input Weight is 0.58

(per

Input Data Element Type), Processing Weight is 1.66 (per Entity Type
Reference), and the Output Weight is 0.26 (per Output Data Element
Type).

These weights are not unchangeable and can be subject to

calibration. However the UK Function Point User Group have hired
consultants to maintain these industry average weights. The values are
calculated from historic data of numerous projects in a number of large
development organizations. The data from which the average weights are
calculated is published in the MKII counting manual (UKSMA, 1998) and
may be calibrated by a user if they so wish. Information on calibration
can be found in Symons book on MKII (Symons 1991).

2.2.2.2 MKII Measurement Process.

The MKII counting manual (UKSMA,

1998) outlines the steps

required to calculate the function point count. It also shows how this
count can be used to manage the productivity of a project as shown in
Figure 2.6. This Chapter is only concerned with steps I to 6 that calculate
the functional size (function point count).

For details on Steps 7 to 11

refer to (Symons, 1991) or the MKII counting manual (UKSMA, 1998).
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Figure 2.6 - MK II measurement steps (UKSMA, 1998).

Step 1 Determine the Viewpoint, Purpose and Type of the Count.
Identify the customer for the count, and the purpose. For example,
is it to measure the work-output of a particular group of developers, or the
functionality ‘owned’ by a particular user? Is the aim to count all of the
functionality that was required, or the functionality that was delivered to
the user?

Step 2 Define the Boundary of the Count.
This is linked to Step 1. Drawing the boundary determines the
Logical Transactions to be included in the count, and identifies any
interfaces.
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Step 3 Identify the Logical Transactions.
Logical transactions are the lowest level processes supported by the
application.

Step 4 Identify and Categorise the Data Entity Types.
It is usually highly desirable to have an entity-relationship data
model for the requirements to identify all the Data Entity Types. However
this information may also be available from the user specification.

Step 5 Count the Input Data Element Types, the Data Entity Types Referenced, and
the Output Data Element Types.
For each Logical Transaction, count the number of Input Data
Element Types (Ni), the number of Data Entity Types Referenced (Ne),
and the number of Output Data Element Types (No).
Step 6 Calculate the Functional Size.

The Functional Size (Function Point Index) is the weighted sum
over all Logical Transactions, of the Input Data Element Types (Ni), the
Data Entity Types Referenced (Ne), and the Output Data Element Types
(No). So the Function Point Index (FPI) for an application is:-

FPI = Wi * ZNi + We * ZNe + Wo * iNo,

where the industry average weights per Input Data Element Type, Data
Entity Type Reference and Output Data Element Type are, respectively:Wi = 0.58
We = 1.66
Wo = 0.26
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Steps 7 through 11 deal with calculating project effort, measuring
performance of the project and identifying the factors that may affect this
performance. In this Chapter the only concern is calculating the size of
the software product which is done in steps 1 to 6. Performance issues are
dealt with by Symons (Symons, 1991).

A worked example showing how a MKII FPA count may be
executed on a simple system is given in Appendix A Section 2.

2.2.3 Comparison of IFPUG and MKII FPA.
Both of these methods include a set of rules that allow the user to
identify the components of the system that are needed to calculate the
amount of functionality, the function point count. These rules must be
followed exactly. Once the components have been identified each method
has a measurement process that must be followed. These processes are a
sequence of steps, which applies a weighting to each of the components.
These weights are then summed to give the function point count.

Both methods are based on Allan Albrecht’s original Function Point
Analysis (Albrecht 1979).

Both methods view the software from a

functionality point of view. IFPUG breaks the system into File types and
Functional Transactions, while MK II breaks the system into Entity Types
and Logical Transactions. Table 2.7 shows the different terminology used.
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IFPUG

MKII

Boundary
User
Data Function (File) Types
(ILF,ELF)
Functional Transactions
(E0,EO,EI)
Data Element Types

Boundary
User
Data Entity Types
Logical Transaction
(Input, Update,Delete)
Data Element Types

Table 2.7 Different FPA terminology used.

It is possible to convert from one count to another, though this is
not often done. Usually a company would decide on one method and use
only that method.

If raw data of an IFPUG count are available and an

additional analysis is made to map the files types to entity types, and
IFPUG transaction types to MKII logical transactions, then it is possible
to develop a MK II size for the same software.

The reverse process of

direct conversion from the raw data of a MKII count to an IFPUG size is
easier, since the raw data for a MK II FP count are at a finer level of
granularity than is required for the IFPUG size scale. A number of
formulae for converting one count directly to the other have been
published by Symons (1999).

2.2.4 Problems with Function Point Analysis.

FPA techniques were designed to measure the functionality of a
system as viewed by the end user. In other words all the functionality of a
system must be visible to the end user in order to be able to execute a
FPA count on the system. This is not the case in real-time applications.
This class of software is used in operating systems, telecommunications,
process control and embedded software. FPA definitions and rules restrict
its use to data rich systems such as MIS systems. A significant problem
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with FPA techniques is that they were not designed for real time
applications.

It is estimated that real-time software represents approximately 50
per cent of all software currently developed. The percentage is increasing,
as software becomes an integral part of nearly every piece of equipment,
appliance, tool, gadget and toy used today.

As computers increase in power, the demands on the software
become more and more constrained. Although batch applications and
simple information retrieval systems are still required, much software
currently contains at least some elements that are constrained in terms of
response

times,

throughput

and

computing

resources.

The

software

community needs measures suitable for all these highly constrained
domains. Highly constrained, multi-layer software is becoming the norm.

Several attempts to extend the FPA methods to include systems
outside the MIS domain have been made. These include “Feature Points”
by Jones (1988), “3-D Function Points” by Whitmire (1992) and “Full
Function Points” by Maya et al (1997) at the University of Quebec in
Montreal, Canada. While the results by Maya et al (1997) and Bootma
(1999) of case studies on these extensions show promising results, the
methods have not been widely applied within the software industry.

There are a number of reasons that may have influenced the
industry’s lack of enthusiasm for the extensions listed in the previous
paragraph. The FPA methods and their extensions are a set of complex
rules. Unless properly trained in the use of the methods the rules may be
ambiguous and complex to apply (Symons, 2001).
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Even though the extensions to the rules increased the scope of
projects to which the methods could be applied, only the functionality as
seen by the end-user is still counted. Functionality that may be hidden at
lower levels is still ignored. Examples of such functionality would be
changes to the operating system or development of new device drivers. In
some cases this may be where the core functionality of the system is
developed.

FPA methods are not easily automated and so require much manual
effort. In a demanding development environment such time consuming
tasks are not acceptable. It also makes the measurement subjective to the
measurer’s interpretation of the concepts that lead to problems with
repeatability and accuracy. A number of studies have shown that there can
be a significant variation, of up to 30%, between several measurements of
the same specification by different measurers (Fursy and Kitchenham,
1997), (Jeffery and Low, 1993), (Kemerer, 1993).

Symons (2001) gives a detailed account of the reasons behind the
disillusionment with FPA, including difficulty interpreting the concepts,
required

training,

limited

scope

of

application,

and

difficulty

in

automating the process.

A new method is required that can be applied to all software
projects, is unambiguous and easy to apply, is accurate and can be easily
automated.

2.3 Size and effort relationship
One of the major problems faced by software developers is the
estimation of the development effort for a software project. The size of a
project can be used to predict the effort required to complete a project as
outlined in Chapter 1 Section 1.1.

To test the predictability power of a
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sizing method one needs to check the relationship between size and effort.
If a statistically significant relationship is shown to exist between these
two variables then size can be used to predict effort. Regression and
correlation analysis is the best method for testing the relationship between
two variables. Regression and Correlation analysis are explained in detail
in Chapter 4 Section 4.2.1.4.

Several

researchers

including

Albrecht

and

Gaffney

(1983),

Kemerer (1987), Desharnais (1988), and Emrick (1988) have used size as
the independent variable in order to analyse the size/effort relation in the
software development process. Table 2.8 presents a summary of the
quality of the relations (expressed by the coefficients of correlation or
regression) that the researchers have tried to identify in their sets of
observed data.
Author
Albrecht &
Gaffney 83
Albrecht 83
Albrecht 83

Characteristic
LOC

Sample size
24

Homogenous
yes

FPA
FPA

22
19

yes
yes

Kemerer 87
Desharnais
88
Emrick 88

FPA
FPA

15
81

no
no

FPA

363

no

Comments
COBOL

Excluding 3
largest projects

.713
.869
.42
.553
.54

Correlation
.66
factor instead of
R2
Table 2.8 Past empirical research results on the size/work effort relationship.
Albrecht and Gaffney (1983) were the only ones to use LOC as the size
measure.

They found that different programming languages gave very

different results. They concurred that “/r appears that basing applications
development effort estimates on the amount of function to be provided by
an application rather than an estimate of "LOC” may be superior."”
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Thereafter

researchers

studying

the

size/effort

relationship

concentrated on the use of function points as the size measure. These
researchers

have

verified

that

there

is

indeed

a

strong

empirical

relationship between the size of an application measured with function
points and work effort.

Albrecht and

Gaffney,

Albrecht,

and

Kemerer have used the

statistical technique of regression with the function point metric. Note
that Kemerer’s and Desharnais results concur in that they fall within the
0.50 to 0.55 range for

.

Emrick used correlation analysis.

All the data sets were made up of MIS projects. This seems to be
the only common feature. It is worth noting that the research published in
1983 by Albrecht applies to homogeneous environments in a single
company or organisation. The results published after 1983 includes data
coming from several companies or organisation and so come from nonhomogenous environments. In Albrecht’s study in 1983 the data comes
from the same organisation and the value of
higher.

This

raise

some

questions

for

is therefore considerably
researchers

as

stated

by

Abran( 1994).

’‘’‘This

imposes

limitations:

within

one

organisation

there

is

generally not sufficient data for statistical analysis, whereas for data
coming from several organisations, there is not in general sufficient
homogeneity in the environment and in the data collection process’’'
(Abran 1994).

There are a number of other variables such as the size of the
computer,

the

field

of

application,

the

type

of

the

application,

development methodologies used, levels of programming language, which
can influence the effort required. The variations in the relation being
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Studied can depend as much on these other factors as on the independent
variable size. This limits the usefulness of the conclusions drawn from
these studies.

However as this is how historically the predictability of a sizing
method has been measured, to investigate the strength of a new sizing
method then similar techniques must be used to allow comparison of the
old and new methods.

2.4 Summary.
Measuring the size of a software product is an important part of any
project as it can be used to estimate and monitor process, product and
project progress. The current methods of measuring software size are LOC
and FPA.

In today’s rapidly changing development environment LOC cannot
produce

a repeatable,

accurate measure.

Due to

its dependence on

language and technology the relationship between LOC and effort is
difficult to measure.

FPA has proven to be a repeatable and accurate measure when
applied to MIS projects. Researchers have verified that there is indeed a
strong empirical relationship between the size of an application measured
with function points and work effort. However in its current state it is
difficult to apply to real-time projects. It is also not very user-friendly, as
it requires professional training before one can implement it to ensure
repeatability and accuracy. It is also a time consuming task that can not
be easily automated.
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Given the problems with each of these methods researchers have
proposed a new method for measuring the size of a software product. This
method is called COSMIC Full Function Points or COSMIC-FFP. In this
thesis the COSMIC-FFP method is investigated to see if it demonstrates
the repeatable and accurate characteristics required for a good sizing
method. It also attempts to evaluate the statistical significance of the
relationship

between

the

size

of

COSMIC-FFP method and effort.
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Chapter 3.

COSMIC
Full Function Points
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3.1The Common Software Measurement International
Consortium (COSMIC)
Given the explosive growth and diversity of software contracting
and outsourcing, suppliers and customers need more accurate ways of
estimating and measuring performance which must work reliably across
all types of software. Current methods of measuring the size of software
are not always of sufficient strength to meet market needs, or work only
for restricted types of software. Industry urgently needs software size
measures that are demonstrably more accurate and more widely usable. As
software contracting and outsourcing is a global activity, it is also
essential that the new methods are tested and accepted internationally. A
group of experts established itself as the Common Software Measurement
International Consortium (COSMIC) to develop new methods for sizing
software

(COSMIC,

2001).

The

Common

Software

Measurement

International Consortium aims to meet these needs.

The history of the development of the COSMIC Full Function
Points (FFP) method is displayed in Figure 3.1.
ISO FSM’
Standard \
\

Mkli
FPA 1.3

3-D
jrFP’s

''

✓''Mkir

.FPA
Allan
Albrecht
FPA

COSMIC
.--►FFP V. 2
Full FP’s
^

V.1

Feature
Points

\

IFPUG------------4.0

r

IFPUG
4.1

■-----

1980

1985

1990

1995

2000

Figure 3.1 History of COSMIC-FFP development.(Symons, 2001)
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The first attempt to develop a size measure to meet the need for
greater accuracy was proposed in 1997 by St-Pierre et al (1997). This was
known as Full Function Points Vl.O. It was an extension to the IFPUG
method. The aim was to capture the real-time aspects of software by
introducing new ""control function types'". The IFPUG data control types
and transactional functional types definitions were extended to include
two new control data types and four new control transaction functional
types. As with FPA, the new function types are based on the functional
perspective of the application, rather than on the technical perspective.

This approach had a number of faults. It was still based on the users
perspective of the system. While it was able to measure real-time control
processes it could only measure the processes that interacted with the
user. A high number of real-time systems are multi-layered so much of the
system functionality was still not counted. This method still required the
user to be properly trained in its application and had to be manually
applied. As the COSMIC group was working in parallel on a new method
that aimed to work with multi-layered systems research on the FFP Vl.O
method was abandoned. However some of the research already carried out
by this group was used in helping to define the new method (COSMIC,
2001).

In 1998 the COSMIC group was formed. The joint leaders of
the group are Dr Alain Abran and Charles Symons. The aim of this group
is to develop, test and bring to market a new generation of software size
measure(s) which would be suitable as a basis for normalising and
comparing performance measures of productivity (size/effort), speed of
delivery

(size/elapsed time)

and

quality (defects/size)

throughout the life cycle of the software product.

49

for activities

Chapter 3 - COSMIC Full Function Points.

The group reviewed existing methods, studied their commonalties
and proposed the basic principles on which the second generation of a
software functional size measurement method could be based on. In
November of 1999, the group published version 2.0 of the COSMIC-FFP.
The latest version of the manual can be downloaded from the COSMICFFP web site, www.cosmicon.com. Overall, close to 40 people from eight
countries participated in the design of this measurement method. The
measurement manual

is available in English,

French,

Japanese and

Spanish.

3.2 COSMIC-FFP Process Overview.
The COSMIC-FFP measurement method consists of the application
of a set of rules and procedures to a given piece of software in order to
measure the functional size of software. Two distinct and related phases
are necessary to measure the functional size of software as shown in
Figure 3.2. The first is mapping the functional user requirements (FUR) of
the software to be measured onto the COSMIC-FFP software model and
then measuring the specific elements of this software model. This process
is outlined in the COSMIC-FFP measurement manual (COSMIC, 2001).
The manual explains the COSMIC-FFP model and details how to map the
functional user requirements to this model. Once the requirements have
been mapped onto this model they can then be measured by following the
rules and procedures outlined in the manual.
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Figure 3.2- COSMIC-FFP measurement process model (Meli et al, 2000).

Conceptually, the mapping phase of the COSMIC-FFP method can
be considered as a process of viewing software from different levels of
functional detail. Figure 3.3 shows the COSMIC-FFP process. First, the
software is viewed at the highest level as being composed of software
layers, if applicable. Then each software layer is viewed at a lower level
of detail, that is, functional processes. Finally, each functional process is
in turn viewed at the lowest level of detail of interest for measurement
with COSMIC-FFP, that is, sub-processes composed of data movement
types.
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Figure3.3

General procedure for measuring software size with COSMIC-FFP

method.
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3.2.1 The Mapping Phase.
Prior to applying the measurement rules and procedures, the
software to be measured must be mapped onto a generic model that
captures the concepts, definitions and relationships (functional structure)
required for a functional size measurement exercise. The COSMIC-FFP
method measures the size of software used on identifiable functional user
requirements as specified in the requirements specification.

Figure 3.4 - A typical multi-layered software system. (Symons, 2001)

Depending on how these requirements are allocated, the resulting
software might be implemented in a number of pieces. While all the
pieces exchange data, they will not necessarily operate at the same level
of abstraction. Figure 3.4 shows a typical structure of a distributed
system. FPA would only measure from the user view, which would be the
PC application. However most of the requirements for the system are
implemented away from the user. The COSMIC-FFP method introduces
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the concept of software layers to help differentiate levels of abstraction of
the FURs. An illustration of software layer configurations is presented in
Figure 3.5.

FURs

User

Layers

i
UI software

tso
’a,

t

Principle software items

User
Interface
Middle
Layer

Modifications to the Operating System

Operating
System

New Device Drivers

Device
Drivers

Figure 3.5 - View of different software layers.

COSMIC-FFP’s

power

lies

in

the

way

it

divides

a

systems

functionality into layers. At a given service level, software delivers
functionality to a specific category of user. A user may be a person, an
engineering device,

other software or thing that interacts with the

component being measured. When software systems deliver functionality
hierarchically relative to one another, they are identified as belonging to
different layers. Each layer is thus the ‘user’ for the layer below it in this
hierarchy.

54

Chapter 3 - COSMIC Full Function Points.

Software functional requirements are then implemented by a set of
functional processes. Each functional process is a unique and ordered set
of data movement sub-processes implementing a cohesive set of FURs, as
indicated in Figure 3.6.

Each data movement acts on one data group. In

order to be able to identify all the data movements the data groups must
be identified. The data groups are directly related to the objects described
in the software’s FURs. They are the objects or entities from the real
world about which the system needs to store information.

FURs

Figure 3.6 Functional User Requirements decomposition (Symons,
2001)

3.2.2 The Measurement Phase.
The COSMIC-FFP generic software model in Figure 3.7 distinguishes
four types of data movement sub-processes. In the “front end” direction,
two types of movement (ENTRIES and EXITS) allow the exchange of data
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attributes with the users. In the “back end” direction, two types of
movement (READS and WRITES) allow the exchange of data attributes
with the storage hardware.

« Front end » « Back end »

Figure 3.7 -COSMIC-FFP software model and data movement types
(Meli et al, 2000).

The COSMIC-FFP measurement rules and procedures are then applied
to the software model in order to produce a numerical figure representing
the functional size of the software. The unit of measurement is 1 data
movement, referred to as I COSMIC Functional Size Unit, ICfsu.

In Table 3.1 for each layer the functional processes are identified (for
example A, B, C). Then the sub processes for each of these functional
processes are identified (for example Al, A2, A3 are the sub processes of
A). All the Data Groups are identified and listed. Then the type of each of
the sub processes is identified as Entry, Exit, Read or Write. The total for
the layer is the sum of the sub-processes.
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Layer n

Functional Processes

Data Groups

Sub process types
E

X

R

W

A
A1
A2
A3
B
B1
C
Cl
C2
Total count for layer n
where n is the number of layers in the system.
Table 3.1 Measurement process for COSMIC-FFP.

3.2.3 Calculating COSMIC-FFP size, an example.
To illustrate how one would execute a COSMIC-FFP count on a
system an example is outlined. The specification for the Airport carpark
system is detailed in Appendix A. This count is completed according to
the Cosmic Full Function Point counting manual Version 2.1 (COSMIC,
2001). The steps to execute the count are as outlined in Figure 3.3.

Step 1. Identify software layers.

For some complex systems the software may be delivered in several
parts as shown in Figure 3.5. The carpark system is not complex and the
end product for this system will not consist of several pieces of software
delivering

different

levels

of

functionality

hierarchically.

All

the

functionality for this system will be delivered in one piece of software.
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According to the definition of a layer there is only one software layer in
this system.

Step 2. Identify software boundary.

As with any system the boundaries of the system must be identified
so that a clear definition of the scope of the system is available to allow
planning and estimation for the project. In this case the boundaries will
define what is to be included in the counting process. In the carpark
system the software interacts with the user and no other system as shown
in Figure 3.8.

Boundary
User

Transaction^

Carpark system

/

Figure 3.8 Carpark system boundary definition

Step 3. Identify functional processes.

COSMIC-FFP uses the term functional process as a synonym for
transaction type.
“ A functional process is a unique set of data movements (read, write,
exit, entry) implementing a cohesive and logically indivisible set of
Functional User Requirements. It is triggered directly, or indirectly via
an actor, by an event and is complete when it has executed all that it is
required to be done in response to the triggering event. “(COSMIC, 2001)

Following

the

definition

of

a

functional

process

the

sixteen

transactions defined in Appendix A for the carpark system can each be
classified as a functional process.
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Step 4. Identify data groups.

Although data groups do not currently contribute to the measurement
as defined in the COSMIC-FFP manual (COSMIC, 2001), it is necessary
to identify data groups for the identification of data movements, because
any data movement must operate on exactly one data group.

The data

groups are directly related to the objects described in the software’s
functional user requirements. They are the objects or entities from the real
work about which the system needs to store information. From the
specification for the carpark system, three entity types or objects are
identified, customer, vehicle and location. These are the data groups in
terms of the COSMIC-FFP definitions.

Step 5. Identify sub-processes and their types.

The COSMIC-FFP model distinguishes four types of data movement
sub-processes. Read and Write data movements allow the exchange of data
attributes with the storage hardware, while Entry and Exit data movements
allow the exchange of data attributes with the user. The sub-processes and
their types for the customer Functional processes are shown in Table 3.2.
The sub-processes for all the functional processes for the carpark system
are given in Appendix B.

At this stage the functional user requirements have been mapped to
the COSMIC-FFP model following the COSMIC-FFP manual (COSMIC,
2001). Once the mapping is completed the measurement phase can begin
following the rules and procedures outlined in the measurement manual
(COSMIC, 2001).
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Step 6. Apply measurement functions.

Each data movement is calculated as 1 measure. Currently the
number of data attributes is not used in the count but according to the
COSMIC group they may be used as a basis for weights for functional
processes in future versions. Table 3.2 shows the application of the
measurement
processes are

for the
listed

customer

functional

(Add Customer,

processes.

The

functional

Amend Customer data,

Delete

Customer). For each functional process the data movements that make up
the functional process are listed. The type of each data movement and the
number of data attributes per movements are also shown. The function
point contribution for each functional process is also detailed.
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Name

Data Movement

Type

Data

Function

Attributes

Points

Add Customer

4
User entry

Entry

2

1

Test for existing name

Read

1

1

Display error msg

Exit

1

1

Store Customer Data

Write

3

1

Amend Customer Data

8

User entry

Entry

1

1

Retrieve customer data

Read

3

1

Display error msg

Exit

1

1

Display customer data

Exit

3

1

Enter changed data

Entry

3

1

Retrieve vehicle data

Read

1

1

Store vehicle data

Write

1

1

Store modified data

Write

3

1

Delete Customer

5

User entry

Entry

1

1

Retrieve customer data

Read

2

1

Display error msg

Exit

1

1

Retrieve vehicle data

Read

1

1

Remove customer

Write

3

1

Table 3.2 Customer Functional processes and data movements for the carpark
system.

A complete table showing all the functional processes and data
movements for the carpark system is given in Appendix B.

The Function Point measure (FPM) is then calculated as the sum of the
contributions of each of the functional processes. The FPM for the carpark
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system is Slcfsu, refer to Appendix B for full example. This means that
the effort to develop the carpark system will be the amount of effort to
deliver one full function point (1 cfsu) multiplied by 81. The effort to
deliver one cfsu will be defined by the organisation. This will usually be
estimated based on past experience.

3.3 Comparison of COSMIC-FFP with FPA.
Strictly speaking, the COSMIC-FFP measurement method is a
conceptual superset of the IFPUG method as shown in Figure 3.1. The
extensions proposed by the FFP measurement method were originally
intended to extend the applicability of the IFPUG method to the field of
real time software and embedded software.

Any system that can be measured using IFPUG or MK II can also be
measured using COSMIC-FFP. Table 3.3 shows the definitions for each of
the techniques.

IFPUG
Boundary
User
Data Function Types
(ILF,ELF)
Functional Transactions
(EQ,EO,EI)

MKII
Boundary
User
Data Entity Types

COSMIC-FFP
Boundary
User
Data Groups

Logical Transaction
(Input, Update, Delete)

Data Element Types

Data Element Types

Functional Process
( Sub Processes = Data
Movements X,E,W,R)
Attributes

Table 3.3 FPA and COSMIC-FFP terminology.
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Any system that can be measured using COSMIC-FFP cannot
always be measured by IFPUG or MKII. If the project is from the MIS
domain and all the functionality is visible by the user (as defined by
IFPUG and MKII) then the project can be measured by any of the
methods. However due to the limited definition of the users view of
functionality in IFPUG and MKII they cannot be applied to real-time
systems as discussed in Chapter 2 Section 2.2.4. COSMIC-FFP on the
other hand has been designed so that it can be applied to both MIS and
real-time systems. COSMIC-FFP’s definition of user has been expanded to
include end users, engineering devices, other software or things that
interact with the system being

measured.

The COSMIC-FFP model

includes the full software, not just that visible to the end user.

3.4 Current Status.
The COSMIC group was formed in 1998. From March 1999 to May
2000 the group ran a number of industrial trials to prove that the new
method would work on any type of software project. The trials were based
on 18 projects from 5 organisations from different sectors, 16 of these
were new developments while 2 were enhancement projects. The projects
were split over a number of different hardware platforms. The shortest
project was 5 months in duration while the longest was 75 months. The
trials proved to be very successful (Abran et al, 2001), reporting R
squared values between size and effort, on a log scale, of between 0.7019
and 0.8971, depending on the project phase. A new version of the manual,
V2.1 (COSMIC 2001), has been produced incorporating the suggestions of
the participants. All of the trial participants are continuing to use the
method.

At present the execution of the COSMIC-FFP measurement process
is

manual.

This

makes

the

process
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interpretation of the counting manual rules and concepts as noted by Dion
(2000).

This can lead to repeatability and accuracy problems. Reports

from the field trials (Abran et al, 2001) showed that nearly perfect
repeatability was obtained by experienced engineers. The results were not
so

good

where

inexperienced

engineers

did

the

measurement.

The

COSMIC team are working to ensure that the documentation contains as
little ambiguity as possible. However automation of the measurement
process is the only way to ensure repeatability and consistency.

Since the completion of the first field trial the group have collected
data from a growing number of software companies interested in adopting
the new method.

The acceptance of COSMIC-FFP by the software

community has been demonstrated by its acceptance by the International
Standards Organisation (ISO) in December 2002 for development into an
international standard. The standard was published in February

2003 as

ISO 19761 (ISO 19761, 2003).

3.5 Research to date.
As the COSMIC-FFP method is still in its infancy published
research on it is still relatively limited. The main research centre for the
COSMIC-FFP

method

is

at

the

Ecole

De

Technologie

Superieure,

Montreal, QB, Canada, under the guidance of Dr Alain Abran. This group
has published a number of case studies and research papers on their web
site (www.lrul.uqam.ca).

One of the main areas of research is to develop tools to allow
automatic counting of the functional size of a project. Automation of the
measurement process is the only way to ensure repeatability and accuracy.
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This involves studying the mapping between the COSMIC-FFP and design
methods.

A number of tools are currently available. The first is Hierarchy
Master (HierarchyMaster, 1999) which was used during the field trials.
However this is only a clerical tool that allows the recording of COSMICFFP data.

Other commercial data repository tools available include

MeterlT-COSMIC

(MeterlT-COSMIC,

2003)

and

ExperiencePro

(ExperiencePRO, 2002).

The development of tools to automatically calculate the COSMICFFP size for a system is much slower. Automating the count requires
mapping the COSMIC-FFP method to design methods. A number of
researchers are currently working in this area. Diab et al (2001) published
a mapping between COSMIC-FFP and the Real-time Object Oriented
Modeling (ROOM) language. They are currently working on developing a
tool (UcROSE) (Diab et al, 2002) to implement this mapping.

Two papers have been published on mapping COSMIC-FFP to UML
by Bevo et al (1999) and Jenners (2002). Bevo was the first to attempt to
map UML to COSMIC-FFP. Jenner took this proposed mapping a step
further and studied the deeper granularity of UML design and how this
may be mapped to COSMIC-FFP. No agreement on a mapping has yet
been reached by the COSMIC group. These mappings will be looked at in
detail in Chapter 7 so as to compare them to the results obtained in this
thesis.

While this is necessary research it does not take into account past
projects from which major lessons can be learned, nor does it account for
further design trends such as those proposed by Agile Methodologies.

In

this thesis the mapping relationship between the COSMIC-FFP method
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and traditional, current and further design methods will be investigated.
The design methodologies used in this thesis are outlined later in this
Chapter.

Few studies have published results on the accuracy of the COSMICFFP method. The COSMIC-FFP field trials (Abran et al, 2001) provided
the first reported tests on the effectiveness on the COSMIC-FFP method
in relation to real-time systems. These results will be analysed in Chapter
6. This thesis aims to further investigate the COSMIC-FFP method in
relation to its ability to correctly measure the size of software systems.
Chapter 4 will outline the statistical methods used. Chapters 5 and 6 will
detail the experiments carried out. The results obtained will be discussed
in Chapter 7.

3.6 Design methodologies
As already mentioned in section 3.5 one of the main areas of
research is to develop tools to allow automatic counting of the functional
size of a project. This involves studying the mapping between COSMICFFP and design methods. Traditional, current and future design methods
will be investigated in relation to the COSMIC-FFP model. The next part
of this Chapter outlines each of the design methods used.

3.6.1 Traditional design methodology - Data Flow Diagrams
Data flow diagrams are a network representation of a system. They
are a useful and intuitive way of describing a system and are usually
understandable without professional training. They are the cornerstone for
structured systems analysis and design. Data Flow diagrams use four main
symbols to represent any system at any level of detail. The four entities
that must be represented are:
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Data Flows : movement of data in the system
Data Stores : data repositories for data that is not moving
Processes : transforms of incoming data flow(s) to outgoing data
flow(s)
External Entities: sources or destinations outside the specified
system boundary.

Data flow diagrams do not show decisions or timing of events.
Their function is to illustrate data sources, destinations, flows, stores, and
transformations. The capabilities of data flow diagramming align directly
with

general

definitions

of

systems.

Data

flow

diagrams

are

an

implementation of a method for representing systems concepts including
boundaries, input/outputs, processes/sub-processes, etc.

There are many different methods used for representing dataflow
diagrams.

The

best

known

are

Yourdon

and

Coad,

Gane/Sarson

(Sommerville, 1992) The following are the Gane/Sarson dataflow diagram
symbols . Figure 3.9 shows an example of a data flow diagram for
processing a customer.

Process

Data Store

Data Flow

External Entity
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Figure 3.9 Example of a DFD diagram.

3.6.2

Current

Design

Methodology

-

Unified

Modelling

Language
Developing Object Oriented (OO) projects (Satzinger and Ovrik,
2001) must be approached in the same manner as traditional projects.
However the tools and methods need to be different to cater for the OO
features. The main OO development method used to define OO constructs
and models is the Unified Modelling Language (UML) (Satzinger and
Ovrik, 2001).

The UML standard has resulted from the work of many leading
researchers

and

methodologists

collaborating

through

the

Management Group (OMG, 2001) to achieve some standardisation.
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UML

defines

twelve

types

of

diagrams,

divided

into

three

categories: Four diagram types represent static application structure; five
represent different aspects of dynamic behaviour; and three represent
ways you can organize and manage your application modules.

Structural Diagrams include the Class Diagram, Object Diagram,
Component Diagram, and Deployment Diagram.

Behaviour Diagrams include the Use Case Diagram (used by some
methodologies during requirements gathering); Sequence Diagram,
Activity Diagram, Collaboration Diagram, and State chart Diagram.

Model Management Diagrams include Packages, Subsystems, and
Models.

This project is concerned with the design and analysis phase of a system.
The steps that need to be carried out during this phase using UML are:

1. Create use cases diagrams.
2. Identify the main scenarios and the classes
3. Create the sequence diagrams.

Figure 3.10 is an example of a use case diagram that shows the main use
cases for a video rental system.
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Figure 3.10 Use Case Diagram for a video rental system.

Figure 3.11 shows an example of a sequence diagram for the rent a
video main scenario for a video rental system.

The purpose of this research is not to explain the details of UML but to
examine whether a Function point count can be executed on a UML model
of a system. UML can be further investigated at (OMG, 2001).
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Figure 3.11 Sequence diagram for the Rent Video use case main
scenario.
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3.6.3 Future Design Methodology - Agile Methodologies
There are a number of factors that will influence the future trends
in software development, including customer requirements, the working
environment and technology advances.

A

number

of

methodologists

have

started

to

research

new

development processes that can cater for these requirements. This list
includes:
- Extreme Programming (XP) (Becks, 1999)
- Crystal Clear (Cockburn, 2001)
- Open Source (Fogel, 1999)
- Adaptive Software Development (Highsmith and Orr, 2002)
- Feature Driven Development (FDD) (Palmer and Felsing, 2002)
- Dynamic System Development Method (DSDM) (Stapleton et al,
2003)
- SCRUM (Schwaber et al, 2001)
- Unified Process (Larman, 2001)

As all the proposed methods try to solve the same problems there is
much similarity between them. The common theme being that of a
lightweight approach. Martin Fowler (2001) sums up the appeal of these
new

methodologies.

“For

many people

the

appeal

of these

agile

methodologies is their reaction to the bureaucracy of the monumental
methodologies. These new methods attempt a useful compromise between
no process and too much process, providing just enough process to gain a
reasonable payoff'. It was decided that a collaborative work would
produce the best result. In February 2001 the Agile Alliance Group (AAG
2001) was formed.
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3.6.3.1 Agile Modelling (AM).

Agile Modeling (AM) is a practice-based methodology for effective
modeling and documentation of software-based systems.

Simply put,

Agile Modelling is a collection of values, principles and practices for
modelling software that can be applied on a software development project
in an effective and light-weight manner. Agile models are more effective
than traditional models because they are ""just barely good'' (AAG,2001),
they don't have to be perfect. One may take an agile modelling approach
to the requirements, analysis, architecture and design stages of the
software development process.

2.6.3.2 The AM lifecycle.

A software lifecycle is made up of a number of phases. Each phase
has a sequence of steps. The lifecycle tells the developer in what sequence
to execute the phases in order to produce the software product. AM
proposes that software should be produced using the lifecycle shown in
Figure 3.12. Each box represents a phase of the lifecycle. As can be seen
there is no strict sequence in which the phases must be executed.

Figure 3.12 The Agile Method lifecycle
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The investigation in this thesis is concerned with the design
activities of the software development process. In the Agile lifecycle the
design is implemented in the Initial Requirements Up Front (IRUF) phase.
The activities of this phase need to be looked at further. Information on
the activities of the other phases of the Agile lifecycle can be obtained
from AAG (2001).

3.6.3.3 The Initial Requirements Up Front (IRUF) Phase.

The IRUF phase is the phase where the management activities such
as project management are carried out. Figure 3.13 shows the IRUF phase
in more detail. During this phase the designer and user must work
together to define the scope of the project and the requirements. The user
must then prioritise the requirements. The designer then has the task of
estimating how many requirements can be implemented in a given time
period.

The AM process is iterative. An iteration usually takes three weeks
so the designer must estimate which requirements can be delivered in an
iteration. This is a core activity of AM. Normally the designer estimates
based on knowledge from previous experience. This method is very
subjective and error prone. Two designers may give very different
estimates. A more scientific method of estimating would be of major
benefit. To do this the designer will need to be able to size each
requirement. It should then be clear which requirements can be delivered
in an iteration.
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Stakeholder
Figure 3.13 IRUF cycle

Estimating the size of the requirements for the system depends on
how

the

requirements

have

been

specified

or

modelled.

Further

investigation into the design or modelling methods used by AM is
required.

3.6.3.4 Agile Modelling Artefacts.

An agile model is a model that is just barely good enough.

Scott W.

Ambler (2001) identifies a list of artefacts that can be classified as AM
models. As this project is mainly concerned with the IRUF phase Table
3.4

shows the artefacts that could be used during that phase. The artefacts

are divided into two categories namely the scope and requirements. As the
requirements

are

investigated

extra

detail

may

be

gathered.

This

information may be used to help the designer estimate the size of the
requirements and so should be kept. This information may come in
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different formats. As this information may be found during the IRUF
phase another category called extras has been added to the table.
Alternate names for the artefacts are shown in italic print. To define the
scope of a system the designer or modeller can use business statements or
use case diagrams or data flow diagrams. Each of these will give the
required information. The modeller is not restricted to using only one type
of artefact.

IRUF

Iteration

Scope
Business
Statements

Requirements
Features(FDD)
Usage Scenario

Extras
Business Rules
(User story, source
code)

Use Case
Diagrams

(Use case senario.
system use case, user
story)

Constraints
(User story)

DFDs
(Activity Diagram,
Workt'low.)

CRC
Class Diagrams
UI modelling
Basic Course of action.

Use case(EUP)
(Essential usecases.
Business cases, usage
scenarios, user story)

Technical Reqs
(non-functional
reqs)

Change cases
User Stories(XP)
(Business Rule,
Constraints, essential
use case, system use
case, use case
senario).
Table 3.4 The IFtUF Artefacts.

3.7 Summary.
The COSMIC consortium was formed to develop a software sizing
method that would work with any type of project (MIS or real-time). The
solution provided is known as COSMIC Full Function Points (COSMICFFP).
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COSMIC-FFP works by mapping a set of user requirements to a
model. Measurements are then applied to the model to give the functional
size of the project measured in cfsu. COSMIC-FFP is now a published ISO
standard.

To date little research has been reported on this method. Some
research has been done on mapping a UML design to the COSMIC-model.
While this is necessary research it does not take into account past projects
from which major lessons can be learned, nor does it account for further
design trends such as those proposed by Agile Methodologies

Few studies have published results on the accuracy of the COSMICFFP method. The COSMIC-FFP field trials (Abran et al, 2001) provided
the first reported tests on the effectiveness on the COSMIC-FFP method
in relation to real-time system.. In Chapter 6 the relationship between
COSMIC-FFP and effort for real time projects is further examined.
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Chapter 4.
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In this Chapter the methodologies used to test the proposed
hypothesis are outlined. As shown in Chapter 1 section 1.1 the
testing of the hypothesis can be broken up into two distinct parts.

The first part is to test whether COSMIC-FFP is an accurate,
repeatable sizing method. As already stated in Chapter 3 Section
3.4, at present the execution of the COSMIC-FFP measurement
process is manual.

This makes the process

subjective to the

measurer’s interpretation of the counting manual rules and concepts
as noted by Dion (2000).

This can lead to repeatability and

accuracy problems.

In order to test repeatability and accuracy the design phase of
the software lifecycle must be investigated. In a software project
the measurement process is usually executed during the design
ph ase. If a mapping can be found between the different design
methods used and the measurement method then repeatability and
accuracy can be achieved.

This Chapter outlines the methodology used to investigate the
design methods to check for a relationship between them and the
COSMIC-FFP model.

The second part of the hypothesis is to test that when applied
to any type of software project the COSMIC-FFP method produces a
size measure that can be used to predict the effort required to
complete the project

The size of a project is used to estimate the effort required to
complete a project. To test a sizing method one needs to check the
relationship between size and effort. If a statistically significant
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relationship is found between these two variables then size can be
used to predict effort. The second part of this Chapter outlines the
statistical methods used to check the size/effort relationship.

4.1 COSMIC-FFP and Design Methodologies.
Design methods consist of patterns and diagrams used to
represent the entities, data, and relationships in a software system.
There are a number of design methods used by the software industry
today. These are outlined in Chapter 3.

Data

Flow

Diagrams

use

external

entities,

data

flows,

processes and data stores, while UML uses actors, use cases,
sequence diagrams, classes and message flows to represent the
system. Agile design uses a mix of diagram artefacts from other
methods.

In

other

words

design

methods

are

a

graphical

representation of the functionality of a system.

The COSMIC-FFP model is similar to a design method. The
model is used to represent the user requirements of the system. It
represents the users, functional processes and data groups for the
system.

So it can also be said that the COSMIC-FFP model is a

graphical representation of the functionality of a system.

Design methods have been proven over time, by the software
community, and are accepted as part of the software development
process. These design methods are well established and understood
within the software community. They can be applied in a repeatable
and accurate manner. Using these design methods allows for a high
degree of repeatability and accuracy in the design of a system. In
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Other words, if a number of designers were given the same system
specifications and asked to develop a design for the system, using a
specified design method, there would be little or no difference in
the final graphical representations of the system, given that the
designers are familiar with the design method and the tools being
used.

If a relationship can be found between the artefacts of the
design method being used and the COSMIC-FFP model then the
COSMIC-FFP count could be easily executed. The count could be
automated by building it into the design tools. This would allow for
a high degree of repeatability and accuracy.

To investigate the existence of a relationship between the
COSMIC-FFP model and the design methods, the steps to execute
the mapping phase, as outlined in Figure 3.3, of the COSMIC-FFP
method are looked at. For each component that must be identified
the design method is investigated at to see if a corresponding
component exists within it’s model. If a correspondence can be
found between the design model for each of the components in the
COSMIC-FFP model then a mapping between the two models can be
developed.

Each of the three design methods. Data Flow Diagrams, UML
and Agile design, are investigated in turn to see if a mapping
between them and the COSMIC-FFP model can be developed.

The developed mappings are then tested using a case study to
see if the results produced are acceptable. If the results are accurate
then it can be concluded that a repeatable and accurate result for the
COSMIC-FFP method can be obtained.
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4.2 COSMIC-FFP and Size/Effort Relationship
Within the software industry project types can be divided into
two types.

These are Management Information Systems (MIS) and

Real Time systems. Real time systems are classed as software used
in

operating

systems,

telecommunications,

process

control,

embedded software and such like. This thesis investigates whether
when applied to both these software types the COSMIC-FFP method
can be used to predict the effort required to complete the projects.

To test the predictability power of a sizing method one needs
to check the relationship between size and effort. If a statistically
significant relationship is found between these two variables then
the size can be used to predict the effort required to complete a
project. Regression and correlation analysis are the chosen methods
for testing the relationship between two variables. This is the
methodology used in the past to verify the accuracy of any sizing
method. In Chapter 1

Section

1.7 past investigations into the

accuracy of Lines of Code and FPA are discussed and Table 1.1
shows the results of such studies. These studies have all used
regression analysis to test the size/effort relationship. Therefore in
order to allow for comparisons between past studies, and the work
done in this thesis, regression and correlation will be used to
investigate the predictability strength of COSMIC-FFP. Reports on
the

results

of the

COSMIC-FFP

field

trials

used

the

same

techniques for this reason.

In this Chapter the statistical methodology used to evaluate
the relationship between size and effort is outlined.
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4.2.1 Statistical Methodology.
Regression and correlation analysis will be used to test the
relationship between size and effort. First the data sets used must
be checked for normal distribution (Freund, 1997). The data to
which regression is applied must be normally distributed. When the
data

set

is

not normally

distributed

the

data points

can be

transformed to a normal distribution by viewing their logarithms,
rather than the points themselves, then regression is applied to the
new data (Fenton and Pfleeger, 1997).

The first tests outlined are for normal distribution. These are
normality plots, Kolmogorov-Smirnov test and Shapiro-Wilks test.
The data sets are transformed using their logarithms to get normal
distribution.

Once

normality

has

been

established

regression

analysis can be done. As part of the regression analysis scatter
diagrams, regression and correlation analysis, Pearson’s correlation
and the co-efficient of determination(R squared) are used. The tests
and methods used are outlined in the following section.

4.2.1.1 Normality Plots.
Normal plots (Coakes and Steed 1999) are the obtained scores
(on the x-axis) with expected z scores (on the y-axis). That is, a
normal plot compares the actual scores with z scores that would
have been obtained if the scores were normally distributed. The
expected z scores are found by finding the percentile rank of each
score, and then converting the percentile rank to a z score using a
normal probability table. The frequencies procedure to find the
percentile rank for each score can be used and a table of areas under
the standard normal distribution (Freund, 1997) used to find the z
score for that percentile. For example, the median score has a
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percentile rank of 50. The percentile rank of 50 converts to a zscore of 0.00. A score at the lower fourth (at the 25th percentile)
converts to a score of -0.68 and a score at the upper fourth (the 75th
percentile) converts to a z-score of +0.68.

Normal Q-Q Plot of Orbit width (m)

Observed Value

Figure 4.1 Example Normality plot.

If the scores are normally distributed then the plot of the raw
scores versus the expected z scores will be a straight line. The plot
of the scores will fall on top of the straight line that runs from the
bottom left to the top right of the plot as shown in Figure 4.1. The
plots of scores that are not normally distributed will deviate
significantly from that straight line.
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4.2.1.2 Kolmogorov-Smirnov test for normality.
The Kolmogorov-Smirnov test (Coakes and Steed 1999) is
used to decide if a sample comes from a population with a specific
distribution. The Kolmogorov-Smirnov test is defined by:
Ho:

The data follow a specified distribution

Ha:

The data do not follow the specified distribution

Test Statistic: The Kolmogorov-Smirnov test statistic is defined as

D = max|f’(K)- —
where F is the theoretical cumulative distribution of the distribution
being tested which must be a continuous distribution (i.e., no discrete
distributions such as the binomial or Poisson), and in this case Gaussian
Distribution.
Significance

a

Level:
Critical

The hypothesis regarding the distributional form is rejected if the test

Values:

statistic, D, is greater than the critical value obtained from a table.
The critical value will be based on the way the test statistic is calculated
and the significance level chosen.

The Kolmogorov-Smirnov statistic tests the hypothesis that
data are normally distributed.

A p-value will result from this test. P is short for probability,
the probability of getting something more extreme than the result,
when there is no effect in the population. The p-value is often
called the “attained” or the “empirical” significance level. It can be
interpreted as an indicator of the weight of evidence against the
null hypothesis. In this case a low p-value
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0.05) indicates that the distribution of the data differs significantly
from a normal distribution.

4.2.1.3 The Shapiro-Wilk Test for normality .
The Shapiro-Wilk test (Coakes and Steed 1999) calculates a
fV statistic that tests whether a random sample, x/, X2, ...» x„ comes
from a normal distribution. Small values of fV are evidence of
departure from normality. The fV statistic is calculated as follows:

fV =

V /•=!

Sk -^y
(=1

where the Xf^/j are the ordered sample values (xf'jj is the smallest)
and the a/ are constants generated from the means, variances and
covariances of the order statistics of a sample of size n from a
normal distribution.

Again the p-value indicates whether or not the data is
normally

distributed.

A

p-value

<

0.05

indicates

a

normal

distribution.

4.2.1.4 Regression and Correlation.

The relationship between two variables can be graphically
illustrated with

a

Pfleeger

(Freund

1997)

scatter plot.
and

A

scatter diagram(Fenton

Williams

1997)

has

two

and
axes

representing the scales of the two variables. The choice of variables
for

the

horizontal

or

vertical

axes

is

immaterial.

A

point

representing the two variable values plots each observation as
shown in Figure 4.2.
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Positive correlation

u

Line of best fit

Q.
(O

<

Aspect 2

Figure 4.2 Example scatter diagram

The pattern of plotted points is an indicator of the nature of
the

relationship

between

the two variables.

The

stronger the

relationship the more closely co-ordinated are the changes. In other
words a strong relationship would result in a straight line showing
in the scatter plot.

Scatter plots show both general trends and atypical situations.
Data points that are atypical are not organised or clustered in the
same way as the other data points. If a general relationship seems to
be true most of the time one can investigate the situations that are
different and determine what makes them different.

Regression and Correlation analysis goes a step further than a
scatter diagram by using statistical methods to confirm whether
there

is

a

statistically

significant

relationship

between

two

variables.

Regression analysis (Fenton and Pfleeger 1997) (Freund and
Williams 1997) ( Picconi et la 1993) is a statistical method for
analysing a relationship between two or more variables in such a
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manner that one variable can be predicted or explained by using
information on the other.

Linear regression

is used to make

predictions about a single value. Simple linear regression involves
discovering the equation for a line that best fits the given data. That
linear equation is then used to predict values for the data.

Correlation (Fenton and Pfleeger 1997) (Freund and Williams
1997) ( Picconi et la 1993) describes the strength, or degree, and
nature of linear relationship. That is, correlation lets one specify to
what extent the two variables behave alike or vary together.
Correlation analysis is used to assess the simultaneous variability
of a collection of variables. The correlation coefficient measures
the strength of the linear relationship between two quantitative
variables. For normally distributed values, Pearson’s Correlation
coefficient is the most common method for testing the strength of a
relationship between two variables.

4.2.1.5 Pearson’s Correlation.

The correlation between two variables reflects the degree to
which the variables are related. The most common measure of
correlation is the Pearson Product Moment Co-efficient (called
Pearson's correlation for short). When measured in a population the
Pearson Product Moment correlation is designated by the Greek
letter rho (p). When computed for a sample, it is designated by the
letter

"r"

and

is

sometimes

called

"Pearson's

r."

Pearson's

correlation reflects the degree of linear relationship between two
variables. It ranges from +1 to -1. The sign of the correlation
coefficient indicates the direction of the relationship (+ is a
positive relationship or - is a negative relationship). The absolute
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value of the correlation coefficient indicates the strength, with
larger absolute values indicating stronger relationships.

The p-value is the probability of obtaining results as extreme
as the one observed. If the p-value is very small (less than 0.05)
then the correlation is significant and the two variables are linearly
related. If the p-value is relatively large (for example, 0.50) then
the correlation is not significant and the two variables are not
linearly related.

4.2.1.6 Co-efficient of Determination (R squared)

A statistic that is widely used to determine how well a
regression fits is the coefficient of determination R
Pfleeger 1997) (Freund and Williams

1997).

(Fenton and
represents the

fraction of variability in y (the dependent variable) that can be
explained by the variability in x (the independent variable). In other
words, R^ explains how much of the variability in the y's can be
•

2

•

explained by the fact that they are related to x. In this case R" will
explain how much varibility in effort can be explained by its
relationship with size.

4.3 Summary
This Chapter outlined the methodologies used to investigate
the proposed hypothesis. The first method used is to investigate
design methods to check for a relationship between them and the
COSMIC-FFP model can be found. In Chapter 5 traditional, current
and future design methods are investigated to check for such
relationships.
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The

second

method

used

is

to

statistically

test

the

predictability power of the COSMIC-FFP size in relation to project
effort. The statistical tests used are outlined in this Chapter.

In

Chapter 6 these tests are applied to a number of data sets to check
the significance of the COSMIC-FFP size and effort relationship.

The results from Chapter 5 and 6 are presented and analysed
in Chapter 7.
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Chapter 5.
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As outlined in Chapter 4 Section 4.1 each of the three design
methods,

Data

Flow

Diagrams,

UML

and

Agile

design,

are

investigated in turn to see if a mapping between them and the
COSMIC-FFP model can be developed.

5.1COSMIC-FFP and Data Flow Diagrams
(DFDs).
If COSMIC-FFP is to be of real benefit then it needs to work
with traditional design techniques that have been used in older
projects one may wish to use for comparative analysis. Even though
data flow diagrams have been in use for a number of years and are
considered a traditional technique they are still very popular and
used in the design of systems today. DFDs are detailed in Chapter 3
Section 3.6.1. The DFDs give the designer an overview of the
system, which gives an indication of how large the system will be.
A good project manager will want as accurate a measure of the size
of the system as possible.

So if given a system designed using data flow diagrams would
it be possible to estimate the functionality required using the
COSMIC-FFP approach. The steps required to execute a COSMICFFP count, as outlined in Figure 3.3, are investigated in relation to
data flow diagrams.

5.1.1 The COSMIC-FFP Mapping process.
Step 1. Identify software layers from Functional User Requirements
(FURs).
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''A layer is the result of the functional partitioning of the software
environment such that all includedfunction processes perform at the same
level of abstraction” (COSMIC 2001).
For some complex systems the software may be delivered in
several parts as shown in Figure 3.5. The question that needs to
be answered is whether the system will be delivered as one piece
of software or many pieces. Will it be split into different pieces
providing different levels of functionality as outlined in Figure
3.5.

In the COSMIC-FFP process the layers are identified from the
FURs. The system specification for the DFDs outlines the user
requirements and so the layers should be identified from the
specification.

Step 2. Identify software boundaries.
“TTie boundary of a piece ofsoftware is the conceptual frontier between this
piece and the environment in which it operates, as it is perceived externally
from the perspective of its users. ” (COSMIC 2001)

The boundaries of a software system define its interaction
with the outside world. It shows which users and other systems it
will interact with. In DFDs the level 0 context diagram shows
the systems interaction with external entities. These external
entities can be users or other systems. Therefore the software
boundaries for a system are clearly identified from the level 0
context diagram in a DFD design.

Step 3. Identify functional processes.
The

COSMIC-FFP

counting

definition of a functional process.
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“ A functional process is a unique set of data movements (read, write, exit,
entry) implementing a cohesive and logically indivisible set ofFunctional
User Requirements. It is triggered directly, or indirectly via an actor, by an
event and is complete when it has executed all that it is required to be done in
response to the triggering event. “ (COSMIC 2001)
The processes at the lowest level of a DFD can be classified
as functional processes. Each process at this level implements a
cohesive set of user requirements and is triggered by a data flow
from an external entity (user, actor, or other process).

Step 4. Identify data groups and data attributes.
From the counting manual (COSMIC 2001) data groups are
considered the same as entity types. Entity types represent
objects from the real world that the system needs to store
information about. In DFDs data stores are data repositories,
storing information about the real world objects. Therefore data
stores and data groups are by definition the same thing.

From the DFDs alone one cannot list the data attributes.
These would have to come from a data dictionary or entityrelationship diagram that should go hand in hand with DFDs for
a system. Currently COSMIC-FFP does not use data attributes to
count the functionality. They may be used in some future version
to provide weightings for the functional processes. If required
the data attributes can be listed from the data dictionary or the
entity-relationship diagram.

Once the functional user requirements have been mapped to the
COSMIC FFP model the measurement phase, as outlined in Chapter
3 Section 3.2.2, of the count can begin.
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5.1.2 The COSMIC-FFP Measurement process.
Step 5. Identify sub-processes and their type (E, X, R, W)
sub-process is a data movement occurring during the
execution of a functional process. There are four sub-types of a
COSMIC FFP sub-process: entry, exit, read and write, each of
which includes specific associated data manipulation subprocesses^\COSM\C 2001)
In DFDs data flows represent the movement of data through
the system. So DFD data flows and COSMIC-FFP sub processes
are by definition the same thing.

The next part is to identify the type of each sub process. In
the DFD each data flow is labelled and has a direction. If a data
flow crosses the boundary (communicates with an

external

entity) then it is Entry or Exit depending on the direction. If it
requests information from a data store then it is a Read and if it
updates the data store then it is Write.

Step 6. Apply measurement function.
Once all the elements required for the count have been identified
apply

the

measurement

function.

Each

data

movement

is

measured as 1 cfsu.

Step 7. Aggregate measurement results.
The

full

function

point count

is then the

sum

of the

contributions of each of the functional processes.

As can be seen from the examination above there is a logical
mapping from a DFD representation of a system to the COSMICFFP model of a system. For each component of the COSMIC-FFP
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model a corresponding component can be identified in the DFD
model. The COSMIC-FFP method can be applied to any system
represented in DFD format.

The Table 5.1 below represents a logical mapping between the
COSMIC-FFP concepts and the components used in the design of a
system using data flow diagrams. The boundaries of the COSMICFFP model are the same as the boundaries identified at level 0 of
the DFD. The COSMIC-FFP user is the same as the external entity
in the DFD. Data groups and Data stores are, by definition, the
same thing. The COSMIC-FFP functional processes map to the
lowest level processes in a DFD design. While the sub-process and
data flow diagrams are by definition the same thing.

Concept (FFP)

DFDS

Boundary

Boundary

User

External Entity

Data groups

Data Store

Functional processes

Lowest level Processes

Sub-process

Data Flows

Table 5.1 Mapping DFDs to COSMIC-FFP.

5.2 COSMIC-FFP and The Unified Modelling Language
(UML).
If COSMIC-FFP is to be of real benefit then it needs to work
with current design techniques so that comparisons can be done
with traditional or future design techniques that might be used.
UML is the main current design method used by the software
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community and is detailed in Chapter 3 Section 3.6.2. Therefore if
one was given a system designed using UML, would one be able to
estimate

the

functionality

required

using

the

COSMIC-FFP

approach. The steps required for the COSMIC-FFP approach are
looked at in relation to UML design.

5.2.1 The COSMIC-FFP Mapping process.
Step

1.

Identify

software

layers

from

the

functional

user

requirements (FURs).

In the COSMIC-FFP process the layers are identified from the
FURs.

In

UML

the

system

specification

outlines the user

requirements and so the layers should be identified from the
specification.

Step 2. Identify software boundaries.
In UML the use case diagram shows the systems interaction
with other systems and users. Therefore the software boundaries
can be clearly identified from the use case diagram.

Step 3. Identify functional processes.

From the definition of functional processes in the counting
manual (COSMIC 2001) the use cases cannot be classified as
functional processes as they are divisible sets of requirements.
However the main scenarios for each use case implements a
cohesive set of user requirements and is triggered by an external
user

(OMG,2001)

and

so

may be

processes.
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Step 4. Identify data groups and data attributes.

From the counting manual (COSMIC 2001) data groups are
considered the same as entity types. Entity types represent
objects from the real world that the system needs to store
information about. In UML, a class is defined as a description of
a group of objects with common properties. Basically a class is a
description

of

an

object

the

system

will

need

to

store

information about. Therefore classes and data groups are by
definition the same thing.

If a class and a data group are the same thing then the
attributes of a class can also be said to be the attributes of the
corresponding data group.

5.2.2 The COSMIC-FFP Measurement process.
Step 5. Identify sub-processes and their type (E, X, R, W).

In

UML the

sequence diagrams show object interaction

(OMG, 2001). It depicts the objects and classes involved in the
scenario and the sequence of messages exchanged between the
objects needed to carry out the functionality of the scenario.
Messages are the exchange of data between the objects. They
represent data movements. So messages shown in a sequence
diagram can be classified as data movements in the COSMICFFP model.

97

Chapter 5 - Mapping design methods to COSMIC-FFP

The next part is to identify the type of each sub process. In
the sequence diagram each message is labelled and has a
direction. If the message crosses the boundary (communicates
with an actor) as identified in Step 2 then it is of type Entry or
Exit depending on the direction. If it requests information from a
boundary class then it is a Read and if it updates a boundary
class then it is a Write.

Step 6. Apply measurement function.
Once all the elements required for the count have been identified
apply the measurement function. Each data movement is counted
as 1 cfsu.

Step 7.Aggregate measurement results.
The contribution of each functional process is the sum of the
number of data movements in the functional process. The total
COSMIC-FFP count is the sum of the contributions of all of the
functional processes.

As can be seen from the investigation above there is a logical
mapping from a UML representation of a system to the COSMICFFP model of a system. Table 5.2 below represents a logical
mapping

between

the

COSMIC-FFP

concepts

and the

modelling language.
Concept (FFP)

UML

Boundary

Use case diagram

User

Actor

Data groups

Class

Functional processes

Scenario

Sub-process

Sequence Diagram messages

Table 5.2 Mapping UML to COSMIC-FFP.

98

unified

Chapter 5 - Mapping design methods to COSMIC-FFP

5.3 COSMIC-FFP and Agile Methodologies (AM).
AM is proposed as the new lifecycle management method of
the future. AM design uses a combination of traditional and current
design techniques, as outlined in Chapter 3 Section 3.6.3. Given an
AM design would it be possible to execute a COSMIC-FFP count.
Table 5.3 shows the proposed mapping between the traditional and
current design methods, as outlined in Sections 5.1 and 5.2 above,
and COSMIC-FFP.

COSMIC-FFP
Boundary
User
Function Process
Sub Processes
Data Groups
Attributes
Table 5.3 Mapping

DATA FLOW
DIAGRAMS

UNIFIED MODELING
LANGUAGE

Context Diagram
Use Case Diagram
External entities
Actors
Lowest level processes
Use Case Main Scenarios
Data Flows
Sequence Diagram Messages
Data Stores
Classes
Data Dictionary
Attributes
DFD and UML to the COSMIC-FFP model

Table 3.4 in Chapter 3 outlines the artefacts that may be used
during the AM design phase.

5.3.1 The COSMIC-FFP Mapping Process.
Step 1. Identify software layers from FUR.

Will the system deliver the functionality hierarchically. From
the system specification the designer should be able to identify if
different layers of software will be needed to implement the system.
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Step 2. Identify Software boundaries.

To define the boundaries of a system using AM modelling one
would use Business statements, a use case diagram (UML) or a data
flow diagram (DFD) as shown in Table 3.4. Table 5.3 shows that
any of these will clearly show the boundary and the users of the
system.

Step 3 . Identify functional Processes.

In AM design the requirements would be identified using
features, usage scenarios, use cases or user stories as outlined in
Table 3.4. Each of these will give the same information. From Table
5.3 it can be seen that the functional processes can be identified
from the use cases. Features, usage scenarios and user stories all
give the same information as use cases. Therefore the functional
process should be identifiable from any of the artefacts used to
show the requirements in AM design

Step 4 Identify the data groups and data attributes.

The data groups are considered to be the same as entity types.
Entity types represent objects from the real world that the system
needs to store information about. These can be found by looking for
nouns in the system specification.

Once the data groups have been identified a good estimate of
the data attributes required for each data group can be made.
According to the AM principles the process just has to be ^‘‘barely
good enough'' so a good estimate will do.
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5.3.2 The COSMIC-FFP Measurement Process.
Step 5. Identify sub-processes and their type.

In AM design if use cases are being used the use case
scenarios will have been detailed to get the requirements. The
sequence diagram is based on the information held in the use cases
so one should be able to identify the sub-processes and their
direction from the use cases. Feature, usage scenario and user
stories contain the same information as the use cases so the sub
processes and their direction should be identifiable from any of
these artefacts. If some information is missing, a good estimate can
be made from what has already been modelled. This should not
cause any problem with the AM process as the iterations are short
and so feed back will be quick. The estimate can be quickly and
easily adjusted if there is any error.

Once the components have been identified steps 6 and 7 can be
implemented.
Step 6 Apply measurement functions
Step 7 Aggregate measurement results.

The AM principles advocate a process that is '"'‘barely good
enough" (Ambler, 2001). This implies that good estimate of the size
of the system will suffice. From the investigation above it is clear
that given an AM design for a system one should be able to
calculate a good size estimate using COSMIC-FFP.
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5.4 Testing the developed mappings.
To

validate

the

developed

mappings

it

is

required

to

benchmark them against previously sized projects. One such project
is the “Gendarme” or “Access Control Application “ case study
(Muller 1997). This case study has been used by Dion (2000) and
Bevo et al (1999) under the supervision of Dr Alain Abran at the
University of Montreal. It has also been used by Jenner (2002).
Both Bevo et al and Jenner have used this case study to test
proposed mappings between UML and the COSMIC-FFP model.
Therefore to allow comparison between the different proposals for
mapping software designs to COSMIC-FFP this is the chosen case
study to be used to test the developed mappings. The specification
for the “Gendarme” case study can be found in Appendix C.
The Gendarme system is designed to control access to a
university campus. Muller provides the UML design (Muller, 1997)
for the system and this is the design that will be used to test the
proposed mapping from UML to COSMIC-FFP.

However no DFD design is given for the system and so one
must be completed. Section 5.4.1 will look at the DFD design for
the Gendarme system. The developed mapping from DFD design to
COSMIC-FFP will then be applied to this design.

Next the proposed mapping from UML to COSMIC-FFP will
be applied. Finally the Gendarme system will be looked at from an
Agile Design approach and a COSMIC-FFP count applied to it using
the mappings developed in Section 5.3.
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5.4.1 DFD to COSMIC-FFP
As Muller (1997) only provides a UML design for the system
a DFD design for the system had to be developed. A hierarchy chart
for the system can be found in Appendix D. A breakdown of the
processes and data stores for the system as derived from the design
specification for the system, outlined in Appendix C, follows. First
the external entities, processes and data stores for the system are
identified from the design specification.

External Entities
Supervisor
Guard
Badge Holder

Processes
1 Configuration Process
1.1 Modification of doors
1.2 Modification of groups of doors
1.3 Modification of people
1.4 Modification of groups of people
1.5 Search for a person based on a badge
1.6 Search for doors accessible to a given person
1.7 Search a group for a person.
1.8 Search for people that belong to a given group
1.9 Access modification for a group of people to access a group of doors
1.10 Modification of a typical week
1.11 Display access rights for a given person for a given door.
2. Monitoring
2.1 Event report
2.2 Event purging
2.3 Alarm report
2.4 Manual opening of doors
2.5 Fire
3. Identification
4. Access Control
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Data stores
D1 Calendar
D2 Weeks
D3. Persons
D4 Person groups
D5 Password
D6 Doors
D7 Door groups
D8 Access Rights
D9 Events log

Once the external

entities,

process

and

data

stores

are

identified the next step is to start drawing the context diagrams for
the system. This will allow the data flows for the system to be
identified. The level 0 context diagram is a high level view of the
system showing the systems interaction with the external entities.

Figure 5.1 DFD level-0 for Gendarme system.
The level 1 context diagram Figure 5.1 shows the high level
processes and their interaction with the external entities and the
data stores as outlined in the design specification. The data flows
are kept at a high level of detail here. The aim is to find out which
external entities interact with which processes, and then which data
stores each process interacts with.
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Level 1 DFD
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Once the high level interaction between the processes and the
external entities and data stores has been identified it must then be
investigated further to get the low level details. If there is a lot of
interaction between a process and the external entities and data
stores, then a lower level diagram is required for that process. The
process may be broken up into sub-processes and the interaction
between the external entities and the data stores for that sub
process shown.

For the “Gendarme” system level 2 diagrams are required for
the configuration processes and the monitoring process. These
diagrams are outlined in Appendix D.

The decomposition process continues until the processes can
no longer be broken up into sub-processes. For the “Gendarme”
system no further decomposition is required.

The developed mapping as presented in Table 5.1 is now applied to the
DFD design for the “Gendarme” system. The steps outlined in Figure 3.3 to
execute a COSMIC-FFP count are followed while applying the mapping
developed in Table 5.1.

Step 1. Identify software layers from the Functional User Requirements.
The design specification for the “Gendarme” system is outlined in
Appendix C. From this specification it can be concluded that there is only
layer. No new software at the operating system or hardware level is
required. The software does not deliver the functionality hierarchically.
All the functionality will be delivered in one piece of software.
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Stq) 2. Identify the software boundaries.
The level 0 context diagram Figure 5.1 for the system shows the systems
interaction with the external entities. The system does not interact with
any other users or other systems other than the Guard, the Badge holder
and the Supervisor. The boundary for the system has been identified.

Step 3 Identify Functional Processes.
From the developed mapping outlined in Table 5.1 the functional
processes correspond to the lowest level processes in the DFD design. In
the case of the Configuration Process, the lowest level diagram is the level
2 DFD in Appendix D. This diagram shows that there are 11 low level
processes and so 11 functional processes. For the Monitoring Process the
level 2 diagram give 5 functional processes. For the Access Control and
Identification processes the level 1 diagram was sufficient therefore each
counts as 1 functional process.

Step 4 Identify the data groups and data attributes.
From the developed mapping in Table 5.1 the data groups correspond to
the data stores in the DFD design. For the “Gendarme” system there are 9
data stores identified from the system specification. Therefore, there are 9
data groups.

With the design of Data Flow Diagrams for a system, a data dictionary or
entity-relationship diagram should also be developed. It is from the data
dictionary or entity-relationship diagram that the data attributes would be
identified. As the data attributes are currently not used in the COSMICFFP count they have not be included in the Data Flow Diagram for this
system.
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Step 5. Identify the sub-processes and their type.
In Table 5.1 the COSMIC-FFP sub-processes are defined as the DFD data
flows at the lowest level. In the case of the Configuration and Monitoring
processes the lowest level DFD is the level 2 DFDs, outlined in Appendix
D, and in the case of the Identification and Access Control processes these
are found at level 1.

The type of the data flow depends on its description and direction.
A data flow going from an external entity to a process is classified as an
Entry (E). A data flow going from a process to an external entity is
classified as an Exit (X). A data flow going from a process to a data store
is a Write (W). A data flow going from a data store to a process is a
Read(R).

Tables 5.4, 5.5, 5.6, and 5.7 show the sub-processes and their types
for the “Gendarme” system.

Step 6. Apply measurement function

According to the COSMIC-FFP manual one does not count the trigger for
the requirement as a data flow. For the Configuration process the count
using the DFD to COSMIC mapping is as shown in Table 5.4. Table 5.5
shows the count for the Monitoring process. Table 5.6 shows the
Identification process and Table 5.7 shows the Access Control process.
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Configuration Process
Functional Processes
1.1 Modification of doors
1.2 Modification of groups of doors
1.3 Modification of people
1.4 Modification of groups of people
1.5 Search for a person based on a badge
1.6 Search for doors accessible to a
given person
1.7 Search a group for a person.
1.8 Search for people that belong to a
given group
1.9 Access modification for a group of
people to access a group of doors
1.10 Modification of a typical week
1.11 Display access rights for a given
person for a given door.

Sub-Processes
E
R
W
2
2
1
2
2
1
2
2
3
2
3
2
2
0
0
2
5
0

2
2
2
2
1
3

7
7
9
9
3
10

1
1

2
2

0
0

2
2

5
5

3

5

1

3

12

2
1

2
4

1
0

2
3

7
8

X

82 cfsu
Function Point count
Table 5.4 Cfsu count from DFD design for Configuration Process.

Monitoring Process
Functional Processes
2.1
2.2
2.3
2.4
2.5

Sub-Processes
E
R
W
1
0
0
1
0
0
1
0
0
2
3
2
1
0
0

Event report
Event purging
Alarm report
Manual opening of doors
Fire

X
1
0
1
2
1

2
1
2
9
1
15 cfsu

Function Point count
Table 5.5 Cfsu count from DFD design for the Monitoring process.

Identification
Functional Processes

Sub-Processes
E
R
W
0
10

3. Identification

X
1

2
2 cfsu

Function Point count
Table 5.6 Cfsu count from DFD design for the Identification process.
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Access Control
Sub-Processes
E
R
W

Functional Processes

0

4. Access Control

2

X

11

4
4 cfsu

Function Point count
Table 5.7 Cfsu count from DFD design for the Access Control process.
Step 7 Aggregate Measurement result.
This gives a total of 103 cfsu for the size of the system.

5.4.2 UML to COSMIC-FFP
The developed mapping in Table 5.2 is applied to the UML
design proposed by Muller (1997) for the “Gendarme” system. The
UML diagrams as given by Muller are detailed in Appendix E. The
main use case diagram for the system is shown in Figure 5.2

Figure 5.2. Use case diagram for the Gendarme system (Muller, 1997)
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The use case diagram can be broken down into Main Scenarios that are listing in
Table 5.8 below.
Uses Case
Main Scenarios
Configuration
Identification
Configuration
Modification of doors
Configuration
Modification of groups of doors
Configuration
Modification of people
Configuration
Modification of groups of people
Configuration
Search for a person based on a badge
Configuration
Search for doors accessible to a given person
Configuration
Search a group for a person.
Configuration
Search for people that belong to a given group
Configuration
Access modification for a group of people to access a group of
doors
Configuration
Modification of a typical week
Configuration
Display access rights for a given person for a given door.
Monitoring
Identification
Monitoring
Event report
Monitoring
Event purging
Monitoring
Alarm report
Monitoring
Manual opening of doors
Monitoring
Fire
Entry Authorisation
Access Control
Table 5.8 Main scenarios for the Gendarme system (Muller,1997)
Scenarios

are represented using sequence diagrams.

The

sequence diagram for the “Modification of people” is given in
Figure 5.3. The sequence diagrams for the other scenarios can be
found in Appendix E.
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System

Supervisor
Request list of people
List of People
Choice of person

T
Person Information

Information Modification

Person Information
|
Save hforf^tlpn

Figure 5.3 “Modification of people” sequence diagram (Muller,1997)

At this stage in the design there is sufficient information to allow one to execute a
count. The UML to COSMIC-FFP mapping defined in Table 5.2 is applied to the
COSMIC-FFP count for the “Gendarme” system.

This mapping has been applied to the “Gendarme” system
following the steps required to execute the COSMIC FFP count.
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Stq) 1. Identify software layers from the Functional User Requirements.
The design specification for the “Gendarme” system is outlined in
Appendix C. From this specification it can be concluded that there is only
one layer. No software at the operating system or hardware level is
required. The software is delivered in one piece, not in pieces delivering
the functionality hierarchically.

Step 2. Identify the software boundaries.
The Use case diagram, Figure 5.1, for the system shows the systems
interaction with the external world. The system interacts with 3 users, it
does not interact with any other users or other systems. The boundary for
the system has been identified.

Step 3 Identify Functional Processes.
From

Table

5.2

the

COSMIC-FFP

functional

processes

correspond to the scenarios identified for each use case. In
the Configuration

Process

12

main

scenarios have been

identified as outlined in Table 5.8. Therefore 12 functional
processes are identified.

Step 4 Identify the data groups and data attributes.
In the UML design for the “Gendarme” system, Muller (1997) identifies 8
classes

BadgeReader,

Badge,

Person,

GroupofPeople, Calendar, and Typical Week.

Door,

GroupofDoors,

From the developed

mapping in Table 5.2 the classes correspond to the data groups. Therefore,
there are 8 data groups.

Each class has a number of data attributes. These data attributes become
the data attributes of the data groups.
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Step 5. Identify the sub-processes and their type.
From Table 5.2 the COSMIC-FFP sub process are
identified as the messages in the UML sequence diagrams.
The type is dependent on the direction of the message and the
description of the message. In the “Modification of people”
sequence diagram the messages can be counted as shown in
Figure 5.3. The messages have been marked as either E =
Entry, R=Read, W=Write or X=Exit. As per the COSMIC-FFP
counting manual (COSMIC, 2001) the trigger for the event is
not counted as a data movement.

Step 6. Apply the measurement Function.

It must be noted that the sequence diagrams as given by
Muller lack some information. Grouping all the software as System
does not give all the detail that may be required to execute a count.
In the example given in Figure 5.2 the retrieval of personal
information looks like one read. However from the specification,
outlined in Appendix C, it is clear that all the information required
for this request will be stored in more than one file or record and so
more than one read will be required. The requirement specification
has be reference alongside the sequence diagrams to provide the
detail required to execute the count.

Using

the

sequence

diagram

and

the

requirements

specification in Appendix C a total of 9 cfsu for the “Modification
of people” process is counted as shown in Figure 5.4.
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Figure 5.4 Cfsu count for ^^Modification of people” sequence diagram.
The total count for all the functional process is given in Table 5.9 below.
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Main Scenarios - Functional Process
Identification
Modification of doors
Modification of groups of doors
Modification of people
Modification of groups of people
Search for a person based on a badge
Search for doors accessible to a given
person
Search a group for a person.
Search for people that belong to a given
group
Access modification for a group of
people to access a group of doors
Modification of a typical week
Display access rights for a given person
for a given door.
Identification
Event report
Event purging
Alarm report
Manual opening of doors
Fire
Entry Authorisation

Sub-Processes
E
R
W
1
0
0
2
2
1
2
1
2
2
2
3
2
2
3
0
2
0
2
5
0

1
2
2
2
2
1
3

2
7
7
9
9
3
10

1
1

2
2

0
0

2
2

5
5

3

5

1

3

12

2
1

2
4

1
0

2
3

7
8

0
0
0
0
2
0
0

1
1
0
1
3
0
2

0
0
1
0
2
1
1

1
1
0
1
2
0
1

2
2
1
2
9
1
4
105 cfsu

X

Function Point count
Table 5.9 Cfsu count for “Gendarme” system using UML design.

Step 7. Aggregate Measurement Results.

This gives a total of 105 cfsu count for the size of the “Gendarme’
system.
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5.4.3 Agile Methodology Design to COSMIC-FFP
The developed mapping from section 5.3 is applied to an
Agile design for the “Gendarme” system.
Step 1. Identify software layers from the Functional User Requirements.
The design specification for the “Gendarme” system is outlined in
Appendix C. From this specification it can be concluded that there is only
layer. No software at the operating system or hardware level is required.

Step 2. Identify the software boundaries.
To define the boundary of the system one may use business
statements, use case diagrams or DFD level-0 diagrams as outlined
in Chapter 3 Table 3.4. The choice will normally depend on the
underlying process being used (XP or UML). For the Gendarme
system (Muller, 1997) a level 0 DFD diagram has been done to
define the boundary of the system. Figure 5.1

The use case diagram shows the system interaction with both
external and internal users, while the DFD only shows the system
interaction with external users. The business statement may be a
little vague and one needs to be sure that it is properly defined.
However, all three define the scope of the system that is their
purpose here. From a COSMIC-FFP counting perspective they all
show the boundary of the system.

Step 3. Identify the Functional Processes.
The artefacts used to identify the requirements will depend on
the underlying process being used. The types of artefacts that can
be used are outlined in Table 3.4. If the Unified process is being
used then use cases would be the choice. If XP is the primary base
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then user stories would be more appropriate or if feature driven
development was the base then features would be the choice. The
Gendarme system design by Muller (1997) uses the unified process
so the main choice would be uses case diagrams. All that is required
is a high level use case diagram such as that in Figure 5.1. From
Table 5.3 the functional processes can be identified from the use
case diagrams. Therefore, in the “Gendarme” system the functional
processes are the Configuration process, the Identification process.
Access Control process and the Monitoring process.
Step 4. Identify the data groups and the data attributes.
The COSMIC-FFP data groups are considered to be the same
as entity types. Entity types represent objects from the real world
that the system needs to store information about. These can be
found by looking for nouns in the system specification in Appendix
C. The Data groups identified are BadgeReader, Badge, Person, Door,
GroupofDoors, GroupofPeople, Calendar, and Typical Week.

Once the data groups have been identified a good estimate of
the data attributes required for each data group can be made.
According to the AM principles the process Just has to be ^"barely
good enough'''' so a good estimate will do.

Step 5. Identify sub-processes and their types.
Using

the use case diagram

alongside the requirements

specification, as outlined in Appendix C, one should be able to
identify

the

main

requirements

of

each

use

case.

As

the

requirements are at a high level a point-form description of the
logic for each use case may be sufficient. One doesn’t need to
specify the system in detail at this stage of the AM process.
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only needs to gain a basic understanding of what the system should
accomplish and to identify the initial scope for the system. A high
level or point-form description of each use case and actor does this.
However for more accurate estimations more detail may be included
if required.
If one takes the Configuration process a point form description
would be something like the following.

1 .Identification
Enter the details of badge (Trigger),

Retrieve the

record (Read), Validate, Display response (Exit).
2. Modification of doors
Enter

request (Trigger),

Retrieve the record (Read,

Exit), Choose door (Entry), Retrieve the record (Read,
Exit), Modify details (Entry), Save information (Write)
3. Modification of groups of doors.
Enter

request (Trigger),

Retrieve the record (Read,

Exit), Choose group (Entry), Retrieve the record (Read,
Exit), Modify details (Entry), Save information (Write)
4. Modification of people.
Enter

request (Trigger),

Retrieve the record (Read,

Exit),

Choose person (Entry),

Retrieve

the record

(Read, Exit), Modify details (Entry), Save information
(Write)
5. Modification of groups of people.
Enter

request (Trigger),

Retrieve the record (Read,

Exit),

Choose person (Entry),

Retrieve

the record

(Read, Exit), Modify details (Entry), Save information
(Write)
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6. Search for a person based on a Badge
Enter the details of badge (Trigger),

Retrieve the

record (Read), Display response (Exit).
7. Search for doors accessible by a given person
Enter

request (Trigger), Retrieve

Exit),

Choose person

(Read, Exit),

(Entry),

the record (Read,

Retrieve the

Choose a door (Entry),

record

Retrieve the

record (Read, Exit).
8. Search for groups that contain a given person
Enter

request (Trigger), Retrieve

Exit),

Choose person

(Entry),

the record (Read,

Retrieve the

record

(Read, Exit).
9. Search for people that belong to a given group
Enter

request (Trigger), Retrieve

the record (Read,

Exit), Choose group (Entry), Retrieve the record (Read,
Exit).
10. Modification of a group of people to access a group of
doors.
Enter

request (Trigger), Retrieve

the

record (Read,

Exit), Choose group (Entry), Retrieve the record (Read,
Exit), Choose group (Entry), Retrieve the record (Read,
Exit), Modify details (Entry), Save information (Write)
11 Modification of a typical Week
Enter

request (Trigger), Retrieve

the

record (Read,

Exit), Choose week (Entry), Retrieve the record (Read,
Exit), Modify details (Entry), Save information (Write)
12. Display access rights for a given person for a given door.
Enter

request (Trigger), Retrieve

the

record (Read,

Exit), Choose door (Entry), Retrieve the record (Read,
Exit),

Chooseperson

(Entry),

(Read, Exit).

120

Retrieve

the

record

Chapter 5 - Mapping design methods to COSMIC-FFP

A point-form description for each of the other processes must also
be done.

13. Identification (Monitoring)
Enter the details of badge (Trigger),

Retrieve the

record (Read), Validate, Display response (Exit).
14. Event report
Enter

request (Trigger), Retrieve the record

(Read,

Exit).
15. Event purging
Enter request (Trigger), Modify details (Write).
16. Alarm Report
Enter

request (Trigger), Retrieve the record

(Read,

Exit).
17. Manual opening of doors
Enter

request (Trigger), Retrieve the record

(Read,

Exit), Choose door (Entry), Retrieve the record (Read,
Exit), Modify details (Entry), Save details (Write).
18. Fire
Enter request (Trigger), Modify details (Write).
19. Access Control
Enter

request (Trigger), Retrieve the record (Read),

Verify details. Modify details (Entry), Display response
(Exit).

Step 6. Apply measurement function
Each sub-process is given a count of 1 cfsu.
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Step 7. Aggregate Measurement Result.

This gives an estimate of 94 cfsu for the system. As the
requirements are at a high-level the estimates will be high level.
The designer must be aware of this and be able to adjust the
estimates and plans as required through each iteration. .

Once the designer can estimate the amount of functionality
required for each use case and knows how much functionality can
be delivered in an iteration it is very easy to plan each iteration.
This is a major part of the agile method and a major improvement to
leaving the estimation process to guess work. This way a consistent
and repeatable process can be used to calculate the functionality
estimates.

5.5 Summary
In this Chapter traditional, current and future software design
methods are investigated to check for mappings between them and
the COSMIC-FFP model. For traditional design methods Data Flow
Diagrams are used. After investigation the mappings in Table 5.1
were developed.

For current design methods UML is used. Table 5.2 shows the
developed mapping between UML and COSMIC-FFP. Agile design
is the design method for the future. A mapping between Agile
design and COSMIC-FFP is also developed.

To test the developed mappings they are applied to the
different designs for the “Gendarme” system. The results obtained
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are discussed and analysed in Chapter 7 and compared to the
published findings by other researchers working in this area.
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Chapter 6
Statistical
Experiments
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In order to evaluate the predictive power of COSMIC-FFP one
needs data sets that provide details of projects sized using the
COSMIC-FFP method and the reported effort to complete the projects.
After investigation two main sources of data were decided upon. The
first source was the International Software Benchmarking Standards
Group (ISBSG) repository. The second source was a paper published by
Abran et al (2002).

The

International

Software

Benchmarking

Standards

Group

maintains and exploits a repository of international software project
metrics to help improve the management of I.T. resources, by both
business and government, through improved project estimation and
productivity, risk analysis and benchmarking.
The data set contains data collected from projects worldwide.
The most recent release of the repository. Release 7 (ISBSG,2000) ,
contains 1278 projects from 20 countries with the bulk of the projects
being less than 5 years old. It contains a broad range of project types
from many industries and many business areas.
However this release does not contain data about projects sized
using COSMIC-FFP . The ISBSG has kindly made available project
data that used the COSMIC-FFP method but was collected after Release
7 of the repository. This extra data provides information on 30 projects
sized using the COSMIC-FFP method. A summary of the data set is
shown in Table 6.1. The projects selected are all new developments of
either MIS or real-time systems.
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1
2

5
6
7
8
9
10
11
1^
13
14
15
16
17
18
19
20
21
22
23
24
25
26
27
28
29
30

202 Management Information Systems
111 Management Information Systems
69 Management Information Systems
32 Management Information Systems
39 Management Information Systems
608 Management Information Systems
115 Management Information Systems
172 Management Information Systems
157 Management Information Systems
210 Management Information Systems
470 Management Information Systems
8 Management Information Systems
224 Management Information Systems
379 Management Information Systems
190 Management Information Systems
142 Msg.Switch/cel phone
8 Msg.Switch/cel phone
837 Network Management
56 Network Management
32 Network Management
76 Network Management
45 Electronic Data Interchange
810 Central cmd./cti of sensors
332 Simulator
484 Algorithmic + DB
35 Fault Tolerance
751 Transaction/Production System
44 Process Control
362 Decision Support System
198 Process Control

300
98
290
86
27
1412
473
385
331
388
611
9
232
270
165
1198
355
2778
1053
548
2644
80
19428
14186
40559
82
147
207
894
7448

Table 6.1 Projects sized using COSMIC-FFP from ISBSG.

The size variable is represented by the function points variable in Table 6.1
and is measured in cfsu. In the ISBSG repository data on work effort varies from one
project to another. Not all of these projects provide effort data for all five phases
(Planning, Specification, Build, Test, Implementation). Some projects do have effort
data for all of the phases, but others have effort data that covers only some of the
phases. To make them comparable, the ISBSG group have “normalised” the effort for
projects that do not include one or more of the phases, to derive the effort that would
be expected if they did include all five phases.
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This is done by first establishing the typical breakdown of effort, (percentage
by phase); then projects that omit one or more phases have their effort extrapolated
under the assumption that the phases they missed out would conform to the typical
profile. For example, Planning averages 10% of the project team effort. If a project
reports effort data for the other four phases, but did not collect and report the effort
expended on Planning, ISBSG assume that its reported effort is 90% of the likely
actual effort; its “ normalised effort” is computed by scaling the reported effort up by
100/90.

The process is made possible by the observation that the phase breakdown of
project development varied very little over time and for all other projects attribute.
This observation has been confirmed by repeated analysis by ISBSG. The effort
reported in Table 6.1 is the normalised work effort for the project.
To evaluate the predictive power of COSMIC-FFP one needs to investigate its
accuracy in respect of the 2 types of projects to which it can be applied. These 2 types
are MIS projects and Real-Time projects. The cosmic data set in Table 6.1 can be
divided into 2 subsets. One contains the MIS projects (Project-Ids 1-15) while the
other contains the real-time projects (Project-Ids 16-30).
The second source used was a paper titled “Field studies using functional size
measurement in building estimation models for software maintenance” by Abran et al
(2002). In this paper data was collect from two companies for maintenance projects
that were sized using COSMIC-FFP. Permission was given by Abran to use this data
for further analysis.

The data from the ISBSG are not from a homogenous environment. The
projects are all taken from different companies which may have used different
processes. The data sets reported by Abran are from homogeneous environments. In
each data set the projects are from the same company.

The statistical tests outlined in Chapter 4 are applied to the different data sets.
First each data set is tested for normal distribution. If the data set is not normally
distributed a log transformation is applied to make it normally distributed. Pearson’s
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correlation coefficient is calculated and the statistical significance of the coefficient is
tested. ITie coefficient of determination (R squared) is also calculated.

6.1 MIS projects.
The first sets of experiments are carried out on 2 sets of data for MIS projects
sized using COSMIC-FFP. The first data set is from the ISBSG database and consists
of Project-Ids 1-15 in Table 6.1. The second set of data comes from maintenance
projects provided by Abran ( Abran et al., 2002).

6.1.1 MIS data set 1 (ISBSG)

Tlie first tests applied are to test for normal distribution of the data . As can be
seen in Table 6.2 the results for both the Function point and the normalised effort
variables show p-values less than .05. Therefore the null hypothesis that the
distribution of size and normalised effort are normal can be rejected. The Function
points variable and the normalised effort variables deviate from the straight line in the
Normality plots in Figure 6.1 and so one can see that they are not normally
distributed.

Figure 6.1 Normality Plots original data for MIS data set 1.
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Tests for Normality
Kologorov-Smirnov
p-value
.019
.018
.200
.071

Function Points
Normalised Effort
Log-FFP
Log-effort

Shapiro-Wilk
p-value
.043
.010
.273
.090

Table 6.2 Normality test results for MIS projects-data set 1.
In

order

mathematical

to

make

the

transformation

data
of

the

set

a

data

normal
is

distribution

required.

A

a
log

transformation is performed on the function points and normalised
effort data. The function point log variable is called Log FFP and the
normalised effort variable is call log-effort.

As can be seen in Table 6.2 the log transformation of the data
variables provides a normally distributed data set. The KolmogorovSmirnov and Shapiro-Wilk tests have p-values greater than 0.05. In
other words the log transformed data is normally distributed. In both
cases the transformed data gives less deviation from the straight line in
the normality plots Figure 6.2. Having a normal distribution for each
variable allows for use of the regression model.
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A visual analysis of the scatter diagram in Figure 6.3 shows that
the overall trend of the transformed data points is a positive linear
relationship. The regression model is applied to identify the strength of
such a relationship. The results obtained for Pearson-Correlation co
efficient for the log transformed variables are shown in Table 6.3.
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Pearson Correlation
p-value
R Squared

.884
.000
.781

Table 6.3 Regression results for transformed data for MIS projects-data set 1.

The correlation co-efficient is .884. This indicates that there is a positive
relationship between the two variables. The p-value is 0 so the correlation is
significant and one can say that the two variables have a positive, significant
relationship. This can be interpreted as showing a very significant relationship
between size and effort for MIS projects sized using the COSMIC-FFP method.
Another positive factor in Table 6.3 is the co-efficient of determination (R squared) is
.781. This means that 78% of the variation in effort can be accounted for by the size
of the project.

6.1.2 MIS data set 2 (Dr Abran)
The data used in this part of the thesis was gathered and reported by Abran et
al (2002). The paper contains two sets of data for maintenance projects carried out in
two companies.
The first study, Study A , was done on an organisation that develops linguistic
software for the Internet platform. The software has a client- server architecture that
allows text editors to use services from a local or distant server. This type of system
can be classified as being in the MIS domain. Data was gathered for 15 maintenance
projects and are reported in Table 6.4.
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prpjiect no '
1
2
3
4
5
6
7
8
9
10
11
12
13
14
15

111
379
190
157
202
224
183
8
115
32
450
39
172
210
69

70
219
119
238
216
167
460
5
383
70.5
495.25
19
312
314.5
235

Table 6.4 MIS projects - data set 2 (Study A data) (Abran et al, 2002)
The first tests applied are to test for normal distribution of the data. From Figure 6.4
the data appears to be of a normal distribution.

Cfsu and effort variables.
Normal P-P Plot of effort(h)

Normal P-P Plot of CFSU

E
d

-25
/□

UJ

0,00

0.00

.25

.50

Observed Cum Prob

Observed Cum Prob

Figure 6.4 Normality plots original data for MIS projects - data set 2

When the Kologorov-Smimov and Shapiro-Wilk tests are applied the p-values for the
data are greater than 0.05 in each case. It can be concluded that the data is normally
distributed.
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cfsu
Effort

Tests for Normality
Kologorov-S mirnoV
p-value
.135
.200

Shapiro-Wilk
p-value
.148
.635

Table 6.5 Normality Tests results for MIS projects - data set 2

Figure 6.5 Scatter Diagram MIS projects - data set 2

Plotting the data in a scatter diagrams gives Figure 6.5. One can see that the
overall trend is a positive linear relationship. To test the statistical significance of the
relationship the regression model is applied. The regression results are shown in Table
6.6. The correlation co-efficient obtained is .615. It can be concluded that there is a
positive relationship between the two variables. As the p-value is .007 it can be
further concluded that this is a significant positive relationship. The R squared value
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is .378. This means that 38% of the variation in effort can be accounted for by the
size of the project.

Pearson Correlation
p-value
R Squared

.615
.007
.378

Table 6.6 Regression results for MIS projects - data set 2.

6.2 Real-time projects.
Theoretically COSMIC-FFP is the first method to allow one to size the full
functionality of real-time systems. The first results on test to check the predictive
power of COSMIC-FFP were the field trial results reported by Abran et al (2001).
These results are investigated in the next part of this thesis.

Statistical tests are then applied to two new data sets. One from the ISBSG
database and the other for maintenance projects provided by Dr Abran.

6.2.1 COSMIC-FFP Field Trial Results.
The COSMIC-FFP field trials (Abran et al, 2001) provided the first reported
tests on the effectiveness on the COSMIC-FFP method in relation to real-time
systems. The data gathered in the field trials is shown in Table 6.7. The data set
gathered contains 2 very large values that make the data set non-normally distributed.
In the field trial report (Abran et al, 2001) a log transformation was applied to the data
to make it normally distributed. The only results published were the R squared values.
In this thesis the correlation tests were applied to the transformed data values so as to
obtain the Pearson’s correlation coefficient and the p-values for the relationships. The
results were very promising as shown in Table 6.8.
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Projects

Fbnctrdil ^specify- ^
Points
effort
32I
1
2
76
381
3
56
68
4
142
136
5
8
115
6
142
2060
7
332
468
624
8
9
810
1304
484
10
11
8251
49000
12
3004
32000

252
1457
487
643
116
1487
11382
15815
10903
20808
66000
27000

401
335

5055
254
1372
4548
6772
93000
20000

Table 6.7 COSMIC-FFP Field Trad data (Abran et al, 2001)

Effort

Size

No. of projects

Pearson’s

p-value

Coefficient
Log of Function

R
Squared

Log specify-effort

9

.885

.001

.782

Log build-effort

12

.947

.000

.897

Log test-effort

9

.838

.002

.702

Points
Log of Function
Points
Log of Function
Points

Table 6.8 Regression results for COSMIC-FFP Field Trials data.

From Table 6.8 the results show a significant relationship between size and
effort for each of the phases. This is currently the only published material on the use
of COSMIC-FFP for real-time projects. This thesis aims to further investigate the use
of COSMIC-FFP for real-time projects by looking at new data sets.

6.2.2 Real-time data set 1 (ISBSG).
The number of projects reporting size by using COSMIC-FFP has grown since
the field trials. This data is available in Table 6.1 and are Project-Ids 16-30. The data
in this set contains 8 projects fi*om the field trial and 7 new projects all of which are
for new development projects.
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Again the first step is to test for normality. As can be seen in Table 6.9 the
Kolmogorov-Smimov and Shapiro-Wilk tests return p-values <0.05 . The values also
deviate from the straight line in the normality plots in Figure 6.6. The log
transformation is applied to the data. Tests for normality on the log transformed data
show that they are normally distributed with the p-values >0.05 in Table 6.9. Figure
6.7 graphically support this conclusion as the values deviate less from the straight line
than in Figure 6.6

Function Points
Normalised Effort
Log-FFP
Log-effort

Tests for Normality
Kologorov-Smirnov
p-value
.056
.000
.200
.200

Shapiro-Wilk
p-value
.010
.010
.389
.622

Table 6.9 Normality test results for Real-time data set 1.
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FP LOG and Effort-lo2 Variables
Normal Q-Q Plot of LOG FFP

Normal Q-Q Plot of lof effort

Observed Value

Observed Value

Figure 6.7 Normality Plots transformed data for Real-time data set 1.
Regression and correlation tests are applied to the log transformed data. Table
6.10 shows the Pearson-correlation co-efficient as .577 with a significance factor of
.012. and the co-efficient of determination (R squared) to be .33.

Pearson Correlation
.577
.012
p-value
R Squared
.333
Table 6.10 Regression results for Real-time data set 1.

6.2.3 Real-time projects - data set 2 (Dr Abran)
The data used in this part of the thesis was gathered and reported by Abran et
al (2002). The paper contains two sets of data for maintenance projects carried out in
two companies.

Study B was carried out on a for-profit organisation that designs, develops and
implements systems for the defense industry. This organisation develops and
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maintains real-time embedded software. Data for 19 maintenance projects where used
by Dr Abran et al in this study. The data used is reported in Table 6.11.

nc

]

::fiori{h)

1

216

88

3
4

89

148

3

66

5

3

83

6

7

34

7

21

8

25

96
84

9

42

31

10

46

409

11

2

30

12

2
67
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13
14
15
16
17

173

308
244

25
1

188
34

1

73
27

18
19

1
8

91

20

19

13

Table 6.11 Real-time data set 2 (Study B data) (Dr Abran et al, 2002).

The first tests applied are to test for the normal distribution of the data. Figure
6.8 shows that the data does not fit a straight line in the normality plot and so is not
normally distributed. This is confirmed by the Kologorov-Smimov and Shapiro-Wilk
tests which give p-values less than 0.05 in Table 6.12. To make the data normally
distributed the data is transformed using a log transformation.
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CFSU and Effort Variables
Normal Q-Q Rot of CFSU_CH

Normal Q-Q Rot of effort(h)
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Figure 6.8 Normality plots original data for Real-time data set 2

cfsu
Effort
Log-cfsu
Log-effort

Tests for Normality
Kologorov-Smirnov
Shapiro-Wilk
p-value
p-value
.000
.000
.002
.002
.211
.200
.799
.200
Table 6.12 N ormality test results Real-time data set 2.

Figure 6.9 shows that the log-transformed data is a closer fit to a straight line
on the normality plots. This is confirmed by the p-values from the KologorovSmimov and Shapior-Wilk tests, in Table 6.12, which are significant. Therefore, the
transformed data is normally distributed.

139

Chapter 6 - Statistical Experiments

Log cfsu and Log-effort variables
Namal Q-Q Rot of log cfsu_ch

Normal Q-Q Rot of log effort

Observed Value

Observed Value

Figure 6.9 Normality plots for transformed data for Real-time data set 2.

Figure 6.10 Scatter diagram for transformed data for Real-time data set 2.
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From the scatter diagram in Figure 6.10 it can been seen that there is a trend to
a positive linear relationship. To test the statistical significance of the relationship the
regression model is applied. The regression results are shown in Table 6.13. The
correlation co-efficient obtained is .485. It can be concluded that there is a positive
relationship between the two variables. As the p-value is .018 it can be further
concluded that this is a significant relationship at a 95% confidence level. The R
squared value of .235. This means that 24% of the variation in effort can be
accounted for by the size of the project.

Pearson Correlation
.485
p-value
.018
R Squared
.235
Table 6.13 Regression results for transformed data for Real-time data set 2.

6.3 Summary
In this Chapter the statistical tests outlined in Chapter 4 were applied to 4 data
sets. 2 data sets for MIS projects and 2 data sets for real-time projects sized using
COSMIC-FFP. Each data set was first tested for normal distribution. If the data set
was not normally distributed the data was transformed using a log transformation
make it normally distributed.

Regression and correlation tests were then applied to each data set to
test the existence and significance of the relationship between size and effort. The
regression test results for each dataset are shown in Table 6.14. Further analysis of
these results is performed in Chapter 7.
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Source

Sample
size

Homoge
nous

Comments

Pearson
Correlation

PValue

ISBSG (MIS)

15

No

MIS projects

.884

.000

.78

ISBSG

15

No

Realtime

.577

.012

.33

(Realtime)
Study A

projects
15

yes

MIS projects

.615

.007

.378

19

yes

Realtime

..485

.018

.235

DrAbran ‘03
Study B
DrAbran ‘03

projects

Table 6.14 Summary of regression results for COSMIC-FFP data sets.
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In this Chapter the results from the experiments in Chapters 5
and 6 are presented and analysed.

Mapping from UML design to COSMIC-FFP will be analysed
first. The mappings and results obtained in Chapter 5 are compared to
similar studies carried out by other researchers. Then the mappings and
results between COSMIC-FFP and DFDs and COSMIC-FFP and AM
will be analysed.

The second part of this thesis was to investigate the size/effort
relationship where the COSMIC-FFP method is used to measure the
size variable. The results of the experim.ents in Chapter 6 are outlined.
These results are compared to previous studies measured using LOC
and FPA.

7.1 Results from Mapping Design Methods to COSMIC-FFP
7.1.1 UML design to COSMIC-FFP
Bevo et al (1999) were the first to investigate the mapping of a
UML design to the COSMIC-FFP model. They identified the following
mapping between the two models.

COSMIC-FFP

UML

Data groups

Class

Data attributes

Object attribute

Functional Processes

Use case (or scenario)

Table 7.1 COSMIC-FFP to U ML mapping by Bevo et a

Applying these mappings to the “Gendarme” system (Muller, 1997)
Bevo et al reported a size measure of 68 cfsu. Bevo et al used just the
UML diagrams proposed by Muller for the system. Bevo et al finished
their paper with two questions that required further research to be
answered.
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^'With which UML concept should one associate the FFP function
process concept ?” (Bevo et ai 1999)

^^Are use cases and their associated scenarios sufficient to count all the
data movements (FFP sub-processes) in a system for which one wishes
to determine the functional size?'"’ (Bevo et al 1999)

At the same time as the research for this thesis was being carried
out Jenner (2002) followed up on these questions. Before applying a
mapping to the “Gendarme “ system Jenner used the collaboration
diagrams to get more details about the system. He argues that grouping
everything on the software side as “System” does not give enough
detail in the sequence diagrams.

Jenner suggests one should look at the sequence diagram for each
use case and regard each use case as consisting of a sequence of FFP
functional processes. Each of these functional processes would be
triggered by something done by the relevant actor. So according to
Jenner a sequence diagram may represent more than one functional
process.
For example

in the

“Modification on

a person”

sequence

diagram, Figure 5.2, Jenner suggests that there are 3 triggers. The first
is the request for a list of people in the system. The second is the
request for information about a specific person and the third is the
sending of modified information about that person into the system for
storage.

One would expect Jenner count to be less than that of Bevo et al
as some of the messages counted by Bevo et al are not counted by
Jenner as he views them as triggers. However because of the greater
level of granularity and details provided by Jenner in his sequence
diagrams the count is much higher. Jenner argues that the extra degree
of detail obtained from the collaboration diagrams
145
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appears to be a total that more correctly matches the specification

“(Jenner, 2002)

Researcher

Size in cfsu

Bevo et al

68

Jenner

119

Table 7.2 Reported cfsu for the Gendarme system from UML
designs.

Applying the mapping developed in this thesis to the UML
design for the Gendarme system resulted in a size measure of 105 cfsu.
During this experiment the lack of information in the UML diagrams
provided by Muller was also noted. The sequence diagrams and the
user requirements specification were used to derive the size count.

As one would expect the count is greater than that obtained by
Bevo et al as more detail is used in calculating the count.

This
diagram is

research shows that the level of detail in

the sequence

critical to the count as already stated by Jenner. The

difference in the sizes obtained can be accounted for by the fact that
different sources were used to obtain the missing information from the
UML diagrams. Jenner used the collaboration diagrams supplied by
Muller (1997) while in this thesis the requirements specification was
used to get the missing information.

their

Bevo et al posed the question as to whether the

use cases and

associated scenarios where sufficient to count

all the sub

processes for the count. Jenner concluded that sub-processes are to be
found in the sequence diagrams. The findings in this thesis concur with
Jenner in that the sub-processes are to be found in the sequence
diagrams.
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It is clear that there does exist a logical mapping between the
UML design model and the COSMIC-FFP sizing model. Research to
date and in this thesis show that the sub-processes are to be obtained in
the sequence diagrams. The detail given in the sequence diagrams will
have a major impact on the count. How the messages in the sequence
diagram are to be counted has not yet been agreed by the COSMIC
community.

Should

each

sequence

diagram

be

counted

as

one

functional process as proposed in this thesis, Table 7.2, or as a number
of functional processes as proposed by Jenner (2002).

Both methods are correct by definition. Further testing with
industrial projects will be required to find the best approach. The
Object Management Group (OMG) who are responsible for the UML
standards will also have to be involved to ensure that their standards
and definitions concur with any proposed mappings. This has already
been recognised by the COSMIC community and work is in progress
with the OMG group to ensure consistency across the two models.

Concept (FFP)

UML

Boundary

Use case diagram

User

Actor

Data groups

Class

Functional processes

Scenario

Sub-process

Sequence Diagram messages
Table 7.3 Developed Mapping from UML to COSMIC-FFP.

The developed mapping in Table 7.3 has been published (Morgan,
2002) and will assist the COMSIC group in developing automation
tools to get the COSMIC-FFP count from UML designs.
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7.1.2 DFD design to COSMIC-FFP
Table 7.4 outlines a logical mapping between the COSMIC-FFP
concepts and the symbols used in the design of a system using data
flow diagrams as proposed in Chapter 5.
Concept (FFP)

DFDS

Boundary

Boundary

User

External Entity

Data groups

Data Store

Functional processes

Lowest level Process

Sub-process

Data Flows
Table 7.4 Developed Mapping from DFDs to COSMIC-FFP.

Applying this mapping to the “Gendarme” system results in a
cfsu count of 103. The count obtained is lower than that obtained by
Jenners in Table 7.2. The difference in the results may be accounted
for by different interpretations of the specification. Previous research
shows that there can be a significant variation, of up to 30%, between
several measurements of the same specification by different measurers
(Fursy and Kitchenham, 1997), (Jeffery and Low, 1993), (Kemerer,
1993). The differences between the DFDs design in this thesis and the
UML design by Muller can be accounted for by the difference in
requirements interpretation.

However the difference between the result obtained in this thesis
for the UML design and the DFD design of the “Gendarme” system is
only 2%. Both are applied by the same measurer. One can therefore
conclude that the mapping proposed between DFD design and the
COSMIC-FFP model provides a reliable size count.

The results of this investigation may be of benefit to the
COSMIC group and the software community. The mapping between
DFDs and the COSMIC-FFP model has not previously been established.

148

Chapter 7 - Analysis of Results

This is necessary to allow organisations to measure past projects so
that current and future projects can be compared to them. This will
allow an organisation to learn from past experience. The developed
mapping will allow the size measurement from DFD designs to be
automated therefore making the count more accurate and repeatable.
This mapping has been published (Morgan,2002) and made available to
the COSMIC group.

7.1.3 AM design to COSMIC-FFP
Agile Methodologies take an iterative approach to software
development. Agile design is made up of a number of attributes from
other design methods as shown in Table 3.4. As the requirements are at
a high-level one would expect any estimates for the project to be at a
high level. Once the designer can estimate the amount of functionality
required for each use case and knows how much functionality can be
delivered in an iteration it is very easy to plan each iteration. This is a
major part of the agile method and a major improvement to leaving the
estimation process to guess work. In this way a consistent and
repeatable process can be used to calculate the functionality estimates.
Looking at an agile design for the “Gendarme” system using the
COSMIC-FFP model a size estimate of 94 was obtained. Comparing
this to the size counts obtained for the DFD and UML designs, 103 and
105 respectively, one can see that a very good initial estimate of the
system had been obtained. The estimate obtained is about 10% less
than that obtained for the DFD or UML design. In the agile process an
initial estimate that is 90% correct is acceptable as the estimate has to
be

barely good enough'''' (AAG, 2001). The estimate will be

improved with each iteration as more information becomes available.

On the whole the COSMIC-FFP count lends itself to the AM
process and helps enhance AM.

One of the key concepts of the AM

process is that it should grow with time and be adapted as the learning
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curve increases. The size measure allows developers to learn very
quickly how much functionality can be delivered in an iteration and
how many requirements are likely to be delivered in a given time
frame.

The

size

measure

should

also

clearly

indicate

to

senior

management the increased productivity that the AM process brings.
Having a consistent size measure for all projects allow management to
quickly evaluate the benefits of new techniques against current ones.

These results highlight an important finding for the AM group.
AM is very new and there is much criticism of the approach. Being
able to apply a measurement such as COSMIC-FFP will give the AM
community a tool which will allow them to prove that AM works. It
will also allow projects produced using the AM process to be
benchmarked against projects developed using other design methods.
These findings have been published (Morgan, 2002) and made available
to the COSMIC group and software development community.

7.2 COSMIC-FFP and size/effort relationship experiment
results.
In Chapter 6 these experiments were divided into two domain
types. The first were experiments on MIS projects and the second were
experiments on real-time projects. The results from each type of
experiment are discussed.

7.2.1 COSMIC-FFP and MIS projects.
In Chapter 6 the methodologies outlined in Chapter 4 were
applied to two data sets from the MIS project domain. The results
obtained are outlined in Table 7.5.
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Source

P-

Pearson
Correlation

Value

MIS projects

.884

.000

.78

MIS projects

.615

.007

.378

Homoge
nous

Comments

ISBSG (MIS)

Sample
size
15

No

Study A

15

yes

DrAbran ‘02

Table 7.5 Regression Results for COSMIC MIS projects.

For the ISBSG data set the transformed data gives a Pearson’s
correlation of .884 and a p-value of .000. These results show a
significant linear correlation between size and effort for this data set at
a 95% significance level. The R squared value of .78 shows that 78%
of the changes to the effort variable can be accounted for by changes in
the size variable.
For Study A the Pearson’s correlation is .615 with a p-value of
.007. This shows a significant linear relationship exists between the
size and effort variables for this data set at a 95% significance level. In
this data set 38% of the change in the effort variable can be accounted
for by a change in the size variable.
The results obtained from previous studies are outlined in
Chapter 2 Section 2.3, Table 2.8. To be able to compare the results
from the COSMIC-FFP tests with these results further analysis of these
past studies is required. The R squared values show for each study
what effect size has on the effort variable. To fully understand the
size/effort

relationship

the

correlation

correlation for each study is required.

and

significance

of that

To find this information the

Pearson’s correlation co-efficient (Pearson’s R value) and the p-value
for that co-efficient must be obtained. Pearson’s R value is the square
root of the R squared value. The p-value is obtained by performing a t
test on the Pearson’s R value. Table 7.6 shows the results of these
calculations for each of the studies in Table 2.8.
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Author

Sample
size
n

Pearson’s
R

Homog
enous

Pvalue

.844
0
Albrecht & LOC
24
yes
.713
Gaflhey 83
Albrecht 83 FPA
22
.869
.932
0
yes
.00269
Albrecht 83 FPA
.42
19
yes
.648
Kemerer 87 FPA
15
no
.553
.743
.005
Deshamais FPA
81
.54
.734
0
no
88
Emrick 88 FPA
.435
0.0
363
no
.66
Table 7.6 Empirica results on past research on the size/work effort relationship.
The 5 studies in Table 7.6 executed using FPA all report
significant Pearson’s correlation values. From these results it can be
concluded that FPA is a strong sizing method in the MIS domain.
For the data sets in Table 7.5 the Pearson’s correlation values
reported are similar to those in Table 7.6. Therefore it can be
concluded that COSMIC-FFP is also a strong sizing method in the MIS
domain. This result is of major significance to the software community.
Using COSMIC-FFP to size MIS projects will not result in the lost of
any accuracy in the size count that might have been obtained by using
FPA.

The first study in Table 7.6, Albrecht & Gaffney (1983), was
done using LOC. Using this study alone to compare COSMIC-FFP to
LOC in the MIS domain could lead to inconclusive findings. To
compare the COSMIC-FFP method to LOC the Study A data set is
revisited. In their report Abran et al (2002) also published the LOC
figures for this data set. Applying the methodology outlined in Chapter
4 to the LOC and effort data for Study A gives the following results.
The Pearson’s correlation is .526 with a p-value of .022 and an R
squared value of .276.

When these figures are compared to the results in Table 7.5 for
Study A it is clear that the COSMIC-FFP is a stronger sizing method
than the LOC in the MIS domain. The Pearson’s correlation for the
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COSMIC-FFP data is .615 which indicates a strong correlation. The pvalue .007 is also much lower than .022 and indicates a stronger
relationship. The COSMIC-FFP results are significant to a 99% level
whereas the LOC results are only significant to a 95% level. The R
squared value for the COSMIC-FFP data is also larger. The size
variable measured using COSMIC-FFP accounts for 38% of the changes
in the effort variable where as the size variable measured using LOC
only accounts for 28% of the changes in the effort variable. Therefore
it can be concluded that COSMIC-FFP is a stronger sizing method than
LOC in the MIS domain.

7.2.2 COSMIC-FFP and real-time projects.
COSMIC-FFP is the first method to allow size measures to be
taken for real-time projects. There are no previous studies to compare
the results obtained in Chapter 6 to. What can be determined is whether
or not the size variable when measured using COSMIC-FFP has a
significant relationship with the effort variable in the real-time
software domain.
The results obtained for real-time projects in Chapter 6 are
outlined in Table 7.7.

Source

Sample
size

Homoge Comments
nous

Pearson
Correlation

PValue

ISBSG

15

No

.577

.012

.33

..485

.018

.235

projects

(Realtime)
Study B

19

DrAbran ‘03

Realtime

yes

Realtime
projects

Table 7.7 Regression Results for COSMIC-FFP Real-time projects..

For both data sets the transformed data show that a significant
correlation exists between the size variable and the effort variable.
Comparing these results to those reported for the MIS projects in Table
7.5 in each case the Pearson’s correlation is less and the significance
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value is larger. However this is expected as real-time projects are more
complex and other variables will have a strong impact on the effort
variation also. The fact that the size variable measured using COSMICFFP can explain 33% and 24% of the variation in effort for such
projects is quite a performance.

The main finding here is that a positive linear correlation exists
in both cases between the size and effort variables and that this is a
statistically significant relationship at a 95% confidence level. Based
on these results the software community can be confident of using the
COSMIC-FFP method to measure the size variable for real-time
projects. This is a significant result for the COSMIC group.

It should also be noted that the results in Table 7.5 and Table 7.7
are from both homogeneous and non-homogeneous environments. They
are also from new development projects and maintenance projects. The
results all show that a significant correlation exits. Therefore one can
conclude that the COSMIC-FFP method provides a good measure of the
size attribute in both homogenous and non-homogenous environments
for both new development and maintenance projects.

7.3 Summary
One of the aims in this thesis was to investigate if there exist a
logical mapping between COSMIC FFP and traditional, current and
future design methods.

For UML designs the mapping in Table 7.3 was proposed in
Chapter 5. The results from Chapter 5 concur with the results obtained
by Jenner (2002). It has been clearly proven that a logical mapping
does exist between UML and COSMIC-FFP. Further research will
however be required by the COSMIC-FFP community to agree the
mapping of the sub-process in the sequence diagrams.
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The difference between the result obtained in this thesis for the
UML design and the DFD design of the “Gendarme” system is only 2%.
One can therefore conclude that the mapping proposed between DFD
design and the COSMIC-FFP model provides a reliable size count.

The estimate obtained for the mapping from the AM design is
about 10% less than that obtained for the DFD or UML design. In the
agile process an estimate that is 90% correct is acceptable as the
estimate has to be ^''just barely good enough'’"' (AAG, 2001). The
estimate will be improved with each iteration as more information
becomes available.

For projects in the MIS domain the COSMIC-FFP method proved
much stronger than using LOC. Using COSMIC-FFP and FPA produce
similar results in the MIS domain.

The results in Chapter 6 show that when COSMIC-FFP is applied
to real-time projects there is a significant relationship between the size
and effort variables in a 95% confidence level.
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8.1 Conclusions.
The hypothesis tested in this thesis was whether COSMIC-FFP is
an accurate, repeatable sizing method that when applied to any type of
software project produces a size measure that can be used to predict the
effort required to complete the project.

The first step to proving this hypothesis was to investigate if a
mapping could be found between the different design methods and the
COSMIC-FFP

method

so

that

accuracy

and

repeatability

can

be

achieved. Three mappings where developed.

An analysis of the results in Section 7.1

showed that these

developed mappings produce reliable results. This is of major benefit
to the COSMIC group as it will allow for the automation of the size
count. This will ensure that accuracy and repeatability can be achieved.
Two other researchers (Bevo et al, 1999) (Jenner, 2002) have published
mappings between UML and COSMIC-FFP. However Horgan(2002) is
the first publication of mappings between COSMIC-FFP and DFD
designs and COSMIC-FFP and AM designs. These mappings are vital
to allow the software community to learn from past projects and to be
able to estimate future projects.

The results obtained in this thesis are extremely promising and
contribute to the COSMIC group research on automating the size count.
To further develop these mappings they should be applied to industrial
projects. These mappings have been published (Horgan, 2002) and are
available to the COSMIC group to investigate during further field trial
studies.

Proving the second part of the hypothesis required an empirical
analysis

of the

size/effort

relationship

57

for

projects

sized

using
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COSMIC-FFP. Regression and correlation were chosen as the most
suitable methods for testing the relationship between two variables.

An analysis of the results obtained in Chapter 6 show that for
each of the data sets a statistically significant relationship exists
between the size and effort variables when using COSMIC-FFP as the
sizing method.

For projects in the MIS domain the COSMIC-FFP method proved
much stronger than using LOC. Using COSMIC-FFP and FPA produce
similar results

in

the

MIS

organisations that already

domain.

This

is

of major benefit to

use the FPA method.

Switching to the

COSMIC-FFP method will not result in any loss of measurement
accuracy. It will however allow the results from MIS projects to be
compared to real-time projects. The FPA method will not allow such a
comparison. It will also allow for the size count to be automated in the
future.

COSMIC-FFP is the first method to claim to measure real-time
projects. Only one published report, the field trial results, has so far
looked at the reliability of using the COSMIC-FFP method in the real
time project domain. The results obtained in this thesis show that when
COSMIC-FFP is applied to real-time projects there is a statistically
significant relationship between the size and effort variables at a 95%
eonfidence level. This result may be of benefit to the COSMIC group
and the software community as it shows that the COSMIC-FFP method
can be applied to real-time projects with confidence.

The developed mappings prove that COSMIC-FFP can be
automated and so

be an aecurate,

repeatable sizing method.

The

statistical results show that when applied to any type of software
project COSMIC-FFP produces a size measure that can be used to
predict the effort required to complete the project.
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8.2 Suggestions for Future Research
The first logical step would be to apply the developed mapping
from UML to COSMIC-FFP in this thesis and the mapping proposed by
Jenner (2002) to a number of industrial projects. This would allow the
COSMIC group to analysis both mappings and pick the best approach.

The work in this thesis would be further complimented by
applying the developed mappings from data flow diagrams and AM
designs to a number of industrial projects will further verify their
accuracy.

It is important that the COSMIC group, as a whole, agree on
these mappings before any automation tools are generated. This will
ensure consistence of application in all the tools developed. This is
important for benchmark purposes to ensure comparison of like with
like.
Once a set of mappings have been

agreed they should be

published by the COSMIC group. Researchers and developers can then
use these mappings to develop tools to automate the COSMIC-FFP
count.
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Airport multi-storey long term car park system.
The management of a long term multi-storey car park need a system
to manage customer data, parked vehicle details and billing information.
The software company approached about developing this system need an
estimate of the amount of functionality required in order to be able to
price the work involved and to estimate the delivery time.

Requirements specification.
Vehicles are parked in the car park long term. A vehicle can be
identified by its registration number.

The value of the vehicle is also

required for insurance purposes. The car park has a number of floors, each
floor has a number of slots. Slots are of different sizes. Each slot can
store only one vehicle. Parking fees are calculated based on the number of
days the vehicle is parked, and the size of slot taken. So the type of
vehicle is needed as is the storage date. The bill for the parking is sent to
the customer, so customer billing details are also required.

Entity Relationship Diagram.

Entities
CUSTOMER
Name
Address
Amount Due

VEHICLES
Reg No
Type
Value
Storage Date
Owner
Location
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LOCATION
Loc ID
Size
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Foreign keys are in italics
From the specification and the ERD a list of required transactions can be made.
Transactions Required.
1.
2.
3.
4.
5.
6.
7.
8.
9.
10.
11.
12.
13.
14.
15.
16.

Add new Customer
Amend customer data
Delete customer
Receive payment
Park vehicle
Retrieve vehicle
Add new location
Amend location data
Delete location
Print customer vehicle list
Print customer bill
Print list of parked vehicles
Query customers
Query customer vehicles
Query locations
Query parked vehicles

Each transaction needs to be broken down into more detail. For this example the first
three have been detailed.

Add new Customer.
The attributes, Name and Address have to be entered by the user. The amount due
is initialised to zero at the start. When the user clicks on the add option a new
customer record will be added to the database. If a customer with the same name
already exists in the database an error message will be displayed and the record
will not be created. The user may abort the transaction using a cancel option.

Amend Customer Data.
The amend customer data transaction can be used to change any details stored for
an existing customer in the database. The user must enter the name of the
customer. The attributes for that customer will then be displayed. If no customer
of that name is found then an error message is displayed. The user can then
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change any of the displayed details. The changes will be written to the database
once the user clicks on the save option. If the name was changed to that of an
existing customer the changes will not be saved.
Delete Customer.
The delete customer transaction is used to remove customer details from the
database. The user must specify the name of the customer to be removed. If this
customer exists then the details will be displayed, otherwise an error message will
be displayed. The customer record will be deleted when the user clicks on the
delete option if the amount due is zero, and the customer does not own any
vehicles currently parked in the car park.

Section 1. An IFPUG FPA count for the Airport Carpark
System
The count is done using IFPUG Counting Practices manual V4.0 (IFPUG,2000)

I. Identify the boundary for the count.
The boundary is easily identified in this example. The system interacts with the
user and no other systems.

oundarv
User

^ Transactions
—'------------ ►

Carpark system

2. Count the data Function types
The data groups are represented by the entity types. In this ease there are
three data groups, Customer, Vehicle and Location. Each data group must be
classified as either an internal logical file (ILF) or an external interface file(EIF).
According to the rules all the data groups in this example are ILFs.

Appendix A - Carpark system

Now that the data function types have been identified, their internal
structure is evaluated to determine their contribution to the unadjusted Function
Point count. For each data function type, the data element types, and the record
element types have to be identified according to the rules. For the carpark system
this gives the result shown in Table 1. The entity type name is shown, the type of
the entity, the name of the record type, the data element types that make up the
record type, the number of record types and the number of DETS are used to
calculate the function point contribution.
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Name
Customer

Type
ILF

RET
Customer
Record

Vehicle

ILF

Vehicle
Record

Location

ILF

Location
Record

DET
Name,
Address,
Amt due.
Reg no.
Type,
Value,
Storage
Date,
Owner,
Location
Loc ID,
size

Total

RET No
1

DET No
3

FP
7

1

6

7

1

2

7
21

Table 1 Unadjusted Function Point contribution of the data function types.

3. Identification of external Inputs.
The first nine transactions are identified as external inputs (El) , because
each of these transactions receives user data and updates one or more ILFs of the
application. Taking the add new customer transaction as an example, the user
enters the name and address of a customer. The add new customer transaction
then updates these two fields and the amount due field in the customer ILF. Add
new customer is therefore identified as an external input. Its data element types
are name, address, amount due and the error message which is displayed if the
operation fails. The name of the component, the type of the transaction, the data
elements used and the file type referenced are show in Table 2 for each of the nine
external inputs.
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Name
Add new
Customer
Amend customer
data
Delete Customer

Type
El

Receive Payment
Park Vehicle

El
El

Retrieve vehicle

El

Add Location
Amend location
data
Delete Location

El
El

El
El

El

DET
Name, Address Amount due, error
message
Name, Address, Amount due.
Owner, Error message
Name, Address, Amount due.
Error message
Amount due. Error message
Reg no. Type, value, storage date,
owner, location, error message
Amount due, Reg no, type, value,
storage date, owner, location, error
message
Loc ID, size , error message
Loc ID, size, location, error
message
Loc ID, size, error message

FTR
Customer
Customer
Vehicles
Customer
Vehicles
Customer
Customer
Vehicle,
Location
Customer
Vehicle
Location
Location
Vehicle
Location,
Vehicle

Table 2 External inputs for the carpark system.

4. Identification of external outputs.
Table 3 shows three transactions that send data out of the application boundary.
The data is in part derived data that cannot be retrieved directly from data
function types. Therefore, these transactions are classified as external outputs
according to the rules.

Name
Print customer
vehicle list
Print Bill

Type
EO

Print parked
vehicle list

EO

EO

DET
Name, Reg no, value, storage date.
Total vehicles, Total value
Name , address, amount due. Total
vehicles
Reg no, type, location. Total
vehicles

Table 3 The External Outputs for the carpark system.
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Vehicle
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Vehicle
Vehicle
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5. Identification of external inquiries.
The remaining four transactions service an input request with the output of data
that is retrieved from the ILFs. None of this data is derived data so they are
classified as external inquiries according to the rules. Table 4 shows the external
inquiries for the carpark system, the name of the inquiry, the type, the data
elements used on the input side, the data elements used on the output side and the
file types reference for both the input and output sides.
Name
Query Customers
Input side
Output side
Query Customer
Vehicles
Input side
Output side

Type
EQ

Query Location
Input side
Output side
Query parked
Vehicles
Input side

EQ

Output side

DET

FTR

Name, error message
Name, address, amount due

Customer
Customer

Name, error message
Name, Reg no. Type, Value,
Storage date

Customer
Customer
Vehicle

Loc id, error message
Log id, size

Location
Location

Loc id, error message
Loc id, size, Reg no, type

Location
Location
Vehicle

EQ

EQ

Table 4 External Inquiries for the carpark system.

6. Contribution of the transactional function types.
When weighting the external inquiry the rating is based upon the total number of
unique data elements and the files types referenced. If the same FTR is used on both
the input and output side, then it is counted only once. If the same DET is used on
both the input and output side, then it is only counted once. Table 5 shows the sum of
the contributions for the transactional function types for the carpark system.
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Name

Type

Add new Customer
Amend customer data
Delete Customer
Receive Payment
Park Vehicle
Retrieve vehicle
Add Location
Amend location data
Delete Location
Print customer vehicle
list
Print Bill
Print parked vehicle
list
Query Customers
Query Customer
Vehicles
Query Location
Query parked Vehicles

El
El
El
El
El
El
El
El
El
EO

Input
DET
4
5
4
2
7
8
3
4
3

side
FTR
1
2
2
1
3
2
1
2
2

EO
EO

Output side
DET
FTR

Contribution

6

2

3
4
3
3
6
4
3
3
3
5

4
4

2
1

4
4

EQ
EQ

2
2

1
1

3
5

1
2

3
3

EQ
EQ

2
2

1
1

2
4

1
2

3
3
57

Total

Table 5 Contribution of the transactional function types for the carpark system.
7. Determine the unadjusted Function point count.
The Unadjusted Function Point(UFP) is the sum of the contribution of the data
function types and the contribution of the transactional function types.
Type
Data Function Types
Transactional Function Types
Unadjusted Function Point

Contribution
21
57
78

Table 6 The Unadjusted Function Point for the carpark system.
The Data Function type contribution is 21( Table 1) and the Transactional
Function type contribution is 57. The Unadjusted Function Point (UFP) for the
video system is 78 . This means that the effort to develop the carpark system is
the amount of effort to deliver one function point multiplied by 78.
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Section 2. A MKII FPA Count for the Airport Carpark
System.
The count is done using the MK II counting practices manual V
1.3.1 (UKSMA, 1998).
1. Identify the boundary for the count.
The boundary for this count is the same as that for the IFPUG
count. The system interacts with the user and no other systems.

;^oundarv

User

Transactions

Carpark system

2. Identify Logical Transactions.
The

Logical

Transactions

have

to

be

identified

from

the

transactions defined in the specification of the system. Each of the
transactions is triggered by a unique user request. After each of these
transactions is complete, the application is in a self consistent state.
Therefore, all sixteen transactions qualify as Logical transactions in the
MK II FPA.

Lets look at the customer management transactions. According to
the counting manual "‘‘an application that stores information about a set of
entity types'' usually implies the existence of a set of logical transactions
for creation, read, update, delete and list. In this sense, the first three
transactions can be summarised as customer management. As each of
these three transactions is at the lowest level of business processes
supported by the application, one can identify three logical transactions.
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3. Identify and categorise the data entity types.
In

the

Entity

Relationship

Diagram

three

entity

types

were

identified. All three represent entities in the real world about which the
business user wants to hold information. The number of occurrences of
entities is subject to frequent change while the parking application is in
normal operation. The entity types are owned by this application because
they

are

maintained

by

several

transactions

that

are

part

of the

application. In terms of MK II FPA, Customer, Vehicle and Location
therefore each represent primary entities. In the fifth step of the MK II
measurement procedure, references to the three entity types are counted
for the transactions.

4. Identify the data element types and entity types referenced.
The contribution of each logical transaction is determined by three
of its attributes:
- The number of data element types (DET) on the input side.
- The number of entity types referenced in the processing of the
transaction.
- The number of DETs on the output side.

Taking the add new

customer logical

transaction

as an

example. On the input side, name and address are entered by the user.
Both qualify as DET, because the transaction checks whether the name
entered already exists in the database. The customer entity type is both
referenced and updated. An error message is displayed if the transaction
fails, so there is one DET on the output side. Table 7 shows the name of
each of the customer Logical Transactions identified, the input DETs for
each transactions, names of the entity types referenced by the transactions
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and the DETs on the output of the transaetion. A table showing

all the

Logical Transactions for the carpark system using the MK II method can
be found in Appendix A.

Name

Input DET

Entities

Output DET

Referenced
Add new
Customer
Amend
customer data

Name, Address

Customer

Error message

Name, address,

Customer

Name, Address,

amount due

Vehicle

amount due. Error
message

Delete
Customer

Name

Customer

Error message

Vehicle

Table 7 Logical Transactions for the carpark system.
5. Calculate the Functional Size.
For each Logical Transaction count the number of DETs on
both input and output side and the number of entity types referenced for
each logical transaction. The contribution of the transactions is then
defined by “industry average weights” as:-

FPI = 0.58 * (input DET) + 1.66 * (entity references) + 0.26 * (output DET).
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Name

Input DET

Entity Ref

Contribution

1
2

Output
DET
1
4

Add new Customer
Amend customer
data
Delete Customer
Receive Payment
Park Vehicle
Retrieve vehicle
Add Location
Amend location data
Delete Location
Print customer
vehicle list
Print Bill
Print parked vehicle
list
Query Customers
Query Customer
Vehicles
Query Location
Query parked
Vehicles
Total

2
3
1
2
5
2
2
2
1
1

2
1
3
2
2
1
2
2

1
1
1
1
1
3
1
7

4.16
3.08
8.14
4.74
4.74
3.60
4.16
5.72

1
1

2
1

5
4

5.20
3.28

1
1

1
2

4
6

3.28
5.46

1
1

1
2

3
5

3.02
5.20

3.08
6.10

72.96

Table 8 Contributions of the Logical Transactions for the carpark system.

The Function Point Index (FPI) for the carpark system is 72.96.
This means that to deliver the carpark system the effort required is the
effort to deliver one MK II function point multiplied by 72.96. For
example, if from past projects it is known that it takes 30 hours effort to
deliver one function point (code which provides one piece of functionality
to the user) then to deliver the full car park systems will take 72.96 * 30
hours = 2188.8 hours work.
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A CQSMIC-FFP count for the Airport Carpark System.

The following table shows the functional process for the airport carpark system as
defined using the COSMIC-FFP method. The data movements for each functional
process and the type of each data movement is also shown. The number of DETS per data
movement is show even though this is currently not used in the count. The COSMIC-FFP
recommend that this information be gathered for each count as future counting methods
may use this information to apply weightings to the data movements for the count. The
contribution for each functional process is calculated. The full function point count is the
sum of the contributions of each of the functional processes. In this example the function
point count is Slcfsu.
Name

Data Movement

Type

#DET

Function
Points
4

Add Customer
User entry

Entry

2

1

Test for existing name

Read

1

1

Display error msg

Exit

1

1

Store Customer Data

Write

3

1
8

Amend Customer Data
User entry

Entry

1

1

Retrieve customer data

Read

3

1

Display error msg

Exit

1

1

Display customer data

Exit

3

1

Enter changed data

Entry

3

1

Retrieve vehicle data

Read

1

1

Store vehicle data

Write

1

1

Store modified data

Write

3

1

Delete Customer

5
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User entry

Entry

1

1

Retrieve customer data

Read

2

1

Display error msg

Exit

1

1

Retrieve vehicle data

Read

1

1

Remove customer

Write

3

1

Receive payment

4

User entry

Entry

2

1

Retrieve customer data

Read

2

1

Display error msg

Exit

1

1

Update data

Write

1

1

Park vehicle

6
User entry

Entry

5

1

Retrieve customer data

Read

1

1

Retrieve location data

Read

2

1

Retrieve vehicle data

Read

2

1

Display error msg

Exit

1

1

Store vehicle data

Write

6

1

Retrieve vehicle

6
User entry

Entry

2

1

Retrieve vehicle data

Read

5

1

Retrieve customer data

Read

2

1

Display error msg

Exit

1

1

Update customer data

Write

1

1

Delete vehicle

Write

6

1

Add Location

4
User entry

Entry

2

1

Test for existing number

Read

1

1

Display error msg

Exit

1

1

Store location data

Write

2

1
8

Change Location Data
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User entry

Entry

1

1

Retrieve location data

Read

2

1

Display error message

Exit

1

1

Display location data

Exit

2

1

Enter location data

Entry

2

1

Retrieve vehicle data

Read

2

1

Store vehicle data

Read

1

1

Store location data

Write

2

1

Delete Location

5
User entry

Entry

1

1

Retrieve location data

Read

1

1

Retrieve vehicle data

Read

1

1

Display error message

Exit

1

1

Delete location data

Write

2

1

Print customer vehicle list

5

User entry

Entry

1

1

Retrieve customer data

Read

1

1

Retrieve vehicle data

Read

4

1

Display error message

Exit

1

1

Print List

Exit

6

1

Print bill

5
User entry

Entry

1

1

Retrieve customer data

Read

3

1

Retrieve vehicle data

Read

1

1

Display error message

Exit

1

1

Print bill

Exit

4

1

Print parked vehicle list

3

User trigger

Entry

1

1

Retrieve vehicle data

Read

3

1

Print list

Exit

4

1
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Query Customers

4

User Entry

Entry

1

1

Retrieve customer data

Read

3

1

Display error msg

Exit

1

1

Display customer data

Exit

3

1

Query Customer vehicles

5

User entry

Entry

1

1

Retrieve customer data

Read

1

1

Display error msg

Exit

1

1

Retrieve vehicle data

Read

5

1

Display vehicle data

Exit

5

1

Query Locations

4

User entry

Entry

1

1

Retrieve location data

Read

2

1

Display eiTor msg

Exit

1

1

Display location data

Exit

2

1

Query parked vehicles

5

User entry

Entry

1

1

Retrieve location data

Read

2

1

Display error msg

Exit

1

1

Retrieve vehicle data

Read

3

1

Display vehicle data

Exit

4

1

165

81

Total
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A CQSMIC-FFP count for the Airport Carpark System,

The following table shows the functional process for the airport carpark system as
defined using the COSMIC-FFP method. The data movements for each functional
process and the type of each data movement is also shown. The number of DETS per data
movement is show even though this is currently not used in the count. The COSMIC-FFP
recommend that this information be gathered for each count as future counting methods
may use this information to apply weightings to the data movements for the count. The
contribution for each functional process is calculated. The full function point count is the
sum of the contributions of each of the functional processes. In this example the function
point count is Slcfsu.
Name

Data Movement

Type

#DET

Function
Points

Add Customer

4
User entry

Entry

2

1

Test for existing name

Read

1

1

Display error msg

Exit

1

1

Store Customer Data

Write

3

1

Amend Customer Data

8

User entry

Entry

1

1

Retrieve customer data

Read

3

1

Display error msg

Exit

1

1

Display customer data

Exit

3

1

Enter changed data

Entry

3

1

Retrieve vehicle data

Read

1

1

Store vehicle data

Write

1

1

Store modified data

Write

3

1

Delete Customer

5

User entry

Entry
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Retrieve customer data

Read

2

1

Display error msg

Exit

1

1

Retrieve vehicle data

Read

1

1

Remove customer

Write

3

1
4

Receive payment
User entry

Entry

2

1

Retrieve customer data

Read

2

1

Display error msg

Exit

1

1

Update data

Write

1

1

Park vehicle

6
User entry

Entry

5

1

Retrieve customer data

Read

1

1

Retrieve location data

Read

2

1

Retrieve vehicle data

Read

2

1

Display error msg

Exit

1

1

Store vehicle data

Write

6

1
6

Retrieve vehicle
User entry

Entry

2

1

Retrieve vehicle data

Read

5

1

Retrieve customer data

Read

2

1

Display error msg

Exit

1

1

Update customer data

Write

1

1

Delete vehicle

Write

6

1
4

Add Location
User entry

Entry

2

1

Test for existing number

Read

1

1

Display error msg

Exit

1

1

Store location data

Write

2

1
8

Change Location Data
User entry

Entry
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Retrieve location data

Read

2

1

Display error message

Exit

1

1

Display location data

Exit

2

1

Enter location data

Entry

2

1

Retrieve vehicle data

Read

2

1

Store vehicle data

Read

1

1

Store location data

Write

2

1
5

Delete Location
User entry

Entry

1

1

Retrieve location data

Read

1

1

Retrieve vehicle data

Read

1

1

Display error message

Exit

1

1

Delete location data

Write

2

1
5

Print customer vehicle list
User entry

Entry

1

1

Retrieve customer data

Read

1

1

Retrieve vehicle data

Read

4

1

Display error message

Exit

1

1

Print List

Exit

6

1
5

Print bill
User entry

Entry

1

1

Retrieve customer data

Read

3

1

Retrieve vehicle data

Read

1

1

Display error message

Exit

1

1

Print bill

Exit

4

1
3

Print parked vehicle list
User trigger

Entry

1

1

Retrieve vehicle data

Read

3

1

Print list

Exit

4

1
4

Query Customers
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User Entry

Entry

1

1

Retrieve customer data

Read

3

1

Display error msg

Exit

1

1

Display customer data

Exit

3

1

Query Customer vehicles

5

User entry

Entry

1

1

Retrieve customer data

Read

1

1

Display error msg

Exit

1

1

Retrieve vehicle data

Read

5

1

Display vehicle data

Exit

5

1
4

Query Locations
User entry

Entiy

1

1

Retrieve location data

Read

2

1

Display error msg

Exit

1

1

Display location data

Exit

2

1
5

Query parked vehicles
User entry

Entry

1

1

Retrieve location data

Read

2

1

Display error msg

Exit

1

1

Retrieve vehicle data

Read

3

1

Display vehicle data

Exit

4

1

165

81

Total
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Design

Specification

for the **Gendarme” system

(Muller,

1997).
The space to be protected is divided over 4 floors of a building with
a total area of about 5000 meters squared. The building itself is divided
onto

five

areas:

two

research

wings,

an

experimental

wing,

an

administration wing, and a central section containing classrooms and the
two lecture halls.

The

site

accommodates

about

500

people

every

day:

mostly

students, but also teachers, researchers, administrative and technical staff,
as well as numerous visitors.

After various items of property started to disappear, it was decided
to restrict access to some of the rooms using doors with automatic
locking. The opening of each door is controlled by a badge reader, located
nearby.

The badges that allow the opening of these doors are only given to
the people that need to access restricted areas in order to perform their
duties. Access rights are distributed among groups of people and groups
of doors. Each person and each door must always belong to a group, even
if they are the only member of that group.

A group of doors may consist of doors distributed throughout the
building, but from the point of view of controlling access, only the
concept of a group of doors is important- routs and movements are not
controlled. However, a given door cannot be a member of more than one
group of doors. A given person, on the other hand, may be a member of
several groups, so that this access rights correspond to the combined
rights of each of the groups he belongs to.
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Access rights are established by deseribing, for each group of
people, the various groups of doors that are accessible and under what
time constraints. These rights are contained in a yearly calendar that
describes the schedule a week at a time. Given that there will be a small
variation of rights over time, a calendar may be initialised using ‘typical’
weeks that describe a fixed configuration of rights. The supervisor may
create as many ‘typical’ weeks as he wishes , and any subsequent changes
made will automatieally be propagated to all the ealendar using them. On
the other hand, changes made to a calendar directly- to take vacation days
into consideration, for example - are not affected by the modification of a
‘typical’ week.

The

access

control

system

must

operate

as

autonomously

as

possible, although a supervisor is responsible for the initial eonfiguration
and the updating of the various pieces of information that define the
groups of people and doors. A guard has a control screen, and is informed
of any unsuccessful entry attempts. Alarms are transmitted with a slight
delay:

information update on the control screen is performed every

minute.

The user interface must help the user to specify their requests
correctly. Legal requests and input values are systematically read from
lists that define the domain of correet values.
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Level 2 DFD - Monitoring Process.
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UML Diagrams for the “Gendarme’^ system (Muller, 1997)

1. Use case diagrams.

«uses» Configuration
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2. Sequence Diagrams.

System

Badge Holder
Present Badge

Verify Access Rig...
If proper rights

Openihe D.

End if
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System

Supers or

List of People
Choice of Person
Access Information
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System

Supervisor
Request list of groups of people
List of Groups of People
Choice of a Group of Peo.
Group Information
Choice of a Group of Doors
Access Information

Information Modification

Lk
Access Information
Save Information

E-5

Appendix E - UML Diagrams for "Gendarme" system.

: System

Su perm's or
Request list of people
List of People
Choice of person
Person Information

Information Modification

Person Information

I

nre-

S a \^hfor ration
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: System

Request list oftypical weeks
List oftypical Weeks
Choice of a typical week
Typical Week Information

Information Modification

Typical Week Information
Sa\^ Information
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System

Su pelt's or
Request list of Do.
List of Do.
<-

Choice of a Door
->

Door Information
<-

Information Modification
Door Information
information sayng
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: System
Request list of groups of Doors
List of Groups
Choice of a Group
Group Information

Information Modification
K-

Group Information
Information sa^ng

1^
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: System

Super^sor
Request list of groups of people
List of Groups
<-

Choice of a Group

>
Group Information

Information Modification
K-

Group Information
Information ^^^ng

: System

Super^sor

Enter ID number (Badg^^
Person Information
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: System

Request list of people
List of people
Choice of person

>

List of Doors
Choice of D...
Door Information
<-

: System

n

Request list of people
List of People

n

Choice of a Person
List of Groups
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: System

Request list of groups of people

>
List of Groups
Choice of Group

>

List of Members

: System

Guard
Login (Password)

n
Verification

Authorisat...
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: System

Supervisor
Login (Password)

Verification

W

Authorisation

: System

Request alarm report (Period)

n

Loop
Delay PenOT"
End loop

List of Alarms
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\

: System

Guard
_

Request e\^nt report (Period)
Loop

Events

End loop
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: System

Guard
Trigger alarm

Opening of all Doors

\

System

Guard

Eyent Recording
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