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Abstract 
  The activity of testing begins during system development and spans all 
subsequent phases.  Some system development life cycles describe testing which is 
performed after the coding phase, but this may cause the software to be delivered 
without sufficiently testing.  In this paper, we present a software system development 
life cycle model, called the Test design Stages Processed model (TSP model), in 
which we emphasise that iterative test design stages should be processed during each 
phase of the software development life cycle.  Therefore, when a phase has been 
completed, the testing for the phase should also be completed at that time. 
 
  Furthermore, within this paper we have added unit, integration and system testing 
processes into Booch’s micro design process to generate a new design and test model.  
This shows the process of iterative and incremental software development.   
Comparing this with our model, we explain how the TSP model can be used for 
developing and testing an object-oriented software system. 
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1. Introduction 
  When testing is performed after coding is completed, the testing schedule may be 
limited by the due date if the process of the whole project has not been controlled 
very well. This causes the software to be delivered without sufficient testing.  To 
certify the quality of the software, verification and validation tasks should be 
exercised in every phase of the whole process.  Therefore, testing, which is a 
technique used to validate processes, must be distributed and performed in every 
phase of the software development life cycle.  This means system development and 
test design should be carried out concurrently.  Test design must be included at each 
phase of life cycle, and measurement should occur at the end of each phase.  
  Testing activities should start at the beginning of the system development life 
cycle and span all subsequent phases.  However, in some software engineering 
textbooks, system development life cycles (discussed in section 2) show that the test 
work is performed after the end of the coding phase.  In this paper we present a 
software system development life cycle model, called Test design Stages Processed, 
which combines test work into each phase of system development to improve the 
process in the those software development life cycles.  Practically, some of the system 
development projects in which the system design and test design processes are 
performed concurrently.  To match the practice, we have proposed this model in 
software engineering teaching and training courses.  This model can also be used to 
describe object-oriented system development.  The emphasis here is that design, 
implementation and testing are interleaved activities which should be performed in an 
incremental fashion. 
  In section two, six different software development life cycles are briefly 
introduced.  A testing policy, explained in section three, from which we propose the 
TSP software development life cycle is described.  The TSP life cycle is discussed in 
detail in section 4.  In section five, we adapt Booch’s micro process to propose an 
iterative designing and testing life cycle which is used to complement the explanation 
of our TSP life cycle.  Finally conclusions are presented in section six. 
2. Software Development Life Cycle Models 
2.1 Waterfall model 
  The waterfall development model, which is attributed to Royce and was well 
known through Boehm [Royce 1970] [Boehm 1976], progresses from the analysis 
phase to the design phase, through to the coding and finally the testing phase.  In this 
model, there is necessity to revisit earlier phases of development.  This is because the 
implications of a decision in a phase could not have been foreseen until it was worked 
through in later phases.  In addition, if faults are not found until the testing phase, then 
we needs to revisit previous life cycle phases in order to fix the faults.  This may 
cause the product be delivered late and increase costs. 
2.2 Traditional V model 
  The waterfall model was used as the basis for the development of the V model 
[Hill 1996].  In the V mode, testing is carried out in reverse order to software 
construction.  The testing strategy of this model is that the unit testing phase will 
detected whether the coded products meet the requirement of specification during the 
module design phase.  In the integration testing phase, the integrated parts 
(subsystems) will be checked against the specification of the architectural design.     2
After this, system testing is performed in order to test whether the whole system 
matches the requirement specification or not.  This model has same problems as the 
waterfall model in that the testing tasks have not been exercised until program code 
has been generated. 
2.3 Test plans in V model 
  This model, which we call the PV model, is similar to the V model.  However the 
PV model shows the role of test plan.  The test plan is processed when the system 
requirements are beginning to be performed and should be developed in detail as the 
software is designed [Sommerville 1996].  The relationship between test plans and 
software process phases is that the test plan phases link the design phases and testing 
phases.  The test plan processses in the PV model only produce the testing 
specifications (proposals), and the test tasks are held to be processed at each testing 
phase.  Moreover, this model does not describe the iterative and incremental 
procedures.  For example, if faults are found at each test process, then what designers 
and testers should do next?  The integration testing is performed after the subsystems 
(system) being integrated.  The system integrating and integration testing can not be 
performed concurrently. 
2.4 Spiral life cycle 
  The spiral life cycle, proposed by Boehm in 1986 [Boehm 1986], follows neither 
a bottom-up nor top-down procedures.  Analysis and design follow an incremental 
and iterative process.  Each phase is able to provide information which involves the 
modification of the results at other phases, including some previously completed 
phases.  Although verification and validation are exercised at each design phase, 
testing begins when the coding is finished.  The acceptance of tests is the final stage 
of this cycle [Hill 1996], [Boehm 1988].  The problem with this model is same as that 
of V model’s, in that the testing tasks are performed at the last part of the life cycle.  
Moreover, when errors have been found in testing process, this model does not show 
where the next step the designers/testers should go. 
2.5 Fountain model 
  Edwards and Henderson-Sellers presented a life cycle for the development of 
object-oriented software systems [Edwards 1990].  When the diagrammatically 
presented using looks like a “fountain”.  Each activity phase is represented by an 
ellipse.  The ellipse which overlap represent closely linked activities, for example 
coding and module testing two processes and software design and coding two 
processes.  The down arrows indicate iterative points (to previous phases).   This 
model clearly represents both the iteration and overlap which are made possible by 
object-oriented software development, which emphasises the iterative and incremental 
technology.  However, the testing phases of this life cycle are also processed after 
modules have been coded, and the testing & design tasks are not carried out in 
parallel. 
2.6 OMT life cycle 
  The Object Modelling Technique (OMT) was developed by James Rumbaugh and 
his colleagues in 1980 [Rumbaugh 1980].  The testing phase of the life cycle, follows 
the implementation phase.  During the testing phase, define test cases, design tests 
cases, write tests cases, and then run test cases are performed sequentially.  Finally, 
the tests and software are evaluated.  In this model, the testing tasks are also 
performed after an object having been implemented.  The tasks of defining, designing,   3
and writing test cases can not be performed in parallel with the tasks of defining, 
designing, and implementing objects. 
3. Testing policy  
  To design and to test an application, which is under development, sounds very 
hard to achieve.  This is because no matter how good the methodology is used to test 
an application during development, we will need to execute the application when it 
has been finished, with further test data again to prove it is fault-free.    However, 
during development testers can process test work such as designing test methods, test 
drivers, test stubs and generating oracle, test cases, test data, expected results etc. 
Therefore, these can be used to test the application once it has been developed.  This 
means that the end of the design process is the beginning of test execution but not the 
beginning of test work.  In one word, when a design at one phase has been completed, 
the testing for the phase should be done at this phase. 
  In this approach, test design work is processed following the specification, which 
is also used as a reference document to develop the application, but not the program 
code.  Therefore, a well defined specification is more important for designing and 
testing applications.  For test design, testers may follow the specification to create a 
simulation application, which imitates the final application.  The simulation 
application can provide an environment for testing in order to certify the test cases, 
test data, and expected results which will be used to test the real application once it 
has been developed. 
  Test execution and analysis attempt to estimate whether the application achieves 
the level of quality required by executing the test cases, and to report the test results.  
When faults are found after testing the developed application,  these faults may be 
caused by incorrect applications, test cases/data, or expected results.   For example, 
after executing the test cases of the developed application and collecting the test 
results, testers may compare the test results with the expected results.  The results of 
comparison will be: 
(1) errors unfound  (error-free); 
(2) errors found  (error-exist), that could be: 
  • incorrect application: test results are different from correct expected results. 
  • incorrect oracle/expected result: the oracle is unable to analyse the execution 
     results. 
  • incorrect test cases: test execution does not return a result. 
  If faults exist in the application, then designers should review the system design 
work.  Otherwise, testers will necessarily review test design work such as modifying 
test cases/data and expected results. 
4. TSP Life Cycle 
  The main points of the TSP software development life cycle, see Figure 1, are: 
(1) The test design stage is separated from system design and testing phases, therefore 
the TSP model which consists of three stages can be represented by the following 
express: 
  TSP life cycle = system design + test design + test execution. 
(2) The iterative design and testing processes can also be represented by the following 
recursive express, in which “ | ” symbolises “or”: 
  process = system design | test design | test execution | null 
  process = system design + test design + test execution | process.   4
(3) system design and system testing are processed incrementally.  This means that 
the related modules, which have passed the unit testing, could be integrated to an 
integrated parts (subsystem).  When the integration testing is executing, meanwhile, 
the integrated parts may be also waiting for another new related module(s) to join 
with in order to enlarge the integrated parts.  This incremental process can be 
achieved in the TSP model, because integrating procedures and testing approaches 
have been already set up in the integration test design process (see Figure 1). 
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  If faults are found in the current integrated parts, and the faults are caused by the 
recently joined module(s), then this test stage provides information for designers 
going back to detail design process to modify the incorrect/unsuitable module(s).  At 
the moment, the integration testing process may be temporarily suspended. 
  Each stage of the TSP model is able to provide information which involves the 
modification of results at other stages, including previous completed phases.  This 
particularity lets object analysis and design, which follow an incremental and iterative 
process, be described by the TSP life cycle.  The further discussion of the TSP is 
provided in the section five. 
  The TSP software development life cycle is vertically divided into the three 
stages of system design, test design and test execution.  In addition, the TSP model is 
horizontally divided into the three phases of: 
(1) requirements specification, system test design and system testing,   5
(2) architectural design, integration test design and integration testing, and 
(3) detail design, unit test design and unit testing. 
  The output, specification, of each system design process is the reference 
document for system designers to perform the system design process of the next 
phase, and for testers to perform the test design process of the current phase.  For 
example, when testers are working in  unit test design process, the programmers are 
busy simultaneously coding the module (unit) programs following the module 
specification.  When a module has been coded and its test design work finished, 
testers can exercise unit testing for the module. 
  In this paper, we will focus on the test design stages of the three phases and the 
discussion of them will consist of Verifying specification, Simulation testing, Test 
design, and Test execution four parts. 
1) Verifying specification 
  In some of the system development, the specification and test proposal are 
produced at same design process.  This might increase designers’ work.  For example, 
the specification, after verifying, may be insufficient.  Therefore not only should the 
specification be modified, but the test method, cases and expected results also need to 
be changed.  In the TSP model, the specification is the only output of each design 
process.  There are no further processes before the specification having been verified 
to meet the requirement.  The verified specification becomes a reference for designers 
and testers to do further system design and test design processes. 
2) Simulation testing 
  The purpose of simulation testing is to certify the generated test cases, test data 
and expected results which are to be used in testing real programs.  Hence, the goal 
which the test execution will be performed once the design process is finished can be 
reached.  In requirements specification, system test design and system testing phase, 
testers may create a prototype which simulates the real system.  In architecture 
design, integration test design and integration testing phase, testers can follow top-
down testing and/or bottom-up testing approaches to exercise simulation testing with 
test drivers and test stubs.  In detail design, coding and unit testing phase, testers may 
follow a module specification to create an oracle which may simulate the real module, 
to generate test cases/data and expected results.  The expected results will be 
produced after executing the oracle with test data. 
3) Test design 
  In the test design process, testers will involve: designing testing criterion and 
testing methods, generating test conditions for input variables, and generating test 
cases/data, expected results and so on [Paradkar 1996].  Of course, these work, which 
will be implemented to detect real programs, can be produced by following either  
specifications or programs.  In order to reduce the system development time, test 
design and systems design should be exercised at the same time.  Based on this, the 
test design of the TSP model is called specification-based.  In this specification-based 
techniques, testers may design suitable test methods for each phase, such as 
transaction flow testing, domain testing, logic testing and state-based testing. 
4) Test execution 
  One of the differences from other models is that only the test execution and test 
analysis are employed at each testing process in the TSP model.  This is because the 
test work has been finished at the test design stage already.  After processing the 
simulation testing, testers might be waiting for the related design products, such as 
modules, integrated parts or system, which are still developing, because test design   6
work has been finished early.  When the system design work is done, testers can reuse 
the test cases/data and expected results, which have been used in simulation testing, to 
test the real products.  After test execution, if the products are fault-free, then this 
phase is completed.  Otherwise, designers and testers should go back to review the 
designed work and the generated test cases/data and expected results.  When the 
necessary modifications have been done, the products should be tested again. 
4.1 Requirements specification and system test design phase. 
  The purpose of the requirements phase is to ensure that the users’ requirements 
are properly understood, and translated into design.  Additionally, system testing is 
not simply the process of function testing the complete integrated system.  System 
testing is exercised when the system has been installed on the target platform and is 
used to demonstrate whether the system does meet its original requirements and 
objectives or not [Kit 1995].  This testing task is an end-user view to the system. 
  The goal of verifying requirement specification is to look for ambiguities, 
completion, consistency, and reasonability, in addition, whether it is achievable, 
traceable and measurable from a testing standpoint [Kit 1995 p66].  If the 
specification satisfies the user requirements, testers may follow the specification to 
built up a simulation environment which may be called prototype.  The prototype is a 
solution at an early stage in order to prepare for later development.  It, not a real 
product, also highlights certain properties of the intended system.  The simulation 
testing in this phase is to validate the prototype, which is established according to the 
specification, with the designed cases/data in order to certify these test cases/data, and 
expected results, because they will be used to test the real system. 
  Following the specification, testers can design test methods, cases and data in 
order to perform the test work at the early stage in each phase.  Therefore, the test 
design work and system design work can be exercised concurrently.  If the prototype 
can be carefully designed and actually tested, it may completely imitate the final 
system.  Testers, at this phase, may follow a specification to decide a testing method, 
to generate test cases/data to verify the prototype.  Finally, the acceptable prototype 
proves that the test work can be used to test real system. 
  The purpose of system testing process is to check whether the system does meet 
its original requirements and objectives or not.   The test cases and data, which have 
been designed earlier, can be reused to test the real system, or the prototype can be 
used as an oracle to compare with the real system.  If faults are found, then testers go 
backward to the requirements specification process, see the outermost loop in Figure 
2.  When the real system conflicts the correct and accepted prototype, this means 
faults exist in the real system.  Nevertheless, It is better to review the specification 
and test design completely again.  If the faults are caused by incorrect test cases, test 
data or expected results, then testers need to go back to system test design process to 
modify test work.  Contrary, if the faults exist in the real system under testing, then 
system designers need to review all design work on a process by a process level. 
   7
     
System Test
Cases/D ata
Integration
 Test Fail
Code
U nit T est
Desi g n
D etailed
D esig n
coding
Uni t
Testing
U nit Test
Cases/ Dat a
Tested
M odule
M odule
Specification
Fig ure 2 Iterative desig n and testing  p hases in the TSP
Integration Test
Cases Data
Integration
Test Design
A rchitectural
D esig n
Integration
Testing
Tested
Integ ration
Requi r ement
Specification
System Test
Desi gn
Requirement
Specification
System
 Test
Test ed
S y stem
System Test
Fail
Desi gn
S p ecification
U nit Test
Fail
 
 
4.2 Architectural design and integration test design phase. 
  Architectural design is the process of translating user requirement into to the set 
of external interface.  Designers, in this phase, should identify subsystems for the 
whole system, establish a framework for subsystem control and define subsystem 
interfaces [Sommerville 1995] 
  The purpose of integration testing is to inspect the correct interaction of the parts 
(sub-systems) in the software system under test and also to verify that the parts (sub-
systems) are working together correctly.  In this testing process, testers may combine 
and test multiple units gradually.  The size of the tested parts (sub-system) are 
enlarged as the other parts have been integrated for testing step by step.  Integration 
testing is finished once the extended parts are as large as the whole system.  This 
testing normally occurs on the development machine. 
4.2.1 Simulation testing 
  If the specification of this design process has successfully incorporated the user 
requirements, testers may follow the specification to create a top-down/bottom-up 
integration structure by the functional decomposition tree.  In top-Down testing 
technique, testers will create much use of test stubs which simulate the functions of 
components not yet available.  On the other hand, bottom-up testing technique implies 
the use of test drivers.  A test driver is a tool which generates the test environment of 
a component to be tested [Vliet 1994]. 
  In addition, testers may simulate the interface between the subsystems, and these 
interfaces are implemented using stubs for the various subsystems.  The test cases and 
test data, which are designed for this stubs interface testing, could be used to test real 
program codes when these real program codes subsequently replace the stubs.  If  the   8
gap between the stubs and real programs under test is zero, then the real programs 
pass the testing with the test case and test data which have been used to test the stubs.  
If the gap exist, then that could be caused by two situations:  
  • faults exist in the real program or  
  • stubs, test cases and test data are incorrect. 
4.2.2 Test design 
  Testers have built up interaction diagrams which explicitly show the 
interconnection of several subsystems in top-down fashion or bottom-up fashion when 
process the simulation testing.  For every interconnection, testers may follow data-
flow method, transaction-flow method, or method-message path method and so on to 
design test cases, test data and expected results, in order to test integrated parts 
[Beizer 1990], [Jorgensen 1994].  The data-flow integration testing method, for 
example, evaluates the interactions between subsystems.  Tester may detect the data 
which are passed via parameters from the calling to the called operation and via 
parameters before/after returning to the calling module [Spillner 1995].  Testers 
follow the test method to execute the integration testing with the test cases and test 
data. 
4.2.3 Test Execution 
  During executing the integration testing on the real applications (integrated units), 
testers may follow the approach which has been used in the simulation testing, and 
gradually replace the stubs and drivers by the modules which have passed unit testing. 
  Integrated parts, which have passed integration testing, may be waiting for other 
related and tested module(s) joining into in this process.  Once new module(s) 
has(have) added in, the integration testing for this larger parts can be exercised.  If 
there are fault-free result, then this integrated parts are suspending and waiting for 
next new related and tested module(s).  On the other hand, if faults have been 
detected, then these faults may be classified into two: 
  (1) The incorrect integration design, or incorrect integration test cases/data. 
Therefore, testers should review and modify the test work.  After that, re-testing the 
enlarged parts is necessary until no faults are found. 
  (2) the new joined module(s) is (are) invalidated.  Hence designers and testers go 
back to architectural design process to review what they have done previously.  In this 
architectural design, tested modules and integration testing phase, there are two 
process cycles which are called small and middle process cycle, see Figure 2. 
  The middle cycle process is when the detected errors are the sort of interface 
problems or integration test design problems, and the module codes should not be 
revised. 
  The small cycle process is when the detected errors are not belong to the 
integration errors, but the tested modules (they may be the new added or may have 
existed in the enlarged parts already, but can not interact with the new added 
modules).  Then these modules should be revised, because some modules’ errors 
which have not been found in unit tests, but may been uncovered during integration 
testing. 
4.3 Detail design and unit test design phase. 
  Detail design is the process of translating the design specification into a detailed 
set of data structure, data flow, and algorithms.  The output of this process is the 
module specification which shows how the program is to be built [Kit 1995].   9
  The unit (module) testing focuses on testing small building blocks of a program 
such as a class in OOP. The purpose of this testing is to discover contradictions 
between the unit’s specification and its real behaviour.  Testers, in unit test design 
process, refer the module specification to design test work which can uncover faults 
within the boundary of the module, and can verify the correct operation of the 
methods in each module (unit). 
  Some of system development projects assign the responsibility of module (unit) 
testing to the programmers who also develop the module.  Programmers, like ordinary 
people, do no like to admit to making mistake.  Moreover, one of the purpose of 
testing programs is looking for misinterpretations of the specifications, therefore, the 
unit testing performed by testers is necessary.  Because programmers, who may 
misunderstand specification, may also test the programs with the same 
misinterpretations.  Therefore, the “fault-free” programs may still have faults. 
  For example, a programmer who designed a program to classify triple of positive 
integers representing the length of the sides of a triangle.  If the programmer’s 
misconception is involved in the program, the triple (13,6,5) test case will be 
classified as an obtuse triangle.  In fact this is not a triangle at all.  Therefore this 
program with errors, which has not been tested by the programmer, may be one of 
unexploded mines in the whole system.  In conclusion, we believe that qualitative 
testing should be done only by an independent group, testers, and not the 
programmers themselves. 
4.3.1 Test design 
  Traditionally a unit test consists of structural (white-box) testing and functional 
(black-box) testing, in which there are statement, branch, and condition coverage 
[Myers, 1979].  In object-oriented systems, testers may perform testing based on the 
encapsulated state of the class object, this is called state-based testing [Turner, 
Robson 1993], [Tsai, Stobart et al 1997a].  In unit testing, there are several things 
need to test, such as module interface, data structure, boundary conditions, all 
independent paths, and error-handling paths and so on.  A module might be not a 
stand-alone program, so that driver and/or stub software must be developed for each 
unit test.  A driver, similar a “main program”, simply accepts test cases/data and then 
passes such data to the module under test, finally, prints the relevant results.  Stubs 
replace modules that are subordinate (called by) the module to be tested. 
  Generating test cases and data, testers may firstly design statecharts and 
state/transition trees for the modules (classes in OOP).  For verifying the test result, 
testers could also refer the statecharts and the trees to design an inspection tree which 
can be used to inspect the test results [Tsai, Stobart et al 1997b]. 
4.3.2 Test execution 
  During test execution, the test results will be generated.  The test report will be 
generated by comparing test results with expected result (or oracle).  If a problem 
occurs in the test execution, it may be caused by either incorrect program or incorrect 
test work.  Therefore programmers and testers need to go back to detail design 
process to review the specification.  If an incorrect test design occurs, testers need to 
modify the test work, otherwise programmers need to re-code the program. 
 In  detail design, coding and unit testing iteration phase, each module is designed, 
coded and tested separately.  When related modules have been coded and tested, then 
we can go up to upper phase and to integrate them as a sub-system and to carry out   10
the integration testing.  At the mean time, some of modules are still performing in the 
this phase, such as coding or testing. 
5. Testing and Iterative Development 
  Object-oriented software could be developed under any software development 
process model (Bosman 1996).   In testing, Booch has suggested that the use of an 
object-oriented paradigm does not change any basic testing practices.  Unit testing, 
integration testing and system testing all have useful roles in object-oriented software 
testing [Booch 1991].  Additionally, regression testing also plays an important role 
whenever classes and objects are added or modified.  The TSP model can also be used 
to describe Object-Oriented software system development which emphasises an 
iterative and incremental development process.  Test design and test execution stages 
in TSP life cycle also show that test work is implemented iteratively and 
incrementally, see Figure 2. 
5.1 Micro process in Booch Method 
  Grady Booch, in 1987, proposed a design method to describe object-oriented 
systems development process.  This method made use of a five stages (Identify 
objects, Identify operations, Establish the visibility, Establish the interface, and 
Implement the objects) to design a system [Booch 1987]. 
  In 1991, Booch presented a second version of this method and some 
improvements followed, in which using the concepts of class, inheritance, message 
sending and relationships between classes.  The new version, called micro process, 
has four principal processes showed in Figure 3 [Booch 1994].  The round-trip design 
process, which is the foundation of the process of object-oriented design, emphasises 
the incremental and iterative development of a system through the refinement of 
different yet consistent logical and physical views of the system as a whole (Booch 
1994). 
  Identify class and objects process is to search for classes and objects to the 
vocabulary of the problem domain to be solved.  Identify class and object semantics 
process is to give details of the internal representation of classes, in order to 
understand their operation and role.  For this, it is possible to determine the interfaces 
of each class.  Identify class and object relationships is to find out the relationships 
which exist in classes and objects.  Specify class and object interfaces and 
implement process is to implement these classes and objects by specified interface.  
If the level of interface used previously is too high, it may need to repeat certain 
processes to obtain an suitable level of detail for programming. 
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5.2 Adding test stages in the micro process 
  The purpose of adding test stages to this method is to certify the correctness of 
identified classed and integrated subsystems during the system is developing (see 
Figure 4).  To achieve this, we now add unit testing to test the identified classes and 
the test results offer information for integration testing.  After identifying the related 
classes, testers can perform integration test.  The test results contribute information 
for identifying and testing other classes.  Therefore, these adding processes still make 
the round-trip process iteration loop. 
    5.2.1 Decomposing required system 
  The decomposing required system process in Figure 4, also called domain 
analysis and architecture creating process, in which the functionality is similar to 
Booch’s macro process.  Therefore, designers and testers include identifying the 
system functionality, all major objects, data and operations which need to carry out 
the system’s function, moreover, defining test method and so on.  A number of 
documents are generated and revised in this phase, such as class, object, cluster and 
subsystem diagrams, class specification as well as the sources of unit, integration and 
system test cases [Booch 1994], [Bosman 1996].  Additionally, the relationships 
between classes such as inheritance, aggregation, and communication should be 
clearly described. 
  After decomposing, the design and testing processes enter the round-trip process 
cycle.  According to these, the system will be developed and tested iteratively and 
incrementally in the process cycle, until the system has been developed completely 
and there are not faults are found in the integration and execute testing process.   
Finally, the system could leave the process cycle to do system testing.  Testers, in this 
decomposition process, may identify subsystems for the whole system, construct a 
framework for subsystem control and define subsystem interfaces. 
5.2.2 Identifying and testing classes phase 
  The identified classes may be same as the reusable classes which stored in the 
reusable components database or obtained from other designers who solved similar 
problems.  Moreover, the identified classes may be new classes which are produced 
by creating, inheriting, or modifying the existed classes.  Therefore, it is necessary to 
test each class/object once it has been completely identified, see Figure 5.   
Meanwhile, the rest of the classes may be still being identified and coded.  Testers 
may work for designing test driver, test stub, test cases/data for each class, in order to 
execute unit testing for the identified classes.  These processes are similar to the 
processes of the detail design, coding, and unit testing iteratively processes in the TSP 
life cycle.  The test cases/data which are used to test identified classes can be 
combined and used in the integration testing. 
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5.2.3 Identifying relationships and integration testing phase 
  When designers identify the relationships of classes, such as inheritance, 
aggregation and communication relationships.  Testers may follow the framework, 
and interface, which have been constructed and defined in decomposition process, to 
design test cases/data and expected results, in order to test clusters and subsystems.  
Once the related classes have been identified and implemented, the integration testing 
for these integrated classes can be carried out immediately, see Figure 6.  Although, at 
the moment, the relationships of some tested classes are still identifying, some 
identified/coded/modified classes are still testing, and some classes are still 
identifying/coding/modifying.  If faults are detected at review and integration testing 
process, designers need to identify the unsuitable classes and objects again.  If no 
faults have been found after testing the integrated parts, then it may be suspending 
and waiting for the new related class(es) to join.  Once the integrated parts are 
enlarged as large as the whole system, then jumping out this round-trip process to 
exercise system testing.  Therefore, this phase is similar the architectural design, 
integration test design and integration testing phase in the TSP. 
6. Summary and Conclusions 
  In this paper we presented an approach to separate test design work from design 
and test phases to propose a new software development life cycle which is called the 
TSP model.  This can be divided into three vertical stages and three horizontal phases.  
The second approach presented in this paper is the integration of the testing process 
into object-oriented software development.  This approach is based on work by 
Booch. 
  Before explaining the TSP model, we introduced six different well known 
software development life cycles.  We explained that unlike these methods the test 
work and the system design of the TSP model are performed in parallel, therefore the 
test can be executed once the applications have been completed.  To achieve this the 
verified specification is more important for designers and testers. 
  The TSP model can also be used to describe an object-oriented software 
development process.  To explain the iterative nature of the process in the TSP, we 
propose a round-trip process model which adapted from Booch’s micro process in the 
section five, to show the TSP model can also be implemented for object-oriented 
software developments. 
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