Abstract -A modern approach to software development includes a wide variety of processes, which are used to regulate and manage the entire development life cycle. One of the main aspects to be considered during the preparation stage of software development is the selection of the right tools. Nowadays when software systems become more and more complex, an inappropriate selection of the tools may cause project not to succeed at all. That is why the main challenge of the industry is still aimed on the simplification, optimization, and automation of software development process. One of the ways to deal with an increasing complexity, as well as not to dig into the details of the source code, is to use modeling. A model-driven approach, mainly represented by OMG's Model Driven Architecture as the most advanced and popular one, purports to be the next evolutional milestone for the whole software industry. In fact, most of the tools currently available on the market are claimed as "MDA complaint," though have never been checked or analyzed for that compliance. Therefore, there should be a certification program defined to figure out the main features of each tool in accordance with OMG standards. The original article proposes a foundation for certification of MDA tools. In particular, this includes the specification of the most common features and options defined to clarify the accordance level of each tool from various perspectives.
I. INTRODUCTION
Non-technical aspects aside, selecting the appropriate methodology is only a half step to succeed in software development. The other half of success relies on the appropriate tools. By no means, this is true for almost every field nowadays. In case of software development, the problem is how to make the right choice, i.e. how to select the appropriate tools that will automate all of the routines, which software developers do nowadays.
The original paper contains a research on Model Driven Architecture, reviewing the model-driven approach to software engineering within the variety of the CASE tools, which are proposed as supporting for MDA activities. The goal of the paper is to propose a specification for classification of MDA tools -the first milestone in the development of the certification program. This paper provides a summary of research [1] .
The paper is organized as follows. Section II provides a brief overview of software development life cycle. This includes the ISO/IEC 12207 standard, the variety of software development methods, techniques, and approaches, as well as the most current trend -modeling. A scope for specification of MDA tools is defined in Section III, including a short review of the requirements, selected to classify the variety of MDA tools. Furthermore, the research concludes the importance of the specification and proposes a scope of problems to be reviewed in further research.
II. SOFTWARE DEVELOPMENT LIFE CYCLE
In brief, a software development life cycle is considered as a foundation for any method (methodology) used on the design and development of a software product [2] . Besides, it is a continuous process, which starts with a decision to develop a software product and ends at a moment, when the developed software product is disposed [3] .
In order to regulate the structure of the software development life cycle, as well as the processes and activities within it, the international standard ISO/IEC 12207 has been proposed [4] . This standard establishes a common framework for software life cycle processes, with well-defined terminology that can be referenced by the software industry.
According to ISO/IEC 12207, the structure of software development life cycle includes the following two groups of processes: System Life Cycle Processes and Software Specific Processes [4] . The former group of processes includes: 1. Agreement Processes; 2. Organizational Project-Enabling Processes; 3. Project Processes; 4. Technical Processes.
The latter group of processes is represented by: 1. Software Implementation Processes; 2. Software Support Processes; 3. Software Reuse Processes.
In turn, each group of processes is divided into subgroups, where every process features the performance of processspecific activities and solution methods [3] .
However, this standard is not designed towards any specific life cycle model [3] . Therefore, the main emphasis of the standard is to provide regulations for any kind of software development models, methodologies, and approaches.
A. Background
The process of software development as such continues to evolve [5] . Since the actual beginning of the software industry dozens of various approaches, techniques, and models have been proposed. Some of them had a major impact on how the software is built nowadays.
The following models formed a basis for software development [3] :
• Waterfall model (1970 -1985) ;
• Spiral model (1986 -1990 ).
The waterfall model represents a sequential way for software development, where progress is seen as flowing like a waterfall through the stages of software development life cycle [3] , [6] . To proceed from one stage to another the preceding stage should be completed and perfected. In order to provide an additional flexibility, various modifications of the waterfall model have been defined.
In turn, the spiral model approach combines the features of the waterfall and prototyping models in an effort to emphasize the initial stages of software development-requirements specification and design [3] , [7] . In spiral model, the process of software development is iterative, meaning that the actual is done without affecting the former one. The spiral model approach is typically intended for large projects.
The process of software development may also involve the other activities, not necessarily the ones that are closely associated with a development process itself (e.g., design or implementation stage) -risk management, human resource management, etc. In fact, this facilitated the establishment of various integrated approaches, such as Rational Unified Process (RUP) and Microsoft Solutions Framework (MSF) [8] , [9] .
RUP provides a disciplined approach to assigning tasks and responsibilities within a development organization [8] . The primary goal of RUP is to provide the development of highquality software and meet clients' expectations within a predictable schedule and budget. In brief, RUP consists of four stages (phases), which may include several iterations, and nine disciplines (six engineering and three supporting disciplines). The purpose of initial iterations is to perform the requirements analysis and planning disciplines, while further iterations mainly are concerned with the actual development of the software product.
Microsoft Solutions Framework (MSF) is a deliberate and disciplined approach based on a defined set of principles, concepts, guidelines, and proven practices from Microsoft Corporation [9] . MSF does not force the developers to use a specific software development model (e.g., a waterfall model), providing a choice instead. The MSF Process Model -this model actually defines the software development life cyclecombines concepts from both waterfall and spiral models. As a result, the combination of both incorporates the benefits of milestone-based planning from the waterfall model with the incrementally iterating project deliverables from the spiral model.
However, when the primary goal of the development team is rapid software development and delivery, the Agile methods may be used [10] . In general, Agile methods promote a disciplined management process, where frequent inspection and adaptation of the final product is performed; tasks are divided into subtasks (increments), no direct long-term planning is performed. The whole development process remains iterative, through.
The list of the well-known agile methods includes XP (Extreme programming, considers responsiveness to frequent changes in client's requirements), Scrum (considers sets of practices and predefined roles), DSDM (Dynamic Systems Development Method, which considers the continuous user involvement during the whole development process), and many others.
B. Trend Towards Modeling
In 1970s and 1980s, most of the software systems were developed using structured methodology [3] . This methodology is based on a simple graphical approach: the actual model of the software system is described using schemes and diagrams in a formal way. Structured analysis also provides the ability for client to participate in the development process (in informal way).
However, the reality was challenging enough: it was hard to implement the structured methodology into the development process due to lack of tools [3] . Moreover, the structured methodology itself does not provide any flexibility in manual software development either. Therefore, a new division of tools was founded to satisfy the needs of software developers -Computer-Aided Software Engineering (CASE) tools [3] .
The development of a new software product requires a variety of tasks to be organized and completed correctly [11] . CASE tools were developed exactly for these purposes -to automate these processes, to ease the coordination between them, as well as to provide a more efficient way to develop software.
Furthermore, the use of CASE tools increases the speed of the development [11] . Developers are always facing the problem of having business needs change prior to the system could be finished being developed -the actual affect of this problem was minimized. Staying on the leading edge in a highly competitive market can make the difference between success and failure. More specifically CASE tools [11] :
• ensure consistency, completeness and conformance to standards; • encourage an interactive, workstation environment;
• speed up the development process;
• allow precision to be replicated; • reduce costs, especially in maintenance;
• increase productivity;
• make structured techniques more practical.
C. Model Driven Architecture
As a manufacturer thinks of managing assets, expenses, and leverage, the same way of thinking should be considered by software industry [5] . While software becomes more sophisticated and complex, developers should still be able to maintain the quality level of their software products, providing reliability, and meeting client's expectations [12] . In turn, it is easy to notice the routines that are being done over and over again. Therefore, the consideration of modeling and modelbased approaches may capitalize these routines (i.e. actually offering the optimization of the workflow).
While dozens of model and code generating software systems have been offered to solve the problems regarding software productivity and quality, the problem still remained unsolved [5] . As CASE tools developed up that time were oversold on their "complete code-generation capabilities" [13] , similar arguments are now exposed to Object Management Group (OMG) Model Driven Architecture (MDA).
However, it is important to point out that MDA is not yet another technical approach, proposed as a new form of CASE for modeling and the generation of the source code [14] . In fact, MDA carries forward some of the ideas of CASE, as well as provides a solution for some problems related to the usage and application of the CASE tools (e.g. the promulgation of XMI standard to deal with data exchange problems) [15] .
Organizations can benefit from the application of the model-driven approach to the existing activities of the software development life cycle, such as requirements gathering, business analysis, process modeling, systems design, service definition, integration, solutions design, source code generation, automatic transformations, etc. [5] . Moreover, considering MDA as a holistic approach would take the entire development to the next level.
Whereas the reuse on the application level may look complex, the following set of activities by MDA provides a far more convenient view on this problem [16] : 1. Choose model that corresponds with a problem domain; 2. Subset the model as necessary; 3. Choose models in accordance with the implementation technology platform; 4. Define the interconnection between models; 5. Generate the software system.
When it becomes necessary to modify the application, changes are being introduced to the application model only (1). Furthermore, when it becomes necessary to retarget an application to a different implementation environment, models for the new environment are being selected (3), and software is being regenerated (5) [16] . Thereby, there is no need to modify the application models, costs are lower, productivity is higher, and maintenance is cheaper. Thus, each model is built in the way it can be subsequently reused.
Notably, MDA consists of four layers, which are considered as milestones in software development [17] (Fig. 1 There are four principles that underlie the approach [17]: 1. Models expressed in a well-defined notation are the milestones of system representation; 2. System development is performed within a set of models and model transformations; 3. Models and model transformations are described in a formal way with the help of meta-models; 4. The broad adoption of MDA approach requires industry standards and openness. To conclude, the fundamental idea of MDA approach is the separation of concerns-ability to separate the application architecture into several distinct models [18] . Then each model is evaluated and marked up, the source code is being generated. Whether the tool was released prior to or following the MDA specification, it should support this division and not just generate code from a class diagram.
III. DEFINING A SCOPE FOR SPECIFICATION OF MDA TOOLS
Modeling is not a new discipline in software development [19] . Hence, the same statement is true for any model-driven approach -it is "a different portion of the same image." That is why the essential idea of model-driven approaches should be considered as evolutionary.
An approach to classification of CASE tools, which are positioned as "MDA compliant," has already been proposed in [18] . Rather than trying to define a scope for specification of MDA tools from the blank, CASE tools should be investigated first.
First of all, the selection of the appropriate CASE tools is influenced by software product itself: goals, user requirements, constraints, skills, etc. -all these capabilities make sense [3] . Secondly, the analysis methodology of the problem and its implementation should be considered as well. Thirdly, the whole process of software development should be driven by CASE tools, meaning that software engineers should be able to combine tools, where each tool serves different purposes (i.e. a tool chain is formed).
To sum up, CASE tools should be selected in accordance with the following requirements [3] The estimation of software quality is another consideration of this scope. In order to determine, which requirements should be used for this type of estimation, the international standard ISO/IEC 9126 has been used. The objective of this standard is to deal with some of the well-known human biases that may affect the delivery and perception of a software product [3] . The standard is divided into four parts, with quality model of particular interest. ISO/IEC 9126 quality model includes the following requirements [3]: 1. Functionality -an existent set of functions and their specified properties; 2. Reliability -capability to maintain the appropriate level of performance under certain conditions for a certain period of time; 3. Usability -usage efforts and individual assessments of such usage; 4. Efficiency -the amount of resources needed to maintain the appropriate level of performance under certain conditions; 5. Maintainability -efforts needed to make specified modifications; 6. Portability -ability of software to be transferred to another environment. As a fundamental part of MDA, modeling incorporates the notion of creating various models at different levels of abstraction, linking them together and forming an implementation [18] . Some of these models are platform specific, while the others are independent upon the software platforms. In turn, each model represents a combination of text and multiple complementary and interrelated diagrams [18] . That is why another perspective that can be used in this scope defines the role of modeling. In fact, the role of modeling is defined using Modeling Maturity Levels (MMLs), which are the following [18] , [20] : 0. No specification -the specification of software is kept in the mind of a developer;
1. Textual specification -the specification of software usually is written down in one or more documents; 2. Text with models -this level enhances textual specification with several models to show the main components and objects of the system; 3. Models with text -the specification is written down in one or more models; 4. Precise models -shares the idea of specification to be written in one or more models; 5. Models only -models are detailed enough to allow complete code generation. Whether a tool is commercial or open source, the licensing options is very important to many developers [18] . The typical benefits of open source software are affordability and availability of a source code. On the other hand, if the commercial software is purchased, the customer may also get such features as additional support, access to software upgrades, etc. Currently, the most known licensing models are commercial, open source, and commercial open source [18] .
The most important group of requirements proposed in this scope is the software development life cycle of Model Driven Architecture (analyzed in [18] ). Table 1 provides an overview of the specification of MDA tools. This includes 7 categories, specified in a hierarchical way (hierarchical view is flattened in the table): categories are divided into subcategories, subcategories are divided into groups, and groups are divided into single entries, accordingly. Whereas some of the categories are detailed enough (i.e., have groups and entries), the others do not need to be detailed so precisely, meaning that subcategories should be considered as entries. A more detailed look on the specification itself is provided in [1] . 
IV. CONCLUSIONS AND FUTURE WORK
The original paper contains a brief overview of the modeldriven approach to software engineering within the variety of the CASE tools, which are proposed as supporting for MDA activities. It also proposes a specification for classification of MDA tools, which is one of the key components in foundation for certification of MDA tools.
The problem of compatibility among tools is not fictitious. The reality is, developers have to check the compliance of various tools as if it was done in "a code and fix" way, not in an effective way. The list of MDA committed companies and products [21] found on OMG website is useless, as it does not guarantee the compliance between the tools. Once again, there should be something (e.g., guidelines) defined to figure out the main features of each tool in accordance with OMG standards, how each tool should behave, what output each tool should provide, etc. In other words, the representatives of the approach should lean towards the side of the developers; the actual transition should be eased, instead of being complicated.
One of the options on how provide compatibility among the variety of MDA tools is tool certification. For example, Microsoft has created especial certification program in order to verify that specific software is compatible with Windows operating system. One of the directions the authors propose for the future work is the actual evaluation of the tools (example is shown in [1] ), as well as the development of the online version of specification. As for the next milestone in certification of MDA tools, the methodology for the certification program should be defined.
