Context: Cross-site scripting (XSS) is a security vulnerability that affects web applications. It occurs due to improper or lack of sanitization of user inputs. The security vulnerability caused many problems for users and server applications. Objective: To conduct a systematic literature review on the studies done on XSS vulnerabilities and attacks. Method: We followed the standard guidelines for systematic literature review as documented by Barbara Kitchenham and reviewed a total of 115 studies related to cross-site scripting from various journals and conference proceedings. Results: Research on XSS is still very active with publications across many conference proceedings and journals. Attack prevention and vulnerability detection are the areas focused on by most of the studies. Dynamic analysis techniques form the majority among the solutions proposed by the various studies. The type of XSS addressed the most is reflected XSS. Conclusion: XSS still remains a big problem for web applications, despite the bulk of solutions provided so far. There is no single solution that can effectively mitigate XSS attacks. More research is needed in the area of vulnerability removal from the source code of the applications before deployment.
Introduction
Accessing web applications has become a daily routine for many people. We depend on these applications to accomplish transactions, be it business, personal or otherwise. We interact dynamically with web applications when we access our emails, conduct banking transactions, visit social networking sites, etc. This dynamic nature of the web applications allows users to input information that will determine how a web site responds to the user. In many web sites, these user inputs are not properly validated thus making such a site vulnerable to cross-site scripting (XSS).
Cross-site scripting vulnerabilities (XSS henceforth) are a security problem that occurs in web applications. They were discovered in the 1990s in the early days of the World Wide Web [1] . They are among the most common and most serious security problems affecting web applications [2, 3] . They are a type of injection problems [3] that enable malicious scripts to be injected into trusted web sites. This is a result of a failure to validate input from the web site users. What happens is either the web site fails to neutralize the user input or it does it incorrectly [2] , thus opening an avenue for a host of attacks exploiting for vulnerabilities.
Successful XSS can result in serious security violations for both the web site and the user. An attacker can inject a malicious code into where a web application accepts user input, and if the input is not validated, the code can steal cookies, transfer private information, hijack a user's account, manipulate the web content, cause denial of service, and many other malicious activities [2, 3] .
XSS attacks are of three types namely reflected, stored and DOM-based [2, 3] . Reflected XSS is executed by the victim's browser and occurs when the victim provides input to the web site. Stored XSS attacks store the malicious script in databases, message forums, comments fields, etc. of the attacked server. The malicious script is executed by visiting users thereby passing their privileges to the attacker. Both reflected and stored XSS are executed on the server side. On the other hand, DOM-based XSS attacks are executed on the client side. Attackers are able to collect sensitive or important information from the user's computer.
The purpose of this paper is to show the results of the systematic literature review we conducted on the current state of research on XSS. The review covers the period since XSS was first discovered up to the end of 2012. The rest of the paper is structured as follows. Section 2 describes the method we used to conduct the study and we present the results in Section 3. We answer our research questions in Section 4 and conclude the paper in Section 5.
Research method
This study is a systematic literature review of research studies on XSS. It was performed following the guidelines provided by Kitchenham [4] . We used the Mendeley reference manager [5] for storing and organizing the studies, and for referencing.
Research questions
The research questions we addressed in this study are as below: RQ1: How much research has been done on XSS since its discovery? RQ2: What are the proposed techniques or solutions to address the issue of XSS? RQ3: On which area(s) is research on XSS mostly focused? RQ4: Which of the three types of XSS is addressed the most?
To answer RQ1, we decided to look at all publications from 2000 since that was the year XSS vulnerabilities were first announced to the public. However, from our findings academic research on XSS pick up speed from 2004 onwards.
From this study, we also wanted to know what are the proposed techniques or solutions (RQ2) that exist so far to address the problem of XSS. We identified the techniques, tools, methods, and algorithms that each article provided.
With respect to RQ3, we wanted to know what type of solution is being proposed, whether it prevents XSS attacks or vulnerabilities or detect them when they occur in a program, or better still remove the vulnerabilities from the program.
To address RQ4, we looked at the type of XSS vulnerabilities that each article addressed to determine if they included Reflected XSS, Stored XSS, or DOM-based XSS, or all three.
Search process
A search of online databases was carried out to collect articles for this study. These databases are known to contain published work in our field of interest and have been used by many researchers conducting systematic literature reviews in software engineering. Many articles were downloaded from each database based on their relevance to our search terms. The databases and their URLs are shown in Table 1 . The search terms we used included:
Cross site scripting. Cross-site scripting. Cross site scripting attack. Cross site scripting vulnerability. XSS. XSS attacks. XSS vulnerabilities. Software security vulnerabilities. Web application vulnerabilities. Web application security problems. We also combined some of the search terms using Boolean AND/OR.
In addition, we looked at the references of some of the downloaded articles and searched for the referenced publications that have titles related to our topic of interest. This was done in the hope of obtaining more publications that were not available in the online databases we searched.
Inclusion and exclusion criteria
Articles that met the following criteria were included:
Peer-reviewed articles that focused on the problem of XSS and published before January 2013. Articles that address XSS alongside other security vulnerabilities such as SQL injection. Articles that described proposed tools to address the problem of XSS.
Article on the following topics were excluded: Survey papers on XSS. Articles where XSS is only discussed as an example of security vulnerability and is not the focus of the research. White papers on XSS. Book chapters on XSS. 
Quality assessment
The next step after using the inclusion and exclusion criteria was to conduct the quality assessment of the remaining papers. Each paper was evaluated following the York University, Centre for Reviews of Dissemination (CRD) Database of Abstracts of Reviews of Effects (DARE) criteria as explained by Kitchenham [4] . The following questions were set to assess the quality of the papers for this study:
QA1: Is the research focused on XSS vulnerabilities? QA2: Are the research problem(s) clearly stated? QA3: Is the proposed solution clearly explained?
The quality questions were scored as follows:
QA1: Y (yes), the research focused on XSS vulnerabilities; P (partly), the research addressed XSS and another related vulnerability; N (no), the research did not focus on XSS. QA2: Y, the research problem(s) are clearly stated; P, research problem(s) were stated but not clearly explained; N, research problem(s) were not stated. QA3: Y, the proposed solution was explained clearly; P, the proposed solution was briefly described; N, the proposed solution was not clearly explained.
We used the following procedure to score the quality assessment of each paper: Y = 1; P = 0.5; N = 0. Table 2 shows the quality scores of the studies selected for this review.
Data collection
The data collected from each selected paper were as follows:
The author(s). The title of the paper. The year of publication. The journal/ proceeding in which it was published and full reference. The problem statement/aim of study. The proposed solution and its details. The type of solution (prevention, detection, or removal). The type of XSS addressed (reflected, stored, or DOM-based).
Data analysis
The data was tabulated as follows:
The number of research papers published per year and their source (RQ1). The proposed solution of each paper (RQ2). Whether the solution is to prevent, detect, or remove XSS vulnerabilities (RQ3). The categories of XSS vulnerabilities addressed, whether reflected, stored, or DOM-based (RQ4).
Results
In this section, we summarize the results of our study. In Table 2 , we show the results of the quality assessment of the studies. The studies were reviewed based on the quality assessment questions and given a score for each question. The last column indicates the total score for each study. Table 3 shows the 115 studies we selected from the review with the data we need to answer our first research question. It details the author(s) of each study, the title of the study, the year it was published in, and the source of publication, be it a journal or conference proceeding. The studies are arranged alphabetically based on the authors' names and each study was labelled uniquely from S001 to S115. Fourteen of the studies have been published in journals and 101 studies have been published in conference proceedings. Fig. 1 shows the distribution of studies based on the year of publications. Table 4 gives the names of the journals and conferences in which the studies were published and how many studies were published by each journal and conference. Table 5 shows the summary of our findings from the studies that will help answer our research questions RQ2-RQ4. It details the proposed techniques or solution for each study in the second column. This is taken verbatim form the studies' authors. It also shows the area of focus for each study as well as the type of XSS in the third and fourth columns, respectively. The area of focus tells us whether each study's solution is geared towards XSS attack prevention, detection or implementation, or XSS vulnerability detection, prediction, or removal, or a combination of any of these. As for the XSS categories addressed, we identified them as reflected, stored, or DOM-based as specified by the authors. Where a study did not indicate the type of XSS, we filled it with ''Not specified'' and ''All'' indicates that a study addresses all the three categories. Table 6 summarises the techniques/solutions proposed by the studies. The techniques are categorised under techniques/solutions in the first column and the second column indicates the studies that fall under each category. The third column shows the percentage of the studies in each category. Table 7 shows a comparison between dates and proposed techniques/solutions of the studies.
To determine the area of focus of the studies, we identified six groups into which the studies were categorized. The groups are stated in the first column of Table 8 with the number of studies falling in each group in the second column. The last column indicates the percentage of studies in each group.
Similar to Table 8 , we identified the number of studies that addressed each of the types of XSS, namely reflected, stored and DOM-based XSS in Table 9 . We also identified those studies that addressed more than one or all the categories. For those studies where the author(s) did not indicate the categories of XSS addressed we identified them as not specified.
Discussion
In this section, we discuss the answers to our research questions.
How much research has been done on XSS since 2000?
In the overall study, we identified 115 relevant studies from the sources we searched as shown in Table 2 . The data shows that since 2004 research on XSS has been growing steadily as indicated by Fig. 1 We found that 87.8% of the studies were published in conference proceedings. This may be attributed to the fact that computing research publications in conferences usually have faster turnaround times than in journals [121] . Conferences enable faster dissemination of knowledge to the intended audiences, which is very important in security research [121] . Another factor may be the possibility of meeting and sharing directly with other researchers and getting immediate feedback to improve on results.
References [122, 123] believe that computer science research should follow older disciplines and publish broader and more detailed papers in journals instead of the short, fast papers in conferences. To address the issue of slow publication, the authors suggest the computer science community should adopt the usage of online archives like in other fields. This enables fast dissemination of the information to be published and allows research time to prepare detailed papers for journal publication.
However, it is worth noting though that journals publish more thorough and detailed research than most conferences do. Hence it takes more time to prepare a paper for a journal publication. In most conferences, selected papers' authors are requested to submit extended versions of their papers to be published in a journal. In addition, research on web application security, in general, and on XSS, in particular, is very recent. Therefore, it will take time before a lot of publications on XSS are found in journals.
What are the proposed techniques to address the issue of XSS?
The proposed techniques/solutions suggested by the studies are many and varied. They range from static and dynamic analysis, to modelling, secure programming, etc. We will discuss them under the following headings.
Static analysis
it involves reviewing the source code or byte code of an application in order to find faults [72] . As seen in Table 6 , twenty-seven studies (23.5%) proposed static analysis techniques as solutions to XSS problems. Static taint analysis, a technique which tracts tainted values through the control flow graph [11] , was proposed in [7, 11, 12, 77, 83, 111, 119] . Most of the studies used more than one technique in their proposed solutions. In [7] , static taint analysis is combined with symbolic code execution, in [88] , in [11, 12] it is combined with genetic algorithms, and it is combined with string analysis in [111] . Other techniques include program slicing [17, 64, 110] , symbolic execution [23] , data flow analysis [47] , string analysis [116] , and precise alias analysis [48] .
Dynamic analysis
On the other hand dynamic analysis entails examining the behaviour of an application in runtime [72] . It is proposed in 57 of the studies (49.6%) as shown in Table 6 . The dynamic analysis techniques proposed comprised of black-box testing [24, 50, 62, 93] , taint tracking [52, [65] [66] [67] [68] 99] , flow analysis [97, 119] , monitoring [46, 61] , filtering [19] , and dynamic analysis [118] . Five studies [27, 74, [106] [107] [108] combined both static analysis and dynamic analysis techniques.
Secure programming
Secure programming techniques are proposed in 3 of the studies (2.6%). These techniques ensure that programming guidelines and rules are followed during the development of an application. In [35] a technique called Type Systems is used to automatically enforce programming guidelines, while [45] used ELET (Embedded Language Encapsulation Type) to enforce secure code generation in programming languages. Libraries and Object Models are used in [49] to also enforce secure coding in database web applications.
Modelling
Models were proposed by another 18 studies (15.7%). The models proposed were based on the following techniques and approaches: abstraction [13, 117] , model checking [56, 96] , model inference and evolutionary fuzzing [28] , input validation [21, 86, 90] , simulation [29] , signature based model [43] , deferred loading, one-time URLs, and subdomain switching [44] , threading [85] , control flow graph [87] , data mining [89] , hybrid approach [91] , TTCN-3 [115] , Finite State Machine [82] , and primitive and advanced models [120] .
Others
The remaining 5 studies whose proposed techniques did not fall into the categories discussed above were put under the 'Others' category. They focus on benchmarking [30, 92, 94, 109] and indexing [73] of XSS vulnerabilities for facilitating further research on XSS issues.
There is no single solution, so far, that can eliminate XSS vulnerabilities and prevent XSS attacks. Therefore, a number of mitigation techniques should be employed to curb the spread of the XSS attacks and eliminate XSS vulnerabilities. Dynamic analysis still remains the leading approach to tackle XSS vulnerabilities and attacks as evidenced by the academic studies we reviewed (see Table 7 ) and suggested from the industry side [124] [125] [126] [127] [128] [129] . Monitoring, taint-tracking and filtering are some of the dynamic analysis techniques currently employed to mitigate XSS attacks. However, attackers can still use obfuscation techniques to evade XSS filtering tools and inject JavaScript code.
The most ideal solution is to eliminate XSS vulnerabilities from the root cause, that is, the source code [124] . However, in real world web applications, obtaining the source code or implementing patches can be difficult. Hence, static analysis techniques are most useful during the application development and before deployment. Dynamic analysis techniques such as penetration testing technique can be used to exploit web applications during run time in order to determine if they are still vulnerable to XSS attacks.
The OWASP (Open Web Application Security Project) Foundation [3] has released an XSS prevention model, the XSS Prevention Cheat Sheet [130] that can be used for free as a guide to eliminate XSS vulnerabilities in web applications. The model provides specific rules to be followed when developing and testing applications. They also provide the Enterprise Security API (ESAPI), which is an open source security library that enables programmers incorporate security in their application development.
On which area(s) is research on XSS mostly focused?
The studies focused on two main areas: XSS attacks and XSS vulnerabilities. Sixty-nine studies (60%) focused on XSS attacks while 37 studies (32.2%) focused on XSS vulnerabilities. The remaining 9 studies (7.8%) combine more than one area. To understand the areas better, we divided each main area into categories namely, prevention, detection, and implementation for XSS attacks; detection, prevention, and prediction for XSS vulnerabilities.
As indicated in Table 8 , the areas of focus of the studies are categorised into six groups. A seventh group is identified to capture the studies that focused in more than one area. XSS attack prevention is the highest category with a percentage of 43.5%, comprising almost half of the studies. This is not surprising as it is more desirable to prevent attacks than to provide contingency plans after the attacks have already occurred. A smaller number of studies (15) focused on detecting XSS attacks in running web applications, comprising 13.9% of the whole studies.
Four of the studies focused on attack implementation, demonstrating the possibility of XSS attacks on certain platforms and technologies. In [29] , the possibility of spreading XSS worms and how fast it can be in social networks is demonstrated. Bencsath et at [18] shows how a form of XSS attacks, called cross channel scripting (XCS), can be mounted on embedded devices, and [34] demonstrated attacks through spoofing TCP/IP protocols. Kieyzum et al. [52] also implemented attacks on web sites by mutating inputs.
Detecting vulnerabilities in web applications is also an important area in XSS research with 32 of the studies (27.8%) focusing on it. It makes up 86.5% of the studies that focused mainly on XSS vulnerabilities. Detecting XSS vulnerabilities should be a first priority before an application is deployed, during implementation and testing. Vulnerability prevention and prediction received much less attention with only three [45, 49, 92] and two [89, 90] studies focusing on them, respectively. However, these areas should be more focused on in XSS research as prevention is much better than cure.
The 9 studies under the combination category focused on more than one area each. Two studies focused on both vulnerability detection and attack prevention [42, 75] and another couple of studies [17, 88] focused on vulnerability detection and removal. The other 5studies [37, 61, 78, 113, 117] each focused on vulnerability detection and attack detection; attack detection and attack prevention; vulnerability prevention and attack prevention; vulnerability detection and attack implementation; and attack implementation and attack prevention, respectively.
Which of the three types of XSS is addressed the most?
Interestingly, 82(71.3%) out of the 115 studies did not specified what type of XSS their proposed solutions addressed. Some of them discussed the types of XSS but did not mention which type their solutions addressed. Out of the remaining 32 studies, 10 addressed reflected XSS (8.7%), 6 addressed stored XSS (5.2%), 1 addressed DOM-based XSS (0.9%), 3 addressed all three types (2.6%), and 13 addressed both reflected and stored XSS (11.3%).
Thus the type of XSS addressed the most in this review is reflected XSS. In total, 26 studies indicated to have provided a solution to reflected XSS. This is in line with literature where reflected XSS described as being the easiest type to detect. Stored XSS is the most dangerous of all types as the malicious scripts are stored in areas of the applications where whoever visits them gets attacked [1] . Some of the studies provide solutions for both reflected and stored XSS. Since both types affect the server side of the application, it is more feasible and easier to address them together than with DOM-based XSS.
Three of the studies addressed all the three types of XSS [22, 80, 97] . This means they have to address both the server side and client side. Although it requires more effort to address all the XSS types, it is a better initiative to have one solution that can address them all in an application.
Only one study [99] addressed DOM-based XSS. This can be attributed to the fact that DOM-based XSS is the least known type of XSS [1] [2] [3] . Some studies did not even include it in their descriptions of XSS type. However, it is a type of XSS worth noting. Unlike reflected and stored XSS, it exploits vulnerabilities in the client side script in the browser and not in the server side of an application. The inability to sometimes access client side scripts for analysis makes it more difficult to address this type of XSS, hence its low coverage. 
S008
To address the problem of security oracle for cross site scripting by collecting HTML pages in safe conditions and use them to construct a safe model of the applications. The oracle is then used to detect attacks when an application displays a page not compliant with the safe model Attack Detection Reflected XSS S009 An XML-based approach solution that uses the XML Schema Definition (XSD) to generate possible input part of a web page, which can later be used to validate future pages generated from user inputs. The method prevents untrusted user input from altering the structure of the code Attack Detection Stored XSS
S010
(1) A two-principled, security enhanced browser content-sniffing algorithm that helps to avoid privilege escalation and to use prefix-disjoint signatures to prevent content-sniffing XSS attacks Attack Prevention Not specified (2) An upload filter based on models that protect web site from content-sniffing XSS attacks S011
A new design for a filter that can block scripts after HTML parsing but before it is executed Attack Prevention Reflected XSS S012
A two-part algorithm that enables the detection and fixing of XSS vulnerabilities in Java web applications. The first part uses program slicing technique to identify the vulnerability and the second part uses program transformation to fix the vulnerability Vulnerability Detection and removal Not specified S013 A framework that demonstrates how malicious code can be injected in web pages stored in embedded devices with networking capability and later used to launch XSS attacks with admin privileges when the devices are connected online during maintenance Attack Implementation Not specified S014 XSS-GUARD: A framework that prevents XSS attacks on the server side by identifying and removing malicious scripts before any response page is generated for any HTML request Attack Prevention Not specified S015 A browser extension that serves as client-side defence against cross channel scripting, a form of XSS that affects embedded devices by injecting malicious scripts through file transfer protocol, P2P networks, or file logs
Attack Prevention Stored

S016
A model that helps to validate data entry at the application level of web services in order to prevent XSS and SQL injection Attack Prevention Not specified S017 An approach that blocks the self-propagation of JavaScript worms through DOM access and unauthorized HTTP request, and prevents all forms of XSS worms in social network sites The construction of a common XSS vulnerability enumeration that can help security practitioners recognise common developer patterns leading to coding errors in PHP Vulnerability Prevention Not specified
S088
A black-box analysis methodology for public Cloud interfaces that provides countermeasures for XSS attacks Attack prevention Not specified S089 A framework for the evaluation of web intrusion prevention systems Attack prevention Not specified S090 An approach to preventing the propagation of XSS worms by monitoring outgoing request that send selfreplicating payloads
Vulnerability detection
Not specified
S091
A model checking method that uses the automatic modelling algorithm for the HTML code to defend against XSS attacks Attack prevention Not specified S092 A hybrid client-server solution that combines the benefits of both server and client-side protection mechanisms to mitigate XSS attacks using anomaly detection and control flow analysis Attack prevention All S093 A protection scheme against attacks deployed by hiding the violation of the same origin policy including XSS that finds mismatches between the origin and target pages of HTTP request Attack prevention Reflected and stored S094 Alhambra: A browser-based system for testing enforcing security policies to prevent XSS attacks using taint-tracking engine and browsing history Attack prevention DOM-based S095 A Webmail XSS fuzzer, which works on a lexical based mutation engine and helps to discover XSS vulnerabilities in webmail applications Vulnerability detection Not specified
S096
A client-side solution that uses step-by-step approach to protect web applications against XSS attacks Attack prevention Not specified S097
A client-side solution that uses a step by step approach to detect XSS attacks Attack prevention Not specified S098 An optimum tuning method based on the application firewall that uses keyword filtering and retreatment to effectively block assaults including XSS attacks Attack prevention Not specified S099 BIXAN: A browser independent XSS sanitizer that uses a JavaScript tester, a HTML parser, and identification of static tags to prevent XSS attacks Attack prevention Not specified S100 Noncespaces: A technique that enables web clients to distinguish between trusted and untrusted content to prevent exploitation of XSS vulnerabilities Attack prevention Reflected and stored S101 FlashOver: A system that automatically scans Rich Internet Applications for XSS vulnerabilities by using a combination of static and dynamic code analysis techniques Vulnerability detection Not specified S102 WebAppArmor: A framework that incorporates techniques based on static and dynamic analysis, symbolic evaluation and execution monitoring to prevent XSS and other attacks on existing web applications Attack prevention Not specified S103 A client-side solution that uses dynamic data tainting and static analysis to prevent XSS attacks Attack prevention Not specified S104
A scheme on how to collect evidence after XSS attacks and strategies to prevent XSS attacks Attack prevention Not specified S105
A static stored XSS detection algorithm integrated with program slicing method to detect stored XSS vulnerabilities Vulnerability detection Stored S106 A static analysis for finding cross site scripting vulnerabilities that addresses weak or absent input validation by combining tainted information flow with string analysis Vulnerability detection Reflected and stored S107
A study of the security of XSS sanitization abstractions provided by frameworks that shows the gap between the abstractions and the application requirements Vulnerability detection Not specified S108 SWAP: A server-side solution for detecting and preventing XSS attacks using a reverse proxy that intercepts all HTML responses
Attack Detection and Attack Prevention
Not specified S109 A static analysis tool to detect XSS attacks and SQL injection vulnerabilities on ASP programs based on taint analysis
Vulnerability detection Not specified (continued on next page)
Limitations of this study
Despite the fact that we try our best to adhere to the guidelines by Kitchenham [4] , we can still identify some limitations to our study. Our search of relevant studies may have not been thorough, although we have checked many online databases as well as checked references of some articles. Thus, we could have missed some important and relevant studies. We limited the time span of the studies only to those published up to end of 2012. Therefore articles that were published from 2013 onwards were not included in our review. Also, we limited the review to academic studies only.
Conclusion
We have conducted a systematic literature review of 115 articles related to research on XSS. We have identified the solutions/ techniques proposed in the studies, the areas the studies focused on and the types of XSS the solutions/techniques addressed. The proposed solutions are many and diverse. Most of them are focused on preventing XSS attacks and detecting vulnerabilities. Only two studies have discussed the removal of XSS vulnerabilities from the source code. This is an important aspect of XSS research, as the absence of vulnerabilities will prevent attacks from occurring and save resources.
Many research activities have been conducted to address problems related to XSS since their discovery. Despite all the efforts Not specified S113 D-WAV: A web application vulnerability detection tool that uses characteristics of web forms to detect vulnerabilities including XSS Vulnerability detection Not specified
S114
An execution-flow analysis technique is proposed that analyses the execution flow of the client-side JavaScript before the requested arrives at the browser Attack detection Not specified S115 MBDS: A model-based, client-side system that automatically detects XSS vulnerabilities using both primitive and advanced models Vulnerability detection Not specified Table 7 Comparison between dates and proposed techniques/solutions. over the years to eliminate them, XSS vulnerabilities are still prevalent in web application source codes and attacks are still taking place victimizing site owners and innocent users. Security should be addressed at every phase of web application development and throughout the application lifecycle. Perhaps, it is time for security researchers and developers to start focusing more on eliminating XSS vulnerabilities from web application source codes before deployment. More work is needed to develop policies and tools, such as the OWASP projects, that will enforce the development of secure applications.
Since it is quite impossible to eliminate all XSS vulnerabilities before deployment of an application, penetration testing and other dynamic analysis techniques should be used after deployment to continually test the application. This will ensure more protection from attackers and reduce XSS incidents.
