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NS -  Nadzorni sistem 
HMI -  Human machine interface 
COM -  Component Object Model 














Diplomsko delo opisuje izvedbo arhiviranja v sistemu za spremljanje in nadzor šaržnega 
procesa galvanizacije. Pogosta zahteva naročnika je enostavno prilagajanje procesa trenutnim 
željam in potrebam, kar zajema izdelavo lastnih tehnoloških programov in receptur. Enako 
pomembna je sledljivost šaržam, možen mora biti vpogled v postopek in pogoje, v katerih je 
bila ta izdelana. 
 
Rešitve glede receptur in arhiviranja nudijo proizvajalci programske opreme za razvoj 
nadzornih sistemov sami, vendar so te relativno toge in zahtevajo doplačilo v obliki nakupa 
dodatnih licenc. Zato sem razvil lastne rešitve s pomočjo orodij, ki so na voljo v osnovnem 
Siemensovem programskem paketu SIMATIC WinCC. V urejevalniku skript VBS sem 
napisal skupek skript, ki s pomočjo gradnikov ADO omogočajo delo z bazami receptov in 
arhivov. Take baze so ločene od nadzornega sistema, tako da njihova uporaba ni omejena 






















This thesis describes the implementation of archiving in the monitoring and supervision 
system for batch galvanization process. The client frequently requires a simple adaptation of 
the process to the current needs, which includes making its own technological programs and 
recipes.  The traceability of the batch is equally important, so the possibility to view the 
procedure and the conditions under which it was made has to be provided. 
 
Vendors of control system developing softwares provide solutions for creating recipes and 
archives themselves, but those solutions are relatively rigid and represent an additional cost in 
the form of purchasing additional licenses. I have therefore developed our own solutions by 
using the tools that are available in the base Siemens SIMATIC WinCC software package. In 
the VBS script editor I've written a set of scripts, that by using ADO components can work 
with databases of recipes and archives. Such databases are separated from the control system, 
so that their use is not limited to the control system itself. This opens additional possibilities 
of processing data on other computers and systems. 
 
 








Dejavnost podjetja, v katerem sem zaposlen, je avtomatizacija procesov v industriji. 
Izdelujemo programsko opremo za krmiljenje, regulacijo in nadzor procesov ter 
proizvodnje. Eno glavnih področij našega delovanja predstavlja avtomatizacija 
galvanizacije. Ta obsega izdelavo galvanskih linij za obdelavo po kemičnih ali 
elektrokemičnih postopkih, pogosto pa je prisotna tudi zahteva po izdelavi čistilnih naprav 
za industrijske in druge odpadne vode.   
 
Moje področje dela je usmerjeno predvsem v izdelavo nadzornih sistemov. Ti s hitrim 
razvojem računalniške opreme pridobivajo na kompleksnosti, saj lahko nase prevzemajo 
vedno večja bremena in naloge. Ker so želje naročnikov glede takih nadzornih sistemov 
vedno večje, ti že dolgo ne služijo več le prikazu stanj naprav oziroma osnovnemu 
poseganju v procese. Pogosta je zahteva po enostavni prilagoditvi procesa trenutnim 
željam in potrebam, brez dodatnih posegov izdelovalca opreme, kar predstavlja možnost 
izdelave lastnih tehnoloških programov in receptur. Pomembno je tudi podrobno 
spremljanje vseh procesov, sledljivost v obliki podrobnih arhivov izdelave šarž, ki poleg 
tehnologije zajemajo tudi pogoje, v katerih so bile te izdelane. Rešitve glede omenjenih 
zahtev ponujajo že proizvajalci programske opreme sami, vendar so te do določene mere 
toge, obenem pa predstavljajo dodaten strošek v obliki dokupa dodatnih paketov oziroma 
licenc. Zato smo razvili svoje rešitve, ki se poslužujejo orodij, dostopnih v osnovnih 
paketih, ob uporabi lastnih baz, ki nadalje omogočajo tudi pregledovanje in urejanje na 
drugih, nenamenskih računalnikih.  
 
Drugo poglavje obsega kratko predstavitev avtomatske galvanske linije s čistilno napravo s 
tehnološkega in uporabniškega vidika. V tretjem poglavju je opisana uporabljena strojna in 
programska oprema, komunikacijski protokoli ter možnosti različnih principov dostopanja 
do podatkov. V četrtem poglavju je predstavljena izvedba receptur in arhiviranja, peto 




2. Opis sistema 
V preteklem letu smo za Belorusko podjetje MZKT izdelali avtomatizirano galvansko 
linijo ter pripadajočo čistilno napravo industrijskih in odpadnih voda. Podjetje s sedežem v 
Minsku se ukvarja s proizvodno težkih vojaških in civilnih terenskih vozil. Želja naročnika 
je bila celovita rešitev dela proizvodnje, ki skrbi za površinsko obdelavo sestavnih delov 
njihovih vozil. 
 
Obdelovanci so zelo različni, zato morajo istočasno in čim bolj optimalno potekati 
naslednji postopki galvanizacije: 
 cinkanje obdelovancev na obešalih 
 cinkanje obdelovancev v galvanskih bobnih 
 lakiranje obdelovancev iz drugih delov proizvodnje 
 predobdelava obdelovance za potrebe drugih delov proizvodnje 
 
Za obdelavo industrijskih in odpadnih voda skrbi čistilna naprava, ki jo sestavljajo 
podsklopi: 
 krogotočna naprava 
 skladišče kemikalij 
 priprava kemikalij 
 obdelava vhodne vode 
 zbiralniki koncentratov 
 šaržna obdelava koncentratov 
 filtriranje mulja 
 končno filtriranje 
 
Oprema za krmiljenje, regulacijo in nadzor je bila izvedena na dveh krmilnikih SIMATIC 
S7. Prvi je namenjen delu galvanske linije, drugi delu čistilne naprave.  
 
Nadzorni sistem obsega tri računalnike. Na dveh je izdelan projekt v programskem paketu 
SIMATIC WinCC in obsega oba sklopa. Računalnika sta enaka, na njima tečeta enaka in 
enakovredna projekta. Prvi se nahaja na pultu ob sami liniji in je namenjen operaterjem. 
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Drugi se nahaja v ločenem prostoru in je v osnovi namenjen tehnologom za izdelavo 
receptov in spremljanje proizvodnje. V primeru težave s prvim računalnikom lahko 
računalnik v pisarni prevzame naloge avtomatskega vodenja linije. 
 
Na tretjem računalniku je projekt izdelan v programskem paketu SIMATIC WinCC 
Flexible, obsega pa le sklop čistilne naprave. Fizično se ta računalnik nahaja v spodnjem 
prostoru, kjer se nahaja tudi čistilna naprava sama in je namenjen upravljanju le te.  
 
Komunikacija med krmilniki in računalniki poteka preko ETHERNET/PROFINET, med 
krmilnikoma in periferijo pa preko povezave PFOFIBUS/DP. Slika 2.1 prikazuje  
shemo omenjenih povezav. 
 
 Slika 2.1: Shema povezav PLC-PC-PERIFERIJA 
 
 
Na računalnikih je možno upravljanje z napravami želenih sklopov, izdelava receptur, 
izvajanje delovanja v različnih režimih, spremljanje delovanja linije in čistilne naprave, 
diagnostika in pregledovanje arhivov. 
 
Želeno je tudi čim bolj enostavno prenašanje podatkov na druge, nenamenske računalnike. 
To pomeni, da se lahko tudi na računalnikih, ki nimajo naloženega programskega orodja 
SIMATIC, urejajo recepture, pregledujejo arhivi in ostala diagnostika. To predstavlja 




3. Sredstva in oprema 
Pomemben korak pri snovanju vsakega sistema predstavlja izbira opreme. Od postavljenih 
zahtev je odvisna izbira strojne in programske opreme. 
3.1 Krmilniki 
Programirljivi logični krmilnik (PLK) je digitalno delujoča elektronska naprava, ki na 
podlagi ukazov, shranjenih v programirljivem pomnilniku, izvaja logične, sekvenčne, 
časovne in aritmetične operacije ter s tem vodi različne naprave in procese preko binarnih 
in analognih vhodov in izhodov [1]. 
 
V preteklosti so delo krmilnikov opravljala relejska vezja. Kljub zanesljivemu delovanju in 
enostavnosti realizacije so bila prostorsko potratna, zahtevala so veliko vzdrževanja, 
naknadno spreminjanje logike pa je bilo težavno. Korak naprej so prinesla digitalna 
elektronska vezja, vendar večina slabosti kljub temu ni bila odpravljena.  
 
Velike spremembe je omogočil razvoj mikroračunalnikov. PLK so tako postali 
nepogrešljiv del vsakega avtomatiziranega procesa. Najpogosteje delujejo v industrijskih 
okoljih, zato morajo biti grajeni na način, da kljub težkim pogojem, v katerih delujejo, 
zagotavljajo visoko zanesljivost. 
 
Glede na kompleksnost procesa se odločamo med kompaktno ali modularno izvedbo PLK. 
Osnovna zgradba obeh izvedb je enaka: delovanje omogočajo napajalnik, centralna 
procesna enota ter vhodni in izhodni moduli. Razlika je v tem, da modularni ponujajo 
poljubno konfiguracijo, v kateri prosto izbiramo med različnimi moduli. Kompaktni so 
primerni za manjše sisteme in običajno ponujajo omejeno število digitalnih vhodov in 
izhodov, medtem ko imamo pri modularnih na izbiro digitalne in analogne vhode/izhode, 
komunikacijske, varnostne in druge posebne module. PLK omogoča preko številnih 
protokolov tudi komunikacijo z drugimi napravami. 
 
Pri našem delu najpogosteje uporabljamo krmilnike proizvajalca Siemens. Ta ponuja 
različne krmilnike za širok spekter nivojev avtomatizacije (nekatere izmed teh prikazuje 
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slika 3.1), ki se glede na to delijo v več skupin: 
 Basic  
SIMATIC S7-1200 je kompaktna izvedba krmilnika, primerna za manjše sisteme.   
 Advanced 
V to družino spadajo krmilniki SIMATIC S7-300, S7-400 in S7-1500. So 
modularni in ponujajo širok spekter razširitvenih modulov. Razlikujejo se po moči, 
hitrosti, pomnilniku in možnostih povezav. Prvi se uporabljajo v srednje 
kompleksnih sistemih, so cenejši in fizično manjši. Drugi so dražji in namenjeni 
najkompleksnejšim sistemom. Najnovejša izvedba je S7-1500, ki naj bi s časom 
zamenjal starejša člana te družine. 
 Distributed 




Slika 3.1: Kompaktni in modularni krmilniki 
 
Na izbiro opreme je vplivalo več dejavnikov: 
 Potreba je po krmiljenju dveh sklopov. 
 Prostora, v katerih se sklopa nahajata, sta fizično ločena, vsak se nahaja v svojem 
nadstropju industrijskega obrata. 
 Sklopa se med seboj razlikujeta po nalogah in njihovi kompleksnosti. V galvanski 
liniji moramo poleg številnih enostavnejših naprav (kot so črpalke, ventili, 
ventilatorji, tuši, stresalnik) krmiliti tudi kompleksnejše, kot so denimo dvigala, kar 
se pozna tudi v večjem številu perifernih naprav. 
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 Obravnavamo različno veliko količino povratnih informacij (digitalnih z 
informacijami o statusu prej omenjenih naprav, nivojev tekočin v kemijskih kadeh 
ter analognih meritev). 
 
Odločili smo se za modularno izvedbo krmilnika, enega smo dodelili liniji, drugega čistilni 
napravi. Za linijo smo tako izbrali zmogljivejši SIMATIC S7-400, za delo na čistilni 




Slika 3.2: Strojna konfiguracija PLK 
 
Medsebojno povezavo enot omogočajo številni protokoli, med najpogosteje uporabljenimi 
so MPI, PROFIBUS in PROFINET. Za povezavo krmilnika s perifernimi enotami smo 




Za komunikacijo med napravami v sistemu smo uporabili dva protokola. Med krmilnikoma 
in periferijo poteka preko povezave PFOFIBUS/DP, med krmilnikoma in računalniki pa 
preko povezave PROFINET. 
3.2.1 PROFIBUS 
Protokol PROFIBUS je nastal v drugi polovici osemdesetih letih v Nemčiji ob sodelovanju 
večjega števila podjetij in inštitutov dejavnih na področju avtomatizacije. Cilj projekta, 
imenovanega fieldbus, je bil razvoj vodila, ki bi omogočal komunikacijo med napravami v 
avtomatiziranem procesnem okolju. Protokol je javno objavljen v dokumentu IEC 61158 
[2]. 
 
Deluje na principu gospodar in suženj, pri čemer je gospodarjev na enem vodilu lahko  tudi 
več, kar pomeni, da je na enem vodilu omogočeno nemoteno delovanje več sistemov in 
periferij hkrati. Gospodarji predstavljajo aktivne postaje in določajo promet podatkov po 
vodilu. Gospodar lahko brez zunanjega klica po vodilu pošilja sporočila, ko je v posesti 
žetona za dostop do vodila. Sužnji so pasivne postaje in ne sprejemajo žetonov oz. 
dovoljenja za dostop do vodila, temveč le potrjujejo sprejetje sporočila oziroma na zahtevo 
gospodarja s svojim sporočilom odgovorijo. 
 
Poznamo tri izvedbe protokola: 
 PROFIBUS-FMS (Field-bus Message Specification) 
To je prvotna izvedba protokola, katere namen je izmenjava kompleksnih 
informacij med gospodarji. Njegovo hibo predstavlja nefleksibilnost in je zato 
neprimeren za izmenjavo manj kompleksnih sporočil ali komunikaciji po večjih in 
kompleksnejših mrežah [2]. 
 
 PROFIBUS-DP (Decentralized Peripheral) 
Druga različica je enostavnejša, zato tudi hitrejša in omogoča prenos manj 
kompleksnih sporočil. Namenjena je povezavi gospodarjev in sužnjev, torej 




 PROFIBUS-PA (Process Automation) 
Tretja različica je namenjena predvsem procesom v eksplozivnih ali drugače 
nevarnih območjih, saj podatki in napajanje potekata po enem vodu, kar znižuje 
stopnjo nevarnosti. Ta lastnost omejuje maksimalno število priklopljenih naprav. 
Tudi hitrost prenosa podatkov je nižja, poteka pa po enakem protokolu kot 
PROFIBUS-DP, tako da so možne hibridne izvedbe le-teh [2]. 
3.2.2 PROFINET 
PROFINET (Process Field Net) je eden izmed najbolj razširjenih protokolov iz družine IE 
(Industrial Ethernet). Ti predstavljajo uporabo običajnih Ethernetnih protokolov, prirejenih 
za bolj zahtevna, industrijska okolja. 
 
Vsakemu modulu znotraj mreže PROFINET so dodeljeni trije naslovi. Ker se uporablja 
protokol TCP/IP, sta potrebna naslova MAC in IP. Oba sta lahko spremenljiva, MAC-
naslov z zamenjavo naprave, IP pa že v osnovi predstavlja dinamično formo naslavljanja. 
Iz potrebe po fiksnem naslovu izhaja uvedba imena naprave, logično ime modula, 
dodeljeno med konfiguracijo [3].  
V primerjavi z drugimi protokoli (denimo PROFIBUS) sta njegovi glavni prednosti višja 
hitrost prenosa podatkov, možna je tudi uporaba precej večjega števila naprav. V primeru 
priključitve računalnika kot nadzornega sistema je prihranek tudi v njegovi strojni 
konfiguraciji. Za vzpostavitev povezave namreč uporabimo običajno mrežno kartico, ni 
več potrebe po nakupu temu posebej namenjenih komunikacijskih procesorjev. 
3.3 Nadzorni sistem 
SCADA (Supervisory control and data acquisition) je pomemben gradnik vsakega 
avtomatiziranega procesa. Služi za nadzor in krmiljenje procesov. Glede na področje 
uporabe, kompleksnost procesa in želj uporabnika poznamo paleto od enostavnih do zelo 
kompleksnih sistemov SCADA. 
 
Poskusi upravljanja s procesi na daljavo segajo v začetek dvajsetega stoletja, do tedaj so 
namreč za celotno delovanje skrbeli operaterji lokalno. Prvi pristop je bil ta, da so za 
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upravljanje vsake naprave namenili po par ali več žic. Veliko potratnost takih sistemov so 
odpravili z multipleksiranjem signalov. Kmalu se je pojavila tudi potreba po telemetriji, saj 
je omogočala nadzor nad vrednostmi v procesu. Take vrednosti so si najprej zapisovali 
ročno, a so tudi to kmalu zamenjal stroji za beleženje podatkov. Izraz SCADA je prišel v 
uporabo v sredi šestdesetih let z vse pogostejšo uporabo računalnikov. Ti so sedaj že 
omogočali opravljanje več funkcij hkrati, kot so razbiranje podatkov, spremljanje njihovih 
vrednostih ali stanj, alarmiranje, beleženje podatkov in tudi prikaz le teh preko digitalnih 
ali zaslonov CRT. Nastale so enote RTU (Remote Terminal Unit), povezane na senzorje v 
procesu so signale pretvarjale v digitalne in jih pošiljale nadzornemu sistemu, istočasno pa 
so bile sposobne od njih sprejemati tudi ukaze [4].  
3.3.1 Nadzorni sistem SIMATIC WinCC 
Eno izmed najmočnejših in razširjenih orodij za izdelavo nadzornih sistemov je Siemensov 
programski paket SIMATIC WinCC (Windows Control Center). Program je namenjen 
uporabi v okolju Microsoft Windows. Sestavlja ga zbirka aplikacij (slika 3.3), ki služijo 
celotni konfiguraciji projekta, od izbire komunikacije do izdelave grafičnega vmesnika. 
 
 
Slika 3.3: SIMATIC WinCC 
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Jedro tvorijo naslednje aplikacije: 
 
 Računalnik (Computer) 
Zajema osnovne nastavitve, vezane na nadzorni računalnik. To so izbor aplikacij, 
katere naj se zaženejo ob zagonu, izbor jezika, izbor začetne slike, nastavitve 
osnovnega videza, zaklep tipk in drugo. 
 
 Upravljanje spremenljivk (Tag Management) 
Aplikacijo uporabljamo pri izdelavi procesnih spremenljivk. Te so lahko notranje 
ali zunanje, pri čemer moramo za zunanje definirati vrsto povezave. Pri tem lahko 
izbiramo s široke palete gonilnikov, podprte so namreč povezave po številnih 
protokolih. Poleg lastnih omogoča povezavo tudi na krmilnike drugih 
proizvajalcev, kot so Allen Bradley, Modicon in Mitsubishi. S pomočjo odjemalca 
OPC je možna povezava tudi na ostale manj razširjene sisteme oziroma druge 
proizvajalce. Spremenljivke lahko znotraj ustvarjene povezave urejamo v mape, ob 
izdelavi pa jim določimo še tip, naslov, začetno vrednost, limite in uredimo 
skaliranje njihove vrednosti. 
 
 Urejevalnik slik (Graphics Designer) 
Aplikacija služi izdelavi slik grafičnega vmesnika nadzornega sistema (NS). Ta 
služi kot vmesnik med človekom in strojem. Slike zajemajo enostavne grafične 
elemente, ponujenih je tudi mnogo že pripravljenih predlogov. Slike, izdelane v 
običajnem urejevalniku slik, lahko tudi uvažamo. Procesne spremenljivke 
prikažemo klasično preko vnosnih polj ali grafično, denimo v obliki drsnikov ali 
stolpičnega grafa. Poleg gumbov (na katere vežemo ukaze ali odpiranje drugih slik) 
lahko vstavljamo tudi posebne elemente, kot so običajne tabele, tabele alarmov, 
grafe, sezname. Vsak element lahko tudi dodatno animiramo ali nanj vežemo 
akcijo. Lastnosti elementa so lahko torej statične ali dinamične (podane preko 
dialoga, procesne spremenljivke ali rezultat akcije, napisane v jeziku C ali VBS). 
 
 Arhiviranje alarmov (Alarm Logging) 
Aplikacija služi izdelavi seznama alarmov in sporočil, ki se za nastavljeno časovno 
obdobje arhivirajo. Lahko jih združujemo v skupine in to kasneje v urejevalniku 
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slik uporabimo kot filter ob prikazu v oknu alarmov. 
 
 Arhiviranje spremenljivk (Tag Logging) 
V tej aplikaciji definiramo procesne spremenljivke, katerih vrednosti naj se beležijo 
za nastavljeno časovno obdobje. Arhiv spremenljivk nam je v pomoč ob analizi 
delovanja procesa in nujen za zagotavljanje sledljivosti proizvodnje ali kot denimo 
dokaz delovanja čistilne naprave. 
 
 Urejevalnik predlog in nalog tiskanja (Report Designer) 
Aplikacija služi urejanju predlog (Layouts) in nalog (Print jobs) za tiskanje poročil. 
Poročila zajemajo izpise izdelanih šarž, grafe delovanja usmernikov, grafe 
temperatur ali drugih meritev. 
 
 Urejevalnik skript (Global Script) 
WinCC pod tem menijem ponuja dve aplikaciji: C-Editor in VBS-Editor. Služita 
izdelovanju skript v programskih jezikih C in VBA (Visual Basic for Applications) 
in tako predstavljata močno orodje in prednost zaradi tako pridobljene odprtosti 
sistema. Omogočata izdelavo tako enostavnih kot tudi zelo kompleksnejših funkcij. 
Ob tem imamo tudi popoln dostop do vseh grafičnih elementov in objektov znotraj 
WinCC. 
 
 Urejanje večjezičnosti (Text Library, Text Distributor) 
Uporaba standarda UNICODE omogoča enostavno implementacijo večjezičnih 
aplikacij. Prevode v več jezikov urejamo s pomočjo vgrajenega tekstovnega 
urejevalnika Text Library ali z enostavnim izvažanjem in uvažanjem tekstov s 
pomočjo orodja Text Distributor. Nadzorni sistem je lahko večjezičen in je 
neodvisen od jezika operacijskega sistema samega. 
 
 Administrativna orodja - Administrative Tools 
Pomembno poglavje predstavljajo administrativne pravice. Podpora številnim 
nivojem je nujna, saj lahko tako različnim skupinam uporabnikov nadzornega 
sistema priredimo različne nivoje poseganja v sistem. Operaterju omogočamo 
dostop do delov nadzornega sistema, ki služijo za upravljanju sklopov, tehnologom 
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dovolimo vpogled v arhive, izdelovanje novih receptom. Najvišji, administratorski 
nivo vsebuje nastavitve stroja, kot so recimo parametri vožnje dvigal. 
 
Še eno prednost predstavlja vgradnja paketov WinCC/Connectivity Pack in 
WinCC/Connectivity Station, saj odpirata vrsto dodatnih komunikacijskih kanalov z 
uporabo WinCC OLE-DB Provider OPC. Prvi je uporabljen v kombinaciji s sistemom 
WinCC, drugi brez [5]. 
 
Zaradi omenjenih lastnosti smo se odločili uporabiti SIMATIC WinCC na obeh glavnih 
nadzornih računalnikih. Izbira nam omogoča: 
 enostavno komunikacijo z izbranimi krmilniki 
 grafično orodje vključujoč skript VBA omogoča visoko prilagodljivost prikaza 
delovanja linije in čistilne naprave 
 zmožnost arhiviranja spremenljivk in alarmov 
 tisk poročil 
 večjezičnost 
 uporaba skript VB in C daje možnost visoke prilagodljivosti željam končnega 
uporabnika in moč selitve velikega dela in selitev algoritmov avtomatskega 
delovanja linije iz krmilnika na računalnik. 
3.3.2 Nadzorni sistem SIMATIC WinCC Flexible 
Nekoliko drugačna, oslabljena različica Siemensovega programskega paketa SIMATIC 
WinCC je SIMATIC WinCC Flexible. V osnovi je namenjen programiranju naprav HMI 
(Human machine interface) in manj kompleksnih projektov. Konfiguracija in uporaba 
izdelanega projekta potekata v okolju Microsoft Windows. Projekt, izdelan s tem orodjem, 
moramo najprej prevesti (angl. compile), šele nato ga je moč namestiti in zagnati na HMI-
napravi. Običajno so te naprave operacijski paneli, čeprav je možna namestitev tudi na 
računalnik v obliki WinCC Flexible Runtime. 
 
Pri izbiri strojne opreme (računalnik ali tip panela) moramo biti posebej pozorni, njena 
izbira namreč vpliva na številne funkcije orodja samega. Že ko ustvarimo projekt, moramo 




Slika 3.4: SIMATIC WinCC Flexible 
 
Glavna orodja za oblikovanje projekta (slika 3.4) so: 
 
 Slike (Screens) 
To je orodje za izdelavo slik grafičnega vmesnika nadzornega sistema, podobno 
tistemu v WinCC. Slike zajemajo enostavne grafične elemente, ponujenih je tudi 
mnogo že pripravljenih predlogov. Tudi tu procesne spremenljivke prikažemo 
klasično preko vnosnih polj ali grafično, denimo v obliki drsnikov ali stolpičnega 
grafa. Poleg gumbov (na katere vežemo ukaze ali odpiranje drugih slik) lahko 
vstavljamo tudi posebne elemente, kot so običajne tabele, tabele alarmov, grafe, 
sezname. Animiranje elementov slik je tu omejeno, njihove lastnosti lahko vežemo 
le direktno na procesne spremenljivke. Izvajanje skript lahko vežemo samo na 
aktivne elemente, kot je denimo gumb. 
 
 Upravljanje spremenljivk (Communication) 
Tu je zbrano več orodij: Orodje za izdelavo procesnih spremenljivk (Tags), 
povezav (Connections) in definicijo časovnik ciklov (Cycles). Možnosti urejanja 
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spremenljivk in ustvarjanja povezav s krmilniki so podobno bogate kot v paketu 
WinCC. Razlika je v le v tem, da je tu pričakovanih manj procesnih spremenljivk in 
zato denimo ni možnosti urejanja teh v mape. 
 
 Upravljanje alarmov (Alarm Management) 
Orodje služi definiciji alarmov, sporočil in sistemskih sporočil. 
 
 Urejanje skript (Scripts) 
V razliko z WinCC imamo tu na razpolago samo VB-skripte, njihovo število pa je 
omejeno. 
 
 Administrativna orodja (Runtime User Administration) 
Orodje namenjeno urejanju administrativnih pravic. Upravljanje panela, dostop do 
določenih slik ali funkcij, omejimo glede na v sistem prijavljenega uporabnika. 
 
 Nastavitve naprave (Device Settings) 
Orodje zajema osnovne nastavitve, kot so izbira strojne opreme, začetne slike in 
uporabljenih jezikov. 
 
 Jezikovne nastavitve (Language Settings) 
Orodje uporabljamo za urejanje prevodov, glede na izbran jezik lahko definiramo 
tudi uporabo različnih grafik. 
 
Poleg opisanih so glavne razlike v primerjavi z WinCC še: 
 ni možnosti postavitve v arhitekturo strežnik/odjemalec, 
 število zunanjih spremenljivk je precej manjše, 
 arhiviranje je omejeno - omogočeno je sicer z dokupom dodatnih licenc, a še vedno 
precej okorno, saj je za uporabniku prijazno delo z njimi potrebno pisanje dodatnih 
skript. 
 
Z opisanim programskim paketom izdelan nadzorni sistem je lahko uporaben tudi kot 




Kljub omejitvam je tak sistem primeren za uporabo na računalniku, namenjenemu 
upravljanju s čistilno napravo. Predstavlja velik finančni prihranek v primerjavi z ostalima 
dvema sistemoma, kljub temu pa omogoča polno funkcionalnost glede na predstavljene 
zahteve. 
3.4 Pregled linije 
Galvansko linijo cinkanja sestavljajo trije kraki (slika 3.7): 
 vhodni krak obešal s hranilnikom 
 vhodni krak bobnov in predobdelava 
 krak obdelave (cinkanje, pasiviranje in lakiranje) 
 
 
Slika 3.5: Osnovna slika - Linija 
 
Premike obdelovancev po liniji opravlja pet dvigal in dva prekladalca. Postopki 
obdelovanja, tako pomiki kot časi obdelovanja so lahko zaradi fizičnih lastnosti 
obdelovancev ali želenih tehnologij obdelave in debelin nanosov zelo različni. Kljub temu 
jih lahko na grobo razdelimo v štiri skupine: 
 cinkanje obdelovancev na obešalih 
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 cinkanje obdelovancev v galvanskih bobnih 
 lakiranje obdelovancev iz drugih delov proizvodnje 
 predobdelava obdelovance za potrebe drugih delov proizvodnje 
 
Delovanje linije poteka v treh režimih: 
 Servisni režim 
Namenjen je servisnim posegom v liniji. 
 Ročni režim 
Omogoča ročno upravljanje z linijo. Dvigala premikamo preko lokalnih komand na 
dvigalih ali preko nadzornega sistema. 
 Avtomatski režim 
V avtomatskem režimu potekajo premiki obešal in bobnov po predpisanem 





V prvem primeru se pomiki izvajajo v ciklih. Vsako dvigalo oziroma prekladalec v 
enem ciklu izvede vnaprej določene korake. Skupek vseh nalog, ki se izvedejo v 
enem ciklu, predstavlja program. Program sestavlja skupek datotek, po ena na 
vsako napravo, v kateri so našteta zaporedja korakov in pogoji za prehod na 
naslednjo nalogo, saj lahko naprava za izvedbo določeno nalogo zahteva izpolnitev 
pogojev, ki so vezani za druge naprave v procesu. Naprave si šarže podajajo, zato 
moramo poskrbeti, da so njihove akcije med seboj usklajene. Tak program je 
predpripravljen in ga naročnik ne more spreminjati. Sestavljen je glede na želen 
hodogram in prilagojen tehnologiji obdelave. Gibi so razvrščeni tako, da obdelava 
poteka čim bolj optimalno. Spreminjamo lahko določene parametre obdelave, kot 
so nastavitve pomožnih naprav (stresalnik, izpihovalnik, usmerniki) in tudi 
tehnološke čase obdelave po kadeh, vendar le v dovoljenih mejah, saj sicer 
porušimo časovni potek cikla. Vse te parametre shranjujemo v recepte, pod 
določeno kodo za vsak izdelek posebej.  Česar ne moremo spreminjati, je zaporedje 




Drugi pristop je precej bolj odprt. Omogoča, da se istočasno izvajajo poljubni 
postopki obdelave. Za optimalno delovanje skrbi poseben skupek VBA-skript, 
izveden znotraj WinCC, ki določa optimalne premike bobnov in obešal po liniji 
glede na njihovo trenutno število, pozicijo, posebne zahteve obdelave in ostanka 
časov obdelav. Premiki tukaj niso vnaprej določeni, vsaka naprava posebej se 
odloča o naslednjih korakih, odločitev pa sprejmejo glede na trenutno zbrane 
informacije o stanju celotnega sistema. Cikla v tem primeru ni. Recept je ob 
uporabi tega pristopa precej razširjen. Poleg nastavitev pomožnih naprav je 
potrebno definirati tudi tehnološki postopek obdelave s tehnološkimi časi in 
morebitne zahtevane posebnosti (prioritete).  
 
Vsaka metoda ima svoje prednosti in slabosti. Prvi način je primeren predvsem za 
linije z eno vrsto izdelka, oziroma proizvodnjo, kjer se izdelujejo večje serije šarž s 
podobno tehnologijo obdelave. Premiki šarž po liniji so namreč izračunani 
optimalno glede na tehnologijo in fizične dispozicije linije tako, da poleg 
ponovljivosti dosežemo tudi čim večji iznos. Za delo z raznolikimi šaržami je 
precej bolj primeren drugi pristop. Omogoča tudi prilagajanje in pisanje poljubnih 
programov brez posega programerja. Recepte in s tem tehnološke programe sestavi 
tehnolog sam. 
 
V našem primeru smo se skupaj z naročnikom glede na tip proizvodnje odločili za 
uporabo prosto-programirnega pristopa avtomatskega načina delovanja. Zelo težko 
bi namreč napisali program, ki bi istočasno izvajal med seboj tako različne 
postopke. 
 
Tako v ročnem kot avtomatskem režimu si pri delu pomagamo z recepti in za šarže 
izdelujemo arhive. Razlika med režimoma je v tem, da premike po liniji v ročnem 
režimu opravljajo operaterji sami, v avtomatskem pa to prepuščamo temu namenjenim 
algoritmom po programu oziroma upoštevanju izbrane tehnologije. Naprave v kadeh se 




3.5 Dostopanje do podatkov znotraj WinCC 
Želja po delu z recepturami in obdelavi podatkov iz arhivov tudi zunaj NS izpostavi 
zahtevo po komunikaciji med WinCC in drugimi aplikacijami.  
 
WinCC ima že standardno vgrajen strežnik OPC DA 3.0 (Data Access), ki omogoča 
dostop do vseh podatkov v sistemu. Istočasno lahko kot odjemalec (tudi preko spleta) črpa 
podatke iz drugih aplikacij. Možna je torej izmenjava podatkov med našim sistemom in 
drugimi višje-nivojskimi aplikacijami za obdelavo podatkov, kot so: 
 ERP (Enterprise resource planning - sistemi za celovito obvladovanje poslovanja), 
 MES (Manufacturing Execution System - sistem za podporo izvajanju proizvodnje 
oz. proizvodni informacijski sistem) 
 pisarniški programi (Microsoft Excel, Microsoft Access in drugi).  
Prednosti so enostavna integracija z ostalimi sistemi za nadzor ter vodenje poslovanja in 
proizvodnega procesa, dostop to podatkov (trenutnih ali zgodovine) iz drugih računalnikov 
preko standardnih vmesnikov in možnost dodatne analize pridobljenih podatkov z uporabo 
drugih orodij [6]. 
 
Številne nadaljnje komunikacijske možnosti preko standardnih vmesnikov (slika 3.5) 
odpira uporaba paketa Connectivity (Connectivity Pack in Connectivity Station):  
 
 WinCC OLE-DB Provider 
 OPC XML DA Client 
 OPC UA Client  
 OPC HDA Server 
 OPC A&E Server  
 OPC XML DA Server  





Slika 3.6: Dostop do WinCC preko OPC in OLE-DB [6] 
 
OLE DB predstavlja nabor vmesnikov, ki temeljijo na COM (Component Object Model) in 
omogočajo vpogled v podatke, shranjene v različnih virih. COM  je Microsoftov objektno 
orientiran model, ki definira obnašanje objekta znotraj enega ali več procesov. Ti vmesniki 
priskrbijo aplikacije z enotnim dostopom do podatkov, shranjenih v različnih 
informacijskih virih ali podatkovnih skladiščih. Podpirajo obseg funkcionalnosti DBMS 
(Database Manegement system) (plast programa med bazo in uporabnikom) primerno 
podatkovnemu skladišču in mu tako omogočajo izmenjavo podatkov [8]. 
 
WinCC OLE-DB Provider omogoča direkten dostop do shranjenih podatkov, ki jih WinCC 
shranjuje denimo v bazi Microsoft SQL Server. Ti zajemajo alarme, procesne vrednosti in 
druge uporabniške podatke.  
 
Komunikacijo med WinCC in WinCC OLE-DB Provider omogočajo skripte napisane v 
Visual Basic ali VB.NET ob uporabi VB.ADO DB in ADO.NET [7]. 
 
Microsoftov ADO (ActiveX Data Object) sestavlja niz objektov COM za dostop do 
podatkovnih virov. Je del družine MDAC (Microsoft Data Access Components) in 
predstavlja vmesnik med programskimi jeziki in OLE DB. Microsoft ga je vpeljal kot 
zamenjavo za druge vmesnike, kot so RDO (Remote Data Objects) in DAO (Data Access 
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Objects). Omogoča nam, da razvijemo program za dostop do baz, ne da bi poznali, kako je 
ta uporabljana v samem procesu. Ravno tako za dostopanje do podatkov ni potrebno 
poznavanje SQL, čeprav omogoča tudi direktno izvajanje ukazov SQL. 
 
ADO sestavljajo štiri zbirke in dvanajst objektov: 
 Zbirke: Fields, Properties, Parameters, Errors 
 Objekti: Connection, Command, Recordset, Immediate, Batch, Transaction, 
Record, Stream, Parameter, Field, Property, Error [9] 
 
Osnovna oblika procedur za dostopanje in obdelavo podatkov s pomočjo ADO je ne glede 
na našo nalogo sestavljena is podobnega zaporedja korakov. Procedure se tako razlikujejo 
v poizvedbi, obdelavi pridobljenih podatkov in nalogah, zaradi katerih do podatkov sploh 
želimo. 
 
Splošni postopek (slika 3.7) gre po korakih: 
 Ustvarimo objekta Connection in Recordset 
Prvi predstavlja povezavo na bazo preko OLE DB in vsebuje informacije o trenutni 
seji. Drugega uporabimo za branje zahtevanih podatkov. 
 Odpiranje povezave 
Prej definiranemu objektu Connection preko metode Open s parametri v obliki 
znakovnega niza podamo metodo povezave na bazo. Ti parametri zajemajo več 
lastnosti, prvi je običajno ponudnik OLD DB, drugi pa vir podatkov. 
 Pridobivanje podatkov 
Podatke preberemo v na začetku ustvarjeni objekt tipa Recordset. Tega sestavlja 
več objektov tipa Record, kateri predstavljajo zapis v ciljni tabeli v obliki polja. 
 Obdelava podatkov 
Pridobljene podatke obdelamo. 
 Opravimo spremembe 
Po potrebi lahko podatke v bazi spremenimo, dopolnimo, dodamo. 
 Zapremo povezavo 





Slika 3.7: Postopek ADO 
3.6 Uporaba baz znotraj in izven WinCC 
Za delo z recepti in arhivi sta v proizvodni hali namenjeni dve postaji. Prva se nahaja ob 
nakladalnih mestih in je namenjena operaterjem, druga pa v ločenem prostoru in je 
namenjena tehnologu. Računalnika sta enakovredna, kar pomeni, da je na obeh naložena 
enaka kopija projekta WinCC. Nista v postavitvi strežnik-odjemalec, zato moramo interno 
zagotoviti delitev nalog med njima. Arhiviranje smemo dovoliti le na enem računalniku 
(da ne pride do podvajanja vpisov), brskanje po izdelanem arhivu pa mora biti mogoče na 
obeh. Podobno velja za recepte, le da je njihova izdelava možna kjerkoli. Poleg tega je 
zahtevana tudi možnost izvoza na druge računalnike za potrebe urejanja in analize 
podatkov. Cilj je shranjevanje podatkov v obliki, ki omogoča enostavno obravnavo in 
sinhronizacijo podatkov na sistemu SCADA ter možnost uporabe izdelanih baz s pomočjo 
drugih aplikacij. 
 
WinCC predvideva izdelavo arhivov s pomočjo paketa User Archives. Ta omogoča vpis in 
hrambo podatkov ter izmenjavo z drugimi enotami. V krmilnik lahko shranjene podatke 
prenesemo kot parametre obdelave. Pregled znotraj sistema SCADA omogočajo tabele 
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WinCC User Archive Control ob pomoči ActiveX Control, katere so integrirane v grafični 
urejevalnik. Dostop shranjenih podatkov je možen tudi po spletu, s pomočjo paketa 
WebNavigator. Za uporabo teh paketov je seveda potreben nakup dodatnih licenc. 
Omenjene zahteve ob upoštevanju dejstva, da je potrebno za vsak računalnik dokupiti 
licence, znatno podražijo celotni sistem. 
 
Tukaj se izkaže moč orodij, katere ponuja WinCC. Že z osnovno različico programa, brez 
dokupa dodatnih licenc, lahko z nekoliko truda izdelamo vmesnik, ki je sposoben 
manipulirati s podatki in jih shranjevati obliki, odprti za nadaljnjo obdelavo tudi na drugih 
računalnikih. To nam omogočajo fleksibilnost grafičnega urejevalnika in široka možnost 
uporabe skript VBS. Možnosti oblik zapisa so številne, a smo se zaradi razširjenosti 
odločili za uporabo baz, katere obdelujemo z aplikacijo Microsoft Access. Kljub temu, da 
bazo izdelamo s pomočjo orodja Microsoft Access, velja omeniti, da za delo na nadzornem 
sistemu namestitev programskega paketa Access ni potrebna. Potrebujemo ga ob izdelavi 
projekta, tako da za naročnika ne predstavlja nobenega dodatnega stroška. 
 
Microsoft Access spada v družino izdelkov Microsoft Office in je orodje za izdelovanje 
baz ter njihovo upravljanje (database management system DBMS). Podatke shranjuje v 
lastnem formatu, ki temelji na Miccrosoft Jet Databese Engine. Tako kot ostale aplikacije 




4. Recepti in arhiv 
4.1 Recepti 
Recept je zbirka informacij, ki nam povedo, po kakem postopku naj bo šarža obdelana. 
Predstavljajo bistven gradnik v avtomatskem režimu delovanja linije, saj se modul za 
avtomatsko vožnjo dvigal o nadaljnjih korakih odloča ravno na podlagi potrjenih receptov. 
Podobno velja za vse ostale naprave. Istočasno je recept operaterju v pomoč tudi v ročnem 
režimu, saj se upoštevajo vsi nastavljeni parametri naprav. Premike dvigal v tem primeru 
opravlja ročno sam, kljub temu pa so mu predvideni časi obdelave v pomoč, v obliki 
štoparice pod kadjo. 
 
Recepte izdela tehnolog na temu namenjeni, z geslom zaščiteni sliki. Vsak izdelek oziroma 
postopek obdelave je predstavljen z enoumno galvansko kodo, obsega pa še sledeče 
podatke: 
 Opisne informacije  
Tu so zajeti podatki, ki na sam postopek obdelave nimajo vpliva, služijo le 
informativno in so neobvezni. Nosijo ime izdelka in naročnika, omogočajo tudi 
vpis imena tehnologa, ki je recept sestavil. Receptu lahko pripiše tudi dodatna 
navodila ali opozorila, katera so operaterjem v pomoč ob delu. Ko recept shranimo, 
dobi le ta tudi svoj časovni žig. 
 Izbira boben ali obešalo 
Linija je namenjena obdelavi različnih obdelovancev. Postopek obdelave lahko 
poteka z natikanjem na obešala ali z vsipanjem v galvanske bobne. Ta izbira nam 
omogoča različne nastavitve, ki so lastne bobnom in obešalom. 
 Vrtenje bobna 
Tehnologija lahko zahteva, da se bobni v določenih kadeh vrtijo. Pri tem imamo 
možnost nastavitve neprekinjenega ali pulznega vrtenja, pri slednjem pa tudi čas 
delovanja in mirovanja. 
 Parametri usmernikov 
V kadeh elektro-razmaščevanja in cinkanja imamo nameščene usmernike. Izbira 
dela z bobni ali obešali vpliva tudi na ta izračun. V prvem primeru se namreč dozira 
obdelovance na težo, medtem ko je za obešala podano število kosov. Tehnolog 
24 
 
določi osnovne podatke obdelovancev (površina ali teža kosa) in predpisano 
gostoto toka. Tok se nato iz teh vhodnih podatkov izračuna. Določeni obdelovanci 
zahtevajo tekom obdelave različne gostote toka. V konkretnem primeru so 
predvidene tri faze, zato definiramo lahko tri časovne pasove, vsakega s svojo 
gostoto toka. 
 Stresanje in izpihovanje 
Določeni obdelovanci pred vhodom v sušilnik zahtevajo stresanje ali izpihovanje. 
 Pot bobna ali obešala 
V tej rubriki določimo pot ter tehnološke čase obdelave za izbran izdelek. 
4.1.1 Bazi receptov in tehnologije 
Recept lahko razdelimo na dva dela. Prvi zajema osnovne podatke recepta, drugi pa pot 
bobna oziroma obešala - postopka obdelave oziroma tehnologije. To smo predstavili z 
izdelavo dveh ločenih datotek. Bazi receptov in tehnologije pripravimo s pomočjo orodja 
Microsoft Access in jo shranimo v obliki datoteke mdb (slika 4.1).  
 
 
Slika 4.1: Baza receptov 
 
Ob kreiranju baze lahko ustvarimo poljubno število tabel, v katerih shranjujemo različne 
podatke. V primeru osnovnih parametrov recepta je za zagotavljanje preglednosti dovolj 
ena. Več jih običajno izdelamo, ko na enem računalniku združujemo več različnih linij. V 
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tabeli definiramo polja, določimo njihova imena in tipe tako, da je njihov namen iz opisa 
jasen in se sklada s procesno spremenljivko, definirano v nadzornem sistemu. 
 
Druga datoteka predstavlja bazo tehnologije (slika 4.2). Ta zajema pot bobna oziroma 
obešala. Zaradi preglednosti smo jo izdelali v obliki več tabel, vsaka od njih predstavlja 




Slika 4.2: Baza tehnologije 
4.1.2 Ekranske slike receptov 
Z recepti upravljamo na več nivojih, zato imamo na nadzornemu sistemu temu namenjeno 
večje število slik: 
 izdelava receptov 
 nakladalna mesta 
 šarže v obdelavi 
Izdelava receptov 
Slika je namenjena izdelavi, spreminjanju in kopiranju obstoječih receptur. Dostop do nje 
je zaščiten, dovoljen le tehnologu. Njen osnovni videz se glede na izbiro, ali gre za boben 













Nekateri parametri obdelave so zanju lastni (vrtenje bobna ali izpihovanje obešal), zato jih 
temu primerno prikažemo in uporabimo ali ne. 
 
Slika poleg polj vseh parametrov vsebuje tudi orodno vrstico za upravljanje z recepti. 
Orodno vrstico sestavljajo gumbi: 
 Nov recept 
 Shrani recept 
 Briši recept 
 Odpri recept 
 Tiskanje recepta 
 Seznam receptov 
 
Poleg polja kode recepta se nahajajo gumbi za lažje listanje med shranjenimi recepti: 
 Na začetek seznama 
 Nazaj 
 Naprej 
 Na konec seznama 
 
Pod vsakim od teh gumbov se nahaja klic ene ali več procedur iz modula, namenjenega 
upravljanju z recepti. 
Vsak recept predstavimo pod določeno kodo. V grobem lahko parametre recepta razdelimo 
na tri dele: del z opisnimi podatki, del s parametri delovanja naprav po liniji ter del s 
postopkom obdelave. Nekateri od teh so vezani na količino obdelovancev, v našem 
primeru so to tokovi elektro-razmaščevanja ter cinkanja. Odvisni so od fizičnih lastnosti 
obdelovanca, količine (polnitve bobnov ali števila nataknjenih obdelovancev na obešala) 
ter želene gostote toka, vendar tukaj pravo spremenljivko predstavlja količina 
obdelovancev. Običajno tehnolog določi maksimalno količino obdelovancev ter tako dobi 
informativni izračun, pri čemer dobi tudi informacijo, ali je morda prekoračil dovoljeni 
maksimalni tok usmernikov. Izračunanih tokov tako ne hranimo, hranimo le lastnosti in 
predvideno količino obdelovancev, izračun pa vsakič opravimo sproti. Operater lahko tako 






Slike nakladalnih mest so namenjene operaterjem, omogočajo jim odpiranje pripravljenih 
receptov. To počnejo z vpisom kode v temu namenjeno polje. Če je odpiranje uspešno, se 
ostala polja dopolnijo s shranjenimi parametri. Po potrebi se spremeni količino 
obdelovancev, pri čemer se ponovno izračunajo na to vezani parametri. Recept je tako 
pripravljen za potrditev. 
 
Slik nakladalnih mest je več, vsako od treh ima svojo lastno. To omogoča neodvisno delo 
na vseh treh mestih hkrati. Operater, zadolžen za delo z recepti, tega pripravi, skupine 
namenjene natikanju na obešala oziroma polnjenje bobnov pa ob končanem delu šaržo le 
še potrdijo. Ob potrditvi se na šaržo zapiše recept, ta je tako pripravljena za prevzem in 
obdelavo. Ekransko sliko prvega nakladalnega mesta prikazuje slika 4.5. 
 
  
Slika 4.5: Slika Nakladalno mesto 1 
Šarže v obdelavi 
Za lažje spremljanje šarž v obdelavi operaterju omogočamo, da s klikom nanjo preveri 
njene parametre. Podrobnejši vpogled omogočajo tri podslike (slika 4.6). Vsaka od njih 
predstavlja skupino parametrov, pri čemer se določeni berejo iz krmilnika, drugi iz baze 
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Slika 4.6: Podslike Šarže v obdelavi 
4.1.3 Modul za upravljanje z recepti 
S pomočjo programa VBS-Editor pripravimo modula, ki zajemata vse potrebne akcije v 
obliki procedur VBScript. Prvi modul skrbi za osnovne parametre recepta, drugi za 
tehnologijo. Struktura obeh modulov je praktično enaka, razlika je le v tem, da se vsak 





Uporabljamo dva tipa procedur: 
 Sub procedura 
Ta tip procedur vključuje akcije VBScript zajete znotraj ukazov Sub in End Sub. 
Uporabljajo lahko vhodne argumente v obliki konstant, spremenljivk ali drugih 
izjav. Vrednosti kot rezultat izvajanja take procedure ne vračajo. 
 Function procedura 
Ta tip procedur vključuje akcije VBScript zajete znotraj ukazov Function in End 
Function. Od procedur tipa Sub se razlikujejo po tem, da vračajo rezultate izvajanja 
procedure. 
Definicija polja podatkov 
Na začetku modula definiramo polje z imeni procesnih spremenljivk. Ti predstavljajo 
povezavo med elementi v pripravljeni datoteki baze receptov in procesnimi 
spremenljivkami.  
 





B1tagArrR(B1st) = "B1I_Rec_RecSestavil" 
B1st=B1st+1 
B1tagArrR(B1st) = "B1I_Rec_DatumIzdelave" 
B1st=B1st+1 
 
Definirano polje podatkov je lokalna spremenljivka, do katere lahko dostopajo vse 
procedure znotraj tega modula. Služi nam kot medpomnilnik, delo nam olajša tako, da vanj 
vpisujemo s pomočjo enostavne zanke. 
Procedura generiranja svežega recepta 
Procedura tipa Sub služi ponastavitvi vrednosti polj na izhodiščne. Za to uporabimo prej 
pripravljeno polje z imeni procesnih spremenljivk, pri čemer tudi upoštevamo, ali gre pri 




Procedura ponastavitve parametrov 
Procedura tipa Sub služi ponastavitvi vrednosti polj na izhodiščne na nakladalnem mestu, 
njen namen je izključno varnostni. Vrednosti, vključno s kodo recepta, postavimo na 
izhodiščne v dveh primerih: 
 
 Prišlo je do poskusa odprtja napačnega recepta 
Imamo tri nakladalna mesta, pri čemer sta dve (številka 1 in 2) namenjeni 
nakladanju obešal, eno (številka 3) pa polnjenju bobnov. Ker so uporabljeni 
parametri za ene in druge različni, ne smemo dovoliti, da bi operater pomotoma na 
boben potrdil recept, izdelan za obešalo, in obratno. Poleg slabe šarže lahko namreč 
pride do poškodbe opreme. Po pomoti bi lahko operater recimo ukazal stresanje 
bobna. 
 
 Operater poskusi odpreti recept, ki ne obstaja. 
S tem ko vrednosti postavimo na izhodiščne, operaterju že vizualno sporočimo, da 
je ob vpisu kode napravil napako, istočasno mu tudi onemogočimo potrditev šarže. 
 
S tem ko šarži ne priredimo kode izdelka, krmilniku sporočimo, da mora preprečiti 
uporabo gumba potrditve šarže na dotičnem nakladalnem mestu. Tipka potrditve 
nakladanja ima za operaterja tri stanja: 
 Tipka ne gori: Šarže ni možno potrditi, saj na nakladalnem mestu ni bobna/obešala 
ali recept ni odprt. 
 Tipka utripa: Šaržo je možno potrditi. 
 Tipka gori: Šarža je potrjena. 
 
Kot vhodni parameter moramo proceduri podati številko uporabljenega nakladalnega 
mesta. Vsako nakladalno mesto ima svojo skupino procesnih spremenljivk. 
Procedura brisanja recepta in tehnologije 
Procedura tipa Sub služi brisanju že izdelanih receptov. V tej proceduri se v razliko od 
prejšnjih dveh prvič povezujemo z ustvarjeno bazo. Naša naloga je, da obstoječ recept 




 Najprej opravimo definicijo uporabljenih spremenljivk, vključno z določitvijo poti do 
mape z vsebujočo bazo. V našem primeru se ta nahaja na lokalnem računalniku v mapi 
DATA izdelanega projekta. Ta mapa bi se lahko nahajala kjerkoli, lahko tudi na 
drugem računalniku ali mrežnem disku. Važno je le, da imamo pravice dostopati do 
nje.  
 
 V naslednjem koraku ustvarimo objekta Connection in Recordset. Prvi služi povezavi 
na bazo, drugi pa predstavlja objekt, v katerega bomo želene podatke brali. 
 
 Sledi odprtje povezave prej definiranemu objektu Connection po metodi Open, ki v 
obliki znakovnega niza podaja metodo povezave in vir podatkov. V našem primeru 
smo se odločili za hranjenje receptov v obliki baze Access, zato je podana metoda 
(Provider) povezava ADO preko OLE DB, vir podatkov (Data Source) pa prej 
omenjena datoteka: 
 
 Conn.Open "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & proPath & 
"\DATA\B1Recepti.mdb" 
 
 Sledi podajanje poizvedbe, s pomočjo katere iz tabele pridobimo želene podatke. 
Najprej nas zanima, če recept z izbrano kodo sploh obstaja. 
 
Set RecS = Conn.Execute("select Koda from B1Recepti where Koda='" & koda & "';") 
 
 Če zapis obstaja, odpremo pogovorno okno, s katerim zahtevamo potrditev brisanja. 
Ob pritrdilnem odgovoru sestavimo novo poizvedbo, tokrat za brisanje. 
 
 Set RecS = Conn.Execute("delete from B1Recepti where Koda ='" & koda & "';") 
 
 Pred koncem ponastavimo polja recepta na izhodiščne vrednosti in zapremo povezavo 
ter prej odprta objekta (objekt s povezavo in podatki). 
 
Postopanje v drugem delu, ob brisanju tehnologije, je podobno. Sestrski modul se razlikuje 
le v klicu druge datoteke ter večjemu številu poizvedb (ukazov brisanja), saj so v tej 
datoteki tabele parametrov razporejene v več tabelah. 
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Procedura shranjevanja recepta in tehnologije 
Poleg ustvarjanja novih receptov moramo tehnologu omogočiti tudi to, da že izdelane 
recepture spremeni. Spremembe se lahko pojavijo zaradi želje po spremembi tehnologije 
obdelave ali menjave kemije. Obe nalogi omogoča procedura tipa Sub. Ta najprej preveri, 
če recept s to kodo že obstaja. Če še ne obstaja, opravimo vpis, v drugem primeru pa 
odpremo pogovorno okno z opozorilom in zahtevano potrditvijo zamenjave že obstoječega 
recepta. Ob pritrditvi stari recept izbrišemo in vpišemo novega s svežimi podatki.  
 
 If IsEmpty(ret) Or ret = 6 Then 
  strSQL = "insert into B1Recepti values (" 
  Do While i < B1FieldsNumR - 1  
   If i=1 Then  
      currDatTime = Date & " " & Time 
      strSQL = strSQL & "'" & currDatTime & "'," 
   Else 
      strSQL = strSQL & "'" & HMIRuntime.Tags(B1tagArrR(i)).Read & "'," 
   End If 
   i = i + 1 
  Loop 
  strSQL = strSQL & "'" & HMIRuntime.Tags(B1tagArrR(i)).Read & "');" 
 
V primeru že obstoječega recepta bi lahko postopali tudi drugače. ADO nam omogoča tudi 
le posodobitev tabele z ukazom Update, vendar se za tako pot nismo odločili, ker ne vemo, 
koliko parametrov je bilo spremenjenih. V takem primeru bi morali najprej preveriti 
spremembe, nato pa temu prirediti poizvedbo. Pri tem obremenimo komunikacijski kanal, 
obenem pa je tak postopek časovno zagotovo bolj potraten od direktnega izbrisa in svežega 
vpisa. 
Procedura listanja med recepti 
Procedura tipa Sub služi listanju med recepti na sliki izdelave receptov. Na sliki se 
nahajajo gumbi s štirimi možnimi premiki: skok na prvi ali zadnji ter premik na prejšnji ali 
naslednji recept. Procedura je v vseh primerih enaka, za različne naloge le generiramo 
različne poizvedbe. Pod vsakim gumbom se tako nahaja VBS-akcija, ki generira niz 





Procedura je napisana tako, da vedno prebere prvo vrstico rezultatov, prebranih iz tabele. 
Recepti so v datoteki shranjeni kronološko, ob vpisu se pripnejo kot nova vrstica v tabeli. S 
pomočjo razvrščanja po abecedi, kar nam omogoča ukaz order by, prva vrstica predstavlja 
rezultat: 
 
 Skok na prvi recept omogoča že samo naraščajoče razvrščanje. 
 
B1OdpriReceptNapNaz("select * from B1Recepti order by Koda Asc;") 
 
 Podobno skok na zadnji recept omogoča padajoče razvrščanje. 
 
B1OdpriReceptNapNaz("select * from B1Recepti order by Koda Desc;") 
 
 V primeru premika na naslednji recept niz se ravno tako poslužujemo naraščajočega 
razvrščanja. Pri tem preverimo še kodo trenutno odprtega recepta in kot dodatno 
zahtevo podamo, da nas zanimajo recepti s kodo višjo od te: 
 
vntValue = HMIRuntime.Tags("B1I_Rec_Koda").Read 
str = "select * from B1Recepti where Koda >'" & vntValue & "' order by Koda Asc;" 
 
 V primeru premika na prejšnji recept je postopanje podobno, obrnemo le logiko 
razvrščanja: 
 
vntValue = HMIRuntime.Tags("B1I_Rec_Koda").Read 
str = "select * from B1Recepti where Koda <'" & vntValue & "' order by Koda Desc;" 
Procedura odpiranja recepta - izdelava recepta 
Procedura tipa Sub služi odpiranju recepta v sliki izdelave recepta in tehnologu omogoča 
vpogled in vnos popravkov v že izdelane recepte. Uporabimo jo lahko tudi v pomoč pri 
kopiranju recepta. To poteka tako, da se odpre obstoječi recept, popravi določene 
parametre in shrani pod novo kodo. Vhodni parameter procedure je koda izdelka, ki jo ob 
izdelavi poizvedbe uporabimo kot spremenljivko-parameter za iskanje po tabeli. 
 




Procedura odpiranja recepta - nakladalna mesta 
Procedura tipa Function služi odpiranju receptov na nakladalnih mestih. Ker ima vsako 
nakladalno mesto svojo skupino internih spremenljivk parametrov recepta, uporabljamo 
dva vhodna parametra, kodo recepta in številko nakladalnega mesta. Branje v interne 
spremenljivke opravljamo zato, ker želimo, da se prepis parametrov v krmilnik zgodi 
enkrat, šele ob potrditvi nakladanja. Pripravljeni parametri recepta se običajno od tistih, ki 
bodo potrjeni, razlikuje, najpogosteje v številu obdelovancev, ob spremembi katerega se 
ponovno izračunajo tokovi usmernikov. Recepti so običajno pripravljeni na maksimalno 
polnitev oziroma število obešenih obdelovancev. Ob nepravem številu in posledično 
prevelikem toku v kadi razmaščevanja bi ob neustreznem toku lahko prišlo do poškodb 
obdelovancev, v kadeh cinkanja pa do prevelikega nanosa. S prenosom najprej v interne in 
šele ob potrditvi nakladanja prepisom v procesne spremenljivke na krmilnik razbremenimo 
komunikacijo med sistemom SCADA in PLK. 
Procedura odpiranja recepta - v procesu 
Procedura tipa Sub služi branju opisnih podatkov šarž, ki so v obdelavi. Operater lahko 
med obdelavo odpre sliko z vsemi parametri šarže. Opisna polja, ki so zgolj 
informativnega značaja operaterju, bi v krmilniku trošila dodaten prostor. To so običajno 
dolga tekstovna polja, zato v krmilnik prepišemo samo vrednosti, ki so potrebne za 
obdelavo, opisna polja pa po potrebi preberemo iz baze receptov. 
4.1.4 Prenos parametrov v krmilnik 
Parametre recepta s pomočjo opisanih procedur prepišemo v interne spremenljivke 
nadzornega sistema. Njihov prenos v krmilnik opravimo šele ob njegovi zahtevi, ob 
potrditvi nakladanja. Na tak način se izognemo nepotrebnemu pisanju vanj in 
obremenjevanju komunikacije. 
 
V krmilnik poleg kode vpišemo še parametre delovanja naprav. Vsi podatki so v njem 
zbrani v skupnem področju, tako da si lahko privoščimo uporabo procesne spremenljivke, 
definirane kot Raw Data Type. V medpomnilnik naložimo podatke in jih skupaj prepišemo 
v krmilnik. Ker je podatkov veliko, nakladalnih mest tri, vsako od njih pa ima svoje 
področje v krmilniku, na koncu prihranimo veliko število procesnih spremenljivk in se s 




Ob potrditvi nakladanja šarž na nakladalnih mestih začnemo z beleženjem postopka 
njihove obdelave. Naša naloga je natančno spremljati tehnološki postopek in beležiti 
pogoje, morebitna odstopanja in alarme. S tem omogočamo sledljivost in analizo postopka 
obdelave vsake šarže. 
 
Tudi arhivi morajo biti prenosni, odgovorna oseba ji lahko pregleduje v nadzornem 
sistemu ali jih prevzame in dobljene rezultate obdeluje s pomočjo drugih sistemov oziroma 
programskih paketov. 
 
Postopek arhiviranja je razdeljen v tri faze. 
 Start arhiva 
Ob potrditvi vsaka šarža pridobi svojo identifikacijsko številko. V arhiv jo vpišemo 
skupaj s podatki iz recepta. Ti večinoma zajemajo opisne podatke, kot so ime 
izdelka in naročnik ter čas potrditve in izračunane parametre, kot so želeni tokovi in 
nastavitve delovanja usmernikov. 
 Sledenje 
V tej fazi sledimo šarži. Beležimo njeno pot, za vsako kad izmerimo tehnološki čas 
obdelave. V kadeh z gretjem ali hlajenjem izračunamo povprečno temperaturo. V 
kadeh z usmerniki zabeležimo čas začetka in konca obdelave, povprečne vrednosti 
tokov in napetosti ter morebitne napake. 
 Stop arhiva 
V zadnji fazi opravimo prepis sledenja šarži v arhiv in ji pripnemo čas konca ter 
skupni čas obdelave. 
 
Postopek arhiviranja opravljata deljeno računalnik in krmilnik. Baza arhiva se nahaja na 
računalniku, tako da vse vpise v bazo opravi računalnik. Ker je šarž, korakov v obdelavi in 
ostalih dogodkov (alarmov in sporočil) lahko veliko, smo se odločili omejiti število pisanj 
v datoteko. Vpis v datoteko se za vsako šaržo zgodi dvakrat, ob začetku ter koncu 
obdelave. Vmesno beleženje opravlja krmilnik. Ob koncu arhiviranja SCADA prebere 
zabeležene podatke sledenja in opravi prepis v bazo. S tem se istočasno izognemo izgubi 
podatkov, saj bi lahko operater opravil določene korake mimo računalnika, po programu 
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ali celo izven pravilnega postopka ročno. Kakršnokoli poseganje v delovanje linije mimo 
krmilnika ni mogoče, tako da na tak način zagotovimo beleženje vseh pomembnih 
faktorjev, ki vplivajo na končni izdelek. 
4.2.1 Baze arhivov 
Podobno kot recepti so tudi baze arhivov izdelane v obliki več datotek s končnico mdb 
(slika 4.7), s pomočjo orodja Microsoft Access. Vodimo ločeno arhive za bobne in obešala. 
Arhiviranih podatkov za vsako šaržo je veliko, zato jih porazdelimo med dve datoteki. 
Prva vsebuje: 
 splošne podatke o izdelkih (koda, ime izdelka,...) 
 polnitve (boben ima denimo štiri prekate, v katere lahko priredimo različne 
količine različnih obdelovancev) 
 izračunane podatke usmernikov 
 čas potrditve, konca obdelave ter skupni čas obdelave  









Druga datoteka (slika 4.8) vsebuje podatke sledenja, te beleži krmilnik in zajemajo: 
 tehnološko pot z izmerjenimi časi po kadeh 
 podatke usmernikov (pozicijo, čas spusta in dviga v dotično kad, povprečni tok in 
napetost, alarme) 
 temperature v kadeh (povprečno vrednost, alarme) 
 
 
Slika 4.8: Baza arhiv bobnov - posamezna šarža 
 
Štiri tako izdelane datoteke predstavljajo tekoči arhiv. Zahtevano je bilo, da arhive 
izdelujemo mesečno, vsak nov mesec naj ima svoj arhiv. Taka rešitev je ugodna iz več 
vidikov. Iz uporabniškega poveča preglednost in poenostavi brskanje po proizvodnji v 
preteklih obdobjih, saj ni potrebno preletavati obsežnih arhivov. Ker se datoteke izdelujejo 
avtomatsko, razbremenimo tehnologe, ki so običajno take baze ročno izvažali in nato 
čistili. Ker so take baze manjše, razbremenimo tudi naš program, saj delamo z manjšim 
obsegom podatkov, kar se pozna ob prebiranju in vpisovanju v tabele na zaslonu, filtriranju 
teh tabel po podatkih in izračunu proizvedenih količin.  
 
Datoteke delovnega arhiva začetek vsakega meseca obdelamo s pomočjo skripte VBS. 
Izvorno datoteko najprej preslikamo v temu posebej namenjeno mapo, pri čemer ji 
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pripišemo mesec in leto. Nato preletimo shranjene šarže in izbrišemo tiste, izdelane v 
preteklem mesecu. Tako ohranimo pregled nad vsemi izdelanimi šaržami, ne da bi 
obremenjevali osnovne baze arhiva. 
4.2.2 Ekranske slike arhivov 
Arhivi so predstavljeni na več slikah: 
 Arhiv bobnov 
o Tekoči arhiv 
 Pregled vseh šarž z osnovnimi podatki 
 Ogled posamezne šarže 
o Arhiv preteklih mesecev  
 Pregled vseh šarž z osnovnimi podatki 
 Ogled posamezne šarže 
 Arhiv obešal 
o Tekoči arhiv 
 Pregled vseh šarž z osnovnimi podatki 
 Ogled posamezne šarže 
o Arhiv preteklih mesecev  
 Pregled vseh šarž z osnovnimi podatki 
 Ogled posamezne šarže 
 
Vstopna slika arhiva (slika 4.9) predstavlja pregled šarž z zbranimi osnovnimi podatki. 
Predstavlja prvo datoteko. Omogočeno je filtriranje po vseh rubrikah ter preko posebne 




Slika 4.9: Arhiv šarž - Pregled vseh šarž - bobni 
 
V rubriki Izbira arhiva izberemo prikaz tekočega arhiva ali prikaz katerega drugega iz 
preteklega obdobja, pri čemer zapišemo želeni mesec in leto proizvodnje. Izbira postavi 
vrednost procesnih spremenljiv na vrednosti, ki so uporabljene ob generiranju poti in 
imena baze v skripti, ki skrbi za polnjenje tabele: 
 
If HMIRuntime.Tags("I_Arh_Filt_actArhiv").Read Then 
 proPath = HMIRuntime.ActiveProject.Path &"\DATA\" 
 baza = imeBaze & "_B.mdb" 
Elseif HMIRuntime.Tags("I_Arh_Filt_oldArhiv").Read Then 
 proPath = oldPath 
 mesec = HMIRuntime.Tags("I_Arh_Filt_Mesec").Read  
 leto = HMIRuntime.Tags("I_Arh_Filt_Leto").Read  
 baza = imeBaze &"_B_" &mesec &"_" &leto &".mdb" 
End If 
 
Ob kliku kjerkoli v vrstici ene izmed šarž in nato še na gumb Prikaz izbrane šarže se odpre 





Slika 4.10: Arhiv posamezne izdelane šarže 
4.2.3 Modul za izdelavo arhivov 
S pomočjo programa VBS-Editor pripravimo module, ki zajemajo vse potrebne akcije v 
obliki procedur VBScript. Izdelamo tri module, za vsako nakladalno/razkladalno mesto 
svojega. Modul sestavljata dve proceduri, saj se v arhiv podatki vpisujejo dvakrat za en 
postopek obdelave. Prvič se vnesejo ob potrditvi nakladanja, drugič pa ob spustu na 
nakladalno/razkladalno mesto. Ustrezna akcija se obakrat izvede na ukaz iz PLK, ko ta 
postavi bit za start ali stop arhiva. SCADA ob uspešno dokončanem vpisu v bazo bit 
resetira. 
 
Vpis se vedno izvede na podlagi ID šarže, določi jo PLK in je lastna za vsako šaržo. 
 
Ker imamo dva enakovredna računalnika in obenem prosto izbiro, kateri od njiju je 
strežnik in kateri odjemalec, se izognemo številnim težavam. V klasični povezavi strežnik-
odjemalec, ko strežnik ugasne, tudi odjemalec ne deluje. V našem primeru lahko tudi med 
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samim obratovanjem linije izvedemo preklop, pri čemer bo en računalnik prevzel in 
nadaljeval začete naloge drugega. Skrbimo tudi za sinhronizacijo, tako da izguba podatkov 
ni mogoča. 
Procedura vpisa v arhiv ob začetku obdelave 
Akcija se izvede ob ukazu za start arhiva iz PLK: 
 Najprej pripravimo bazo za vpis podatkov. Od krmilnika pridobimo številko šarže 
in preventivno opravimo izbris obstoječe šarže z enako številko iz arhiva. 
 Sledi priprava podatkov, saj poleg parametrov iz recepta vpišemo tudi čas potrditve 
šarže, trenutnega uporabnika, izbran režim. Pripnemo tudi podatek SarzaKoncana = 
0, kar tehnologu omogoča vpogled v izdelane šarže ter tiste, ki so še v obdelavi. V 
arhivu v osnovi prikazujemo samo končane, medtem ko neobdelane prikažemo ob 
izbiri tega filtra. 
 Sledi priprava ukaza za vpis, ko je ta pripravljen, pa ukaz še izvedemo. Ta je 
obsežen, obsega vse v tem trenutku zapisljive podatke, njegova sintaksa pa zgleda 
takole: 
 
strExe = "insert into B1ArhivSarz (Podatek1,...) values (vrednostPodatek1,..)"; 
 
V podano bazo preko ukaza insert v podana polja (Podatek1,...) vpišemo vrednosti 
z ukazom values (vrednostPodatek1,..). Te so lahko v obliki pripravljenega podatka 
v obliki internih spremenljivk procedure, lahko pa jih podamo direktno preko ukaza 
branja procesne spremenljivke. 
 Ob morebitni inicializaciji nakladalnega mesta se ID šarže ne spremeni, zato 
moramo poskrbeti, da v primeru ponovljene številke staro, napačno potrjeno šaržo 
izbrišemo iz arhiva in ponovimo vpis brez podvajanja podatkov. 
 Sledi le še vpis pripravljenih podatkov. 
 Drugi del akcije skrbi za obdelavo druge datoteke, datoteke sledenja. V tej fazi 
moramo poskrbeti le, da iz istih razlogov kot pod prejšnjo točko izbrišemo 




Procedura vpisa v arhiv ob koncu obdelave 
Tudi ta akcija se izvede ob ukazu iz PLK: 
 Pripravimo bazo za vpis podatkov.  
 Od krmilnika pridobimo številko šarže in preberemo čas začetka njene obdelave. 
Pridobljen podatek uporabimo za izračun celotnega časa obdelave. Pripravimo 
poizvedbo ter izvedemo branje: 
 
strExe = "select CasStart_Sek from B1ArhivSarz where ID_Sarze=" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
 
Pripravimo še podatek o času zaključka obdelave in popravimo parameter 
SarzaKoncana = 1, kar pomeni, da je obdelava šarže zaključena. Pripravimo novo 
poizvedbo, tokrat s pomočjo ukaza update: 
 
strExe = "update B1ArhivSarz set SarzaKoncana=1 ,UraStop='" &UraStop & 
"',CasObdelave='" &CasObd &"' where ID_Sarze = " &ID_Sarze & ";" 
 
Nato le še izvedemo vpis in zaključimo z delom na tej bazi. 
 Sledi še vpis v drugo bazo (bazo sledenja), tokrat s podatki, pridobljenimi iz 
krmilnika. 
4.3 Sinhronizacija baz med nadzornima sistemoma 
Ob delu z recepti in arhivi moramo upoštevati, da uporabljamo dva računalnika, na katerih 
sta naložena identična projekta. Poskrbeti moramo za sinhronizacijo baz ter v primeru 
izdelave arhivov to dovoliti samo enemu od obeh sistemov. To smo rešili z zahtevo po 
določitvi, kateri računalnik je strežnik, kateri pa odjemalec, pri čemer mora biti vsaj en 
strežnik. Ob neustrezni izbiri sprožimo alarm, nedovoljena stanja so: 
 oba računalnika sta strežnika 
 oba računalnika sta odjemalca 
 enega od računalnikov ugasnemo ali drugače izločimo iz sistema, drugi je 
odjemalec 
 
Da lahko na obeh računalnikih spremljamo aktualne arhive in recepte, opravimo po 
končanih procedurah sinhronizacijo baz s klicem VBS-procedure, ki izdelano datoteko 
preslika na drugi računalnik. 
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4.4 Izvoz baz 
SCADA se izvaja v celozaslonskem načinu, obenem blokiramo tudi vse funkcijske in 
ostale kombinacije tipk, ki bi lahko uporabniku omogočale dostop do ozadja, sistemskih ali 
katerikoli drugih orodij operacijskega sistema. S tem uporabnika na računalniku omejimo 
le na uporabo sistema SCADA. Kljub temu moramo tehnologu dovoliti, da izdelane baze 
receptov in arhivov enostavno prenese na drug sistem. To je možno na več načinov: 
 
 Preko mreže Ethernet  
Računalnika sta povezana v mrežo Profinet. Uporabnik se lahko s svojim 
računalnikom s poznavanjem uporabniškega imena in gesla preko protokola 
TCP/IP poveže in komunicira z njima. Po želji uporabnika lahko omogočimo 
deljenje map z želenimi datotekami in tako omogočimo njihovo prevzemanje. 
 
 Preko daljinskega dostopa 
Na trgu so številne rešitve dostopanja do računalnikov na daljavo. Nekateri 
proizvajalci omogočajo tudi prenos podatkov z enega na drugi sistem. 
 
 Preko sistema SCADA 
Nadzorni sistem smo opremili s sliko, namenjeno prenosu vseh pomembnejših 
parametrov na izmenljive medije (USB ključ ali zunanji disk, ki jih uporabnik s tem 
namenom priključi na računalnik NS) ali mrežne pogone. Predvidena je tudi 
možnost izdelave varne kopije na disk računalnika NS. Vse to ponovno omogoča 
uporaba VBScript. 
4.4.1 Slika izvoza baz preko sistema SCADA 
Dostop do slike je zaščiten, omogočen le tehnologu. Za uspešen izvoz mora biti podana 
želena datoteka ter ciljni medij. Oboje ponudi uporabniški vmesnik preko dveh seznamov.  
 
Na ekranski sliki (slika 4.11) se nahajajo trije ukazi, kateri predstavljajo tri korake, ki jih 
mora uporabnik izvesti za uspešen prepis: 
 Prikaz slike izbiranja datoteke 
 Prikaz slike izbiranja pogona 
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 Ukaz prepisa 
 
 
Slika 4.11: Slika Izvoz baz 
4.4.2 Okno izbiranja datoteke 
S klikom na ikono mape, ta se nahaja ob polju Baza, se odpre okno Izberi datoteko, ki 
prikazuje vsebino mape, v kateri so zbrane vse datoteke s pomembnejšimi parametri. 
Glavni del slike sestavlja tekstovni seznam, ki ga ob odprtju slike preko VBScript 
napolnimo: 
 
 Najprej definiramo želeno mapo in tekstovni seznam: 
 
path =  HMIRuntime.ActiveProject.Path & "\DATA\" 
Set box = ScreenItems ("Textlista") 
 
 Sledi pregled mape in pridobivanje datotek iz nje. Naredimo tri objekte, prvi 
predstavlja povezavo, drugi mapo, tretji pa polje z imeni datotek: 
 
Set fs = CreateObject("Scripting.FileSystemObject") 
Set f = fs.getFolder(path) 
Set fc = f.files 
 
 Nazadnje izvedemo prepis v tekstovni seznam na sliki: 
 
For Each el In fc 
 index = index+1 
 box.NumberLines = index 
 box.SelIndex = index 
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 box.SelText  = el.Name 
Next 
 
 Tehnolog lahko sedaj izbere želeno mapo s klikom nanjo, pri čemer se izvede nov 
VBSript. Ponovno kreiramo objekt seznama, preverimo, kateri od njegovih 
elementov je izbran, in ga prepišemo v interno notranjo spremenljivko. To bomo 
kasneje uporabili kot parameter pri prepisu na priključen medij. 
 
Set lista = ScreenItems ("Textlista") 
izbor = lista.SelText  
HMIRuntime.Tags("I_Baza_1_Izbrana_Opis").Write ProjectPath & "\DATA\" & izbor 
4.4.3 Okno izbiranja medija 
Naslednji korak je izbor ciljnega medija. S klikom na ikono mape, ki se nahaja ob polju 
Cilj, se odpre okno Izberi pogon, ki prikazuje dovoljene ciljne medije. Ob odprtju slike se 
zažene VBSript, ki listo napolni s tekstom, sestavljenim iz črke ter imena pogona: 
 
 Ustvariti je potrebno dva objekta, prvi predstavlja povezavo, drugi pa polje, v 
katerega preberemo vse medije. 
 
Set fso = CreateObject("Scripting.FileSystemObject") 
Set dc = fso.Drives 
 
 Vsi mediji za nas niso nujno primerni, zato izberemo le tiste, kateri nam ustrezajo. 
V našem primeru smo se odločili, da omogočamo kopiranje na lokalni disk, 
izmenljivi disk ter mrežne pogone. Koristimo pridobljene lastnosti objekta, 
predvsem nas zanimajo DriveType, IsReady in VolumeName. 
 
If d.DriveType=1 Or d.DriveType=2 Or d.DriveType=3 And d.IsReady Then 
    n = d.VolumeName 
    s = s & n & vbNewLine 
    HMIRuntime.Tags("I_Baza_Diski_Opis_" & i).Write s 
    HMIRuntime.Tags("I_Baza_Diski_" & i).Write d.DriveLetter 





DriveType vrne celoštevilsko vrednost, ki predstavlja vrsto pogona: 
o 0... Neznano vrsto medija 
o 1... Izmenljivi disk 
o 2... Trdi disk 
o 3... Mrežni disk 
o 4... CD/DVD pogon 
o 5... RAM disk [11] 
 
Zanimajo nas tipi 1, 2 in 3, pri čemer zahtevamo še status pogona IsReady, katerega 
stanje pove, ali je pogon pripravljen za uporabo ali ne. Če so pogoji za dodajanje na 
seznam izpolnjeni, le še opravimo prepis v interni spremenljivki, ki jih kasneje 
uporabimo pri ukazu prepisa. 
4.4.4 Ukaz prepisa 
Ko poznamo želeno datoteko in medij, na katerega jo želimo prepisati, moramo izvesti še 
ukaz prepisa. Postopek poteka v treh korakih. Najprej se moramo prepričati, če ciljna mapa 
na mediju že obstaja. To storimo preko ukaza na ustvarjenem objektu FolderExists. Če ne 
obstaja, jo moramo ustvariti. Z uporabnikom smo se dogovorili o imenu te mape, lahko pa 
bi bila ta pot poljubna. Pomagamo si z ukazom CreateFolder. 
 
Set fso = CreateObject("Scripting.FileSystemObject") 




Za namen prepisa ustvarimo nov objekt in z ukazom CopyFile, v katerem so prej 
pridobljeni parametri, izvedemo prepis. Ob zaključku uporabnika obvestimo o uspešni 
izvedbi preslikave datotek. 
 
Set fso2 = CreateObject("Scripting.FileSystemObject") 
fso2.CopyFile Datoteka, Medij 




5. Zaključek  
Cilj diplomske naloge je opis izvedbe arhiviranja v sistemu za spremljanje in nadzor 
šaržnega procesa galvanizacije. Opisana je uporabljena programska oprema, 
komunikacijski protokoli ter principi dostopanja do podatkov znotraj in izven nadzornega 
sistema. 
 
Moj del pri izvedbi celotnega projekta je bil usmerjen v izvedbo nadzornega sistema 
avtomatizirane galvanske linije s pripadajočo čistilno napravo industrijskih in odpadnih 
voda. Ta zajema tri nadzorne računalnike, ki poleg nadzora procesa opravljajo tudi 
funkcijo deljenja nalog napravam v avtomatskem režimu dela. Pri tem se pojavlja zahteva 
po nenehnem prilagajanju tehnoloških programov s pripadajočimi parametri obdelave in 
sledljivost proizvodnje v obliki arhiva šarž. Čeprav so rešitve glede receptur in arhiviranja 
ponujene že s strani proizvajalcev programske opreme za razvoj nadzornih sistemov, smo 
se odločili razviti lastne rešitve in pri tem uporabili orodja, ki so dostopna že v osnovnih 
paketih le teh. Prvi doprinos takega pristopa je velika in hitra prilagodljivost željam 
uporabnika. Tako izdelane baze podatkov so ločene od nadzornega sistema in njihova 
uporaba ni omejena samo nanj, kar odpira možnost obdelave podatkov tudi na 
nenamenskih računalnikih in sistemih. Nezanemarljiv je tudi finančni prihranek, saj se 
izognemo nakupu dodatnih licenc za delo z arhivi. 
 
Med celotnim sistemom in uporabnikom se v obe smeri pretaka velika količina informacij 
in je zato zelo pomemben tudi uporabniku prijazen nadzorni sistem. Prilagodljivost tako 
razvitih rešitev omogoča tudi nadgradnje in nadaljnji razvoj. Ideje za to najpogosteje 
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Dim proPath, Conn, RecS, strExe, arr 
Dim SarzaKoncana, Uporabnik, ID_Bob, ID_Sarze 
Dim Koda_1, ImeIzdelka_1, Koda_2, ImeIzdelka_2 
Dim UraStart, UraStart_sec, SarzaPolna, Rocno 
 
' sporočilo 
HMIRuntime.Trace "O1: Arhiv_NA_1 ... Start" &vbNewline 
 
' povezava na bazo 
proPath = HMIRuntime.ActiveProject.Path 
Set Conn = CreateObject("ADODB.Connection") 
Set RecS = CreateObject("ADODB.Recordset")   
Conn.Open = "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & proPath & 
"\DATA\B1ArhivSarz_O.mdb" 
 
' izbris obstoječega ID šarže 
ID_Sarze = HMIRuntime.Tags("B1I_Arh_IDsarze_Start_O").Read 
strExe = "delete from B1ArhivSarz where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
 
' priprava podatkov za vpis 
SarzaKoncana = 0 
Uporabnik = HMIRuntime.Tags("@CurrentUser").Read 
ID_Bob = HMIRuntime.Tags("B1I_St_Obesalo_40").Read 
 
Koda_1 = HMIRuntime.Tags("B1I_Rec_Koda_1").Read 
ImeIzdelka_1 = HMIRuntime.Tags("B1I_Rec_ImeIzdelka_1").Read 
Koda_2 = HMIRuntime.Tags("B1I_Rec_Koda_11").Read 
ImeIzdelka_2 = HMIRuntime.Tags("B1I_Rec_ImeIzdelka_11").Read  
 
UraStart =  Date & " " & Time 




If HMIRuntime.Tags("B1E_Rec_Obe_PolnPrazen_Na_1").Read = 1 Then 
 SarzaPolna = "DA" 
Else 
 SarzaPolna = "NE" 
End If 
 
If HMIRuntime.Tags("B1I_Linija_Rezim").Read = 3 Then 
 Rocno = "Avtomatsko" 
Else 
 Rocno = "Ročno" 
End If  
 
' izdelava niza in vpis 
strExe = "insert into B1ArhivSarz (SarzaKoncana, Uporabnik, ID_Bob, ID_Sarze, Koda_1, 
ImeIzdelka_1, Koda_2, ImeIzdelka_2" &_ 
  ",UraStart, UraStart_sec, SarzaPolna, StKosov_1, StKosov_1, SkupnaPovrsina" &_ 
  ",IzracunTok11_1, IzracunTok12_1, IzracunTok13_1, CasTok11_1, CasTok12_1, 
   CasTok13_1" &_ 
  ",IzracunTok21_1, IzracunTok22_1, IzracunTok23_1, CasTok21_1, CasTok22_1, 
   CasTok23_1" &_ 
  ",IzracunTok31_1, IzracunTok32_1, IzracunTok33_1, CasTok31_1, CasTok32_1, 
   CasTok33_1, Rocno) values " & _ 
  "('" &SarzaKoncana &"','" &Uporabnik &"','" &ID_Bob &"','" &ID_Sarze &"','"  
   &Koda_1 &"','" &ImeIzdelka_1 &"','" &Koda_2 &"','" &ImeIzdelka_2 &_ 
  "','" &UraStart &"','" &UraStart_sec &"','" & SarzaPolna &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_StKosov_1").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_StKosov_11").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_SkupPov_1").Read &_    
  "','" & HMIRuntime.Tags("B1I_RecPar_IzracTok11_1").Read &_    
  "','" & HMIRuntime.Tags("B1I_RecPar_IzracTok12_1").Read &_    
  "','" & HMIRuntime.Tags("B1I_RecPar_IzracTok13_1").Read &_    
  "','" & HMIRuntime.Tags("B1I_RecPar_Tok11_Min_1").Read & ":" &   
   HMIRuntime.Tags("B1I_RecPar_Tok11_Sek_1").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_Tok12_Min_1").Read & ":" &   
   HMIRuntime.Tags("B1I_RecPar_Tok12_Sek_1").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_Tok13_Min_1").Read & ":" &   
   HMIRuntime.Tags("B1I_RecPar_Tok13_Sek_1").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_IzracTok21_1").Read &_    
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  "','" & HMIRuntime.Tags("B1I_RecPar_IzracTok22_1").Read &_    
  "','" & HMIRuntime.Tags("B1I_RecPar_IzracTok23_1").Read &_    
  "','" & HMIRuntime.Tags("B1I_RecPar_Tok21_Min_1").Read & ":" &   
   HMIRuntime.Tags("B1I_RecPar_Tok21_Sek_1").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_Tok22_Min_1").Read & ":" &   
   HMIRuntime.Tags("B1I_RecPar_Tok22_Sek_1").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_Tok23_Min_1").Read & ":" &   
   HMIRuntime.Tags("B1I_RecPar_Tok23_Sek_1").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_IzracTok31_1").Read &_    
  "','" & HMIRuntime.Tags("B1I_RecPar_IzracTok32_1").Read &_    
  "','" & HMIRuntime.Tags("B1I_RecPar_IzracTok33_1").Read &_    
  "','" & HMIRuntime.Tags("B1I_RecPar_Tok31_Min_1").Read & ":" &   
   HMIRuntime.Tags("B1I_RecPar_Tok31_Sek_1").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_Tok32_Min_1").Read & ":" &   
   HMIRuntime.Tags("B1I_RecPar_Tok32_Sek_1").Read &_ 
  "','" & HMIRuntime.Tags("B1I_RecPar_Tok33_Min_1").Read & ":" &   
   HMIRuntime.Tags("B1I_RecPar_Tok33_Sek_1").Read &"','" &Rocno & "');" 
 
Set RecS = Conn.Execute(strExe) 
 
Conn.Close 
Set RecS = Nothing 
Set Conn = Nothing 
 
' izbris obstoječe šarže iz sledenja 
Set Conn = CreateObject("ADODB.Connection") 
Set RecS = CreateObject("ADODB.Recordset")  
arr = HMIRuntime.Tags("B1E_ArhivUsmernik").Read(1) 
Conn.Open = "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & proPath & 
"\DATA\B1ArhivSledenje_O.mdb" 
 
strExe = "delete from B1Arhiv_AlarmPoz where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
strExe = "delete from B1Arhiv_Cas where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
strExe = "delete from B1Arhiv_Nap where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
strExe = "delete from B1Arhiv_Pozicija where ID_Sarze =" &ID_Sarze &";" 
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Set RecS = Conn.Execute(strExe) 
strExe = "delete from B1Arhiv_Temp where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
strExe = "delete from B1Arhiv_Tok where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
strExe = "delete from B1Arhiv_UsmAlarm where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
strExe = "delete from B1Arhiv_UsmPoz where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
strExe = "delete from B1Arhiv_UsmStart where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
strExe = "delete from B1Arhiv_UsmStop where ID_Sarze =" &ID_Sarze &";" 
Set RecS = Conn.Execute(strExe) 
 
Conn.Close 
Set RecS = Nothing 
Set Conn = Nothing 
 












Dim proPath, Conn, RecS, strExe 
Dim SarzaKoncana, ID_Sarze, UraStop, UraStart_sec, UraStop_sec, CasObd_s, CasObd, arr 
Dim TehPoz(5),StartT(5),StopT(5) 
Dim Tok(5), Nepetost(5), Ah(5), Alm(5) 
Dim Poz, Temp,  AlmPoz, Cas  
Dim i, m, tmpLeto, tmpMesec, tmpDan, tmpUra, tmpMin, tmpSek  
Dim Poz_strExe, Temp_strExe, AlmPoz_strExe, Cas_strExe 
 
' sporočilo 
HMIRuntime.Trace "O1: Arhiv_NA_1 ... Stop" &vbNewline 
 
' povezava na bazo 
proPath = HMIRuntime.ActiveProject.Path 
Set Conn = CreateObject("ADODB.Connection") 
Set RecS = CreateObject("ADODB.Recordset")   
Conn.Open = "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & proPath & 
"\DATA\B1ArhivSarz_O.mdb" 
 
ID_Sarze = HMIRuntime.Tags("B1I_Arh_IDsarze_Stop_O").Read 
strExe = "select UraStart_sec from B1ArhivSarz where ID_Sarze = " & ID_Sarze & ";" 
 
Set RecS = Conn.Execute(strExe)  
 
If Not RecS.EOF Then 
 RecS.MoveFirst 
 
 UraStart_sec = RecS(0) 
 UraStop_sec = CDbl(Now) 
 CasObd_s = UraStop_sec - UraStart_sec 
 CasObd = CDate(CasObd_s) 
 UraStop =  Date & " " & Time 




 ' izdelava stringa in vpis 
 strExe = "update B1ArhivSarz set SarzaKoncana =1, UraStop = '" & UraStop & "',  
  CasObdelave ='" & CasObd & " where ID_Sarze = " & ID_Sarze & ";" 
 Set RecS = Conn.Execute(strExe) 
 
 Conn.Close 
 Set RecS = Nothing 
 Set Conn = Nothing   
  
 Set Conn = CreateObject("ADODB.Connection") 
 Set RecS = CreateObject("ADODB.Recordset")  
 
 ' Usmerniki 
 arr = HMIRuntime.Tags("B1E_ArhivUsmernik").Read(1) 
 Conn.Open = "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & proPath &   
  "\DATA\B1ArhivSledenje_O.mdb" 
 
 ' Usmerniki - priprava podatkov 
 For i=0 To 4 
  m  =i*60 
  TehPoz(i)= arr(2+m)*256+arr(3+m) 
 
  If arr(20+m)> 0 Or arr(21+m)> 0 Or arr(22+m)> 0 Or arr(23+m)> 0 Then 
   Tok(i)=EndianFLOAT(arr(20+m),arr(21+m),arr(22+m),arr(23+m)) 
  Else 
   Tok(i)= 0  
  End If 
 
  If arr(24+m)> 0 Or arr(25+m)> 0 Or arr(26+m)> 0 Or arr(27+m)> 0 Then 
   Nepetost(i)=EndianFLOAT(arr(24+m),arr(25+m),arr(26+m),arr(27+m)) 
  Else 
   Nepetost(i)= 0  
  End If 
 
  If arr(28+m)> 0 Or arr(29+m)> 0 Or arr(30+m)> 0 Or arr(31+m)> 0 Then 
   Ah(i)=EndianFLOAT(arr(28+m),arr(29+m),arr(30+m),arr(31+m)) 
  Else 
   Ah(i)= 0  
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  End If 
 
  Alm(i)= arr(44+m) 
   
  tmpLeto = Hex(arr(4+m)) 
  tmpMesec = Hex(arr(5+m)) 
  tmpDan = Hex(arr(6+m)) 
  tmpUra = Hex(arr(7+m)) 
  tmpMin = Hex(arr(8+m)) 
  tmpSek = Hex(arr(9+m)) 
 
  StartT(i)= tmpDan & "/" & tmpMesec & "/" & 2000 + tmpLeto & " " & tmpUra & ":" 
   & tmpMin & ":" & tmpSek 
   
  tmpLeto = Hex(arr(12+m)) 
  tmpMesec = Hex(arr(13+m)) 
  tmpDan = Hex(arr(14+m)) 
  tmpUra = Hex(arr(15+m)) 
  tmpMin = Hex(arr(16+m)) 
  tmpSek = Hex(arr(17+m)) 
 
  StopT(i)= tmpDan & "/" & tmpMesec & "/" & 2000 + tmpLeto & " " & tmpUra & ":" 
   & tmpMin & ":" & tmpSek    
   
 Next  
 
 ' Usmerniki - vpis  
 strExe = "insert into B1Arhiv_UsmPoz values ('" & ID_Sarze & "','" & TehPoz(0) & "','" & 
   TehPoz(1) & "','" & TehPoz(2) & "','" & TehPoz(3) & "','" & TehPoz(4) &  
   "');" 
  
 Set RecS = Conn.Execute(strExe) 
 
 strExe = "insert into B1Arhiv_Tok values ('" & ID_Sarze & "','" & Tok(0) & "','" & Tok(1) &_ 
    "','" & Tok(2) & "','" & Tok(3) & "','" & Tok(4) & "');" 
  




 strExe = "insert into B1Arhiv_Nap values ('" & ID_Sarze & "','" & Nepetost(0) & "','" &  
   Nepetost(1) & "','" & Nepetost(2) & "','" & Nepetost(3) & "','" &   
   Nepetost(4) & "');" 
  
 Set RecS = Conn.Execute(strExe)    
   
 strExe = "insert into B1Arhiv_UsmAlarm values ('" & ID_Sarze & "','" & Alm(0) & "','" &  
   Alm(1) & "','" & Alm(2) & "','" & Alm(3) & "','" & Alm(4) & "');" 
  
 Set RecS = Conn.Execute(strExe)  
   
 strExe = "insert into B1Arhiv_UsmStart values ('" & ID_Sarze & "','" & StartT(0) & "','" & 
   StartT(1) & "','" & StartT(2) & "','" & StartT(3) & "','" & StartT(4) & "');" 
  
 Set RecS = Conn.Execute(strExe)  
 
 strExe = "insert into B1Arhiv_UsmStop values ('" & ID_Sarze & "','" & StopT(0) & "','" &  
   StopT(1) & "','" & StopT(2) & "','" & StopT(3) & "','" & StopT(4) & "');" 
  
 Set RecS = Conn.Execute(strExe)  
 
 Conn.Close 
 Set RecS = Nothing 
 Set Conn = Nothing   
  
 ' Pozicije 
 Set Conn = CreateObject("ADODB.Connection") 
 Set RecS = CreateObject("ADODB.Recordset")  
 Conn.Open = "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & proPath &   
   "\DATA\B1ArhivSledenje_O.mdb"   
 
 Poz_strExe = "insert into B1Arhiv_Pozicija values ('" & ID_Sarze & "'"   
 Cas_strExe = "insert into B1Arhiv_Cas values ('" & ID_Sarze & "'"   
 Temp_strExe = "insert into B1Arhiv_Temp values ('" & ID_Sarze & "'"   
     
 AlmPoz_strExe = "insert into B1Arhiv_AlarmPoz values ('" & ID_Sarze & "'"  
  
 ' Pozicije - priprava podatkov    
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 arr = HMIRuntime.Tags("B1E_ArhivSledenje_1").Read(1) 
 For i = 0 To 21 
  m = i*20 
  Poz = arr(0+m)*256+arr(1+m) 
  Cas = arr(2+m)*256+arr(3+m) 
  If arr(4+m)> 0 Or arr(5+m)> 0 Or arr(6+m)> 0 Or arr(7+m)> 0 Then 
   Temp = EndianFLOAT(arr(4+m),arr(5+m),arr(6+m),arr(7+m)) 
  Else 
   Temp = 0  
  End If 
  AlmPoz = arr(18+m) 
  Poz_strExe = Poz_strExe & ",'" & Poz & "'"  
  Cas_strExe = Cas_strExe & ",'" & Cas & "'" 
  Temp_strExe = Temp_strExe & ",'" & Temp & "'"     
  AlmPoz_strExe = AlmPoz_strExe & ",'" & AlmPoz & "'"   
 Next 
         
 arr = HMIRuntime.Tags("B1E_ArhivSledenje_2").Read(1) 
 For i = 0 To 21 
  m = i*20 
  Poz = arr(0+m)*256+arr(1+m) 
  Cas = arr(2+m)*256+arr(3+m) 
  If arr(4+m)> 0 Or arr(5+m)> 0 Or arr(6+m)> 0 Or arr(7+m)> 0 Then 
   Temp=EndianFLOAT(arr(4+m),arr(5+m),arr(6+m),arr(7+m)) 
  Else 
   Temp= 0  
  End If 
  AlmPoz = arr(18+m) 
  Poz_strExe = Poz_strExe & ",'" & Poz & "'"  
  Cas_strExe = Cas_strExe & ",'" & Cas & "'" 
  Temp_strExe = Temp_strExe & ",'" & Temp & "'"     
  AlmPoz_strExe = AlmPoz_strExe & ",'" & AlmPoz & "'"   
 Next         
        
 arr = HMIRuntime.Tags("B1E_ArhivSledenje_3").Read(1) 
 For i = 0 To 21 
  m = i*20 
  Poz = arr(0+m)*256+arr(1+m) 
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  Cas = arr(2+m)*256+arr(3+m) 
  If arr(4+m)> 0 Or arr(5+m)> 0 Or arr(6+m)> 0 Or arr(7+m)> 0 Then 
   Temp=EndianFLOAT(arr(4+m),arr(5+m),arr(6+m),arr(7+m)) 
  Else 
   Temp= 0  
  End If 
  AlmPoz = arr(18+m) 
  Poz_strExe = Poz_strExe & ",'" & Poz & "'"  
  Cas_strExe = Cas_strExe & ",'" & Cas & "'" 
  Temp_strExe = Temp_strExe & ",'" & Temp & "'"     
  AlmPoz_strExe = AlmPoz_strExe & ",'" & AlmPoz & "'"    
 Next      
 
 Poz_strExe = Poz_strExe & ");"  
 Cas_strExe = Cas_strExe & ");"  
 Temp_strExe = Temp_strExe & ");"      
 AlmPoz_strExe = AlmPoz_strExe & ");"   
 
 ' Pozicije - vpis      
 Set RecS = Conn.Execute(Poz_strExe)  
 Set RecS = Conn.Execute(Cas_strExe)       
 Set RecS = Conn.Execute(Temp_strExe)  
 Set RecS = Conn.Execute(AlmPoz_strExe)   
  
End If  
 
Conn.Close 
Set RecS = Nothing 
Set Conn = Nothing 
 
' usklajenvanje datotek med strežnikom in odjemalcem 
Copy_ServerClient "DATA","B1ArhivSarz_O.mdb" 
Copy_ServerClient "DATA","B1ArhivSledenje_O.mdb" 
 
End Sub 
 
