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Abstract 
The aims of this project is the study and practical application of Scrum project management 
methodology, in a real software development environment. 
The theoretical framework defined by the methodology lets freedom to adapt the 
methodology to any work environment. 
This thesis focus on implementing the methodology in a software development 
environment for embedded security elements, redefining tools and processes of the Scrum 
framework, to adapt methodology to the environment. 
As final conclusion, to achieve success in every project, it is not only necessary technical 
excellence, it is also necessary a correct management, to focus the technical capacity of 
the team towards the final aim, without wasting effort on secondary tasks.  
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Resum 
Aquest treball té com a objectiu l'estudi i aplicació pràctica de la metodologia de gestió de 
projectes Scrum, en un entorn de desenvolupament de Software real. 
El marc teòric definit per la metodologia dóna molts graus de llibertat per tal que la 
metodologia s'adapti a qualsevol entorn de treball.  
En aquesta tesi, es mostrarà l'adaptació de la metodologia en un entorn de 
desenvolupament de Software per elements de seguretat integrats, redefinint les eines i 
processos del marc Scrum, per adaptar-los al nostre entorn. 
Arribant a la conclusió final que per aconseguir l'èxit en tot projecte, no només és 
necessària l'excel·lència tècnica, sinó que també és necessària una correcta gestió, per 
orientar la capacitat tècnica de l'equip cap als objectius finals, sense malgastar esforços 
en tasques secundaris.  
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Resumen 
Este trabajo tiene como objetivo el estudio y aplicación práctica de la metodología de 
gestión de proyectos Scrum, en un entorno de desarrollo de Software real. 
El marco teórico definido por la metodología deja muchos grados de libertad a la 
metodología, para que se adapte a cualquier entorno de trabajo.  
En esta tesis, se mostrará la adaptación de la metodología en un entorno de desarrollo de 
Software para elementos de seguridad integrados, redefiniendo las herramientas y 
procesos del marco Scrum, para adaptarlos al entorno. 
Llegando a la conclusión final de que para alcanzar el éxito en todo proyecto, no sólo es 
necesaria la excelencia técnica, sino que también es necesaria una correcta gestión, para 
orientar la capacidad técnica del equipo hacia los objetivos finales, sin malgastar esfuerzos 
en tareas secundarios. 
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1. Introducció 
L’èxit d’un projecte de desenvolupament de software depèn, principalment, de l’equip de 
desenvolupadors que hi treballen. L’equip és la peça essencial en el disseny i 
implementació de tot producte de software. És necessari comptar amb un equip ben format, 
dinàmic, motivat, compromès i amb experiència. Però aquests factors, tot i ser 
imprescindibles, no són suficients. Un bon equip, sense una correcte gestió, té el risc de 
convertir-se en ineficient, poc resolutiu, incapaç d’aconseguir els objectius proposats en el 
termini i costos acordats.  
Quan es produeix aquesta situació en un projecte, els terminis i els costos sobrepassen 
els marges acordats, el projecte es converteix, sobretot de del punt de vista de visió de 
negoci, en un fracàs. És aquí doncs, quan és veu la necessitat d’una correcta gestió per 
tal de que el projecte és dugui a terme d’una manera eficaç i rentable.  
És indiscutible que una correcte gestió, de tot projecte, sigui en l’àmbit de software o no, 
assegura en gran mesura el seu èxit. Així doncs, en les últimes dècades han aparegut 
moltes  metodologies de gestió i organització de projectes i equips, les quals han estat 
implementades amb resultats molt exitosos, i cada vegada més, estan sent implementades 
en diversos àmbits, projectes i companyies arreu del món.  
La majoria d’aquestes metodologies han sorgit del món industrial, i per tant, estaven 
orientades, en un inici, a l’àmbit de producció industrial. Les característiques de l’entorn i 
els equips de desenvolupament de software són ben diferents a les característiques d’un 
entorn de producció industrial i els seus equips. És per això, que moltes d’aquestes 
metodologies, no poden aplicar-se de forma calcada en aquests dos àmbits, i han hagut 
de ser adaptades, per donar resposta a les necessitats singulars d’un entorn de 
desenvolupament de software. 
L’aplicació pràctica d’una metodologia definida a nivell teòric, no sempre és fàcil, i en molts 
casos apareixen mancances i situacions no previstes per la metodologia.  
No sempre es poden complir tots els requeriments, que a nivell teòric i ideal, defineix una 
metodologia per tal de poder ser aplicada. A la vegada, també ens trobem que no tots els 
equips són idèntics ni tenen les mateixes necessitats.  
Per tant, a l’hora de dur a la pràctica l’aplicació d’alguna d’aquestes metodologies, caldrà 
adaptar-la a l’entorn real i a la no idealitat del dia a dia. 
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 Observada i contrastada, la importància d’aplicar una correcte metodologia de gestió en 
tot projecte de software, des de l’experiència laboral, tant com membre d’un equip, primer, 
i com a gestor desprès, neix l’idea i necessitat d’aquest treball final de grau.  
Escollint com a metodologia base, les metodologies Agile, en concret dins d’elles, la 
metodologia Scrum, per ser aquesta una de les més aplicades arreu del món en el 
desenvolupament de software i a la vegada, la que més s’adequa al requeriments dels 
nostres projectes. 
1.1. Objectius 
Els objectius principals d’aquest treball de fi de grau són: 
a) Entendre la importància d’una correcte gestió. 
b) Conèixer i entendre les principals metodologies de gestió de projectes. En especial 
les metodologies Agile. 
c) Conèixer i aprendre l’ús de les eines Agile per la gestió de projectes. 
d) Adaptar la metodologia Agile a un entorn real de desenvolupament de software. 
 
1.2. Requeriments 
Per la implementació de la metodologia Scrum en la gestió de projectes de software són 
necessaris uns requeriments previs. 
En primer lloc, conèixer l’àmbit d’aplicació. És necessari conèixer l’entorn i l’equip on 
s’aplicarà la metodologia, per tal de poder aplicar-la correctament, adaptant-la a la 
singularitat de l’entorn.  
És necessari també conèixer en profunditat la teoria de les diferents metodologies Agile, i 
en especial la metodologia de la tècnica Scrum.  
Un cop clara la teoria, també cal aprendre l’ús i familiaritzar-se amb les diferents eines que 
ens dóna el marc de gestió de la metodologia en concret. 
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1.3. Diagrama de Gantt 
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2. Estat de l’art 
2.1. Metodologies de gestió 
Els orígens formals de les metodologies de gestió de projectes moderns, els trobem a inicis 
del segle XX. Amb la realització de grans obres d’enginyeria, és quan es comença a veure 
la necessitat d’aplicar de forma sistemàtica tècniques i utilitzar diverses eines que facilitin 
la administració i l’execució de projectes complexos.  
Per tant, aquesta disciplina neix de la necessitat de gestionar, els cada vegada més 
complexos projectes, que la societat de principis del segle XX reclamava. Inicialment 
només s’aplicava en àmbits molt reduïts i en projectes que necessitaven de la interacció 
de moltes disciplines diverses, però poc a poc, gràcies a la seva eficàcia i als resultats 
obtinguts, es van començar a dedicar més esforços en aquest àmbit, formalitzant només i 
diverses tècniques. 
Així doncs, es comença a desenvolupar aquesta disciplina en diversos camps; marcant la 
dècada de 1950 el punt d’inflexió, a partir del qual és veu la gran utilitat d’aquestes 
tècniques i es comencen a estendre a molts més àmbits i projectes. Marcant l’inici de la 
gestió moderna del projectes i posant les bases per les actuals tècniques de gestió. 
Podem considerar pares de les metodologies de gestió a Henry Gantt, conegut per ser el 
creador del diagrama de Gantt com eina de gestió i pioner en les tècniques de gestió i 
control, així com, també a Henri Fayol, ideòleg d les cinc funcions de gestió. El pilar bàsic 
per tota metodologia de gestió posterior.  
Al llarg d’aquests més de 100 anys d’història de la gestió de projectes han aparegut moltes 
i varies tècniques de gestió, però podem classificar-los en 2 grans grups, segons el seu 
plantejament inicial. 
 Mètodes de gestió en cascada 
 Mètodes de gestió iteratius.  
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2.2. Mètodes de gestió en cascada 
Aquests tipus de mètodes, moltes vegades, rep també el nom de tradicional o mètode 
tradicional. 
Consisteix en el desenvolupament del projecte de forma lineal amb una entrega única al 
final de projecte, amb uns requeriments clars a l’inici, i l’execució de tasques en forma de 
cascada, una darrera l’altra, a mesura que s’acaba una, seguir amb l’altra. Sent aquestes 
taques, tasques grans en molts casos i no orientades a funcionalitat del producte, ja que 
fins al final del projecte no s’obté un producte funcional. 
Són mètodes rígids, poc adaptables als canvis i necessitats del projecte. Poc flexibles a 
l’hora d’aconseguir i executar els objectius. Van ser els primers mètodes desenvolupats i 
formalitzats. 
La fase de test, és en la fase on més es noten les diferencies entre els dos models. En els 
mètodes en cascada, la fase de test, es sol desenvolupar al final del projecte, un cop 
finalitzat o pràcticament finalitzat el desenvolupament del producte. 
2.3. Mètodes de gestió iteratius 
Aquests mètodes es caracteritzant per la paral·lelització màxima de tasques, així com per 
organitzar i dividir el projecte en tasques el més petites possibles, sempre orientades a 
funcionalitat del projecte.  
En comptes de tenir una sola entrega final, solen tenir entregues parcial, on s’ha arribar a 
tenir un producte amb certa funcionalitat contrastable i testejada.  
La fase de test en aquest tipus de projecte, és fa doncs de forma paral·lela a la fase 
desenvolupament i no, deixant-la pel final, com en altres metodologies més tradicionals. 
Aquestes entregues parcials, permeten ajustar millor el ritme de treball a l’estat de 
desenvolupament del projecte i corregir tot allò que pot posar en perill l’objectiu final. 
Els mètodes Agile, son els principals representants d’aquest tipus de metodologies de 
gestió, popularitzades sobretot, a partir de 1990. 
Són aquests tipus de mètodes, els més utilitzats en els projectes de l’àmbit del software. 
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2.3.1. Metodologies agile 
Les metodologies Agile es caracteritzen per basar el seu procés de desenvolupament en 
cicles iteratius, en que les característiques, necessitats, solucions i aplicacions 
evolucionen a través dels diferents cicles i la col·laboració entre els diferents actors 
participants.  
El treball es realitzat per equips autogestionats i multidisciplinaris, que comparteixen la 
pressa de decisions amb tots els membres. El mètode Agile dóna molta importància a la 
comunicació cara a cara, en front de la documentació excessiva, i la col·laboració entre 
tots els membres de l’equip. 
Les metodologies Agile van començar a sorgir durant la dècada de 1990, en reacció als 
mètodes tradicions de desenvolupament en cascada, que eren poc flexibles i poc eficients. 
No va ser però, fins l’any 2001, quan es van formalitzar i es va crear l’aliança àgil, una 
organització encarregada de la difusió i millora de les metodologies Agile. 
Els pilars bàsics del desenvolupament Agile es basa en el manifest Agile. Quatre idees 
generals però bàsiques, establertes pels pares creadors del sistema i que tot mètode Agile 
ha de respectar. 
Manifest Agile: 
 Individus i iteracions per sobre de processos i eines. 
 Funcionalitat per sobre de documentació. 
 Col·laboració amb el client per sobre de negociació contractual. 
 Resposta al canvi per sobre de seguir un pla. 
Dins del gran grup de les metodologies Agile, trobem mols mètodes, sent els més 
importants, per la seva implantació i ús arreu del molt, els tres següents: 
 Lean Software Development 
 Kanban 
 Scrum 
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2.3.1.1.  Lean Software development 
La metodologia Lean neix en el món de la producció industrial. Trobem els seus orígens 
en el model de producció de Toyota, però va ser adaptat posteriorment al 
desenvolupament de software, per la seva gran eficàcia en la producció industrial. 
Com en el cas del seu mètode de referencia, el mètode Lean de producció de Software, 
es basa en 7 principis: 
 Eliminar els malbarataments:  
Tot allò que no aporta valor al producte és un malbaratament i pot ser eliminat.  
 Amplificar el coneixement: 
Compartir el coneixement entre tot l’equip i aprenentatge continuo. Així com, en tot 
moment tenir gran coneixement de l’estat del projecte, de les tasques de cada membre i 
de la visió general del producte. 
 Decidir el més tard possible: 
Retardar al màxim es decisions per prendre-les un cop ja disposem de la màxima 
informació possible i objectiva. Evitant de prendre les decisions ens una fase prematura 
sense informació suficient. 
 Entregar quan abans millor: 
La idea de la producció just in time, traslladada al món de software. Acabar el producte 
sense defectes en el menor temps possible. 
 Capacitar l’equip: 
Els membres de l’equip són responsables del producte i tenen part en la presa de decisions. 
No venen les decisions imposades des dels roles administratius, com ens mètodes 
tradicionals. 
 Construir integritat: 
La qualitat en el procés i en producte final és fonamental. S’ha d’implementar controls de 
qualitat, però aquests, han d’estar integrats dins el mateix equip. EL mateix equip ha de 
ser el responsable de la qualitat del producte. 
 Visió global: 
Important conèixer la totalitat del projecte i la finalitat del producte a realitzar. Tenir una 
idea completa i no només la idea parcial del que s’està desenvolupant.  
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2.3.1.2. Kanban 
Aquest mètode de gestió ens basa en el procés visual, gràcies al seu panell gràfic on es 
troben totes les tasques llistades. El seu principal objectiu és la entrega just a temps del 
producte, indicant que produir, quant i com.  
Com el mètode anterior, va néixer en el món industrial i ha estat adaptat al món del 
desenvolupament de software.  
Es basa en quatre principis bàsics: 
 Començar amb el que ja s’està fent. 
Aquest mètode comença adoptant les funcions i els processos que ja es tenen i estimula 
els canvis constants i graduals. 
 Acord per perseguir el canvi incremental i evolutiu. 
Tot l’equip ha d’estar d’acord en el canvi continuo per evolucionar els processos i funcions 
ja existent. 
 Respectar el procés actual, els roles i les responsabilitats dels càrrecs. 
S’han d’estimular els canvis futurs, respectant els roles actuals i eliminant tot possible 
temor. 
 Lideratge a tots els nivells 
El lideratge a tots els nivells dins l’equip ha de ser compartit per tots els membres de l’equip. 
2.3.1.3. Scrum 
Aquesta metodologia neix a principis dels anys 80, definida per Ikujiro Nonaka i Hirotaka 
Takeuchi, desprès d’observar com les principals empreses de productes tecnològics 
desenvolupaven els seus productes. 
Scrum es caracteritza per tres elements fonamentals: 
 Procés iteratiu i incremental, en lloc de planificació inicial rígida. 
 Basar la qualitat del resultat en el coneixement de les persones organitzades en 
equips autosuficients que en els processos utilitzats. 
 Realitzar les fases de desenvolupament en paral·lel, en lloc de en cascada o 
seqüencial. 
Per dur a terme qualsevol projecte, la metodologia Scrum defineix una sèrie de pràctiques, 
roles i processos que faciliten la gestió. Els quals veurem en capítols posteriors del 
document. 
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El principal punt innovador de Scrum és acceptar que durant la fase d’execució del projecte 
els clients poden canviar els requeriments del producte demanat, així com, també 
assumeix que poden aparèixer imprevistos, com poden ser errors. Per tant, està orientat 
a la gestió del canvi. 
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3. Metodologia:  
3.1.  Fases del projecte 
Per tal d’aplicar la metodologia Agile en gestió de projectes per a un projecte de disseny 
de software, hem definit un seguit de fases per les quals ha de passar el projecte en qüestió, 
amb la intenció de fer més clara l’aplicació de la metodologia. 
Aquestes fases, prenen com referencia el marc teòric de la metodologia Scrum, però han 
estat adaptades a la realitat del dia a dia, corregint o redefinint tot allò que era massa teòric 
i no acabava de ser suficientment àgil per ser aplicable. 
El diagrama següent mostra les fases del projecte des del punt de vista de la gestió i 
organització: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig 1: Diagrama fases projecte 
Requeriments 
de disseny
Divisió en 
blocs de treball
Priorització
Estimació
Assignació
Revisió
Canvis de 
disseny
Gestió de 
bugs
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3.1.1. Traducció dels requeriments a decisions de disseny 
Tot projecte de disseny de software comença amb una llista de requeriments funcionals, 
en el cas que ens ocupa, procedent del client, ja sigui extern o intern a l’empresa, el qual 
dins la metodologia anomenarem external product Owner.  
És feina del gestor de l’equip, anomenat Scrum master, transformar aquests requeriments 
en paquets de treball. Aquest procés però, s’ha de fer sempre conjuntament amb el internal 
product owner i amb seleccionats membres de l’equip de desenvolupament, entre ells, 
sobretot, és necessària la participació de l’arquitecte de nou software encarregat de 
dissenyar l’estructura del nou software a desenvolupar. 
És  fonamental per l’èxit del projecte, entendre tots els requeriments i traduir-los 
correctament en paquets de treball adequats.  
En aquesta fase prèvia, es transformen els requeriments d’alt nivell rebuts del external 
product Owner en solucions de disseny. Es valorà la seva viabilitat o no, tant per capacitat 
tècnica com per temps i en cas necessari es renegocien els requeriments amb l’external 
product Ower per adaptar-se a les possibilitats reals de desenvolupament.  
No només s’ha de tenir en compte la conversió literal del requeriments del client en 
solucions de disseny. En la majoria de casos, caldrà afegir noves funcionalitats extres, 
més enllà de les demanades pel client, per garantir la seguretat i fiabilitat del codi.  
També és necessari, en aquest punt, tenir en compte, tot el treball de test al qual s’haurà 
de sotmetre el nou software abans de ser entregat. 
3.1.1.1. Blocs de disseny: 
El procés de traducció de requeriments d’alt nivell a solucions de disseny concretes, es 
divideix en quatre grans blocs funcionals, on, en cada un d’ells intervenen diferents actors: 
Bloc Objectiu Actors 
Conversió requeriments 
funcionals a requeriments 
de disseny 
Cadascun dels 
requeriments d’alt nivell 
rebuts per part del external 
Product Owner, s’ha de 
traduir en una solució de 
disseny concreta, llesta per 
ser implementada.  
Arquitecte de software. 
Internal Product Owner. 
Puntualment, també 
intervenen els 
desenvolupadors com a 
consultors.    
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Requeriments addicionals No s’han de tenir en compte 
únicament els requeriments 
funcionals demanats pel 
external Product owner.  
En molts casos és també 
estrictament necessari 
afegir nous requeriments 
de disseny per tal de 
generar un software fiable, 
segur i mantenible en un 
futur.  
És en aquesta fase en que 
s’han de tenir en compte 
tots aquests elements. 
Arquitecte de software. 
Internal Product Owner. 
Arquitecte de test. 
Requeriments de test Tot software, abans de ser 
entregat al client final, 
requereix d’una fase de 
test, per tal de garantir que 
es compleixen tots els 
requeriments, definits en 
els dos blocs anteriors.  
Totes les tasques de test, 
es tenen en compte en 
aquest bloc. 
Arquitecte de test. 
Internal Product Owner. 
Disseny solució completa Un cop acabats els tres 
blocs anteriors, s’estudia la 
viabilitat de la solució 
completa i es presenta al 
external product owner.  
La presencia del Scrum 
Master en aquesta fase, 
assegura que la solució 
proposada pugui ser duta a 
Intenal product owner. 
External product owner.  
Scrum Master 
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terme pel l’equip en el 
temps acordat.  
En cas de que no tots els 
requeriments funcionals es 
puguin dur a terme, es 
negocia amb l’external 
product owner una 
modificació dels 
requeriments. 
En aquest últim cas, és 
tornarien a repetir aquests 
quatre blocs de disseny 
Taula 1: Blocs de disseny 
3.1.2.  Divisió en blocs de treball 
Un cop la solució de disseny ha estat acabada i ha sigut acceptada per totes les parts 
participants en el projecte, aquesta solució s’ha de dividir en paquets de treball concrets 
que facilitin la seva assignació i planificació.  
Aquests paquets de treball, es divideixen en 3 categories, segons la seva magnitud i 
concreció. 
En la metodologia que seguim, hem modificat lleugerament la definició estàndard de 
Scrum, per adaptar-la a les necessitats reals. Aquestes 3 categories són els següents: 
 Epic: 
Agrupació de stories. Un cop acabades, aporten una funcionalitat final al 
producte. Inclou també la fase de test. 
 Story:  
Agrupació de tasques dependents entre elles. Cada story pot ser desenvolupada 
de forma independent a les altres. No té perquè aportar una funcionalitat final al 
producte, sinó, funcionalitats parcials, que per agrupació, formen la funcionalitat 
final. Tampoc ha d’incloure la fase de test.  
En la nostra definició, el desenvolupament, execució i anàlisis de tests, també es 
consideren Stories per elles mateixes.  
 Task:  
Les tasks són les tasques concretes i detallades a realitzar, que seran 
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assignades a cada membre de l’equip. Han de ser suficientment detallades 
perquè cada membre de l’equip, al rebre-les, sàpiga exactament allò concret que 
se li ha demanat executar. 
Tot paquet de treball ha de passar per les 3 categories. Així doncs, un epic, acaba 
desgranant-se en stories i cada story en tasks.  
3.1.2.1.  Procés de divisió 
És responsabilitat del Scrum Master dividir la solució de disseny acceptada en paquets de 
treball, de les tres categories existents.  
Arribar però a dividir una solució de disseny en tasques concretes, que es puguin 
classificar dins la categoria de tasks, requereix un gran coneixement tècnic, i per fer-ho, el 
Scrum master, necessitarà en aquest pas, l’ajuda del internal Product owner i dels 
arquitectes de software i de test. 
En molts casos, la divisió de tota la solució de disseny en paquets de treball, no és farà de 
cop, al inici del projecte, sinó que s’anirà fent de forma progressiva. 
El procés de divisió consisteix en tres passos: 
1) Identificació dels Epics: 
La solució de disseny ha de ser dividida en blocs independents, que aportin una 
funcionalitat final i que puguin ser entregades de forma separada. Per tant, s’han 
d’identificar totes aquelles parts que compleixen aquests criteris i crear, per cada 
una, un epic.  
2) Creació de Stories: 
Un cop ja han estat identificats els epics del projecte, cada epic s’ha de dividir en 
una o més Stories. A l’hora de fer aquesta divisió, s’ha de tenir en compte que 
l’objectiu final és que cada Story es pugui desenvolupar de forma independent, per 
poder així ser assignada a equips de treball independents. Han de ser blocs amb 
una funcionalitat parcial, verificable i paral·lelitzables.    
En alguns casos però, trobarem Stories, que necessàriament tindran una 
dependència entre elles. Si és així, aquesta dependència s’haurà de resoldre a 
l’hora de prioritzar i assignar les Stories. 
En una fase inicial, no és necessari que tots els epics siguin dividits en Stories. 
3) Definició de les tasks: 
Cada Story ha de ser dividida en tasques de baix nivell, concretes, detallades i de 
fàcil comprensió, que puguin ser dutes a terme per qualsevol membre de l’equip. 
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En aquesta divisió, no només participarà el Scrum master, sinó, que acabaran 
participant també els arquitectes, el internal product owner i fins i tot, els mateixos 
membres de l’equip. En molts casos, aquesta divisió, s’acabarà de fer durant el 
sprint plan amb tot l’equip reunit. 
3.1.3. Priorització dels blocs de treball 
Prioritzar els blocs de treball és fonamental a l’hora d’assignar tasques a cada membre i 
decidir quines de les tasques, stories o epics es faran en cada sprint.  
A l’hora de prioritzar els blocs de treball, el criteri utilitzat l’imposa tan el internal product 
owner com l’external product owner. També s’ha de tenir en compte, la interdependència 
de les tasques entre elles. 
3.1.3.1. Criteris de priorització 
Els criteris principals a seguir per prioritzar els blocs de treball són: 
 Demanda de l’external product owner: 
En certs casos, el external product owner voldrà entregues parcials al llarg de 
l’execució del projecte, amb una certa funcionalitat pactada. En aquest cas per 
tant, s’han de prioritzar els blocs de treball segons les dates en que el external 
product owner espera les entregues.  
 Complexitat del bloc de treball: 
En la mesura del possible, i sense entrar en conflicte amb la resta de criteris, una 
bona pràctica és sempre intentar prioritzar tots aquells blocs de treball de major 
complexitat. La finalitat d’aquest criteri és poder tenir un major marge de temps en 
el cas de trobar algun imprevist durant la seva implementació i a la vegada, tenir 
un major espai de temps per la fase de test i revisió. 
 Criteri de l’internal product owner: 
En certs casos, a l’internal product owner, li pot interessar prioritzar certs blocs de 
treball i per tant, marcarà la priorització de certes tasques. 
 Interdependència entre tasques: 
Han de prioritzar-se totes aquelles tasques que bloquegen o potencialment 
poden bloquejar altres tasques. Encara que, de forma explicita, no tingui una 
data d’entrega pròxima.  
De la bona planificació d’aquestes tasques, així com el poder preveure possibles 
tasques bloquejants i prioritzar-les, dependrà l’èxit del projecte.  
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3.1.4. Estimació dels blocs de treball 
En una fase inicial, durant el disseny i l’avaluació de la solució a implementar, ja s’ha 
realitzat una primera estimació del cost temporal de la solució proposada en el seu conjunt. 
En base a aquesta estimació s’ha valorat la viabilitat o no del projecte, i la capacitat de 
l’equip per dur-la a terme.  
La fase inicial d’estimació la realitza el Scrum master amb l’ajuda del internal product owner 
i els arquitectes. Avaluant la complexitat del treball a realitzar i estimant la capacitat de 
l’equip, basant-se en l’experiència prèvia i el coneixement del rendiment del seu equip. 
En la segona fase, l’estimació la durà a terme tot l’equip, durant la reunió del Sprint plan. 
A diferencia de la primera estimació, aquesta es farà ja, de les task i stories concretes i no 
de tot el projecte. 
L’objectiu d’aquesta estimació, és decidir quanta i quina càrrega de treball assumirà l’equip 
durant un període de temps concret, el Sprint. Per tant, no s’estima la totalitat de blocs de 
treball de cop, sinó que només estimaran els blocs de treball que l’equip pugui realitzar en 
un Sprint. La resta de blocs, s’aniran estimant en els successius Sprint plans. 
Només s’estimaran Stories, i l’estimació servirà per posar data límit per a finalitzar cada 
tasca. 
Es descarta l’estimació de cada task per separat, ja que comportaria massa temps de 
planificació i de reunió, allargant en excés el Sprint plan. 
3.1.4.1. Mètode d’estimació 
En la segona fase d’estimació es tindrà en compte el criteri i l’opinió de tots els membres 
de l’equip.  
Per això, cadascú, valorà l’esforç que creu que pot suposar una Story en concret, basant-
se en el seu propi criteri. L’esforç es quantifica en Story points, seguint el criteri general de 
Scrum.  
Prèviament, l’equip ha d’haver consensuat una definició de Story point, per tal de que 
tothom conegui la magnitud de l’esforç. 
Les estimacions es posen en comú i es discuteixen els valors extrems. La finalitat és que 
els membres que han estimat una Story amb un valor extrem alt i amb un valor extrem 
baix, exposin els seus arguments i tot l’equip els tingui en compte i els valori. 
Es repeteix aquest procés, fins arribar a un consens general. Sent, un procés iteratiu. 
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Per tal de fer àgils les reunions de Sprint plan i evitar que s’allarguin en excés, les iteracions 
estaran limitades a tres intents. Acabades les tres iteracions sense consens, serà criteri 
del Scrum master i del internal product owner l’estimació definitiva. 
3.1.4.2. Punts de complexitat 
Per poder estimar la complexitat d’una Story, és necessari consensuar una magnitud per 
quantificar-ho. Aquesta magnitud, a Scrum, rep el nom de Story points.  
És important entendre que els punts de complexitat no han de estar relacionats amb la 
persona qui realitzarà la tasca o referenciats a temps. Han de servir per poder comparar 
de forma objectiva la complexitat d’una tasca en relació a una altra. 
Cada membre de l’equip, depenen de les seves capacitats, la seva formació, la seva 
experiència, o la idoneïtat de la tasca assignada, serà capaç de dur a terme un nombre 
concret de Story points en cada Sprint. 
Per consensuar un valor de complexitat, la forma més habitual és, prendre una tasca 
coneguda per tot l’equip, com a referencia De forma conjunta arribar a un acord de com 
de complexa és, i assignar-li un valor en Story points. A partir d’aqui, per comparació, cada 
membre té una idea de la magnitud d’un Story point, i es pot avaluar la complexitat de la 
resta de Stories. 
3.1.5. Assignació de tasques 
L’assignació de tasques es fa, tant durant el Sprint Plan, per les tasques inicials, com de 
forma progressiva en els daily meetings, a mesura que els membres vagin acabant les 
seves tasques o en cas que algun membre necessiti ajuda amb la seva tasca. 
3.1.5.1. Criteri d’assignació 
A nivell teòric, la metodologia de Scrum, en la qual ens basem, defineix que cada membre 
de l’equip s’autoassignarà les seves pròpies tasques.  
En el cas pràctic, hem vist la necessitat de modificar aquest punt. Durant l’assignació es 
té en compte sempre l’opinió dels membres de l’equip i les seves preferències, però el 
Scrum master, serà l’encarregat de vetllar perquè les tasques s’assignin a les persones 
adequades, aquelles que siguin capaces de dur-les a terme de forma més eficient. Ja sigui 
per que tenen un major coneixement del tema o per similitud amb tasques prèvies que han 
realitzat o han de realitzar. Balancejant en tot moment la carrega de treball entre tots els 
membres. 
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La modificació del criteri d’assignació de tasques neix del fet, que en la realitat, els 
membres de l’equip no són multidisciplinaris. I per tant, l’assignació de tasques a un 
membre o a un altre de l’equip té un impacte directe en el resultat final i en el temps 
d’execució.  
El scrum master ha de conèixer suficient els membres del seu equip, per assignar les 
tasques més adequades a cadascú. 
L’objectiu últim és optimitzar el temps de desenvolupament, aconseguint que les tasques 
es reparteixin de la forma més eficient possible. 
En els successius daily meetings, en cas de ser necessari, degut a que una tasca ha 
resultat ser més complexa de l’esperat, ha sorgit algun imprevist o el rendiment del 
membre de l’equip no era l’esperat, es podran reassignar les tasques a altres membres. 
Algunes de les tasques, poden resultar de gran complexitat i hauran de ser assignades a 
més d’un membre de l’equip. 
3.1.6. Revisió 
La fase de revisió es durà a terme tant en el transcurs del sprint, com de forma més 
profunda al iniciar un nou sprint. 
Durant el transcurs d’un Sprint, el Scrum master, és el responsable de vetllar pel bon 
funcionament de l’equip, assegurant-se que el desenvolupament i la implementació de les 
tasques avança al ritme esperat.  
De forma iterativa, i aprofitant les reunions diàries amb l’equip, s’avaluarà l’evolució del 
projecte, es revisaran les decisions preses i s’atendrà qualsevol imprevist que hagi pogut 
sorgir. 
Al acabar cada Sprint, tan el Scrum master com el internal product owner, valoraran el 
progres aconseguit i revisaran el projecte.  
Durant el Sprint plan següent, es compartirà la revisió amb tots els membres de l’equip, 
valorant la càrrega de treball que han tingut i el compliment o no de tasques assignades. 
En aquestes revisions si és necessari es duran a terme les següents accions: 
 Redefinir tasques: 
Degut a una errònia divisió inicial de les tasques, a una errònia definició, a una 
errònia estimació o a l’aparició d’un imprevist que no s’havia contemplat, en molts 
casos, moltes de les tasques en curs, s’hauran de redefinir per adaptar-se a la 
nova situació, o fins i tot, s’hauran de crear de noves. 
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Una redefinició de tasques, en la majoria de casos també comportarà una 
reassignació i una repriorització. 
 Reassignació de tasques: 
En cas de que una tasca no avanci al ritme esperat, aquesta s’haurà de revisar. 
En alguns casos, aquesta tasca s’haurà de dividir en tasques més petites, degut a 
una mala divisió inicial.  
En altres casos, es pot decidir assignar la tasca a més d’un membre de l’equip, 
per tal de que en comú, la tasca avanci a la velocitat esperada.  
Donat el cas, també és pot reassignar a un altre membre de l’equip, que sigui 
capaç de realitzar-la de forma més eficaç. 
 Repriorització de tasques: 
Durant el transcurs d’un Sprint, es pot donar el cas en que s’hagi de canviar la 
prioritat de determinades tasques que ja estaven en execució. 
Reprioritzar tasques durant el transcurs d’un Sprint no és aconsellable. És més 
adequat fer-ho a cada sprint plan. Hi ha però, motius que ens obligaran a 
reaprioritzar en mig d’un sprint:  
o Exigència del external product owner, demanant una entrega extra o 
modificant una data.  
o S’han detectat noves dependències entre tasques.  
o Durant la revisió s’han reassignat tasques. 
o Redefinició de tasques, obligant també a reprioritzar. 
3.1.7. Canvis en el disseny: 
Durant el transcurs del projecte es poden donar canvis en el disseny de la solució a 
implementar, que obligaran a modificar la planificació inicial. Aquests canvis podran ser 
motivats per diversos factors: 
 Canvi en els requeriments funcionals inicials. 
 Demanda de requeriments addicionals. 
 Revisió del disseny. 
En aquest escenari, ens veurem obligats a repetir la fase de divisió de blocs de treball, per 
incloure els nous requeriments, així com la fase de priorització. 
En tots els casos, menys, per exigència explicita de l’externa product owner, els canvis en 
el disseny s’han de realitzar al finalitzar un Sprint, abans de comença el següent.  
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3.1.8. Gestió de bugs: 
L’aparició de bugs durant el procés de desenvolupament és inevitable. És necessari fer-
ne una bona gestió, per evitar que el ritme del projecte es vegi afectat. 
Sempre és important resoldre el bug el més aviat possible, ja que la seva solució pot portar 
més conseqüències en el disseny general i pot provocar haver de modificar-lo. 
És per tant responsabilitat del Scrum master preveure l’aparició de bugs durant el 
desenvolupament, i per tant, reservar un marge de temps i recursos durant cada Sprint per 
a la seva solució. 
El descobriment dels bugs, pot tenir dos orígens i segons aquest, la urgència per resoldre’l 
potser menor o major.   
 Bug reportat pel client: 
En el cas de que el client demani entregues intermitges, és habitual que reporti 
algun bug, ja que al no està el producte acabat, tampoc es pot garantir la seva 
fiabilitat. Quan és aquest el cas, la solució del bug passa a ser prioritària. S’ha de 
replanificar tot el Sprint per donar solució al nou bug per la propera entrega.  
 Bug descobert internament: 
En aquest cas, s’avalua l’impacte de l’error trobat. Si es considera que l’impacte és 
menor es planifica i es soluciona un cop els membres de l’equip acabin les tasques 
assignades o fins i tot, si l’impacte del bug ho permet, esperant al proper sprint.  
En cas de que el bug tingui un impacte considerable, s’han de reassignar tasques 
i prioritzar la solució.  
3.2. Estructura de l’equip 
La definició teòrica de la metodologia de Scrum, que prenem com a base, parteix de la 
premissa de que tots els membres d’un equip de Scrum són multidisciplinaris. Tots els 
membres tenen un nivell similar de coneixement i competències laborals, i per tant, són 
capaços de realitzar un treball similar, invertint-li un esforç semblant.  
Basant-se en aquesta afirmació, la metodologia assumeix per tant, que qualsevol tasca 
pot ser duta a terme per qualsevol membre, sense que influeixi en el resultat final. 
Al intentar aplicar la metodologia Scrum en un entorn real, el principal obstacle que apareix 
és, precisament el fet, de que a la realitat, no tots els membres d’un equip són 
multidisciplinaris, i no totes tasques podran ser executades per qualsevol membre. Ni 
tampoc, el fet que, una tasca l’executi un membre o un altre, serà transparent pel resultat 
final.  
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En els equips reals doncs, hauran experts en diferents camps, membres més formats que 
altres, membres amb major experiència, etc... Per tant, les tasques es repartiran de forma 
coherent als coneixements i capacitats de cada membre i no tots els membres podran 
assumir totes les tasques o funcions. 
3.2.1. Mida de l’equip 
Pel correcte funcionament de la metodologia de gestió de l’equip, Scrum defineix un 
nombre màxim de membres, entorn als 8 membres.  
La importància de limitar el nombre màxim de membres de l’equip està en la necessitat de 
que l’equip sigui àgil, cohesionat, estigui ben coordinat i hi hagi una bona comunicació 
entre tots els membres.  
Si el nombre de membres de l’equip és molt elevat, el grau de compenetració i comunicació 
entre els diferents membres és menor. A la vegada, la seva gestió, fent ús d’eines com el 
sprint plan o el daily meeting esdevé quasi impossible, ja que el temps necessari a dedicar-
li augmenta, com més augmenta el nombre de membres de l’equip. 
3.2.2. Membres de l’equip 
En els nostres equips de treball, els membres indispensables per aplicar la metodologia, 
les seves atribucions, i els requeriments més adients per ser-ho, es troben recollits en la 
taula següent: 
Membre Atribucions Requeriments 
Internal Product Owner És el màxim responsable.  
Dins l’equip, del producte a 
desenvolupar. 
Pren totes les decisions 
tècniques del projecte. 
Té sempre la darrera paraula 
en el disseny i implementació 
de la solució. 
Alt coneixement tècnic. 
Visió global del 
projecte. 
Scrum Master Responsable de projecte. 
Gestor de l’equip.  
Capacitat de gestió i 
organització.  
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Coordina i organitza l’equip i 
la feina a realitzar.  
Vetlla pel bon funcionament 
de l’equip i del projecte. 
S’encarrega d’aplicar 
correctament la metodologia 
de gestió. 
Coneixement tècnic. 
Capacitat de 
comunicació. 
Visió global del 
projecte. 
Desenvolupador Implementar la solució 
definida pel internal product 
owner. 
Executar les diferents 
tasques del projecte.  
Treball en equip. 
Coneixement tècnic 
específic. 
Tester Encarregat de dur a terme la 
implementació, execució i 
anàlisis, dels tests 
necessaris per garantir la 
qualitat del software. 
Treball en equip. 
Visió crítica. 
Coneixement tècnic 
específic. 
Taula 2: Membres de l'equip 
Una mateixa persona, pot assumir dins l’equip més d’un paper i per tant, assumir tasques 
pròpies d’un i d’un altre paper.  
És habitual doncs, que tan el Internal product owner com el Scrum master, siguin també 
desenvolupadors o testers. És fins i tot, aconsellable, ja que els dóna una visió més 
profunda del projecte. 
En el transcurs d’un projecte de desenvolupament de software, intervenen també altres 
papers importants, però que, no tenen perquè estar integrats dins l’equip. Col·laboren amb 
l’equip, tenen una comunicació constant i realitzen un paper de consultors i revisor, però 
sense estar lligats a la gestió de l’equip.  
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Aquests papers són els mostrats a la taula següent: 
Paper Atribució 
External Product Owner Representa el client.  
És qui ha requerit el desenvolupament del 
producte.  
Pot ser un client extern o intern a la 
companyia, però, en cap cas formarà part 
de l’equip. 
Arquitecte de Software Una o varies persones. Són els 
encarregats de dissenyar la solució que 
dóna resposta als requeriments del 
External Product Owner. 
Poden formar part de l’equip, sent també 
desenvolupadors o internal product owner. 
Poden també, ser externs a l’equip, no està 
sotmesos a la seva gestió i realitzar una 
funció de consultors. 
Arquitecte de Test Encarregat de dissenyar els controls 
necessaris per garantir la qualitat del 
software desenvolupat. 
Com en el cas de l’arquitecte de software, 
pot formar part de l’equip, sent també tester 
o qualsevol altre paper. 
Pot també, ser extern a l’equip, no està 
sotmès a la seva gestió i realitzar una 
funció de consultor. 
Taula 3: Funció membres de l'equip 
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3.3. Organització temporal 
Tot projecte té una data d’inici i una data final, on s’ha d’haver arribat a complir l’objectiu 
proposat a l’inici.  
Per evitar arribar al final i trobar-nos amb el risc de que l’objectiu ha estat parcialment 
complet, es proposa l’organització del projecte, en petits blocs de temps parcials, on al 
final de cada bloc, en molts casos, s’ha d’haver arribat a un objectiu concret i s’ha de poder 
realitzar una petita entrega parcial del projecte. Independent de que ho requereixi o no el 
client. 
Aquesta forma d’organització, ens aporta molta informació sobre l’estat real del projecte i 
ens ajuda a poder corregir possibles errors en la gestió o evolució del projecte, així com, 
ens permet anticipar-nos a futurs problemes Tot, amb la finalitat d’arribar a temps a la data 
final de forma relaxada i amb la total seguretat de que els objectius inicial han estat 
complerts en la seva totalitat. 
Els blocs de temps en que s’organitza el projecte, dins la metodologia Scrum, s’anomenen 
Sprints.  
La metodologia, deixa llibertat per escollir la durada dels sprint.  
Una durada molt llarga, treu flexibilitat al projecte i capacitat de resposta davant un 
imprevist, mentre que una durada molt curta, provoca haver de dedicar més temps a la 
planificació, no només per part del Scrum master, sinó també per part de tots els membres 
de l’equip. 
En el nostre cas, el temps ideal, escollit és de dues setmanes. És una xifra equilibri, en 
línia de la majoria de projectes de llarga durada on s’aplica Scrum. 
3.4. Estratègia de coordinació 
L’èxit de tot projecte realitzat en equip depèn de la correcte coordinació de tots els 
membres que formen part de l’equip. 
És per tant, fonamental la correcta comunicació i coordinació entre tots els membres. La 
idea de base és que cada membre tingui visibilitat i coneixement, no només de les seves 
tasques, sinó també de les tasques del demes membres. Així, aconseguim un equip 
cohesionat, capaç de detectar ràpidament quan un membre es troba encallat en alguna 
tasca i a la vegada, capaç de poder donar-li un cop de mà. 
La correcte comunicació i visibilitat entre tots els membres de l’equip, també evita una 
possible duplicitat de treball. Si per realitzar una tasca concreta són necessaris un passos 
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previs, amb una correcte visibilitat, és possible que algun altre membre de l’equip ja hagi 
realitzat aquests passos per alguna altre tasca i que per tant, no s’hagin de tornar a 
realitzar. 
A la vegada, també és important la comunicació per una correcta transmissió del 
coneixement entre els membres de l’equip. Conèixer que fan els altres membres, ens pot 
ajudar a saber en quin àmbit són més experts i sobre quins temes podem consultar-li 
dubtes, demanar ajuda o derivar tasques. D’igual forma, si coneixem en que estan 
treballant els altres membres, podem aportar el nostre coneixement al seu treball, donant-
li un cop de mà, en cas de que els veiem encallats o amb manca de suficient coneixement 
en alguna tasca. 
3.4.1. Daily meeting 
D’aquesta anteriorment explicada, necessitat de coordinació, comunicació i visibilitat, neix 
la importància de tenir una trobada diària per intercanviar avanços, problemes, idees... en 
definitiva, informació.  
En la metodologia scrum, aquesta trobada diària, es defineix com daily meeting. En el 
nostre projecte aa estat adoptada de forma molt similar a la teòrica, per la seva gran 
importància. 
Les característiques principals que tot daily meeting a de tenir són: 
 Diària:  
La idea d’aquestes reunions és millorar la cohesió de l’equip i aconseguir que tots 
els membres tingui visibilitat sobre els avanços i tasques dels altres membres. És 
per això necessària que sigui diària, per compartir informació i estar coordinats dia 
a dia, així com, detectar qualsevol problema o imprevist, l’abans possible. 
 Concisa:  
No s’han de discutir temes en detall o explicar els detalls concrets de les tasques.  
Les reunions han de ser àgils i han de donar una visió general als membres de 
l’equip. És responsabilitat del Scrum master vetllar perquè es compleixi.  
Discutir el detall, tractar els temes en profunditat i arribar a la concreció, s’ha de fer 
apart, en grup més petits, on només hi siguin els membres interessats, per evitar 
així allargar el daily meeting.  
 Participativa:  
Tots els membres de l’equip han de intervenir-hi, explicant l’evolució de les seves 
tasques dia a dia, i aportant allò que creguin oportú a les intervencions dels altres 
membres. 
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 Breu:  
Ha de durar el temps just. Al tractar-se de una reunió diària, no s’ha d’allargar més 
de l’estrictament necessari: Provocaria una pèrdua de temps productiu i a la 
vegada, molts dels membres de l’equip, disminuirien el seu interès i baixaria el 
nivell d’atenció.  
El temps ideal, entorn als 5 o 10 minuts. 
En certs casos, el daily meeting també serà utilitzat per reprioritzar o reassignar tasques, 
així com discutir sobre l’aparició de bugs i la seva solució, tal i com, s’ha comentat en 
apartats anteriors. Però en cap cas, ha de ser pràctica habitual. 
3.4.2. Sprint plan 
Més enllà de la comunicació diària, coberta ja gràcies als dailies meetings, és també 
necessària una coordinació regular dels membres de l’equip, en reunions molt més 
extenses, on és discuteixi el detall de les tasques, es comentí l’evolució general del 
projecte, es debatin possibles noves solucions de disseny i es planifiqui el pròxim bloc 
temporal de treball, és a dir, el proper sprint. 
El Sprint plan, és doncs, el nom que la metodologia Scrum adopta per les reunions de 
coordinació amb tot l’equip, que es realitzen abans de començar un nou Sprint, just 
desprès d’acabar l’últim. Reunions que també hem adoptat en la nostra aplicació pràctica, 
per la seva utilitat. 
El objectiu principal d’un Sprint plan, és planificar la feina a realitzar en el següent sprint. 
Per tant, les característiques principals d’una reunió de Sprint plan són les següents: 
 Assignar tasques: 
S’assignen les tasques a tots els membres de l’equip pel proper sprint. 
 Detallar/clarificar tasques: 
Es presenten a l’equip les properes Stories a realitzar. En cas de que hi hagi 
tasques o Stories que no estiguin massa clares, s’expliquen o es detallen en més 
profunditat.  
 Estimar complexitat dels Stories: 
S’estima la complexitat de les properes Stories, les tasques de les quals es preveu 
que es realitzaran dins del proper Sprint. 
 Avaluar l’evolució del projecte: 
S’analitza l’avanç del projecte fins el moment i s’avalua si és o no l’esperat, per 
realitzar modificacions si és necessari, per tal de corregir la tendència. 
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 Valoració del Sprint anterior: 
Tots els membres de l’equip valoren l’execució del sprint anterior. Analitzen els 
errors i els elements a millorar i busquen els punts forts. L’objectiu és corregir els 
errors i potenciar els punts forts, per millorar l’execució del proper Sprint. 
En la metodologia Scrum, de forma separada al sprint plan, apareixen unes altres reunions, 
les retrospectives, que es fan al acabar un Sprint, no necessàriament sempre, i serveixen 
per valorar el funcionament general de l’equip, detectar errors i corregir-los, detectar punt 
forts i potenciar-los. En el nostre cas, aquestes accions, es fan també dins la mateixa 
reunió de Sprint plan.   
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4. Conclusions 
Aquest projecte ha estat desenvolupat en un entorn real, aplicant la metodologia a la gestió 
d’un projecte de software en curs. Per tant, més enllà dels objectius acadèmics de formació, 
també s’han hagut de mostrar resultats autèntics en el marc del projecte on s’ha aplicat la 
metodologia. 
Per avaluar les conclusions obtingudes de la realització d’aquest projecte, s’ha tingut en 
compte la metodologia exposada en aquestes pàgines, el seu disseny i la seva aplicació 
per part de l’estudiant, així com la millora en els resultats de l’equip de treball on s’ha 
aplicat.  
Durant el desenvolupament d’aquest projecte s’han aconseguit complir els objectius 
inicials proposats en aquest treball. Arribant a l’objectiu final de poder adaptar i aplicar en 
un entorn real una metodologia de gestió de projectes basada en el marc teòric de Scrum. 
Desprès de la realització d’aquest projecte, es pot concloure que la part organitzativa i de 
gestió, té un pes molt important en qualsevol projecte, sent determinant pel seu èxit.  
L’aplicació d’una metodologia eficaç i que s’adapti a la realitat del projecte s’ha descobert 
totalment necessària. 
S’ha verificat la complexitat d’adaptar un model teòric a la realitat de forma eficaç, evitant 
caure en un excés de formalismes que converteixin el dia a dia del projecte en burocràtic 
i poc àgil. Sent del tot necessari buscar l’equilibri entre una rigorosa aplicació de la 
metodologia i l’agilitat i eficàcia del treball dia a dia.  
Podem extreure com conclusió molt important, que no es possible aplicar cap mena de 
metodologia en la gestió de projecte, si no es compte amb la complicitat de l’equip. És 
necessari que tot l’equip en el seu conjunt vegi els beneficis d’aplicar dita metodologia i 
l’adopti com a pròpia. Sense la seva cooperació, el gestor d’un projecte no serà capaç de 
canviar l’organització de l’equip. 
Cal afegir també, que no és pot començar aplicar la metodologia de forma estricte, d’un 
dia per l’altre, en un equip ja existent. Cal un període d’adaptació progressiva de tots els 
membres de l’equip. De la mateixa manera, que tampoc es pot esperar tenir resultats de 
forma immediata. L’eficiència de l’equip i la millora de la gestió, es notaran de forma 
progressiva, a mesura que es vagi aplicant la metodologia i tots els membres de l’equip 
l’adoptin com a pròpia.  
Finalment, podem extreure com a conclusió resum, que per tal d’aconseguir l’èxit en tot 
projecte, no només és necessària l’excel·lència tècnica, sinó que també és necessària una 
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correcta i detallada gestió, per tal d’orientar la capacitat tècnica de l’equip cap als objectius 
finals, sense malgastar esforços en detalls secundaris. 
A part de l’anteriorment exposat, es pot concloure que els resultats obtinguts i la 
metodologia dissenyada per aquest projecte, es pot extrapolar a qualsevol altre entorn real 
de desenvolupament de software. 
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5. Líneas futures 
Desprès de la implementació d’una metodologia de gestió d’equips, el següent pas per on 
es podria continuar per tal de millorar l’eficiència en el desenvolupament de software i 
facilitar el treball del dia a dia, seria la gestió del coneixement i documentació del projecte 
en curs. 
A llarg del transcurs d’un projecte, es rep molta documentació externa, es genera molta 
documentació, i molta altra informació seria adequat documentar-la, però no s’arriba a fer-
ho per falta de costum, temps, o protocol.  
A la vegada, s’adquireix coneixement en molts àmbits nous, fruit de l’experiència viscuda 
i d’enfrontar-se a difícils reptes i solucionar-los. Coneixement que podria ser molt útil tant 
en projectes futurs, com en el mateix projecte, més endavant. 
Tot aquest coneixement que s’adquireix i la documentació que es genera, en molts casos 
cau en el oblit, o deixa de ser útil per la dificultat que hi ha per fer-ne ús. La causa principal 
és la manca d’una organització eficaç de tota aquesta informació i d’una metodologia que 
inviti a tots els membres de l’equip a documentar tot el coneixement adquirit, pensant en 
la seva utilitat futura. 
No només és necessari documentar tot allò après i conegut durant un projecte, sinó que 
també és molt important organitzar-ho de forma correcte, ja que, una gran quantitat 
d’informació sense cap mena d’ordre, on sigui molt complicat trobar allò que es necessita, 
deixa de ser útil i perd la seva raó de ser.  
Sinó es facilita l’accés, l’ús quotidià, i la possibilitat de consultar allò que es requereix de 
forma fàcil, aquesta informació és, pràcticament, com si no existís. 
En aquesta línia, durant els últims anys, han aparegut molts sistemes orientats a la 
correcte gestió i documentació de la informació, així com molts programes informàtics que 
en faciliten la feina.  
L’objectiu de la segona part d’aquest projecte podria ser, implementació de sistemes de 
gestió i documentació de la informació en un entorn de desenvolupament de software, amb 
la finalitat de seguir millorant l’eficàcia en els processos de desenvolupament. 
Els passos a seguir serien: 
 Anàlisis i coneixement de les diferents metodologies existent per la gestió i 
documentació de la informació. 
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 Identificació d’una metodologia teòrica de documentació aplicable al nostre 
entorn. 
 Adaptació del marc teòric de la metodologia a l’entorn real i a l’equip. 
 Aplicació de la metodologia adaptada. 
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