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1. Introducció 
1.1. Presentació 
Per tal de trobar un terme de referència clar i inequívoc, citaré la definició “d’allau” tal i com 
s’extreu de la Wikipèdia  
Una allau, llau o llavei (a l'Alt Pallars i Ribagorça) és una massa de neu que cau i es precipita 
avall pel vessant d'una muntanya. Metafòricament, la paraula també és utilitzada per descriure 
una acumulació de fets en un moment determinat. 
Pel que fa a aquest projecte, ens centrarem en els allaus de neu, concretament en els de tipus 
de placa, que més endavant definirem. 
1.2. Objectius 
L’objectiu d’aquest projecte és aconseguir definir un model per fer simulacions d’allaus de 
placa, donada una orografia, característiques del tipus de neu i una definició d’una fractura 
originària de l’allau. 
Aquest model ha d’estar definit amb SDL (Specification and Description Language) i ha de 
poder executar-se sobre una plataforma intèrpret de models SDL anomenada SDLPS, 
desenvolupada en el si del InLab FIB.  
1.3. Motivacions 
Les motivacions que m’han dut a embarcar-me en aquest llarg projecte brollen de la meva 
passió per la relació entre la natura i els esforços que fa el ser humà per poder-la habitar, 
entendre, gaudir i protegir. 
No només amb tècniques  per poder combatre els fenòmens adversos, com ara meteorològics 
o del medi, també amb eines que ens ajudin a predir què passarà i com ho haurem de treballar 
per sortir exitosos en la nostra incursió dins d’ella. 
Coneixent el medi que ens dóna la vida podem comprendre millor quin paper juguem i quines 
són les nostres limitacions. 
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1) Conseqüències de les allaus 
Per tal de poder fer-se una idea del grau de risc que tota aquesta exposició teòrica entranya, 
caldria conèixer les freqüències amb les que aquests fenòmens es donen. Malauradament, és 
molt difícil (per no dir impossible) comptabilitzar quantes allaus es donen en una regió durant 
una temporada, ja que no sempre hi ha observadors presents. 
D’on si que es poden extreure dades és d’aquelles allaus on hi ha hagut observadors o 
implicats. 
Si ens centrem en un territori com Catalunya, aquestes són les dades dels últims anys (Institut 
Geològic de Catalunya, 2013): 
 
 
Figura 1 Decessos per allaus a Catalunya 
 
Si observem un territori més ampli, i amb més superfície nevada i muntanyosa, com ara 
França, aquestes són les dades de les últimes dècades (Jarry, 2011): 
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Figura 2 Accidents i decessos per allaus a França 
1.4. Specification and Description Language (SDL) 
El llenguatge SDL (Specification and Description Language) és un llenguatge per especificar i 
descriure, de manera no ambigua, el comportament de sistemes reactius i distribuïts. 
SDL permet dues representacions: 
• Gràfica (SDL/GR) 
• Textual (SDL/PR) 
Normalment, els sistemes es representen mitjançant el format gràfic. Un sistema s’especifica 
com a un conjunt de màquines abstractes , que són extensions de màquines d’estats finits. 
El llenguatge és complet, el que implica, que es pot fer servir per generar codi de programari. 
La jerarquia del llenguatge SDL, a grans trets és la següent: 
- Agent sistema 
- Agent bloc 
- Agent procés 
- Tipus procediment 
Normalment, un sistema consisteix en un nombre d’agents bloc. Un agent bloc comunica amb 
d’altres fent servir canals. Un agent bloc és compost per agents procés. Cada procés és una 
màquina d’estats que forma part de l’acció desenvolupada pel sistema. Un missatge de 
l’entorn o d’un altre agent s’anomena senyal. Els senyals es situen en una cua (cua d’entrades).  
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Quan la màquina d’estats (procés) roman en espera, si el primer senyal de la cua té una 
entrada per aquell estat, comença una transició cap a un altre estat. Les transicions poden 
treure senyals cap a d’ altres agents o al medi. Un agent procés pot contenir una crida a un 
procediment, com si es tractés de una “subrutina”, que pot ser invocat des de diversos 
processos.  
 
 
Figura 3 Exemple de modelització en SDL (Gràfic) 
SDL inicialment va ser emprat en les àrees de les telecomunicacions, però actualment s’empra 
en el control de processos i descripcions de sistemes en temps real. 
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2. Marc teòric 
Per tal de poder simular correctament el comportament d’una allau cal comprendre com es 
dóna el seu moviment, sota quines regles avança i quins són els seus condicionants.  
En aquest capítol farem una breu introducció a la natura d’aquest fenomen.  
 
2.1. Definició 
El terme allau significa, estrictament, una gran quantitat d’alguna cosa que s’acosta 
sobtadament. 
Aquest terme ha anat, popularment, quedant reservat per als allaus de neu, bé per la seva 
existència relativament propera a la nostra cultura, bé per l’absència de fenòmens físics 
similars on una gran quantitat de massa es desplaci sobtadament, és a dir, sense que aquest 
moviment fos esperat.  
2.2. El mantell nival 
El gruix de neu no ha de perquè ser ni de ben lluny homogeni, ja que generalment la neu que 
aquest ha anat acumulant ha estat depositada  en diferents moments, en diferents 
circumstàncies atmosfèriques i amb diferents condicions ambientals entre cada aportació de 
nova neu (nova capa al mantell), com ara pluja, temperatures i radiació solar. 
 
La heterogènia disposició de les capes de neu serà 
determinant a l’hora de predir si es podran donar 
allaus de neu, així com la categoria del mateix. 
 
Figura 4. Exemple de un gran mantell nival. 
 
 
La tècnica més senzilla per estudiar el mantell nival es basa en el sondatge del mateix.  
Basant-se en el sondatge, es pot confeccionar un perfil del mantell que aportarà valuosa 
informació per predir el risc d’allau. (Institut Geològic de Catalunya, 2013) 
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Figura 5. Exemple de perfil del mantell nival 
 
• La localització. Ens localitza les observacions geogràficament i en el temps. També hi ha 
informació sobre les condicions meteorològiques i l'activitat d'allaus. Aquestes dades estan 
representades a l'extrem inferior esquerre. 
• La resistència a la penetració de la sonda i la temperatura de la neu. A la part esquerra del 
gràfic es representa el perfil de resistència que ofereix la neu a la penetració de la sonda. Es 
mesura en Kgf (Kilogram força) i es correspon amb l'eix inferior de les abscisses. La 
temperatura de la neu es registra cada 10 cm i la corba de temperatures se superposa als 
valors de resistència. En l'eix superior de les abscisses es pot llegir el valor corresponent a la 
temperatura de la neu en ºC. L'eix d'ordenades correspon a l'altura de la neu en cm. 
• La descripció de les diferents capes de neu. En la part dreta del gràfic apareixen, per a cada 
capa de neu individualitzada: 
F: la forma dels grans presents. 
Ø: diàmetre dels grans en mm. 
D: duresa de cada capa, d'1 (mínima) a 5 (màxima). 
U: humitat de cada capa, d'1 (mínima) a 5 (màxima). 
e: densitat de cada capa (mesurat en kg/m3). 
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2.3. Classificació bàsica 
No tots els allaus de neu tenen el mateix origen ni comportament. En funció d’aquestes dues 
característiques, podem establir la següent categorització d’allaus (Canadian Avalanche 
Association, 2013): 
1) Allau de pèrdua seca 
Limitades a les capes superficials del mantell nival. Són, en general, de 
curt recorregut. Comencen en un punt concret i van guanyant massa de 
les capes superficials.  Es donen en desnivells al voltant dels 35-40º i són 
més habituals a les zones altes, allà on la neu és menys densa. 
La presència de capes molt fines i llises, com crostes, afavoreixen 
l’aparició d’aquest tipus d’allaus. 
 
 
2) Allau de pèrdua humida 
Limitades a les capes superficials del mantell nival. Són, en general, de curt recorregut. Deguda 
a la seva alta densitat, arrosseguen moltíssima més quantitat de neu que 
una de pèrdua seca. Comencen en un punt concret i van guanyant massa 
de les capes superficials.  Es donen en desnivells al voltant dels 35-40º. 
Són més freqüents al final de l’hivern o a començaments de primavera, 
quan les temperatures són més altes.  
Són també més freqüents cap a la tarda, a zones on ha estat tocant el sol, 
ja que això ha fet incrementar la temperatura durant un període 
suficientment gran. 
3) Allau de placa humida 
Les allaus de placa humida es donen quan una capa del mantell nival perd cohesió amb la seva 
placa inferior. Aquesta pèrdua de cohesió es dóna degut a que aquesta 
capa lliscant s’ha tornat més humida (degut a la calor o acumulació 
d’aigua). Inicialment, la capa lliscant és llisa i homogènia però ràpidament 
es transforma en una capa irregular i bonyuda. 
Són bastant destructives degut a la gran quantitat de massa que 
transporten.   
Es donen quan no hi ha moments de glaciació (típicament nocturns) i la 
capa es va fent cada cop més humida. A més dies sense glaçar a la nit, 
més allaus de placa humida trobarem. Normalment vénen precedides per allaus de pèrdua 
humides. 
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4) Allau de tempesta de neu 
Les allaus de tempesta de neu es produeixen degut a una sobrecàrrega de 
neu a la capa més superficial del mantell nival durant el període que dura 
una tempesta.  
Durant la tempesta és molt habitual que hagi fluctuacions a les condicions 
de temperatura, intensitat de precipitació i vent. Aquests fluctuacions 
donen com a resultat una capa poc consolidada i amb molta predisposició 
a lliscar.  
 
El risc d’allau per tempesta finalitza entre unes 24 i 36 hores  després de la tempesta, quan la 
capa ja s’ha cohesionat.  
 
5) Allau de placa per vent 
Les allaus de placa per vent són induïdes per una capa de cristalls de neu 
que s’han trencat en petites partícules i compactades pel vent. 
Aquestes capes es formen als pendents situats sotavent, o bé a les zones 
on el vent llisca paral·lel al pendent. 
Habitualment les podem trobar a llocs on es crea un refugi natural del 
vent, sota cims, crestes o arbres que actuen com a barrera natural contra 
el vent. 
 
La presència d’aquestes capes és fàcilment reconeguda per l’aspecte de coixinet que presenta 
la neu. 
A més velocitat i continuïtat del vent, més probabilitat de formar plaques de cristalls. 
6) Allau de placa persistent 
Les allaus de placa es formen quan hi ha una capa consolidada i 
suficientment gran que no està ben acoblada amb la seva predecessora. 
Als inicis de la inestabilitat (per manca d’acoblament) és habitual trobar 
moltes allaus de placa.  
Si aquests allaus no es donen i la placa va guanyant profunditat, en el 
moment que es desencadeni una allau, aquesta serà molt més virulenta, 
ja que el gruix de neu a desplaçar serà més gran, i en conseqüència, la 
massa. 
L’absència d’allaus és normalment un factor potenciador per a l’existència d’aquest tipus 
d’allaus. La placa “lliscant” va aprofundint poc a poc, i l’allau es desencadena quan les 
condicions climatològiques canvien  
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7) Allau de profunda placa persistent 
Aquestes allaus es donen com a evolució de les anteriors (allau de placa 
persistent). 
Si la capa lliscant va penetrant lentament al mantell nival, serà més difícil 
que es provoqui l’allau. Si aquesta finalment es provoca, serà molt 
virulenta degut a la enorme quantitat de massa que arrossegarà. 
 
 
8) Allau de cornisa 
Les allaus de cornisa es donen quan una massa de neu queda “penjant” degut a l’orografia del 
terreny i a un dipòsit de la neu durant la seva precipitació acompanyat per 
vent.   
Es poden donar també quan el vent s’ha endut la neu que sustentava la 
massa a la part inferior. Aquestes allaus són més habituals a les següents 
hores de una precipitació, i, si la cornisa és suficientment gran, poden 
perdurar més en el temps. 
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2.4. Nivells d’una allau 
Podem distingir tres zones durant el trajecte de l’allau (Rodríguez Estévez, 2009) 
 
Figura 6 Nivells d'una allau 
1) Zona de sortida 
Allà on la neu inestable comença el seu moviment. L’acceleració en aquest punt és significativa 
Tipus de sortida 
• Espontània: deguda a causes internes del mantell nival 
• Provocada: deguda a causes externes del mantell nival, bé siguin voluntàries o 
involuntàries 
Forma de sortida 
• Puntual: l’allau parteix d’un punt 
• Lineal: l’allau parteix de una línia 
Qualitat de la neu 
• Recent 
• Evolucionada 
Qualitat de la neu, contingut en aigua 
• Nul: neu seca 
• Dèbil: neu humida 
• Fort: neu mullada 
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Qualitat de la neu, cohesió 
• Dèbil: neu pols 
• Moderada: placa friable 
• Forta: placa dura 
Posició del pla de lliscament 
• En el mantell nival 
• Sobre el sòl 
2) Zona de trajecte 
Forma del terreny 
• Pendent  oberta 
• Canal 
Dinàmica de flux 
• Sense núvol de partícules de neu 
• Amb núvol de partícules de neu (aerosol), que pot estar situat en el front o a la cua 
d’aquesta (amb estela) 
• Només format per partícules de neu (aerosol pur) 
Neu incorporada 
• Amb incorporacions 
• Sense incorporacions 
Presència de més elements 
• Presents (roques, vegetació...) 
• No presents 
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3) Zona de dipòsit 
Rugositat superficial 
• Dèbil 
• Sense incorporacions 
Qualitat de la neu 
• Humida 
• Seca 
Brutícia visible 
• Contaminat 
• Net 
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2.5. Magnituds de les allaus 
Podríem categoritzar les allaus en cinc nivells (Canadian Avalanche Association, 2013), en 
funció del seu potencial destructiu. 
0 : Sense allau 
 
1 : Relativament sense perjudici per a les persones 
 
 
2 : Podria ferir o matar a una persona 
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3 : Podria enterrar o destruir un cotxe, fer malbé un camió, destruir una estructura de fusta i 
trencar arbres 
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4 : Podria destruir una via, cotxe, camió gran, nombrosos edificis o fins a 4 hectàrees de bosc 
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5 : L’allau més gran mai conegut. Podria destruir un poble o un bosc fins a 40 hectàrees 
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2.6. Evolució de l’allau de placa 
Totes les allaus de placa presenten dues fases d’evolució (Colls, 2009): 
1) Fase de propagació de l’esquerda 
Durant aquesta fase, la fractura inicial (responsable del desencadenament de l’allau), es 
transmet al llarg de la neu 
La fractura inicial està produïda en la gran majoria de casos per algun desencadenant extern a 
la massa de neu, com ara, el pas de un esquiador. 
A les següents fotografies podem apreciar una seqüència de propagació de l’esquerda 
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2) Fase de lliscament 
Durant aquesta fase, la neu ja inicia el seu lliscament.   
A les següents fotografies podem apreciar una seqüència de inici del lliscament, continuació de 
l’anterior fase de propagació de la esquerda. 
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3. Autòmats cel·lulars 
Un autòmat cel·lular és un model discret. Són anomenats, a vegades, espais cel·lulars. 
(Wolfram, Cellular Automata as Simple Self-Organizing Systems, 1982) L’autòmat el formen 
una malla de cel·les, cadascuna amb un nombre finit d’estats. La malla pot ser de qualsevol 
nombre (finit) de dimensions. Per a cada cel·la existeix un conjunt de cel·les anomenades 
veïnatge. Totes les cel·les tenen unes regles d’evolució. Això vol dir, que donat un temps inicial 
(t=0), cada cel·la parteix d’un estat. Cada cop que el temps s’incrementa en una unitat, es crea 
una nova generació de cel·les, seguint algun tipus de regla definida. Aquesta regla és funció de 
l’estat de la pròpia cel·la i dels estats del seu veïnatge.  
3.1. Tipus d’autòmats 
Stephen Wolfram a New Kind of Science (Wolfram, A new kind of Science, 2002), i a diferents 
documents a mitjans dels 80, va definir quatre conjunts per categoritzar els autòmats cel·lulars 
i altres models computacionals simples en funció del seu comportament. 
Anteriorment, els autòmats cel·lulars s’identificaven segons els diferents tipus de patrons. La 
classificació de Wolfram va ser el primer intent de classificar-los segons les seves d’evolució en 
sí mateixes, de menys a més complexitat (Wolfram, Cellular automata as models of 
complexity, 1984). 
- Classe 1: Gairebé tots els patrons inicials evolucionen cap a un estat estable i 
homogeni. Desapareix qualsevol tipus d’aleatorietat 
- Classe 2: Gairebé tots els patrons inicials evolucionen ràpidament cap a estructures 
estables o bé oscil·lants. Alguna aleatorietat inicial pot ésser filtrada, però d’altra 
perdura.  
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- Classe 3: Gairebé tots els patrons inicials evolucionen en una forma pseudo-
aleatòria o caòtica. Qualsevol estructura estable és ràpidament destruïda per 
l’efecte del veïnatge 
- Classe 4: Gairebé tots els patrons inicials evolucionen en estructures que 
interactuen de formes complexes, formant estructures capaces de sobreviure 
durant llargs períodes de temps.  
 
Figura 7 Exemple d'autòmat cel•lular 
4. Representació d’un model teòric d’allaus en SDL i autòmats cel·lulars 
Un cop explicats aquests dos conceptes (SDL i autòmats cel·lulars), veiem com els podríem 
combinar per al nostre propòsit. 
Sembla raonable traçar el símil entre una cel·la de un autòmat cel·lular i un diferencial de neu. 
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Figura 8 Superposició de l'autòmat a la neu 
D’aquesta manera, només ens hem de preocupar de definir les regles d’evolució per a una 
única cel·la, en funció del: 
- Seu propi estat 
- Del seu veïnatge 
Aquestes regles d’evolució les podem plasmar en un llenguatge formal i complert, com ara, el 
SDL 
 
Figura 9 Detall del comportament d'una cel·la 
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Només caldrà, doncs, definir aquestes regles d’evolució. A quin estat passarà una cel·la quan 
rebi determinada senyal concreta d’alguna cel·la veïna, en funció de l’estat d’aquesta i el seu 
propi.  
4.1. L’autòmat per les cel·les de neu 
L’autòmat cel·lular que necessitarem requerirà de diferents capes. No bastarà, doncs, amb una 
única capa d’estat.  
 
Figura 10 Múltiples capes per a cada cel•la de l'autòmat 
Un autòmat cel·lular multicapa n-dimensional (Fonseca i Casas & Casanovas, 2005) es defineix 
segons la següent expressió: 
m:n-CAk 
 m: Nombre de capes 
 n: Nombre de dimensions per a cada capa 
k: Nombre de capes principals. Capes principals són aquelles per les quals existeix una 
funció d’evolució definida, és a dir, les que canvien el seu contingut durant el procés 
1) Capes de l’autòmat cel·lular 
Les capes que emprarem seran les següents: 
- Capa d’alçada: Conté l’alçada (en metres, sobre el nivell del mar) a la que està 
situada cada cel·la 
- Capa de terreny: Conté el tipus de terreny sobre el qual reposa la neu desplaçable 
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o 0: Neu Pols. Coeficient de fricció=0.5 
o 1: Neu dura. Coeficient de fricció=0.4 
o 2: Gel. Coeficient de fricció=0.2 
o 3: Grava grollera. Coeficient de fricció=0.9 
o 4: Grava fina. Coeficient de fricció=0.7 
o 5: Vegetació suau. Coeficient de fricció=0.6 
o 6: Vegetació mitja. Coeficient de fricció=0.65 
o 7: Vegetació densa. Coeficient de fricció=0.8 
o 8: Aigua. Coeficient de fricció=0.5 
- Capa gruix: Conté el gruix de neu desplaçable, en metres 
- Capa esquerdada: Aquesta capa definirà la traça per on s’ha propagat l’esquerda 
iniciadora de l’allau de placa. 
o 0: No passa l’esquerda per aquesta cel·la 
o 1: Si passa l’esquerda per aquesta cel·la 
- Capa densitat: Conté la densitat per a cadascuna de les cel·les de neu (kg/m3) 
- Capa força: Conté la magnitud de la força amb la que va arribar la massa de neu a 
aquesta cel·la (Newtons / m) 
- Capa direcció força: Conté la direcció de on provenia la força amb la que va arribar 
la massa de neu a aquesta cel·la 
El criteri és el següent: 
 1 2 3 
8 
Cel·la 
actual 4 
7 6 5 
1: La força va arribar de la veïna del Nord-Oest 
2: La força va arribar de la veïna del Nord 
3: La força va arribar de la veïna del Nord-Est 
4: La força va arribar de la veïna de l’Est 
5: La força va arribar de la veïna del Sud-Est 
6: La força va arribar de la veïna del Sud 
7: La força va arribar de la veïna del Sud-Oest 
8: La força va arribar de la veïna de l’Oest 
 
- Capa velocitat: Velocitat, en m/s, amb la que va arribar la massa de neu 
- Capa camí: Indica si la cel·la ha estat involucrada al lliscament de la massa de neu 
- Capa temps: Indica en quin instant (respecte al temps d’inici del lliscament, sense 
tenir en compte la fase de propagació de la fractura) la cel·la va rebre la massa de 
neu. 
- Capa estat: Indica quin és l’estat de la cel·la: 
o 0 = Cel·la en estat buit. La cel·la no té gruix de neu desplaçable 
o 1= Cel·la en estat estàtic. La cel·la conté un gruix de neu desplaçable però que 
romandrà quiet a la següent iteració. No s’aplicaran, doncs, les regles 
d’evolució 
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o 2= Cel·la en estat dinàmic. La cel·la conté un gruix de neu desplaçable que 
possiblement  es desplaçarà a la següent iteració, en concordança amb les 
regles d’evolució. 
Totes aquestes capes tenen una forma plana, amb dos dimensions.  
D’aquestes capes, en podem considerar capes principals (variaran durant l’evolució de l’allau) 
les següents: 
- Gruix: Anirà acumulant gruix rebut d’altres cel·les o minvant el seu per ser 
transferit a cel·les veïnes 
- Esquerdada: Canviarà a “1” si l’expansió de l’esquerda l’afecta durant la 
propagació d’aquesta. 
- Força: Conté la magnitud de la força amb la que va arribar la última quantitat de 
neu a aquesta cel·la, en cas de que alguna cel·la veïna li hagi transferit 
- Direcció força: Conté la direcció d’on provenia la força de la última quantitat de 
neu rebuda 
- Velocitat: Conté la velocitat amb la que va arribar la última quantitat de neu 
transferida des d’alguna cel·la veïna 
- Camí: Conté un “1” si l’allau ha passat per aquesta cel·la 
- Estat: {0,1 ó 2}, respectivament si la cel·la té estat buit, estàtic o dinàmic. 
- Temps: Indica en quin instant (respecte al temps d’inici del lliscament, sense tenir 
en compte la fase de propagació de la fractura) la cel·la va rebre la massa de neu. 
 
 
La configuració de l’autòmat cel·lular que emprarem per simular l’evolució de l’allau serà, 
doncs: 11:2-CA8 
5. Primera proposta del model 
Per tal de representar el comportament d’una allau mitjançant autòmats cel·lulars i SDL calia 
entendre la natura dels moviments de diferencials de neu, analitzant les seves forces i el seu 
comportament físic. Això és el que anomenaríem “Dinàmica d’allaus”. 
Un cop analitzat aquest punt, caldria, doncs, entendre com uns diferencials de neu (cel·les) 
s’afecten sobre els altres, enmarcant així el problema dintre d’un autòmat cel·lular. Calia 
descobrir les seves regles d’evolució.  
El primer pas per definir aquestes regles era definir els estats que podrien prendre les cel·les.  
Un cop definits, calia especificar com es farien les transicions entre aquests estats, en funció 
de les interaccions entre cel·les. Per aquest propòsit, es defineix el model amb SDL. 
Es partia d’una proposta inicial (Colls, 2009) que va assentar les bases pels propers models. 
D’aquesta proposta inicial es van fer algunes reinterpretacions per tal de perfilar més 
acuradament el comportament de l’allau, alhora que per extreure més informació de 
l’evolució d’aquesta durant la simulació. 
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5.1. Dinàmica d’allaus 
1) Evolució de les forces durant el moviment 
A la zona de sortida, quan les forces impulsores superin a les forces de resistència, s’iniciarà el 
lliscament de la massa de neu.  
En aquest moment, trobarem una acceleració creixent.  
A la zona de trajecte, les forces impulsores i les de resistència queden igualades. Trobarem una 
acceleració propera a nul·la. 
A la zona de dipòsit, on el pendent disminueix, les forces de resistència seran més grans que 
les forces impulsores. Aquí trobarem una acceleració decreixent. 
 
 
Figura 11 Diagrama de forces 
Les forces de resistència no només estan composades per la força de fricció. Podem des 
composar-les en les següents components: 
SFFi,t: Fricció de lliscament entre l’allau i la neu subjacent o el sòl 
IFFi,t: Forces de resistència internes de la neu degut a la cohesió, col·lisions i canvis en la 
quantitat de moviment 
ASFFi,t: Fricció causada per la turbulència entre l’aire i la neu en suspensió 
AFFi,t: Fricció causada entre la neu i l’aire 
FFFi,t: Fricció fluidodinàmica al capdavant de l’allau 
OFFi,t: Fricció causada per la resistència interposada pels obstacles. 
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Les forces  ASFFi,t, AFFi,t. FFFi,t son complexes i difícils de calcular i es considera a més que 
l’impacte que tenen sobre la fricció del allau no es important. Es per això que es considera una 
nova força de fricció representada per AFFi,t, que representa la força de fricció deguda a la 
mateixa estructura del allau. 
 
Com a resultat, la força neta de l’allau és: 
)( ,,,,, tititititi OFFAFFSFFIFF ++−=  (1) 
Per tal de calcular l’acceleració obtinguda farem servir la següent expressió. 
  (2) 
2) Canvis de direcció 
 
Figura 12 Possibles candidates a rebre la massa de neu 
Sempre propaguem a la cel·la amb menys alçada. Aquesta alçada ve corregida per la inèrcia de 
la neu 
 
D’aquesta forma l’alçada de B pateix un decrement de la seva alçada representat per la 
expressió anterior. 
3) Pèrdues de neu 
Considerarem que quan la força total ( tiF , ) sigui negativa, perdrem un 5% de la massa de neu 
a cada iteració 
  
ptitititititi kIFFFFAFFASFFIFFAFF *,,,,,, =+++=
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4) Càlcul de la velocitat i el temps de l’allau 
Per tal de conèixer el temps que trigarà l’allau en fer tot el seu recorregut, així com per poder 
representar-ho gràficament (amb l’eina SDLPSEye, més endavant exposada), 
emmagatzemarem a cada cel·la el temps en el que va arribar la massa de neu (respecte  a 
l’inici del lliscament, excloent el temps de propagació de la fractura) així com la seva velocitat. 
El temps l’emmagatzemarem en segons (ja que una típica allau de placa triga entre 5 i 30 
segons en detenir-se). En conseqüència, la velocitat l’emmagatzemarem en m/s. 
Per tal de calcular la velocitat d’arribada, farem servir les fórmules del moviment rectilini 
uniforme accelerat (MRUA): 
     	   (3) 
D’aquesta expressió coneixem “v0“ donat que és la velocitat de la neu entrant a la cel·la (0 en 
l’instant inicial), “t0“ que representa el temps en el que la neu entra en la cel·la i “a” calculat a 
partir de l’expressió (2). Per tant manca determinar t, que representarà el temps necessari per 
recórrer la cel·la. 
Per tal de determinar aquest temps recorrem a les equacions no horàries del MRUA, on v(t) es 
la velocitat final que es vol calcular per el moviment un cop ha recorregut un espai definit per 
x-x0. 
  
  2 	 
  (4) 
De (4) coneixem x donat que cada cel·la té una mida determinada per la malla emprada en el 
model. 
Per tant per calcular t podem aplicar l’expressió (5) 
  

 (5) 
Considerarem que l’espai a recórrer serà entre els centres de la cel·la origen i la cel·la destí. En 
el cas que aquestes siguin limítrofes en alguna aresta, la distància serà exactament la mida de 
la cel·la.  
En el cas que siguin limítrofes en algun vèrtex, la , la distància serà exactament la mida de la 
cel·la multiplicada per √2 
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Figura 13 Càlcul de les distàncies entre cel•les 
5) Classificació d’estats 
Amb aquesta anàlisi del comportament de l’allau, podem pensar en tres possibles estats per a 
cadascuna de les cel·les: 
Estat Valor en la capa Descripció 
Empy 0 Una cel·la en estat Empty 
(representada per contenir 
un “0” a la seva capa State), 
no conté massa de neu 
movible 
 
Static 1 Una cel·la en estat Static 
(representada per contenir 
un “1” a la seva capa State), 
conté massa de neu movible, 
però no està en moviment. 
Les seves capes Speed, 
Strength i StrengthDir tenen 
com valor “0”. 
 
Dynamic 2 Una cel·la en estat Dynamic 
(representada per contenir 
un “2 a la seva capa State), 
conté massa de neu movible 
i a més, està en moviment. 
Les seves capes Speed, 
Strength i StrengthDir tenen 
un valor diferent de “0”. 
 
  
x
x
x
x·√2 
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5.2. Organització del model 
Com a tot model SDL, aquest està basat en una estructura de blocs i processos. El bloc 
contenidor de tot el model és l’anomenat SlabAvalanche. 
A la següent figura es mostren els diferents nivells del model. 
SlabAvalanche
MNCA_SlabAvalanche
State
ProcesState
CalcProperties Nucleus
CalcDestFrac
mncaNeighbours 
Values
CalcDest mncaBorder
 
Figura 14 Organització del primer model 
BLOC PROCÉS
PROCEDIM
ENT
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1) Bloc SlabAvalanche 
És el contenidor de tot el model. Conté, alhora, el MNCA que dóna vida a les cel·les de neu. 
SlabAvalanche 1 (1)block
USE SIM pack;
MNCA_SlabAvalanche
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2) Bloc MNCA_SlabAvalanche 
És el descriptor del MNCA. Aquí es declaren les diferents capes del MNCA (en format IDRISI). 
Conté, alhora, al Block_State, on es defineixen les regles d’evolució per a cada una de les 
cel·les, a cadascuna de les capes. 
mnca_slabavalanche 1 (1)block
DCL
double layer_main=IDRISI('NogueraTor1.img');
double layer_Soil=IDRISI('NogueraTor1_terreny.img');
double layer_Thickness=IDRISI('NogueraTor1_gruix.img');
double layer_Fault=IDRISI('NogueraTor1_trenc.vec');
double layer_Density=IDRISI(0);
double layer_Strength=IDRISI(0);
double layer_StrengthDir=IDRISI(0);
double layer_Speed=IDRISI(0);
double layer_Path=IDRISI(0);
double layer_Obstacle=IDRISI(0);
double layer_Height=IDRISI(0);
double layer_State=IDRISI(0);
Block_State
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3) Bloc MNCA_SlabAvalanche_Blocks. (Proposta alternativa, descartada) 
En aquest bloc es defineixen totes les cel·les de l’autòmat cel·lular (MNCA) com a nous blocs, 
accedits tots ells des de el bloc que conté les regles d’evolució. 
Per tal de simplificar la implementació, es va descartar aquesta opció i es va optar per fer 
servir una implementació en un format IDRISI. 
 
mnca_slabavalanche 1 (1)block
Ch_path
NewDensity
NewtObstacleState Ch_density
Ch_obstacle
NewSnowThickness
NewFault
NewPath Ch_speed
NewSpeed
NewStrength
Ch_snow_thickness
DCL
int mnca_DIM = 2;
int mnca_D1 = 10;
int mnca_D2 = 10;
double layer_main = IDRISI(‘NogueraTor1.img’);
double layer_Thickness[]; 
double layer_Density[]; 
double layer_Strength[];
double layer_StrengthDir[];
double layer_Fault[];
double layer_Speed[]; 
double layer_Path[];   
double layer_Obstacle[];
double layer_State[];   
double mnca_slayer_DTM[];
int mnca_slayer_Soil[];
double mnca_slayer_Height[];
Obstacle
Path
State
Speed
Strength
Fault
Ch_fault
Density
Thickness
Ch_strength
Vicinity procedure, defines the method to obtain
the information needed for a cell of a specific layer of a mn:CA
from the others layers of the same cell, and from the other 
cells related.
Vicinity(int nextCell);
Nucleus(double Strenght_n, 
double Thickness_n, 
double Speed_n, 
double Time_n);
Nucleus procedure, defines the set of “cells” to
be modified once the evolution function is executed.
Some times this procedure is not used, since the cell to be
modified is usually the “cell” (SDL agent block) that 
executes the process.
StrengthDir
Ch_strengthDir
NewStrengthDir
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4) Bloc State 
Conté el ProcesState i defineix l’accés d’aquest procés amb les capes del MNCA. D’aquesta 
manera, pot llegir el contingut d’aquestes i actualitzar-lo, si cal. 
State 1 (1)block
ProcesState
Ch_path
Ch_density
Ch_obstacle
Ch_speed
Ch_snow_thickness
Ch_fault Ch_strength
Ch_strengthDir
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5) Procés ProcesState 
Conté les regles d’evolució (evolució entre els possibles estats per a cadascuna de les cel·les). 
Conté, a més, totes les funcions necessàries per calcular aquestes regles, així com consultar i 
actualitzar el valor de les diferents capes de cada cel·la. 
Estat “Loading” 
Correspon a la inicialització del MNCA. Quan una cel·la està en aquest estat, s’evalua si està 
afectada per la fractura inicial que provocarà l’allau.  
La fractura inicial ve definida a la capa “Fault”. Si aquesta capa, llegida de un fitxer IDRISI, 
conté un “1”, interpretarem que la cel·la forma part de l’esquerda inicial.  
En aquest cas, si la cel·la conté un gruix de neu desplaçable, la cel·la passarà a l’estat 
DYNAMIC. Escriurem un 2 la capa “State” d’aquesta cel·la. 
El gruix de neu desplaçable per a cada cel·la queda definit a la capa “Thickness” 
Si per contra, està afectada per la fractura però no conté massa de neu desplaçable, romandrà 
en estat STATIC. Escriurem un 1 la capa “State” d’aquesta cel·la. 
Si la cel·la no té un gruix de neu desplaçable, tant s’afecti per la fractura inicial com si no, 
quedarà en un estat EMPTY. Escriurem un 0 la capa “State” d’aquesta cel·la. 
Al final de la inicialització del MNCA, totes i cadascuna de les cel·les contenen un dels tres 
possibles estats: Empty, Static, Dynamic. 
Totes i cadascuna de les cel·les rebran, sigui quin sigui el seu estat, un input “Spread”. Aquests 
inputs fan que comenci l’animació del MNCA.  
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LOADING
mncaGetCellValue(“layer_Thickness”, currCell, Thickness_tmp);
DCL
int currCell;
double Fault_tmp;
double Thickness_tmp;
int columns=10;
int rows=10;
double density=120;
double side_length=1;
double Kp=0.9;
double Ki=0;
double Strength_2;
double Strength_2_Dir;
double Strength_1;
double Strength_1_Dir;
Double H_Tmp;
double Thickness_1;
double Speed_1=0;
double Time_1=0;
double Thickness_2;
double Speed_2=0;
double Time_2=0;
int Eval;
char* layer;
double Strength_n=0;
double Strength_n_Dir=0;
double Speed_n=0;
double Time_n=0;
double Thickness_n=0;
double Acceleration_n=0;
double Mass_n=0;
int nextCell=-1;
int tmpCell;
double alcMeva;
double alcMin;
double tmpNW=-1;
double tmpN=-1;
double tmpNE=-1;
double tmpW=-1;
double tmpE=-1;
double tmpSW=-1;
double tmpS=-1;
double tmpSE=-1;
double stmpNW;
double stmpN;
double stmpNE;
double stmpW;
double stmpE;
double stmpSW;
double stmpS;
double stmpSE;
double myStrength_Dir;
double mySpeed=0;
double myTime=0;
double myHeight=0;
double coef_freg=0.5;
double myThickness=0;
double driving_force;
double frictional_force;
double frictional_force_2;
double Acceleration_1=0;
double Acceleration_2=0;
double Mass_2;
double Mass_1;
double dif_alcades;
double distance_cells;
double curr_Height;
double next_Height;
int tmpCell_NW;
int tmpCell_N;
int tmpCell_NE;
int tmpCell_W;
int tmpCell_E;
int tmpCell_SW;
int tmpCell_S;
int tmpCell_SE;
double Hdecrease=0;
int idNW;
int idN;
int idNE;
int idW;
int idE;
int idSW;
int idS;
int idSE;
int border=0;
Thickness_tmp > 0
mncaGetCellValue(“layer_Fault”, currCell, Fault_tmp);
Fault_tmp > 0
true
false
true
false
mncaSetCellValue(“layer_State”, currCell, 2); mncaSetCellValue(“layer_State”, currCell, 1);
mncaSetCellValue(“layer_State”, currCell, 0);
Load
LOADING
Load TO SELF
mnca_cell[] = {ALL_CELLS};
mncaGetCellValue(“layer_main”, currCell, H_tmp);
Break
LOADING
mncaGetCurrentCell(currCell);
currCell >= (columns*rows)-1
true
Spread TO SELF
mnca_cell[] = {ALL_CELLS};
delay=0;
EMPTY
currCell >= (columns*rows)-1
true
Spread TO SELF
false
STATIC
false
true
Spread TO SELF
DYNAMIC
false
mnca_cell[] = {ALL_CELLS};
delay=0;
mnca_cell[] = {ALL_CELLS};
delay=0;
currCell >= (columns*rows)-1
DYNAMIC
STATIC
EMPTY
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Estat “Empty” 
Una cel·la en estat Empty no conté massa de neu desplaçable, però en podria rebre 
(mitjançant un Input, Receive). Si aquest fós el cas, actualitzaríem les seves capes amb la 
informació de la massa de neu rebuda. 
A més, verificaríem si hem arribat al límit de la malla. Quan una cel·la limítrofa rep neu, la 
simulació s’ha d’aturar, ja que correm el més que probable risc de perdre neu i desvirtuar així 
la simulació. 
En el cas que la neu arribi amb una força superior a 0 la cel·la passarà a estat Dynamic i 
s’enviaria un output a sí mateixa, Displace, per tal de continuar desplaçant la massa de neu si 
es satisfan les condicions. Aquesta avaluació es farà, doncs, a l’estat Dynamic. 
Si la força d’arribada és 0, la cel·la passarà a Static, donat que té neu però no es mou. 
Qualsevol altre input que li arribi a una cel·la en estat dinàmic (que no sigui un Receive) serà 
omès.  
Una cel·la inicialitzada a Empty, en rebre el seu Spread inicial, romandrà sense canvis. 
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ProcesState 1 (4)process
EMPTY
Receive(Strength_n, Strength_n_Dir, Thickness_n,
Speed_n, Time_n, Acceleration_n, Mass_n) *
EMPTY
Speed_n > 0
DYNAMIC
STATIC
true
false
Nucleus(Strength_n, Strength_n_Dir, Thickness_n, 
Speed_n, Time_n, Acceleration_n, Mass_n);
Receiving information that implies a modification in
the “cell”. The Nucleus procedure modifies the
Cells (SDL Agents) related.
Displace TO SELF
mncaGetCurrentCell(currCell);
mnca_cell[] = {currCell};
delay=1;
border==1
true
false
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Estat “Static” 
Una cel·la en estat Static pot rebre un input Receive, és a dir, rebre massa de neu. En aquest 
cas, es comportarà igual que una cel·la en estat Dynamic. Actualitzarà les seves capes amb la 
informació rebuda, i en funció de la força d’arribada, passarà a estat Dynamic (si la força és 
més gran que 0) o Static (si fós 0). Tot això, sempre i quan, no sigui limítrofa, cas en el qual, 
s’aturaria la simulació. 
Pot, a més, rebre un input Break. Aquest input correspon a una propagació de l’esquerda (fase 
de trencament). En aquest cas, la cel·la passa a l’estat Dynamic, estimulada amb un input 
Spread 
Una cel·la inicialitzada a Static, en rebre el seu Spread inicial, romandrà sense canvis. 
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process ProcesState 1 (4)
STATIC
Receive(Strength_n, Strength_n_Dir, Thickness_n,
Speed_n, Time_n, Acceleration_n, Mass_n) * Break
STATIC
Speed_n > 0
DYNAMIC STATIC
true
false
Nucleus(Strength_n, Strength_n_Dir, Thickness_n, 
Speed_n, Time_n, Acceleration_n, Mass_n);
Spread to SELF
DYNAMIC
mncaGetCurrentCell(currCell);
mnca_cell[] = {currCell};
delay=1;
MNCABorder(currCell, border, columns, rows)
border==1
true
false
” 
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Estat “Dynamic” 
Una cel·la en estat dinàmic, en rebre un input Send, escriurà a les seves capes la nova 
informació calculada (rebuda per paràmetre amb el input).  
Aquest input es donarà quan aquesta cel·la envia neu a una veïna. Un cop actualitzada la 
pròpia informació, si encara li queda un gruix superior a 0.05m, romandrà en estat Static (té 
neu movible, però no es mou). Contràriament, quedaria en estat Empty (sense neu movible)  
Send(Strength_n, Strength_n_Dir, Thickness_n, 
Speed_n, Time_n, Acceleration_n, Mass_n)
Thickness_n > 0.05
STATIC EMPTY
true false
Nucleus(Strength_n, Strength_n_Dir,
Thickness_n, Speed_n, Time_n, Acceleration_n, Mass_n, Thickness_tmp);
mncaGetCurrentCell(currCell)
mncaGetCellValue(“layer_Thickness”, currCell, Thickness_tmp);
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Una cel·la en estat Dynamic que rebi un input Break, es farà un output Spread a ella mateixa 
per tal de propagar l’esquerda (fase de trencament) si les condicions ho permeten. 
Una cel·la en estat Dynamic que rebi un input Receive (rebuda de massa de neu de una cel·la 
veïna), actualitzarà les seves capes, fent servir el procediment Nucleus, amb la nova informació 
rebuda com a paràmetre del input. Si la cel·la no és limítrofa, farà un output Displace sobre 
ella mateixa per continuar amb el lliscament de la massa sempre i quan la magnitud de la força 
d’arribada de la massa a la següent cel·la (tenint en compte la força inercial) sigui superior a 0. 
Altrament, passaria a estat Static 
DYNAMIC
Break
DYNAMIC
DYNAMIC
Nucleus(Strength_n,
Thickness_n, Speed_n, Time_n, Acceleration_n, Mass_n);
Displace TO SELF
Receive(Strength_n, Strength_2_Dir,
Thickness_n, Speed_n, Time_n, Acceleration_n, Mass_n)
mncaGetCurrentCell(currCell);
mncaGetCurrentCell(currCell);
Spread TO SELF
mnca_cell[] = {currCell};
delay=0;
mnca_cell[] = {currCell};
delay = 1; 
MNCABorder(currCell, border, columns, rows)
border==1
true
false
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Una cel·la en estat Dynamic que rebi un input Displace cercarà una cel·la veïna a la qual 
traspassar un gruix de neu. Per fer aquesta cerca, utilitzarà els procediments 
mncaNeighboursValues i calcDest, entre d’altres.  
Cal distingir dos casos per a aquest input: 
Moment inicial del lliscament, (temps=0): 
Si troba una candidata per rebre la neu (una cel·la amb altura més baixa que l’actual), 
traspassarà tot el seu gruix de neu movible cap a aquesta cel·la. Farà servir el 
procediment CalcProperties per calcular en una única crida els valors per les capes de 
la cel·la emissora (cel·la actual) i la receptora 
Moment no inicial del lliscament, (temps>0): 
Si troba una candidata per rebre la neu (una cel·la amb altura més baixa que l’actual) 
de entre les tres que estan oposades a la direcció d’on va provenir la última massa de 
neu rebuda (si hi havia), traspassarà tot el seu gruix de neu movible cap a aquesta 
cel·la. Farà servir el procediment CalcProperties per calcular en una única crida els 
valors per les capes de la cel·la emissora (cel·la actual) i la receptora 
Un cop calculades les magnituds per les cel·les emissora i receptora, farà dos outputs: 
Send, per notificar-se a ella mateixa els nous valors per a les seves capes 
Receive¸ per notificar a la cel·la receptora els nous valors per a les seves capes 
Tant la cel·la emissora com la receptora romandran en estat dinàmic. 
Si no trobés una cel·la candidata per rebre el gruix de neu, la cel·la romandria en estat Static. 
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DYNAMIC
Displace
nextCell >= 0
STATIC
true
Send(Strength_1, Strength_1_Dir, Thickness_1, 
Speed_1, Time_1, Acceleration_1, Mass_1) 
TO SELF
Receive(Strength_2, Strength_2_Dir,
Thickness_2, Speed_2, Time_2, Acceleration_2, Mass_2)
TO SELF
DYNAMIC
CalcDest(nextCell, Ki, columns, rows, density, side_length,  tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE);
CalcProperties(nextCe ll,
Thickness_1, Speed_1, Time_1, 
Strength_2,Strength_2_Dir, Thickness_2, 
Speed_2, Time_2, side_length, columns, density, Kp,coef_freg, Acceleration_2,Mass_2, Mass_1, Acceleration_1, Strength_1, Strength_1_Dir);
mnca.cell[]: com a paràmetre li passem un 
vector amb la.llista de cel·les a les que enviar;
ALL_CELLS és una variable que representa 
totes les cel· les
Funció que consulta les cel·les
veïnes i retorna l’identificador de la
cel·la següent. Es té en compte l’altura de
les cel· les, la velocitat i la massa transportada.
mncaNeighboursValues(“layer_main”, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE, columns, rows,  id_NW, id_N, id_NE, id_W, id_E, id_SW, id_S, id_SE);
mnca_cell[] = {currCell};
delay = Time_2;   
mnca_cell[] = {nextCell};
delay = Time_2;
mncaGetCurrentCell(currCell);
mncaGetNeighborID(1,id_NW)
mncaGetNeighborID(2,id_N)
mncaGetNeighborID(3,id_NE)
mncaGetNeighborID(8,id_W)
mncaGetNeighborID(4,id_E)
mncaGetNeighborID(7,id_SW)
mncaGetNeighborID(6,id_S)
mncaGetNeighborID(5,id_SE)
false
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Una cel·la en estat Dynamic que rebi un input Spread cercarà una cel·la veïna a la qual 
propagar l’esquerda. Per fer aquesta cerca, utilitzarà els procediments mncaNeighboursValues 
i calcDestFrac, entre d’altres. Propagarà l’esquerda a la cel·la veïna de menor alçada i que 
estigui en estat Static.  
Es farà un output Displace sobre ella mateixa per tal de iniciar el lliscament de la massa, ja que 
ha estat afectada per l’esquerda. 
Si troba una candidata per rebre l’esquerda li farà un output Break a la cel·la receptora per tal 
de transmetre-la (la receptora en Static passarà a Dynamic amb un Spread i tornarem a ser en 
aquest input, iniciant lliscament de la massa per a la cel·la receptora de l’esquerda) 
D’aquesta manera, no queda enregistrada quina serà l’esquerda final, ja que no actualitzem 
cap capa al respecte, però tampoc és necessari conservar aquesta informació En cas que fos 
interessant, només caldria afegir una nova capa per poder enregistrar l’afectació per 
transmissió de l’esquerda. 
Si no en troba, romandrà en estat Dynamic sense transmetre l’esquerda a ningú. 
48 
 
DYNAMIC
Spread
nextCell != -1
DYNAMIC
false
Break TO SELF
CalcDestFrac(nextCell, columns, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE, stmpNW, stmpN, stmpNE, stmpW, stmpE, stmpSW, stmpS, stmpSE );
DYNAMIC
mnca_cell[] = {nextCell};
delay = 0;
mncaGetCellValue(“layer_main”, currCell, alcMeva);
mncaGetCurrentCell(currCell);
Displace TO SELF
true
mncaNeighboursValues(“layer_main”, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE, columns, rows, id_NW, id_N, id_NE, id_W, id_E, id_SW, id_S, id_SE);
mncaNeighboursValues(“layer_State”, stmpNW, stmpN, stmpNE, stmpW, stmpE, stmpSW, stmpS, stmpSE, columns, rows,  id_NW, id_N, id_NE, id_W, id_E, id_SW, id_S, id_SE);
mnca_cell[] = {currCell};
delay=1;  
mncaGetNeighborID(1,id_NW)
mncaGetNeighborID(2,id_N)
mncaGetNeighborID(3,id_NE)
mncaGetNeighborID(8,id_W)
mncaGetNeighborID(4,id_E)
mncaGetNeighborID(7,id_SW)
mncaGetNeighborID(6,id_S)
mncaGetNeighborID(5,id_SE)
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6) Procediments 
Aquests són els procediments amb els quals treballa aquest model: 
MNCABorder: Retorna un 1 si la cel·la actual es limítrof al mapa. Retorna un 0 altrament. 
MNCABorder (int currcell, int border, int columns, int rows);
 
MNCANeigboursValues: Retorna el valor de la capa amb nom “layer” per a cadascun dels vuit 
identificadors traspassats com a paràmetres. 
mncaNeighboursValues(char* layer, double valNW, double valN, double valNE, double valW, double valE, double valSW, double valS,
 double valSE, int columns, int rows, int id_NW, int id_N, int id_NE, int id_W, int id_E, int id_SW, int id_S, int id_SE);
 
CalcDestFrac: Retorna el identificador de la cel·la veïna més baixa i que sigui en estat STATIC 
sempre i quan aquesta sigui més baixa que la cel·la actual. Si no hi ha cap cel·la veïna que 
acompleixi aquest criteri, retornarà un “-1” 
CalcDestFrac(int nextCell, int columns, double tmpNW, double tmpN, double tmpNE, double tmpW, double tmpE, double  tmpSW, double tmpS, 
double tmpSE, double stmpNW, double stmpN, double stmpNE, double stmpW, double stmpE, double  stmpSW, double stmpS, double  stmpSE);
 
CalcDest: Retorna el identificador de la cel·la veïna que rebrà la massa de neu d’entre les tres 
possibles candidates, les oposades a la direcció de la neu, tenint en compte la inèrcia de la 
cel·la actual 
Per fer-ho, fa servir la funció en codi extern calcLowest_Inercia 
CalcDest(int nextCell, double Ki, int columns, double valNW, double valN, double valNE, double valW, double valE, double valSW, double valS, double valSE);
CalcProperties: Aquest procediment calcula les magnituds per a les capes tant de la cel·la 
origen com a la cel·la destí un cop s’ha fet la transferència de la massa de neu. 
Totes les variables amb un “xxx_1” corresponen a les cel·les origen. 
Totes les variables amb un “xxx_2” corresponen a les cel·les destí. 
*Strength_[1,2]: Força total (havent comptabilitzat friccions) amb la que va arribar la neu a la cel·la actual / arribarà la 
neu a la següent cel·la  (N/m) 
*Strength_[1,2]_Dir: Informació de on li var arribar a la cel·la actual / rebrà la següent cel·la que indica de on li va arribar 
la massa de neu  
1  Nord-oest 
2  Nord 
3  Nord-est 
8  Oest 
4  Est 
7  Sud-oest 
6  Sud 
5  Sud-est 
*Thickness[1,2]: Gruix de neu que quedarà a la cel·la actual / rebrà la següent cel·la (m) 
*Speed_[1,2]: Velocitat de[1,2] de la cel·la actual / d’arribada de la massa de neu a la següent cel·la (m/s) 
*Time_[1,2]: Temps en el que va arribar a l’actual cel·la / arribarà a la següent cel·la la massa de neu, rel·latiu al inici del 
lliscament, sense tenir en compte el temps de transmissió de la esquerda (segons) 
*side_length: Longitud de la cel·la (són quadrades) (m) 
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*columns: nombre de columnas al MNCAcolumns: number of columns for MNCA 
*density: densitat de la neu a la cel·la actual 
*Kp: coeficient de fregament intern 
*Acceleration[1,2]: acceleració amb la que la va arribar a la cel·la actual / arribarà a la següent cel·la la massa de neu  
*Mass[1,2]: Massa total de neu que qudarà a la cel·la actual / arribarà a la següent cel·la 
*Curr_Height: Alçada de la cel·la actual 
*time_delay:Temps que trigarà la massa de neu en arribar a la següent cel·la 
CalcProperties(int nextCell,
double Thickness_1, double Speed_1, double Time_1, 
double Strength_2, double Strength_2_Dir,double Thickness_2, 
double Speed_2, double Time_2, double side_length, int columns, double density, double Kp);
 
Nucleus: Escriu a les capes corresponents de la cel·la actual els paràmetres de:Força, Direcció 
de força, Gruix, Velocitat, Temps, Acceleració i Massa 
Nucleus(double Strength_n, double Strength_n_Dir, 
double Thickness_n, 
double Speed_n, 
double Time_n, double Acceleration_n, double Mass_n);  
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Procediment mncaBorder 
MNCABorder (int currcell, int border, int columns, int rowsprocedure
border=MNCABorder(currcell, columns, rows);
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Procediment mncaNeighboursValues 
mncaNeighboursValues(char* layer, double tmpNW, double tmpN, double tmpNE, double tmpW, double tmpE
double tmpSW, double tmpS, double tmpSE, int columns, int rows, int id_NW, int id_N,
 int id_NE, int id_W, int id_E, int id_SW, int id_S, int id_SE);
procedure
mncaGetCurrentCell(tmpCell);
mncaGetCellValue(layer,id_NW,tmpNW);
mncaGetCellValue(layer,id_N,tmpN);
mncaGetCellValue(layer,id_NE,tmpNE);
mncaGetCellValue(layer,id_W,tmpW);
mncaGetCellValue(layer,id_E,tmpE);
mncaGetCellValue(layer,id_SW,tmpSW);
mncaGetCellValue(layer,id_S,tmpS);
mncaGetCellValue(layer,id_SE,tmpSE);
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Procediment calcDestFrac 
CalcDestFrac(int nextCell, int columns, double tmpNW, double tmpN, double tmpNE, double tmpW, double tmpE, double  tmpSW, double tmpS, double tmpSE, 
double stmpNW, double stmpN, double stmpNE, double stmpW, double  stmpE, double  stmpSW, double stmpS, double  stmpSE);
procedure
mncaGetCurrentCell(tmpCell);
mncaGetCellValue(“layer_main”, tmpCell, myHeight);
nextCell= calcLowest_static(tmpCell, columns, myHeight, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE, stmpNW, stmpN, stmpNE, stmpW, stmpE, stmpSW, stmpS, stmpSE);
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Procediment calcDest 
calcDest(int nextCell, double Ki, int columns, int rows, double density, double side_length,
double tmpNW, double tmpN, double tmpNE, double tmpW, double tmpE,
 double tmpSW, double tmpS, double tmpSE);
procedure
mncaGetCellValue(“layer_Speed”, tmpCell, mySpeed);
mncaGetCurrentCell(tmpCell);
mncaGetCellValue(“layer_StrengthDir”, tmpCell, myStrength_Dir);
mncaGetCellValue(“layer_main”, tmpCell, myHeight);
nextCell= calcLowest_Inercia(tmpCell,columns,rows,myStrength_Dir, Hdecrease, myHeight, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE);
mncaGetCellValue(“layer_Thickness”, tmpCell, myThickness);
Hdecrease=(Ki*mySpeed*myThickness*side_length*side_length*density);
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Procediment calcProperties 
CalcProperties(int nextCell,double Thickness_1, double Speed_1, double Time_1, double Strength_2,
 double Strength_2_Dir,double Thickness_2, double Speed_2, double Time_2, double side_length, int columns,
 double density, double Kp, double coe f_freg, double Acceleration_2, 
double Mass_2 , double Mass_1, double Acceleration_1, double  Strength_1, double Strength_1_Dir, double cur r_Height, double Ki,
 double curr_Strength_2_Dir, double time_delay);
procedure
mncaGetCellValue(“layer_main”, nextCell, nextHeight);
mncaGetCellValue(“layer_main”, currCell, curr_Height);
mncaGetCurrentCell(currCell);
mncaGetCellValue(“layer_StrengthDir”, currCell, Strength_1_Dir);
mncaGetCellValue(“layer_Soil”, nextCell, soil);
distance_cells= distance(currCell, nextCell, side_length, columns);
frictional_force= FrictionalForce(curr_Height, Strength_1_Dir, next_Height, distance_cells, Thickness_1, side_length, density, coef_freg, Ki);
coef_freg=get_rugosity(soil);
mncaGetCellValue(“layer_Thickness”, currCell, Thickness_1);
mncaGetCellValue(“layer_Acceleration”, currCell, Acceleration_1);
mncaGetCellValue(“layer_Speed”, currCell, Speed_1);
driving_force= DrivingForce(curr_Height,Strength_1_Dir,next_Height,Ki, Speed_1,distance_cells,Thickness_1,side_length, density);
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Strength_2= TotalForce_2(driving_force,frictional_force,frictional_force_2, Speed_1);
Mass_2= (Thickness_2*density*side_length*side_length);
Time_2= arrivalTime(Speed_1, Time_1,Speed_2, distance_cells, Acceleration_1, Acceleration_2, density);
Speed_2= arrivalSpeed(Speed_1,Strength_2, Time_1, Acceleration_2, Mass_2,distance_cells);
frictional_force_2=driving_force*Kp;
Strength_2_Dir= Str_Dir(nextCell, currCell, columns);
Thickness_2= ajust_perdues_desti(Acceleration_1, Thickness_1, Thickness_2, Strength_2);
Thickness_1= ajust_perdues_origen(Acceleration_1, Acceleration_2, Thickness_1, Thickness_2, Strength_2);
Mass_1= (Thickness_1*density*side_length*side_length);
mncaGetCellValue(“layer_Time”, currCell, Time_1);
mncaGetCellValue(“layer_Strength”, currCell, Strength_1);
mncaGetCellValue(“layer_StrengthDir”, currCell,Strength_1_Dir);
Acceleration_2= calc_acc(Strength_2,side_length,Thickness_2,density);
Speed_1=Speed_1;
time_delay=Tiime_2-Time_1;
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Procediment Nucleus 
Nucleus(double Strength_n,double Strength_n_Dir, double Thickness_n, double Speed_n, 
double Time_n,double Acceleration_n,double Mass_n, double Current_Thickness);
1 (1)procedure
mncaSetCellValue(“layer_Strength”, tmpCell, Strenght_n);
mncaGetCurrentCell(tmpCell);
mncaSetCellValue(“layer_Thickness”, tmpCell, Thickness_n);
mncaSetCellValue(“layer_Speed”, tmpCell, Speed_n);
mncaSetCellValue(“layer_Time”, tmpCell, Time_n);
mncaSetCellValue(“layer_StrengthDir”, tmpCell, Strenght_n_Dir);
mncaSetCellValue(“layer_Acceleration”, tmpCell, Acceleration_n);
mncaSetCellValue(“layer_Mass”, tmpCell, Mass_n);
Thickness_n=Thickness_n+Current_Thickness;
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6. Segona proposta del model 
6.1. Dinàmica d’allaus 
1) Forces impulsores i forces de resistència 
Com a qualsevol altre sistema, una massa de neu és estable sempre i quan les seves forces 
impulsores i de resistència estiguin equilibrades.  
Les forces impulsores a un diferencial de neu serien les pròpies donades per la gravetat, 
considerant que ningú l’empeny. Seria, doncs, la força tangencial del pes de la massa del 
diferencial de neu, paral·lela al pendent de la superfície. Tiren de la massa de neu pendent 
avall. 
Les forces de resistència a un diferencial de neu serien les pròpies donades per la fricció contra 
la seva superfície de contacte, amb la seva immediata veïna inferior al mantell nival, o bé la 
pròpia superfície. Ancoren la massa de neu al pendent. A més, hi ha més forces que 
contribueixen a dificultar el moviment de la massa. 
El desequilibri, aleshores, es podria donar per: 
- Un augment de les forces impulsores (per exemple, per un augment de la massa) 
o Causes naturals:  
 Noves nevades 
 Pluges 
 Acumulació de neu transportada pel vent 
 Sobrepressió induïda pel vent 
 Caiguda de rocs o cornises 
o Causes induïdes: 
 Pas d’animals o de persones 
 
- Una disminució de les forces de resistència (per exemple, per una pèrdua de 
cohesió amb el diferencial de neu inferior). Aquestes venen provocades per una 
evolució dels cristalls de neu 
o Transformacions físiques induïdes per la variació a les condicions 
meteorològiques 
 Metamorfisme de fusió: Transformació dels cristalls de neu en 
trobar-se amb aigua líquida dins el mantell nival 
 Metamorfisme de gradient o constructiu: Transformació dels 
cristalls de neu quan hi ha una gran diferència de temperatura 
entre la base del mantell nival i la seva superfície 
 Metamorfisme isotèrmic o destructiu: Transformació dels cristalls 
de neu quan la temperatura entre la base del mantell nival i la 
seva superfície és similar 
o Transformacions físiques produïdes pels efectes del vent 
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Figura 15 Diagrama de forces 
En un estat de repòs, les forces impulsores es calculen com a: 
IFi,t=m·g·sin(α) (1) 
La massa de neu es calcula de la següent manera: 
Gruix de neu * longitud cel·la * longitud cel·la * densitat de la neu  
2) Evolució de les forces durant el moviment 
A la zona de sortida, quan les forces impulsores superin a les forces de resistència, s’iniciarà el 
lliscament de la massa de neu.  
En aquest moment, trobarem una acceleració creixent.  
A la zona de trajecte, les forces impulsores i les de resistència queden igualades. Trobarem una 
acceleració propera a nul·la. 
A la zona de dipòsit, on el pendent disminueix, les forces de resistència seran més grans que 
les forces impulsores. Aquí trobarem una acceleració decreixent. 
Les forces de resistència no només estan composades per la força de fricció. Podem 
descomposar-les en les següents components: 
SFFi,t: Fricció de lliscament entre l’allau i la neu subjacent o el sòl 
IFFi,t: Forces de resistència internes de la neu degut a la cohesió, col·lisions i canvis en la 
quantitat de moviment 
ASFFi,t: Fricció causada per la turbulència entre l’aire i la neu en suspensió 
AFFi,t: Fricció causada entre la neu i l’aire 
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FFFi,t: Fricció fluidodinàmica al capdavant de l’allau 
OFFi,t: Fricció causada per la resistència interposada pels obstacles. 
Les forces  ASFFi,t, AFFi,t. FFFi,t son complexes i difícils de calcular i es considera a més que 
l’impacte que tenen sobre la fricció del allau no es important. Es per això que es considera una 
nova força de fricció representada per AFFi,t, que representa la força de fricció deguda a la 
mateixa estructura del allau. 
 
Com a resultat, la força neta de l’allau és: 
)( ,,,,, tititititi OFFAFFSFFIFF ++−=  (1) 
  
ptitititititi kIFFFFAFFASFFIFFAFF *,,,,,, =+++=
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Per tal de calcular l’acceleració obtinguda farem servir la següent expressió. 
  	 ,

 (2) 
3) Canvis de direcció 
 
Figura 16 Candidates a a rebre massa de neu 
Sempre propaguem neu a les tres cel·les oposades a la direcció i sentit del moviment. La neu 
es repartirà de forma inversament proporcional a l’alçada de cadascuna d’elles, de forma que 
la cel·la més baixa de les tres rebrà més neu que la més alta.  
Només rebran neu les cel·les que tinguin una alçada més baixa que la cel·la actual. Si només 
una d’ella fos més baixa, només aquesta rebria neu. Si no hi ha cap que sigui més baixa, cap 
d’elles rebrà neu. 
Aquest repartiment de la neu el podem definir seguint la següent expressió: 
%				 !  	  	
∑#ç%&'	(,),*#ç%	+
∑#ç%&'	(,),*#ç%	(,∑#ç%&'	(,),*#ç%	),∑#ç%&'	(,),*#ç%	*
 (3) 
Per tal de representar el fenomen de l’impuls, aplicarem una correcció sobre la cel·la central 
de les tres candidates, afavorint així que sigui la receptora de una més gran quantitat de neu. 
Aquest impuls estarà corregit per la variable Ki tal com es descriu en (Fonseca, Colls, & 
Casanovas, 2011). 
-h  K0 m·v 
D’aquesta forma l’alçada de B pateix un decrement de la seva alçada representat per la 
expressió anterior. 
 
  
A B C
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4) Càlcul de la velocitat i el temps de l’allau 
Per tal de conèixer el temps que trigarà l’allau en fer tot el seu recorregutnemmagatzemarem 
a cada cel·la el temps en el que va arribar la massa de neu (respecte al inici del lliscament, 
excloent el temps de propagació de la fractura) així com la seva velocitat. 
El temps l’emmagatzemarem en segons (ja que una típica allau de placa triga entre 5 i 30 
segons en detenir-se). En conseqüència, la velocitat l’emmagatzemarem en m/s. 
Per tal de calcular el temps d’arribada, farem servir les fórmules del moviment rectilini 
uniforme: 
  1

(3) 
Per tal de determinar aquest temps recorrem a les equacions no horàries del MRUA, on v(t) es 
la velocitat final que es vol calcular per el moviment un cop ha recorregut un espai definit per 
x. 
  √2  (4) 
De (4) coneixem x donat que cada cel·la té una mida determinada per la malla emprada en el 
model. 
L’acceleració la obtindrem de l’expressió (2) 
Considerarem que l’espai a recórrer serà entre els centres de la cel·la origen i la cel·la destí. En 
el cas que aquestes siguin limítrofes en alguna aresta, la distància serà exactament la mida de 
la cel·la.  
En el cas que siguin limítrofes en algun vèrtex, la , la distància serà exactament la mida de la 
cel·la multiplicada per √2 
 
Figura 17 Càlcul de les distàncies entre cel·les 
  
x
x
x
x·√2 
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5) Classificació d’estats 
Amb aquesta anàlisi del comportament de l’allau, podem pensar en tres possibles estats per a 
cadascuna de les cel·les: 
 
Estat Valor en la capa Descripció 
Empy 0 Una cel·la en estat Empty 
(representada per contenir 
un “0” a la seva capa State), 
no conté massa de neu 
movible 
 
Static 1 Una cel·la en estat Static 
(representada per contenir 
un “1” a la seva capa State), 
conté massa de neu movible, 
però no està en moviment. 
Les seves capes Speed, 
Strength i StrengthDir tenen 
com valor “0”. 
 
Dynamic 2 Una cel·la en estat Dynamic 
(representada per contenir 
un “2 a la seva capa State), 
conté massa de neu movible 
i a més, està en moviment. 
Les seves capes Speed, 
Strength i StrengthDir tenen 
un valor diferent de “0”. 
 
 
6) Impacte de les allaus 
Un aspecte molt important per poder manegar la força de les allaus és estimar quina serà la 
força total que provocaria una allau sobre un determinat punt. D’aquesta manera, es poden 
construir contencions i proteccions per tal de minimitzar el seu efecte destructiu. 
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• Les allaus de neu seca (de baixa densitat i que es desplacen a grans velocitats), en 
topar-se amb un obstacle, l’envolten i l’engoleixen. Es comporten veritablement com 
un fluid.  
La pressió exercida sobre aquest obstacle es pot calcular segons la fórmula: 
 
3  4
5
 ρ V2 
P = pressió (kPa) ; ρ = densitat (kg/m3); V= velocitat allau (m/s) 
La força, doncs, la podríem trobar de la següent manera: 
F=PAµ 
F= força (N) ; pressió (kPa); A=àrea de contacte entre l’objecte i l’allau; µ= coeficient de 
fregament allau – objecte 
• Les allaus de neu humida tenen un comportament diferent en topar-se amb un 
objecte. No es comporten tan fluidament, sinó que una part de la neu el vorejarà i 
passarà de llarg, i l’altre s’acumularà. L’objecte la frenarà. Per aquests casos, podem 
arrodonir el càlcul de la pressió exercida al doble que si fos una allau seca. Per tant, el 
càlcul de la pressió seria: 
3  ρ V2 
Per tal de minimitzar la seva acció destructiva es poden instal·lar mesures de contenció, que si 
bé no són capaces d’aturar completament l’allau, sí que poden augmentar les forces de 
resistència al seu contacte i desaccelerar d’aquesta manera la massa de neu. 
6.2. Organització del model 
Com a tot model SDL, aquest està basat en una estructura de blocs i processos. El bloc 
contenidor de tot el model és l’anomenat SlabAvalanche. 
A la següent figura es mostren els diferents nivells del model. 
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SlabAvalanche
MNCA_SlabAvalanche
State
ProcesState
CalcProperties Nucleus
CalcDestFrac
mncaNeighbours 
Values
CalcDest mncaBorder
CalcDests
CalcIncomingThi
ckness
 
Figura 16 Organització del segon model 
BLOC PROCÉS
PROCEDIM
ENT
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1) Bloc SlabAvalanche 
És el contenidor de tot el model. Conté, alhora, el MNCA que dóna vida a les cel·les de neu. 
SlabAvalanche 1 (1)block
MNCA_SlabAvalanche
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2) Bloc MNCA_SlabAvalanche 
És el descriptor del MNCA. Aquí es declaren les diferents capes del MNCA (en format IDRISI). 
Conté, alhora, al Block_State, on es defineixen les regles d’evolució per a cada una de les 
cel·les, a cadascuna de les capes. 
mnca_Slabavalanche 1 (1)blockDCL
double layer_main=IDRISI('NogueraTor1.img');
double layer_Soil=IDRISI('NogueraTor1_terreny.img');
double layer_Thickness=IDRISI('NogueraTor1_gruix.img');
double layer_Fault=IDRISI('NogueraTor1_trenc.vec');
double layer_Density=IDRISI(0);
double layer_Strength=IDRISI(0);
double layer_StrengthDir=IDRISI(0);
double layer_Speed=IDRISI(0);
double layer_Path=IDRISI(0);
double layer_Obstacle=IDRISI(0);
double layer_Height=IDRISI(0);
double layer_State=IDRISI(0);
Block_State
 
  
68 
 
3) Bloc State 
Conté el ProcesState i defineix l’accés d’aquest procés amb les capes del MNCA. D’aquesta 
manera, pot llegir el contingut d’aquestes i actualitzar-lo, si cal. 
State 1 (1)block
ProcesState
Ch_path
Ch_density
Ch_obstacle
Ch_speed
Ch_snow_thickness
Ch_fault Ch_strength
Ch_strengthDir
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4) Procés ProcesState 
Conté les regles d’evolució (evolució entre els possibles estats per a cadascuna de les 
cel·les).Conté, a més, totes les funcions necessàries per calcular aquestes regles, així com 
consultar i actualitzar el valor de les diferents capes de cada cel·la. 
Estat “Loading” 
Correspon a la inicialització del MNCA. Quan una cel·la està en aquest estat, s’avalua si està 
afectada per la fractura inicial que provocarà l’allau.  
La fractura inicial ve definida a la capa “Fault”. Si aquesta capa, llegida de un fitxer IDRISI, 
conté un “1”, interpretarem que la cel·la forma part de l’esquerda inicial.  
En aquest cas, si la cel·la conté un gruix de neu desplaçable, la cel·la passarà a l’estat 
DYNAMIC. Escriurem un 2 la capa “State” d’aquesta cel·la. 
El gruix de neu desplaçable per a cada cel·la queda definit a la capa “Thickness” 
Si per contra, està afectada per la fractura però no conté massa de neu desplaçable, romandrà 
en estat STATIC. Escriurem un 1 la capa “State” d’aquesta cel·la. 
Si la cel·la no té un gruix de neu desplaçable, tant s’afecti per la fractura inicial com si no, 
quedarà en un estat EMPTY. Escriurem un 0 la capa “State” d’aquesta cel·la. 
Al final de la inicialització del MNCA, totes i cadascuna de les cel·les contenen un dels tres 
possibles estats: Empty, Static, Dynamic. 
Totes i cadascuna de les cel·les rebran, sigui quin sigui el seu estat, un input “Spread”. Aquests 
inputs fan que comenci l’animació del MNCA.  
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process ProcesState
LOADING
mncaGetCellValue(“layer_Thickness”, currCell, Thickness_tmp);
DCL
int currCell;
double Fault_tmp=0;
double Thickness_tmp=0;
int columns=96;
int rows=69;
double density=0.5;
double side_length=30;
double Kp=0.1;
double Ki=0.6;
double F=0;
double Strength_out_Dir=0;
double Thickness=0;
double Speed_out=0;
double Time_out=0;
double Speed_out=0;
double time_delay=0;
int Eval=0;
char* layer;
double Strength_n=0;
double Strength_n_Dir=0;
double Speed_n=0;
double Time_n=0;
double Thickness_n=0;
double Acceleration_n=0;
double Mass_n=0;
int nextCell=-1;
int tmpCell=0;
double alcMeva;
double alcMin=0;
double tmpNW=-1;
double tmpN=-1;
double tmpNE=-1;
double tmpW=-1;
double tmpE=-1;
double tmpSW=-1;
double tmpS=-1;
double tmpSE=-1;
double stmpNW=0;
double stmpN=0;
double stmpNE=0;
double stmpW=0;
double stmpE=0;
double stmpSW=0;
double stmpS=0;
double stmpSE=0;
double myStrength_Dir=0;
double mySpeed=0;
double myTime=0;
double myHeight=0;
double coef_freg=0;
double myThickness=0;
double IF=0;
double SFF=0;
double AFF=0;
double Acceleration=0;
double Mass=0;
double dif_alcades=0;
double distance_cells=0;
double curr_Height=0;
double next_Height=0;
int tmpCell_NW=0;
int tmpCell_N=0;
int tmpCell_NE=0;
int tmpCell_W=0;
int tmpCell_E=0;
int tmpCell_SW=0;
int tmpCell_S=0;
int tmpCell_SE=0;
double Hdecrease=0;
Int border=0;
double Origen_nucleus=0;
double Thickness_tmp=0;
double Current_thickness=0;
int idNW=0;
int idN=0;
int idNE=0;
int idW=0;
int idE=0;
int idSW=0;
int idS=0;
int idSE=0;
double soil=0;
double myStrengthDir=0;
Thickness_tmp > 0
mncaGetCellValue(“layer_Fault”, currCell, Fault_tmp);
Fault_tmp > 0
true
false
true
false
mncaSetCellValue(“layer_State”, currCell, 2); mncaSetCellValue(“layer_State”, currCell, 1);
mncaSetCellValue(“layer_State”, currCell, 0);
Load
LOADING
Load TO SELF
mnca_cell[] = {ALL_CELLS};
mncaGetCellValue(“layer_main”, currCell, H_tmp);
mncaGetCurrentCell(currCell);
currCell >= (columns*rows)-1
true
Spread TO SELF
mnca_cell[] = {ALL_CELLS};
delay=0;
EMPTY
currCell >= (columns*rows)-1
true
Spread TO SELF
false
STATIC
false
true
Spread TO SELFDYNAMIC
false
mnca_cell[] = {ALL_CELLS};
delay=0;
mnca_cell[] = {ALL_CELLS};
delay=0;
currCell >= (columns*rows)-1
DYNAMIC
STATIC
EMPTY
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Estat “Empty” 
Una cel·la en estat Empty no conté massa de neu desplaçable, però en podria rebre 
(mitjançant un Input, Receive). Si aquest fós el cas, actualitzaríem les seves capes amb la 
informació de la massa de neu rebuda. 
A més, verificaríem si hem arribat al límit de la malla. Quan una cel·la limítrofa rep neu, la 
simulació s’ha d’aturar, ja que correm el més que probable risc de perdre neu i desvirtuar així 
la simulació. 
En el cas que la neu arribi amb una força superior a 0 la cel·la passarà a estat Dynamic i 
s’enviaria un output a sí mateixa, Displace, per tal de continuar desplaçant la massa de neu si 
es satisfan les condicions. Aquesta avaluació es farà, doncs, a l’estat Dynamic. 
Si la força d’arribada és 0, la cel·la passarà a Static, donat que té neu però no es mou. 
Qualsevol altre input que li arribi a una cel·la en estat dinàmic (que no sigui un Receive) serà 
omès.  
Una cel·la inicialitzada a Empty, en rebre el seu Spread inicial, romandrà sense canvis. 
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ProcesState 1 (4)process
EMPTY
Receive(Strength_n, Strength_n_Dir, Thickness_n,
Speed_n, Time_n, Acceleration_n, Mass_n)
*
EMPTY
Speed_n > 0
DYNAMIC
STATIC
true false
Nucleus(Strength_n, Strength_n_Dir, Thickness_n, 
Speed_n, Time_n, Acceleration_n, Mass_n, Thickness_tmp);
Receiving information that implies a modification in
the “cell”. The Nucleus procedure modifies the
Cells (SDL Agents) related.
Displace TO SELF
Report(Mass_n, Thickness_n, Strength_n_Dir,
Strength_n, Time_n, curr_Height, Speed_n);
mnca_cell[] = {currCell};
delay=0;
border==1
true
false
STATIC
mncaGetCellValue(“layer_Thickness”, currCell, Thickness_tmp);
mncaGetCurrentCell(currCell);
MNCABorder(currCell, border, columns, rows)
mncaGetCurrentCell(currCell);
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Estat “Static” 
Una cel·la en estat Static pot rebre un input Receive, és a dir, rebre massa de neu. En aquest 
cas, es comportarà igual que una cel·la en estat Dynamic. Actualitzarà les seves capes amb la 
informació rebuda, i en funció de la força d’arribada, passarà a estat Dynamic (si la força és 
més gran que 0) o Static (si fós 0). Tot això, sempre i quan no sigui limítrofa, cas en el qual 
s’aturaria la simulació. 
Pot, a més, rebre un input Break. Aquest input correspon a una propagació de l’esquerda (fase 
de trencament). En aquest cas la cel·la passa a l’estat Dynamic, estimulada amb un input 
Spread 
Una cel·la inicialitzada a Static, en rebre el seu Spread inicial, romandrà sense canvis. 
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process ProcesState 1 (4)
STATIC
Receive(Strength_n, Strength_n_Dir, Thickness_n,
Speed_n, Time_n, Acceleration_n, Mass_n) * Break
STATIC
Speed_n > 0
DYNAMIC
STATIC
true
false
Nucleus(Strength_n, Strength_n_Dir, Thickness_n, 
Speed_n, Time_n, Acceleration_n, Mass_n, Thickness_tmp);
Spread to SELF
DYNAMIC
mncaGetCurrentCell(currCell);
mnca_cell[] = {currCell};
delay=0;MNCABorder(currCell, border, columns, rows)
border==1
true
false
mncaGetCurrentCell(currCell)
mncaGetCellValue(“layer_Thickness”, currCell, Thickness_tmp);
Displace to SELF
mnca_cell[] = {currCell};
delay=0;
mncaGetCurrentCell(currCell);
” 
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Estat “Dynamic” 
Una cel·la en estat DYNAMIC que rebi un input Break, es farà un output Spread a ella mateixa 
per tal de propagar l’esquerda (fase de trencament) si les condicions ho permeten. 
Una cel·la en estat DYNAMIC que rebi un input Spread cercarà una cel·la veïna a la qual 
propagar l’esquerda. Per fer aquesta cerca, utilitzarà els procediments mncaNeighboursValues 
i calcDestFrac, entre d’altres. Propagarà l’esquerda a la cel·la veïna de menor alçada i que 
estigui en estat STATIC.  
Es farà un output Displace sobre ella mateixa per tal de iniciar el lliscament de la massa, ja que 
ha estat afectada per l’esquerda. 
Si troba una candidata per rebre l’esquerda li farà un output Break a la cel·la receptora per tal 
de transmetre-la (la receptora en STATIC passarà a DYNAMIC amb un Spread i tornarem a ser 
en aquest input, iniciant lliscament de la massa per a la cel·la receptora de l’esquerda) 
D’aquesta manera, no queda enregistrada quina serà l’esquerda final, ja que no actualitzem 
cap capa al respecte, però tampoc és necessari conservar aquesta informació. En cas que fos 
interessant només caldria afegir una nova capa per poder enregistrar l’afectació per 
transmissió de l’esquerda. 
Si no en troba, romandrà en estat Dynamic sense transmetre l’esquerda a ningú. 
Break
DYNAMIC
mncaGetCurrentCell(currCell);
Spread TO SELF
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Spread
nextCell != -1
DYNAMIC
false
Break TO SELF
CalcDestFrac(nextCell, columns, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE, stmpNW, stmpN, stmpNE, stmpW, stmpE, stmpSW, stmpS, stmpSE );
DYNAMIC
mnca_cell[] = {nextCell};
delay = 0;
mncaGetCellValue(“layer_main”, currCell, alcMeva);
mncaGetCurrentCell(currCell);
Displace TO SELF
true
Cell has to start displacing
mncaNeighboursValues(“layer_main”, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE, columns, rows, id_NW, id_N, id_NE, id_W, id_E, id_SW, id_S, id_SE);
mncaNeighboursValues(“layer_State”, stmpNW, stmpN, stmpNE, stmpW, stmpE, stmpSW, stmpS, stmpSE, columns, rows,  id_NW, id_N, id_NE, id_W, id_E, id_SW, id_S, id_SE);
mnca_cell[] = {currCell};
delay=0;  
mncaGetNeighborID(1,id_NW)
mncaGetNeighborID(2,id_N)
mncaGetNeighborID(3,id_NE)
mncaGetNeighborID(8,id_W)
mncaGetNeighborID(4,id_E)
mncaGetNeighborID(7,id_SW)
mncaGetNeighborID(6,id_S)
mncaGetNeighborID(5,id_SE)
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Una cel·la en estat DYNAMIC que rebi un input Displace tindrà tres comportaments 
diferenciats: 
- El gruix de la cel·la actual és inferior a cinc centímetres de neu: En aquest cas, per 
tal de donar un punt finit a la representació del moviment, considerarem que no 
transmetrem ja aquesta massa de neu. En aquest cas, la cel·la actual passaria a 
estat STATIC. 
- El moviment de neu en aquesta cel·la no estava encara iniciat (capa direcció de la 
força té un valor igual a zero, el que indica que prèviament no vam rebre neu sobre 
aquesta cel·la): 
o Mitjançant el procediment CalcDest, cercarà una única candidata per rebre la 
massa de neu. Aquesta serà la cel·la amb una alçada més baixa d’entre les 
seves veïnes. Si la troba, li traspassarà tot el gruix de neu mitjançant el senyal 
“Receive”, la cel·la actual es quedarà sense gruix i passarà a l’estat EMPTY i la 
cel·la receptora a l’estat DYNAMIC. 
Si no trobés cap candidata (cap cel·la veïna més baixa que ella), no transmetrà 
neu i passarà a estat STATIC. 
- El moviment de neu en aquesta cel·la ja estava iniciat (capa direcció de la força té 
un valor diferent a zero, el que indica que prèviament vam rebre neu sobre 
aquesta cel·la): 
-  
o Mitjançant el procediment CalcDests, cercarà tres cel·les veïnes oposades a la 
direcció del moviment a les que traspassar un gruix de neu.  
Aquestes cel·les, per tal de rebre neu, han de tenir una alçada inferior a la 
cel·la actual (tenint en compte la correcció d’alçada per a la cel·la central i 
conservant així la inèrcia) Podria ser que trobés tres cel·les veïnes per rebre 
neu, només dos, només una o cap d’elles. 
Si troba almenys una candidata per rebre neu, la cel·la en curs transferirà tot el 
seu contingut de neu a la candidata i passarà a l’estat EMPTY. La receptora de 
neu passarà a l’estat DYNAMIC. 
Si hi ha més d’una candidata per rebre neu, la massa es repartirà de forma 
inversament proporcional a les alçades de les cel·les.  
El procediment CalcIncomingThickness serà l’encarregat de calcular quin gruix 
ha d’anar a cadascuna de les receptores.  
Si el procediment CalcDests no trobés cap candidata per rebre neu, la cel·la 
actual passaria a l’estat STATIC 
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Avaluació del gruix actual per dictaminar si cal transferir-lo, si és que és posible 
Displace
mncaNeighboursValues(“layer_main”, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE, columns, rows,  id_NW, id_N, id_NE, id_W, id_E, id_SW, id_S, id_SE);
mncaGetNeighborID(1,id_NW)
mncaGetNeighborID(2,id_N)
mncaGetNeighborID(3,id_NE)
mncaGetNeighborID(8,id_W)
mncaGetNeighborID(4,id_E)
mncaGetNeighborID(7,id_SW)
mncaGetNeighborID(6,id_S)
mncaGetNeighborID(5,id_SE)
mncaGetCellValue(“layer_StrengthDir”, currCell, myStrengthDir);
mncaGetCurrentCell(currCell);
myStrengthDir>0
myThickness > 0.05
true
false
mncaGetCellValue(“layer_Thickness”, currCell, myThickness);
STATIC
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En cas que el moviment no hagués estat iniciat: 
nextCell >= 0
STATIC
true
Receive(F, Strength_out_Dir,
Thickness, Speed_out, Time_out, Acceleration, Mass)
TO SELF
EMPTY
CalcDest(nextCell, columns, rows,  tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE,);
CalcProperties(nextCe ll, 
F, Strength_out_Dir, Thickness, 
Speed_out, Time_out, side_length, columns, density, Kp, Acceleration,Mass,
curr_Height, time_delay);
mnca.cell[]: com a paràmetre li passem un 
vector amb la.llista de cel·les a les que enviar;
ALL_CELLS és una variable que representa 
totes les cel· les
Funció que consulta les cel·les
veïnes i retorna l’identificador de la
cel·la següent. Es té en compte l’altura de les cel·les
mnca_cell[] = {nextCell};
delay = time_delay;
false
myStrengthDir>0
false
mncasetCellValue(“layer_Thickness”, currCell, ‘0’);
mncaGetCellValue(“layer_Thickness”, currCell, Thickness);
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En cas que el moviment sí que hagués estat iniciat: 
myStrengthDir>0true
CalcDests(nextCell_A, nextCell_B, nextCell_C, columns, rows, density, Ki, side_length, nextHeight_A, nextHeight_B, nextHeight_C);
Calc_Incoming_Thickness(nextThick_A, nextThick_B, nextThick_C, nextCell_A, nextCell_B, nextCell_C,columns, rows,  tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE, density, Ki, side_length, nextHeight_A, nextHeight_B, nextHeight_C);
Return identifiers for A, B and C receivers. It one of 
them is not a valid a receiver (higher than current cell), it’s tagged
with id “-1”
 
 
 
  
81 
 
En cas que el moviment sí que hagués estat iniciat i la cel·la A si rebés neu: 
CalcPropertie s(nextCell_A, 
F, Strength_out_Dir, nextThick_A, 
Speed_out, Time_out, side_leng th, columns, density, Kp, Acceleration,Mass,
curr_Height, time_delay);
Receive(F, Strength_out_Dir,
nextThick_A, Speed_out, Time_out, Acceleration, Mass)
TO SELF
mnca.cell[]: com a paràmetre li passem un 
vector amb la.llista de cel·les a les que enviar;
ALL_CELLS és una variable que representa 
totes les cel· les
mnca_cell[] = {nextCell_A};
delay = time_delay;
nextCell_B>0
nextCell_A>0
true
truefalse
CalcProperties(nextCell_B, 
F, Strength_out_Dir, nextThick_B, 
Speed_out, Time_out, side_length, columns, density, Kp, Acceleration,Mass,
curr_Height, time_delay);
Receive(F, Strength_out_Dir,
nextThick_B, Speed_out, Time_out, Acceleration, Mass)
TO SELF
mnca_cell[] = {nextCell_B};
delay = time_delay;
nextCell_C>0
true
false
CalcProperties(nextCell_C, 
F, Strength_out_Dir, nextThick_C, 
Speed_out, Time_out, side_length, columns, density, Kp, Acceleration,Mass,
curr_Height, time_delay);
Receive(F, Strength_out_Dir,
nextThick_C, Speed_out, Time_out, Acceleration, Mass)
TO SELF
mnca_cell[] = {nextCell_C};
delay = time_delay;
nextCell_C>0
true
false
CalcPropertie s(nextCe ll_C, 
F, Strength_out_Dir, nextThick_C, 
Speed_out, Time_out, side_length, columns, density, Kp, Acceleration,Mass,
curr_Height, time_delay);
Receive(F, Strength_out_Dir,
nextThick_C, Speed_out, Time_out, Acceleration, Mass)
TO SELF
mnca_cell[] = {nextCell_C};
delay = time_delay;
EMPTY
EMPTY
EMPTY
EMPTY
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En cas que el moviment sí que hagués estat iniciat i la cel·la A no rebés neu: 
nextCell_A>0
false
nextCell_B>0
truefalse
CalcProperties(nextCell_B, 
F, Strength_out_Dir, nextTh ick_B, 
Speed_out, Time_out, side_length, columns, density, Kp, Acceleration,Mass,
curr_Height, time_delay);
Receive(F, Strength_out_Dir,
nextThick_B, Speed_out, Time_out, Acceleration, Mass)
TO SELF
mnca_cell[] = {nextCell_B};
delay = time_delay;
nextCell_C>0
true
false
CalcProperties(nextCell_C, 
F, Strength_out_Dir, nextTh ick_C, 
Speed_out, Time_out, side_length, columns, density, Kp, Acceleration,Mass,
curr_Height, time_delay);
Receive(F, Strength_out_Dir,
nextThick_C, Speed_out, Time_out, Acceleration, Mass)
TO SELF
mnca_cell[] = {nextCell_C};
delay = time_delay;
nextCell_C>0
true
false
CalcProperties(nextCell_C, 
F, Strength_out_Dir, nextTh ick_C, 
Speed_out, Time_out, side_length, columns, density, Kp, Acceleration,Mass,
curr_Height, time_delay);
Receive(F, Strength_out_Dir,
nextThick_C, Speed_out, Time_out, Acceleration, Mass)
TO SELF
mnca_cell[] = {nextCell_C};
delay = time_delay;
EMPTY
EMPTY
EMPTY
STATIC
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Una cel·la en estat Dynamic que rebi un input Receive (rebuda de massa de neu de una cel·la 
veïna), actualitzarà les seves capes, fent servir el procediment Nucleus, amb la nova informació 
rebuda com a paràmetre del input. Si la cel·la no és limítrofa, farà un output Displace sobre 
ella mateixa per continuar amb el lliscament de la massa sempre i quan la velocitat d’arribada 
de la massa de neu sigui superior a 0. Altrament, passaria a estat STATIC 
DYNAMIC
Nucleus(Strength_n, Strength_n_Dir,
Thickness_n, Speed_n, Time_n, Acceleration_n, Mass_n, Thickness_tmp);
Displace TO SELF
Receive(Strength_n, Strength_n_Dir,
Thickness_n, Speed_n, Time_n, Acceleration_n, Mass_n)
mncaGetCurrentCell(currCell);
mnca_cell[] = {currCell};
delay = 0; 
MNCABorder(currCell, border, columns, rows)
border==1
true
false
mncaGetCellValue(“layer_thickness”, currCell, Thickness_tmp);
DYNAMIC Speed_n>0
true
false
STATIC
Report(Mass_n, Thickness_n, Strength_n_Dir,
Strength_n, Time_n, curr_Height, Speed_n);
 
 
 
 
84 
 
5) Procediments 
Aquests són els procediments emprats per aquest model: 
mncaNeighboursValues: Retorna el valor de la capa desitjada per a totes les cel·les veïnes de la 
cel·la actual 
mncaNeighboursValues(char* layer, double valNW, double valN, double valNE, double valW, double valE, double valSW, double valS, 
double valSE, int columns, int rows, int id_NW, int id_N, int id_NE, int id_W, int id_E, int id_SW, int id_S, int id_SE);
 
CalcDest: Retorna el identificador de la cel·la veïna d’alçada més baixa, sempre i quan aquesta 
sigui inferior a l’alçada de la cel·la actual. Altrament, retornaria un “-1”. Per fer-ho, fa servir 
una crida a la funció calcLowest_WO_Inertia (codi extern) 
CalcDest(int nextCell, int columns, int rows, double valNW, double valN, double valNE, double valW, double valE, double valSW, double valS, double valSE);
 
CalcDests: Retorna els identificadors de les tres cel·les veïnes que són oposades a la direcció 
del  moviment, així com les seves respectives alçades, sempre i quan aquestes siguin més 
baixes (tenint en compte el factor de inèrcia) que la cel·la en curs. Les que no compleixen 
aquest requeriment, seran retornades amb un identificador “-1” 
Per fer-ho, fa servir crides a les funcions en codi extern: 
Next_Cell_A, Next_Cell_B, Next_Cell_C, checkDest 
CalcDests(int nextCell_A, int nextCell_B, int nextCell_C, int columns, int rows, double tmp, double density, double Ki, 
double side_length, double nextHeight_A, double nextHeight_B, double nextHeight_C);
 
CalcDestFrac: Retorna el identificador de la cel·la veïna més baixa i que sigui en estat STATIC 
sempre i quan aquesta sigui més baixa que la cel·la actual. Si no hi ha cap cel·la veïna que 
acompleixi aquest criteri, retornarà un “-1” 
CalcDestFrac(int nextCell, int columns, double tmpNW, double tmpN, double tmpNE, double tmpW, double tmpE, double  tmpSW, double tmpS, 
double tmpSE, double stmpNW, double stmpN, double stmpNE, double stmpW, double stmpE, double  stmpSW, double stmpS, double  stmpSE);
 
CalcProperties: Retorna els valors dels paràmetres amb els que arribarà la massa de neu a la 
següent cel·la: 
*F_out: Força total (havent comptabilitzat friccions) amb la que arribarà la neu a la següent cel·la  (N) 
*Strength_out_Dir: Informació que rebrà la següent cel·la que indica de on li va arribar la massa de neu  
1  Nord-oest 
2  Nord 
3  Nord-est 
8  Oest 
4  Est 
7  Sud-oest 
6  Sud 
5  Sud-est 
*Thickness: Gruix de neu que rebrà la següent cel·la (m) 
*Speed_out: Velocitat d’arribada de la massa de neu a la següent cel·la (m/s) 
*Time_out: Temps en el que arribarà la massa de neu a la següent cel·la, rel·latiu al inici del lliscament, sense tenir en 
compte el temps de transmissió de la esquerda (segons) 
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*side_length: Longitud de la cel·la (són quadrades) (m) 
*columns: nombre de columnas al MNCAcolumns: number of columns for MNCA 
*density: densitat de la neu a la cel·la actual 
*Kp: coeficient de fregament intern 
*Acceleration: acceleració amb la que la massa de neu arribarà a la següent cel·la 
*Mass: Massa total de neu que arribarà a la següent cel·la 
*Curr_Height: Alçada de la cel·la actual 
*time_delay:Temps que trigarà la massa de neu en arribar a la següent cel·la 
CalcProperties(int nextCell,  double F, double Strength_out_Dir,double Thickness, double Speed_out, double Time_out,
 double side_length, int columns, double density, double Kp, double Acceleration, double Mass, double cur r_Height, double time_delay);
 
calcIncomingThickness: Retorna els gruixos que rebran les cel·les candidates en funció del gruix 
a repartir de la cel·la actual i les alçades de cadascuna d’elles. 
Per fer-ho, farà servir la funció en codi extern Split_Thick 
CalcIncomingThickness(double nextThick_A, double nextThick_B, double nextThick_C, int nextCell_A, int nextCell_B, int nextCell_C,
 int columns, int rows, double tmpNW, double tmpN, double tmpNE, double tmpW, double tmpE,
 double tmpSW, double tmpS, double tmpSE, double density, double Ki, double side_length, double nextHeight_A, double nextHeight_B, double nextHeight_C);
 
mncaBorder: Aquest procediment retornarà un “1” si la cel·la actual és limítrofa al MNCA (és a 
un extrem del mapa). Altrament, retornarà un “0” 
Per fer-ho, fa servir la funció en codi extern MNCABorder 
MNCABorder (int currcell, int border, int columns, int rows);
 
Nucleus: Escriu a les capes corresponents de la cel·la actual els paràmetres de: 
Força, Direcció de força, Gruix, Velocitat, Temps, Acceleració i Massa 
Nucleus(double Strength_n, double Strength_n_Dir, double Thickness_n, double Speed_n, double Time_n, 
double Acceleration_n, double Mass_n, double Current_Thickness);
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Procediment mncaBorder 
MNCABorder (int currcell, int border, int columns, int rowsprocedure
border=MNCABorder(currcell, columns, rows);
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Procediment mncaNeighboursValues 
mncaNeighboursValues(char* layer, double tmpNW, double tmpN, double tmpNE, double tmpW, double tmpE
double tmpSW, double tmpS, double tmpSE, int columns, int rows, int id_NW, int id_N,
 int id_NE, int id_W, int id_E, int id_SW, int id_S, int id_SE);
procedure
mncaGetCurrentCell(tmpCell);
mncaGetCellValue(layer,id_NW,tmpNW);
mncaGetCellValue(layer,id_N,tmpN);
mncaGetCellValue(layer,id_NE,tmpNE);
mncaGetCellValue(layer,id_W,tmpW);
mncaGetCellValue(layer,id_E,tmpE);
mncaGetCellValue(layer,id_SW,tmpSW);
mncaGetCellValue(layer,id_S,tmpS);
mncaGetCellValue(layer,id_SE,tmpSE);
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Procediment calcDest 
CalcDest(int nextCell, int columns, int rows, double valNW, double valN, double valNE, double valW, 
double valE, double valSW, double valS, double valSE);
1 (1)
mncaGetCurrentCell(tmpCell);
mncaGetCellValue(“layer_main”, tmpCell, myHeight);
nextCell= calcLowest_WO_Inertia(tmpCell, columns, rows, myHeight, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE);
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Procediment calcDests 
CalcDests(int nextCell_A, int nextCell_B, int nextCell_C, int columns, int rows, double tmp, double density
 double Ki, double side_length, double nextHeight_A, double nextHeight_B, double nextHeight_C);
procedure
mncaGetCurrentCell(tmpCell);
mncaGetCellValue(“layer_Thickness”, tmpCell, myThickness);
mncaGetCellValue(“layer_main”, tmpCell, myHeight);
mncaGetCellValue(“layer_StrengthDir”, tmpCell, myStrength_Dir);
nextCell_A=nextCell_A(tmpCell, myStrength_Dir, columns, rows);
nextCell_B=nextCell_B(tmpCell, myStrength_Dir, columns, rows);
nextCell_C=nextCell_C(tmpCell, myStrength_Dir, columns, rows);
mncaGetCellValue(“layer_main”, nextCell_A, nextHeigth_A);
mncaGetCellValue(“layer_main”, nextCell_B, nextHeigth_B);
mncaGetCellValue(“layer_main”, nextCell_C, nextHeigth_C);
DCL
int nextCell_A=-1;
int nextCell_B=-1;
int nextCell_C=-1;
nextHeightB=nextHeight_B-(Ki*side_length*side_length*myThickness*density*mySpeed);
mncaGetCellValue(“layer_Speed”, tmpCell, nextHeigth_A);
mncaGetCellValue(“layer_Thickness”, tmpCell, mySpeed);
nextCell_A=checkDest(myHeight, nextHeight_A, nextCell_A);
nextCell_B=checkDest(myHeight, nextHeight_B, nextCell_B);
nextCell_C=checkDest(myHeight, nextHeight_C, nextCell_C);
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Procediment calcDestFrac 
CalcDestFrac(int nextCell, int columns, double tmpNW, double tmpN, double tmpNE, double tmpW, double tmpE, double  tmpSW, double tmpS, double tmpSE, 
double stmpNW, double stmpN, double stmpNE, double stmpW, double  stmpE, double  stmpSW, double stmpS, double  stmpSE);
procedure
mncaGetCurrentCell(tmpCell);
mncaGetCellValue(“layer_main”, tmpCell, myHeight);
nextCell= calcLowest_static(tmpCell, columns, myHeight, tmpNW, tmpN, tmpNE, tmpW, tmpE, tmpSW, tmpS, tmpSE, stmpNW, stmpN, stmpNE, stmpW, stmpE, stmpSW, stmpS, stmpSE);
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Procediment calcProperties 
CalcProperties(int nextCell,  double F, double Strength_out_Dir,double Th ickness, double Speed_out, double Time_out, double side_leng th, int columns, double density, double Kp, double Accele ration, double Mass, double curr_Height, double time_delayprocedure
mncaGetCellValue(“layer_main”, nextCell, nextHeight);
mncaGetCellValue(“layer_main”, currCell, curr_Height);
mncaGetCurrentCell(currCell);
mncaGetCellValue(“layer_StrengthDir”, currCell, Strength_in_Dir);
F= IF-abs(SFF)-abs(AFF);
Mass= (Thickness*density*side_length*side_length);
time_delay= distance_cells/Speed_out;
Speed_out= sqrt(2*Acceleration*distance_cells;
mncaGetCellValue(“layer_Soil”, nextCell, soil);
distance_cells= distance(currCell, nextCell, side_length, columns);
SFF= SFF(curr_Height, next_Height, distance_cells, Thickness, side_length, density, coef_freg, Ki);
Strength_out_Dir= Str_Dir(nextCell, currCell, columns);
mncaGetCellValue(“layer_Time”, currCell, Time_in);
Acceleration= F/Mass;
coef_freg=get_rugosity(soil);
mncaGetCellValue(“layer_Thickness”, currCell, Thickness);
IF= IF(curr_Height, next_Height, Ki,distance_cells, Thickness, side_length, density);
DCL
double coef_freg=0;
AFF= IF*Kp;
nextCell: cell that will receive snow mass
F_out: Total force that this cell provides (after substracting frictions) to next Cell
Strength_out_Dir: Information for the nextCell relative to the origin for the current 
snow mass, which will be sent to her
Thickness: Current thicknes of snow that will be sent to next cell
Speed_out: Arrival speed of snow mass to next cell
Time_out: Total time (relative to snow sliding start) at which snow mass will arrive to next cell
side_length: Length of the cell (squared cells)
columns: number of columns for MNCA
density: current snow density
Kp: Internal frictional strength coefficient
Acceleration: acceleration that current snow mass will acquire for arriving to next cell
Mass: Total mass being displaced on this movement from current to next cell
Curr_Height: current height for this cell
time_delay:Time that will spend current snow mass for reaching next Cell
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Procediment calcIncomingThickness 
CalcIncomingThickness(double nextThick_A, double nextThick_B, double nextThick_C, int nextCell_A, int nextCell_B, int nextCell_C, int columns, int rows
 double tmpNW, double tmpN, double tmpNE, double tmpW, double tmpE, double tmpSW, double tmpS, double tmpSE, 
double density, double Ki, double side_length, double nextHeight_A, double nextHeight_B, double nextHeight_C);
procedure
mncaGetCurrentCell(tmpCell);
mncaGetCellValue(“layer_Thickness”, tmpCell, myThickness);
mncaGetCellValue(“layer_Speed”, tmpCell,mySpeed);
nextHeight_B= nextHeight_B-(Ki*density*Thickness*side_length*side_length*mySpeed);
next_Thick_A= split_Thick(1,myThickness, nextHeight_A, nextHeight_B, nextHeight_C, Sum_Heights, nextCell_A, nextCell_B, nextCell_C); 
next_Thick_B= split_Thick(2,myThickness, nextHeight_A, nextHeight_B, nextHeight_C, Sum_Heights, nextCell_A, nextCell_B, nextCell_C); 
next_Thick_C= split_Thick(3,myThickness, nextHeight_A, nextHeight_B, nextHeight_C, Sum_Heights, nextCell_A, nextCell_B, nextCell_C); 
 
  
93 
 
Procediment Nucleus 
Nucleus(double Strength_n,double Strength_n_Dir, double Thickness_n, double Speed_n, 
double Time_n,double Acceleration_n,double Mass_n, double Current_Thickness);
1 (1)procedure
mncaSetCellValue(“layer_Strength”, tmpCell, Strenght_n);
mncaGetCurrentCell(tmpCell);
mncaSetCellValue(“layer_Thickness”, tmpCell, Thickness_n);
mncaSetCellValue(“layer_Speed”, tmpCell, Speed_n);
mncaSetCellValue(“layer_Time”, tmpCell, Time_n);
mncaSetCellValue(“layer_StrengthDir”, tmpCell, Strenght_n_Dir);
mncaSetCellValue(“layer_Acceleration”, tmpCell, Acceleration_n);
mncaSetCellValue(“layer_Mass”, tmpCell, Mass_n);
Thickness_n=Thickness_n+Current_Thickness;
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7. Conclusions i treball futur 
Per manca de temps al final del projecte no s’han pogut solucionar les dificultats per poder 
suportar la càrrega de models directament al simulador SDLPS (sense necessitat de fer servir 
afegits a Visio  -Sandrila- per poder generar els arxius XML descriptors del model) sobre totes 
les plataformes. 
La segona proposta de model queda, doncs, pendent de validació. 
No obstant, sí que s’ha pogut validar la primera proposta del model fent servir procediments 
més manuals i menys automatitzats, però totalment vàlids. 
Per tal de comprovar la validesa d’aquest model, comparem les diferències d’alçades origen-
final d’allaus reals contra simulats, amb diferents parametritzacions per coeficients de inèrcia 
(Ki) i coeficients de fregament (Kp). 
Comparativa diferència d’alçades allau real – allau simulada 
Escenari Alçada real allau 
Alçada obtinguda 
Kp=0,05 / Ki=0,75 
Alçada obtinguda 
Kp=0,1 / Ki=0,6 
Raspes 500 640 720 
Nuria 350 360 400 
Ruda 360 426 430 
NogueraTor 750 882 798 
SantMartí 233 293 293 
 
Per tal de conèixer les trajectòries i aproximar un càlcul de la distància recorreguda, pintarem 
sobre una malla (matriu en excel) el recorregut obtingut a la simulació. Aquesta malla 
correspon amb els identificadors de cel·les al mapa de la simulació. 
El càlcul de la distància recorreguda per l’allau es realitza multiplicant el tamany de cada cel·la 
pel nombre de cel·les afectades al trajecte més llarg 
 
 
Figura 17 Resultat trajectòria simulació Ruda 
En vermell, les cel·les corresponents a la fractura inicial 
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En verd, les cel·les per on es va propagar l’esquerda 
En blau, el recorregut que fa l’allau (lliscament) 
En gris, dades errònies (degut a uns punts UTM incorrectes a les dades de inici) 
 
Figura 18 Resultat trajectòria simulació NogueraTor 
Comparem ara  la distància (aproximada) recorreguda per l’allau real i el simulat. 
Restringirem en aquest cas la combinació de Ki/Kp als millors resultats obtinguts a l’anterior 
comparativa d’alçades). 
Comparativa diferència distàncies recorregudes allau real – allau simulada 
Escenari 
Distància real 
recorreguda per l’allau 
Distància recorreguda obtinguda 
Kp=0,1 / Ki=0,6 
Ruda 562 780 
NogueraTor 1350 1440 
 
Podem veure que les diferències d’alçades i distàncies són relativament properes a la simulació 
i a la realitat, excedides ambdues sempre a la simulació 
Comparativa variacions d’alçades i distàncies recorregudes  allau real – allau 
simulada 
Escenari 
Variació alçades allau 
real-allau simulat Variació distàncies allau real-allau simulat 
Ruda 83,72% 72,05% 
NogueraTor 93,98% 93,75% 
 
 A partir d’un cert moment, els temps d’arribada de la massa de neu a les cel·les, així com les 
seves velocitats d’entrada són absurdament altes (unitats de milers) . 
Després de donar-li moltes voltes i havent provat diferents alternatives, entre les quals: 
Traspassar magnituds de forces d’inèrcia entre una cel·la i l’altra, considerant la força de 
sortida com inercial a la receptora SI/NO 
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Traspassar la velocitat de la massa de neu entre una cel·la i l’altra, considerant la sortint com 
inicial a l’entrant SI/NO 
Traspassar l’acceleració de la massa de neu entre una cel·la i l’altra, considerant la sortint com 
inicial a l’entrant SI/NO 
... 
Es conclou que : 
• L’excés de recorregut de l’allau pot ser degut a una pèrdua de neu massa petita (5% 
durant la desacceleració) 
• Cal una simplificació dels càlculs de temps d’arribada i velocitats, desestimant les 
fórmules inicials, les quals es basaven en temps i velocitats entrants i sortints per a 
cada cel·la. 
Ens basarem en les fórmules bàsiques de moviment rectilini i afegirem, a més, un criteri de 
propagació de neu 1 a 3 (una cel·la pot propagar neu fins a tres cel·les) enlloc de l’actual de 1 a 
1. D’aquesta manera, no caldrà fer suposicions en quant a la neu perduda a cada transmissió 
(5% durant la fase de desacceleració), ja que el fet de dispersar neu a més cel·les tindrà com a 
resultat que el recorregut final haurà escampat neu a cel·les contigües, eliminant d’aquesta 
forma neu del recorregut principal. 
Aquestes conclusions sobre els resultats d’aquest model són les que han motivat l’elaboració 
de la segona proposta de model. 
Queda com a resultat, doncs, dos model vàlids per a ser carregats al simulador SDLPS amb 
prou estabilitat i coherència com per treballar sobre ells. 
Només caldrà disposar de coneixements en llenguatge SDL per tal de modificar el seu 
comportament i perseguir els interessos desitjats per acostar els resultats a la realitat. 
No s’estimen necessàries més modificacions sobre el simulador SDLPS ni sobre l’arquitectura 
base d’aquests models. 
Els resultats són suficientment bons com per a acceptar les classificacions d’estats possibles 
per a cada cel·la i la lògica de transició entre aquests. 
Els models inclouen els procediments necessaris per treballar còmodament amb l’obtenció i 
modificació de dades a les capes de les cel·les veïnes i a la pròpia cel·la.  
Les modificacions futures haurien d’anar en la línia d’afinar les quantitats de massa de neu 
transferida entre cel·les, així com en el càlcul de les seves magnituds dinàmiques (velocitats, 
acceleracions i temps de transmissió) 
S’aconsella continuar modificant, ampliant i fent proves amb el segon d’ells, dissenyat amb la 
intenció de solventar els desviaments aquí exposats. 
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8. Planificació i cost 
Aquest projecte va començar amb una previsió d’acabament bastant dilatada. Es partia de una 
plataforma de simulació en fase molt inicial (SDLPS) i un afegit per a Microsoft Visio. 
Partint d’una proposta inicial de model (Colls, 2009), el primer repte va ser generar un fitxer 
XML que representés a un succedani d’aquest. 
Un cop generat aquest fitxer XML, es tractava de carregar-lo al simulador SDLPS per poder 
començar a estudiar el seu comportament. 
La elaboració (i múltiples modificacions) d’aquest fitxer XML es feia amb l’afegit a Visio 
Sandrila en les primeres fases, sempre resultant necessària una posterior modificació manual 
del mateix. Al llarg del temps, aquesta eina va ser desestimada i totes les modificacions sobre 
aquest fitxer es feien a mà.  
Durant les modificacions, s’han arribat a desenvolupar cinc versions (oficials) del simulador 
SDLPS per tal de corregir errors i afegir noves funcionalitats que resultaven valuoses.  
La última d’aquestes ja suporta la càrrega directa dels diagrames SDL, i és el propi SDLPS qui 
genera els arxius XML descriptors del model. 
També s’ha intentat elaborar un visor per les traces de resultats generades pel simulador 
(SDLPSEye), el qual funcionava correctament en alguns casos però finalment no s’ha emprat 
per la validació dels presents models. 
La dedicació al projecte ha estat irregular al llarg del temps, ja que l’he compaginat amb la 
meva feina i anava avançant paral·lelament al desenvolupament del simulador SDLPS. 
A continuació es detalla un cronograma de les tasques que han ocupat el temps d’aquest 
projecte: 
  2009, 2010 i 2011 
1er 
semestre 
2012 
2on 
semestre 
2012 
1er 
semestre 
2013 
2on 
semestre 
2013 
Tasca realitzada       
Famliarització amb el llenguatge SDL i la dinámica 
d’allaus.  
Primeres proves amb el simulador SDLPS amb 
models molt simples. 
Creació d’arxius XML amb l’eina Sandrila per tal de 
carregar-los al simulador SDLPS   
    
Depuració d’errors existents a la plataforma de 
simulació (SDLPS)   
    
Obtenció dels primers resultats de la primera 
proposta de model   
    
Modificacions sobre la primera proposta de model. 
Depuració d’errors i adició de noves funcionalitats al 
simulador SDLPS   
    
Simplificació de la primera proposta de model.  
Anàlisis dels resultats obtinguts amb la primera 
proposta 
Disseny de la segona proposta de model i confecció 
d’aquesta memòria   
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S’estima un total d’aproximadament unes 350 hores de dedicació, distribuïdes de la següent 
forma: 
Concepte Nombre d’hores 
Familiarització amb el llenguatge SDL i la 
dinàmica d’allaus (Adquisició de 
coneixements específics): 
80 
Anàlisis de la problemàtica i les possibles 
solucions, emprant les eines de les que 
disposo per a tal efecte 
70 
Disseny d’un primer model per representar el 
comportament de l’allau 
30 
Implementació del primer model 60 
Redissenys del primer model 40 
Anàlisis de resultats del primer model 70 
Disseny del segon model 20 
Implementació del segon model 25 
Confecció d’aquesta memòria 55 
Total 430 
 
Una estimació econòmica d’aquest projecte es podria plantejar en tres diferents marcs: 
Marc Preu / hora (orientatiu) Total 
Compaginació amb els 
estudis (beques)..  
6 € 2580 € 
Salari del treballador d’una 
empresa dedicada a treballar 
habitualment amb 
modelitzacions i simulacions i 
que té les seves pròpies 
eines. 
15 € 6450 € 
Contractació d’aquest 
projecte a una empresa 
especialitzada en treballs de 
modelització i simulació que 
accepti desenvolupaments 
innovadors fóra del seu 
catàleg. 
40 € 17200 € 
 
99 
 
 
• La primera de les propostes seria força inviable si es pretén que el becari realitzi el 
projecte sense la supervisió continuada d’un expert en la matèria. La seva autonomia 
seria pràcticament nul·la. Als inicis del projecte l’experimentació era massa elevada 
com per definir tasques concretes, requerides per formalitzar la beca.  
• La segona de les propostes requeriria que aquesta empresa conegués les 
particularitats del simulador SDLPS i estigués en un contacte continuat amb el seu 
desenvolupador (InLab FIB) . No és el model de negoci que una empresa destinada a 
simulacions i modelitzacions pogués desitjar, ja que no estarien fent servir els seus 
motors de simulació habituals i no podrien aprofitar els seus recursos eficientment. 
• L’opció més realista seria triar la tercera de les propostes. En aquest cas, l’empresa 
hauria d’acceptar treballar amb un entorn de simulació imposat(SDLPS) amb el que 
mai abans haguessin treballat, assumint tota la interacció i gran experimentació que 
això comporta. 
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10. Apendixos 
10.1. Codi extern C emprat per suportar la primera proposta de model 
 
#include <stdlib.h> 
#include <io.h> 
#include <math.h> 
#include <stdio.h>  
#include "allaus.h" 
double gravity=9.81; 
 
int main(int argc, char *argv[]) { 
    return 0; 
} 
 
// Returns minimum value between two given parameters 
double min (double A, double B) 
{ 
 if (A<B) 
 { 
         return A; 
 } 
 else  
 {  
         return B; 
 } 
   
} 
// Returns minimum value between three given parameters 
int min_3(double A, double B, double C) 
{ 
    int pos_min=0; 
    if (min(A,B) == A) 
    { 
       pos_min=1; 
 } 
    else  
    { 
         pos_min=2;    
    } 
    if (pos_min==1) 
    { 
       if (min(A,C)==A) 
       { 
       pos_min=1; 
       } 
       else  
       { 
       pos_min=3; 
       } 
    } 
    if (pos_min==2) 
       { 
       if (min(B,C)==B) 
       { 
       pos_min=2; 
       } 
       else  
       { 
       pos_min=3;     
       } 
    } 
     
   return pos_min;   
} 
//Returns id of the neighbour cell with lowest height  
int calcLowest_WO_Inertia(int tmpCell, int columns, int rows, double myHeight, double NWHeight, double NHeight, double NEHeight, 
double WHeight, double EHeight, double SWHeight, double SHeight, double SEHeight){ 
double min = myHeight; 
 int cell_min = -1; 
 
     
 if((min > NWHeight) && (NWHeight>=0)) 
 { 
     min = NWHeight; 
  cell_min = tmpCell - columns - 1;  
    } 
 
 if((min > NHeight) && (NHeight>=0)) { 
  min = NHeight; 
  cell_min = tmpCell - columns; 
 } 
 
 if((min > NEHeight) && (NEHeight>=0)){ 
  min = NEHeight; 
  cell_min = tmpCell - columns; 
 } 
 
 if((min > EHeight) && (EHeight>=0)){ 
  min = EHeight; 
  cell_min = tmpCell + 1; 
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 } 
 
 if((min > WHeight) && (WHeight>=0)) { 
  min = WHeight; 
  cell_min = tmpCell - 1; 
 } 
 
 if((min > SWHeight) && (SWHeight>=0)){ 
  min = SWHeight; 
  cell_min = tmpCell + columns - 1; 
 } 
 
 if((min > SHeight) && (SHeight>=0)){ 
  min = SHeight; 
  cell_min = tmpCell + columns; 
 } 
 
 if((min > SEHeight) && (SEHeight>=0)) { 
  min = SEHeight; 
  cell_min = tmpCell + columns; 
 } 
 
      
     if (cell_min<0) 
     { 
     cell_min=-1; 
     } 
 return cell_min; 
} 
 
//Returns neighbour id of the cell whith minimum height AND in static state (1). If no cell meets these requirements, function 
will return "-1" 
int calcLowest_static(int myCell, int nCols, double myHeight, double NWHeight, double NHeight, double NEHeight, double WHeight, 
double EHeight, double SWHeight, double SHeight, double SEHeight,double stmpNW, double stmpN, double stmpNE, double stmpW, 
double stmpE, double stmpSW, double stmpS, double stmpSE) 
{ 
 double min = myHeight; 
 int cell_min = -1; 
 
     
 if((min > NWHeight) && (stmpNW==1) && (NWHeight>=0)) 
 { 
     min = NWHeight; 
  cell_min = myCell - nCols - 1;  
    } 
 
 if((min > NHeight) && (stmpN==1)&& (NHeight>=0)) { 
  min = NHeight; 
  cell_min = myCell - nCols; 
 } 
 
 if((min > NEHeight) && (stmpNE==1)&& (NEHeight>=0)){ 
  min = NEHeight; 
  cell_min = myCell - nCols + 1; 
 } 
 
 if((min > EHeight) && (stmpE==1)&& (EHeight>=0)){ 
  min = EHeight; 
  cell_min = myCell + 1; 
 } 
 
 if((min > WHeight) && (stmpW==1)&& (WHeight>=0)) { 
  min = WHeight; 
  cell_min = myCell - 1; 
 } 
 
 if((min > SWHeight) && (stmpSW==1)&& (SWHeight>=0)){ 
  min = SWHeight; 
  cell_min = myCell + nCols - 1; 
 } 
 
 if((min > SHeight) && (stmpS==1)&& (SHeight>=0)){ 
  min = SHeight; 
  cell_min = myCell + nCols; 
 } 
 
 if((min > SEHeight) && (stmpSE==1)&& (SEHeight>=0)) { 
  min = SEHeight; 
  cell_min = myCell + nCols + 1; 
 } 
 
      
     if (cell_min<0) 
     { 
     cell_min=-1; 
     } 
 return cell_min; 
} 
//Returns the id of candidate "A" to receive snow, no matter which height it is. 
int nextCell_A(int tmpCell, int myStrength_Dir, int columns, int rows) { 
 switch (myStrength_Dir) { 
 case 1: 
  return tmpCell+1; 
  break; 
 case 2: 
  return tmpCell+columns+1; 
  break; 
 case 3: 
  return tmpCell+columns; 
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  break; 
 case 4: 
  return tmpCell+columns-1; 
  break; 
 case 5: 
  return tmpCell-1; 
  break; 
 case 6: 
  return tmpCell-columns-1; 
  break; 
 case 7: 
  return tmpCell-columns; 
  break; 
 case 8: 
  return tmpCell-columns+1; 
  break; 
 } 
} 
//Returns the id of candidate "B" to receive snow, no matter which height it is. 
int nextCell_B(int tmpCell, int myStrength_Dir, int columns, int rows) { 
 switch (myStrength_Dir) { 
 case 1: 
  return tmpCell+columns+1; 
  break; 
 case 2: 
  return tmpCell+columns; 
  break; 
 case 3: 
  return tmpCell+columns-1; 
  break; 
 case 4: 
  return tmpCell-1; 
  break; 
 case 5: 
  return tmpCell-columns-1; 
  break; 
 case 6: 
  return tmpCell-columns; 
  break; 
 case 7: 
  return tmpCell-columns+1; 
  break; 
 case 8: 
  return tmpCell+1; 
  break; 
 } 
} 
 
//Returns the id of candidate "C" to receive snow, no matter which height it is. 
int nextCell_C(int tmpCell, int myStrength_Dir, int columns, int rows) { 
 switch (myStrength_Dir) { 
 case 1: 
  return tmpCell+columns; 
  break; 
 case 2: 
  return tmpCell+columns-1; 
  break; 
 case 3: 
  return tmpCell-1; 
  break; 
 case 4: 
  return tmpCell-columns-1; 
  break; 
 case 5: 
  return tmpCell-columns; 
  break; 
 case 6: 
  return tmpCell-columns+1; 
  break; 
 case 7: 
  return tmpCell+1; 
  break; 
 case 8: 
  return tmpCell+columns+1; 
  break; 
 } 
} 
//Returns -1 if height of nextCell is higher than the height of the current cell. Otherwise, returns id of nextCell 
int checkDest( double myHeight, double nextHeight, int nextCell){ 
 if (nextHeight>myHeight) 
 { 
  nextCell=-1; 
 } 
 return nextCell; 
} 
//returns the quantity of snow splitted for one of the three receivers, proportional to the heights of candidates. id=1 stands 
for  
//candidate A, 2 for B, 3 for C 
double split_Thick(int id, double myThickness, double nextHeight_A, double nextHeight_B, double nextHeight_C, double 
Sum_Heights, int nextCell_A, int nextCell_B, int nextCell_C){ 
double next_Thick=0; 
double percentage=0; 
double Sum_Heights; 
double existsA=1; 
double existsB=1; 
double existsC=1; 
if (nextCell_A<0) //if A is not a receiver, it won't be weighted on calculations for splitting snow thickness 
{ 
 nextHeight_A=0; 
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 existsA=0; 
 if (id==1) 
 { 
 return 0; //if A is not a receiver and we are asking for the quantity that A will receive, direct response is 0. 
 } 
} 
if (nextCell_B<0) //if B is not a receiver, it won't be weighted on calculations for splitting snow thickness 
{ 
 nextHeight_B=0; 
 existsB=0; 
 if (id==2) 
 { 
 return 0; //if B is not a receiver and we are asking for the quantity that B will receive, direct response is 0. 
 } 
} 
if (nextCell_C<0) //if C is not a receiver, it won't be weighted on calculations for splitting snow thickness 
{ 
 nextHeight_C=0; 
 existsC=0; 
 if (id==3) 
 { 
 return 0; //if C is not a receiver and we are asking for the quantity that C will receive, direct response is 0. 
 } 
} 
Sum_Heights=(nextCell_A+nextCell_B+nextCell_C); 
switch (id) { 
case 1: 
percentage= ((Sum_Heights-nextHeight_A)/existsA*(Sum_Heights-nextHeight_A)+existsB*(Sum_Heights-
nextHeight_B)+existsC*(Sum_Heights-nextHeight_C))*100; 
next_Thick=myThickness*percentage; 
break; 
case 2: 
percentage= ((Sum_Heights-nextHeight_B)/existsA*(Sum_Heights-nextHeight_A)+existsB*(Sum_Heights-
nextHeight_B)+existsC*(Sum_Heights-nextHeight_C))*100; 
next_Thick=myThickness*percentage; 
break; 
case 3: 
percentage= ((Sum_Heights-nextHeight_C)/existsA*(Sum_Heights-nextHeight_A)+existsB*(Sum_Heights-
nextHeight_B)+existsC*(Sum_Heights-nextHeight_C))*100; 
next_Thick=myThickness*percentage; 
break; 
return next_Thick; 
} 
 
//Returns neighbour id of the cell with minimum height, selected from the three cells opposite to direction from where mass was 
received previously on this cell.  
//Selected candidate must have a lower height than the current one. Central cell from these three candidates will have a 
decrease correction on his height, to provide some kind of 
//inertia to the movement.  
//If no cell meets the requirements, function will return "-1".  
int calcLowest_Inertia(int myCell, int nCols, int nRows, double dir_inercia, double Hdecrease, double myHeight, double NWHeight, 
double NHeight, double NEHeight, double WHeight, double EHeight, double SWHeight, double SHeight, double SEHeight) 
{ 
 
 double min = myHeight; 
 int cell_min = -1; 
 int min_pos=0; 
 //For starting to glide, without inertia (no mass was received previously on this cell) 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|     
 if (dir_inercia==0) { 
                 if(min > NWHeight & NWHeight>=0)  { 
                  min = NWHeight; 
                  cell_min = myCell - nCols - 1; 
                 } 
                 
                 if(min > NHeight & NHeight>=0) { 
                  min = NHeight; 
                  cell_min = myCell - nCols; 
                 } 
                 
                 if(min > NEHeight & NEHeight>=0) { 
                  min = NEHeight; 
                  cell_min = myCell - nCols + 1; 
                 } 
                 
                 if(min > EHeight & EHeight>=0) { 
                  min = EHeight; 
                  cell_min = myCell + 1; 
                 } 
                 
                 if(min > WHeight & WHeight>=0) { 
                  min = WHeight; 
                  cell_min = myCell - 1; 
                 } 
                 
                 if(min > SWHeight & SWHeight>=0) { 
                  min = SWHeight; 
                  cell_min = myCell + nCols - 1; 
                 } 
                 
                 if(min > SHeight & SHeight>=0) { 
                  min = SHeight; 
                  cell_min = myCell + nCols; 
                 } 
                 
                 if(min > SEHeight & SEHeight>=0) { 
                  min = SEHeight; 
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                  cell_min = myCell + nCols + 1; 
                 } 
 
   } 
  
    //If previously mass was received from north-west (1) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5| 
    if (dir_inercia==1) { 
                           
 
                       min_pos=min_3(SHeight,(SEHeight-Hdecrease),EHeight); 
                       if (min_pos==1){  
                                    if (SHeight<min) 
                                    { 
                                    cell_min=(myCell + nCols);                 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((SEHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell + nCols + 1); 
                                    } 
                       } 
                       if (min_pos==3){  
                                    if (EHeight<min) 
                                    {     
                                    cell_min=(myCell + 1); 
                                    } 
                       } 
                        
                       } 
 
    //If previously mass was received from north (2) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5| 
    if (dir_inercia==2) { 
                       
                       min_pos=min_3(SWHeight,SHeight-Hdecrease,SEHeight); 
                       if (min_pos==1){ 
                                    if (SWHeight<min) 
                                    {     
                                    cell_min=(myCell + nCols - 1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((SHeight-Hdecrease)<min) 
                                    {  
                                    cell_min=(myCell + nCols); 
                                    } 
                       } 
                       if (min_pos==3){ 
                                    if (SEHeight<min) 
                                    {     
                                    cell_min=(myCell + nCols + 1); 
                                    } 
                       } 
                        
                         
                       } 
    //If previously mass was received from north-east (3) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|              
        if (dir_inercia==3) { 
                        
                       min_pos=min_3(WHeight,SWHeight-Hdecrease,SHeight); 
                       if (min_pos==1){ 
                                    if (WHeight<min) 
                                    {     
                                    cell_min=(myCell - 1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((SWHeight-Hdecrease)<min)   
                                    {   
                                    cell_min=(myCell + nCols -1); 
                                    } 
                       } 
                       if (min_pos==3){ 
                                    if (SHeight<min) 
                                    {     
                                    cell_min=(myCell + nCols); 
                                    } 
                       } 
                        
                       } 
    //If previously mass was received from west (8) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|                
        if (dir_inercia==8) { 
                        
                       min_pos=min_3(NEHeight,EHeight-Hdecrease,SEHeight); 
                       if (min_pos==1){  
                                    if (NEHeight<min) 
                                    {     
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                                    cell_min=(myCell - nCols + 1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((EHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell + 1); 
                                    } 
                       } 
                       if (min_pos==3){  
                                    if (SEHeight<min) 
                                    { 
                                    cell_min=(myCell + nCols +1); 
                                    } 
                       } 
                        
                       } 
 
    //If previously mass was received from east (4) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|               
        if (dir_inercia==4) { 
                        
                       min_pos=min_3(NWHeight,WHeight-Hdecrease,SWHeight); 
                       if (min_pos==1){  
                                    if (NWHeight<min) 
                                    { 
                                    cell_min=(myCell - nCols - 1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((WHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell - 1); 
                                    } 
                       } 
                       if (min_pos==3){  
                                    if (SWHeight<min) 
                                    {     
                                    cell_min=(myCell + nCols - 1); 
                                    } 
                       } 
                       } 
    //If previously mass was received from south-west (7) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|               
        if (dir_inercia==7) { 
                        
                       min_pos=min_3(NHeight,NEHeight-Hdecrease,EHeight); 
                       if (min_pos==1){ 
                                    if (NHeight<min) 
                                    {     
                                    cell_min=(myCell - nCols); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((NEHeight-Hdecrease)<min) 
                                    {  
                                    cell_min=(myCell - nCols + 1); 
                                    } 
                       } 
                       if (min_pos==3){ 
                                    if (EHeight<min) 
                                    {     
                                    cell_min=(myCell + 1); 
                                    } 
                       } 
                         
                       } 
    //If previously mass was received from south (6) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|                
        if (dir_inercia==6) { 
                      
                       min_pos=min_3(NWHeight,NHeight-Hdecrease,NEHeight); 
                       if (min_pos==1){  
                                    if (NWHeight<min) 
                                    {     
                                    cell_min=(myCell - nCols -1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((NHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell - nCols); 
                                    } 
                       } 
                       if (min_pos==3){  
                                    if (NEHeight<min) 
                                    {     
                                    cell_min=(myCell - nCols + 1); 
                                    } 
                       } 
                         
                       } 
    //If previously mass was received from south-east (5) on this cell 
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 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|     
         if (dir_inercia==5) { 
                       
                       min_pos=min_3(WHeight,NWHeight-Hdecrease,NHeight); 
                       if (min_pos==1){ 
                                    if (WHeight<min) 
                                    {     
                                    cell_min=(myCell -1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((NWHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell - nCols -1); 
                                    } 
                       } 
                       if (min_pos==3){ 
                                    if (NHeight<min) 
                                    {     
                                    cell_min=(myCell - nCols); 
                                    } 
                       } 
                         
                       }                       
 
 return cell_min; 
} 
//Returns the neighbour cardinality to identify which was the direction from the incoming mass to the cell.  
//Nextcell is the cell which will receive the mass.  
//Currcell is the cell sending mass. 
//N is the number of columns in the mnca 
//|1|2|3| 
//|8|0|4| 
//|7|6|5|     
double Str_Dir(int nextCell, int currCell, int N) 
{    
FILE *fp;    
 
 double result=0;    
 if (nextCell==currCell-N-1) 
 { result=5;  }     
 if (nextCell==currCell-N) 
 { result=6;  }    
 if (nextCell==currCell-N+1) 
 { result=7;  }   
 if (nextCell==currCell-1) 
 { result=4;  }  
 if (nextCell==currCell+1) 
 { result=8;  }  
 if (nextCell==currCell+N-1) 
 { result=3;  }  
 if (nextCell==currCell+N) 
 { result=2;  }  
 if (nextCell==currCell+N+1) 
 { result=1;  } 
 
 return result; 
}    
//Returns distance between centers of two given cells (currCell and nextCell). 
//sideLenght is the lenght of every cell in the mnca. num_cols is the number of columns in the mnca. 
double distance(int currCell,int nextCell, double sideLength, int num_cols) 
{ 
    double distance;    
 
       if ((abs(currCell-nextCell)==num_cols-1) || (abs(currCell-nextCell)==num_cols+1)) 
       { 
       distance= sideLength*sqrt(2); 
       } 
       else { 
            distance= sideLength; 
            } 
       if (currCell==nextCell) 
       { 
       distance=0;                        
       } 
 
       return distance; 
} 
//Returns Impulsive Force (Newtons) as the result of a snow mass on a slope.  
//curr_Height is the height of the current cell; next_Height is the height of the receiving mass cell. distance_cells is the 
distance between centers from origin and target cells. 
//Thickness is the thick of sliding snow. side_length is the length of the cell. density is the density of the involved snow 
double IF(double curr_Height, double next_Height, double Ki, double distance_cells,double Thickness, double side_length, double 
density){ 
    double drivingForce;    
    double dif_alcades; 
 
       if (distance_cells==0) 
       {  
       drivingForce=0;                            
       } 
       else 
       { 
           dif_alcades=(curr_Height-next_Height);    
           double invTang= atan(dif_alcades/distance_cells); 
           double invTang_d= (invTang*180)/3.141516; 
           drivingForce= density*side_length*side_length*Thickness*gravity*sin(invTang); 
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       } 
       return drivingForce; 
       } 
  
//Returns Frictional Force (Newtons) as the result of a snow mass on a slope with a friction within his floor.  
//curr_Height is the height of the current cell; next_Height is the height of the receiving mass cell. distance_cells is the 
distance between centers from origin and target cells. 
//Thickness is the thick of sliding snow. side_length is the length of the cell. density is the density of the involved snow. 
coef_freg is the friction coefficient between snow and the floor 
// **Podrías olvidarte de: curr_Strength_2_Dir, Ki, Speed_1      
double SFF( double curr_Height, double next_Height,double distance_cells,double Thickness, double side_length, double density, 
double coef_freg, double Ki){ 
    double frictionalForce;  
    double dif_alcades=0; 
     if (distance_cells==0) 
       {   
       frictionalForce=0;                            
       } 
       else{               
               dif_alcades=(curr_Height-next_Height);   
               double invTang= atan(dif_alcades/distance_cells); 
               double invTang_d= (invTang*180)/3.141516; 
               frictionalForce=density*side_length*side_length*Thickness*gravity*cos(invTang)*coef_freg; 
       } 
       return frictionalForce; 
       fclose(fp); 
       } 
// Returns the thick of the snow that will be moved to receiving cell. It will be dependant on positive or negative acceleration 
of the mass. 
double ajust_perdues_desti(double acceleration, double Thickness_1, double Thickness_2, double Strength_2){ 
     double result=0; 
           // Mass to be transfered, while breaking, is 95% of the mass at current cell  
          if (Strength_2<0) { 
                   result=Thickness_1*0.95; 
                   } 
          else { 
    // Mass to be transfered, while accelerating is 100% of the mass at current cell 
                   result=Thickness_1; 
          } 
          if (Strength_2==0){ 
                                 result=0; 
                                 } 
          return result; 
       } 
// Returns the thick of the snow that will remain on origin cell. It will be dependant on positive or negative acceleration of 
the mass. 
// 
double ajust_perdues_origen(double acceleration, double acceleration_2, double Thickness_1, double Thickness_2, double 
Strength_2){ 
        double result=0; 
         // Mass to be kept, while breaking, is 5% of the mass at current cell  
         if (acceleration_2<0) { 
                   result=Thickness_1*0.05; 
                   } 
          else { 
   // Mass to be transfered, while accelerating is 0% of the mass at current cell 
                   result=0; 
          } 
       return result; 
       } 
 
//returns the time that snow mass will need for arriving to next cell.  
//If acceleration_2 is negative and we are starting to slide, means that mass won't slide. In this case, time is set to 0 and  
//this cell will be set to STATIC on ProcesState because his arrival speed also will be 0 
double arrivalTime (double Speed_1, double Time_1, double Speed_2, double distance_cells,double acceleration_1, double 
acceleration_2, double density){ 
double result; 
double raiz; 
double cont_raiz; 
  if (acceleration_2==0){ 
   result=0; 
  } 
  else 
  { 
  result= (Speed_2-Speed_1-acceleration_1)/acceleration_2; 
  } 
 
   if (result<0) 
   { 
 //If acceleration_2 is negative and numerator is positive, there's a problem that needs to be investigated. 
  result=0; 
   } 
       result=result+Time_1; 
       return result; 
       } 
//Returns speed that will have snow mass when reaches the next cell. If acceleration is negative (breaking) and addition with 
initial speed 
//results in a negative number, sqrt could not be calculated. In this case, breaking forces have won to inertial speed and snow 
mass 
//won't slide. ArrivalSpeed will be set to 0 as a mark for switching from Dynamic to Static on Process State. 
double arrivalSpeed (double Speed_1, double Strength_2, double Time_1, double acceleration, double Mass_2, double 
distance_cells){      
       double arrivalSpeed=0; 
    double contenido_raiz=0; 
    contenido_raiz=Speed_1+2*acceleration*distance_cells; 
    if (contenido_raiz>0){ 
       arrivalSpeed= sqrt (contenido_raiz); 
    } 
    else { 
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     arrivalSpeed=0; 
    } 
       fclose(fp); 
       return arrivalSpeed; 
       } 
 
double calc_acc(double Strength_2, double side_length, double Thickness_2, double density){ 
        double acceleracio=0; 
        //Out acceleration is calculated as a=F/m, where F stands for the total strength (driving-frictionals) 
  //m stands for the mass that will be transfered to target cell 
 
        if (Thickness_2==0) { 
                            acceleracio=0; 
                            } 
        else{      
        acceleracio= ((Strength_2)/(side_length*side_length*Thickness_2*density)); 
        }  
        return acceleracio;      
        } 
        
double TotalForce_2(double driving_force, double frictional_force, double frictional_force_2, double Speed_1){ 
       double result=0; 
       result=driving_force-abs(frictional_force)-abs(frictional_force_2); 
       if (Speed_1==0 && result<0) 
       { 
                      result=0; 
       }           
       return result; 
       } 
         
 
int ObtenirDireccioPropagacio(int nDir) 
{ 
 return (nDir + 4) % 8; 
} 
 
 
int MNCABorder(int currCell, int columns, int rows){ 
     
 int result=0; 
 int motivo=0; 
  
 if (currCell==0) 
 {result=1; 
 motivo=1;} 
  
 if ((0<currCell) && (currCell<columns)) 
 {result=1; 
 motivo=2;} 
 
 if ((columns*rows-currCell)==columns) 
 {result=1; 
 motivo=3;} 
 
 if (currCell==columns-1) 
 {result=1; 
 motivo=4;} 
 
 if ((currCell%columns)==0) 
 {result=1; 
 motivo=5;} 
 
 if ((currCell%columns)==columns-1) 
 {result=1; 
 motivo=6;} 
 
 if ((columns*rows)==(currCell-1)) 
 {result=1; 
 motivo=7;} 
 
 if (((columns*rows)-columns)<currCell && currCell<((columns*rows)-1)) 
 {result=1; 
 motivo=8;} 
 
 return result; 
     
} 
double get_rugosity(double soil){ 
double result=0; 
 
/*switch(soil){              
       case 0: result=0.5;break;//Powder snow  
       case 1: result=0.4;break;//Dry snow 
       case 2: result=0.2;break;//Ice 
       case 3: result=0.9;break;//Big gravel 
       case 4: result=0.7;break;//Clear vegetation 
       case 5: result=0.6;break;//Normal vegetation 
       case 6: result=0.65;break;//Dense vegetation 
       case 7: result=0.8;//water 
       default:result=0;//Default 
       } 
 */       
if (soil==0) 
{ 
            result=0.5; 
} 
if (soil==1) 
{ 
            result=0.4; 
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} 
if (soil==2) 
{ 
            result=0.2; 
} 
return result; 
} 
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10.2. Codi extern C emprat per suportar la segona proposta de model 
 
#include <stdlib.h> 
#include <io.h> 
#include <math.h> 
#include <stdio.h>  
#include "allaus.h" 
double gravity=9.81; 
 
int main(int argc, char *argv[]) { 
    return 0; 
} 
 
// Returns minimum value between two given parameters 
double min (double A, double B) 
{ 
 if (A<B) 
 { 
         return A; 
 } 
 else  
 {  
         return B; 
 } 
   
} 
// Returns minimum value between three given parameters 
int min_3(double A, double B, double C) 
{ 
    int pos_min=0; 
    if (min(A,B) == A) 
    { 
       pos_min=1; 
 } 
    else  
    { 
         pos_min=2;    
    } 
    if (pos_min==1) 
    { 
       if (min(A,C)==A) 
       { 
       pos_min=1; 
       } 
       else  
       { 
       pos_min=3; 
       } 
    } 
    if (pos_min==2) 
       { 
       if (min(B,C)==B) 
       { 
       pos_min=2; 
       } 
       else  
       { 
       pos_min=3;     
       } 
    } 
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   return pos_min;   
} 
 
//Returns neighbour id of the cell whith minimum height AND in static state (1). 
If no cell meets these requirements, function will return "-1" 
int calcLowest_static(int myCell, int nCols, double myHeight, double NWHeight, 
double NHeight, double NEHeight, double WHeight, double EHeight, double SWHeight, 
double SHeight, double SEHeight,double stmpNW, double stmpN, double stmpNE, 
double stmpW, double stmpE, double stmpSW, double stmpS, double stmpSE) 
{ 
 double min = myHeight; 
 int cell_min = -1; 
     
     
 if((min > NWHeight) && (stmpNW==1) && (NWHeight>=0)) 
 { 
     min = NWHeight; 
  cell_min = myCell - nCols - 1;  
    } 
 
 if((min > NHeight) && (stmpN==1)&& (NHeight>=0)) { 
  min = NHeight; 
  cell_min = myCell - nCols; 
 } 
 
 if((min > NEHeight) && (stmpNE==1)&& (NEHeight>=0)){ 
  min = NEHeight; 
  cell_min = myCell - nCols + 1; 
 } 
 
 if((min > EHeight) && (stmpE==1)&& (EHeight>=0)){ 
  min = EHeight; 
  cell_min = myCell + 1; 
 } 
 
 if((min > WHeight) && (stmpW==1)&& (WHeight>=0)) { 
  min = WHeight; 
  cell_min = myCell - 1; 
 } 
 
 if((min > SWHeight) && (stmpSW==1)&& (SWHeight>=0)){ 
  min = SWHeight; 
  cell_min = myCell + nCols - 1; 
 } 
 
 if((min > SHeight) && (stmpS==1)&& (SHeight>=0)){ 
  min = SHeight; 
  cell_min = myCell + nCols; 
 } 
 
 if((min > SEHeight) && (stmpSE==1)&& (SEHeight>=0)) { 
  min = SEHeight; 
  cell_min = myCell + nCols + 1; 
 } 
      
     if (cell_min<0) 
     { 
     cell_min=-1; 
     } 
 return cell_min; 
} 
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//Returns neighbour id of the cell with minimum height, selected from the three 
cells opposite to direction from where mass was received previously on this cell.  
//Selected candidate must have a lower height than the current one. Central cell 
from these three candidates will have a decrease correction on his height, to 
provide some kind of 
//inertia to the movement.  
//If no cell meets the requirements, function will return "-1".  
int calcLowest_Inercia(int myCell, int nCols, int nRows, double dir_inercia, 
double Hdecrease, double myHeight, double NWHeight, double NHeight, double 
NEHeight, double WHeight, double EHeight, double SWHeight, double SHeight, double 
SEHeight) 
{ 
 
 double min = myHeight; 
 int cell_min = -1; 
 int min_pos=0; 
 //For starting to glide, without inertia (no mass was received previously 
on this cell) 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|     
 if (dir_inercia==0) {  
                 if(min > NWHeight & NWHeight>=0)  { 
                  min = NWHeight; 
                  cell_min = myCell - nCols - 1; 
                 } 
                 
                 if(min > NHeight & NHeight>=0) { 
                  min = NHeight; 
                  cell_min = myCell - nCols; 
                 } 
                 
                 if(min > NEHeight & NEHeight>=0) { 
                  min = NEHeight; 
                  cell_min = myCell - nCols + 1; 
                 } 
                 
                 if(min > EHeight & EHeight>=0) { 
                  min = EHeight; 
                  cell_min = myCell + 1; 
                 } 
                 
                 if(min > WHeight & WHeight>=0) { 
                  min = WHeight; 
                  cell_min = myCell - 1; 
                 } 
                 
                 if(min > SWHeight & SWHeight>=0) { 
                  min = SWHeight; 
                  cell_min = myCell + nCols - 1; 
                 } 
                 
                 if(min > SHeight & SHeight>=0) { 
                  min = SHeight; 
                  cell_min = myCell + nCols; 
                 } 
                 
                 if(min > SEHeight & SEHeight>=0) { 
                  min = SEHeight; 
                  cell_min = myCell + nCols + 1; 
                 } 
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   } 
  
    //If previously mass was received from north-west (1) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5| 
    if (dir_inercia==1) { 
                           
 
                       min_pos=min_3(SHeight,(SEHeight-Hdecrease),EHeight); 
                       if (min_pos==1){  
                                    if (SHeight<min) 
                                    { 
                                    cell_min=(myCell + nCols);                 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((SEHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell + nCols + 1); 
                                    } 
                       } 
                       if (min_pos==3){  
                                    if (EHeight<min) 
                                    {     
                                    cell_min=(myCell + 1); 
                                    } 
                       } 
                        
                       } 
 
    //If previously mass was received from north (2) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5| 
    if (dir_inercia==2) { 
                       
                       min_pos=min_3(SWHeight,SHeight-Hdecrease,SEHeight); 
                       if (min_pos==1){ 
                                    if (SWHeight<min) 
                                    {     
                                    cell_min=(myCell + nCols - 1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((SHeight-Hdecrease)<min) 
                                    {  
                                    cell_min=(myCell + nCols); 
                                    } 
                       } 
                       if (min_pos==3){ 
                                    if (SEHeight<min) 
                                    {     
                                    cell_min=(myCell + nCols + 1); 
                                    } 
                       } 
                        
                         
                       } 
    //If previously mass was received from north-east (3) on this cell 
 //|1|2|3| 
 //|8|0|4| 
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 //|7|6|5|              
        if (dir_inercia==3) { 
                        
                       min_pos=min_3(WHeight,SWHeight-Hdecrease,SHeight); 
                       if (min_pos==1){ 
                                    if (WHeight<min) 
                                    {     
                                    cell_min=(myCell - 1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((SWHeight-Hdecrease)<min)   
                                    {   
                                    cell_min=(myCell + nCols -1); 
                                    } 
                       } 
                       if (min_pos==3){ 
                                    if (SHeight<min) 
                                    {     
                                    cell_min=(myCell + nCols); 
                                    } 
                       } 
                        
                       } 
    //If previously mass was received from west (8) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|                
        if (dir_inercia==8) { 
                        
                       min_pos=min_3(NEHeight,EHeight-Hdecrease,SEHeight); 
                       if (min_pos==1){  
                                    if (NEHeight<min) 
                                    {     
                                    cell_min=(myCell - nCols + 1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((EHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell + 1); 
                                    } 
                       } 
                       if (min_pos==3){  
                                    if (SEHeight<min) 
                                    { 
                                    cell_min=(myCell + nCols +1); 
                                    } 
                       } 
                        
                       } 
 
    //If previously mass was received from east (4) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|               
        if (dir_inercia==4) { 
                        
                       min_pos=min_3(NWHeight,WHeight-Hdecrease,SWHeight); 
                       if (min_pos==1){  
                                    if (NWHeight<min) 
                                    { 
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                                    cell_min=(myCell - nCols - 1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((WHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell - 1); 
                                    } 
                       } 
                       if (min_pos==3){  
                                    if (SWHeight<min) 
                                    {     
                                    cell_min=(myCell + nCols - 1); 
                                    } 
                       } 
                       } 
    //If previously mass was received from south-west (7) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|               
        if (dir_inercia==7) { 
                        
                       min_pos=min_3(NHeight,NEHeight-Hdecrease,EHeight); 
                       if (min_pos==1){ 
                                    if (NHeight<min) 
                                    {     
                                    cell_min=(myCell - nCols); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((NEHeight-Hdecrease)<min) 
                                    {  
                                    cell_min=(myCell - nCols + 1); 
                                    } 
                       } 
                       if (min_pos==3){ 
                                    if (EHeight<min) 
                                    {     
                                    cell_min=(myCell + 1); 
                                    } 
                       } 
                         
                       } 
    //If previously mass was received from south (6) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|                
        if (dir_inercia==6) { 
                      
                       min_pos=min_3(NWHeight,NHeight-Hdecrease,NEHeight); 
                       if (min_pos==1){  
                                    if (NWHeight<min) 
                                    {     
                                    cell_min=(myCell - nCols -1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((NHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell - nCols); 
                                    } 
                       } 
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                       if (min_pos==3){  
                                    if (NEHeight<min) 
                                    {     
                                    cell_min=(myCell - nCols + 1); 
                                    } 
                       } 
                         
                       } 
    //If previously mass was received from south-east (5) on this cell 
 //|1|2|3| 
 //|8|0|4| 
 //|7|6|5|     
         if (dir_inercia==5) { 
                       
                       min_pos=min_3(WHeight,NWHeight-Hdecrease,NHeight); 
                       if (min_pos==1){ 
                                    if (WHeight<min) 
                                    {     
                                    cell_min=(myCell -1); 
                                    } 
                       } 
                       if (min_pos==2){ 
                                    if ((NWHeight-Hdecrease)<min) 
                                    {     
                                    cell_min=(myCell - nCols -1); 
                                    } 
                       } 
                       if (min_pos==3){ 
                                    if (NHeight<min) 
                                    {     
                                    cell_min=(myCell - nCols); 
                                    } 
                       } 
                         
                       }                       
 return cell_min; 
} 
 
 
//Returns the neighbour cardinality to identify which was the direction from the 
incoming mass to the cell.  
//Nextcell is the cell which will receive the mass.  
//Currcell is the cell sending mass. 
//N is the number of columns in the mnca 
//|1|2|3| 
//|8|0|4| 
//|7|6|5|     
double Str_Dir(int nextCell, int currCell, int N) 
{    
 double result=0;    
 if (nextCell==currCell-N-1) 
 { result=5;  }     
 if (nextCell==currCell-N) 
 { result=6;  }    
 if (nextCell==currCell-N+1) 
 { result=7;  }   
 if (nextCell==currCell-1) 
 { result=4;  }  
 if (nextCell==currCell+1) 
 { result=8;  }  
 if (nextCell==currCell+N-1) 
 { result=3;  }  
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 if (nextCell==currCell+N) 
 { result=2;  }  
 if (nextCell==currCell+N+1) 
 { result=1;  } 
 return result; 
}    
     
 
//Returns distance between centers of two given cells (currCell and nextCell). 
//sideLenght is the lenght of every cell in the mnca. num_cols is the number of 
columns in the mnca. 
 
double distance(int currCell,int nextCell, double sideLength, int num_cols) 
{ 
    double distance;    
       if ((abs(currCell-nextCell)==num_cols-1) || (abs(currCell-
nextCell)==num_cols+1)) 
       { 
       distance= sideLength*sqrt(2); 
       } 
       else { 
            distance= sideLength; 
            } 
       if (currCell==nextCell) 
       { 
       distance=0;                        
       } 
       return distance; 
} 
 
 
//Returns Impulsive Force (Newtons) as the result of a snow mass on a slope.  
//curr_Height is the height of the current cell; next_Height is the height of the 
receiving mass cell. distance_cells is the distance between centers from origin 
and target cells. 
//Thickness is the thick of sliding snow. side_length is the length of the cell. 
density is the density of the involved snow 
// **Podrías olvidarte de: curr_Strength_2_Dir, Ki, Speed_1 
 
double DrivingForce(double curr_Height, double curr_Strength_2_Dir, double 
next_Height, double Ki, double Speed_1, double distance_cells,double Thickness, 
double side_length, double density){ 
    double drivingForce;    
    double dif_alcades; 
       if (distance_cells==0) 
       { 
       drivingForce=0;                            
       } 
       else 
       { 
     //For decreasing virtually the arrival height for providing 
inertial power, in case that we had a previous mass  
     //reception over this cell 
           //if (curr_Strength_2_Dir>0){     
           //dif_alcades=(curr_Height-(next_Height-
(Ki*distance_cells*distance_cells*Thickness*density*Speed_1))); 
           //} 
      //Not decreasing virtually the arrival height for providing 
inertial power, in case that we did not have a previous mass  
     //reception over this cell 
           //else{ 
           dif_alcades=(curr_Height-next_Height); 
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           //} 
           double invTang= atan(dif_alcades/distance_cells); 
           double invTang_d= (invTang*180)/3.141516; 
           drivingForce= 
density*side_length*side_length*Thickness*gravity*sin(invTang); 
       } 
       return drivingForce; 
       } 
  
   
//Returns Frictional Force (Newtons) as the result of a snow mass on a slope with 
a friction within his floor.  
//curr_Height is the height of the current cell; next_Height is the height of the 
receiving mass cell. distance_cells is the distance between centers from origin 
and target cells. 
//Thickness is the thick of sliding snow. side_length is the length of the cell. 
density is the density of the involved snow. coef_freg is the friction 
coefficient between snow and the floor 
// **Podrías olvidarte de: curr_Strength_2_Dir, Ki, Speed_1      
double FrictionalForce( double curr_Height, double Strength_1_Dir, double 
next_Height,double distance_cells,double Thickness, double side_length, double 
density, double coef_freg, double Ki){ 
       double frictionalForce;  
    double dif_alcades=0; 
     if (distance_cells==0) 
       {   
       frictionalForce=0;                            
       } 
       else{ 
       //**Evito introducir una inercia en el cálculo de la fuerza    
               
               dif_alcades=(curr_Height-next_Height);   
               double invTang= atan(dif_alcades/distance_cells); 
               double invTang_d= (invTang*180)/3.141516; 
               
frictionalForce=density*side_length*side_length*Thickness*gravity*cos(invTang)*co
ef_freg; 
       } 
       return frictionalForce; 
       fclose(fp); 
       } 
// Returns the thick of the snow that will be moved to receiving cell. It will be 
dependant on positive or negative acceleration of the mass. 
// 
double ajust_perdues_desti(double acceleration, double Thickness_1, double 
Thickness_2, double Strength_2){ 
     double result=0; 
           // Mass to be transfered, while breaking, is 95% of the mass at 
current cell  
          if (Strength_2<0) { 
                   result=Thickness_1*0.95; 
                   } 
          else { 
    // Mass to be transfered, while accelerating is 100% of the mass 
at current cell 
                   result=Thickness_1; 
          } 
          if (Strength_2==0){ 
                                 result=0; 
                                 } 
          return result; 
          fclose(fp); 
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       } 
// Returns the thick of the snow that will remain on origin cell. It will be 
dependant on positive or negative acceleration of the mass. 
// 
double ajust_perdues_origen(double acceleration, double acceleration_2, double 
Thickness_1, double Thickness_2, double Strength_2){ 
        double result=0; 
         // Mass to be kept, while breaking, is 5% of the mass at current cell  
         if (acceleration_2<0) { 
                   result=Thickness_1*0.05; 
                   } 
          else { 
   // Mass to be transfered, while accelerating is 0% of the mass at 
current cell 
                   result=0; 
          } 
       return result; 
       } 
 
//returns the time that snow mass will need for arriving to next cell.  
//If acceleration_2 is negative and we are starting to slide, means that mass 
won't slide. In this case, time is set to 0 and  
//this cell will be set to STATIC on ProcesState because his arrival speed also 
will be 0 
double arrivalTime (double Speed_1, double Time_1, double Speed_2, double 
distance_cells,double acceleration_1, double acceleration_2, double density){ 
double result; 
double raiz; 
double cont_raiz; 
  if (acceleration_2==0){ 
   result=0; 
  } 
  else 
  { 
  result= (Speed_2-Speed_1-acceleration_1)/acceleration_2; 
  } 
 
   if (result<0) 
   { 
 //If acceleration_2 is negative and numerator is positive, there's a 
problem that needs to be investigated. 
  result=0; 
   } 
       result=result+Time_1; 
       fclose(fp); 
       return result; 
       } 
//Returns speed that will have snow mass when reaches the next cell. If 
acceleration is negative (breaking) and addition with initial speed 
//results in a negative number, sqrt could not be calculated. In this case, 
breaking forces have won to inertial speed and snow mass 
//won't slide. ArrivalSpeed will be set to 0 as a mark for switching from Dynamic 
to Static on Process State. 
double arrivalSpeed (double Speed_1, double Strength_2, double Time_1, double 
acceleration, double Mass_2, double distance_cells){      
       double arrivalSpeed=0; 
    double contenido_raiz=0; 
    contenido_raiz=Speed_1+2*acceleration*distance_cells; 
    if (contenido_raiz>0){ 
       arrivalSpeed= sqrt (contenido_raiz); 
    } 
    else { 
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     arrivalSpeed=0; 
    } 
       return arrivalSpeed; 
       } 
 
double calc_acc(double Strength_2, double side_length, double Thickness_2, double 
density){ 
        double acceleracio=0; 
        //Out acceleration is calculated as a=F/m, where F stands for the total 
strength (driving-frictionals) 
  //m stands for the mass that will be transfered to target cell 
        if (Thickness_2==0) { 
                            acceleracio=0; 
                            } 
        else{      
        acceleracio= 
((Strength_2)/(side_length*side_length*Thickness_2*density)); 
        }  
        return acceleracio;      
        } 
        
double TotalForce_2(double driving_force, double frictional_force, double 
frictional_force_2, double Speed_1){ 
       double result=0; 
       result=driving_force-abs(frictional_force)-abs(frictional_force_2); 
       if (Speed_1==0 && result<0) 
       { 
                      result=0; 
       }               
       return result; 
       } 
         
 
int ObtenirDireccioPropagacio(int nDir) 
{ 
 return (nDir + 4) % 8; 
} 
 
 
int MNCABorder(int currCell, int columns, int rows){ 
      
 int result=0; 
 int motivo=0; 
  
 if (currCell==0) 
 {result=1; 
 motivo=1;} 
  
 if ((0<currCell) && (currCell<columns)) 
 {result=1; 
 motivo=2;} 
 
 if ((columns*rows-currCell)==columns) 
 {result=1; 
 motivo=3;} 
 
 if (currCell==columns-1) 
 {result=1; 
 motivo=4;} 
 
 if ((currCell%columns)==0) 
 {result=1; 
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 motivo=5;} 
 
 if ((currCell%columns)==columns-1) 
 {result=1; 
 motivo=6;} 
 
 if ((columns*rows)==(currCell-1)) 
 {result=1; 
 motivo=7;} 
 
 if (((columns*rows)-columns)<currCell && currCell<((columns*rows)-1)) 
 {result=1; 
 motivo=8;} 
 return result; 
     
} 
double get_rugosity(double soil){ 
double result=0; 
/*switch(soil){              
       case 0: result=0.5;break;//Powder snow  
       case 1: result=0.4;break;//Dry snow 
       case 2: result=0.2;break;//Ice 
       case 3: result=0.9;break;//Big gravel 
       case 4: result=0.7;break;//Clear vegetation 
       case 5: result=0.6;break;//Normal vegetation 
       case 6: result=0.65;break;//Dense vegetation 
       case 7: result=0.8;//water 
       default:result=0;//Default 
       } 
 */       
if (soil==0) 
{ 
            result=0.5; 
} 
if (soil==1) 
{ 
            result=0.4; 
} 
if (soil==2) 
{ 
            result=0.2; 
} 
return result; 
} 
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10.3. El motor de simulació SDL 
 
Per tal d’animar el model SDL anteriorment detallat farem servir un simulador que ha 
d’entendre el llenguatge SDL i ser, alhora, capaç de reproduir el comportament de un autòmat 
cel·lular (MNCA).  
D’aquesta manera podrem arribar al nostre objectiu de seguir el model SDL (incloent el seu 
codi extern en llenguatge C) per a cadascuna de les cel·les de l’autòmat (diferencials de neu), 
fent que aquestes interactuïn entre sí. 
El motor triat ha estat el “SDLPS”, desenvolupat en el si del InLab FIB de la UPC. (http://www-
eio.upc.edu/~pau/?q=node/27) 
Aquest motor ha anat evolucionant molt des dels inicis del projecte. Formalment, s’han fet 
cinc noves versions suportant noves funcionalitats i eliminant errors trobats durant les 
múltiples simulacions que s’anaven fent.  
Inicialment, el simulador SDLPS requeria que el model SDL estès contingut dintre de un únic 
fitxer, descrit en format XML (i suportant la inclusió de codi C extern).  
Per tal de generar aquest fitxer XML a partir dels diagrames SDL (confeccionats en Microsoft 
Visio) es va fer servir un afegit per al Visio, anomenat Sandrila http://www.sandrila.co.uk/visio-
sdl/index.php 
Aquest afegit es va demostrar insuficient per al nostre model, ja que el nombre de paràmetres 
i casuístiques eren força limitats, a més de presentar un conjunt d’errors que sempre obligaven 
a fer una supervisió manual de l’arxiu XML generat. 
Es va descartar el seu ús i totes les traduccions de diagrames SDL a XML es realitzaven 
manualment, amb l’alta probabilitat d’error que això aportava i alta ineficiència per tal de 
poder fer canvis. 
És per això que a la darrera versió del simulador SDLPS (1.5), hi ha una primera aproximació 
per tal de carregar models SDL directament des de fitxers Microsoft Visio (versió 2013) 
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Figura 19 Simulador SDLPS 
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