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1. はじめに 
 数理的システムモデルによる一般理論（数理的一般システム理論）を構築しつ
つ、その成果を経営情報システムの様々な分野へ応用することを「モデル理論ア
プローチ」と呼んでいる。すでに情報システム開発のためのモデル記述言語や開
発実行環境（ソフトウエア）を作成し、人工知能の基礎でもある問題解決システ
ム、およびホテル客室管理システムなどの Web ベース業務処理システムへの応
用を行っていた（高原他，2007）（Y. Takahara et al, 2004, 2008）。 
 2011 年度以降、筆者は短期研究テーマ「自律分散系の一般モデルとシミュレー
ション開発方法論の構築」を設定し、シミュレーション分野への応用のため、開
発実行環境とモデル記述言語 CAST（旭他，2008）の改善を行ってきた。その結
果、数理モデルと言語 CAST によるモデルの同型性がほぼとれるようになったの
で、本格的なシミュレーションシステム開発が可能となった。本稿の目的は、こ
れまでの研究成果（理論と技術）の概要を述べ、モデル記述言語の改善内容と開
発実行環境の新展開について報告しつつ、モデル理論アプローチの観点からみた
意義を明らかにすることである。 
 以下、第 2 節ではモデル理論アプローチによる情報システム開発の特徴を、特
に開発手順の観点から述べる。一方、モデル理論アプローチのもう一つの特徴は
背景理論を持つことである。第 3 節では、理論にもとづくシミュレーション開発
の方法について述べる。第4節では、モデル記述のためのコンピュータ言語CAST
において、理論と実践の整合性を取るのに必要な、新しく付加した述語（コマン
ドに相当する）の役割について述べる。第 5 節はモデルをコンパイルして実行す
るためのソフトウェアである開発実行環境の改善状況について述べる。第 6 節は
残された課題を含むまとめである。 
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2. モデル理論アプローチ 
 モデル理論アプローチによる情報システム開発の特徴は、対象システムのモデ
ルをシステム理論の観点から代数的に（論理式で）定義し、その数理モデルをコ
ンピュータ言語 CAST（Computer Acceptable Set Theory）でコーディングし（コ
ンピュータモデルを作成し）、それをシステム開発実行環境でコンパイルすれば
直接実行できることである（高原他，2007，p. 5）。 
 
作りたいシステムのイメージ 
↓（システム理論） 
モデリング 
↓（数理モデル） 
↓（言語 CAST） 
システムのモデル 
↓（開発実行環境） 
コンパイル 
↓（標準実行エンジン） 
稼働するシステム 
図 1 モデル理論アプローチにおける 
  情報システム開発手順（筆者作成） 
 
 この開発手順（図 1）の「作りたいシステムのイメージ」に相当する開発対象
システムは、以前は問題解決システム（Solver）と業務処理システム（Transaction 
Processing System : TPS）および、それらの複合システムだけであった。一方、
シミュレーションシステム開発においては、問題解決システムとオートマトン
（Automaton）の複合システムが加わることになる。これらの対象システムの種
類に応じてモデルの実装構造は異なる。 
 また「システムのモデル」には、システム理論にもとづく数理モデルと言語
CAST によるモデル（モデル理論アプローチではユーザモデルと呼ぶ）の 2 種類
があり、実際のシステム開発においてはこれらの「同型性」が重要となる。両者
のモデルが見た目にも、ほとんど類似、あるいは同型であることが、思考効率や
開発効率を高めるために必要である。同型性があるため、慣れれば数理モデルは
不要となり、いきなり言語 CAST を用いてシステムモデルを作成できるようにな
る。 
 さて、テキストファイルとして作成されたユーザモデルを開発実行環境に読み
込み、「コンパイル」することで、稼働するシステムが出来上がるのであるが、そ
のときモデルを実行するためのプログラム（実行エンジンと称する）が別途必要
である。しかし、モデル理論アプローチでは、上記の対象システムの種類に応じ
た一般的な標準実行エンジンを各種用意しているので、どの実行エンジンを付加
するかを開発者が指定するだけで良い。すなわち、開発者はモデルを実行するた
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めのプログラムを作成する必要がなく、モデリングだけに注力することが可能で
ある。このことはモデル理論アプローチの一つの強力な利点でもある。 
 
3. 背景理論とシミュレーション開発 
 経営情報システム開発の中でも、最近の研究対象であるシミュレーションの開
発に限定して考察する。ここではその背景理論と開発手順との関連性を述べる。 
 モデル理論アプローチによるシミュレーション開発では、オートマトン（ある
いは問題解決システムを内包するオートマトン）を要素とする複合システムを開
発することができる。したがって、その背景理論はよく知られたオートマトンの
標準的な理論と問題解決の理論である。ただし、シミュレーション開発の場合に
は Mealey 型オートマトンのモデルを用いる。また、問題解決については本稿で
は扱わないので、高原他（2008）を参照されたい。 
 まず基本的な原理として「複数のオートマトンが結合したシステムは、全体と
して一つのオートマトンである」というものがある。本稿では一貫性の原理と呼
ぶことにする。また複数のオートマトンが結合したシステムを複合システムとい
う。 
 一貫性の原理によると、モデルを動かすための実行エンジンの開発方針が次の
ように定まる。すなわち、一つのオートマトンを動かすことができるエンジン（プ
ログラム）があれば、いかなる複合システムも動かすことができるはずである。
これが実行エンジンを作成するに当たっての開発方針となる。実際、
stdAutomatonEngine.pという標準的な実行エンジンをコンパイル時に付加する
こととしたが、その動作は極めて簡単なものである。オートマトンは 2 つの関数
（状態遷移関数δと出力関数λ）を記述することでモデル化できる。モデル理論
アプローチでは、それらの関数を論理式を使って記述する。従って、標準実行エ
ンジンは、それらの関数を相互に繰り返し計算することができれば良い（旭，
2009）。 
 
  δ(c, a) = cc ⇔  
        (c1, c2, c3) = c, 
        (a1, a2, a3) = IN(a, c),  
        cc = (δ1(c1,a1), δ2(c2,a2), δ1(c3,a3) ).     --- (1) 
 
 例えば、上の式 1 は状態遷移関数δの例である。ただし、式 1 における記号 ⇔ 
は必要十分条件（左辺を右辺で定義している）であり、各行の右端のコンマは論
理における「かつ（and）」を表す。 
 モデル記述の方法（コーディング）に関しては、複数のオートマトンが同じ形
（直列、並列、フィードバック）で結合していても、全体として逐次処理と並行
処理を行なう複合システムはモデルの書き方が異なる。逐次処理に関しては、通
常通り、次の処理は次の行にコーディングする。一方、並行処理に関しては、「並
行処理を行なう複合システムは、簡単な形（図 2：並列配置＋フィードバック結
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合）でモデル化することができる」という原理が重要である（旭, 2012, 2013）。  
 
 
 
 
 
 
 
 
 
図 2 複合システムの一般形（状態システムの場合）筆者作成 
 
 図 2 では、3 つの状態システムが結合している様子を描いている。フィードバ
ック（入力結合関数 IN）の部分が、各要素の状態が各要素に影響を与えているこ
と、すなわち要素間の相互作用そのものであると考えれば良い。これが並行処理
システムの一般形である。 
 各状態システム S1, S2, S3 の状態遷移関数を δ1, δ2, δ3 と書くことにすると、
図 2 の全体システムの状態遷移関数 δは、前述の式 1 のように記述することがで
きる。実践においては、式 1 のような数理モデルの構造と項目が、できるだけそ
のままの形で言語 CAST でコーディングできることが開発の効率性を上げるの
で重要である。システムの要素数が増えても結合が複雑になっても、一貫した構
造（並列配置＋フィードバック結合）でモデル記述ができることはモデル記述の
原理とでも言えるものである。 
 一方、モデルの開発手法については一貫性の原理に従うことになる。複数の要
素オートマトンを組み合わせて中規模の複合モデルを構成し、複数個の中規模モ
デルを再び組み合わせて多層的なシステムを組み立てていく。そのような段階的
なモデリングが、同じ原理に支えられて、一貫してできるようになる。その結果、
複雑に結合したシステムのシミュレーションが可能となる。 
 
 上記のような諸原理は数学的に定理として証明することができる。すでにある
システム理論の成果を実践に応用するだけでなく、シミュレーション開発のため
に必要な背景理論を組み立てることになる。別言するなら、実践が理論を豊かに
しているとも言える。すなわち理論と実践の相互作用である。 
 
4. モデル記述言語 CAST 
 2010 年度までは、とにかく稼働すること、描画できること、多くの種類のシミ
ュレーションシステムを開発できること（あるいは可能性を示すこと）に重点を
おいて基盤技術を開発してきた。しかしモデル記述言語 CAST において、理論と
実践の整合性と実行の高速化に課題が残されていた。 
 理論と実践の整合性については、第 2 節で述べたような、数理モデルと言語
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CAST によるモデルの「同型性」の問題がある。両モデルが同型性を持つために
は、言語 CAST が数理モデルを記述できるほど柔軟である必要がある。すでに問
題解決システムと業務処理システムの開発はできるようになっていた（高原他，
2007）が、シミュレーションへの応用では、多数項目の記述方法とスプレッドシ
ートの参照と書き込み方法が課題であった。 
 
 (1) 多数項目の記述 
 多数項目の記述のためには、モデル作成の段階で変数や関数や集合の「添字」
が必要になってくる。また、多数項目を持つベクトルやリストの作成も、できる
だけ簡便な書法があれば一覧性も高まり、開発の効率化を導くことになる。 
 前者に関しては、まず添字のついた変数や集合は関数として定義する。例えば、
変数 xi は関数 x(i) として定義すれば良い。ところが、2 変数関数δi(ci, ai) は 3
変数関数 delta(i, ci, ai) として定義すれば良いはずだが、これまではできなかっ
た。その理由は、主要な関数は予約語としての制約があったからである。しかし
今後は関数宣言 func([ ]) が不要のまま、添字付きの状態遷移関数と出力関数を定
義できることになった（旭，2015）。簡便である。 
 後者に関しては、言語CAST において、多数項目を持つベクトルあるいはリス
トの記述方法として、リスト作成関数 defList を用いる方法が以前からあった。
しかし、その使用方法が明確ではなかったので、defList の正確な数理的定義を与
え、多数項目記述のための確実な defList 使用法を定めた。直感的にいえば、
defList は、インデックスリストXs の要素 x をリスト構成条件 p(y, x)に代入し真
偽判定したとき、述語 p(x, y) を真とする最初に確定する y の値をリスト化する
関数である（旭，2014）。 
 前者の添字の扱いと後者の関数 defList により、例えば、図 2 の要素数 n が増
えても、全体システムの状態遷移関数を、次のようにただ 2 つの論理式で記述す
ることが可能となった（旭，2015）。 
 
  delta(c,a) = cc <->  
 cc:= defList( p(cci, i, [a,c]), member(i, Ns.g) );   ---（2） 
 
  p(cci,i,[a,c]) <->  
 cci = delta(i, project(c,i), IN(i,a,c));    ---（3） 
 
 すなわち、システムの要素数が増えても結合が複雑になっても、多数要素シス
テムの記述が一貫して同一形式（2 つの論理式）でできるようになったのである。 
 
 (2) スプレッドシートの参照と書き込み 
 スプレッドシートにシステムの状態を記憶し参照するための述語（コマンドに
相当する）はすでに存在したが、数理モデルと同型な記述方法がなかった。同型
性を保つために、できるだけ簡略化する方向で、今回新たに定義し追加した（旭，
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2015）。その結果、例えば次のような記述ができるようになった。 
 
  δp(a) <-> cell(wp,1,1) := delta1(cell(wp,1,1),a);    --- (4) 
 
ただし、cell(wp, x, y) はシート番号wp の x 行 y 列のセルを意味する。この式(4)
は、受け取った入力 a と cell(wp,1,1) を参照して得た現在の状態値 c を使って次
の状態値 delta1(c,a) を計算し、その結果を再び cell(wp,1,1) に書き込む述語 δp
を定義している。 
 
 (3) 多数要素システムの高速実行 
 一方、シミュレーション実行の高速化については、スプレッドシートが利用で
きるようになったので目処がついたといえる。すなわち、システムの状態をモデ
ル内の変数に保存するのではなく、モデルの外部に記憶させることで高速化を図
るのである。 
 物理実現の考え方は、オートマトンを「稼働するシステム」として実現する方
法について述べたものである。通常のオートマトンにおける状態遷移関数を静的
システムとして実現し、他方、状態の記憶については動的システムである記憶装
置を用い、それらを組み合わせて所期のオートマトンの動作を実現するのである。
数理モデルでは状態遷移関数を動的システムとみなすので、これを静的システム
に反転させて得られるシステムと考えてよい。静動反転させたシステムもまたオ
ートマトンであり、元のシステムの動作と一致する。これは「反転原理」とも言
えるシステム理論的な性質である。 
 
 
 
 
 
 
 
 
 
 
 
 
 
図 3 多数要素システムの静動反転（筆者作成） 
 
 旭（2015）では、物理実現の考え方を応用して、単数でなく多数要素システム
を静動反転させたものに対して数理モデルを与えた。図 3 は図 2 を静動反転させ
たものである。これにより、モデルの外部に記憶させるシステムの数理モデルを
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構築することができる。また上記（1）（2）の成果を利用しつつ、言語 CAST に
よる同型な記述方法を明確にした。例えば、システムの状態をスプレッドシート
に記憶させる場合（すなわち、図 3 の記憶装置に相当するものがスプレッドシー
トである場合）には、次のようにモデルを記述することが可能になった。 
 
  deltaP(a) <-> 
 Zs:= defList(p(z,i,[a]), member(i,Ns.g)) ;       --- (5) 
 
  p(z,i,[a]) <->  
 cell(wp2.g,1,i):= delta(i,cell(wp1.g,1,i),IN(i,a)); --- (6) 
 
 その結果、多数要素を持つ複合システムであっても、数理モデルと同型な言語
CAST によるモデルが構築できるようになり、しかも高速実行が可能となった。 
 
5. 開発実行環境（新 MTA-SDK） 
 この節では、作成したシステムモデルをコンパイルし、稼働するシステムとす
るための開発実行環境（ソフトウェア）の整備状況について述べる。 
 
 (1) 開発実行環境の統合 
 これまで、シミュレーション開発実行環境の整備は、従来の情報システム開発
実行環境MTA-SDK（System Development Kit）とは別個に Simcast という名
称で行ってきたが、今年度に統合することになった（高原他，2016）。すでに人工
知能の基礎である問題解決システムと Web ベース業務処理システムの開発基盤
は、開発実行環境MTA-SDK に組み込まれていた。これに新たにデータベース操
作機能（SQL）と今回のシミュレーション開発実行環境 Simcast を組み込み、日
本大学と千葉工大の研究者と協力して一つに統合した（新MTA-SDK）。今後は新
MTA-SDK のもとでシミュレーション開発を行いつつ、開発実行環境の整備を行
なうことになる。 
 
 (2) 開発実行環境の公表 
 以前は、技術成果をインターネット上で公開し、ソースコード等（必要なソー
スコード等を収めたディレクトリーを圧縮したファイル）も合わせて配布してい
た。ただし、シミュレーション開発実行環境 Simcast と情報システム開発実行環
境MTA-SDK を別々に開発し、ソースコード等もインターネット上で別々に公開
し配布してきた。二度手間である。また、それらを利用するためには、配布ファ
イルをダウンロードし、Linux 上でコンパイルする必要があったので、ユーザは
工学系の学生や研究者に限られていた。 
 しかしながら前項のように、今年度二つの開発実行環境が一つの新MTA-SDK
に統合されたので、ダウンロードは一回で済むことになった。またMTA-SDK を
ソースコードでなく「仮想マシン」ファイルとしてネット上に公表・配布するこ
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ととした。 
 
  https://sites.google.com/a/theoreticalapproach.net/cast/download 
 
 配布している仮想マシンファイルMTA-SDK.ova は、仮想化ソフトのメーカー
各社に共通した形式であるOVF1.0 規格のものである。これにより「どのような
OS であっても」市販または無料の仮想化ソフトをインストールした上で、この
仮想マシンをインポートすれば新 MTA-SDK を動かすことができるようになっ
た。そのため、Linux ユーザだけでなく Windows ユーザも開発実行環境を利用
することが可能となり、ユーザ数の増加が期待できる。また教育効果も非常に高
まることが期待される。 
 
 (3) 実践例の公表 
 なお、実践例の公表に関しては、高原他(2016)の第 8 章において大まかな理論
解説とともに、次のシミュレーション開発例を紹介した。 
 
1) 価格調整システム 
 古典的なミクロ経済学における均衡価格を求めるシステム（価格調整システム）
のシミュレーションである。生産者（セクター）と消費者（セクター）を、それ
ぞれ需要関数と供給関数のシステムであるとして、それらの複合システムを言語
CAST でモデル化した。実行すると、いわゆる蜘蛛の巣のような挙動を示す。複
合システムの全体としては、フィードバックを持つ逐次処理システムの例となっ
ている。 
 紹介したものは、紙幅の制限により、生産者と消費者を関数システムとして定
義している。実際の研究では、それぞれを（関数ではなく）問題解決システムと
してシミュレーションも行っている。ワルラスの意味の調整者により与えられた
価格に対する問題解決の結果として、最適生産量と最適需用量を求めるシステム
である。このように、問題解決システムを包含したオートマトンを作成すること
ができる。モデル理論アプローチによるシミュレーションにおける現在の段階の
特徴の一つであるが、公表段階では生かせてはいない。  
 
2) 二体力学系 
 引力で引き合う二物体の運動（物理学における二体力学系）のシミュレーショ
ンである。二物体には相互作用として引力がある。各物体の動きは状態システム
として定式化できる。引力が加速度を決め、加速度は速度を決め、位置が決まる。
そのようなモデルを言語CAST で定式化している。複合システムの全体としては、
並行処理システムの例となっている。従って、複合システムは図 2 のように表す
ことができ、よって式 1 のようにモデル化できる。実行すると、二物体の楕円軌
道を求める（図に描く）ことができる。 
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6. おわりに 
 本稿では、モデル理論アプローチによるシミュレーション開発に関する理論と
技術について、これまでの研究成果の意義を考察した。第 2 節で述べたモデル理
論アプローチの特徴を活かすため、背景理論を豊かにしつつ（第 3 節）、理論と実
践の整合性があるように言語 CAST を改善し、シミュレーション実行の高速化を
実現した（第 4 節）。また、複数の開発実行環境を新 MTA-SDK 一つに統合し、
汎用性の高い仮想マシンとしてネット上に公開・公表している（第 5 節）。 
 最も重要なことは、理論を豊かにしつつ技術上の改善を実行することで、実践
との整合性が、ある程度とれるようになってきたことである。その整合性は、第
3 節や第 4 節で見たように、数理モデルと言語CAST によるモデルの同型性が実
質的な技術的基礎となっている。それを達成したことが、本研究の意義である。 
 今後の課題を以下に列挙する。 
 ・「技術開発」に関しては、マニュアルが整備不足である。今後は、仮想マシン
のインストールと利用方法に関してなど、実際に授業で使用したフィードバ
ックをもとに、もう少しマニュアルを整備する必要があろう。 
 ・「技術成果の公表」に関しては、資料の分散が課題である。新 MTA-SDK は
旧 MTA-SDK と DB 操作機能およびシミュレーション開発実行機能が融合
したものであるが、それらの Web 資料がばらばらに存在している状態であ
る。分かりやすくまとまった形でWeb サイトを構築しておきたい。 
 ・「理論と実践例の公表」において、今後は問題解決システムを含む内容を公表
したい。 
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