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Los videojuegos son una de las formas de expresión más universales y 
amenas que hay en la industria de los contenidos digitales. Por eso, desde que 
comenzaron a programarse, se ha buscado aprovechar sus puntos fuertes 
para implementar mecanismos que ayuden al aprendizaje o al trabajo en 
equipo. 
 
Está demostrado que, gracias a los videojuegos, es más fácil para las 
personas, memorizar fragmentos, acciones o entender conceptos que de una 
forma tradicional. Así mismo, también es más fácil cooperar y trabajar en 
equipo cuando se tiene un objetivo común y cuando este objetivo se consigue 
de forma más fácil cooperando, al revés que realizándolo de forma individual. 
Debido a los avances tecnológicos, hoy en día no solo encontramos 
videojuegos en una sola plataforma, sino que los encontramos en diversos 
medios como ordenadores personales, móviles, tablets, consolas de 
sobremesa o consolas portátiles entre otros. 
 
Para ello se utilizan los motores de videojuegos, herramientas que ayudan a 
los desarrolladores a crear el mundo virtual que va a contener en su 
videojuego, con ayudas para crear el mundo en 2D, 3D, físicas, iluminación y 
otros aspectos necesarios para que la experiencia de juego sea agradable 
para el usuario. 
 
Hoy en día en el mercado, se encuentran elementos que nos facilitan el 
desarrollo, programados por personas que lo comparten con el resto del 
mundo gracias a internet. 
 
Es por eso, que este proyecto tiene como objetivo crear estas herramientas 
que faciliten el desarrollo de un videojuego orientado especialmente a los 
Serious Games digitales. Para realizarlo, se ha utilizado la base del motor 
Unity3D tanto para el desarrollo de los elementos y herramientas como para la 
demostración técnica del proyecto. 
 
Finalmente se ha conseguido realizar con éxito el conjunto de herramientas y 
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Video games are one of the most universal forms of expression and 
entertainment in the digital content industry. Therefore, since it origins, it has 
searched fir take profit of their strengths to implement mechanisms that help 
learning or teamwork. 
 
It is shown that, thanks to video games, it is easier for people to memorize 
fragments, actions or understand concepts in a traditional way. Likewise, it is 
also easier to cooperate and work together when you have a common goal and 
when this objective is achieved more easily cooperate, unlike performing it 
individually. 
 
Due to technological advances, today video games are not only on a single 
platform, but there are found in various media such as PCs, phones, tablets, 
consoles and portable consoles among others. 
 
For this, developers use engine games, tools that help developers create the 
virtual world that will contain your video game, with support to create the world 
in 2D, 3D, physics, lighting and other aspects necessary are used to make a 
user friendly experience game. 
 
Today in the market, there are elements that help us develop, programmed by 
people who share it with the rest of the world thanks to the internet. 
 
That's why, this project aims to create these tools that facilitate the 
development of a particularly digital serious games. 
 
To do this, we used the base of the Unity3D engine for both the development 
of the elements and tools to the technical demonstration project. 
 
Finally, has been achieved successfully carry out the toolkit and are available 
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Introducción   1 
INTRODUCCIÓN 
 
Desde que aparecieron los primeros ordenadores y, por consiguiente, los 
primeros videojuegos, se ha buscado aprovecharlos para poder incluir aspectos 
educativos, formativos o teóricos, y que se pueda aprender a la vez que se juega. 
 
Para aprender un concepto, el ser humano necesita memorizarlo o bien repetirlo 
múltiples veces. Este es un concepto que podemos ver representado en los 
videojuegos, pues, muchas veces tenemos que repetir una acción, como saltar, 
eliminar a un enemigo, abrir una puerta, etc. 
 
Además, siempre se ha utilizado los juegos como mecanismo de interacción 
entre las personas, pocos juegos implican solo a una persona, ya que al menos, 
suele haber un rival y normalmente compañeros de equipo. Gracias a este 
concepto, es muy común ver como en los juegos, un grupo de personajes deben 
cooperar con un objetivo común. Este es otro concepto que se ha buscado 
fomentar gracias a los videojuegos. 
 
Es por eso, que hoy en día se busca utilizar los videojuegos para fomentar estas 
habilidades sociales, el problema hasta ahora, era que la realización de un 
videojuego era muy cara y solo la podían llevar a cabo las grandes 
multinacionales. Esto sumado a que los videojuegos educativos no son muy 
atractivos y no dan un gran beneficio económico, ha hecho que no existan 
muchos Serious Games en la historia. 
 
Esto puede cambiar gracias a la aparición de los motores de videojuegos, 
herramientas que ayudan al desarrollo, haciendo que el trabajo sea mucho más 
sencillo de realizar y un grupo reducido de programadores puedan hacer su 
propio videojuego, sin necesitar mucho dinero. 
 
El objetivo del proyecto, es realizar unos patrones, que puedan ser utilizados en 
uno de los motores de videojuegos. 
 
En el primer capítulo, vemos una definición teórica de los Serious Games y del 
Collaborative Learning así como de los elementos que lo componen y como lo 
vamos a implementar en el proyecto. 
 
En el segundo capítulo, vamos a ver los diferentes motores de videojuegos que 
hay en el mercado, con el fin de encontrar el más adecuado para la realización 
del proyecto. 
 
El tercer capítulo explica cómo funciona y que opciones nos aporta el motor 
escogido, en este caso Unity3D. 
 
En el cuarto capítulo se explica la realización técnica del proyecto y la 
demostración final del mismo. 
 
El quinto capítulo está dedicado a las conclusiones finales del proyecto, así como 
las líneas de futuro para poder ampliar el proyecto. 
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CAPÍTULO 1. SERIOUS GAME DESING 
 
Los Serious Games, o también conocidos como Games for Learning son juegos 
diseñados con un propósito principal distinto al de la pura diversión. Durante 
muchos años, se han utilizado por industrias como la militar, educación, 
exploración científica, sanitaria, ingeniería, política… 
 
En un primer intento, buscaban competir con los juegos no educativos, pero se 
dieron cuenta de que ese mercado no era el suyo, pues al no centrar el objetivo 
en la diversión pura, hizo que fueran un fracaso en cuanto a su rentabilidad, lo 
que llevó a examinar la utilidad de estos juegos para otros propósitos. 
 
 Juego: una prueba física o mental, llevada a cabo de acuerdo con unas 
reglas específicas, cuyo objetivo es divertir o recompensar al participante. 
 
 Videojuego: una prueba mental, llevada a cabo frente a una computadora 
de acuerdo con ciertas reglas, cuyo fin es la diversión o esparcimiento, o 
ganar una apuesta. 
 
 Juego serio: una prueba mental, de acuerdo con unas reglas específicas, 
que usa la diversión como modo de formación gubernamental o 
corporativa, con objetivos en el ámbito de la educación, sanidad, política 
pública y comunicación estratégica. 
 
Un Serious Game puede ser una simulación con la apariencia de un juego, o 
bien, estar relacionado con acontecimientos o procesos que nada tienen que ver 
con los juegos. Los juegos están hechos para proporcionar un contexto de 
entretenimiento con el que motivar, educar y entrenar a los jugadores. 
 
En los Serious Games, también se puede complementar con algunos enfoques 
de Collaborative Learning, aprovechando las posibilidades de los videojuegos, 




Los Serious Games deben cumplir los requerimientos de los juegos 
tradicionales, como diversión, narración, ambientación visual y sonora, los retos 
de los juegos multijugador, como coexistir en un espacio, interacción entre los 
jugadores, así como los requisitos de los juegos educativos como la inclusión de 
contexto educativo, adaptación y personalización para el objetivo educativo. 
 
Estos juegos, están dirigidos a una gran variedad de público, desde estudiantes, 
pasando por profesionales hasta consumidores de videojuegos. Además, 
pueden ser de cualquier género y usar cualquier tecnología de juegos, así como 
estar desarrollados para cualquier plataforma, esto no son requisitos restrictivos 
para los Serious Games. 
 
Los videojuegos son una herramienta a tener en cuenta en la estimulación 
cognitivo afectiva, que favorecen el aprendizaje, la autoestima, potencian la 
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creatividad y las habilidades digitales, al mismo tiempo que generan motivación 
y entretenimiento. Además de la cantidad de elementos emocionales que 
integran, su estimulación sensorial y la posibilidad de inmersión a través de los 
ambientes virtuales en los que se desenvuelven. 
 
Gracias al Cooperative Learning los jugadores pueden desarrollar: 
 
 Interdependencia Positiva, mediante la capacidad de comunicación 
adecuada entre el grupo, para ello deben realizarse de forma colectiva 
para superar el objetivo. 
 
 Responsabilidad Individual, siendo necesaria para que el objetivo grupal 
se lleve a cabo con éxito. 
 
 Motivación de la interacción cara a cara, promoviendo a que el grupo se 
ayude y se anime para superar el objetivo. 
 
 Habilidades Sociales, mediante el dialogo entre los jugadores para 
superar su objetivo. 
 
 Formación de Grupo, fomentando el trabajo en equipo creando una 
identidad de grupo, práctica y que se apoye en los beneficios individuales 
para crear una sinergia positiva y distribuir las tareas entre los 
participantes, así como desarrollar las dotes de liderazgo y estrategias 
para superar su objetivo. 
 
Por supuesto, esto se puede hacer gracias a los avances tecnológicos que hoy 





Un Serious Game resulta de la unión de educación y entretenimiento o diversión, 
cuyo objetivo es enseñar mediante el uso de recursos lúdicos. Están diseñados 
en general manteniendo un equilibrio entre, por un lado, la materia y, por otro, la 
jugabilidad y la capacidad del jugador para retener y aplicar dicha materia en el 
mundo real; para adquirir o ejercitar distintas habilidades o para enseñar 
comportamientos eficaces en el contexto. 
 
Los jugadores deben tener diferentes habilidades, roles o responsabilidades que 
les permitan ayudar al grupo de forma diferente pero individual, siendo así 
complementarias entre ellos para conseguir su objetivo. 
 
Para que el juego sea atractivo, los jugadores deben preocuparse por el 
resultado y que este sea satisfactorio. 
 
Para que el juego sea agradable múltiples veces, la experiencia tiene que ser 
diferente cada vez y el desafío presentado tiene que evolucionar. 
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1.3. Metodologías 
 
Como podemos ver en el artículo Designing Collaborative Multiplayer Serious 
Games, escrito por Viktor Wendel (ver [1]), los Collaborative Serious Games 
usan estas metodologías para que el objetivo de aprendizaje y trabajo en equipo 
se cumpla de la mejor forma. 
 
 Common Goal/Success: 
El objetivo del juego debe estar diseñado de tal manera que ganar 
significa el éxito para todos los jugadores. No debe ser posible ganar o 
perder el juego solo.  
 
 Heterogeneus resources: 
Creación de roles que permitan realizar acciones de forma más sencilla y 
completar objetivos que otros no pueden, complementándose entre ellas. 
Cada jugador debe tener una o más herramientas o habilidades únicas 
que le permita realizar tareas únicas en el juego que los otros jugadores 
no pueden realizar. 
 
 Refillable personal resources: 
Con el fin de crear una cierta tensión, debe haber ciertos recursos 
recargables que se agotan lentamente de forma automática o cuando los 
jugadores actúan peligrosamente. Además, deben ser influenciable de tal 
manera que los jugadores pueden ayudarse unos a otros. Esto no sólo 
crea una tensión general hacia el éxito, sino también una tensión entre los 
jugadores y, por tanto, un lugar para la interacción y el espacio para 
decisiones. 
 
 Collectable and tradeable resources: 
Debe haber recursos en el mundo del juego necesarios para los jugadores 
con el fin de conseguir el objetivo del juego. Estos recursos deben ser 
negociable entre los jugadores con el fin de crear un espacio para las 
decisiones de negociar o colaborar. 
 
 Collaborative tasks:  
Si todas las tareas pudieran ser resueltos por un jugador, no habría 
necesidad de colaborar. Así que debe haber tareas que se pueden 
resolver sólo si los jugadores actúan juntos. Estas tareas pueden incluir 
los recursos heterogéneos descritos anteriormente para crear una 
necesidad de ciertos jugadores para participar en las tareas del equipo. 
Esto puede causar una necesidad de un debate entre los jugadores 
cuando el grupo depende de un individuo.  
 
 Communication: 
Sistema de comunicación entre los jugadores para que puedan 
organizarse durante el juego, bien sea un chat, voz, etc. Aparte de la 
disponibilidad técnica de la comunicación, el diseño del juego debe 
promover la comunicación, es decir, a través de la división de la 
información. 
 




 Ingame help system: 
Pistas y ayudas para que los jugadores puedan superar su objetivo, sin 
hacer que eviten pensar en la solución a los problemas presentados, pero 
evitando la desesperación o el fracaso continuado durante la experiencia. 
 
 Scoreboard: 
Sistema de puntuación que permita cualificar el grado de éxito de la 
experiencia, fomentando la rejugabilidad y enfocar los problemas con 
diferentes soluciones esperando un resultado más satisfactorio. Además, 
se puede poner un marcador individual sobre la contribución de cada 
jugador para el rendimiento del equipo. La puntuación individual puede 
funcionar como un factor de motivación para las acciones colaborativas. 
 
 Trading System: 
Los jugadores deben ser capaces de intercambiar objetos entre sí. Esto 
crea un espacio para las decisiones a favor o en contra de la colaboración. 
Especialmente en relación con el marcador, puede haber una motivación 




 In situ interaction:  
Interacción estática con objetos del entorno, que conlleven una respuesta 
en el entorno o en el personaje que interactúa con él. 
 
 Pavlovian Iteraction: 
Uso de la repetición como mecanismo de memorización de elementos 
simples. 
 
 Question Answers: 
Acertijos que responder mediante conocimientos adquiridos durante el 
juego, o sobre el contexto en el que queremos enfocar el objetivo del 
aprendizaje. 
 
 Microworld Interaction: 
Interacción con el mundo que rodea a los personajes, mediante 
exploración, movimiento, observación y/o manipulación del entorno. 
 
 Social Educative Interaccion: 
Pruebas que se han de realizar cooperativamente y/o simultáneamente 
entre diferentes jugadores. 
 
 Teachable Agents: 




6 Diseño de patrones para construir un Juego Serio de forma fàcil y ràpida con Unity 
 
 
 Time for Action / Time for Though: 
Elementos en los que el jugador deba reaccionar de forma rápida gracias 
a lo aprendido, y otros en los que pueda meditar sobre la respuesta para 
conseguir el objetivo. 
 
 Informative Loading Screens 
Pantallas de carga con información acerca del contexto que permitan al 
jugador aprender de forma amena mientras espera. 
 
 Serious Boss: 
Enemigo final que requiera de lo aprendido durante el juego, que sea el 
reto final para poder llegar al objetivo del juego. 
 
 Object Collection: 
Objetos que el personaje pueda obtener durante la partida, bien para 
superar retos futuros, como para obtener una mejor puntuación al final del 
juego. 
 
 Fantasy World: 





1.5.1. Army Battlezone 
 
Battlezone es un videojuego arcade de Atari, lanzado al mercado en 1980. Fue 
el primer Serious Game un proyecto fallido liderado por Atari en 1980 que fue 
diseñado para usar el videojuego arcade Battlezone como entrenamiento militar. 
 
El objetivo era simple, obtener la mayor puntuación mediante la destrucción de 
los objetos enemigos como tanques, misiles guiados e incluso ovnis. 
 
Los obstáculos sólidos geométricos son indestructibles, y podría bloquear el 
movimiento de un jugador del tanque. Sin embargo, también son útiles como 
escudos, ya que bloquean el fuego enemigo también. 
 




Fig. 1.1 Battle Zone original de Atari. 
 
 
1.5.2. Keep Talking and Nobody Explodes 
 
Keep Talking and Nobody Explodes es un videojuego desarrollado por la 
compañía Steel Crate Games. Se trata de un juego actual que bebe de las 
premisas del Collaborative Learning. 
 
Éste propone al jugador la tarea de desactivar una serie de bombas generadas 
de manera aleatoria. Para ello, contará con la ayuda de otros jugadores que 
estarán leyendo un manual de instrucciones. 
 
El jugador que desactiva la bomba, es el único que puede verla, mientras que 
los ayudantes solo pueden ver las instrucciones haciendo necesaria la 
comunicación para transmitir dicha información a los otros participantes. 
 
Por ello, la mayor parte del juego se basa en una conversación entre la persona 
que desactiva (describiendo cómo está formado un módulo) y el experto (que 
utiliza la información que posee para adivinar cuál es la forma correcta de 
resolverlo).  
 
La dificultad de los propios módulos varía según la cantidad de colores, números 
o palabras de los puzles. Algunos módulos emplean símbolos imposibles de 
nombrar que obligan a los jugadores a describirlos; otros emplean palabras 
homófonas, homógrafas para crear aún más confusión.  
 
Se puede apreciar, como este juego, utiliza la mayoría de las metodologías y 
patrones descritos anteriormente. Como los recursos heterogéneos, 
diferenciando claramente los roles de desactivador e instructor. Los recursos 
decrecientes, en este caso el tiempo límite para que la bomba sea desactivada 
sin explotar. Los elementos intercambiables, en este caso, no se intercambia el 
objeto en sí, pero si se intercambia la información obtenida, en un caso la 
descripción de la bomba y en el otro caso, las instrucciones de desactivación. 
Las tareas en equipo, pues es estrictamente necesaria la cooperación para 
conseguir desactivar la bomba.  
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Los sistemas de ayuda, en este caso simbolizados con el manual de 
instrucciones de desactivación. Y la tabla de puntuación determinando el éxito o 
no de la prueba. 
 
También podemos ver los diferentes patrones explicados anteriormente como la 
interacción in situ, con los diferentes elementos como la bomba o los manuales.  
 
La interacción Pavloviana se observa cuando cometemos un error, y este nos 
haga perder la partida y nos haga aprender que no debemos hacer para fallar la 
próxima vez.  
 
Las preguntas y respuestas, en este caso, no las hace el juego per se, las 
preguntas las realizan los diferentes jugadores de la partida. Tiempo para pensar 
y tiempo para la acción, pues el rol de desactivador tiene que actuar, mientras 
que los roles de ayudantes deben pensar la información que dan para que sea 
correcta. Un enemigo final, en este caso sería la bomba ya que es el que 




Fig. 1.2 Vista del desactivador en Keep Talking and Nobody Explodes. 
 
 
1.6. Ejemplo del proyecto 
 
Para nuestro proyecto vamos a realizar un conjunto de Assets que nos permitan 
la construcción rápida y sencilla de un Collaborative Serious Game. 
 
El contexto se encuentra en el desierto de Egipto, donde se ha encontrado la 
cámara oculta de un antiguo faraón. Los jugadores forman parte de la expedición 
arqueológica que está investigando esta nueva cámara. Para su mala suerte, la 
cámara está llena de trampas que deberán superar si desean salir de ella con 
vida y con los tesoros que en ella se encuentran. 
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Tabla 1.1 Patrones del ejemplo del proyecto 
Pattern Implementation Commentary 
In situ interaction Interacción con objetos. Interactuando con 
diferentes objetos, bien 
narrativos, bien usables, 
ya sean de interacción 
estática o bien cogerlos 
y poder usarlos en el 
futuro. 
Pavlovian Interaction Repetición de acciones. Errores que conlleven 
pérdida de tiempo u 
objetos. 
Question Answers Acertijos en el Serious 
Boss. 
Para responder hacen 
falta observar el 
laberinto ya que dará 
pistas sobre las 
respuestas 
Microworld Interaction Exploración. Los personajes se 








ayudarse para poder 
superar los retos que el 
laberinto les ponga. 
Teachable Agents Basado en la historia 
real egipcia, guiños, 
historias reales, etc. 
Que esté basada en un 
personaje egipcio real. 
Time for Action / Time 
for Though 
Pruebas de acción, 
reconstrucción de 
camino. 
Habrán pruebas que 
requieran de rápida 
respuesta, pero un 
fracaso no tiene por qué 
ser el fin, sino el retorno 
a un punto anterior para 




Pantallas de carga con 
información relativa 
 
Serious Boss Un enemigo al final del 
juego. 
Será el que implemente 
el juego de preguntas y 
respuestas. 
Object Collection Objetos valiosos que 
encontraremos. 
Estos tendrían un 
diferente valor. 
Fantasy World Laberinto Egipcio. El hecho de que se trate 
de un laberinto ficticio, 
pero realista. 
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CAPÍTULO 2. VIDEOJUEGOS Y MOTORES DE 
VIDEOJUEGO 
 
2.1. Historia de los videojuegos y sus motores 
 
Con la aparición de los primeros superordenadores, tras la segunda guerra 
mundial, comenzaron a aparecer los primeros videojuegos, inicialmente, eran 
simples implementaciones de ajedrez. Desde su inicio, el único impedimento 
para los desarrolladores ha sido la tecnología. 
 
Los videojuegos han evolucionado con el paso de los años, hemos pasado de 
una época en la que salían al mercado pocos videojuegos, solamente producidos 
por grandes compañías con el respaldo de las grandes multinacionales de la 
industria, a una época en la que nos inundan una cantidad de juegos más que 
notables provenientes de desarrolladores independientes. 
 
En los primeros años de la industria, el desarrollo de los videojuegos estaba muy 
limitado, por las diferencias que presentaban las diferentes consolas, ya que el 
desarrollo muchas veces no era reutilizable pues las diferentes estructuras de 
programación hacían imposible a veces el poder trabajar en multiplataforma. 
 
Aun así, algunas empresas, trataron de desarrollar herramientas que facilitaran 
esta labor, creando las llamadas first-party software, motores de desarrollo para 
videojuegos para una única plataforma, y las third-party software, motores de 
desarrollo para videojuegos que servían para múltiples plataformas. 
 
Pese a ello, los grandes avances tecnológicos que se producían con rapidez, 
hacían que las nuevas generaciones de videoconsolas hicieran que no sirvieran 
de mucho estos motores, pues rápidamente quedaban desfasados. 
 
Aquello eran herramientas que facilitaban el desarrollo, pero el termino motor de 
juego, tal y como se conoce hoy en día, no llegó hasta los años 90, con la 
aparición de los primeros motores que utilizaban game assets, como fue el caso 
de Id Software que lo utilizo en juegos como Quake (Quake Engine) o Doom 
(Doom Engine). Estos motores gráficos, en sus inicios, eran de libre uso, siempre 
y cuando no se usaran de forma comercial. 
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Fig. 2.2 Imagen del juego Quake (1996) 
 
 
Esta ha sido la tendencia que llega hasta hoy, ya son pocos los desarrolladores 
de videojuegos que no aprovechan las innumerables herramientas, ya sean de 
libre uso, o de uso bajo licencia, ya que, además de abaratar mucho los costes 
de producción, así como reducir el tiempo de desarrollo, el acabado de los 
videojuegos utilizando estas herramientas es un acabado mucho más pulido y 
profesional. 
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Eso sumado a la gran variedad de desarrolladores que deben coexistir en el 
mercado, pasando desde los desarrolladores independientes con un 
presupuesto muy limitado para desarrollar sus juegos, hasta las grandes 
multinacionales con un poder adquisitivo casi ilimitado para poder desarrollar sus 
juegos AAA. 
 
2.2. Motores y SDK actuales del mercado 
 
Hoy en día, podemos encontrar una amplia gama de Motores y SDK en el 
mercado, y una buena forma de diferenciarlos es por la orientación del público al 
que están dirigidos. 
 
2.2.1. Semi Profesionales 
 
Dentro de esta categoría podríamos encontrar algunos Game Engines 
orientados al aprendizaje, así como a videojuegos no comerciales, o bien muy 
limitados. 
 
2.2.1.1. RPG Maker 
 
Se trata de un programa que contiene un conjunto de herramientas, assets, 
scripts y automatización que permite la realización de un videojuego estilo JRPG 
(Japanese role-playing game) sin apenas nociones de programación. Con más 
de 20 años en el mercado y numerosas versiones, la evolución del mismo lo ha 
llevado a convertirse prácticamente en un videojuego (Incluso tiene su propia 
versión en Sony Play Station One), por su sencillez, así como por el público al 




Fig. 2.3 Interfaz de desarrollo de RPG Maker VX Ace 
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Originalmente, tenía unas limitaciones técnicas que pesaban mucho sobre este 
motor, haciendo que los juegos que se podían realizar con él, fuera de una 
calidad baja, pero con el paso de las versiones, han conseguido que se pueda 
realizar diferentes estilos de juego aumentando la libertad de los programadores, 
permitiendo incluso la modificación de scripts para aumentar al máximo el 
potencial del motor, permitiendo a los programadores modificar a su gusto los 
elementos intrínsecos de su videojuego. 
 
Como hemos destacado, la principal virtud es que no se requieren conocimientos 
de programación para utilizarlo, pero si queremos modificar los scripts, 
deberemos utilizar Ruby (Ruby Game Scripting System) y JavaScript. 
Actualmente, se puede utilizar para realizar juegos ATB, CTB, rol de acción e 
incluso juegos de plataformas. Además, los juegos son multiplataforma, lo que 
nos permite desarrollar juegos para Microsoft Windows, MacOS, Android, iOs y 
HTML5. 
 
Algunos de los juegos más famosos que han salido con este motor son, To The 




Fig. 2.4 Imagen in-game de To The Moon 
 
 
To The Moon es una aventura grafica Indie cosechadora de criticas muy 
positivas, así como en los premios “Juego del año” de GameSpot, saliendo 
ganador del premio a la “Mejor historia” y finalista en las categorías de “mejor 
música”, “Momento más memorable”, “Mejor escritura/dialogo”, “Mejor final” y 
“Cancion del año”. 
 
2.2.1.2. GameMaker Studio 
 
Se trata de una herramienta de desarrollo de aplicaciones y videojuegos 
orientado a usuarios novatos y/o con pocas nociones de programación.  
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Este programa se ha centrado en un público más estudiantil, ya que ha seguido 
la línea de convertirse en un programa didáctico, que ayuda a los jóvenes a 





Fig. 2.5 Interfaz de desarrollo de Game Maker Studio 
 
 
La calidad de los videojuegos realizados con este motor, está directamente 
relacionada con los conocimientos del programador, pues no contiene 
herramientas de automatización como lo tenía RPG Maker. Los desarrollos más 
comunes son los juegos en 2D, de vista cenital. También hay juegos 
desarrollados en 3D pero son menos comunes. 
 
GameMaker Studio dispone de diferentes versiones, una gratuita que nos 
permite exportar los juegos que hemos creado en Windows.  Si queremos 
aprovechar la vertiente multiplataforma, tendremos que hacernos con una de sus 
licencias de pago, que nos permitirán exportar nuestro juego a Android, iOS, 
PSVita, PS3, PS4 y XBOX ONE. 
 
Algunos de los juegos más populares desarrollados con GameMaker Studio son 
Hotline Miami de Dennaton Games o Crime Life de Hothouse Creations. 
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Fig. 2.6 Hotline Miami para PC 
 
Hotline Miami es un juego de acción publicado por Devolver Digital y fuertemente 




Estos son motores que pueden ser utilizados tanto en videojuegos 
independientes y en videojuegos de grandes multinacionales, también se utilizan 
como aprendizaje y su uso puede estar, o no, limitado a licencias. 
 
2.2.2.1. Unity 3D 
 
Unity es uno de los motores de videojuego multiplataforma más populares del 
mercado. Originalmente diseñado para funcionar exclusivamente en Mac, pero 
dada la fama que obtuvo, paso a ser utilizado en otros SO como Windows o 
Linux. Está enfocada tanto a usuarios noveles como a usuarios profesionales, 
pues se trata de uno de los motores de videojuego más flexible del mercado. 
Además, permite su utilización con otros programas de diseño gráfico como 
Maya, Blender o Photoshop entre otros. 
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Fig. 2.7 Interfaz de desarrollo de Unity3D 
 
Una de las opciones que nos permite Unity que lo han hecho tan popular, es su 
comunidad, puesto que los usuarios pueden compartir y vender su contenido, y 
este puede ser utilizado por otros usuarios de forma muy sencilla, compartiendo 
Assets, Packages, Texturas, entre otros elementos necesarios para desarrollar 
un videojuego. 
 
Para programar en Unity, necesitaremos saber programar en C# o en JavaScript, 
que son los dos lenguajes de programación que utiliza el motor. Pese a requerir 
conocimiento, gracias a la extensa comunidad por internet se puede encontrar 
documentación acerca de prácticamente cualquier cosa que queramos crear en 
Unity. 
 
A pesar de que Unity originariamente estaba orientado a juegos en 3D, 
últimamente han incorporado SDK y físicas que nos permiten también realizar 
juegos en 2D con las mismas opciones que teníamos en 3D, aprovechando tanto 
las librerías de físicas, de sombras y todas las disponibles en 3D. 
 
Gracias a su gran versatilidad, Unity permite hacer juegos de cualquier tipo, ya 
sean FPS (First Person Shooters), juegos de plataformas, de acción, aventuras, 
de rol… Incluso juegos con componente online. 
 
Unity es un motor abierto y gratuito, por ello, es muy común encontrar hoy en día 
que una gran cantidad de desarrolladores Independientes lo utilicen para hacer 
sus juegos, haciendo que en el mercado se vean multitud de ellos. Algunos de 
los más importantes podrían ser Rust de Facepunch Studios, Nihilumbra del 
estudio español Beautifun Games o juegos de grandes multinacionales como 
Hearthstone de Blizzard Entertainment. 
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Fig. 2.8 Imagen de Rust 
 
 
Rust es un juego de Acción Survival Multijugador en 3D centrado en la 
supervivencia mediante recolección de recursos, creación de objetos y refugios, 




Fig. 2.9 Escena de Nihilumbra 
 
 
Nihilumbra es un juego de lógica y plataformas en 2D inspirado en la utilización 
de luces y sombras combinado con los elementos naturales. 
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Fig. 2.10 Pantalla de batalla de Hearthstone 
 
 
Hearthstone es un juego de cartas coleccionables en línea centrado en el 
universo de Warcraft. 
 
2.2.2.2. Unreal Engine 
 
Unreal Engine es un motor de juegos profesional, actualmente gratuito pero que 
ha sido de pago hasta hace poco. Originariamente creado por Epic Games, para 
su videojuego Unreal Tournament (FPS futurista). Ha sido uno de los motores 
más utilizado en las diferentes plataformas ya que comenzó como motor para 
desarrollar juegos en PC y Play Station 2, pasando por las diferentes 
generaciones de consolas hasta la actualidad. 
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Fig. 2.11 Interfaz de desarrollo de Unreal Engine. 
 
 
Debido a su política de licencias, consiguió grandes contratos con grandes 
empresas que lo utilizaban en sus juegos, empresas como Atari, Activision, 
Capcom, Disney, Konami, 2KGames. Su uso estaba restringido a licencias hasta 
2015 donde pasó a ser distribuido de forma gratuita para intentar no ceder 
terreno en el mercado Indie así como con su principal competidor Unity. 
 
Unreal Engine utiliza C++ y requiere de un alto nivel de conocimiento para poder 
utilizarlo óptimamente. 
 
Unreal Engine está orientado al público profesional y permite realizar juegos en 
2D y 3D a pesar de que su mayor aportación está en el motor 3D, ya que sus 
principales usuarios son compañías AAA y grandes multinacionales, que no 
suelen realizar juegos en 2D. 
 
Uno de sus puntos fuertes es la profesionalidad del acabado de sus juegos, como 
se puede ver en los juegos realizados para grandes multinacionales como Gears 
of Wars, Bioshock Infinite, Batman: Arkham Asylum.  
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Fig. 2.12 Imagen de Gears of Wars. 
 
 
Gears of Wars fue uno de los iconos de XBOX 360 siendo uno de los mejores 




Estos motores son desarrollados por las grandes multinacionales y son de uso 




CryEngine es un motor de videojuegos creado por Crytek y originalmente usado 




Fig. 2.13 Interfaz de CryEngine 
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Fig. 2.14 Demo técnica de CryEngine. 
 
 





Fig. 2.15 Crysis de Crytek. 
 
 
Crysis ha sido uno de los juegos mejor valorado gráficamente de los últimos 
tiempos, tanto por su potencial gráfico, como por el momento en el que salió 
(2007) cuando aún sus máximos competidores estaban muy por detrás. 
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2.2.3.2. Ubisoft 
 
Ubisoft, debido a la multitud de juegos que desarrolla y la variedad de estos, 
tiene a su disposición varios motores de videojuegos exclusivos, como son Anvil, 
Dunia Engine o UbiArt. 
 
Al tratarse de una gran multinacional, estos motores tienen la opción de poder 
exportar los juegos a las múltiples plataformas que deseen, como PS4, XBOX, 
Android, iOS... 
 
2.2.3.3. Ubisoft: Dunia Engine 
 
Dunia Engine es un motor de videojuegos también desarrollado por Ubisoft 
Montreal sucesor de Cry Engine, cuando Ubisoft adquirió sus derechos, pero 




Fig. 2.16 Interfaz de creación de mapas de Dunia. 
 
 
Dispone de herramientas que nos permiten incorporar meteorología, iluminación, 
propagación y realismo de fuego y agua, ciclos de día y noche, soporte para 
mapas muy extensos inteligencia artificial y mejoras en las animaciones de caras 
y personajes.  
 
Utilizado en juegos de aventura en 3D y Rol-FPS. Uno de los juegos más 
famosos que lo utiliza es la saga Far Cry. 
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Fig. 2.17 Imagen de FarCry. 
 
 
Far Cry es una serie de videojuegos de acción en primera persona creada por 
Crytek y distribuido por Ubisoft. 
 
2.2.3.4. Ubisoft: Anvil 
 
Anvil es un motor 3D desarollado por Ubisoft Montreal que es utilizado en 
algunos de los juegos más importantes de la compañía. Este motor utiliza 
Autodesk para optimizar las animaciones de los personajes, así como los 
movimientos naturales de manos y pies, capturados en tiempo real.  Además, 
ofrece muchas otras herramientas como ciclos de día y noche, iluminación, 
reflejos, inteligencia artificial para PNJ (Personajes no jugables), así como 




Fig. 2.18 Interfaz de Anvil. 
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Algunos de los juegos que utilizan este motor son los de la famosa saga 
Assassin’s Creed o Prince of Persia, ya que el motor está orientado a juegos en 





Fig. 2.19 Imagen in-game de Assassin’s Creed. 
 
 
Assasins Creed es uno de los buques insignia de Ubisoft, siendo uno de los que 
más beneficios genera para la gran multinacional. 
 
2.2.3.5. Ubisoft: UbiArt 
 
Es un motor gráfico desarrollado por Ubisoft Montpellier que difiere de sus 




Fig. 2.20 Interfaz de UbiArt. 
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Ubiart se centra en juegos 2D y 2.5D (3D pero con desplazamiento en 2D) 
mediante la utilización de vectores gráficos para la animación. Este motor se hizo 
para la saga de Rayman aunque después ha sido utilizado en otros títulos 




Fig. 2.21 Rayman Legends para PSVita. 
 
 
Rayman es uno de los juegos de plataformas más longevos de Ubisoft a pesar 




REDengine es un motor gráfico desarrollado por la empresa polaca CDProject 




Fig. 2.22 Imagen corporative de REDengine de CDProjekt. 
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REDengine ha sido el primer motor gráfico que permite programar juegos No-
Lineales, en mundo abierto, cosa que los anteriores tenían que escoger entre 
hacer un mundo abierto y lineal o bien un mundo no lineal pero muy limitado. 
Este motor ha sido utilizado en la saga The Witcher así como se está utilizando 




Fig. 2.23 The Witcher 3 para PC. 
 
 
Witcher 3 ha sido galardonado con innumerables premios a lo largo de 2015, 
como mejor desarrollar del año, mejor juego del año, mejor juego de rol y finalista 
en el premio a la mejor narrativa, la mejor dirección artística, la mejor banda 




A pesar de los beneficios que comporta un motor como los descritos 
anteriormente, estos siempre están limitados a las herramientas que nos 
proporcionan, así como a las plataformas disponibles que nos ofrecen. A 
continuación, vemos una tabla con los motores descritos, así como las 
plataformas actuales en las que nos permiten desarrollar. 
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Fig. 2.24 Imagen comparativa de Motores y plataformas compatibles 
 
 
Para el proyecto, se ha decidido escoger Unity por ser uno de los más versátiles 
y de fácil uso, a la vez que profesional. 
 
Además, recientemente ha pasado a ser software libre y gratuito para su uso 
personal y comercial, lo que hace que también sea la elección más económica. 
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Así como por la libertad que tiene de incorporar contenido a su comunidad, muy 
activa y con gran cantidad de información que ayuda a resolver los problemas 
de los desarrolladores con rapidez y eficacia. 
 
Este es nuestro caso, el objetivo del proyecto, crear un conjunto de assets y 
scripts que nos permitan crear un juego con Unity3D de forma rápida y sencilla 
y compartirlo a la comunidad de desarrolladores. 
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CAPÍTULO 3. UNITY 3D 
 
3.1. Interfaz  
 
Para obtener Unity solo tenemos que acceder a la página 
https://store.unity.com/es y seleccionar el plan que deseamos descargar más 
acorde a nuestro proyecto. En nuestro caso, hemos seleccionado la versión 
gratuita que nos permite la mayoría de opciones sin ningún coste adicional. 
 
Una vez descargado ya podemos empezar nuestro proyecto y ver la interfaz que 




Fig. 3.1 Interfaz de Unity. 
 
La disposición de ventanas predeterminada es la que ofrece un acceso práctico 
a las diferentes ventanas más comunes y que más vamos a usar durante el 
desarrollo de nuestro videojuego 
. 
La Project Window muestra la biblioteca de elementos que están disponibles 
para utilizar en el proyecto. Al importar elementos en el proyecto, estos aparecen 
aquí.  
 
La Scene View permite navegar y editar la escena visual. La vista de la escena 
puede mostrar una perspectiva 3D o 2D, dependiendo del tipo de proyecto en el 
que se está trabajando.  
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La Hierarchy Window es una representación jerárquica de todos los objetos en 
la escena. Cada elemento de la escena tiene una entrada en la jerarquía. La 
jerarquía revela la estructura de cómo los objetos están unidos entre sí.  
 
La Inspector Window permite ver y editar todas las propiedades del objeto 
seleccionado en ese momento.  
 
La Toolbar proporciona acceso a las funciones esenciales del trabajo. A la 
izquierda contiene las herramientas básicas para la manipulación de los objetos 
de la escena, como tamaño, posición o rotación. En el centro están los controles 
de reproducción de la escena. En la parte derecha proporciona algunos diseños 
alternativos para las ventanas de edición. 
 
3.2. Assets  
 
Un asset es una representación de cualquier elemento que puede ser utilizado 
en su juego o proyecto. Un asset puede ser un achivo creado fuera de Unity, tal 
como un modelo 3D, un archivo de audio, una imagen, o cualquiera de los otros 
tipos de archivos que Unity soporta. También hay otros tipos de asset que 
pueden ser creados dentro de Unity. 
 
3.3. Obtener Assets: Asset Store  
 
El Asset Store de Unity es la bliblioteca donde toda la comunidad de Unity 
comparte su contenido, creados por ellos mismos o por los miembros de Unity 
Technologies, ya sean gratuitos o de pago. 
 
Hay una gran cantidad de assets disponibles, desde texturas, modelos y 
animaciones hasta ejemplos de proyectos completos, tutoriales y extensiones 
del editor. Estos assets son accesibles desde una interfaz simple dentro del 
Editor Unity y son descargados e importados directamente en sus proyectos. 
 
Los usuarios de Unity pueden volverse publicadores en el Asset Store, y vender 
contenido que estos han creado. Este proceso es documentado en más detalle 
más tarde de esta sección. 
 
Conseguir un paquete de Assets es tan sencillo como descargarlo o comprarlo, 
y luego solo tenemos que importarlo a nuestro proyecto para poder utilizarlo. 
Unity se encargará de descomprimirlo automáticamente en nuestra Project 
Window para que podamos acceder a sus elementos. 
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CAPÍTULO 4. PROYECTO 
 
En este proyecto, vamos a construir los assets necesarios para poder desarrollar 





Crear los elementos que implementaran los patrones descritos. 
 
 Asset Click: Un objeto estático, de un solo clic que añade un objeto a 
nuestro inventario. 
In situ interaction, Object Collection 
 
 Asset Hold: Un objeto estático, de un clic prolongado, que implementa una 
reacción en el entorno. 
In situ interaction, Microworld Interaction 
 
 Asset Item: Un objeto estático, de un clic e interacción con un menu del 
inventario, que implementa una reacción con el entorno. 
In situ interaction, Microworld Interaction, Object Collection 
 
 Asset Questionaire: Un objeto estático, de un clic e interacción con un 
menu, que implementa un cuestionario. 
In situ interaction, Question Answers, Serious Boss 
 




4.1.1. Asset Click 
 
Creamos un objeto 3D de la forma deseada y lo hacemos inmóvil. Le añadimos 
un box collider del tamaño necesario para que haga trigger con el personaje una 
vez entre en el entorno del objeto. 
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Fig. 4.1 Objeto Click. 
 
 
A este objeto, para que haga la función deseada, le vamos a añadir un script 
nuevo. En este script vamos a implementar un bucle en cada tiempo de 
ejecución, que comprueba si el personaje ha entrado en la zona definida por el 
box collider, si está el personaje, entonces comprueba si el jugador ha hecho clic 
en el objeto. Si lo ha hecho, y es la primera vez que lo pulsa, el objeto retornara 
un valor verdadero como respuesta dentro de la variable answer_click. 
 
Adicionalmente, el objeto contiene otro script, que este puede ser modificado por 
el programador para determinar la reacción que hace al objeto. En este caso 
hemos implementado que se añade un objeto al inventario, una llave. Para ello, 
el script simplemente comprueba si la respuesta del otro script es verdadera, si 
lo es, retorna el objeto y lo añade al inventario del personaje. También hemos 
añadido un componente en el Script, que permite la reproducción de un sonido 
cuando se abre y nos entrega el objeto. 
 
4.1.2. Asset Hold 
 
Al igual que en el anterior, creamos un objeto 3D de la forma deseada y lo 
hacemos inmóvil. Le añadimos un box collider del tamaño necesario para que 
haga trigger con el personaje una vez entre en el entorno del objeto. 
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Fig. 4.2 Objeto Hold. 
 
 
En este, el funcionamiento del script es similar al anterior, solo que, ahora, 
comprueba además cuanto tiempo se ha pulsado sobre el objeto, y si se ha 
pasado un umbral definido (Timerequest) devuelve verdadero en la variable 
answer_hold.  
 
Al igual que el anterior, también dispone de un script de reacción, que se ejecuta 
cuando el primero ha devuelto verdadero. En este caso, ejecuta una translación 
de un objeto con el Tag “Mobible Wall X” donde X es el número del muro que se 
va a trasladar. 
 
4.1.3. Asset Item 
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Fig. 4.3 Objeto Item. 
 
 
En este caso, el script es un poco más complejo, pues necesitaremos pintar un 
menu que aparecerá cuando nos acerquemos al objeto. Para ello utilizamos el 
método OnGUI() para crear la pantalla, donde mostrará los elementos de nuestro 
inventario, los cuales podremos seleccionar y si es el objeto correcto, retornará 
verdadero en la variable answer_item. 
 
El script de reacción en este caso, es exactamente igual al anterior, pues realiza 
una translación de otro de los muros. 
 
4.1.4. Asset Questionaire 
 
De la misma manera, creamos un nuevo objeto con un box collider y dos scripts 
de acción y reacción. 
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Fig. 4.4 Objeto Questionaire. 
 
 
En este caso, al igual que antes, nos apoyamos en el método OnGUI() para 
mostrar un listado de preguntas que previamente hemos definido. Cuando el 
personaje está dentro del rango, comprueba el número de preguntas que se han 
contestado, y empieza a mostrarlas por pantalla. Cuando pulsamos sobre las 
respuestas las almacena, sin decir si son correctas, y pregunta las siguientes 
hasta haber terminado el listado. Una vez contestada la última pregunta, 
comprueba las respuestas si estas son correctas con las asociadas a cada 
pregunta. En caso afirmativo, retorna verdadero en la variable 
answer_questionaire. 
 




4.1.5. Asset Player 
 
Por último, vamos a crear un nuevo objeto, este, al ser el que representará al 
personaje, no tendrá box collider, pues lo tienen los demás objetos como ya 
hemos visto. 
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Fig. 4.5 Player. 
 
 
En este caso, el objeto solo tiene un Script, que es el que permite el movimiento 
del personaje, con una simple translación en función de la posición en la que 
hemos hecho clic. 
 
Adicionalmente, creamos otro script, pero que no va asociado a ningún objeto 
por el momento, es el script que dotará de movimiento a la cámara, que permitirá 
que siga a nuestro personaje. Este realiza una translación de la cámara, en 
función de la posición del objeto del personaje, asignado con el Tag “Player”.  
 
4.2. Exportar Assets 
 
Para poder utilizar dichos objetos en otro proyecto, hemos de exportarlos, para 
ello, lo primero que hacemos es crear un objeto llamado Prefab, que contendrá 
el objeto creado en su totalidad y nos permite exportarlo como una única entidad. 
 
Una vez hemos hecho esto con todos los objetos, los guardamos junto con los 
scripts asociados y otros elementos necesarios para la exportación, en nuestro 
caso, Audio, Materials, Objects, Prefabs, Scripts y Textures. 
 
Una vez localizados todos los elementos podemos extraerlos con cualquier 
formato compresor como .ZIP o .RAR o .TAR y ya está listo para poder subirlo a 
la Asset Store o compartirlo con quien queramos. 
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4.3. Demo 
 
4.3.1. Importar los assets en un proyecto de prueba 
 
Una vez hemos creado nuestro proyecto de prueba, importamos los assets 
descargados de forma manual o a través de Unity y los incorporamos a nuestra 
zona de trabajo. 
 
Para la demo, hemos generado una habitación simple, con suelos y paredes que 
nos permitirán poner a prueba la funcionalidad de los objetos. 
 
Una vez generado el mapa, pasamos a añadir los objetos genéricos que hemos 




Fig. 4.6 Sala de juego. 
 
 
Primero hemos situado el asset_hold, al lado de la posición inicial del personaje. 
Una vez colocado, hemos configurado el tiempo que se ha de mantener pulsado 
para que reaccione configurando la variable “Timerequest”. 
 
 
Además, hemos asignado el tag “Mobible Wall 1” a la pared adyacente al objeto, 
pues permitirá pasar al personaje a la zona adyacente. 
 
En la zona adyacente, hemos situado el asset_click, donde le hemos asignado 
el archivo de audio correspondiente a la reacción una vez obtenemos el ítem. 
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Al fondo de la zona principal, hemos situado el asset_item y le hemos 
configurado el objeto necesario para que reaccione, el cual obtenemos del objeto 
asset_click mediante la variable “Item_Requested”. 
 
Tambien hemos asignado el tag “Mobible Wall 2” a la pared adyacente al objeto, 
que también abrirá el paso a la siguiente zona. 
 
En la última zona, hemos colocado el asset_ questionaire y le hemos configurado 
las diferentes preguntas que se deberán realizar, en este caso, mediante la 
variable “Questions”, en este caso hemos puesto solo 1. Tambien hemos de 
asignar las respuestas posibles que se mostraran por en el menu, en este caso 
hemos utilizado 4 y las hemos añadido a la variable “Answers”. Por último, hemos 
configurado la respuesta correcta en la variable “Answers_correct” que debe ser 
una de las contenidas en la variable “Answers”. 
 
Tras ello, hemos realizado un video de demostración del proceso de creación de 
este proyecto, así como la funcionalidad del mismo. 
 
El video se puede encontrar y visualizar en: 
https://drive.google.com/open?id=0B72aHu-F0ZSwWGtCeDZSVnpWcjg 
 
4.3.2. Juego implementado. 
 
En esta demo, hemos implementado un juego en el que el protagonista, ha 
quedado encerrado en una de las salas de la antigua tumba egipcia.  
 
El protagonista, pertenecía a una expedición que estaban buscando antiguos 
tesoros cuando son separados y cada uno tiene que lograr salir de la tumba. 
 
Para ello, puede ver como hay una especie de ranura en la pared, pero no tiene 
nada en su inventario para poder abrirla. Mediante la observación de unos 
jeroglíficos en la pared, puede ver como para abrir la puerta es necesaria una 
pieza clave que permita abrir el pasadizo. Investigando en la sala, ve que hay 
una especie de piedra que se puede empujar durante un tiempo, para abrir una 
puerta secreta a otra sala.  
 
En esta sala, nuestro protagonista consigue el objeto necesario dentro de un 
cofre, que además parece mostrar una melodía cuando es abierto. Una vez con 
el objeto, el personaje se acerca a la ranura e inserta el objeto que abre el 
pasadizo hacia la siguiente cámara. 
 
Allí encuentra otra estancia cerrada, en la que el único objeto es una gran 
estatua, que una vez el personaje se acerca., la tumba habla y hace unas 
preguntas a nuestro protagonista, preguntas acerca de la historia del antiguo 
faraón que ahora descansa en la cámara funeraria.  
 
Si el protagonista contesta correctamente, la estatua deja paso a un pasadizo 
secreto que lleva mediante unas escaleras a la salida donde se encontrará con 
sus compañeros y podrán seguir su aventura para salir de la tumba. 
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En este juego, hemos utilizado los elementos que hemos creado para nuestro 
proyecto, ya que son con los que interactua nuestro protagonista para pasarse 
esta mini aventura:  
 
 Un elemento que hace de personaje principal (protagonista) 
 
 Un elemento en el que mantener pulsado (empujar) durante unos 
segundos para abrir una puerta. 
 
 Un elemento en el que clicar, para obtener otro objeto como respuesta 
(cofre-item) 
 
 Un elemento en el que introducir/usar un objeto del inventario (ranura) 
 
 Un elemento con el que interactuar mediante preguntas y respuestas 
(estatua) 
 
Además, hemos utilizado otros elementos de contexto de juegos serios como: 
 
 
 Interacción y exploración con el mundo. 
 
 Utilización de elementos reales para dar un contexto histórico y educativo. 
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CAPÍTULO 5. CONCLUSIONES 
 
En este apartado vamos a ver los objetivos obtenidos tras el proyecto, así como 
ver el grado de satisfacción, así como las propuestas de futuro para desarrollar 
más el proyecto. 
 
5.1. Objetivos Cumplidos 
 
El objetivo principal del proyecto es la creación de un conjunto de Assets que 
permitan minimizar el tiempo de desarrollo de un Serious Game, además, que 
nos permitan desarrollar este Serious Game de forma sencilla y rápida gracias a 
la versatilidad del motor y la sencillez de los elementos creados. 
 
Al haber escogido Unity3D como plataforma, estos Assets pueden ser utilizados 
para realizar juegos en diferentes plataformas sin que se tener que volver a 
implementar código. 
 
Debido a la extensión de la comunidad que tiene Unity, sería posible 
complementar con otros Assets, gratuitos o de pago, que hicieran que el 
desarrollo de cualquier juego sea más fácil. Es más, muchos desarrolladores, 
optan por este camino para desarrollar su creatividad de forma independiente, 
sin necesitar de un equipo completo para realizar un juego completo, poniendo 
a la venta sus Assets para facilitar la tarea de otros programadores, por un 
módico precio. 
 
Gracias al proyecto, he podido comprobar que se puede realizar un videojuego, 
es un trabajo minucioso y conciso, que requiere tiempo. Pero aprovechando las 
múltiples herramientas que hemos visto en el mercado, con unos mínimos 
conocimientos de programación y el acceso a estos Assets, se puede realizar 
sin demasiados costes o incluso de forma gratuita con un equipo relativamente 
pequeño de desarrollo. 
 
5.2. Líneas de futuro 
 
Este proyecto se podría ampliar realizando más patrones de los nombrados, 
incluso añadiendo los componentes multijugador, así como que se pueda jugar 
a través de internet, incorporando algún mecanismo de comunicación. 
 
Además, se podrían subir estos assets a la Asset Store, y ponerlos a disposición 
de todo el que desee incorporarlos a sus juegos y quien sabe, si algún día ver 
como son usados en uno de nuestros juegos favoritos. 
 
También, se podría realizar un juego serio completo, utilizando estas 
herramientas y gracias al motor, pudiendo incluso publicarlo en diferentes 
plataformas una vez desarrollado, dotándolo de un acabado pulido y profesional. 
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5.3. Evaluación de impacto ambiental 
 
El impacto medioambiental de este proyecto, se podría considerar nulo, puesto 
que se trata de un proyecto puramente digital, cuyo único coste es el de las horas 
invertidas al frente del ordenador, consumiendo electricidad, de la misma forma 
que lo haría cualquier oficina en horario de trabajo. 
 
5.4. Estudio económico 
 
En este proyecto, hemos visto cómo el uso de estas técnicas y herramientas, 
pude conllevar un gran ahorro para las empresas, pues se consigue reducir los 
costes de manera considerable.  
 
El que un grupo reducido de trabajadores, pueda sacar adelante un proyecto, y 
no depender de inversores externos, hace que el único coste será, el de las horas 
de trabajo de estos empleados. 
 
Vamos a considerar nuestro proyecto, el cual se ha realizado con una sola 
persona, durante unos 6 meses de desarrollo. 
 
Esta persona, un estudiante aun no graduado, habría sido contratado para sacar 
uno de los niveles de un futuro juego serio ambientado en la tumba de un antiguo 
faraón egipcio. 
 
El salario mínimo interprofesional actual es 655,20€, el coste total del proyecto 
para una empresa sería de unos 4000€, contando que se disponen de los 
equipos para realizar el desarrollo, así como del local y que el motor utilizado y 




AAA (Triple A) 
Es un término de clasificación utilizado para los juegos con los presupuestos de 
desarrollo más altos y niveles de promoción considerado a ser un juego de alta 
calidad o para estar entre los más vendidos del año.  
 
Box Collider 
Es un elemento primitivo utilizado en Unity con el fin de detectar la colisión de 
objetos. 
 
JRPG (Japanese Role Playing Game 
Es un videojuego de rol inspirado en los cánones de los videojuegos japoneses. 
Normalmente incorporan combates, progresión de nivel y atributos, enemigos 
finales y una narrativa atractiva. 
 
Prefab 
Es un tipo de asset que le permite almacenar un objeto GameObject 
completamente con components y propiedades. Cualquier edición hecha a un 




Porción de código simple, almacenada en texto plano, que ha de ser interpretada 
y ejecutada por otro programa externo a él. 
 
Trigger 
Entidad condicional, que una vez se cumple dispara una reacción en el código 
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