We propose a novel method for hierarchical topic detection where topics are obtained by clustering documents in multiple ways. Specifically, we model document collections using a class of graphical models called hierarchical latent tree models (HLTMs). The variables at the bottom level of an HLTM are observed binary variables that represent the presence/absence of words in a document. The variables at other levels are discrete latent variables, with those at the second level representing word co-occurrence patterns and those at higher levels representing co-occurrence of patterns at the level below. Each latent variable gives a soft partition of the documents, and document clusters in the partitions are interpreted as topics. Latent variables at high levels of the hierarchy capture long-range word co-occurrence patterns and hence give thematically more general topics, while those at low levels of the hierarchy capture short-range word co-occurrence patterns and give thematically more specific topics. Compared with LDA-based topic models, a key advantage of HLTMs is that they, as graphical models, explicitly model the dependence and independence structure among topics and words, which is conducive to the discovery of meaningful topics and topic hierarchies.
Introduction
The objective of hierarchical topic detection (HTD) is to, given a corpus of documents, obtain a tree of topics with more general topics at high levels of the tree and more specific topics at low levels of the tree. It has a wide range of potential applications. For example, a topic hierarchy for posts at an online forum can provide an overview of the variety of the posts and guide readers quickly to the posts of interest. A topic hierarchy for the reviews and feedbacks on a business/product can help a company gauge customer sentiments and identify areas for improvements. A topic hierarchy for recent papers published at a conference or journal can give readers a global picture of recent trends in the field. A topic hierarchy for all the articles retrieved from PubMed on an area of medical research can help researchers get an overview of past studies in the area. In applications such as those listed here, the problem is not about search because the user does not know what to search for. Rather the problem is about summarization of thematic contents and topic-guided browsing.
Topic detection has been one of the most active research areas in Machine Learning in the past decade. The most commonly used method is latent Dirichlet allocation (LDA) [1] . In LDA , a topic is a probability distribution over a vocabulary. It describes the relative frequency that an author would use each word when writing about the topic. Each document is regarded as a mixture of multiple topics and is characterized by a probability distribution over the topics. A variety of extensions of LDA have been proposed, including correlated topic models [2] , dynamic topic models [3, 4, 5] , and topic models with side information [6, 7] . In particular, there are methods that explore hierarchical structures among topics [8, 9, 10, 11] . We will refer to these extensions collectively as LDA-based methods.
Two representative LDA-based methods for HTD are nest Chinese Restaurant
Process (nCRP) [10] and nest Hierarchical Dirichlet Process (nHDP) [12] . They produce trees of topics where topics at higher levels of a tree (closer to the root) appear more often than those at lower levels of the tree. To do so, they assume that there is a true topic tree behind data. A prior distribution is placed over all possible trees using nCRP, and an assumption is made as to how documents are generated from the true topic tree, which, together with data, gives a likelihood function over all possible trees. The true topic tree is estimated by combining the prior and the likelihood in posterior inference. The two methods differ from each other in how documents are generated from the true topic tree. In the nCRP algorithm [10] , topics in one document are assumed to be from one path down the tree, while in the nHDP algorithm [12] the topics in one document can be from multiple paths, i.e., a subtree within the entire topic tree.
In the LDA models, the observed variables are token variables. A token variable stands for a location in a document, and its possible values are all the words in a vocabulary. In this paper, we propose a novel model for HTD where the observed variables are word variables. Each word variable has two possible values '0 and '1', which represent the absence and presence of the word in a document respectively. A document is represented as a binary vector over the vocabulary. From such data, our method learns a tree model, where all the word variables are at the bottom level and there are multiple levels of binary latent variables on top of them. The model is called a hierarchical latent tree model (HLTM) and our method is hence called hierarchical latent tree analysis (HLTA). The latent variables right above the word variables represent word co-occurrence patterns and those at higher levels represent co-occurrence of patterns at the level below. In this sense, HLTA produces a hierarchy of co-occurrence patterns.
HLTA also gives a hierarchy of topics in the following sense. Each latent variable in the tree model represents a soft partition of the documents and document clusters in the partitions can be interpreted as topics. Latent variables at the higher levels of the hierarchy capture long-range word co-occurrence patterns and hence give thematically more general topics, while latent variables at low levels of the hierarchy capture shortrange word co-occurrence patterns and hence give thematically more specific topics.
A key advantage of HLTA over the LDA-based methods is that, due to the use of word variables instead of token variables, it explicitly models dependence and independence relationships among words and topics using model structures. This is conducive to the discovery of meaningful topics and topic hierarchies. In our empirical studies, HLTA found substantially better topics and topic hierarchies than It gives two related partitions of data.
the LDA-based methods, despite the obvious handicap of not using word frequencies.
The rest of the paper is organized as follows. In next section we illustrate, with a toy example, the kind of models that HLTA produces and how topic hierarchies can be extracted from such models. Then we explain how HLTA builds the model structures in Section 3 and how it estimates model parameters in Section 4. In Section 5 we present the results obtained by HLTA on large real-world datasets, and in Section 6 we compare HLTA with LDA-based methods empirically. Finally, related works are discussed in Section 7 and conclusions are drawn in Section 8.
HLTA and Hierarchical Topic Detection
Technically, HLTA is based on a class of probabilistic graphical models called latent tree models.
Latent Tree Models
A latent tree model (LTM) is a Markov random field over an undirected tree, where the leaf nodes represent observed variables and the internal nodes represent latent variables [13, 14] . Two examples are shown in Figure 1 . For this subsection, all the variables are assumed to take a finite number of possible values. The number of possible values of a variable is called its cardinality.
Parameters of an LTM consist of potentials associated with edges and nodes. In this paper, the potentials for an LTM are picked as follows: Root the model at an arbitrary latent node, direct the edges away from the root, and specify a marginal distribution for the root and a conditional distribution for each of the other nodes given its parent.
Take the model in Figure 1 (b) as an example. If Y is chosen as the root, the parameters
and P (E | Z). Because of the way the potentials are picked, LTMs can be viewed as tree-structured Bayesian networks [15] , and the product of all the potentials defines a joint distribution over all the variables. Different ways to pick the root give different
Bayesian networks that are equivalent in the sense that they represent exactly the same class of distributions over the observed variables [13] .
LTMs with a single latent variable as Figure 1 (a) are known as latent class models (LCMs) [16] . They are a type of finite mixture models (FMMs) [17] and are widely used for cluster analysis of categorical data [18] . The model in Figure 1 (a) is an LCM and it defines the following mixture distribution over the observed variables:
where |Y | is the cardinality of Y and y i is the i th state of Y . The model stipulates that there are |Y | clusters in data, the size of the i th cluster is P (Y = y i ), and the distribution of the observed variables in the i th cluster is P (A, . . . , E|Y = y i ), which is determined by the model parameters.
The model in Figure 1 (b) has two latent variables. It gives two different and related mixture distributions:
The model stipulates that there are two ways to partition data. One way is to divide data into |Y | clusters based on Y , and another is to divide data into |Z| clusters based on Z.
LTMs are a generalization of LCMs. An LCM has a single latent variable and it
gives one soft partition of data. In this sense, it is a tool for uni-dimensional clustering.
In contrast, an LTM typically has multiple latent variables and it gives multiple soft partitions of data. Hence LTMs are a tool for multidimensional clustering [13, 14, 19] . those at higher levels represent co-occurrence of patterns at the level below.
Hierarchical Latent Tree Analysis of Text Data
The input to HLTA is a collection of documents, each represented as a binary vector over the vocabulary. The output is a latent tree model where the variables are organized hierarchically, and is hence called a hierarchical latent tree model (HLTM).
One example is shown in Figure 2 , which is learned from a subset of the 20
Newsgroup data 1 . The variables at the bottom level, level 0, are observed binary variables that represent the presence/absence of words in a document. The variables at other levels are discrete latent variables. For the rest of the paper, all variables are assumed to be binary.
The latent variables at level 1 were introduced during data analysis to model word co-occurrence patterns. For example, Z11 captures the probabilistic co-occurrence of the words nasa, space, shuttle and mission; Z12 captures the probabilistic co-occurrence of the words orbit, earth, solar and satellite; Z13 captures the probabilistic co-occurrence of the words lunar and moon.
Latent variables at level 2 were introduced during data analysis to model the cooccurrence of the patterns at level 1. For example, Z21 represents the probabilistic co-occurrence of the patterns Z11, Z12 and Z13. 
Topic Hierarchy Extraction
Topics can be extracted from an HLTM. Take the model shown in Figure 2 as an example. There are 14 latent variables and each of them gives a soft partition of the data. The clusters in the partitions can be interpreted as topics. Table 1 shows the information about the partition given by Z21. The probability values are calculated from the model parameters, which are learned from the dataset along with the model structure.
There are two clusters in the partition Z21=s0 and Z21=s1. The cluster Z21=s1
consists of 5% of the documents. In this cluster, the words such as space, nasa and orbit occur with relatively high probabilities. It is clearly a meaningful topic and might be labeled "NASA". The other cluster Z21=s0 consists of 95% of the documents.
In this cluster, the words occur with low probabilities. We interpret it as a background topic.
Note that the document clusters given by Z21 are interpreted based on the word variables in the subtree rooted at Z21. This is because Z21 was introduced during data analysis to model the correlations among those variables. Also note that, in Table 1 , the word variables are ordered according to their mutual information (MI) with Z21. The words listed at the front have the highest MI with Z21. They are the best ones to characterize the difference between the two clusters because their occurrence probabilities in the two clusters differ the most. If one is to choose only the top, say 5, words to characterize the topic Z21=s1, then the best words to pick are space, nasa, orbit, earth and shuttle.
If the background topics are ignored, each latent variable gives us exactly one topic.
As such, the model in Figure 2 gives use 14 topics, which are shown in Table 2 . In general, latent variables at high levels of the hierarchy capture long-range word cooccurrence patterns and hence give thematically more general topics, while those at low levels of the hierarchy capture short-range word co-occurrence patterns and give thematically more specific topics. In our running example, the topic given by Z22
(windows, card, graphics, video, dos) consists of a mixture of words about several aspects of computers, while the subtopics are each concerned with only one aspect: Z14 (card, video, driver), Z15 (dos, windows), and Z16 (graphics, 
Model Structure Construction
We present the HLTA algorithm in this and the next section. The inputs to HLTA include a collection of documents and several algorithmic parameters. The outputs include an HLTM and a topic hierarchy extracted from the HLTM. Topic hierarchy extraction has already been explained in Section 2.3, and we will hence focus on how to learn the HLTM. In this section we will describe the procedures for constructing the model structure, and in the next section we will discuss parameter estimation issues.
Top-Level Control
The top-level control of HLTA is given in Algorithm 1 and the subroutines are given in Algorithm 2-5. In this subsection, we illustrate the top-level control using the toy dataset mentioned on Section 2.2, which involves 30 word variables.
In the first pass through the loop, the subroutine BUILDISLANDS is called (line 3).
It partitions all word variables into several clusters (Figure 3 bottom), such that the words in each cluster tend to co-occur and the co-occurrences can be properly modeled using a single latent variable. A latent variable is introduced for each cluster to model the co-occurrence of the words inside it. This results in a number of LCMs. We The next step is to link up the islands (line 4). This is done by first estimating the mutual information (MI) [20] between every pair of latent variables, and then finding the maximum spanning tree [21] . The result is the model in the middle of Figure 3 .
In the subroutine HARDASSIGNMENT, inference is carried out to compute the posterior distribution of each latent variable for each document. The document is assigned to the state with the maximum posterior probability, resulting in a dataset over the level-1 latent variables (line 10).
In the second pass through the loop, the level-1 latent variables are partitioned into 3 groups and one island is formed for each cluster. The islands are linked up to form the model shown at the top of Figure 3 . At line 8, the model at the top of Figure 3 (referred to as m 1 ) is stacked on the model in the middle (referred to as m) to give rise to the hierarchical model in Figure 2 . While doing so, the subroutine STACKMODELS cuts off the links among the level-1 latent variables.
One of the input parameters to HLTA is τ , which is a user-specified upper bound on the number of top-level latent variables. In this example, we set τ = 5. The number of Outputs: An HLTM and a topic hierarchy.
L ← BUILDISLANDS(D1, δ, µ);
m1 ← BRIDGEISLANDS(L, D1);
if m = null then 6: m ← m1;
7:
m ← STACKMODELS(m1, m);
end if
10:
D1 ← HARDASSIGNMENT(m, D);
11: until |L| < τ .
12: Run EM on m for κ steps. 13 : return m and topic hierarchy extracted from m.
nodes at the top level in our current model is 3, which is below the threshold τ . Hence the loop is exited. At line 12, the EM algorithm [22] is run on the final hierarchical model for κ steps to improve its parameters, where κ is another user specified input parameter. In our experiments, we set κ = 50.
Discovering Co-occurrence of Words
The first step, and the key step, of HLTA is to partition the word variables into clusters such that the words in each cluster tend to co-occur and the co-occurrences can be properly modeled using a single latent variable. This is achieved using the BUILDISLANDS subroutine, which is based on a statistical test called the uni-dimensionality test (UD-test) [19] . 
Uni-Dimensionality Test
Conceptually, a set of variables is said to be uni-dimensional if the correlations among them can be properly modeled using a single latent variable. Operationally, we rely on the uni-dimensionality test (UD-test) to determine whether a set S of variables is uni-dimensional.
The UD-test is built upon a model selection criterion called Bayesian information criterion (BIC) [23] . The BIC score of a model is given by
where θ * is the maximum likelihood estimate of the model parameters, d is the number of free model parameters, and |D| is the sample size. The first term in the BIC score
M ← M ∪ {m};
5:
V ← variables in D but not in any m ∈ M;
6: end while
measures how well the model fits the data, and the second term is a penalty term which discourages overfitting.
To perform UD-test on a set S of observed variables, we first learn two latent tree models variables. Figure 1 shows what the two models might look like when S consists of five observed variables A − E. We conclude that S is uni-dimensional if the following inequality holds:
where δ is a user-specified threshold. In other words, S is considered uni-dimensional if the best two-latent variable model is not significantly better than the best one-latent variable model.
The BIC score BIC(m|D) is a large sample approximation of the marginal loglikelihood log P (D|m) [23, 24] .
hence a large approximation of the logarithm of the Bayes factor P (D|m 2 ) P (D|m 1 ) for comparing m 1 and m 2 [25] . According to the cut-off values for the Bayes factor, there is positive, strong, and very strong evidence favoring m 2 when the quantity is larger than 1, 3 and 5 respectively. In our experiments, we set δ = 3. 7: m ← LEARNLCM(D1, S).
8: loop
9:
10:
11:
m1 ← PEM-LCM(m, S, X, D1);
if |V1| = 0 return m1.
14:
if BIC(m2|D1) − BIC(m1|D1) > δ then 16: return m2 with W , X and their parent removed.
17:
18:
if |S| ≥ µ, return m1.
19:
m ← m1, S ← S ∪ {X}.
20: end loop
Building Islands
The subroutine BUILDISLANDS (Algorithm 2) builds islands one by one. It builds the first island by calling another subroutine ONEISLAND (Algorithm 3). Then it removes the variables in the island from the dataset, and repeats the process to build other islands. It continues until all variables are grouped into islands.
The subroutine ONEISLAND (Algorithm 3) requires a measurement of how closely correlated each pair of variables are. In this paper, mutual information is used for the purpose. The mutual information I(X; Y ) [20] between the two variables X and Y is defined as follows:
where the summation is taken over all possible states of X and Y . The distributions P (X, Y ), P (X) and P (Y ) are estimated from data. Also we define the mutual information between a variable X and a set of variables S as MI(X, S) = max A∈S MI(X, A).
The subroutine ONEISLAND maintains a working set S of observed variables.
Initially, S consists of the pair of variables with the highest MI (line 2), which will be referred to as the seed variables for the island. Then the variable that has the highest MI with those two variables is added to S as the third variable (line 3 and 4). Then other variables are added to S one by one. At each step, we pick the variable X that has the highest MI with the current set S (line 9), and perform UD-test on the set S ∪ {X} (lines 12, 14, 15) . If the UD-test passes, X is added to S (line 19) and the process continues. If the UD-test fails, one island is created and the subroutine returns (line 16). The subroutine also returns when the size of the island reaches a user-specified upper-bound µ (line 18). In our experiments, we set µ = 10 or 15
according to the size of the vocabulary.
The UD-test requires two models m 1 and m 2 . In principle, they should be the best models with one and two latent variables respectively. For the sake of computational efficiency, we construct them heuristically in this paper. For m 1 , we choose the LCM where the latent variable is binary and the parameters are optimized by a fast subroutine PEM-LCM that will be described in the next section. Let W be the variable in S that has the highest MI with the variable X to be added to the island. For m 2 , we choose the model where one latent variable is connected to the variables in S \ {W } and the second latent variable connected to W and X. Both variables are binary and the model parameters are optimized by a fast subroutine PEM-LTM-2L that will be described in the next section.
Let us illustrate the ONEISLAND subroutine using an example in Hence the UD-test passes and the variable mission is added to the group. The next variable to be considered for addition is moon and it is added to the group because the UD-test passes again (Figure 4c ). After that, the variable lunar is considered. In this case, the BIC score of m 2 is significantly higher than that of m 1 and hence the UD-test fails (Figure 4d ). The subroutine ONEISLAND hence terminates. It returns an island, which is the part of the model m 2 that does not contain the last variable lunar (Figure 4e ). The island consists of the four words nasa, space, shuttle and mission. Intuitively, they are grouped together because they tend to co-occur in the dataset.
Bridging Islands
After the islands are created, the next step is to link them up so as to obtain a model over all the word variables. This is carried out by the BRIDGEISLANDS subroutine and the idea is borrowed from [26] . The subroutine first estimates the MI between each pair of latent variables in the islands, then constructs a complete undirected graph with the MI values as edge weights, and finally finds the maximum spanning tree of the graph.
The parameters of the newly added edges are estimated using a fast method that will be described in the next section.
Let m and m be two islands with latent variables Y and Y respectively. The MI I(Y ; Y ) between Y and Y is calculated using Equation (4) from the following joint distribution:
where
) is that of Y in m , and C is the normalization constant. In our running example, the output of BRIDGEISLANDS is shown in Figure 3 (middle). It is said to be a flat LTM because each latent variable is connected to at least one observed variable. In contrast, in a hierarchical LTM, only level-1 latent variables are connected to observed variables, and latent variables at higher levels are not.
Discovering Co-occurrence of Patterns
After discovering and modeling the word co-occurrence patterns (represented by level-1 latent variables), the next step is to partition the patterns into clusters such that the patterns in each cluster tend to co-occur and the co-occurrences can be properly modeled using a single latent variable.
To do so, HLTA first calls the subroutine HARDASSIGNMENT to convert the level-1 latent variables into observed variables, and to project the dataset onto those variables to obtain a new dataset D 1 (line 10). It then runs the subroutines BUILDISLANDS and BRIDGEISLANDS on the new dataset.
In our running example, the result of those operations is the flat LTM shown at the top of Figure 3 . The level-1 latent variables are partitioned into three clusters. The clusters reveal co-occurrence of patterns. For example, the patterns Z14, Z15, Z16
and Z17 are about different aspects of computers. It is natural to expect that they tend to co-occur in documents.
In the first pass through the loop, HLTA discovers word co-occurrence patterns.
In the second pass through the loop, HLTA discovers co-occurrence of patterns. The subroutine STACKMODELS combines those findings to obtain a two-level hierarchy of co-occurrence relationships. As mentioned in Section 3.1, the process can continue to obtain a hierarchy of many levels. In this section, we present a fast method called progressive EM for estimating the parameters of the intermediate models. It is the result of marrying two different parameter estimation methods: the EM algorithm and the method of moments. We also discuss how to estimate the parameter of the final model efficiently when the sample size is very large.
We start by briefly reviewing the EM algorithm and the method of moments in the context of latent tree models.
The EM Algorithm
Let X and H be respectively the sets of observed and latent variables in an LTM m, and let V = X ∪ H. Assume one latent variable is picked as the root and all edges are directed away from the root. For any V in V that is not the root, the parent pa(V ) of V is a latent variable and can take values '0' or '1'. For technical convenience, let pa(V ) be a dummy variable with only one possible value when V is the root. Enumerate all the variables as V 1 , V 2 , · · · , V n . We denote the parameters of m as
where i ∈ {1, · · · , n}, k is value of V i and j is a value of pa(V i ) . Let θ be the vector of all the parameters.
Given a dataset D, the loglikelihood function of θ is given by
The maximum likelihood estimate (MLE) of θ is the value that maximizes the loglikelihood function.
Due to the presence of latent variables, it is intractable to directly maximize the loglikelihood function. An iterative method called the Expectation-Maximization (EM) [22] algorithm is usually used in practice. EM starts with an initial guess θ (0) of the parameter values, and then produces a sequence of estimates θ (1) , θ (2) ,· · · . Given the current estimate θ (t) , the next estimate θ (t+1) is obtained through an E-step and an M-step. In the context of latent tree models, the two steps are as follows:
• The E-step:
• The M-step:
Note that the E-step requires the calculation of P (V i , pa(V i )|d, m, θ (t) ) for each data case d ∈ D and each variable V i . For a given data case d, we can calculate
) for all variables V i in linear time using message propagation [27] .
EM terminates when the improvements in loglikelihood l(θ
falls below a predetermined threshold or when the number of iterations reaches a predetermined limit. To avoid local maxima, multiple restarts are usually used.
Method of Moments
The basic idea of method of moments (MoM) [28] is to relate model parameters to population moments and to estimate the parameters by solving equations. In 1996,
Chang derived equations for phylogenetic trees that relate model parameters with order 2 and 3 moments, i.e., joint distributions of two and three observed variables [29] .
Since then, similar equations have been derived for other models [30] . In particular,
Anandkumar et al. showed that equations in [29] are true for latent tree models, of which phylogenetic trees are a subclass [31] . Zhang et al. gave an alternative proof of the result in terms of variable elimination in a class of generated Markov random fields that have negative potentials [32] .
Consider the LCM m 1 in Figure 1 where all the variables have the same number of states. The conditional distribution P (A|Y ) can be regarded as a square matrix and can be denoted as P A|Y . Similarly, let P AC be the matrix representation of the joint distribution P (A, C). For a fixed value b of B, let P b|Y be the vector presentation of P (B=b|Y ) and let P AbC be the matrix representation of P (A, B=b, C). The following theorem is borrowed from [32] .
Theorem 1. Let Y be the latent variable in an LCM and A, B, C be three of the observed variables. Assume all variables have the same cardinality and the matrices P A|Y and P AC are invertible. Then we have
where diag(P b|Y ) is a diagonal matrix with components of P b|Y as the diagonal elements. and P (Y ) are first estimated in the part of the model shaded in (a); P (C|Z) and P (E|Z) are then estimated in the part shaded in (b); finally P (E|Y ) is estimated from the part shaded in (c) and P (Z|Y ) is computed using P (Z|Y ) and P (E|Z).
Theorem 1 can be used to estimate the conditional distribution P (B|Y ) as follows:
First, obtain the empirical distributionsP (A, B, C) andP (A, C) from data; Then, for each value b of B, form the matrix on the right hand side of Equation (8) The technique can be used to estimate all the parameters in a model in multiple steps such that each step involves only a small part of the model. We illustrate this using the model m 2 from Figure 1 , with Y picked as the root. The process is called progressive parameter estimation and is shown in Figure 5 . We start by focusing on the part of the model shaded in Figure 5a . Here we can estimate P (B|Y ) as explained in the previous paragraph. By swapping the roles of the variables, we can also estimate P (A|Y ) and P (D|Y ). Note that the labels of the states of Y need to be properly aligned in different distributions since matrices obtained may be permuted when Equation (8) is carried out. The marginal distribution P (Y ) can be obtained from P (A|Y ), P (D|Y ) andP (A, D) as follows:
Next we focus on the part of the model shaded in Figure 5b and consider it to be an LCM with latent variable Z and observed variables A, C, and E. Here we can estimate P (C|Z) and P (E|Z). It is also possible to estimate P (A|Z), although it is unnecessary. Note that it is not possible to estimate P (Z|Y ).
To estimate P (Z|Y ), we need to consider the part of model shaded in Figure 5b and the part shaded in Figure 5c . We can estimate P (E|Z) in 5b and P (E|Y ) in 5c.
An estimate of P (Z|Y ) can then be obtained using the following formula: Figure 6: Progressive EM: EM is first run in the submodel shaded in (a) to estimate the distributions P (Y ), P (A|Y ), P (B|Y ) and P (D|Y ), and then, EM is run in the submodel shaded in (b), with P (Y ), P (B|Y ) and P (D|Y ) fixed, to estimate the distributions P (Z|Y ), P (C|Z) and P (E|Z).
Algorithm 4 PEM-LCM(m, S, X, D)
1: Y ← the latent variable of m;
2: S1 ← {X}∪ two seed variables in S;
3: While keeping the other parameters fixed, run EM in the part of m that involves S1 ∪ Y to only estimate P (X|Y ).
4: return m
and then run EM in the part of the model shaded in Figure 6b , with P (Y ), P (B|Y ) and P (D|Y ) fixed, to estimate P (Z|Y ), P (C|Z) and P (E|Z).
Progressive EM and HLTA
We use progressive EM to estimate the parameters for the intermediate models generated by HLTA, specifically those generated by subroutine ONEISLAND (Algorithm 3). It is carried out by the two subroutines PEM-LCM and PEM-LTM-2L.
At lines 1 and 7, ONEISLAND needs to estimate the parameters of an LCM with three observed variables. It is done using EM. Next, it enters a loop. At the beginning, 4: While keeping the other parameters fixed, run EM in the part of m2 that involves S1 ∪ Y ∪ Z to only estimate P (W |Z), P (X|Z) and P (Z|Y ). Figure 4c , two models are created. We need to estimate only P (lunar|Y ) for the model on the left, and P (Z|Y ), P (moon|Z) and P (lunar|Z) for the model on the right. The estimation is done by running EM in the parts of the models where the variable names are in rectangles.
There is also a parameter estimation problem inside the subroutine BRIDGEDISLANDS. After linking up the islands, the parameters for edges between latent variables must be estimated. We use progressive EM for this task also. Consider the model in the middle of Figure 2 . To estimate P (Z11|Z12), we form a sub-model by picking two children of Z11, for instance nasa and space, and two children of Z12, for instance orbit and earth. Then we estimate the distribution P (Z11|Z12) by running EM in the submodel with all other parameters fixed.
Stochastic EM
The parameters of the final model are optimized by running EM for κ steps starting from the estimates obtained by progressive EM in the model construction phase. To scale up to very large datasets, we run each iteration of EM on a randomly sampled subset of data cases instead of the entire dataset. The idea is borrowed from stochastic gradient descent [33] and the method is hence called stochastic EM.
In implementation, we assume that κ minibatches have been randomly sampled from the dataset to be analyzed. A minibactch can be the entire dataset if the sample size is not very large. We learn the hierarchical model structure from the first minibatch, and optimize the parameters of the final model by running stochastic EM on all minibatches, with each EM iteration on a different minibatch.
Complexity Analysis
Let three terms are respectively the times for computing MI between variables, for creating and bridging islands, and for optimizing the parameters of the final model.
Empirical Results
In this section, we empirically demonstrate that HLTA is capable of discovering meaningful topic hierarchies and is able to handle large datasets. In the next section, we will compare HLTA with the LDA-based methods. HLTA is implemented in Java.
The code can be found at http://www.cse.ust.hk/faculty/lzhang/topic/index.htm, along with the datasets used in this paper and the full details of the results obtained on them. Table 3 : Part of topic hierarchy obtained by HLTA on the NIPS dataset.
Results on the NIPS Dataset
We first report the results on a small dataset, namely the NIPS dataset. It consists of 1955 articles published at the NIPS conference from 1988 to 1999 1 . A vocabulary of 10,000 words was selected using average TF-IDF for the analysis. The entire dataset was used in the model construction phase and at every EM iteration in the parameter estimation phase. The limit on the number of top-level latent variables was set at τ = 20, and EM was run for κ = 50 steps on the final model.
The analysis took around 320 minutes on a desktop machine. The result is an HLTM with 6 levels of latent variables and 13 latent variables at the top level. Figure 8 shows a part of the model structure. The structure is interesting. Most words in the Z601 subtree are concerned with mixture models; most words in the Z602 subtree are concerned with artificial neural networks; most words in the Z603 subtree are concerned with image analysis; most words in the Z604 subtree are concerned with speech recognition. Z605 has three branches, which are respectively about reinforcement learning, robot control, and optimization. Note that several words were chopped into two parts due to hyphenation in the original pdf files. Examples include "structure", "distribution" and "guassian" under Z601. It is interesting that the two parts are grouped under the same latent variables. Table 3 shows the topic hierarchy extracted from the part of the model shown in does not seem to fit in the group well.
Results on the NYT dataset
Next we report the results on a large dataset, namely the NYT dataset. It consists of 300,000 articles published on New York Times from 1987 to 2007 1 . A vocabulary of 10,000 words was selected using average TF-IDF for the analysis. The dataset was randomly divided into 50 equal-sized minibatches, and each minibatch consists of 6,000 articles. The first minibatch was used in the model construction phase. During the parameter estimation phase, EM was run on each minibatch once to improve the parameters of the final model. The limit on the number of top-level latent variables was set at τ = 30.
The analysis took 670 minutes on a desktop machine. The result is an HLTM with 5 levels of latent variables and 21 latent variables at the top level. Figure 9 shows a part of the model structure. We see that most words in the subtree rooted at Z501 are about economy and stock market; most words in the subtree Z502 are about companies and various industries; most words in the subtree rooted at Z503 are about movies and music; and most words in the subtree rooted at Z504 are about cooking. Table 4 shows a part of the topic hierarchy extracted from the part of the model shown in Figure 9 . The topics and the relationships among them are meaningful. For example, the topic 1 is about economy and stock market. It splits into two groups of subtopics, one on economy and another on stock market. Each subtopic further splits into sub-subtopics. For example, the subtopic 1.2 under economy splits into three subtopics: currency expansion, labor union and minimum wages. The topic 2 is about company-firm-industry. Its subtopics include several types of companies such as insurance, retail stores/consumer products, natural gas/oil, drug, and so on.
Broadly vs Narrowly Defined Topics
In HLTA, each latent variable is introduced to model a pattern of probabilistic word co-occurrence. It also gives us a topic, which is a soft cluster of documents. The size of the topic is determined by considering not only the words in the pattern, but all the words in the vocabulary. As such, it conceptually includes two types of documents:
(1) documents that contain, in a probabilistic sense, the pattern, and (2) documents that do not contain the pattern but are otherwise similar to those that do. Because of the inclusion of the second type of documents, the topic is said to be broadly defined. All the topics reported above are broadly defined.
The size of a widely defined topic might appear unrealistically large at the first glance. For example, one topic detected from the NYT dataset consists of the words affair, widely, scandal, viewed, intern, monica lewinsky, and its size is 0.18. Although this seems too large, it is actually reasonable. It is a fact that the fraction of documents that contain the seven words in the topic should obviously be much smaller than 18%. However, those documents contain many other words, such as bill and clinton, about American politics. Other documents that contain many of those other words are also included in the topic, and hence it is not surprising for the topic to cover 18% of the documents. As a matter of fact, there are several other topics about American politics are of the same size. One of them is: corruption campaign political democratic presidency.
In some applications, it might be desirable to identify narrowly defined topicstopics made up of only the documents containing particular patterns. Such topics can be obtained by viewing the subtree rooted at each latent variable as a separate model and optimizing its parameters by running EM on the subtree. The size of a narrowly defined topic is typically much smaller than that of the widely defined version. For example, the sizes of the narrowly defined version of the two topics from the previous paragraph are 0.013 and 0.120 respectively.
Comparisons with the LDA-Based Methods
HLTA differs fundamentally from the LDA-based methods. In this section, we first explain the differences and then compare the performances of the two approaches empirically.
Conceptual Differences
There are four key conceptual differences between HLTA and the LDA approach.
The first difference is that, as mentioned in Section 1, HLTA is based on word variables while the LDA approach is based on token variables. The use of word variables allows HLTA to learn structures such as those shown in Figure 8 and Figure 9 , and those structures give rise to meaningful topics and topic hierarchies. This is the most important advantage that HLTA has over the LDA approach. In the meantime, HLTA also has two drawbacks that need to be addressed in future research due to the use of word variables. It does not consider word counts and does not allow a word to appear in multiple branches of a hierarchy.
The second difference concerns the definition of topic. In the LDA approach, a topic is a distribution over a vocabulary. It is characterized using a few words with the highest probabilities under the topic. However, high probability words from one topic may also occur with high probabilities in other topics, and hence might not be the best words to characterize the topic. In HLTA, a topic is a soft cluster of document. It is characterized using words that not only occur with high probabilities in the cluster and but also occur low probabilities outside the cluster.
The third difference lies in the relationship between topics and documents. In the LDA approach, a document is a mixture of topics, and the probabilities of the topics within a document sum to 1. Because of this, the LDA models are sometimes called mixed-membership models. In HLTA, a document is a member of a topic, and a document might belong to multiple topics with probability 1. In this sense, HLTMs can be said to be multi-membership models.
The fourth difference is about the semantics of the resultant hierarchies. In the context of document analysis, a common concept of hierarchy is a tree where each node represents a cluster of documents, and the cluster of documents at a node is the union of the document clusters at its children. Neither HLTA nor the LDA approach produces such hierarchies. The output of an LDA-based method for HTD is a tree where each node represents an LDA topic, i.e., a distribution over the vocabulary. The topics at higher levels appear more often than those at lower levels, but they are not necessarily related thematically. In contrast, the output of HLTA is a tree where each node represents a latent variable. Latent variables at higher levels of the hierarchy capture long-range word co-occurrence patterns and hence give thematically more general topics, while latent variables at lower levels of the hierarchy capture short-range word co-occurrence patterns and hence give thematically more specific topics.
In addition, the LDA approach is limited in the number of hierarchy levels it can handle, which is typically set at three in practice. In HLTA, the number of levels is not limited to three and the number of latent variables on each level is determined fully automatically. The model produced by HLTA has no more than 4n parameters, where n is the size of the vocabulary. The model produced by the LDA approach has approximately k(n + N ) parameters, where k is the number of topics and N is the number of documents. This is much larger than 4n.
Empirical Comparisons
We now present empirical results to compare HLTA with nCRP [10] and nHDP [12] . Also included in the comparisons is CorEx [34] , a recently proposed algorithm that constructs hierarchical latent trees by optimizing an information theoretical objective function.
Datasets
In addition to the NIPS and NYT datasets, the 20 Newsgroup (referred to as Newsgroup) dataset 1 was also used in our experiments. It consists of 19,940 newsgroup documents after preprocessing. Three versions of the NIPS dataset and two versions of the Newsgroup dataset were created by choosing vocabularies with different sizes using average TF-IDF. So, the experiments were performed on six datasets. Information about the datasets is summarized in Table 5 . The data are represented as binary vectors for HLTA and CorEX, and as bags-of-words for nCRP and nHDP. The NYT dataset is much larger than the other datasets. Among the four methods, only HLTA and nHDP can handle it through the adoption of stochastic EM and stochastic gradient descent. We will first report the results on the other datasets, and then present the results on the NYT dataset at the end.
Running times
For HLTA, the limit on the number of top-level latent variables was set at τ = 20.
On the NIPS and Newsgroup datasets, it produced hierarchies with between 4 to 6 levels. For nCRP and nHDP, the height of hierarchy was set at 3, as is usually done in the literature. The number of nodes at each level was set in such way that nCRP and nHDP would yield roughly the same total number of topics as HLTA. CorEx is configured similarly. Both nCRP and nHDP were allowed to run to 1,000 iterations.
All experiments were conducted on the same desktop computer. Each experiment was repeated 3 times so that variance can be estimated.
The running times are shown in Table 6 . We see that in most cases HLTA are faster than nHDP, although the differences decrease with the sample size as nHDP works in a stochastic way in these datasets while HLTA doesn't. It is much more efficient than nCRP and CorEx. 
Model Quality
For topic models, the standard way to assess the model quality is to measure the log-likelihood of a held-out test set. In our experiments, each dataset was randomly partitioned into a training set with 80% of the data, and a test set with 20% of the data.
Models were learned from the training set and per-document held-out loglikelihood statistics for the models were calculated on the test set. The statistics are shown in Table 7 .
It should be noted that the likelihood values for HLTA and CorEx were calculated on binary data while those for nCRP and nHDP were calculated on bag-of-words data.
For comparability, we also computed the held-out loglikelihood for nHDP on the binary version of the datasets. The results are denoted as nHDP-b. The results on the count data (bag-of-words) are denoted as nHDP-c.
We see that the likelihood values for HLTA are significantly higher than those for CorEx. They are also higher than nHDP-b, and drastically higher than those for nCRP and nHDP. In addition, the variance is significantly smaller for HLTA than other methods in most cases. 
Quality of Topics
It has been argued that, in general, better model fit does not necessarily imply better topic quality [35] . It might therefore be more meaningful to compare alternative methods in terms of topic quality. One metric for topic quality is the topic coherence score proposed by [36] . Suppose a topic t is characterized using the top M words. The coherence score of t is given by:
where D(w i ) is the number of documents containing word w i and D(w i , w j ) is the number of documents containing both w i and w j . With M fixed, a higher coherence score indicates a better quality topic. In our experiments, we set M = 4. Table 8 shows the average topic coherence scores of the topics produced by the four algorithms. We see that the quality of topics produced by HLTA is significantly higher than the quality of topics produced nHDP and other algorithms in all cases, and the variance is significantly smaller for HLTA than other methods in most cases.
Quality of Topic Hierarchies
There is no metric for measuring the quality of topic hierarchies to the best of our knowledge, and it is difficult to come up with one. Hence, we resort to manual comparison.
The entire topic hierarchies produced by HLTA and nHDP on the NIPS and NYT datasets can be found at the URL mentioned at the beginning of this section. Here we compare parts of the topic hierarchies obtained by the two algorithms on the NIPS dataset. For each top-level topic in Table 3 , we identified the topic obtained by nHDP that is closest in meaning, which is shown in Table 9 .
We refer to topics from HLTA in Table 3 using the letter 'T' followed by topic numbers, and those from nHDP in Table 9 using 'T'. For HLTA, the topic T1 is about mixture models, and its subtopics are concerned with various aspects of mixture models. For nHDP, the topicT1 and its childrenT1.1,T1.2 andT1.5 are about probability/mixture models. However,T1. The HLTA topic T4 is about speech recognition and its subtopics cover different aspects of speech recognition. In contrast, the nHDP topicT4 and its subtopics do not present a clear semantic hierarchy. Some of them are not meaningful. There are two other nHDP topics that are related to speech recognition, namelyT1.5 andT3.2, and they are placed elsewhere.
Overall, the topics and topic hierarchy obtained by HLTA are more meaningful than those by nHDP. The topic hierarchy produced by HLTA is also more meaningful. Table 11 shows the part of the hierarchy by nHDP that corresponds to the part of the hierarchy by HLTA shown in Table 4 . In the HLTA hierarchy, the topics are nicely divided into three groups, economy, stock market, and companies. In Table 11 , there is no such clear division. The topics are all mixed up. The hierarchy does not match the semantic relationships among the topics. 
Related Work
There are some other methods for learning latent tree models. We refer the readers to [37] for a detailed survey. Most of the methods are designed for density estimation [38] , latent structure discovery [39] , and multi-dimensional clustering [14] .
None of these methods are designed for topic detection. These methods do not build hierarchical structures and do not provide a way to extract the topics from models when they are applied on text data.
HLTA also resembles hierarchical clustering (HC). However, there are fundamental differences. First, HLTA learns probabilistic graphical models which allow inference among variables, while HC builds dendrograms which are not probabilistic models and do not allow inference among nodes. Second, an HLTA can be seen as a clustering tool which clusters the data points and variables simultaneously, while HC can only be used to cluster either data points or variables.
Conclusions and Future Directions
We propose a novel method called HLTA for hierarchical topic detection. The idea is to model patterns of word co-occurrence and co-occurrence of those patterns using a hierarchical latent tree model. Each latent variable in HLTM represents a soft partition of documents. The document clusters in each partition are interpreted as topics. Each topic is characterized using the words that occur with high probability in documents belonging to the topic and occur with low probability in documents not belonging to the topic. Progressive EM is used to accelerate model learning. Empirical results show that HLTA outperforms nHDP, the state-of-the-art LDA-based method for hierarchical topic detection, in terms of both quality of topics and topic hierarchy, with comparable speed on large-scale data.
HLTA treats words as binary variables and each word is allowed to appear in only one branch of a hierarchy. For future work, it would be interesting to extend HLTA so that it can handle count data and a word is allowed to appear in multiple branches of the hierarchy. Another direction is to further scale up HLTA through parallelization.
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