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Los Entornos Virtuales Inteligentes (Intelligent Virtual Environment –IVE-) son
herramientas de simulacio´n y entretenimiento que se hacen cada vez ma´s populares
y permiten a particulares y empresas disen˜ar entornos de simulacio´n que emulen
caracter´ısticas del mundo real. Estos entornos virtuales simulan un mundo real,
teniendo en cuenta restricciones f´ısicas con el objetivo de ofrecer un gran realismo
que maximice, dentro de lo posible la sensacio´n de inmersio´n de los usuarios. Para
ello, en esta simulacio´n deben permitir la interaccio´n de estos usuarios con objetos y
entidades que pueblen dicho entorno virtual. Estas entidades virtuales pueden estar
dotadas de una cierta inteligencia que incremente la sensacio´n de inmersio´n de los
usuarios. Una de las te´cnicas que se puede utilizar para modelar estas entidades
inteligentes son los Sistemas Multi-agente (Multi-Agent System –MAS-).
Este tipo de aplicaciones se encuentran entre las ma´s demandadas hoy en d´ıa, no
so´lo por ser la clave para los juegos multi-usuario, tales como World Of Warcraft
(con ma´s de 7 millones de usuarios en 2013); sino tambie´n como la base de redes so-
ciales virtuales como Second Life (con 36 millones de cuentas creadas en sus 10 an˜os
de historia). Estas aplicaciones plantean un gran reto debido al elevado nu´mero de
entidades y objetos que podr´ıan llegar a simular. Por este motivo es necesario contar
con herramientas que faciliten su disen˜o y que a su vez sean altamente escalables.
Adema´s, deben ser capaz de adaptarse a los cambios, no so´lo de la cantidad de enti-
dades, sino tambie´n de las necesidades de los usuarios. La tecnolog´ıa utilizada en la
actualidad para desarrollar este tipo de productos, carece de elementos que faciliten
la adaptacio´n y la gestio´n del sistema. Tradicionalmente, este tipo de aplicaciones
utilizan el paradigma cliente / servidor, pero debido a sus caracter´ısticas, un enfo-
que distribuido, como el de los Sistemas Multi-Agente, permitir´ıa el desarrollo de
componentes que evolucionen de forma auto´noma.
El presente trabajo plantea dar una solucio´n a estas problema´ticas, creando una
herramienta que ayude al modelado, programacio´n y simulacio´n de IVEs. Para ello
se ha creado JaCalIV E (Jason Cartago to implement Inteligent Virtual Environ-
ments), que proporciona un me´todo para desarrollar IVEs, junto con una plataforma
de apoyo para su ejecucio´n (JaCalIV E Framework). JaCalIV E se basa en el meta-
modelo MAM5, que describe un me´todo para disen˜ar IVEs. MAM5 a su vez se basa
en el meta-modelo A&A el cual describe los entornos en donde habitan los Sistema
Multi-Agente. Adema´s se introduce un motor de simulacio´n f´ısica, que permite el
desarrollo de IVEs ma´s realistas para el usuario, pudie´ndose simular restricciones




Intelligent Virtual Environments (IVE) are simulation and entertainment tools
that are becoming more and more popular. They allow individuals and enterprises
to design simulation envrionments that model real life features. These IVEs simulate
a real world, taking into account physical restrictions in order to offer big realism
that maximizes as far as possible the user’s feeling of immersion. In order to achieve
that, the simulation must allow the interaction between users, objects and entities
populating the virtual environment. These virtual entities can have some intelligence
that increases user’s immersion feeling. One of the most used techniques to model
these intelligent entities is Multi-Agent Systems.
This kind of application are among the most demanded ones, not only for being
the key for multi-user games like World of Warcraft (with more than 7 millions of
users in 2013), but also as the foundation of virtual social networks like Second Life
(with 36 millions of users in its 10 years of history). These applications have to
tackle with a huge number of entities and objects to simulate. Because of that it is
important to have tools that facilitate the design and implementation of this kind of
systems. Moreover, they must be able to adapt to changes not only in the amount
of entities but also in the user needs. Current technology used for developing this
kind of systems lacks of elements facilitating the adaptation and management of the
system. Tradicionally, this kind of applications uses the client / server paradigm, but
due to its features, a distrubuted approach, like Multi-Agent Systems, will allow the
developing of components evolving autonomously.
The present work proposes a tool that deals with these open issues helping the
modelling, programming and simulation of IVEs. This tool is called JaCalIVE (Jason
Cartago to implement Intelligent Virtual Environments), and provides a method to
develop IVEs along with an execution platform to simulate them. JaCalIVE is based
on the MAM5 meta-model that describes a method to design IVEs based on A&A.
Moreover, it introduces a physical simulation engine allowing realistic IVEs that
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Un entorno virtual (Virtual Environment o´ VE) es una representacio´n digital de
un mundo, que puede tener un parecido al mundo real o ser un mundo imaginario
[1]. En un VE los usuarios tienen la posibilidad de interactuar con los objetos que se
encuentran dentro del mismo, brinda´ndole la sensacio´n de estar inmerso dentro de
este mundo. Los VEs surgen en la de´cada de los 60 [2], como una forma de transpor-
tar a los usuarios a mundos diferentes al real. Estos entornos despertaron una gran
atencio´n en diferentes industrias, debido a la gran aplicabilidad que pod´ıan ofrecer.
Industrias como la de los videojuegos, que mueve millones de euros al an˜o, vieron
el verdadero potencial que tienen estas aplicaciones. Por otro lado, las empresas
dedicadas a la creacio´n de simuladores, se percataron de la posibilidad de utilizar
los VEs como herramientas de entrenamiento para actividades poco convencionales,
como el entrenamiento militar, el manejo de maquinaria pesada o la medicina.
Con los VEs se puede construir mundos digitales, que se asemejen o no al mundo
real. Sin embargo, requieren de elementos de visualizacio´n avanzados para brindar
a los usuarios un elevado nivel de inmersio´n. Esta inmersio´n es lograda gracias a los
altos niveles de detalles que poseen hoy en d´ıa los nuevos motores gra´ficos, ya que
permiten disen˜ar aspectos comunes del mundo real de manera sofisticada y realista,
como el texturizado de los objetos, la ilumninacio´n, las sombras o los mismos per-
sonajes. Adema´s, es necesario contar con otros elementos, como los motores f´ısicos,
que que soporten el nivel de inmersio´n proporcionado por estos motores gra´ficos.
Los motores f´ısicos se encargan de las leyes f´ısicas (deteccio´n de colisiones, gravedad
o rozamiento) que rigen al VE, de manera que la simulacio´n de los objetos puede
ser dina´mica o esta´tica, permitiendo maximizar el realismo.
No obstante los VEs requieren de otro elemento que eleve el nivel de inmer-
sio´n.Este elemento es, sin lugar a duda, la inteligencia artificial (IA), ya que puede
dotar cierto grado de inteligencia a los objetos o personajes que habitan el VE, de
manera que no es necesario su control por parte de los usuarios. Estas entidades son
solo personajes que entran en contacto con el usuario y se les conoce como perso-
najes no jugador (Non-player Character o´ NPC); poseen una IA que les otorga un
comportamiento auto´nomo.
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Por lo tanto, un IVE es un espacio 3D que proporciona al usuario una colabora-
cio´n, simulacio´n e interaccio´n con las entidades, gracias al modelo de IA que utilizan,
incrementando au´n ma´s el nivel de inmersio´n que el usuario busca.
“Un MAS es un sistema informa´tico que esta´ situado en algu´n entorno
y que es capaz de ejecutar una accio´n auto´noma para cumplir con sus
objetivos de disen˜o”.
Michael Wooldridge [3]
Por otro lado, un MAS agrupa una cantidad definida de agentes de forma lo-
cal o distribuida, que puede ser utilizada para abordar problemas muy complejos.
Esta caracter´ıstica distribuida llama la atencio´n ya que es posible tener diferentes
agentes interactuando en un mismo entorno y ejecuta´ndose en ma´quinas distintas,
incluso en dispositivos mo´viles. Por ejemplo, diferentes investigaciones han utilizado
el entorno 3D de Second Life [4, 5], como una forma de representar y visualizar sus
entidades auto´nomas. Adema´s de las aplicaciones en videojuegos, los MAS y los IVEs
se pueden utilizar como herramientas en aplicaciones de robo´tica [6] o simulacio´n [7].
Todas las entidades que se pueden encontrar dentro de los IVEs no tienen por
que´ ser agentes. De acuerdo a la definicio´n de Wooldridge, un agente es so´lo la
parte inteligente del IVE (la mente), pero toda mente necesita tener un cuerpo pa-
ra interactuar dentro del entorno. Por lo tanto, es necesario un meta-modelo para
realizar esta diferenciacio´n. El meta-modelo llamado A&A [8, 9] podr´ıa ser el indi-
cado para esta tarea ya que permite distinguir dos tipos de entidades: los agentes
y los artefactos. Los agentes implementan o encapsulan la inteligencia y los arte-
factos representan cuerpos de estos agentes. Siguiendo la misma metodolog´ıa de
separar la mente del cuerpo, tambie´n se encuentra un meta-modelo que esta´ basado
en el meta-modelo A&A y este distingue que entidades tendra´n una representacio´n
virtual (visualizacio´n en algu´n motor gra´fico). Multi Agent Model For Intelligent
Virtual Environments (MAM5) [10] (Multi-Agent Model For Intelligent Virtual) es
un meta-modelo para el disen˜o de IVEs, y permite al desarrollador separar del IVE,
los agentes que tendra´n una representacio´n f´ısica.
MAM5 clasifica en dos grupos las entidades que se encuentran en el IVE: el pri-
mer grupo hace referencia a las entidades que poseen un cuerpo dentro del IVE y el
segundo grupo son aquellas entidades que no poseen dicha representacio´n. Actual-
mente no hay una plataforma para disen˜ar IVEs con estas caracter´ısticas, por ello
en este trabajo se presenta JaCalIV E, como una herramienta que ayude a los desa-
rrolladores a modelar, programar y mantener los IVEs. JaCalIV E es un framework
que se basa en los meta-modelos A&A , MAM5, los cuales diferencian claramente
entre agentes y artefactos, con o sin representacio´n virtual.
JaCalIV E ha incorporado un motor f´ısico que otorga a las entidades que habitan
el IVE, las restricciones dina´micas y esta´ticas necesarias para realizar simulaciones
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avanzadas. Los IVEs requieren de un sistema de visualizacio´n y JaCalIV E no incor-
pora un motor 3D propio, sin embargo de esta forma el desarrollador tendra´ libertad
de utilizar cualquier motor gra´fico, sea 3D o´ 2D, que se ejecute en un entorno web,
dispositivos mo´viles o aplicaciones de ordenador. Con todas esta caracter´ısticas se
obtiene un framework que incorpora todo lo necesario para la creacio´n y manteni-
miento de IVEs de forma ra´pida y eficaz.
1.1. Contexto
Este trabajo se ha realizado dentro del Grupo de Investigacio´n de Tecnolog´ıa In-
forma´tica-Inteligencia Artificial (GTIA) del Departamento de Sistemas Informa´ticos
y Computacio´n (DSIC), en el marco de la l´ınea de investigacio´n de MAS. Adema´s,
se ha divulgado a trave´s de dos congresos internacionales, realizados en la ciudad de
Salamanca en el mes de Junio de 2014:
13th International Conference on Practical Applications of Agents and Multi-
Agent Systems (PAAMS)[11]
9th International Conference on Hybrid Artificial Intelligence (HAIS) [12]
El trabajo que se propone, contribuye al proyecto iHAS: Sociedades Humano-
Agente: Disen˜o, Formacio´n y Coordinacio´n, financiado por el Ministerio de Ciencia
y Economı´a con referencia TIN2012-36586-C03-01, PROMETEOII/2013/019. Este
proyecto es la base de mi tesis doctoral que estara´ financiada a trave´s de un con-
trato predoctoral otorgado por la Universidad Politecnia de Valencia, con referencia
P2013-01276.
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Cap´ıtulo 2
Objetivos
Este proyecto se formula a partir de la metodolog´ıa MAM5 [10] sobre la integra-
cio´n de Sistemas Multi-Agente (MAS) con Entornos Virtuales Inteligentes (IVEs).
El objetivo global de MAM5, es el de facilitar al desarrollador el disen˜o, creacio´n
y la posterior representacio´n gra´fica de entornos virtuales basados en el modelo
enunciado anteriormente.
Para conseguir este objetivo global, se deben realizar los siguientes pasos:
1. Crear un me´todo de especificacio´n y representacio´n de los datos que forman un
IVE, as´ı como un proceso que lea y analice estos datos a trave´s de un formato
interoperable basado en esta´ndares.
2. Implementar un proceso gestor, llamado JaCalIV EFrameWork, que permita
la simulacio´n de IVEs y que, adema´s, se encargue de la creacio´n y manteni-
miento de todos sus elementos.
El objetivo concreto del presente trabajo se centrara´, en cumplir lo establecido
en el segundo punto. Para lograr lo propuesto en el punto dos del objetivo global,
se planteo´ la ejecucio´n de los siguientes objetivos espec´ıficos:
1. Construir una infraestructura que permita la creacio´n y gestio´n de agentes y
artefactos, integrados dentro de un IVE.
2. Dotar al IVE de un adecuado realismo f´ısico, como la simulacio´n de gravedad,
rozamiento, velocidad y cualquier otra restriccio´n f´ısica.
3. Establecer un API que permita la independencia de la visualizacio´n con respecto
al entorno.
4. Definir un me´todo mediante el cual el disen˜ador de IVEs pueda definir su
sistema.
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Cap´ıtulo 3
Estado del Arte
En este cap´ıtulo se introducira´n conceptos relacionados con Sistemas Multi-
Agente, metodologa´s para el modelado de entornos, en especial la de A&A y las
diferentes plataformas que permiten la construccio´n de agentes inteligentes. Dado
que este trabajo se enmarca dentro del campo de los Entornos Virtuales, este cap´ıtu-
lo tambie´n incluye secciones sobre Entorno Virtuales, simulacio´n, Entornos Virtuales
Inteligentes y por u´ltimo se detallara´ el meta-modelo MAM5 en el cual se basa este
trabajo.
3.1. Entornos Virtuales (VE)
Un Entorno Virtual (VE) es una representacio´n digital de un mundo[1], y puede
ser parecido al mundo real o un mundo imaginario. En estos mundos virtuales, los
usuarios pueden interactuar y sentir que se encuentran dentro del VE. La interaccio´n
puede suceder entre un usuario y el mundo virtual o entre varios usuarios conectados
a este mundo virtual e incluso interactuar entre ellos. Es por esto que este tipo de
aplicaciones son muy utilizadas en videosjuegos[13] y en simulacio´n[14].
3.2. Interfaz Humano Maquina
Adema´s de las aplicaciones en simulacio´n y videojuegos, los IVEs ofrecen la po-
sibilidad de crear una interaccio´n entre el usuario final y el propio IVE. Esta inter-
accio´n se puede establecer a trave´s de herramientas de interfaz humano-maquina,
de manera que el usuario es capaz de interactuar con las entidades que habitan el
IVE. JaCalIV E es una plataforma que le permite al desarrollador integrar estas
herramientas y crear aplicaciones con un alto nivel de inmersio´n. A continuacio´n
se describen algunas interfaces humano-maquina. En la Figura 3.1 se observa la
clasificacio´n de estas interfaces de acuerdo a la antigu¨edad y el nivel de adopcio´n.
A partir de esta clasificacio´n se seleccionaron las interfaces de mayor intere´s para
la creacio´n de una interaccio´n entre el IVE y el usuario:
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Figura 3.1: Clasificacio´n Interfaz Humano Maquina
1. Interfaz Natural de Usuario (Natural User Interfaces - NUI).
2. Interfaz de Usuario para Realidad Virtual (Reality User Interface - RUI).
3. Interfaz Cerebro Computadora (Brain Computer Interface - BCI).
3.2.1. Interfaz Natural de Usuario (Natural User Interfaces - NUI)
Las Interfaces de Usuario Natural (NUI) posibilitan al desarrollador crear IVEs
donde los movimientos gestuales del usuario, realizados con las manos o los pies,
son utilizados como mando de control de alguna entidad que habite el IVE. En el
mercado existen un gran nu´mero de dispositivos que proporcionan este tipo de in-
terfaz, como los touch, multi touch, gesture, voice o face recognition, o incluso los
Smartphones, tablets, Wii o Kinect. De estos dispositivos quiza´s el ma´s utilizado es
el Kinect ; es capaz de capturar los movimientos para ser convertidos en o´rdenes. Si
el desarrollador lo integra en el disen˜o de IVEs, permitir´ıa al usuario una interaccio´n
que con otros dispositivos no podr´ıa realizar. El Kinect de Microsoft que se observa
en la Figura 3.2 cambio´ completamente el concepto de interaccio´n humano-ma´qui-
na. Este dispositivo, inicialmente pensado para videojuegos, marco´ la diferencia en
la forma de jugar, pasando de los mandos con botones y joystick a controlar los
personajes utilizando el cuerpo. El Kinect se ha estado utilizando como instrumento
de captura de gestos corporales para navegacio´n [15], reconocimiento de gestos de
manos [16] y cualquier otro tipo de aplicacio´n con la necesidad de una interaccio´n
natural.
3.2.2. Interfaz de Usuario para Realidad Virtual (Reality User Interface
- RUI)
Como se describio´ en la seccio´n 3.2.1, las NUI permiten interactuar con aplica-
ciones utilizando dispositivos como el kinect o el multi touch. Y aunque este tipo
interfaz faculta la interaccio´n con entornos 3D, no permite realizar visualizaciones.
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Figura 3.2: Kinect Xbox.
(Fuente: http://www.xbox.com/es-ES/Kinect)
La realidad virtual y realidad aumentada son tecnolog´ıas pioneras en el campo
de la visualizacio´n y en entornos de simulacio´n; permiten a los usuarios estar inmer-
sos en mundos virtuales. La NASA fue uno de los primeros centros en utilizar esta
tecnolog´ıa , como se observa en la Figura 3.3.
Figura 3.3: REalidad Virtual de la NASA, pionero Scott Fisher.
(Fuente: http://warrenrobinett.com/nasa/index.html)
La desventaja de estos dispositivos en sus inicios, era el elevado costo y su gran
taman˜o. Sin embargo en los u´ltimos an˜os ha sido posible acceder a este tipo de
dispositivos a precios mo´dicos y formas ma´s ergono´micas, adquiriendo un valor sig-
nificativo en las representaciones virtuales. La Interfaz de Usuario para Realidad
Virtual (Reality User Interface - RUI), permite al usuario visualizar informacio´n
que puede ser superpuesta en el mundo real como es el caso de la realidad aumenta-
da o la creacio´n de un mundo virtual distinto al real. Por ejemplo, estas dos formas
de visualizacio´n han supuesto verdaderos intereses comerciales con el anuncio de las
Google Glass como se observa en la Figura 3.4. Este dispositivo permite visualizar
la informacio´n de un smart phone en una pequen˜a pantalla y podr´ıa ser utilizado
como una forma de visualizacio´n de informacio´n proveniente de un IVE. Este tipo
de interfaz esta´ a pocos meses de llegar al mercado y ya varias empresas esta´n ofre-
ciendo los dispositivos en pre-orden. Destacan marcas comerciales como Oculus 3D1
(Figura 3.5) o Sulon2 (Figura 3.6).
1http://www.oculusvr.com/
2http://sulontechnologies.com/
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Figura 3.4: Google Glass.
(Fuente: https://www.google.com/glass/start/)
Estos dispositivos poseen APIs para algunos de los motores gra´ficos que se han
mencionado anteriormente.
Figura 3.5: Oculus 3D DK2.
(Fuente: http://www.oculusvr.com/dk2/)
Figura 3.6: Sulon Development Kit.
(Fuente: http://sulontechnologies.com/)
3.2.3. Interfaz Cerebro Computadora (Brain Computer Interface - BCI)
La tecnolog´ıa de los Interfaz Cerebro Computadora (Brain Computer Interface -
BCI) ha crecido considerablemente en los u´ltimos an˜os, con dispositivos porta´tiles
para la captura de sen˜ales electroencefalogra´ficas (EEG). Esta interfaz captura y
procesa las sen˜ales cerebrales con el fin de que los desarrolladores creen aplicaciones
que permitan interactuar con ordenadores, tablets o smartphones. Estos dispositivos





Figura 3.7: NeuroSkiy Mind Wave.
(Fuente: http://store.neurosky.com/)
Esta empresa promocionan sus dispositivos para diversio´n e investigacio´n, siendo
la investigacio´n uno de los campos ma´s utilizados. As´ı, se puede encontrar investiga-
ciones relacionada con el uso de NeuroSky para detectar los niveles de atencio´n[17],
el reconocimiento de emociones con Emotiv EPOC [18] o en video juegos [19].
Figura 3.8: Emotiv EEG.
(Fuente: http://emotiv.com/about/media/)
3.3. Simulacio´n
Como se menciono´ anteriormente, un VE tambie´n puede ser utilizado como un
entorno de simulacio´n y como aplicacio´n es interesante porque permite el entrena-
miento en un ambiente seguro. Este tipo de entornos se esta´n implementando en
simulaciones avanzadas en medicina [20] o´ robo´tica [21]. Para que un VE tenga la
facultad de sumergir al usuario dentro de este entorno, debe contar un alto nivel
en el detalle gra´fico, implementar una simulacio´n f´ısica y una Inteligencia Artificial
(AI). Hoy en d´ıa es posible encontrar motores gra´ficos con un alto nivel de detalle
que esta´n disen˜ados principalmente para el desarrollo de videojuegos. La industria
de los videos juegos invierte millones de euros al an˜o con el fin de mejorar estos
motores, permitiendo un nivel de detalle muy alto, un texturizado muy realista y
una gran gama de iluminacio´n o´ sombras. Por ejemplo, en la Figura 3.9 se muestra
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una imagen del terreno disen˜ado en Unity3D5. Cryengine6 y Unreal UDK de Epic
Games7, como se observa en las Figuras 3.10 y 3.11 respectivamente, son otro ejem-
plo de otros tipos de motores gra´ficos con alto nivel de gra´ficos y que actualmente
se usan para el disen˜o comercial de videojuegos multi-plataforma.
Figura 3.9: Motor Gra´fico Unity 3D.
(Fuente:http://unity3d.com/company/sim/profiles)
Figura 3.10: Motor Gra´fico Cryengine.
(Fuente: http://www.crytek.com/cryengine/cryengine3/overview)
Cabe recordar que tambie´n es necesario un motor f´ısico que de´ soporte real a
esta potencia gra´fica. Aunque estos motores gra´ficos cuentan con su propio motor de
simulacio´n f´ısica, existen otros motores f´ısicos que pueden ser utilizados en diferentes
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Figura 3.11: Motor Gra´fico Unreal UDK.
(Fuente: https://www.unrealengine.com/blog/unreal-engine-4-rivalry-demo-debuts-at-google-io)
Physics Simulation)9 y JBullet (Java port of Bullet Physics Library)10.
3.4. Sistema Multi-Agente (MAS)
Un Agente es una entidad virtual inteligente, capaz de interactuar en un entorno
y modificarlo segu´n sean sus objetivos. Es capaz de realizar tareas auto´nomas y
tomar decisiones, de acuerdo a las percepciones que adquiere del entorno. Dichas
percepciones forman parte del conocimiento que el agente tiene del lugar donde se
encuentra, y son adquiridas a trave´s de sensores o me´todos externos que le otorgan
informacio´n relacionada con el entorno. La informacio´n es utilizada por el agente,
para ejecutar una accio´n que este´ acorde con sus objetivos. Estos objetivos son,
ba´sicamente, los que le proporcionan el comportamiento cognitivo con respecto al
entorno, como se muestra en la Figura 3.12.
Figura 3.12: Agente
Por otro lado, un MAS agrupa una cantidad definida de agentes de forma local
o distribuida. Esta filosof´ıa se utiliza para abordar problemas muy complejos. Si se
conoce que un agente posee unas caracter´ısticas especiales y tiene unos objetivos
claramente definidos, y se le asocia otro agente con diferentes caracter´ısticas pero
9http://bulletphysics.org/wordpress/
10http://jbullet.advel.cz/
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con los mismos objetivos, se podra´ resolver entonces un problema, teniendo en cuen-
ta las habilidades de cada uno de los agentes. La solucio´n propuesta es gracias a que
todo agentes tiene dentro de su estructura un comportamiento social, que le permite
comunicarse con otros agentes ubicados incluso en ma´quinas distintas, otorgando a
los MAS el cara´cter distribuido.
Cuando el disen˜ador quiere modelar el entorno, busca que el disen˜o tenga un alto
grado de realismo, tanto desde el punto de vista de inteligencia como de gra´ficos.
Por lo tanto, debe tener en cuenta que dentro de un IVE es necesario diferenciar
que´ entidades son inteligentes y cua´les no lo son. Las entidades inteligentes esta´n
representadas por los agentes, que poseen caracter´ısticas sociales, proactividad y
aprendizaje. Sin embargo, existe la posibilidad de modelar entornos con entidades
que no posean estas caracter´ısticas. A estas entidades no inteligentes se les conoce
como artefactos. Son entidades esta´ticas que so´lo se comportan como herramientas
que pueden utilizar los agentes. La metodolog´ıa que realiza esta distincio´n es la lla-
mada A&A (Agents & Artifacts) [8]. Esta metodolog´ıa plantea que un agente no
esta´ solo dentro de un entorno, por el contrario, un agente esta´ en contacto con otros
agentes y con otras entidades. Los artefactos dentro de un entorno representan la
estructura f´ısica[9], con la que se soporta la complejidad del entorno, permitiendo
a los MAS tener una serie de herramientas para interactuar con el entorno. Estas
herramientas pueden ser creadas por los agentes y ser destruidas y reutilizadas por
los mismos. De igual forma, pueden ser utilizadas por otros agentes con el fin de
cumplir los objetivos planteados.
Para el desarrollo de aplicaciones en MAS, se pueden utilizar diversas platafor-
mas con diferentes ventajas de disen˜o. Entre estas plataformas destacan las siguien-
tes: JADE 11, JADEX 12. Tambie´n existe tambie´n un lenguaje de programacio´n de
agentes llamado JASON, que esta´ basado en el modelo AgentSpeak y que a su vez
implementa el modelo BDI. Algunas aplicaciones en las cuales se utilizo´ JASON
como lenguaje de programacio´n de agentes son: LEGORobotics13[22], JADEX [23]
y JADE [24, 25].
El lenguaje de desarrollo de Sistemas Multi-Agente de JASON, esta´ basado en
Java y utiliza una versio´n extendida del lenguaje AgentSpeak para definir el compor-
tamiento de los agentes. AgentSpeak es un lenguaje abstracto basado en la arquitec-
tura BDI (Beliefs-Desires-Intentions) [26], y se inspira en la lo´gica y la psicolog´ıa
que permite crear representaciones simbo´licas de las creencias, deseos y las inten-
ciones de los agentes. Las creencias son la informacio´n que el agente tiene acerca
del entorno; es la informacio´n que el entorno entrega al agente. Esta informacio´n
puede ser actualizada en cada instante de tiempo. Una desactualizacio´n de infor-
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las posibles acciones que el agente podr´ıa realizar. Y las intenciones representan las
acciones que el agente ha decidido realizar y adema´s, pueden ser metas que han sido
delegadas al agente o pueden ser el resultado de un baremo de varias opciones.
No obstante en el disen˜o de entornos, los agentes no son los u´nicos modelados en
este tipo de aplicaciones, ya que en un entorno tambie´n se representan los objetos
que carecen de un comportamiento auto´nomo. Este grupo de objetos y segu´n la
metodolog´ıa A&A mencionada anteriormente, se modela mediante Artefactos. Para
modelar estas entidades y puedan interactu´en con el entorno, se usa la plataforma
CArtAgO [27]14.
3.5. Entornos Virtuales Inteligentes (IVEs)
Un Entorno Virtual Inteligente (IVE) [28], es un espacio 3D que proporciona
al usuario una colaboracio´n, simulacio´n e interaccio´n con las entidades, de forma
que experimente un nivel elevado de inmersio´n. Esta inmersio´n se logra gracias
a unos gra´ficos detallados, una f´ısica realista y una AI. Esta AI le otorga a las
entidades, que no son controladas por un usuario, un comportamiento regido por
las condiciones del entorno. Estos IVEs han despertado un gran intere´s comercial,
ya que representan una nueva forma de comercializar productos. Como ejemplo
de aplicaciones se puede mencionar Second Life15 (en la Figura 3.13 se observa
una captura del mundo virtual en Second Life). En Second Life existen tiendas
virtuales donde los usuarios pueden comprar objetos y cambiar dinero real por dinero
virtual. Estas aplicaciones despiertan un elevado intere´s comercial ya que brindan
la oportunidad de hacer negocios con personas de todo el mundo. Como ejemplo de
otras aplicaciones de los IVEs, tambie´n destacan Bluemars16, Open Wonderland17,
Opensimulator18 o Vastpark19.
Los IVEs tambien permiten la creacio´n de entorno de simulacio´n avanzada [29][6][21],
educacio´n[30] y entretenimiento[4][31][32]. Es de especial intere´s el uso de este ti-
po de Entornos Virtuales en educacio´n, como herramientas de disen˜o para realizar
pruebas con Sistemas Multi-Agente [4, 13, 5].
3.6. Multi Agent Model For Intelligent Virtual Environ-
ments (MAM5)
Existen mu´ltiples ejemplos de integracio´n de MAS con IVEs [33, 34]. No obstan-
te estos modelos plantean soluciones espec´ıficas que no permiten ser reutilizadas y
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Figura 3.13: Mundo en Second Life.
(Fuente: www.secondlife.com)
debe plantear soluciones distribuidas y reutilizables, de forma que el desarrollador
tenga la libertad de modelar sus agentes, artefactos o an˜adir propiedades f´ısicas
(dina´micas y/o esta´ticas) al entorno. Adema´s le debe permitir reutilizar las aplica-
ciones y escalar sorpresivamente su entorno. Para aprovechar las ventajas de una
solucio´n distribuida, es necesario entonces la utilizacio´n del meta-modelo MAM5[10].
MAM5 cumple con las condiciones anteriormente descritas. Este meta-modelo
define completamente todos los elementos que habitan un IVE, permitie´ndole al
desarrollador definir la parte cognitiva (MAS), los objetos (Artefactos) con sus pro-
piedades f´ısicas y las leyes f´ısicas que rigen el entorno. MAM5 a su vez divide en
dos categor´ıas el modelado de IVEs: En la primera, todos aquellos elementos que
tendra´n una representacio´n virtual, es decir, todos aquellos que tengan un cuerpo
dentro del IVE, y en la segunda, todos aquellos que no poseen una representacio´n
f´ısica dentro del IVE, como aquellos agentes que gestionan otros objetos como ba-
ses de datos o cuentas de usuario. La estructura del meta-modelo MAM5, se puede
observar en la Figura 3.14.
De acuerdo al planteamiento presentado por MAM5, en el IVE interactuan entre
si las entidades con representacio´n virtual con las que no tiene esta representacio´n.
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Figura 3.14: Meta-Modelo MAM5.
Este es un aspecto destacable ya que un agente que tenga una representacio´n virtual
puede comunicarse con un agente que no la tenga. Cabe aclarar tambie´n que MAM5
no incorpora dentro de su meta-modelo una etapa de renderizado, otorga´ndole al
desarrollador la posibilidad de utilizar cualquier render, es decir cualquier motor
gra´fico 3D, lo que le confiere mayor grado de libertad a la hora de disen˜ar IVEs.
As´ı el desarrollador puede disen˜ar diferentes formas de visualizacio´n ya sea 3D o 2D,
para dispositivos mo´viles u ordenadores e incluso para Webs 20.
MAM5 plantea una clara separacio´n entre la mente y el cuerpo de la entidades
que habitan los IVEs. La mente estar´ıa conformada por los agentes cuyos com-
portamientos se programan utilizando JASON. Los artefactos, modelados con la
herramienta CArtAgO, permitirian a los agentes interactuar en el entorno. CArtA-
gO es una herramienta basada en el meta-modelo A&A [8], el cual define que dentro
de un entorno existen dos tipos de entidades: los agentes como entidades auto´nomas
y los artefactos como los objetos que esta´n dentro del entorno. A continuacio´n se
detallaran los diferentes elementos y caracter´ısticas de los dos grupos en los que se
divide un IVE segu´n MAM5.
3.6.1. Elementos No Representables Virtualmente
En este grupo esta´n los elementos que no tienen representacio´n virtual dentro del
IVE, y comprende los siguientes items:
20http://jacalive.gti-ia.dsic.upv.es/Unity Render/UnityRender.html
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1. Agentes: Representan las entidades auto´nomas del sistema. En esta parte del
meta-modelo estos agentes pueden gestionar objetos que no este´n representados
dentro del IVE. Estos agentes podra´n gestionar cuentas de usuario, bases de
datos, o cualquier otro elemento que no tenga representacio´n virtual.
2. Artefactos: Son todos aquellos elementos no auto´nomos que no tienen una
representacio´n virtual dentro del IVE, tales como bases de datos, servidores
web, etc.
3. Workspaces: Estos son los contenedores de los agentes y artefactos. Podra´n
existir diferentes workspaces con diferentes tipos de agentes y artefactos, lo que
permitira´ una agrupacio´n de entidades dependiendo de sus caracter´ısticas. Esto
ayuda a tener workspaces estructurados.
3.6.2. Elementos Representables Virtualmente
Esta´ compuesta por los elementos que poseen una representacio´n virtual, es de-
cir, las entidades que tendra´n un cuerpo en 3D situados dentro del mundo virtual
al renderizar el entorno. Estos elementos son los que otorgan al entorno un parecido
al mundo real o crean un mundo completamente distinto, de acuerdo a las especi-
ficaciones del disen˜ador sobre las caracter´ısticas que deben tener estos elementos.
Cabe destacar, que este aspecto puede influir en el nivel de inmersio´n que se logre
con el IVE, gracias a la interaccio´n del mismo a trave´s de las interfaces establecidas
y mediadas por la simulacio´n f´ısica que lo gobierne. A continuacio´n se describen los
elementos representables virtualmente, definidos por el meta-modelo MAM5.
1. Inhabitant Agents: Son los agentes que tienen una representacio´n virtual
dentro del entorno, es decir poseen un cuerpo con el cual interactuan con el
entorno. Este cuerpo le ayudara´ a percibir el entorno donde encuentra y modi-
ficarlo.
2. IVE Artifacts:Los IVE Artifacts son objetos que poseen una representacio´n
3D dentro de un mundo virtual. Esta representacio´n puede ser el cuerpo de un
agente, una herramienta o un objeto con el cual el agente interactuar´ıa. Estos
artifacts se caracterizan por poseer una serie de propiedades f´ısicas que definen
su relacio´n con el mundo virtual, como la forma (informacio´n que se enviara´ a
los renders para su visualizacio´n), la masa, el largo o el ancho.
3. IVE Laws: Son la leyes que rigen el mundo virtual. Estas leyes permitira´n
definir las restricciones f´ısicas del entorno, indicando la gravedad, el ı´ndice de
rozamiento u otra restriccio´n f´ısica.
4. IVE Workspaces: Es donde se define la estructura del entorno, la topolog´ıa
del mapa, la disposicio´n f´ısica de las entidades como los IVE Artifacts y Inha-
bitant Agents que aparezcan en e´l. Un IVE Workspaces incluye las leyes f´ısicas
(IVE laws), que afectan a todas las entidades que se encuentran dentro del
lugar que se modela.
Cap´ıtulo 4
JaCalIV E
En la literatura existen aproximaciones que utilizan Sistemas Multi-Agente (MAS)
como un paradigma para el modelado de IVEs. No obstante existen actualmente al-
gunos problemas sin resolver, a la hora de realizar el disen˜o de IVEs,entre los que
pueden destacar: baja generalidad y reutilizacio´n y soporte de´bil para el manejo
de entornos abiertos y dina´micos, donde los objetos se crean y destruyen de forma
dina´mica. Este trabajo se enfrenta al reto de desarrollar una metodolog´ıa para el
desarrollo de IVEs, basa´ndose en el meta-modelo MAM5. Esta metodolog´ıa se ha
denominado JaCalIV E (JASON CArtAgO implemented Intelligent Virtual Envi-
ronment).
Para que la metodolog´ıa JaCalIV E pueda realizar lo planteado, se vio la nece-
sidad que crear una plataforma que la soporte, y se ha llamado JaCalIV E Frame-
work. Esta plataforma se encarga de la ejecucio´n de lo modelado por el desarrollador.
JaCalIV E Framework a su vez integra JASON para el modelado de MAS, CAr-
tAgO para el modelado de entorno y artefactos y Jbullet como motor de simulacio´n
f´ısica.
No obstante, lo que el desarrollador quiere al final es poder visualizar su IVE e
interactuar con e´l, por lo que se ha desarrollado una forma de visualizar en 3D los
IVEs, y adema´s se estudio´ la posibilidad integrar algu´n tipo de interfaz que permi-
ta interactuar con los mismos. Para visualizar lo que el desarrollador ha disen˜ado,
se plantean dos tipos de renders : El primero es un render del desarrollador y se
encuentra dentro de JaCalIV E Framework , con el que se puede observar lo que
se ha disen˜ado de una forma simple (promitivas basicas); el segundo render esta
construido en Unity 3D y proporciona un nivel de detalle mayor que el anterior. De
esta forma le permite al desarrollador visualizar estructuras ma´s complejas y mejor
detalladas.
La visualizacio´n no es la u´nica forma de interactuar con un IVE ya que existen
diferentes herramientas que permiten al desarrollador crear aplicaciones para que
el usuario pueda interactuar con el IVE. De esta forma el IVE no solo es una he-
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rramienta para la representacio´n de informacio´n, sino tambie´n para la existencia de
un flujo en doble sentido de informacio´n, es decir, que el usuario interactu´e con el
IVE y que a su vez el IVE interactu´e con el usuario, de una forma muy natural y
sin una comunicacio´n explicita entre los dos. Por esta razo´n se realizo´ estudio de
algunas herramienta de Interfaz Humano-Maquina como las descritas en la seccio´n
3.2, de las cuales destacan algunas por su innovacio´n y la posibilidad de crear aplica-
ciones para que los usuarios puedan interactuar con los agentes que habiten los IVEs.
En este cap´ıtulo se hablara´, en primer lugar, sobre el me´todo de desarrollo de
IVEs, y en la segunda seccio´n, se hablara´ sobre la plataforma que se encarga de dar
soporte de ejecucio´n, llamada JaCalIV E Framework.
4.1. Me´todo de Desarrollo de IVEs
El me´todo propuesto para el desarrollo de IVEs llamado JaCalIV E, plantea que
para el disen˜o de un IVE es necesario contar con tres partes: Modelado, Traduccio´n
del XML y Simulacio´n. Estas tres partes se describen a continuacio´n.
1. Modelado: El primer paso es el disen˜o del IVE. JaCalIV E proporciona un
XSD basado en el meta-modelo MAM5. Segu´n e´l, un IVE puede estar com-
puesto por dos tipos diferentes de Workspace. Por un lado se modelan todas
las entidades que tengan una representacio´n virtual y por otro lado las entida-
des que no tengan dicha representacio´n. En esta etapa se incluyen tambie´n la
especificacio´n de los agentes, los artefactos y las leyes f´ısicas que rigen el IVE.
2. Traduccio´n del XML: El segundo paso es la generacio´n de co´digo automa´tico.
En esta etapa se crean automa´ticamente los esqueletos de co´digo para cada uno
de los agentes y artefactos. JaCalIV E cuenta con una aplicacio´n que permite
al desarrollador obtener la informacio´n almacenada dentro del archivo XML y
traducirla a fragmentos de co´digo Java o co´digo JASON.
3. Simulacio´n: Finalmente el u´ltimo paso es la etapa de simulacio´n. Los agentes y
entidades generadas se ejecutan simulando el IVE sobre JaCalIV E Framework.
Esta´ plataforma utiliza JASON, CArtAgO y Jbullet. JASON ofrece el soporte
BDI a los agentes por lo que los agentes podra´n tener una metodolog´ıa basada
en deseos, creencias e intenciones. CArtAgO ofrece a JaCalIV E el modelado de
entornos y de artefactos, permitiendo la creacio´n de los objetos con los cuales los
agentes interactuar´ıan dentro del IVE. Y por u´ltimo Jbullet se encarga de dar
soporte a la simulacio´n f´ısica del IVE. JaCalIV E al estar basado en JASON,
posee internamente un agente llamado jacalive y se encarga de supervisar y
controlar el IVE.
En la Figura 4.1 se muestra los pasos descritos anteriormente, y que se deben
seguir para crear un IVE de acuerdo al me´todo propuesto.
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Figura 4.1: Esquema General, JaCalIV E.
JaCalIV E es una herramienta versa´til para el desarrollo de IVEs, ya que no
solo permite al desarrollador crear los comportamientos de los agentes basados en
JASON, sino que tambie´n le permite introducir otras herramientas de IA, para
complementar los comportamientos de los agentes, como los algoritmos gene´ticos
[35], los modelos de markov [36], clasificacio´n [37, 38] o aprendizaje por refuerzo
[39]. La introduccoio´n de estas herramientas de IA se debe principalmente a que
el agente se comporta como un contenedor de estas herramientas. De esta forma
el agente tendr´ıa ma´s herramientas para realizar los procesos de razonamiento y la
informacio´n provendr´ıa de las percepciones obtenidas del entorno.
4.1.1. Modelado
Para que el desarrollador agilice el disen˜o de IVEs, la primera etapa que JaCalIV E
le otorga dentro del me´todo propuesto es la del modelado. En esta etapa el desarro-
llador podra´ plasmar su modelo de IVE utilizando el lenguaje XML. Este lenguaje
le permite almacenar la informacio´n del IVE de forma legible. La estructura de este
fichero XML, usado por el desarrollador para describir su IVE, viene definido por
un esquema XSD que se realizo´ tomando como base el meta-modelo MAM5. Con
este XSD se busca ayudar al desarrollador a analizar sinta´cticamente los archivos
XML, impidie´ndole escribir etiquetas incorrectas o que no este´n dentro de la etapa
de modelado.
El XSD utilizado para el modelado de IVEs se muestra en la Figura 4.2, en la cual
se puede observar la clara separacio´n de la parte no virtual de la virtual. As´ı mismo
podemos observar las diferentes entidades que pueden conformar un IVE.
En esta etapa se le permite al disen˜ador describir el IVE a un nivel de abs-
traccio´n elevado, sin crear una sola l´ınea de co´digo sobre el comportamiento de
los agentes, artefactos o f´ısica del IVE. U´nicamente plasmando su idea del IVE en
te´rminos del meta-modelo MAM5, y le permitira´ realizar modificaciones de su mo-
delo desde el XML. Es en esta etapa, el desarrollador plantea necesidades como el
nu´mero de agentes con representacio´n virtual (Inhabitant Agent), artefactos virtua-
les (IVE Artifacts), agentes que no tendra´n una representacio´n virtual (Agentes) y
que´ leyes f´ısicas quiere que intervengan en el IVE. Estas necesidades se plantean
sin realizar ningu´n tipo de programacio´n en JAVA, JASON o CArtAgO. Para de-
mostrar co´mo se crea un IVE, se ha creado un pequen˜o IVE de ejemplo llamado
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Figura 4.2: XSD utilizado para el analisis sinta´ctico del XML
starshipExplores con el cual se explicara´n los procesos restantes. Un fragmento
de co´digo de este ejemplo se puede observar en la Figura 4.3, en la cual se crea el
workspace, las entidades que lo habitara´n (Agentes y Artefactos) y las leyes f´ısicas
que regira´n el workspace.
Figura 4.3: Modelado de un IVE en XML
Es importante resaltar que los IVE Artifacts poseen propiedades f´ısicas que pue-
den ser de dos tipos:
1. PERCEIVABLE: Son aquellas propiedades a las cuales todos los agentes
podra´n acceder. Estas propiedades pueden ser: D posicio´n, largo, masa, forma,
velocidad inicial, entre otras.
2. INTERNAL: Son propiedades privadas que solo los agentes que las poseen
podra´n utilizar y percibir, como la aceleracio´n, la masa y el taman˜o.
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En la Figura 4.4 se puede observar como es la configuracio´n de dichas propiedades
en el archivo XML.
Figura 4.4: Propiedades PERCEIVABLE y INTERNAL
Dentro de un mismo IVE, es posible tener diferentes workspaces virtuales (delimi-
tados por la etiqueta VIRTUAL). Es importante tenerlo en cuenta ya que JaCalIV E
contempla la creacio´n de diferentes workspaces, en los cuales habitara´n diferentes
entidades con diferentes condiciones y restricciones f´ısicas. Por lo tanto, se tendra´n
entidades que con un comportamiento particular en su workspace, pero al cambiar
de workspace con otras condiciones su comportamiento se podra´ ver afectado. Un
ejemplo simple podr´ıa ser dos workspace en los cuales las gravedades son distintas,
uno con una gravedad cero y el segundo con una gravedad como la de la tierra (-9.8)
como se muestra la Figura 4.5.
Figura 4.5: Configuracio´n IVE LAW
Es importante mencionar que, el desarrollador podra´ agregar propiedades f´ısicas
como, el rozamiento, velocidades angulares o cualquier otro tipo de restriccio´n f´ıscia
que soporte Jbullet. Una vez el desarrollador ha modelado su IVE, el siguiente paso
es traducir este XML en esqueletos de co´digo, los cuales podra´n ser modificados, y
de esta forma programar el IVE.
4.1.2. Traduccio´n del XML
Una vez el desarrollador ha modelado el IVE en te´rminos del meta-modelo MAM5,
el siguiente paso es la creacio´n automa´tica de esqueletos de co´digo que sera´n utiliza-
dos para crear los comportamientos de cada una de las entidades. Es en esta etapa
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del disen˜o de IVEs, el desarrollador programar´ıa el IVE, despue´s de que JaCalIV E
haya creado los primeros co´digos y se ejecuten sin ningu´n error, es decir, podra´ acce-
der a los diferentes archivos creados automa´ticamente por la herramienta, y an˜adir
la programacio´n de los comportamientos de los agentes, artefactos y los para´metros
f´ısicos necesarios para la simulacio´n.
El generador automa´tico de co´digo extrae la informacio´n del XML y la convierte
a clases de JAVA o archivos JASON (*.asl). En este momento el desarrollador inicia
la programacio´n del IVE que ha disen˜ado, creando los comportamientos de todas la
entidades. Siguiendo con el ejemplo starshipExplores, en la Figura 4.6 se puede
observar como es la construccio´n automa´tica de un esqueleto de co´digo, asociado a
un IVE Workspace y un IVE Artifact dentro de e´l.
Figura 4.6: Creacio´n de los Templates
4.1.3. Simulacio´n
Esta es la u´ltima etapa del me´todo que se propone en JaCalIV E. En la simu-
lacio´n del IVE, JaCalIV E utiliza como soporte las siguientes herramientas en las
que se sustenta JaCalIV E Framework.
1. JASON 1: Es la herramienta encargada de la creacio´n y gestio´n de los agentes
que habitan el IVE. En JASON el desarrollador creara´ los comportamientos de
los agentes, los planes y todo lo relacionado con la estructura de comunicacio´n
y accio´n del agente.
2. CArtAgO2: Es la herramienta encargada de dar soporte a los workspaces en
los que habitan todos los artefactos que se han modelado en el XML.
3. Jbullet3: Es la herramienta encargada de la simulacio´n f´ısica y de controlar to-
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o la deteccio´n de colisiones.
Estas herramientas que dan soporte a JaCalIV E, son las que se encargan de
realizar la simulacio´n del IVE, que el disen˜ador ha creado en los dos pasos ante-
riores. Pero JaCalIV E es una API que es independiente del render permitie´ndole
al desarrollador crear su propia forma de visualizacio´n.JaCalIV E incorpora dentro
de e´l un entorno de visualizacio´n propio, que le permitir´ıa al disen˜ador realizar una
primera visualizacio´n, ra´pida pero con un bajo nivel de detalle. En el momento en el
cual el desarrollador decide que lo que hacen sus entidades es lo correcto, se puede
hacer un render ma´s complejo utilizando otro tipo de herramienta ma´s especializa-
da. En la Figura 4.7 se puede observar como es el render que se incorpora dentro
de la API.
Figura 4.7: Render del Desarrollador
No obstante, se desarrollo´ un render utilizando Unity 3D, con el cual se visualizan
las entidades del entorno con ma´s nivel de detalle. Las entidades con representacio´n
en el mundo virtual pueden ser disen˜adas utilizando herramientas avanzadas para
la creacio´ de modelos 3D (SolidWorks, 3D-Max Studio, Blender, etc.) compatibles
con el motor gra´fico que se valla a utilizar.
En la Figura 4.8 se observa el producto final del ejemplo starshipExplores,
creado para explicar los pasos para el disen˜o de IVEs con la metodolog´ıa descrita.
Como se puede observar, los gra´ficos de estas dos ima´genes tienen mayor nivel de
detalle, permitiendole al desarrollador construir IVEs ma´s realistas e inmersivos pa-
ra el usuario.
JaCalIV E es una API que permite al desarrollador acoplar sus propias APIs,
mejorando asi su IVE. Por ejemplo, se selecciono´ una Interfaz Humano-Maquina
para acoplarlo a JaCalIV E y comprobar la conexio´n. El dispositivo Neurosky se
utilizo´ como dispositivo de prueba.
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Figura 4.8: Naves Espaciales en Unity 3D
4.2. Plataforma de Soporte de
Ejecucio´n: JaCalIV E Framework
En este cap´ıtulo se explicara´ co´mo funciona JaCalIV E Framework desde den-
tro, describiendo las diferentes herramientas que ayuda a que JaCalIV E funcione
y cumpla con lo planteado. Adema´s se hablara´ sobre la estructura interna de Fra-
mework, formado por las aplicaciones que permiten crear los esqueletos de co´digo
(BuildJaCalIV E), el agente que supervisa a todas la entidades que habitan el IVE
creado (AgenteJaCalIV E) y la aplicacio´n encargada de realizar el puente de comu-
nicacio´n entre Jason y JaCalIV E (JaCalIV E4Jason). En la Figura 4.9 se muestra
el esquema de JaCalIV E Framework, en el cual se observan las herramienta que lo
soportan junto con JaCalIV E4Jason.
Figura 4.9: Esquema de JaCalIV E Framework
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4.2.1. BuildJaCalIV E
Esta aplicacio´n fue creada para interpretar la informacio´n que ha sido plasmada
por el desarrollador, es decir, extrae todos los datos que se han escrito en el archivo
XML y se encargada de realizar lo explicado en la etapa de 4.1.2; crea los esqueletos
de co´digo que sera´n completados por el desarrollador. La aplicacio´n lee las etiquetas
del XML, extrayendo los nombres, propiedades o los valores nume´ricos correspon-
dientes que sera´n utilizados para la creacio´n de los esqueletos de co´digo. A diferencia
del resto de partes de Framework, esta se ejecuta off-line antes de la ejecucio´n del
sistema, mientras que el resto forman el soporte de la fase de simulacio´n. El esquema
de esta aplicacio´n se muestra en la Figura 4.10.
Figura 4.10: Esquema de BuildJaCalIV E
4.2.2. Agentejacalive
Este es el agente encargado de la supervisio´n de todas las entidades que habitan el
IVE. JaCalIV E cuenta con este agente llamado jacalive para supervisar a los dema´s
agentes y crear todos los artefactos que se han definido en la etapa de modelado. Si
un agente quiere mover su cuerpo aplicando una fuerza sobre e´l y desplazarlo a una
nueva posicio´n, la posicio´n obtenida por el agente tiene que ser enviada a jacalive.
De esta forma jacalive puede validar la nueva posicio´n ya que e´l conoce todo el
entorno en el cual la entidad se esta´ moviendo. Si un agente quiere cambia alguna
restriccio´n f´ısica en el momento de ejecucio´n, este cambio sera´ validado y realizado
por jacalive el cual se muestra en la Figura 4.11. A dema´s de supervisar el flujo de
informacio´n dentro del IVE, este agente se encarga tambie´n de enviar la informacio´n
a los diferentes tipos de renders. Para ello se establecio´ una comunicacio´n abierta, es
decir que el desarrollador pudiese crear su propia estructura de env´ıo de informacio´n
al render y de esta forma se lograra una mayor versatilidad en el disen˜o de IVEs.
4.2.3. Jacalive4Jason
En la Figura 4.12, se muestra el diagrama de Jacalive4Jason. Esta herramienta
es la encargada de crear el puente de comunicacio´n entre JaCalIV E Framework,
y el agente jacalive. Se vio la necesidad de crearla, ya que no exist´ıa una manera
directa para comunicar el agente emphjacalive con las aplicaciones Jason, CArtAgO
y JBulet. Jacalive4Jason inicializa todo el Framework y al mismo tiempo inicializa
el entorno configurando para´metros como la gravedad o el nombre de los workspaces.
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En esta seccio´n se muestran dos ejemplos de aplicacio´n de JaCalIV E. El primer
ejemplo de aplicacio´n es una simulacio´n en gravedad cero, utilizando modelos de
asteriodes y naves espaciales como artefactos del entorno.
El segundo ejemplo de aplicacio´n es una simulacio´n de robo´tica modular, en la
cual se pretende crear un entorno con robots modulares que podra´n desplazarse por
el entorno y asimilar nuevas partes para cambiar su forma.
5.1. Ejemplo Star Ship
El objetivo de este ejemplo es mostrar co´mo se crea un IVE utilizando JaCalIV E.
Se quiere crear un entorno simple con tres artefactos y un agente, los cuales estara´n
en el espacio, con sus respectivas restricciones f´ısicas como, la ausencia de gravedad
y un rozamiento nulo. Este ejemplo fue basado en el videojuego Asteroids (Figura
5.1), en el cual se plantea la aparicio´n de asteriodes en el espacio y deben ser des-
truidos por el jugado. En este caso el jugador es reemplazado por un agente, pero
de igual forma se pueden plantear algunas modificaciones con el fin de crear una
interaccio´n humano-agente.
5.1.1. Modelado
Siguiendo la metodolog´ıa MAM5, se debe crear primero un modelo del IVE.
Utilizando un editor de XML se define a que´ parte del IVE van a pertenecer la
entidades, es decir, si las entidades tendra´n una representacio´n virtual. Lo siguiente
es dar nombre al workspace ya que en e´l habitaran todas las entidades y definir cada
uno de los workspaces que existira´n. En la parte virtual habra´ un workspace para
cada lugar con caracter´ısticas f´ısica distintas, es decir que si se quiere realizar un
modelado ma´s detallado del juego, el desarrollador podr´ıa tener dos workspaces. El
primero relacionado con el espacio exterior, el cual tendr´ıa una gravedad de cero y
otras condiciones f´ısicas, y el segundo workspace puede ser el interior de la nave, con
sus respectivas restricciones f´ısicas y artefactos.
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Figura 5.1: Juego Original de Asteriodes.
(Fuente: http://www.freeasteroids.org/)
Este ejemplo cuenta con tres artefactos, uno hace referencia a la nave espa-
cial, el cual se le ha llamado Body Artifact y los otros dos se les ha llamado
Unlink Asteroid1 o Unlik Asteroid2. En la Figura 5.2 se muestra co´mo quedar´ıa el
XML para este ejemplo. Es importante recalcar que para esta versio´n de JaCalIV E
Framework, los artefactos tienen que ir acompan˜ado del prefijo Link y Unlink, ya
que en versiones siguiente de JaCalIV E Framework, sera´ posible que una serie de
artefactos se puedan adherir entre s´ı. De esta forma los artefactos que tengan el
prefijo Link podra´n unirse con otros que tenga el mismo prefijo y lo que tenga el
Unlink no podra´n hacerlo.
1. Body Artifact: se declarar´ıa de la siguiente forma: Body Nombre del Artefacto.
2. Link Artifact: se declarar´ıa de la siguiente forma: Link Nombre del Artefacto.
3. Unlink Artifact: se declarar´ıa de la siguiente forma: Unink Nombre del Artefacto.
Una vez teniendo claro en que´ lugar habitaran las entidades y sabiendo cuantas
se necesitan, lo siguiente es configurar las propiedades de cada una de ellas. En los
IV E Artifact es necesario que el desarrollador especifique algunas propiedades f´ısi-
cas del artefacto, como el ancho, largo o forma. Estas propiedades son definidas en
dos partes: la primera son las propiedades observables y la segunda son las propie-
dades no observables. Las observables son aquellas que posee el artefacto y podr´ıan
ser vista por cualquier agente, mientras que las no observable son aquellas que solo
el artefacto o agente asociados puede ver como se muestra en la Figura 5.3. Este
mismo procedimientos se realiza para todos los IVE Artifacts presentes dentro del
IVE.
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Figura 5.2: Creacio´n del IVE Workspace y la entidades que lo habitan.
Figura 5.3: Configuracio´n de un IVE Artifact.
El siguiente paso es configurar el inhabitant agent. Es primordial darle un nombre
al agente y recordar que todos los nombre de los agentes tienen que ser en minu´sculas.
Figura 5.4. Lo siguiente es dar un nombre a los body artifacts que tendra´ el agente,
con el cual se podra´ saber cua´ntos body artifacts tiene el mismo. Y por u´ltimo se le
dara´ un nombre al archivo de JASON que tendra´ que ser igual a el nombre dado al
agente. En la figura 5.4 muestra el proceso descrito anteriormente.
Figura 5.4: Configuracio´n de un Inhabitant Agent.
Para finalizar la etapa de modelado del IVE se debe configurar las restricciones
f´ısicas del entorno. En este ejemplo al ser una nave espacial, la restriccio´n f´ısica a
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utilizar es la gravedad y esta nula en todos los ejes (X, Y, Z), como se muestra en
la Figura 5.5.
Figura 5.5: Configuracio´n de una IVE Law.
5.1.2. Traduccio´n del XML
Una vez modelado el IVE, lo siguiente es crear, de forma automa´tica, los templa-
tes los cuales sera´n completados por el disen˜ador. En el instante en el que se generan
los templates, esta´ran listos para ser ejecutados por la herramienta JASON.
Cuando se tienen los archivos generados es solo ir a la herramienta de JASON
y abrir el proyecto con extensio´n *.mas2j, y realizar la primera compilacio´n. Solo
se observara´ la ventana de JASON, ya que al no tener ningu´n comportamiento o
render acoplado a JaCalIV E Framework, no se podra´ visualizar nada.
El siguiente paso es realizar la programacio´n del IVE. Utilizando JASON se
agregar el co´digo a los templates que se han generado de forma automa´tica. Un
ejemplo de este co´digo se puede ver en la Figura 5.6.
Figura 5.6: Generacio´n de Co´digo Automa´tico.
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En la Figura 5.7 se muestra un ejemplo de como se puede aplicar una velocidad en
los 3 ejes de un IVE Artifact, esto se vera´ luego reflejado en la etapa de simulacio´n.
Figura 5.7: Aplicando una velocidad a un IVE Artifacts.
5.1.3. Simulacio´n
El u´ltimo paso para este ejemplo es la simulacio´n, en el cual se ejecutara´ la
herramienta JaCalIV E obteniendo una primera visaualizacio´n del IVE. Es en este
punto se pueden observar todos los comportamientos que han sido programados en
las etapas anteriores y se realiza el acople con el render usando Unity 3D, de modo
que se pueden observar los objetos con un mayor nivel de detalle, como se muestra
en la Figura .
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Figura 5.8: Ejemplo Naves Espaciales.
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5.2. Ejemplo Robot Apodo
En este ejemplo se pretende mostrar como se puede utilizar JaCalIV E, en una
simulacio´n de robo´tica modular. Un robot modular es una estructura robo´tica com-
puesta por diferentes mo´dulos y cada modulo representa una u´nica entidad. Esta
entidad tiene la capacidad de adherirse a otras estructuras similares o estructuras
que posean la misma conexio´n de acople. Un ejemplo de un robot modular se muestra
en la Figura 5.9.
Figura 5.9: Roombots. (Fuente: http://biorob.epfl.ch/cms/page-36376.html)
Una de las caracter´ısticas principales de este tipo de robots, es la capacidad de
modificar su forma, dependiendo del entorno en el que se encuentre. Si se logra tener
la cantidad suficiente de mo´dulos es posible crear estructuras complejas con compor-
tamientos complejos. Una de las ventajas del uso este tipo de robots como ejemplo,
es la posibilidad ver cada uno de los mo´dulos como un agente. De esta forma se logra
la descentralizacio´n de la estructura y se consigue una estructura distribuida, donde
cada una de las entidades posee un comportamiento propio. Dada la peculiaridad
de cambiar de forma de estos robots, en los u´ltimos an˜os se han disen˜ado diferentes
plataformas que aprovechan esta propiedad, y es frecuente su uso en aplicaciones
de bu´squeda y rescate [40] y exploracio´n espacial [6] La utilizacio´n de JaCalIV E
como herramienta de simulacio´n de IVEs permitir´ıan realizar simulaciones avanza-
das para este tipo de robots. Se determinar´ıa cua´les son las mejores configuraciones
para determinados escenarios de aplicacio´n real, lo que permitir´ıa evaluar diferentes
algoritmos de reconfiguracio´n o estudio de comportamientos emergentes.
Por lo tanto, se pretende mostrar la utilidad de JaCalIV E como herramienta de
simulacio´n en robo´tica y a continuacio´n se describira´n los pasos para la simulacio´n
de un mo´dulo de este tipo de robots. Para realizar la simulacio´n del robot modular
es necesario saber por cuantos mo´dulos estara´ compuesto. Para este ejemplo se es-
tablece que el robot contenga solo dos mo´dulos. Un mo´dulo izquierdo y un mo´dulo
derecho con una articulacio´n en los tres ejes (X, Y, Z) como de muestran en las
Figuras (5.10, 5.11, 5.12). Este eje de articulacio´n dependera´ de co´mo se indique el
desplazamiento del robot por el entorno.
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Figura 5.10: Eje de Articulacio´n en X.
Figura 5.11: Eje de Articulacio´n en Y.
Figura 5.12: Eje de Articulacio´n en Z.
Una vez configurado el IVE Workspace, donde habitaran las entidades y la can-
tidad necesaria para el IVE, y las propiedades f´ısicas, observables y no observables
(ejes de articulacio´n, ancho, largo, algo, forma),el siguiente paso es la creacio´n au-
toma´tica de los esqueletos de co´digo.
5.2.1. Modelado
Siguiendo la metodolog´ıa MAM5, lo primero es crear un modelo del IVE. Utili-
zando un editor de XML se define primero a que parte del IVE van a pertenecer
la entidades, es decir, si las entidades tendra´n o no una representacio´n virtual. Lo
siguiente es dar nombre al workspace donde habitaran todas las entidades; definir
cada uno de los workspaces que existira´n. En la parte virtual, habra´ un workspace
para cada lugar con caracter´ısticas f´ısica distintas.
5.2.2. Traduccio´n del XML
Un vez modelado el IVE, el siguiente paso es crear de forma automa´tica los
templates, los cuales sera´n completados por el disen˜ador. La definicio´n del eje de
articulacio´n sera´ desde el XML, bajo la etiqueta de Joint permitiendo elegir en que
eje se quiere hacer la articulacio´n como se muestra en la Figura 5.14. La articulacio´n
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Figura 5.13: Creacio´n del IVE Workspace y las entidades que lo habitan.
se puede elegir solo en un eje al tiempo, colocando el nu´mero ”1.en el eje en el que
se quiere hacer la articulacio´n.
Figura 5.14: Eje de Articulacio´n del Robot Apodo.
Una vez que se tienen los archivo generados es solo ir a la herramienta de JASON
y abrir el proyecto con extension *.mas2j. y realizar la primera compilacio´n. Solo
saldra´ la ventana de JASON sin ningu´n tipo de visualizacio´n 3D, ya que no se ha
realizado ningu´n tipo de programacio´n de comportamientos y restricciones f´ısicas.
El desplazamiento del robot modular a trave´s del entorno, es similar al movimiento
de las orugas o gusanos. Esta forma de desplazarse se asemeja a un oscilador sinu-
soidal mostrado en la ecuacio´n 5.1, por lo que utilizando esta ecuacio´n se calculan
los a´ngulos con los cuales se realiza el movimiento de los mo´dulos.
γj(t) = Aj sin(
2pi
τ
t+ ψj) +Oj (5.1)
La Figura 5.15 muestra co´mo es la codificacio´n de un oscilador sinusoidal. Este
co´digo es el encargado de realizar el desplazamientos del robot por el entorno.
La Figura 5.16 muestra como es la sen˜al de salida del oscilador sinusoidal para
un solo modulo. Si existieran ma´s mo´dulos unidos la sen˜al tendr´ıa que propagarse
en funcio´n de la cantidad de cuerpos existentes.
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Figura 5.15: Generacio´n de Co´digo Automa´tico.
Figura 5.16: Oscilador Sinusoidal.
5.2.3. Simulacio´n
En el proceso de simulacio´n se ha creado un modulo 3D del robot y sera´ visuali-
zado por Unity 3D para tener una representacio´n gra´fica ma´s realista. Este modelo
se puede ver en la Figura 5.17, y es el mismo que se visualizara´ en los diferentes
renders.
Figura 5.17: Generacio´n de Co´digo Automa´tico.
Cap´ıtulo 6
Conclusiones y Trabajos Futuros
En este trabajo se ha disen˜ado e implementado una plataforma para el disen˜o de
IVEs, basada en el meta-modelo MAM5, para definir un IVE en te´rminos de agentes
y artefactos. El desarrollo de este tipo de aplicaciones mediante esta herramienta
permitio´ el modelado, programacio´n y simulacio´n de IVEs de forma ma´s fa´cil y
ra´pida. Adema´s cabe destacar la naturaleza distribuida de los sistemas desarrolla-
dos con esta nueva herramienta, en contraposicio´n con otras plataformas que solo
proporcionan soluciones centralizadas. JaCalIV E plantea un me´todo de desarrollo
de IVEs, iniciando con una etapa de modelado, en la cual el desarrollador plasma la
idea del IVE, y le permite hacer cambios ra´pidos, aumentar la cantidad de agentes o
artefactos desde un archivo XML. A su vez le brinda una herramienta que convierte
la informacio´n almacenada en el archivo XML, en esqueletos de co´digo para que el
desarrollador programe con ma´s facilidad. De esta forma el desarrollador podra´ si-
mular restricciones f´ısicas como la gravedad, rozamiento, velocidad y cualquier otra
restriccio´n soportada por el motor f´ısico.
Se construyeron dos tipos de render para visualizar todo lo que el desarrollador
hab´ıa disen˜ado, y observar como la simulacio´n f´ısica restringe las acciones de la
entidades que habitan el IVE. El primer render llamado Render del Desarrollador,
permite observar todas las entidades que habitan el IVE en la etapa de simula-
cio´n. Es unrender muy ba´sico que muestra primitivas simples como esferas, cajas o
cilindros, indicando al desarrollador que son las entidades creadas en la etapa de mo-
delado. No obstante se desarrollo´ otro render con Unity 3D, que permite visualizar
con mayor detalle todas las entidades que habitan el IVE y crear representaciones
en 3D o 2D, que sera´n ejecutadas en ordenadores, dispositivo mo´viles o en pa´ginas
web1. JaCalIV E otorga al desarrollador una versatilidad para el disen˜o de IVEs.
Parte de esta versatilidad radica en que el desarrollador puede conectar diferentes
tipos de renders o algu´n tipo de tipo de Interfaz Humano-Maquina lo que permite
al desarrollador mejorar la interaccio´n entre el usuario y el IVE.
Este trabajo se ha divulgado a trave´s de dos congresos internacionales, realizados
en la ciudad de Salamanca en el mes de Junio de 2014:
1http://jacalive.gti-ia.dsic.upv.es/Unity Render/UnityRender.html
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13th International Conference on Practical Applications of Agents and Multi-
Agent Systems (PAAMS)[11]
9th International Conference on Hybrid Artificial Intelligence (HAIS) [12]
Adema´s para aumentar el impacto de la divulgacio´n, se construyo´ una pa´gina
web web http://jacalive.gti-ia.dsic.upv.es/, donde se muestran los ejem-
plos y un render realizado con Unity 3D.
Atendiendo a lo desarrollado en el presente trabajo, se dispuso como base pa-
ra la realizacio´n de una tesis doctoral, dentro del mismo grupo de investigacio´n.
El trabajo que se propone, se desarrollara´ para dar soporte al proyecto iHAS:
Sociedades Humano-Agente: Disen˜o, Formacio´n y Coordinacio´n, financiado por el
ministerio de ciencia y economı´a con referencia TIN2012-36586-C03-01, PROME-
TEOII/2013/019. De igual forma, mi trabajo estara´ financiado a trave´s de un contra-
to predoctoral, otorgado por la Universidad Polite´cnica de Valencia, con referencia
P2013-01276.
Como l´ınea de investigacio´n futura se plantea lo siguiente:
Utilizar JaCalIV E como herramienta para creacio´n de entornos virtuales para
la simulacio´n de agentes emocionales. Estos IVEs permitir´ıan la introduccio´n del
usuario dentro de estas simulaciones, e incluso realizar simulaciones de emociones
sociales humano-agente. Esta clase integracio´n (humano-emociones-IVEs) podr´ıa ser
u´til en entornos ubicuos o inteligencia ambiental, de forma que la interaccio´n con
estos entornos sea ma´s natural, es decir que el usuario haga parte del mismo entorno.
Los Humanos entrar´ıan en contacto con los agentes a trave´s de distintas interfaces,
como las descritas en la seccio´n 3.2. A su vez, los agentes podr´ıan interactuar con
el mundo real, a trave´s de una gama de actuadores (controles de temperatura o
motores), o percibirlo mediante una variedad de sensores (Temperatura, presio´n o
ca´maras de video).
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Ape´ndice A
Anexo I: Co´digo del Ejemplo Star
Ship
En el presente anexo se dara´n a conocer los co´digos correspondientes a los ejem-
plos planteados en la seccio´n .
A.1. Modelado del IVE en XML
A continuacio´n se da a conocer el co´digo XML, en el cual se modelo el IVE.
Listing A.1: Test
1 <?xml version=” 1 .0 ” encoding=”UTF−8”?>
2 <IVE NAME=”” xmlns :x s i=” ht tp : //www.w3 . org /2001/XMLSchema−i n s t ance ”
3 xsi:noNamespaceSchemaLocation=” gene ra l S t ru c tu r e . xsd”>
4
5 <VIRTUAL>
6 <IVEWORKSPACE NAME=” sta r sh ip workspace ”>
7 <IVE ARTIFACTS>
8 <ITEM NAME=”Body Starship ”/>
9 <ITEM NAME=”Link Robot”/>
10 <ITEM NAME=”Unl ink Astero id ”/>
11 </IVE ARTIFACTS>
12 <INHABITANT AGENTS>
13 <ITEM NAME=” s t a r s h i p ”/>
14 </INHABITANT AGENTS>
15 <IVE LAWS>









25 <DOUBLE NAME = ” po s i t i o n ”> 5 .0 15 .0 25 .1 </DOUBLE>
26 <DOUBLE NAME = ” v e l o c i t y ”> 1 .0 1 .0 1 .1 </DOUBLE>
27 <DOUBLE NAME = ” o r i e n t a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
28 <DOUBLE NAME = ” j o i n t ”> 1 .0 0 .0 0 .0 </DOUBLE>
29
30 <DOUBLE NAME = ” d i s t ance ”> 5 .0 </DOUBLE>
31 <DOUBLE NAME = ” angle ”> 0 .0 </DOUBLE>
32 <STRING NAME = ”shape”> cubic </STRING>
33 <STRING NAME = ”sound”> none </STRING>
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34 </PERCEIVABLE>
35 <INTERNAL>
36 <DOUBLE NAME = ” a c c e l e r a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
37 <DOUBLE NAME = ”mass”> 20 .0 </DOUBLE>






44 <PARAMETER NAME=”newX” TYPE=”DOUBLE”/>
45 <PARAMETER NAME=”newY” TYPE=”DOUBLE”/>





51 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>











63 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>











75 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>










86 <EXEC LINKED OP LINKED ART ID=”1” LINKED FUNCTION=”move”>
87 <LINKEDARGUMENTS>
88 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>
89 <INDEX> ”x” </INDEX>
90 </ELEMENTPROP>
91 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>
92 <INDEX> ”y” </INDEX>
93 </ELEMENTPROP>
94 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>
95 <INDEX> ”z” </INDEX>
96 </ELEMENTPROP>
97 </LINKEDARGUMENTS>
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98 </EXEC LINKED OP>
99 </DO ACTION>
100










111 <DOUBLE NAME = ” po s i t i o n ”> 20 .0 1 .0 75 .1 </DOUBLE>
112 <DOUBLE NAME = ” v e l o c i t y ”> 1 .0 1 .0 1 .1 </DOUBLE>
113 <DOUBLE NAME = ” o r i e n t a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
114 <DOUBLE NAME = ” j o i n t ”> 1 .0 0 .0 0 .0 </DOUBLE>
115
116 <DOUBLE NAME = ” d i s t ance ”> 5 .0 </DOUBLE>
117 <DOUBLE NAME = ” angle ”> 0 .0 </DOUBLE>
118 <STRING NAME = ”shape”> cubic </STRING>
119 <STRING NAME = ”sound”> none </STRING>
120 </PERCEIVABLE>
121 <INTERNAL>
122 <DOUBLE NAME = ” a c c e l e r a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
123 <DOUBLE NAME = ”mass”> 20 .0 </DOUBLE>






130 <PARAMETER NAME=”newX” TYPE=”DOUBLE”/>
131 <PARAMETER NAME=”newY” TYPE=”DOUBLE”/>





137 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>











149 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>











161 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>
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181 <DOUBLE NAME = ” po s i t i o n ”> 8 .0 8 .0 5 .1 </DOUBLE>
182 <DOUBLE NAME = ” v e l o c i t y ”> 1 .0 1 .0 1 .1 </DOUBLE>
183 <DOUBLE NAME = ” o r i e n t a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
184 <DOUBLE NAME = ” j o i n t ”> 1 .0 0 .0 0 .0 </DOUBLE>
185
186 <DOUBLE NAME = ” d i s t ance ”> 5 .0 </DOUBLE>
187 <DOUBLE NAME = ” angle ”> 0 .0 </DOUBLE>
188 <STRING NAME = ”shape”> cubic </STRING>
189 <STRING NAME = ”sound”> none </STRING>
190 </PERCEIVABLE>
191 <INTERNAL>
192 <DOUBLE NAME = ” a c c e l e r a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
193 <DOUBLE NAME = ”mass”> 20 .0 </DOUBLE>














208 <FILE NAME=” s t a r s h i p . a s l ”/>
209 </INHABITANT AGENT>
210
211 <IVE LAW NAME=”Gravity ”>
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A.2. Esqueletos de Co´digo Creados Automa´ticamente
A continuacio´n se da a conocer los co´digo asl y java que se crearon automa´tica-
mente.
A.2.1. Proyecto mas2j
Este es el proyecto Jason que se crea en el proceso de traduccio´n.
Listing A.2: Test
1 /∗ Jason Pro j e c t ∗/
2 MAS starshipdemo {
3 i n f r a s t r u c t u r e : Cen t ra l i s ed
4 environment: c4 jason . CartagoEnvironment
5 ag en t s :
6 j a c a l i v e agentArchClass c4 jason . CAgentArch ;
7 s t a r s h i p 0 agentArchClass c4 jason . CAgentArch ;
8 c l a s s p a t h :
9 ” . . / l i b /JacaLiveFrameWork . j a r ” ;
10 ” . . / Cartago Lib / cartago . j a r ” ;
11 ” . . / Cartago Lib // c4 jason . j a r ” ;
12 as lSourcePath :
13 ” s r c / a s l ” ;
14 }
A.2.2. Co´digos asl
Estos son los co´digos asl creados en el proceso de traduccio´n, el primero corres-
ponde a el agente jacalive.
Listing A.3: Test
1
2 ! j a c a l i v e .
3
4
5 +! j a c a l i v e : t rue
6 <− ! c o n f i gA r t i f a c t .
7 +! c o n f i gA r t i f a c t : t rue
8 <−
9 // I n i c i a l i z a c i o n de l a s Var i ab l e s de l Mundo
10 Gx = 0 . 0 ; / / Gravedad en X
11 Gy = −9.8;// Gravedad en Y
12 Gz = 0 . 0 ; / / Gravedad en Z
13 Fr i c t i on = 0 ; Bgravity = true ; U = 0 . 5 ; / / Ind i c e de Rozamiento
14 Ts = 0 . 01 ; / / Steep
15 M = 1 . 0 ; / / Numero de Ar t e f a c to s l i n k e a b l e s
16 M1 = 1 . 0 ; / / Numero de Ar t e f a c to s NO l i n k e a b l e s
17 N = 1 . 0 ; / / Numero de Agentes
18 Width = 500 ;
19 Height = 500 ;
20 Length = 500 ;
21
22
23 createWorkspace ( ” s ta r sh ip workspace ” ) ;
24 joinWorkspace ( ” s ta r sh ip workspace ” ,WspID0) ;
25 cartago . s e t cu r r en t wsp (WspID0) ;
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26 /∗ Concatenamos l o s nombres de de todos l o s Work Space ∗/
27 NamesWorkSpaces =” s ta r sh ip workspace ” ;
28 TamaLinkArti = 1 ;
29 TamaUnLinkArti = 1 ;
30 TamaBodyArti = 1 ;
31 cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id ) ;
32 cartago . invoke ob j ( Id , i n i t J a c aL i v e ( apodRobot workspace , 1 , TamaLinkArti ,
TamaUnLinkArti , TamaBodyArti , Gx, Gy, Gz , Width , Height , Length ,
Bgravity , F r i c t i on ) ) ;
33 //AId , L , W, H, Mass , Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound ,
Shape , Angle , Distance , JointX , JointY , JointZ , OrientationX ,




36 ! s e tupAr t i f a c t 2 (AId2 , 1 5 . 0 , 5 . 0 , 2 5 . 1 , 2 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , none , cubic
, 0 . 0 , 5 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 1 . 0 , 1 . 1 , 5 . 0 , 1 5 . 0 , 2 5 . 1 ) ;
37
38 ! s e tupAr t i f a c t 1 (AId1 , 3 5 . 0 , 5 5 . 0 , 8 5 . 1 , 2 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , none , cubic
, 0 . 0 , 5 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 1 . 0 , 1 . 1 , 2 0 . 0 , 1 . 0 , 7 5 . 1 ) ;
39
40 ! s e tupAr t i f a c t 0 (AId0 , 1 5 . 0 , 1 0 5 . 0 , 2 5 . 1 , 2 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , none , cubic
, 0 . 0 , 5 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 1 . 0 , 1 . 1 , 8 . 0 , 8 . 0 , 5 . 1 ) ;
41 Body X = [ 5 . 0 ] ;
42 Body Y = [ 1 5 . 0 ] ;
43 Body Z = [ 2 5 . 1 ] ;
44 Link X = [ 2 0 . 0 ] ;
45 Link Y = [ 1 . 0 ] ;
46 Link Z = [ 7 5 . 1 ] ;
47 ULink X = [ 8 . 0 ] ;
48 ULink Y = [ 8 . 0 ] ;
49 ULink Z = [ 5 . 1 ] ;
50
51
52 //Creo e l mampa
53
54 // Conf iguro l o s a r t e f a c t o s de e l mundo , e s t o s son l o s a r t f a c t o s que se
uniran a l o s agentes .
55
56 // Conf iguro l o s cuerpos de l o s agentes
57 f o r ( . range ( I ,0 ,1−1) ) {
58 . nth ( I , Body X , XA1) ;
59 . nth ( I , Body Y , YA1) ;
60 . nth ( I , Body Z , ZA1) ;
61 cartago . invoke ob j ( Id , bodyObj (XA1, YA1, ZA1 , I ) ) ;
62 }
63
64 f o r ( . range ( I ,0 ,1−1) ) {
65 . nth ( I , Link X , XA1) ;
66 . nth ( I , Link Y , YA1) ;
67 . nth ( I , Link Z , ZA1) ;
68 cartago . invoke ob j ( Id , l i n kA r t i f a c t (XA1, YA1, ZA1 , I ) ) ;
69 }
70
71 f o r ( . range ( I ,0 ,1−1) ) {
72 . nth ( I , ULink X , XA1) ;
73 . nth ( I , ULink Y , YA1) ;
74 . nth ( I , ULink Z , ZA1) ;
75 cartago . invoke ob j ( Id , uL inkArt i f ac r (XA1, YA1, ZA1 , I ) ) ;
76 }
77
78 /∗ Get a l l the names o f the agents , the r e s u l t i s a l i s t , which i s s to r ed in
Name ∗/
79 . a l l names (Name) ;
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80 /∗ Get the s i z e o f the l i s t , the re i s d i s count ing the few agents JACALIVE ∗/
81 . l ength (Name, Tama) ;
82 /∗ I walk the l i s t o f names o f the agents and sent him a message whose
conte rn ido i s a 1 ,
83 ∗ which t e l l s agents i n c i e n sending t h e i r ONFIGURATION parameters to be sent
to the render .
84 ∗/
85 f o r ( . range ( I , 0 ,Tama−1) ) {
86 . nth ( I ,Name,X) ;
87 . send (X, achieve , va lue (1 ) , 500) ;
88 }
89 . wait (2000) ;
90 /∗Coordino e l envio de in formac ion de l o s agentes ∗/
91 . broadcast ( t e l l , va lue (1 ) ) ;




96 +! s e tupAr t i f a c t 2 (AId2 , L , W, H, Mass , Accelerat ionX , Accelerat ionY ,
Acce lerat ionZ , Sound , Shape , Angle , Distance , JointX , JointY , JointZ
, OrientationX , OrientationY , Orientat ionZ , VelocityX , VelocityY ,
VelocityZ , Px , Py , Pz ) : t rue
97 <− cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id2 ) ;
98 cartago . invoke ob j ( Id2 , inObsProperty ( ”Unl ink Astero id ” ,L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle
, Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,
Orientat ionZ , VelocityX , VelocityY , VelocityZ , Px , Py , Pz) ) ;
99 makeArt i fact ( ”Unl ink Astero id ” , ” Un l i nk As t e r o i d c l a s s ” , [ L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle
, Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,




102 +! s e tupAr t i f a c t 1 (AId1 , L , W, H, Mass , Accelerat ionX , Accelerat ionY ,
Acce lerat ionZ , Sound , Shape , Angle , Distance , JointX , JointY , JointZ
, OrientationX , OrientationY , Orientat ionZ , VelocityX , VelocityY ,
VelocityZ , Px , Py , Pz ) : t rue
103 <− cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id1 ) ;
104 cartago . invoke ob j ( Id1 , inObsProperty ( ”Link Robot” ,L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle ,
Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,
Orientat ionZ , VelocityX , VelocityY , VelocityZ , Px , Py , Pz) ) ;
105 makeArt i fact ( ”Link Robot” , ” L ink Robot c l a s s ” , [ L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle ,
Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,




108 +! s e tupAr t i f a c t 0 (AId0 , L , W, H, Mass , Accelerat ionX , Accelerat ionY ,
Acce lerat ionZ , Sound , Shape , Angle , Distance , JointX , JointY , JointZ
, OrientationX , OrientationY , Orientat ionZ , VelocityX , VelocityY ,
VelocityZ , Px , Py , Pz ) : t rue
109 <− cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id0 ) ;
110 cartago . invoke ob j ( Id0 , inObsProperty ( ”Body Starship ” ,L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle ,
Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,
Orientat ionZ , VelocityX , VelocityY , VelocityZ , Px , Py , Pz) ) ;
111 makeArt i fact ( ”Body Starship ” , ” Body Sta r sh ip c l a s s ” , [ L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle ,
Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,
Orientat ionZ , VelocityX , VelocityY , VelocityZ , Px , Py , Pz ] , AId0 )
.




115 /∗ Asociamos l o s bodya r t i f a c t a l o s agentes , l o s agente envian un msg ∗/
116 /∗ para que e l j a c a l i v e l e adjudique un cuerpo ∗/
117 /∗−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−∗/
118 +! a s s o c i a t e (Dat ) [ source (Ag) ] : t rue
119 <− cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id1 ) ;
120 cartago . invoke ob j ( Id1 , a r t i f a c t L i s t ( f a l s e ) , Pack 9 ) ;
121 cartago . invoke ob j ( Id1 , bodyAgent ( Pack 9 , Dat , Ag , Ag , 10 , 0) , Pack 3 )
;
122 cartago . invoke ob j ( Id1 , agentId , Pack 4 ) ;
123 Pack 5 = [ Pack 4 ] ;
124 . d i f f e r e n c e ( Pack 5 , [ ” j a c a l i v e ” ] , OutIdAgent ) ;
125 /∗ This method cam be use to re turn the name body agent and your pos . ∗/
126 . l ength (OutIdAgent , TamAg) ;
127 f o r ( . range ( I , 0 ,TamAg−1) ) {
128 . nth ( I , OutIdAgent , AgBdy) ;
129 cartago . invoke ob j ( Id1 , agentBodyArt i fact (AgBdy) , Pack 6 ) ;
130 cartago . invoke ob j ( Id1 , posAgentBodyArti fact ( Pack 6 ) , Pack 7 ) ;
131 } .
132 +! in i tEnv i roment : t rue
133 <−
134 getAl lNameLinkeArt i fact ( Pack 5 ) ;
135
136 . l ength ( Pack 5 , T 0 ) ;
137 f o r ( . range ( I 0 , 0 , T 0−1) ) {
138 . nth ( I 0 , Pack 5 ,R) ;
139 in i tEnviromentLink (R, I 0 ) ;
140 }
141
142 getAllNameUnLinkeArti fact ( Pack 6 ) ;
143
144 . l ength ( Pack 6 , T 1 ) ;
145 f o r ( . range ( I 1 , 0 , T 1−1) ) {
146 . nth ( I 1 , Pack 6 ,R1) ;
147 initEnviromentUnLink (R1 , I 1 ) ;
148 }
149
150 getAllNameAgent ( Pack 8 ) ;
151 . l ength ( Pack 8 , T 2 ) ;
152 f o r ( . range ( I 2 , 0 , T 2−1) ) {
153 . nth ( I 2 , Pack 8 ,R2) ;
154 in itEnviromentAgent (R2 , I 2 ) ;
155 }
156 .
157 +! jaca l i vLoop (Dat ) [ source (Ag) ] : t rue
158 <−
159
160 cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id2 ) ;
161 . my name(N) ;
162 . a l l names (Name) ;
163 . d i f f e r e n c e (Name , [N] , Xlp ) ;
164 . l ength (Xlp ,X) ;
165 cartago . invoke ob j ( Id2 , agentBodyArt i fact (Ag) , Pack 5 ) ;
166 cartago . invoke ob j ( Id2 , posAgentBodyArti fact ( Pack 5 ) , Pack 6 ) ;
167 . concat ( Pack 5 , ” ” , Pack 6 , Pack 7 ) ;
168 . t e rm2st r ing ( Pack 7 , NetData ) ;
169 cartago . invoke ob j ( Id2 , sendRender (NetData ) , Pack 8 ) ;
170 //Place i t s code o f communication with agents and a r t e f a c t s here : )
171 .
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3 ! s t a r s h i p0 .
4
5
6 +! s t a r s h i p 0 : t rue
7 <−
8 . p r i n t ( ”A” ) .
A.2.3. Co´digos Java
A continuacio´n se da a conocer los co´digo Java los cuales se crearon automa´ti-
camente en el proceso de traduccio´n, el primer co´digo es el encargado de realizar el
puente entre Jason y JaCalIV E.
Listing A.5: Test
1 import ja son . environment . g r i d . Locat ion ;
2 import cartago . ∗ ;
3 import JacaLiveFrameWork . JacaLive ;
4 import cartago .OPERATION;
5 import cartago . CartagoNode ;
6 import cartago . Ar t i f a c tCon f i g ;
7 import cartago . CartagoWorkspace ;
8 import cartago . WorkspaceKernel ;
9 import ja son . a r c h i t e c t u r e . AgArch ;
10 import java . u t i l . l o gg ing . Leve l ;
11 import java . u t i l . l o gg ing . Logger ;
12 import ja son . i n f r a . c e n t r a l i s e d . Central isedAgArch ;
13 import java . awt . Color ;
14 import java . i o . IOException ;
15 import java . i o . Pr intWriter ;
16 import java . net . DatagramSocket ;
17 import java . u t i l . ArrayList ;
18 import java . u t i l . Arrays ;
19 import java . u t i l . Enumeration ;
20 import java . u t i l . Hashtable ;
21 import java . u t i l . I t e r a t o r ;
22 import java . u t i l . L inkedLis t ;
23 import java . u t i l . L i s t ;
24 import java . u t i l . S t r ingToken i ze r ;
25 import java . u t i l . l o gg ing . Leve l ;
26 import java . u t i l . l o gg ing . Logger ;
27 import cartago . CartagoException ;
28 import java . net .URL;
29 import java . net . URLClassLoader ;
30 import java . u t i l . S t r ingToken i ze r ;
31 import org . lw j g l . LWJGLException ;
32
33 pub l i c c l a s s Jaca l i ve4Jason extends JacaLive {
34 CartagoWorkspace cartWork ;
35 Art i f a c tCon f i g Conf igArt i ;
36 CartagoNode Node ;
37 WorkspaceKernel WorkSpaKernel ;
38 java . u t i l . Set<St r ing> l i s t = nu l l ;
39 pr i va t e i n t itama = 0 ;
40 pr i va t e s t a t i c Hashtable<Str ing , AgentId> hIdAgent ;
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41 s t a t i c S t r ing [ ] args1 = new St r ing [ 1 5 ] ;
42 s t a t i c JacaLive j c a I v e ;
43 pr i va t e S t r ing sTokA = nu l l ;
44 pr i va t e s t a t i c S t r ing [ ] saTokA = new St r ing [ 6 ] ;
45 pr i va t e St r ingToken i ze r tokenA ;
46 // p r i va t e S t r ing [ ] saOutName ;
47
48 i n t iPosiX = 0 ;
49 i n t iPosiY = 0 ;
50 i n t iPos iZ = 0 ;
51 St r ing sPosiX = ”” ;
52
53 pub l i c Jaca l i ve4Jason ( ) {
54 hIdAgent = new Hashtable<Str ing , AgentId>( ) ;
55 }
56
57 pub l i c void i n i t J a c aL i v e ( S t r ing sName , i n t numWsP, i n t TamaLinkArti ,
58 i n t TamaUnLinkArti , i n t TamaBodyArti , double Gx,
59 double Gy, double Gz , i n t Wmap, i n t Hmap, i n t Lmap,
60 boolean bGravity , f l o a t fGroundFrict ion , S t r ing Floor )
throws Exception {
61 /∗∗ i n i t i a l i z e de Nodos , Workspace e t c ∗∗/
62 Node = CartagoNode . g e t In s tance ( ) ;
63 /∗∗ Config A r t i f a c t ∗∗/
64 Conf igArt i = new Ar t i f a c tCon f i g ( ) ;
65 /∗∗ Create the workspace ∗∗/
66 cartWork = Node . createWorkspace (sName) ;
67
68 WorkSpaKernel = cartWork . getKerne l ( ) ;
69 AgArch userAgArch = new AgArch ( ) ;
70 i n t i I d = 0 ;
71 System . out . p r i n t l n ( ”−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−” ) ;
72 ClassLoader c l = ClassLoader . getSystemClassLoader ( ) ;
73 URL[ ] u r l s = ( ( URLClassLoader ) c l ) . getURLs ( ) ;
74 f o r (URL ur l : u r l s ) {
75 System . out . p r i n t l n ( u r l . g e tF i l e ( ) ) ;
76 }
77 System . out . p r i n t l n ( ”−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−” ) ;
78 args1 [ 0 ] = sName ;
79 args1 [ 1 ] = In t eg e r . t oS t r i ng (numWsP) ;
80 args1 [ 2 ] = In t eg e r . t oS t r i ng (TamaLinkArti ) ;
81 args1 [ 3 ] = In t eg e r . t oS t r i ng (TamaUnLinkArti ) ;
82 args1 [ 4 ] = In t eg e r . t oS t r i ng (TamaBodyArti ) ;
83 args1 [ 5 ] = Double . t oS t r i ng (Gx) ;
84 args1 [ 6 ] = Double . t oS t r i ng (Gy) ;
85 args1 [ 7 ] = Double . t oS t r i ng (Gz) ;
86 args1 [ 8 ] = In t eg e r . t oS t r i ng (Wmap) ;
87 args1 [ 9 ] = In t eg e r . t oS t r i ng (Hmap) ;
88 args1 [ 1 0 ] = In t eg e r . t oS t r i ng (Lmap) ;
89 args1 [ 1 1 ] = Boolean . t oS t r i ng ( bGravity ) ;
90 args1 [ 1 2 ] = Double . t oS t r i ng ( fGroundFr ict ion ) ;
91 args1 [ 1 3 ] = Floor ;
92 main ( args1 ) ;
93 iniWsp (Node , Conf igArt i , cartWork , WorkSpaKernel , userAgArch ) ;
94 }
95
96 pub l i c void bodyObj ( double iBodyX , double iBodyY , double iBodyZ , i n t index )
{
97 setBodyObj ( ( i n t ) iBodyX , ( i n t ) iBodyY , ( i n t ) iBodyZ , index ) ;
98 }
99
100 pub l i c void l i n kA r t i f a c t ( double iLinkX , double iLinkY , double iLinkZ ,
101 i n t index ) {
102 s e tL i nkAr t i f a c r ( ( i n t ) iLinkX , ( i n t ) iLinkY , ( i n t ) iLinkZ , index ) ;
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103 }
104
105 pub l i c void uL inkArt i f ac r ( double iULinkX , double iULinkY , double iULinkZ ,
106 i n t index ) {
107 s e tULinkArt i f ac r ( ( i n t ) iULinkX , ( i n t ) iULinkY , ( i n t ) iULinkZ , index ) ;
108 }
109
110 pub l i c S t r ing agentBodyArt i fact ( S t r ing id ) {
111 r e turn getAgentBodyArti fact ( id ) ;
112 }
113
114 pub l i c S t r ing posAgentBodyArti fact ( S t r ing body ) {
115 r e turn getPosAgentBodyArti fact ( body ) ;
116 }
117
118 pub l i c S t r ing ge tpo sL inkAr t i f a c t ( S t r ing l i n k ) {
119 r e turn ge tPosL inkArt i f ac t ( l i n k ) ;
120 }
121
122 pub l i c S t r ing getposUnLinkArt i fact ( S t r ing unl ink ) {
123 r e turn getPosUnLinkArt i fact ( un l ink ) ;
124 }
125
126 pub l i c Boolean sendRender ( S t r ing data ) throws IOException {
127 r e turn sendRenders ( data ) ;
128 }
129
130 pub l i c void inObsProperty ( S t r ing Name, double L , double W, double H,
131 double Mass , double Accelerat ionX , double Accelerat ionY ,
132 double Acce lerat ionZ , S t r ing Sound , S t r ing Shape , double Angle ,
133 double Distance , i n t JointX , i n t JointY , i n t JointZ ,
134 double OrientationX , double OrientationY , double Orientat ionZ ,
135 double VelocityX , double VelocityY , double VelocityZ , double Px ,
136 double Py , double Pz) {
137
138 Object [ ] param = { Name, L , W, H, Mass , Accelerat ionX , Accelerat ionY ,
139 Acce lerat ionZ , Sound , Shape , Angle ,
140 Distance , JointX , JointY , JointZ ,
141 OrientationX , OrientationY , Orientat ionZ ,
142 VelocityX , VelocityY , VelocityZ , Px ,
143 Py , Pz } ;
144 inputObsProperty (param) ;
145 }
146
147 pub l i c S t r ing a r t i f a c t L i s t ( boolean f l a g ) {
148 St r ing Temp = nu l l ;
149 St r ing Temp1 = nu l l ;
150 St r ing [ ] outArt i = g e tA r t i f a c t L i s t ( f l a g ) ;
151 f o r ( i n t i = 0 ; i < outArt i . l ength ; i++) {
152 Temp += outArt i [ i ] + ” , ” ;
153 }
154 St r ing [ ] d e f a u l tA r t i f a c t = { ” conso l e ” , ”node” , ” blackboard ” ,
155 ”workspace” , ”manrepo” , ” Ja c a l i v e ” } ;
156 St r ing Algo = compareArrays ( outArti , d e f a u l tA r t i f a c t ) ;
157 i n t tama = Algo . l ength ( ) − 2 ;
158 Temp1 = Algo . sub s t r i ng (4 , tama) ;
159 r e turn Temp1 ;
160 }
161
162 pr i va t e S t r ing compareArrays ( S t r ing [ ] array1 , S t r ing [ ] array2 ) {
163 boolean b = true ;
164 St r ing Temp = nu l l ;
165 i f ( array1 != nu l l ) {
166 f o r ( i n t i = 0 ; i < array1 . l ength ; i++) {
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167 i f ( array1 [ i ] != ” conso l e ” && array1 [ i ] != ”node”
168 && array1 [ i ] != ”blackboard ”
169 && array1 [ i ] != ”workspace” && array1 [ i ] != ”manrepo”
170 && array1 [ i ] != ” Ja c a l i v e ” ) {




175 r e turn Temp;
176 }
177
178 pub l i c S t r ing bodyAgent ( S t r ing ArtifactNames , S t r ing data , S t r ing Ag ,
179 St r ing r o l l , i n t index , i n t Tama) throws CartagoException ,
LWJGLException {
180 St r ing Temp = nu l l ;
181 St r ing [ ] outBody = setBodyAgent ( ArtifactNames , data , Ag , r o l l , index ,
182 Tama) ;
183 f o r ( i n t i = 0 ; i < outBody . l ength − 1 ; i++) {
184 Temp += outBody [ i ] + ” , ” ;
185 }
186 r e turn Temp;
187 }
188
189 pub l i c S t r ing s e t L i n lA r t i f a c t ( S t r ing Arti factNames ) throws CartagoException ,
LWJGLException {
190 St r ing Temp = nu l l ;
191 St r ing [ ] saTemp = Arti factNames . s p l i t ( ” , ” ) ;
192 i n t iTempTama = saTemp [ 0 ] . l ength ( ) ;
193 St r ing sTempNames = saTemp [ 0 ] . s ub s t r i ng (1 , ( iTempTama−1) ) ;
194
195 i n t i I n i c i o = sTempNames . indexOf ( ” ” ) ;
196 St r ing sTempArti = sTempNames . sub s t r i ng (0 , i I n i c i o ) ;
197
198 St r ing [ ] outLinkArt i = se tPosL inkArt i f a c t ( ArtifactNames , sTempNames ,
sTempArti ) ;
199 f o r ( i n t i = 0 ; i < outLinkArt i . l ength − 1 ; i++) {
200 Temp += outLinkArt i [ i ] + ” , ” ;
201 }
202 r e turn Temp;
203 }
204
205 pub l i c S t r ing s e tUnL in lAr t i f a c t ( S t r ing Arti factNames ) throws
CartagoException , LWJGLException {
206 St r ing Temp = nu l l ;
207 St r ing [ ] saTemp = Arti factNames . s p l i t ( ” , ” ) ;
208 i n t iTempTama = saTemp [ 1 ] . l ength ( ) ;
209 St r ing sTempNames = saTemp [ 1 ] . s ub s t r i ng (1 , ( iTempTama−1) ) ;
210
211 i n t i I n i c i o = sTempNames . indexOf ( ” ” ) ;
212 St r ing sTempArti = sTempNames . sub s t r i ng (0 , i I n i c i o ) ;
213
214 System . out . p r i n t l n ( Arti factNames ) ;
215
216 St r ing [ ] outLinkArt i = setPosUnLinkArt i fact ( ArtifactNames , sTempNames ,
sTempArti ) ;
217 f o r ( i n t i = 0 ; i < outLinkArt i . l ength − 1 ; i++) {
218 Temp += outLinkArt i [ i ] + ” , ” ;
219 }
220 r e turn Temp;
221 }
222
223 pub l i c void render ( ) throws LWJGLException{
224 RenderToJaCalIVE ( ) ;
225 }
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226
227 pub l i c S t r ing agentId ( ) {
228 St r ing Temp = nu l l ;
229 St r ing Temp1 = nu l l ;
230 St r ing [ ] outArt i = getAgentId ( ) ;
231 f o r ( i n t i = 0 ; i < outArt i . l ength − 1 ; i++) {
232 Temp += outArt i [ i ] + ” , ” ;
233 }
234 i n t tama = Temp. l ength ( ) ;
235 Temp1 = Temp. sub s t r i ng (4 , tama − 1) ;




240 pub l i c S t r ing a r t iToken i z e r ( S t r ing sTokenizer ) {
241 tokenA = new Str ingToken i ze r ( sTokenizer . s ub s t r i ng (1 ) ) ;
242 St r ing sTokB = ”” ;
243 St r ing Temp = nu l l ;
244 St r ing Temp1 = nu l l ;
245
246 i n t i J j = 0 ;
247 do {
248 sTokA = tokenA . nextToken ( ) ;
249 saTokA [ i J j ] = sTokA ;
250 sTokB += sTokA + ” , ” ;
251 i J j++;
252 } whi le ( tokenA . hasMoreTokens ( ) ) ;
253
254 f o r ( i n t i = 0 ; i < saTokA . l ength − 1 ; i++) {
255 Temp += saTokA [ i ] + ” , ” ;
256 }
257 i n t tama = Temp. l ength ( ) ;
258 Temp1 = Temp. sub s t r i ng (4 , tama − 1) ;
259 r e turn Temp1 ;
260 }
261
262 pub l i c S t r ing checkPos i t i on ( St r ing sPos i ) {
263 St r ing [ ] sS ta t e = sPos i . s p l i t ( ” , ” ) ;
264 i n t iTama 0 = sSta te [ 0 ] . l ength ( ) ;
265 sPosiX = sSta te [ 0 ] . s ub s t r i ng (3 , ( iTama 0−2) ) ;
266 // St r ing sPosiY = sSta t e [ 1 ] . s ub s t r i ng (1 , ( sS ta t e [ 1 ] . l ength ( )−1) ) ;
267 // St r ing sPosiZ = sSta t e [ 2 ] . s ub s t r i ng (1 , ( sS ta t e [ 2 ] . l ength ( )−2) ) ;
268
269 iPosiX = In t eg e r . pa r s e In t ( sPosiX ) ;
270 System . out . p r i n t l n ( sPosiX ) ;
271
272 /∗ i n t iPosiX = In t eg e r . pa r s e In t ( sPosiX ) ;
273 i n t iPosiY = In t eg e r . pa r s e In t ( sPosiY ) ;
274 i n t iPos iZ = In t eg e r . pa r s e In t ( sPosiZ ) ;
275
276 System . out . p r i n t l n ( iPosiX + ” ” + iPosiY + ” ” + iPos iZ ) ;∗/
277 // St r ing sValue = JaCalIVE CheckPosition ( iPosiX , iPosiY , iPos iZ ) ;
278 r e turn nu l l ;
279 }
280
281 pub l i c void showMap ( ) {
282 ShowMap( ) ;
283 }
284
285 pub l i c S t r ing getBodyAssociateToAgent ( S t r ing id ) {
286 r e turn getNameBodyAgent ( id ) ;
287 }
288
289 pub l i c S t r ing sp l i tData ( S t r ing Data , i n t index ) {
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290 St r ing [ ] sData = Data . s p l i t ( ” , ” ) ;
291 r e turn sData [ index ] ;
292 }
293 //∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
294 // I f you want add your code , p l e a s e begin hear
295 //∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
296 pub l i c S t r ing getNameAg( St r ing sVal ) {
297 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;
298 r e turn saOutName [ 0 ] ;
299 }
300
301 pub l i c S t r ing getXPos ( S t r ing sVal ) {
302 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;
303 r e turn saOutName [ 2 ] ;
304 }
305
306 pub l i c S t r ing getYPos ( S t r ing sVal ) {
307 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;
308 r e turn saOutName [ 3 ] ;
309 }
310
311 pub l i c S t r ing getZPos ( S t r ing sVal ) {
312 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;
313 r e turn saOutName [ 4 ] ;
314 }
315
316 pub l i c S t r ing getAngle ( S t r ing sVal ) {
317 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;





2 import cartago . ∗ ;
3
4 @ARTIFACT INFO(
5 outport s = {
6 @OUTPORT(name = ”out−Body Star sh ip s ta r sh ip−Id0” )
7 }
8 ) pub l i c c l a s s Body Sta r sh ip c l a s s extends A r t i f a c t {
9
10 // a t t r i b u t e s
11
12 // a t t r i b u t e s and phy s i c a l p r op e r t i e s i n i t i a l i z a t i o n
13 void i n i t ( double L , double W, double H, double Mass , double Accelerat ionX ,
double Accelerat ionY , double Acce lerat ionZ , S t r ing Sound , S t r ing Shape ,
double Angle , double Distance , i n t JointX , i n t JointY , i n t JointZ ,
double OrientationX , double OrientationY , double Orientat ionZ , double
VelocityX , double VelocityY , double VelocityZ , double Px , double Py ,
double Pz) {
14






2 import cartago . ∗ ;
3
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4 @ARTIFACT INFO(
5 outport s = {
6 @OUTPORT(name = ”out−Link Robot starsh ip−Id1” )
7 }
8 ) pub l i c c l a s s L ink Robot c l a s s extends A r t i f a c t {
9
10 // a t t r i b u t e s
11
12 // a t t r i b u t e s and phy s i c a l p r op e r t i e s i n i t i a l i z a t i o n
13 void i n i t ( double L , double W, double H, double Mass , double Accelerat ionX ,
double Accelerat ionY , double Acce lerat ionZ , S t r ing Sound , S t r ing Shape ,
double Angle , double Distance , i n t JointX , i n t JointY , i n t JointZ ,
double OrientationX , double OrientationY , double Orientat ionZ , double
VelocityX , double VelocityY , double VelocityZ , double Px , double Py ,
double Pz) {
14
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Ape´ndice B
Anexo II: Co´digo del Ejemplo
Robot Apodo
En el presente anexo se dara´n a conocer los co´digos correspondientes a los ejem-
plos planteados en la seccio´n .
B.1. Esqueletos de Co´digo Creados Automa´ticamente
A continuacio´n se da a conocer los co´digo asl y java que se crearon automa´tica-
mente.
B.1.1. Modelado del IVE en XML
A continuacio´n se da a conocer el co´digo XML, en el cual se modelo el IVE.
Listing B.1: Test
1 <?xml version=” 1 .0 ” encoding=”UTF−8”?>
2 <IVE NAME=”” xmlns :x s i=” ht tp : //www.w3 . org /2001/XMLSchema−i n s t ance ”
3 xsi:noNamespaceSchemaLocation=” gene ra l S t ru c tu r e . xsd”>
4
5 <VIRTUAL>
6 <IVEWORKSPACE NAME=”apodRobot workspace”>
7 <IVE ARTIFACTS>
8 <ITEM NAME=”Body Left ”/>
9 <ITEM NAME=”Body Right”/>
10 <ITEM NAME=”Link Camera”/>
11 <ITEM NAME=”Unlink Rock”/>
12 </IVE ARTIFACTS>
13 <INHABITANT AGENTS>
14 <ITEM NAME=” robot ”/>
15 </INHABITANT AGENTS>
16 <IVE LAWS>









26 <DOUBLE NAME = ” po s i t i o n ”> 5 .0 15 .0 25 .1 </DOUBLE>
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27 <DOUBLE NAME = ” v e l o c i t y ”> 1 .0 1 .0 1 .1 </DOUBLE>
28 <DOUBLE NAME = ” o r i e n t a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
29 <DOUBLE NAME = ” j o i n t ”> 1 .0 0 .0 0 .0 </DOUBLE>
30
31 <DOUBLE NAME = ” d i s t ance ”> 5 .0 </DOUBLE>
32 <DOUBLE NAME = ” angle ”> 0 .0 </DOUBLE>
33 <STRING NAME = ”shape”> cubic </STRING>
34 <STRING NAME = ”sound”> none </STRING>
35 </PERCEIVABLE>
36 <INTERNAL>
37 <DOUBLE NAME = ” a c c e l e r a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
38 <DOUBLE NAME = ”mass”> 20 .0 </DOUBLE>






45 <PARAMETER NAME=”newX” TYPE=”DOUBLE”/>
46 <PARAMETER NAME=”newY” TYPE=”DOUBLE”/>





52 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>











64 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>











76 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>










87 <EXEC LINKED OP LINKED ART ID=”1” LINKED FUNCTION=”move”>
88 <LINKEDARGUMENTS>
89 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>
90 <INDEX> ”x” </INDEX>
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91 </ELEMENTPROP>
92 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>
93 <INDEX> ”y” </INDEX>
94 </ELEMENTPROP>
95 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>
96 <INDEX> ”z” </INDEX>
97 </ELEMENTPROP>
98 </LINKEDARGUMENTS>
99 </EXEC LINKED OP>
100 </DO ACTION>
101










112 <DOUBLE NAME = ” po s i t i o n ”> 0 .0 100 .0 123 .1 </DOUBLE>
113 <DOUBLE NAME = ” v e l o c i t y ”> 1 .0 1 .0 1 .1 </DOUBLE>
114 <DOUBLE NAME = ” o r i e n t a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
115 <DOUBLE NAME = ” j o i n t ”> 1 .0 0 .0 0 .0 </DOUBLE>
116
117 <DOUBLE NAME = ” d i s t ance ”> 5 .0 </DOUBLE>
118 <DOUBLE NAME = ” angle ”> 0 .0 </DOUBLE>
119 <STRING NAME = ”shape”> cubic </STRING>
120 <STRING NAME = ”sound”> none </STRING>
121 </PERCEIVABLE>
122 <INTERNAL>
123 <DOUBLE NAME = ” a c c e l e r a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
124 <DOUBLE NAME = ”mass”> 20 .0 </DOUBLE>






131 <PARAMETER NAME=”newX” TYPE=”DOUBLE”/>
132 <PARAMETER NAME=”newY” TYPE=”DOUBLE”/>





138 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>











150 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>
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162 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>




















183 <DOUBLE NAME = ” po s i t i o n ”> 20 .0 1 .0 75 .1 </DOUBLE>
184 <DOUBLE NAME = ” v e l o c i t y ”> 1 .0 1 .0 1 .1 </DOUBLE>
185 <DOUBLE NAME = ” o r i e n t a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
186 <DOUBLE NAME = ” j o i n t ”> 1 .0 0 .0 0 .0 </DOUBLE>
187
188 <DOUBLE NAME = ” d i s t ance ”> 5 .0 </DOUBLE>
189 <DOUBLE NAME = ” angle ”> 0 .0 </DOUBLE>
190 <STRING NAME = ”shape”> cubic </STRING>
191 <STRING NAME = ”sound”> none </STRING>
192 </PERCEIVABLE>
193 <INTERNAL>
194 <DOUBLE NAME = ” a c c e l e r a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
195 <DOUBLE NAME = ”mass”> 20 .0 </DOUBLE>






202 <PARAMETER NAME=”newX” TYPE=”DOUBLE”/>
203 <PARAMETER NAME=”newY” TYPE=”DOUBLE”/>





209 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>
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219 <ASSIGN>
220 <OPERAND>
221 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>











233 <ELEMENTPROP NAME=”SELF” PROPERTY=” po s i t i o n ”>



















253 <DOUBLE NAME = ” po s i t i o n ”> 8 .0 8 .0 5 .1 </DOUBLE>
254 <DOUBLE NAME = ” v e l o c i t y ”> 1 .0 1 .0 1 .1 </DOUBLE>
255 <DOUBLE NAME = ” o r i e n t a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
256 <DOUBLE NAME = ” j o i n t ”> 1 .0 0 .0 0 .0 </DOUBLE>
257
258 <DOUBLE NAME = ” d i s t ance ”> 5 .0 </DOUBLE>
259 <DOUBLE NAME = ” angle ”> 0 .0 </DOUBLE>
260 <STRING NAME = ”shape”> cubic </STRING>
261 <STRING NAME = ”sound”> none </STRING>
262 </PERCEIVABLE>
263 <INTERNAL>
264 <DOUBLE NAME = ” a c c e l e r a t i o n ”> 1 .0 0 .0 0 .0 </DOUBLE>
265 <DOUBLE NAME = ”mass”> 20 .0 </DOUBLE>













279 <FILE NAME=”apodRobotJason . a s l ”/>
280 </INHABITANT AGENT>
281
282 <IVE LAW NAME=”Gravity ”>
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Este es el proyecto Jason que se crea en el proceso de traduccio´n.
Listing B.2: Test
1 /∗ Jason Pro j e c t ∗/
2 MAS robotdemo{
3 i n f r a s t r u c t u r e : Cen t ra l i s ed
4 environment: c4 jason . CartagoEnvironment
5 ag en t s :
6 j a c a l i v e agentArchClass c4 jason . CAgentArch ;
7 robot0 agentArchClass c4 jason . CAgentArch ;
8 c l a s s p a t h :
9 ” . . / l i b /JacaLiveFrameWork . j a r ” ;
10 ” . . / Cartago Lib / cartago . j a r ” ;
11 ” . . / Cartago Lib // c4 jason . j a r ” ;
12 as lSourcePath :
13 ” s r c / a s l ” ;
14 }
B.1.3. Co´digos asl
Estos son los co´digos asl creados en el proceso de traduccio´n, el primero corres-
ponde a el agente jacalive.
Listing B.3: Test
1
2 ! j a c a l i v e .
3
4
5 +! j a c a l i v e : t rue
6 <− ! c o n f i gA r t i f a c t .
7 +! c o n f i gA r t i f a c t : t rue
8 <−
9 // I n i c i a l i z a c i o n de l a s Var i ab l e s de l Mundo
10 Gx = 0 . 0 ; / / Gravedad en X
11 Gy = −9.8;// Gravedad en Y
12 Gz = 0 . 0 ; / / Gravedad en Z
13 Fr i c t i o n = 0 ; Bgravity = true ; U = 0 . 5 ; / / Ind i c e de Rozamiento
14 Ts = 0 . 01 ; / / Steep
15 M = 1 . 0 ; / / Numero de Ar t e f a c to s l i n k e a b l e s
16 M1 = 1 . 0 ; / / Numero de Ar t e f a c to s NO l i n k e a b l e s
17 N = 1 . 0 ; / / Numero de Agentes
18 Width = 500 ;
19 Height = 500 ;
20 Length = 500 ;
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21
22
23 createWorkspace ( ” s ta r sh ip workspace ” ) ;
24 joinWorkspace ( ” s ta r sh ip workspace ” ,WspID0) ;
25 cartago . s e t cu r r en t wsp (WspID0) ;
26 /∗ Concatenamos l o s nombres de de todos l o s Work Space ∗/
27 NamesWorkSpaces =” s ta r sh ip workspace ” ;
28 TamaLinkArti = 1 ;
29 TamaUnLinkArti = 1 ;
30 TamaBodyArti = 1 ;
31 cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id ) ;
32 cartago . invoke ob j ( Id , i n i t J a c aL i v e ( apodRobot workspace , 1 , TamaLinkArti ,
TamaUnLinkArti , TamaBodyArti , Gx, Gy, Gz , Width , Height , Length ,
Bgravity , F r i c t i on ) ) ;
33 //AId , L , W, H, Mass , Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound ,
Shape , Angle , Distance , JointX , JointY , JointZ , OrientationX ,




36 ! s e tupAr t i f a c t 2 (AId2 , 1 5 . 0 , 5 . 0 , 2 5 . 1 , 2 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , none , cubic
, 0 . 0 , 5 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 1 . 0 , 1 . 1 , 5 . 0 , 1 5 . 0 , 2 5 . 1 ) ;
37
38 ! s e tupAr t i f a c t 1 (AId1 , 3 5 . 0 , 5 5 . 0 , 8 5 . 1 , 2 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , none , cubic
, 0 . 0 , 5 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 1 . 0 , 1 . 1 , 2 0 . 0 , 1 . 0 , 7 5 . 1 ) ;
39
40 ! s e tupAr t i f a c t 0 (AId0 , 1 5 . 0 , 1 0 5 . 0 , 2 5 . 1 , 2 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , none , cubic
, 0 . 0 , 5 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 0 . 0 , 0 . 0 , 1 . 0 , 1 . 0 , 1 . 1 , 8 . 0 , 8 . 0 , 5 . 1 ) ;
41 Body X = [ 5 . 0 ] ;
42 Body Y = [ 1 5 . 0 ] ;
43 Body Z = [ 2 5 . 1 ] ;
44 Link X = [ 2 0 . 0 ] ;
45 Link Y = [ 1 . 0 ] ;
46 Link Z = [ 7 5 . 1 ] ;
47 ULink X = [ 8 . 0 ] ;
48 ULink Y = [ 8 . 0 ] ;
49 ULink Z = [ 5 . 1 ] ;
50
51
52 //Creo e l mampa
53
54 // Conf iguro l o s a r t e f a c t o s de e l mundo , e s t o s son l o s a r t f a c t o s que se
uniran a l o s agentes .
55
56 // Conf iguro l o s cuerpos de l o s agentes
57 f o r ( . range ( I ,0 ,1−1) ) {
58 . nth ( I , Body X , XA1) ;
59 . nth ( I , Body Y , YA1) ;
60 . nth ( I , Body Z , ZA1) ;
61 cartago . invoke ob j ( Id , bodyObj (XA1, YA1, ZA1 , I ) ) ;
62 }
63
64 f o r ( . range ( I ,0 ,1−1) ) {
65 . nth ( I , Link X , XA1) ;
66 . nth ( I , Link Y , YA1) ;
67 . nth ( I , Link Z , ZA1) ;
68 cartago . invoke ob j ( Id , l i n kA r t i f a c t (XA1, YA1, ZA1 , I ) ) ;
69 }
70
71 f o r ( . range ( I ,0 ,1−1) ) {
72 . nth ( I , ULink X , XA1) ;
73 . nth ( I , ULink Y , YA1) ;
74 . nth ( I , ULink Z , ZA1) ;
75 cartago . invoke ob j ( Id , uL inkArt i f ac r (XA1, YA1, ZA1 , I ) ) ;
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76 }
77
78 /∗ Get a l l the names o f the agents , the r e s u l t i s a l i s t , which i s s to r ed in
Name ∗/
79 . a l l names (Name) ;
80 /∗ Get the s i z e o f the l i s t , the re i s d i s count ing the few agents JACALIVE ∗/
81 . l ength (Name, Tama) ;
82 /∗ I walk the l i s t o f names o f the agents and sent him a message whose
conte rn ido i s a 1 ,
83 ∗ which t e l l s agents i n c i e n sending t h e i r ONFIGURATION parameters to be sent
to the render .
84 ∗/
85 f o r ( . range ( I , 0 ,Tama−1) ) {
86 . nth ( I ,Name,X) ;
87 . send (X, achieve , va lue (1 ) , 500) ;
88 }
89 . wait (2000) ;
90 /∗Coordino e l envio de in formac ion de l o s agentes ∗/
91 . broadcast ( t e l l , va lue (1 ) ) ;




96 +! s e tupAr t i f a c t 2 (AId2 , L , W, H, Mass , Accelerat ionX , Accelerat ionY ,
Acce lerat ionZ , Sound , Shape , Angle , Distance , JointX , JointY , JointZ
, OrientationX , OrientationY , Orientat ionZ , VelocityX , VelocityY ,
VelocityZ , Px , Py , Pz ) : t rue
97 <− cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id2 ) ;
98 cartago . invoke ob j ( Id2 , inObsProperty ( ”Unl ink Astero id ” ,L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle
, Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,
Orientat ionZ , VelocityX , VelocityY , VelocityZ , Px , Py , Pz) ) ;
99 makeArt i fact ( ”Unl ink Astero id ” , ” Un l i nk As t e r o i d c l a s s ” , [ L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle
, Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,




102 +! s e tupAr t i f a c t 1 (AId1 , L , W, H, Mass , Accelerat ionX , Accelerat ionY ,
Acce lerat ionZ , Sound , Shape , Angle , Distance , JointX , JointY , JointZ
, OrientationX , OrientationY , Orientat ionZ , VelocityX , VelocityY ,
VelocityZ , Px , Py , Pz ) : t rue
103 <− cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id1 ) ;
104 cartago . invoke ob j ( Id1 , inObsProperty ( ”Link Robot” ,L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle ,
Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,
Orientat ionZ , VelocityX , VelocityY , VelocityZ , Px , Py , Pz) ) ;
105 makeArt i fact ( ”Link Robot” , ” L ink Robot c la s s ” , [ L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle ,
Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,




108 +! s e tupAr t i f a c t 0 (AId0 , L , W, H, Mass , Accelerat ionX , Accelerat ionY ,
Acce lerat ionZ , Sound , Shape , Angle , Distance , JointX , JointY , JointZ
, OrientationX , OrientationY , Orientat ionZ , VelocityX , VelocityY ,
VelocityZ , Px , Py , Pz ) : t rue
109 <− cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id0 ) ;
110 cartago . invoke ob j ( Id0 , inObsProperty ( ”Body Starship ” ,L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle ,
Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,
Orientat ionZ , VelocityX , VelocityY , VelocityZ , Px , Py , Pz) ) ;
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111 makeArt i fact ( ”Body Starship ” , ” Body Sta r sh ip c l a s s ” , [ L , W, H, Mass ,
Accelerat ionX , Accelerat ionY , Acce lerat ionZ , Sound , Shape , Angle ,
Distance , JointX , JointY , JointZ , OrientationX , OrientationY ,





115 /∗ Asociamos l o s bodya r t i f a c t a l o s agentes , l o s agente envian un msg ∗/
116 /∗ para que e l j a c a l i v e l e adjudique un cuerpo ∗/
117 /∗−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−∗/
118 +! a s s o c i a t e (Dat ) [ source (Ag) ] : t rue
119 <− cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id1 ) ;
120 cartago . invoke ob j ( Id1 , a r t i f a c t L i s t ( f a l s e ) , Pack 9 ) ;
121 cartago . invoke ob j ( Id1 , bodyAgent ( Pack 9 , Dat , Ag , Ag , 10 , 0) , Pack 3 )
;
122 cartago . invoke ob j ( Id1 , agentId , Pack 4 ) ;
123 Pack 5 = [ Pack 4 ] ;
124 . d i f f e r e n c e ( Pack 5 , [ ” j a c a l i v e ” ] , OutIdAgent ) ;
125 /∗ This method cam be use to re turn the name body agent and your pos . ∗/
126 . l ength (OutIdAgent , TamAg) ;
127 f o r ( . range ( I , 0 ,TamAg−1) ) {
128 . nth ( I , OutIdAgent , AgBdy) ;
129 cartago . invoke ob j ( Id1 , agentBodyArt i fact (AgBdy) , Pack 6 ) ;
130 cartago . invoke ob j ( Id1 , posAgentBodyArti fact ( Pack 6 ) , Pack 7 ) ;
131 } .
132 +! in i tEnv i roment : t rue
133 <−
134 getAl lNameLinkeArt i fact ( Pack 5 ) ;
135
136 . l ength ( Pack 5 , T 0 ) ;
137 f o r ( . range ( I 0 , 0 , T 0−1) ) {
138 . nth ( I 0 , Pack 5 ,R) ;
139 in i tEnviromentLink (R, I 0 ) ;
140 }
141
142 getAllNameUnLinkeArti fact ( Pack 6 ) ;
143
144 . l ength ( Pack 6 , T 1 ) ;
145 f o r ( . range ( I 1 , 0 , T 1−1) ) {
146 . nth ( I 1 , Pack 6 ,R1) ;
147 initEnviromentUnLink (R1 , I 1 ) ;
148 }
149
150 getAllNameAgent ( Pack 8 ) ;
151 . l ength ( Pack 8 , T 2 ) ;
152 f o r ( . range ( I 2 , 0 , T 2−1) ) {
153 . nth ( I 2 , Pack 8 ,R2) ;
154 in itEnviromentAgent (R2 , I 2 ) ;
155 }
156 .
157 +! jaca l i vLoop (Dat ) [ source (Ag) ] : t rue
158 <−
159
160 cartago . new obj ( ” Jaca l i ve4Jason ” , [ ] , Id2 ) ;
161 . my name(N) ;
162 . a l l names (Name) ;
163 . d i f f e r e n c e (Name , [N] , Xlp ) ;
164 . l ength (Xlp ,X) ;
165 cartago . invoke ob j ( Id2 , agentBodyArt i fact (Ag) , Pack 5 ) ;
166 cartago . invoke ob j ( Id2 , posAgentBodyArti fact ( Pack 5 ) , Pack 6 ) ;
167 . concat ( Pack 5 , ” ” , Pack 6 , Pack 7 ) ;
168 . t e rm2st r ing ( Pack 7 , NetData ) ;
169 cartago . invoke ob j ( Id2 , sendRender (NetData ) , Pack 8 ) ;
72 APE´NDICE B. ANEXO II: CO´DIGO DEL EJEMPLO ROBOT APODO
170 //Place i t s code o f communication with agents and a r t e f a c t s here : )
171 .
Este es el co´digo correspondiente al agente.
Listing B.4: Test
1 ! robot0 .
2
3 +! robo t0 : t rue <− ! c o n f i gA r t i f a c t ( Id ) .
4
5 +! c o n f i gA r t i f a c t ( Id ) : t rue
6 <−
7 XA = 20+5;
8 YA = 20+3;
9 ZA = 0 ;
10 makeArt i fact ( ”Motor” , ”MotorRobot” , [ ] , Id ) .
11
12
13 +! value (X) [ source (Ag) ] : t rue
14 <− i f (X==”1” ) {
15 ! getBody ;
16 } e l s e {









26 /∗ comunicacion ent re e l agente robot y e l manager , para que e l manager l e ∗/
27 /∗ adjudique un cuerpo ∗/
28 /∗−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−∗/
29 . send ( j a c a l i v e , achieve , a s s o c i a t e ( ”Body” ) ) ;
30 . wait (1000) ;
31 ! robotALoop ;
32 .
33
34 +!robotALoop: t rue
35 <− . my name(N) ; // Nombre de e l agente
36 moveRobot ( 50 , 50 , 0 , Angle , X, Y, Z) ;
37 . t e rm2st r ing (N, SName) ;
38 . t e rm2st r ing (Angle , Sangle ) ;
39 . t e rm2st r ing (X,X1) ;
40 . t e rm2st r ing (Y,Y1) ;
41 . t e rm2st r ing (Z , Z1 ) ;
42 . concat (SName , ” ” , Sangle , ” ” , X1 , ” ” , Y1 , ” ” , Z1 , ” ” , Ssend ) ;




A continuacio´n se da a conocer los co´digo Java los cuales se crearon automa´ti-
camente en el proceso de traduccio´n, el primer co´digo es el encargado de realizar el
puente entre Jason y JaCalIV E.
Listing B.5: Test
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1 import ja son . environment . g r i d . Locat ion ;
2 import cartago . ∗ ;
3 import JacaLiveFrameWork . JacaLive ;
4 import cartago .OPERATION;
5 import cartago . CartagoNode ;
6 import cartago . Ar t i f a c tCon f i g ;
7 import cartago . CartagoWorkspace ;
8 import cartago . WorkspaceKernel ;
9 import ja son . a r c h i t e c t u r e . AgArch ;
10 import java . u t i l . l o gg ing . Leve l ;
11 import java . u t i l . l o gg ing . Logger ;
12 import ja son . i n f r a . c e n t r a l i s e d . Central isedAgArch ;
13 import java . awt . Color ;
14 import java . i o . IOException ;
15 import java . i o . Pr intWriter ;
16 import java . net . DatagramSocket ;
17 import java . u t i l . ArrayList ;
18 import java . u t i l . Arrays ;
19 import java . u t i l . Enumeration ;
20 import java . u t i l . Hashtable ;
21 import java . u t i l . I t e r a t o r ;
22 import java . u t i l . L inkedLis t ;
23 import java . u t i l . L i s t ;
24 import java . u t i l . S t r ingToken i ze r ;
25 import java . u t i l . l o gg ing . Leve l ;
26 import java . u t i l . l o gg ing . Logger ;
27 import cartago . CartagoException ;
28 import java . net .URL;
29 import java . net . URLClassLoader ;
30 import java . u t i l . S t r ingToken i ze r ;
31 import org . lw j g l . LWJGLException ;
32
33 pub l i c c l a s s Jaca l i ve4Jason extends JacaLive {
34 CartagoWorkspace cartWork ;
35 Art i f a c tCon f i g Conf igArt i ;
36 CartagoNode Node ;
37 WorkspaceKernel WorkSpaKernel ;
38 java . u t i l . Set<St r ing> l i s t = nu l l ;
39 pr i va t e i n t itama = 0 ;
40 pr i va t e s t a t i c Hashtable<Str ing , AgentId> hIdAgent ;
41 s t a t i c S t r ing [ ] args1 = new St r ing [ 1 5 ] ;
42 s t a t i c JacaLive j c a I v e ;
43 pr i va t e S t r ing sTokA = nu l l ;
44 pr i va t e s t a t i c S t r ing [ ] saTokA = new St r ing [ 6 ] ;
45 pr i va t e St r ingToken i ze r tokenA ;
46 // p r i va t e S t r ing [ ] saOutName ;
47
48 i n t iPosiX = 0 ;
49 i n t iPosiY = 0 ;
50 i n t iPos iZ = 0 ;
51 St r ing sPosiX = ”” ;
52
53 pub l i c Jaca l i ve4Jason ( ) {
54 hIdAgent = new Hashtable<Str ing , AgentId>( ) ;
55 }
56
57 pub l i c void i n i t J a c aL i v e ( S t r ing sName , i n t numWsP, i n t TamaLinkArti ,
58 i n t TamaUnLinkArti , i n t TamaBodyArti , double Gx,
59 double Gy, double Gz , i n t Wmap, i n t Hmap, i n t Lmap,
60 boolean bGravity , f l o a t fGroundFrict ion , S t r ing Floor )
throws Exception {
61 /∗∗ i n i t i a l i z e de Nodos , Workspace e t c ∗∗/
62 Node = CartagoNode . g e t In s tance ( ) ;
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63 /∗∗ Config A r t i f a c t ∗∗/
64 Conf igArt i = new Ar t i f a c tCon f i g ( ) ;
65 /∗∗ Create the workspace ∗∗/
66 cartWork = Node . createWorkspace (sName) ;
67
68 WorkSpaKernel = cartWork . getKerne l ( ) ;
69 AgArch userAgArch = new AgArch ( ) ;
70 i n t i I d = 0 ;
71 System . out . p r i n t l n ( ”−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−” ) ;
72 ClassLoader c l = ClassLoader . getSystemClassLoader ( ) ;
73 URL[ ] u r l s = ( ( URLClassLoader ) c l ) . getURLs ( ) ;
74 f o r (URL ur l : u r l s ) {
75 System . out . p r i n t l n ( u r l . g e tF i l e ( ) ) ;
76 }
77 System . out . p r i n t l n ( ”−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−” ) ;
78 args1 [ 0 ] = sName ;
79 args1 [ 1 ] = In t eg e r . t oS t r i ng (numWsP) ;
80 args1 [ 2 ] = In t eg e r . t oS t r i ng (TamaLinkArti ) ;
81 args1 [ 3 ] = In t eg e r . t oS t r i ng (TamaUnLinkArti ) ;
82 args1 [ 4 ] = In t eg e r . t oS t r i ng (TamaBodyArti ) ;
83 args1 [ 5 ] = Double . t oS t r i ng (Gx) ;
84 args1 [ 6 ] = Double . t oS t r i ng (Gy) ;
85 args1 [ 7 ] = Double . t oS t r i ng (Gz) ;
86 args1 [ 8 ] = In t eg e r . t oS t r i ng (Wmap) ;
87 args1 [ 9 ] = In t eg e r . t oS t r i ng (Hmap) ;
88 args1 [ 1 0 ] = In t eg e r . t oS t r i ng (Lmap) ;
89 args1 [ 1 1 ] = Boolean . t oS t r i ng ( bGravity ) ;
90 args1 [ 1 2 ] = Double . t oS t r i ng ( fGroundFr ict ion ) ;
91 args1 [ 1 3 ] = Floor ;
92 main ( args1 ) ;
93 iniWsp (Node , Conf igArt i , cartWork , WorkSpaKernel , userAgArch ) ;
94 }
95
96 pub l i c void bodyObj ( double iBodyX , double iBodyY , double iBodyZ , i n t index )
{
97 setBodyObj ( ( i n t ) iBodyX , ( i n t ) iBodyY , ( i n t ) iBodyZ , index ) ;
98 }
99
100 pub l i c void l i n kA r t i f a c t ( double iLinkX , double iLinkY , double iLinkZ ,
101 i n t index ) {
102 s e tL i nkAr t i f a c r ( ( i n t ) iLinkX , ( i n t ) iLinkY , ( i n t ) iLinkZ , index ) ;
103 }
104
105 pub l i c void uL inkArt i f ac r ( double iULinkX , double iULinkY , double iULinkZ ,
106 i n t index ) {
107 s e tULinkArt i f ac r ( ( i n t ) iULinkX , ( i n t ) iULinkY , ( i n t ) iULinkZ , index ) ;
108 }
109
110 pub l i c S t r ing agentBodyArt i fact ( S t r ing id ) {
111 r e turn getAgentBodyArti fact ( id ) ;
112 }
113
114 pub l i c S t r ing posAgentBodyArti fact ( S t r ing body ) {
115 r e turn getPosAgentBodyArti fact ( body ) ;
116 }
117
118 pub l i c S t r ing ge tpo sL inkAr t i f a c t ( S t r ing l i n k ) {
119 r e turn getPosL inkArt i f a c t ( l i n k ) ;
120 }
121
122 pub l i c S t r ing getposUnLinkArt i fact ( S t r ing unl ink ) {
123 r e turn getPosUnLinkArt i fact ( un l ink ) ;
124 }
125
B.1. ESQUELETOS DE CO´DIGO CREADOS AUTOMA´TICAMENTE 75
126 pub l i c Boolean sendRender ( S t r ing data ) throws IOException {
127 r e turn sendRenders ( data ) ;
128 }
129
130 pub l i c void inObsProperty ( S t r ing Name, double L , double W, double H,
131 double Mass , double Accelerat ionX , double Accelerat ionY ,
132 double Acce lerat ionZ , S t r ing Sound , S t r ing Shape , double Angle ,
133 double Distance , i n t JointX , i n t JointY , i n t JointZ ,
134 double OrientationX , double OrientationY , double Orientat ionZ ,
135 double VelocityX , double VelocityY , double VelocityZ , double Px ,
136 double Py , double Pz) {
137
138 Object [ ] param = { Name, L , W, H, Mass , Accelerat ionX , Accelerat ionY ,
139 Acce lerat ionZ , Sound , Shape , Angle ,
140 Distance , JointX , JointY , JointZ ,
141 OrientationX , OrientationY , Orientat ionZ ,
142 VelocityX , VelocityY , VelocityZ , Px ,
143 Py , Pz } ;
144 inputObsProperty (param) ;
145 }
146
147 pub l i c S t r ing a r t i f a c t L i s t ( boolean f l a g ) {
148 St r ing Temp = nu l l ;
149 St r ing Temp1 = nu l l ;
150 St r ing [ ] outArt i = g e tA r t i f a c t L i s t ( f l a g ) ;
151 f o r ( i n t i = 0 ; i < outArt i . l ength ; i++) {
152 Temp += outArt i [ i ] + ” , ” ;
153 }
154 St r ing [ ] d e f a u l tA r t i f a c t = { ” conso l e ” , ”node” , ” blackboard ” ,
155 ”workspace” , ”manrepo” , ” Ja c a l i v e ” } ;
156 St r ing Algo = compareArrays ( outArti , d e f a u l tA r t i f a c t ) ;
157 i n t tama = Algo . l ength ( ) − 2 ;
158 Temp1 = Algo . sub s t r i ng (4 , tama) ;
159 r e turn Temp1 ;
160 }
161
162 pr i va t e S t r ing compareArrays ( S t r ing [ ] array1 , S t r ing [ ] array2 ) {
163 boolean b = true ;
164 St r ing Temp = nu l l ;
165 i f ( array1 != nu l l ) {
166 f o r ( i n t i = 0 ; i < array1 . l ength ; i++) {
167 i f ( array1 [ i ] != ” conso l e ” && array1 [ i ] != ”node”
168 && array1 [ i ] != ”blackboard ”
169 && array1 [ i ] != ”workspace” && array1 [ i ] != ”manrepo”
170 && array1 [ i ] != ” Ja c a l i v e ” ) {




175 r e turn Temp;
176 }
177
178 pub l i c S t r ing bodyAgent ( S t r ing ArtifactNames , S t r ing data , S t r ing Ag ,
179 St r ing r o l l , i n t index , i n t Tama) throws CartagoException ,
LWJGLException {
180 St r ing Temp = nu l l ;
181 St r ing [ ] outBody = setBodyAgent ( ArtifactNames , data , Ag , r o l l , index ,
182 Tama) ;
183 f o r ( i n t i = 0 ; i < outBody . l ength − 1 ; i++) {
184 Temp += outBody [ i ] + ” , ” ;
185 }
186 r e turn Temp;
187 }
188
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189 pub l i c S t r ing s e t L i n lA r t i f a c t ( S t r ing Arti factNames ) throws CartagoException ,
LWJGLException {
190 St r ing Temp = nu l l ;
191 St r ing [ ] saTemp = Arti factNames . s p l i t ( ” , ” ) ;
192 i n t iTempTama = saTemp [ 0 ] . l ength ( ) ;
193 St r ing sTempNames = saTemp [ 0 ] . s ub s t r i ng (1 , ( iTempTama−1) ) ;
194
195 i n t i I n i c i o = sTempNames . indexOf ( ” ” ) ;
196 St r ing sTempArti = sTempNames . sub s t r i ng (0 , i I n i c i o ) ;
197
198 St r ing [ ] outLinkArt i = se tPosL inkArt i f a c t ( ArtifactNames , sTempNames ,
sTempArti ) ;
199 f o r ( i n t i = 0 ; i < outLinkArt i . l ength − 1 ; i++) {
200 Temp += outLinkArt i [ i ] + ” , ” ;
201 }
202 r e turn Temp;
203 }
204
205 pub l i c S t r ing s e tUnL in lAr t i f a c t ( S t r ing Arti factNames ) throws
CartagoException , LWJGLException {
206 St r ing Temp = nu l l ;
207 St r ing [ ] saTemp = Arti factNames . s p l i t ( ” , ” ) ;
208 i n t iTempTama = saTemp [ 1 ] . l ength ( ) ;
209 St r ing sTempNames = saTemp [ 1 ] . s ub s t r i ng (1 , ( iTempTama−1) ) ;
210
211 i n t i I n i c i o = sTempNames . indexOf ( ” ” ) ;
212 St r ing sTempArti = sTempNames . sub s t r i ng (0 , i I n i c i o ) ;
213
214 System . out . p r i n t l n ( Arti factNames ) ;
215
216 St r ing [ ] outLinkArt i = setPosUnLinkArt i fact ( ArtifactNames , sTempNames ,
sTempArti ) ;
217 f o r ( i n t i = 0 ; i < outLinkArt i . l ength − 1 ; i++) {
218 Temp += outLinkArt i [ i ] + ” , ” ;
219 }
220 r e turn Temp;
221 }
222
223 pub l i c void render ( ) throws LWJGLException{
224 RenderToJaCalIVE ( ) ;
225 }
226
227 pub l i c S t r ing agentId ( ) {
228 St r ing Temp = nu l l ;
229 St r ing Temp1 = nu l l ;
230 St r ing [ ] outArt i = getAgentId ( ) ;
231 f o r ( i n t i = 0 ; i < outArt i . l ength − 1 ; i++) {
232 Temp += outArt i [ i ] + ” , ” ;
233 }
234 i n t tama = Temp. l ength ( ) ;
235 Temp1 = Temp. sub s t r i ng (4 , tama − 1) ;




240 pub l i c S t r ing a r t iToken i z e r ( S t r ing sTokenizer ) {
241 tokenA = new Str ingToken i ze r ( sTokenizer . s ub s t r i ng (1 ) ) ;
242 St r ing sTokB = ”” ;
243 St r ing Temp = nu l l ;
244 St r ing Temp1 = nu l l ;
245
246 i n t i J j = 0 ;
247 do {
248 sTokA = tokenA . nextToken ( ) ;
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249 saTokA [ i J j ] = sTokA ;
250 sTokB += sTokA + ” , ” ;
251 i J j++;
252 } whi le ( tokenA . hasMoreTokens ( ) ) ;
253
254 f o r ( i n t i = 0 ; i < saTokA . l ength − 1 ; i++) {
255 Temp += saTokA [ i ] + ” , ” ;
256 }
257 i n t tama = Temp. l ength ( ) ;
258 Temp1 = Temp. sub s t r i ng (4 , tama − 1) ;
259 r e turn Temp1 ;
260 }
261
262 pub l i c S t r ing checkPos i t i on ( St r ing sPos i ) {
263 St r ing [ ] sS ta t e = sPos i . s p l i t ( ” , ” ) ;
264 i n t iTama 0 = sSta te [ 0 ] . l ength ( ) ;
265 sPosiX = sSta te [ 0 ] . s ub s t r i ng (3 , ( iTama 0−2) ) ;
266 // St r ing sPosiY = sSta t e [ 1 ] . s ub s t r i ng (1 , ( sS ta t e [ 1 ] . l ength ( )−1) ) ;
267 // St r ing sPosiZ = sSta t e [ 2 ] . s ub s t r i ng (1 , ( sS ta t e [ 2 ] . l ength ( )−2) ) ;
268
269 iPosiX = In t eg e r . pa r s e In t ( sPosiX ) ;
270 System . out . p r i n t l n ( sPosiX ) ;
271
272 /∗ i n t iPosiX = In t eg e r . pa r s e In t ( sPosiX ) ;
273 i n t iPosiY = In t eg e r . pa r s e In t ( sPosiY ) ;
274 i n t iPos iZ = In t eg e r . pa r s e In t ( sPosiZ ) ;
275
276 System . out . p r i n t l n ( iPosiX + ” ” + iPosiY + ” ” + iPos iZ ) ;∗/
277 // St r ing sValue = JaCalIVE CheckPosition ( iPosiX , iPosiY , iPos iZ ) ;
278 r e turn nu l l ;
279 }
280
281 pub l i c void showMap ( ) {
282 ShowMap( ) ;
283 }
284
285 pub l i c S t r ing getBodyAssociateToAgent ( S t r ing id ) {
286 r e turn getNameBodyAgent ( id ) ;
287 }
288
289 pub l i c S t r ing sp l i tData ( S t r ing Data , i n t index ) {
290 St r ing [ ] sData = Data . s p l i t ( ” , ” ) ;
291 r e turn sData [ index ] ;
292 }
293 //∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
294 // I f you want add your code , p l e a s e begin hear
295 //∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗∗
296 pub l i c S t r ing getNameAg( St r ing sVal ) {
297 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;
298 r e turn saOutName [ 0 ] ;
299 }
300
301 pub l i c S t r ing getXPos ( S t r ing sVal ) {
302 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;
303 r e turn saOutName [ 2 ] ;
304 }
305
306 pub l i c S t r ing getYPos ( S t r ing sVal ) {
307 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;
308 r e turn saOutName [ 3 ] ;
309 }
310
311 pub l i c S t r ing getZPos ( S t r ing sVal ) {
312 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;
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313 r e turn saOutName [ 4 ] ;
314 }
315
316 pub l i c S t r ing getAngle ( S t r ing sVal ) {
317 St r ing [ ] saOutName = sVal . s p l i t ( ” , ” ) ;




1 import cartago . ∗ ;
2 import JacaLiveFrameWork . JacaLive ;
3 import cartago .ARTIFACT INFO;
4 import cartago . A r t i f a c t ;
5 import cartago . Ar t i f a c tCon f i g ;
6 import cartago .OPERATION;
7 import cartago .OUTPORT;
8 import cartago . ObsProperty ;
9 import cartago . OpFeedbackParam ;
10 import cartago . Operat ionException ;
11
12 @ARTIFACT INFO(
13 outport s = {
14 @OUTPORT(name = ”out−Body Left robot0−Id0” )
15 }
16 ) pub l i c c l a s s Body Le f t Robot0 c las s extends A r t i f a c t {
17
18 // a t t r i b u t e s
19
20 // phy s i c a l p r op e r t i e s
21 // phy s i c a l p r op e r t i e s
22 pub l i c ObsProperty L1 ;
23 pub l i c ObsProperty W1;
24 pub l i c ObsProperty H1 ;
25 pub l i c ObsProperty Shape1 ;
26 pub l i c ObsProperty Px1 ;
27 pub l i c ObsProperty Py1 ;
28 pub l i c ObsProperty Pz1 ;
29 pub l i c ObsProperty VelocityX1 ;
30 pub l i c ObsProperty VelocityY1 ;
31 pub l i c ObsProperty Veloc i tyZ1 ;
32 pub l i c ObsProperty Distance1 ;
33 pub l i c ObsProperty Angle1 ;
34 pub l i c ObsProperty Sound1 ;
35 pub l i c ObsProperty Acce lerat ionX1 ;
36 pub l i c ObsProperty Acce lerat ionY1 ;
37 pub l i c ObsProperty Acce l e rat ionZ1 ;
38 pub l i c ObsProperty JointX1 ;
39 pub l i c ObsProperty JointY1 ;
40 pub l i c ObsProperty JointZ1 ;
41 pub l i c ObsProperty Mass1 ;
42
43 /∗ pr i va t e double AX;
44 pr i va t e double AY;
45 pr i va t e double AZ;∗/
46
47 i n t v = 0 ;
48
49 s t a t i c S t r ing sX1 = nu l l ;
50 double Y1 = 0 ;
51 double Z1 = 0 ;
52
53 double DiffX = 0 ;
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54 double DiffY = 0 ;
55 double Di f fZ = 0 ;
56
57 boolean bFlag = true ;
58 boolean b f l ag3 = true ;
59 pr i va t e boolean b f l ag4 = f a l s e ;
60
61 f l o a t fTarguetX = 0 ;
62 f l o a t fTarguetY = 0 ;
63 f l o a t fX = 0 ;
64 f l o a t fY = 0 ;
65 f l o a t fGravedad = ( f l o a t ) 9 . 0 ;
66 f l o a t fMass = 0 ;
67
68 f l o a t fAngleY = 0 ;
69
70 Object XPos ;
71 Object YPos ;
72 Object ZPos ;
73
74 St r ing sPosiX = nu l l ;
75 St r ing sPosiY = nu l l ;
76 St r ing sPosiZ = nu l l ;
77
78 St r ing s t r 1 = nu l l ;
79 St r ing s t r 2 = nu l l ;
80 St r ing s t r 3 = nu l l ;
81
82 St r ing [ ] saOutPos = new St r ing [ 3 ] ;
83
84 f l o a t fVelox = 0 f ;
85 f l o a t fVeloy = 0 f ;
86 f l o a t fVe loz = 0 f ;
87
88 i n t conta = 0 ;
89
90 f l o a t [ ] fPosValue = new f l o a t [ 3 ] ;
91 pub l i c Body Le f t Robot0 c las s ( ) {
92 /∗∗ Constructor empty ∗∗/
93 }
94
95 // a t t r i b u t e s
96
97
98 // a t t r i b u t e s and phy s i c a l p r op e r t i e s i n i t i a l i z a t i o n
99 void i n i t ( double L , double W, double H, double Mass , double Accelerat ionX ,
double Accelerat ionY , double Acce lerat ionZ , S t r ing Sound , S t r ing Shape ,
double Angle , double Distance , i n t JointX , i n t JointY , i n t JointZ ,
double OrientationX , double OrientationY , double Orientat ionZ , double
VelocityX , double VelocityY , double VelocityZ , double Px , double Py ,
double Pz) {
100 System . out . p r i n t l n ( ” In i c i ando e l Body Ar t i f a c t . . . ” + Px + ” ”
101 + Py + ” ” + Pz) ;
102
103 // a t t r i b u t e s
104 // phy s i c a l p r op e r t i e s
105 def ineObsProperty ( ”L” , L) ;
106 t h i s . L1 = getObsProperty ( ”L” ) ;
107
108 def ineObsProperty ( ”W” , W) ;
109 t h i s .W1 = getObsProperty ( ”W” ) ;
110
111 def ineObsProperty ( ”H” , H) ;
112 t h i s .H1 = getObsProperty ( ”H” ) ;
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113
114 def ineObsProperty ( ”Px” , Px) ;
115 t h i s . Px1 = getObsProperty ( ”Px” ) ;
116
117 def ineObsProperty ( ”Py” , Py) ;
118 t h i s . Py1 = getObsProperty ( ”Py” ) ;
119
120 def ineObsProperty ( ”Pz” , Pz) ;
121 t h i s . Pz1 = getObsProperty ( ”Pz” ) ;
122
123 def ineObsProperty ( ”VelocityX” , VelocityX ) ;
124 t h i s . VelocityX1 = getObsProperty ( ”VelocityX” ) ;
125
126 def ineObsProperty ( ”VelocityY” , VelocityY ) ;
127 t h i s . VelocityY1 = getObsProperty ( ”VelocityY” ) ;
128
129 def ineObsProperty ( ”Veloc i tyZ ” , Veloc i tyZ ) ;
130 t h i s . Ve loc i tyZ1 = getObsProperty ( ”Veloc i tyZ ” ) ;
131
132 def ineObsProperty ( ”Distance ” , Distance ) ;
133 t h i s . Distance1 = getObsProperty ( ”Distance ” ) ;
134
135 def ineObsProperty ( ”Angle” , Angle ) ;
136 t h i s . Angle1 = getObsProperty ( ”Angle” ) ;
137
138 def ineObsProperty ( ”Sound” , Sound ) ;
139 t h i s . Sound1 = getObsProperty ( ”Sound” ) ;
140
141 def ineObsProperty ( ”Acce lerat ionX” , Acce lerat ionX ) ;
142 t h i s . Acce lerat ionX1 = getObsProperty ( ”Acce lerat ionX” ) ;
143
144 def ineObsProperty ( ”Acce lerat ionY” , Acce lerat ionY ) ;
145 t h i s . Acce lerat ionY1 = getObsProperty ( ”Acce lerat ionY” ) ;
146
147 def ineObsProperty ( ”Acce l e ra t ionZ ” , Acce l e ra t ionZ ) ;
148 t h i s . Acce l e rat ionZ1 = getObsProperty ( ”Acce l e ra t ionZ ” ) ;
149
150 def ineObsProperty ( ”JointX” , JointX ) ;
151 t h i s . JointX1 = getObsProperty ( ”JointX” ) ;
152
153 def ineObsProperty ( ”JointY” , JointY ) ;
154 t h i s . JointY1 = getObsProperty ( ”JointY” ) ;
155
156 def ineObsProperty ( ” JointZ ” , JointZ ) ;
157 t h i s . JointZ1 = getObsProperty ( ” JointZ ” ) ;
158
159 def ineObsProperty ( ”Mass” , Mass ) ;
160 t h i s . Mass1 = getObsProperty ( ”Mass” ) ;
161
162 def ineObsProperty ( ”Shape” , Shape ) ;
163 t h i s . Shape1 = getObsProperty ( ”Shape” ) ;
164 }
165
166 // acc i one s
167 // g e t t e r s & s e t t e r s
168
169 // Metering
170 pub l i c void setL ( f l o a t L) {
171 t h i s . L1 . updateValue (L) ;
172 }
173
174 pub l i c Object getL ( ) {
175 r e turn t h i s . L1 . getValue ( ) ;
176 }
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177
178 pub l i c void setW( f l o a t W) {
179 t h i s .W1. updateValue (W) ;
180 }
181
182 pub l i c Object getW() {
183 r e turn t h i s .W1. getValue ( ) ;
184 }
185
186 pub l i c void setH ( f l o a t H) {
187 t h i s .H1 . updateValue (H) ;
188 }
189
190 pub l i c Object getH ( ) {




195 pub l i c void setShape ( St r ing Shape ) {
196 t h i s . Shape1 . updateValue ( Shape ) ;
197 }
198
199 pub l i c Object getShape ( ) {




204 pub l i c void setPX ( f l o a t PosX) {
205 t h i s . Px1 . updateValue (PosX) ;
206 }
207
208 pub l i c Object getPX ( ) {
209 r e turn t h i s . Px1 . getValue ( ) ;
210 }
211
212 pub l i c void setPY ( f l o a t PosY) {
213 t h i s . Py1 . updateValue (PosY) ;
214 }
215
216 pub l i c Object getPY ( ) {
217 r e turn t h i s . Py1 . getValue ( ) ;
218 }
219
220 pub l i c void setPZ ( f l o a t PosZ ) {
221 t h i s . Pz1 . updateValue (PosZ ) ;
222 }
223
224 pub l i c Object getPZ ( ) {
225 r e turn t h i s . Pz1 . getValue ( ) ;
226 }
227
228 // Ve loc i ty
229 pub l i c void se tVe loc i tyX ( f l o a t VeloX ) {
230 t h i s . VelocityX1 . updateValue (VeloX ) ;
231 }
232
233 pub l i c Object getVeloc i tyX ( ) {
234 r e turn t h i s . VelocityX1 . getValue ( ) ;
235 }
236
237 pub l i c void se tVe loc i tyY ( f l o a t VeloY ) {
238 t h i s . VelocityY1 . updateValue (VeloY ) ;
239 }
240
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241 pub l i c Object getVeloc i tyY ( ) {
242 r e turn t h i s . VelocityY1 . getValue ( ) ;
243 }
244
245 pub l i c void s e tVe l o c i tyZ ( f l o a t VeloZ ) {
246 t h i s . Ve loc i tyZ1 . updateValue (VeloZ ) ;
247 }
248
249 pub l i c Object ge tVe loc i tyZ ( ) {




254 pub l i c void s e tD i s tance ( f l o a t Dist ) {
255 t h i s . Distance1 . updateValue ( Dist ) ;
256 }
257
258 pub l i c Object getDi s tance ( ) {




263 pub l i c void setAngle ( f l o a t Ang) {
264 t h i s . Angle1 . updateValue (Ang) ;
265 }
266
267 pub l i c Object getAngle ( ) {




272 pub l i c void setSound ( St r ing Soun ) {
273 t h i s . Sound1 . updateValue ( Soun ) ;
274 }
275
276 pub l i c Object getSound ( ) {
277 r e turn t h i s . Sound1 . getValue ( ) ;
278 }
279
280 // Ace l e r a t i on
281 pub l i c void se tAcce l e ra t i onX1 ( f l o a t AccX) {
282 t h i s . Acce lerat ionX1 . updateValue (AccX) ;
283 }
284
285 pub l i c Object getAcce l e rat ionX ( ) {
286 r e turn t h i s . Acce lerat ionX1 . getValue ( ) ;
287 }
288
289 pub l i c void se tAcce l e ra t i onY ( f l o a t AccY) {
290 t h i s . Acce lerat ionY1 . updateValue (AccY) ;
291 }
292
293 pub l i c Object getAcce l e rat ionY ( ) {
294 r e turn t h i s . Acce lerat ionY1 . getValue ( ) ;
295 }
296
297 pub l i c void s e tAcce l e r a t i onZ ( f l o a t AccZ) {
298 t h i s . Acce l e rat ionZ1 . updateValue (AccZ) ;
299 }
300
301 pub l i c Object ge tAcce l e ra t i onZ ( ) {
302 r e turn t h i s . Acce l e rat ionZ1 . getValue ( ) ;
303 }
304
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305 // Jo int
306 pub l i c void setJo intX ( f l o a t JointX ) {
307 t h i s . JointX1 . updateValue ( JointX ) ;
308 }
309
310 pub l i c Object getJointX ( ) {
311 r e turn t h i s . JointX1 . getValue ( ) ;
312 }
313
314 pub l i c void setAJointY ( f l o a t JointY ) {
315 t h i s . JointY1 . updateValue ( JointY ) ;
316 }
317
318 pub l i c Object getJointY ( ) {
319 r e turn t h i s . JointY1 . getValue ( ) ;
320 }
321
322 pub l i c void s e tJo in tZ ( f l o a t JointZ ) {
323 t h i s . JointZ1 . updateValue ( JointZ ) ;
324 }
325
326 pub l i c Object getJo intZ ( ) {




331 pub l i c void setMass ( f l o a t mass ) {
332 t h i s . Mass1 . updateValue (mass ) ;
333 }
334
335 pub l i c Object getMass ( ) {




340 pub l i c void stop ( ) {




345 ∗ Metodo que a c t u a l i z a l a pos de e l a r t e f a c t o i z qu i e rdo
346 ∗/
347 @OPERATION
348 pub l i c void moveBodyB( St r ing sBodyName , S t r ing Ang , S t r ing X, St r ing Y,
349 St r ing Z , S t r ing Index , OpFeedbackParam<St r ing [ ]> PosRobotA , Object [ ]
Value ) throws Operat ionException {
350
351 double dAngulo = Double . parseDouble (Ang) ;
352 double dX = Double . parseDouble (X) ;
353 double dY = Double . parseDouble (Y) ;
354 double dZ = Double . parseDouble (Z) ;
355
356 i n t i Index = In t eg e r . pa r s e In t ( Index ) ;
357
358 i f ( sBodyName . equa l s ( ”Body Left ” ) ) {
359 // JacaLive . S e tVe l o c i t yA r t i f a c t s ( sBodyName , fVelox , fVeloz , fVeloy ) ;
360
361 fVelox = fVelox + 0.01 f ;
362 fVeloy = fVeloy + 0.01 f ;
363 fVe loz = fVe loz + 0.01 f ;
364
365 i f ( fAngleY<1) {
366 fAngleY = fAngleY + 0.05 f ;
367 }
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368
369 i f ( fVelox>3) {
370 fVelox = 0 ;
371 fVeloy = 0 ;
372 fVe loz = 0 ;
373 fAngleY = 0 ;
374 }
375 s i g n a l ( ” i sBodyLeft ” , ”Body Left ” ) ;
376 }





382 pub l i c void getPosBodyB ( St r ing agentName , OpFeedbackParam<St r ing [ ]> PosRobotA
,
383 OpFeedbackParam<Boolean> s t a t e ) throws
Operat ionException {
384
385 i f ( agentName . equa l s ( ”Body Left ” ) ) {
386
387 // Update the ObserverProperty Pos
388 f l o a t [ ] fPosValue = JacaLive . GetPosArt i fac t s ( ”Body Left ” ) ;
389 i n t i x = ( i n t ) fPosValue [ 0 ] ;
390 i n t i y = ( i n t ) fPosValue [ 1 ] ;
391 i n t i z = ( i n t ) fPosValue [ 2 ] ;
392
393 //System . out . p r i n t l n ( ”Pos: ” + ” ” + ix + ” ” + iy + ” ” + i z ) ;
394
395 Px1 . updateValue ( ix ) ;
396 Py1 . updateValue ( iy ) ;
397 Pz1 . updateValue ( i z ) ;
398
399 // Update the ObserverProperty Ve loc i ty
400 f l o a t [ ] fVe loValues = JacaLive . Ge tVe l o c i t yAr t i f a c t s ( ) ;
401 VelocityX1 . updateValue ( fVeloValues [ 0 ] ) ;
402 VelocityY1 . updateValue ( fVeloValues [ 1 ] ) ;
403 Veloc i tyZ1 . updateValue ( fVeloValues [ 2 ] ) ;
404
405 // Send s i g n a l to agent JacaLive
406 s i g n a l ( ”movePosX” , ix ) ;
407 s i g n a l ( ”movePosY” , iy ) ;
408 s i g n a l ( ”movePosZ” , i z ) ;
409
410 saOutPos [ 0 ] = St r ing . valueOf ( fPosValue [ 0 ] ) ;
411 saOutPos [ 1 ] = St r ing . valueOf ( fPosValue [ 1 ] ) ;
412 saOutPos [ 2 ] = St r ing . valueOf ( fPosValue [ 2 ] ) ;
413
414
415 PosRobotA . s e t ( saOutPos ) ;
416 b f l ag4 = true ;
417 } e l s e {
418 b f l ag4 = f a l s e ;
419 }






2 import cartago . ∗ ;
3 import JacaLiveFrameWork . JacaLive ;
B.1. ESQUELETOS DE CO´DIGO CREADOS AUTOMA´TICAMENTE 85
4 import cartago .ARTIFACT INFO;
5 import cartago . A r t i f a c t ;
6 import cartago . Ar t i f a c tCon f i g ;
7 import cartago .OPERATION;
8 import cartago .OUTPORT;
9 import cartago . ObsProperty ;
10 import cartago . OpFeedbackParam ;
11 import cartago . Operat ionException ;
12
13 @ARTIFACT INFO(
14 outport s = {
15 @OUTPORT(name = ”out−Body Right robot0−Id2” )
16 }
17 ) pub l i c c l a s s Body Right Robot0 c lass extends A r t i f a c t {
18 // a t t r i b u t e s
19
20 // phy s i c a l p r op e r t i e s
21 // phy s i c a l p r op e r t i e s
22 pub l i c ObsProperty L1 ;
23 pub l i c ObsProperty W1;
24 pub l i c ObsProperty H1 ;
25 pub l i c ObsProperty Shape1 ;
26 pub l i c ObsProperty Px1 ;
27 pub l i c ObsProperty Py1 ;
28 pub l i c ObsProperty Pz1 ;
29 pub l i c ObsProperty VelocityX1 ;
30 pub l i c ObsProperty VelocityY1 ;
31 pub l i c ObsProperty Veloc i tyZ1 ;
32 pub l i c ObsProperty Distance1 ;
33 pub l i c ObsProperty Angle1 ;
34 pub l i c ObsProperty Sound1 ;
35 pub l i c ObsProperty Acce lerat ionX1 ;
36 pub l i c ObsProperty Acce lerat ionY1 ;
37 pub l i c ObsProperty Acce l e rat ionZ1 ;
38 pub l i c ObsProperty JointX1 ;
39 pub l i c ObsProperty JointY1 ;
40 pub l i c ObsProperty JointZ1 ;
41 pub l i c ObsProperty Mass1 ;
42
43 /∗ pr i va t e double AX;
44 pr i va t e double AY;
45 pr i va t e double AZ;∗/
46
47 i n t v = 0 ;
48
49 s t a t i c S t r ing sX1 = nu l l ;
50 double Y1 = 0 ;
51 double Z1 = 0 ;
52
53 double DiffX = 0 ;
54 double DiffY = 0 ;
55 double Di f fZ = 0 ;
56
57 boolean bFlag = true ;
58 boolean b f l ag3 = true ;
59 pr i va t e boolean b f l ag4 = f a l s e ;
60
61 f l o a t fTarguetX = 0 ;
62 f l o a t fTarguetY = 0 ;
63 f l o a t fX = 0 ;
64 f l o a t fY = 0 ;
65 f l o a t fGravedad = ( f l o a t ) 9 . 0 ;
66 f l o a t fMass = 0 ;
67
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68 f l o a t fAngleY = 0 ;
69
70 Object XPos ;
71 Object YPos ;
72 Object ZPos ;
73
74 St r ing sPosiX = nu l l ;
75 St r ing sPosiY = nu l l ;
76 St r ing sPosiZ = nu l l ;
77
78 St r ing s t r 1 = nu l l ;
79 St r ing s t r 2 = nu l l ;
80 St r ing s t r 3 = nu l l ;
81
82 St r ing [ ] saOutPos = new St r ing [ 3 ] ;
83
84 f l o a t fVelox = 0 f ;
85 f l o a t fVeloy = 0 f ;
86 f l o a t fVe loz = 0 f ;
87
88 i n t conta = 0 ;
89
90 f l o a t [ ] fPosValue = new f l o a t [ 3 ] ; ;
91
92
93 pub l i c Body Right Robot0 c lass ( ) {
94 /∗∗ Constructor empty ∗∗/
95 }
96
97 // a t t r i b u t e s
98
99
100 // a t t r i b u t e s and phy s i c a l p r op e r t i e s i n i t i a l i z a t i o n
101 void i n i t ( double L , double W, double H, double Mass , double Accelerat ionX ,
double Accelerat ionY , double Acce lerat ionZ , S t r ing Sound , S t r ing Shape ,
double Angle , double Distance , i n t JointX , i n t JointY , i n t JointZ ,
double OrientationX , double OrientationY , double Orientat ionZ , double
VelocityX , double VelocityY , double VelocityZ , double Px , double Py ,
double Pz) {
102 System . out . p r i n t l n ( ” In i c i ando e l Body Ar t i f a c t . . . ” + Px + ” ”
103 + Py + ” ” + Pz) ;
104
105 // a t t r i b u t e s
106 // phy s i c a l p r op e r t i e s
107 def ineObsProperty ( ”L” , L) ;
108 t h i s . L1 = getObsProperty ( ”L” ) ;
109
110 def ineObsProperty ( ”W” , W) ;
111 t h i s .W1 = getObsProperty ( ”W” ) ;
112
113 def ineObsProperty ( ”H” , H) ;
114 t h i s .H1 = getObsProperty ( ”H” ) ;
115
116 def ineObsProperty ( ”Px” , Px) ;
117 t h i s . Px1 = getObsProperty ( ”Px” ) ;
118
119 def ineObsProperty ( ”Py” , Py) ;
120 t h i s . Py1 = getObsProperty ( ”Py” ) ;
121
122 def ineObsProperty ( ”Pz” , Pz) ;
123 t h i s . Pz1 = getObsProperty ( ”Pz” ) ;
124
125 def ineObsProperty ( ”VelocityX” , VelocityX ) ;
126 t h i s . VelocityX1 = getObsProperty ( ”VelocityX” ) ;
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127
128 def ineObsProperty ( ”VelocityY” , VelocityY ) ;
129 t h i s . VelocityY1 = getObsProperty ( ”VelocityY” ) ;
130
131 def ineObsProperty ( ”Veloc i tyZ ” , Veloc i tyZ ) ;
132 t h i s . Ve loc i tyZ1 = getObsProperty ( ”Veloc i tyZ ” ) ;
133
134 def ineObsProperty ( ”Distance ” , Distance ) ;
135 t h i s . Distance1 = getObsProperty ( ”Distance ” ) ;
136
137 def ineObsProperty ( ”Angle” , Angle ) ;
138 t h i s . Angle1 = getObsProperty ( ”Angle” ) ;
139
140 def ineObsProperty ( ”Sound” , Sound ) ;
141 t h i s . Sound1 = getObsProperty ( ”Sound” ) ;
142
143 def ineObsProperty ( ”Acce lerat ionX” , Acce lerat ionX ) ;
144 t h i s . Acce lerat ionX1 = getObsProperty ( ”Acce lerat ionX” ) ;
145
146 def ineObsProperty ( ”Acce lerat ionY” , Acce lerat ionY ) ;
147 t h i s . Acce lerat ionY1 = getObsProperty ( ”Acce lerat ionY” ) ;
148
149 def ineObsProperty ( ”Acce l e ra t ionZ ” , Acce l e ra t ionZ ) ;
150 t h i s . Acce l e rat ionZ1 = getObsProperty ( ”Acce l e ra t ionZ ” ) ;
151
152 def ineObsProperty ( ”JointX” , JointX ) ;
153 t h i s . JointX1 = getObsProperty ( ”JointX” ) ;
154
155 def ineObsProperty ( ”JointY” , JointY ) ;
156 t h i s . JointY1 = getObsProperty ( ”JointY” ) ;
157
158 def ineObsProperty ( ” JointZ ” , JointZ ) ;
159 t h i s . JointZ1 = getObsProperty ( ” JointZ ” ) ;
160
161 def ineObsProperty ( ”Mass” , Mass ) ;
162 t h i s . Mass1 = getObsProperty ( ”Mass” ) ;
163
164 def ineObsProperty ( ”Shape” , Shape ) ;
165 t h i s . Shape1 = getObsProperty ( ”Shape” ) ;
166 }
167
168 // acc i one s
169 // g e t t e r s & s e t t e r s
170
171 // Metering
172 pub l i c void setL ( f l o a t L) {
173 t h i s . L1 . updateValue (L) ;
174 }
175
176 pub l i c Object getL ( ) {
177 r e turn t h i s . L1 . getValue ( ) ;
178 }
179
180 pub l i c void setW( f l o a t W) {
181 t h i s .W1. updateValue (W) ;
182 }
183
184 pub l i c Object getW() {
185 r e turn t h i s .W1. getValue ( ) ;
186 }
187
188 pub l i c void setH ( f l o a t H) {
189 t h i s .H1 . updateValue (H) ;
190 }
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191
192 pub l i c Object getH ( ) {




197 pub l i c void setShape ( St r ing Shape ) {
198 t h i s . Shape1 . updateValue ( Shape ) ;
199 }
200
201 pub l i c Object getShape ( ) {




206 pub l i c void setPX ( f l o a t PosX) {
207 t h i s . Px1 . updateValue (PosX) ;
208 }
209
210 pub l i c Object getPX ( ) {
211 r e turn t h i s . Px1 . getValue ( ) ;
212 }
213
214 pub l i c void setPY ( f l o a t PosY) {
215 t h i s . Py1 . updateValue (PosY) ;
216 }
217
218 pub l i c Object getPY ( ) {
219 r e turn t h i s . Py1 . getValue ( ) ;
220 }
221
222 pub l i c void setPZ ( f l o a t PosZ ) {
223 t h i s . Pz1 . updateValue (PosZ ) ;
224 }
225
226 pub l i c Object getPZ ( ) {
227 r e turn t h i s . Pz1 . getValue ( ) ;
228 }
229
230 // Ve loc i ty
231 pub l i c void se tVe loc i tyX ( f l o a t VeloX ) {
232 t h i s . VelocityX1 . updateValue (VeloX ) ;
233 }
234
235 pub l i c Object getVeloc i tyX ( ) {
236 r e turn t h i s . VelocityX1 . getValue ( ) ;
237 }
238
239 pub l i c void se tVe loc i tyY ( f l o a t VeloY ) {
240 t h i s . VelocityY1 . updateValue (VeloY ) ;
241 }
242
243 pub l i c Object getVeloc i tyY ( ) {
244 r e turn t h i s . VelocityY1 . getValue ( ) ;
245 }
246
247 pub l i c void s e tVe l o c i tyZ ( f l o a t VeloZ ) {
248 t h i s . Ve loc i tyZ1 . updateValue (VeloZ ) ;
249 }
250
251 pub l i c Object ge tVe loc i tyZ ( ) {
252 r e turn t h i s . Ve loc i tyZ1 . getValue ( ) ;
253 }
254
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255 // Distan
256 pub l i c void s e tD i s tance ( f l o a t Dist ) {
257 t h i s . Distance1 . updateValue ( Dist ) ;
258 }
259
260 pub l i c Object getDi s tance ( ) {




265 pub l i c void setAngle ( f l o a t Ang) {
266 t h i s . Angle1 . updateValue (Ang) ;
267 }
268
269 pub l i c Object getAngle ( ) {




274 pub l i c void setSound ( St r ing Soun ) {
275 t h i s . Sound1 . updateValue ( Soun ) ;
276 }
277
278 pub l i c Object getSound ( ) {
279 r e turn t h i s . Sound1 . getValue ( ) ;
280 }
281
282 // Ace l e r a t i on
283 pub l i c void se tAcce l e ra t i onX1 ( f l o a t AccX) {
284 t h i s . Acce lerat ionX1 . updateValue (AccX) ;
285 }
286
287 pub l i c Object getAcce l e rat ionX ( ) {
288 r e turn t h i s . Acce lerat ionX1 . getValue ( ) ;
289 }
290
291 pub l i c void se tAcce l e ra t i onY ( f l o a t AccY) {
292 t h i s . Acce lerat ionY1 . updateValue (AccY) ;
293 }
294
295 pub l i c Object getAcce l e rat ionY ( ) {
296 r e turn t h i s . Acce lerat ionY1 . getValue ( ) ;
297 }
298
299 pub l i c void s e tAcce l e r a t i onZ ( f l o a t AccZ) {
300 t h i s . Acce l e rat ionZ1 . updateValue (AccZ) ;
301 }
302
303 pub l i c Object ge tAcce l e ra t i onZ ( ) {
304 r e turn t h i s . Acce l e rat ionZ1 . getValue ( ) ;
305 }
306
307 // Jo int
308 pub l i c void setJo intX ( f l o a t JointX ) {
309 t h i s . JointX1 . updateValue ( JointX ) ;
310 }
311
312 pub l i c Object getJointX ( ) {
313 r e turn t h i s . JointX1 . getValue ( ) ;
314 }
315
316 pub l i c void setAJointY ( f l o a t JointY ) {
317 t h i s . JointY1 . updateValue ( JointY ) ;
318 }
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319
320 pub l i c Object getJointY ( ) {
321 r e turn t h i s . JointY1 . getValue ( ) ;
322 }
323
324 pub l i c void s e tJo in tZ ( f l o a t JointZ ) {
325 t h i s . JointZ1 . updateValue ( JointZ ) ;
326 }
327
328 pub l i c Object getJo intZ ( ) {




333 pub l i c void setMass ( f l o a t mass ) {
334 t h i s . Mass1 . updateValue (mass ) ;
335 }
336
337 pub l i c Object getMass ( ) {




342 pub l i c void stop ( ) {




347 ∗ Metodo que a c t u a l i z a l a pos de e l a r t e f a c t o i z qu i e rdo
348 ∗/
349 @OPERATION
350 pub l i c void moveBodyA( St r ing sBodyName , S t r ing Ang , S t r ing X, S t r ing Y,
351 St r ing Z , S t r ing Index , OpFeedbackParam<St r ing [ ]> PosRobotA , Object [ ]
Value ) throws Operat ionException {
352
353 double dAngulo = Double . parseDouble (Ang) ;
354 double dX = Double . parseDouble (X) ;
355 double dY = Double . parseDouble (Y) ;
356 double dZ = Double . parseDouble (Z) ;
357
358 i n t i Index = In t eg e r . pa r s e In t ( Index ) ;
359
360 i f ( sBodyName . equa l s ( ”Body Right” ) ) {
361 // JacaLive . S e tVe l o c i t yA r t i f a c t s ( sBodyName , fVelox , fVeloz , fVeloy ) ;
362
363 fVelox = fVelox + 0.01 f ;
364 fVeloy = fVeloy + 0.01 f ;
365 fVe loz = fVe loz + 0.01 f ;
366
367 i f ( fAngleY<1) {
368 fAngleY = fAngleY + 0.05 f ;
369 }
370
371 i f ( fVelox>3) {
372 fVelox = 0 ;
373 fVeloy = 0 ;
374 fVe loz = 0 ;
375 fAngleY = 0 ;
376 }
377 s i g n a l ( ” isBodyRight ” , ”Body Right” ) ;
378 }
379 PosRobotA . s e t ( saOutPos ) ;
380
381 }
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382
383 @OPERATION
384 pub l i c void getPosBodyA ( St r ing agentName , OpFeedbackParam<St r ing [ ]> PosRobotA
,
385 OpFeedbackParam<Boolean> s t a t e ) throws
Operat ionException {
386
387 i f ( agentName . equa l s ( ”Body Right” ) ) {
388
389 // Update the ObserverProperty Pos
390 f l o a t [ ] fPosValue = JacaLive . GetPosArt i fac t s ( ”Body Right” ) ;
391 i n t i x = ( i n t ) fPosValue [ 0 ] ;
392 i n t i y = ( i n t ) fPosValue [ 1 ] ;
393 i n t i z = ( i n t ) fPosValue [ 2 ] ;
394
395 //System . out . p r i n t l n ( ”Pos: ” + ” ” + ix + ” ” + iy + ” ” + i z ) ;
396
397 Px1 . updateValue ( ix ) ;
398 Py1 . updateValue ( iy ) ;
399 Pz1 . updateValue ( i z ) ;
400
401 // Update the ObserverProperty Ve loc i ty
402 f l o a t [ ] fVe loValues = JacaLive . Ge tVe l o c i t yAr t i f a c t s ( ) ;
403 VelocityX1 . updateValue ( fVeloValues [ 0 ] ) ;
404 VelocityY1 . updateValue ( fVeloValues [ 1 ] ) ;
405 Veloc i tyZ1 . updateValue ( fVeloValues [ 2 ] ) ;
406
407 // Send s i g n a l to agent JacaLive
408 s i g n a l ( ”movePosX” , i x ) ;
409 s i g n a l ( ”movePosY” , i y ) ;
410 s i g n a l ( ”movePosZ” , i z ) ;
411
412 saOutPos [ 0 ] = St r ing . valueOf ( fPosValue [ 0 ] ) ;
413 saOutPos [ 1 ] = St r ing . valueOf ( fPosValue [ 1 ] ) ;
414 saOutPos [ 2 ] = St r ing . valueOf ( fPosValue [ 2 ] ) ;
415
416
417 PosRobotA . s e t ( saOutPos ) ;
418 b f l ag4 = true ;
419 } e l s e {
420 b f l ag4 = f a l s e ;
421 }




1 import cartago . ∗ ;
2 import cartago . AbstractWorkspacePoint ;
3 import JacaLiveFrameWork . JacaLive ;
4 import cartago .ARTIFACT INFO;
5 import cartago . A r t i f a c t ;
6 import cartago . Ar t i f a c tCon f i g ;
7 import cartago .OPERATION;
8 import cartago .OUTPORT;
9 import cartago . ObsProperty ;
10 import cartago . OpFeedbackParam ;
11 import cartago . Operat ionException ;
12
13 @ARTIFACT INFO(
14 outport s = {
15 @OUTPORT(name = ”out−Link Art i f a c t−Id3” )
16 }
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17 ) pub l i c c l a s s L i n k A r t i f a c t c l a s s extends A r t i f a c t {
18 Art i f a c tCon f i g ArtiConf ;
19
20 // f l o a t [ ] fPosValue = new f l o a t [ 3 ] ;
21 St r ing [ ] saOutPos = new St r ing [ 3 ] ;
22
23 f l o a t fVelox = 0 f ;
24 f l o a t fVeloy = 0 f ;
25 f l o a t fVe loz = 0 f ;
26 f l o a t fAngleY = 0 f ;
27
28 pr i va t e boolean b f l ag4 = f a l s e ;
29
30 // a t t r i b u t e s
31
32 // phy s i c a l p r op e r t i e s
33 // phy s i c a l p r op e r t i e s
34 pub l i c ObsProperty L1 ;
35 pub l i c ObsProperty W1;
36 pub l i c ObsProperty H1 ;
37 pub l i c ObsProperty Shape1 ;
38 pub l i c ObsProperty Px1 ;
39 pub l i c ObsProperty Py1 ;
40 pub l i c ObsProperty Pz1 ;
41 pub l i c ObsProperty VelocityX1 ;
42 pub l i c ObsProperty VelocityY1 ;
43 pub l i c ObsProperty Veloc i tyZ1 ;
44 pub l i c ObsProperty Distance1 ;
45 pub l i c ObsProperty Angle1 ;
46 pub l i c ObsProperty Sound1 ;
47 pub l i c ObsProperty Acce lerat ionX1 ;
48 pub l i c ObsProperty Acce lerat ionY1 ;
49 pub l i c ObsProperty Acce l e rat ionZ1 ;
50 pub l i c ObsProperty JointX1 ;
51 pub l i c ObsProperty JointY1 ;
52 pub l i c ObsProperty JointZ1 ;
53 pub l i c ObsProperty Mass1 ;
54 // a t t r i b u t e s and phy s i c a l p r op e r t i e s i n i t i a l i z a t i o n
55 void i n i t ( double L , double W, double H, double Mass , double Accelerat ionX ,
56 double Accelerat ionY , double Acce lerat ionZ , S t r ing Sound ,
57 St r ing Shape , double Angle , double Distance , i n t JointX ,
58 i n t JointY , i n t JointZ , double OrientationX , double OrientationY ,
59 double Orientat ionZ , double VelocityX , double VelocityY ,
60 double VelocityZ , double Px , double Py , double Pz) {
61
62 //Enter your code in t h i s l i n e : )
63 System . out . p r i n t l n ( ” In i c i ando e l Linked Ar t i f a c t . . . ” + Px + ” ”
64 + Py + ” ” + Pz) ;
65
66 // a t t r i b u t e s
67 // phy s i c a l p r op e r t i e s
68 def ineObsProperty ( ”L” , L) ;
69 t h i s . L1 = getObsProperty ( ”L” ) ;
70
71 def ineObsProperty ( ”W” , W) ;
72 t h i s .W1 = getObsProperty ( ”W” ) ;
73
74 def ineObsProperty ( ”H” , H) ;
75 t h i s .H1 = getObsProperty ( ”H” ) ;
76
77 def ineObsProperty ( ”Px” , Px) ;
78 t h i s . Px1 = getObsProperty ( ”Px” ) ;
79
80 def ineObsProperty ( ”Py” , Py) ;
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81 t h i s . Py1 = getObsProperty ( ”Py” ) ;
82
83 def ineObsProperty ( ”pz” , Pz) ;
84 t h i s . Pz1 = getObsProperty ( ”pz” ) ;
85
86 def ineObsProperty ( ”VelocityX” , VelocityX ) ;
87 t h i s . VelocityX1 = getObsProperty ( ”VelocityX” ) ;
88
89 def ineObsProperty ( ”VelocityY” , VelocityY ) ;
90 t h i s . VelocityY1 = getObsProperty ( ”VelocityY” ) ;
91
92 def ineObsProperty ( ”Veloc i tyZ ” , Veloc i tyZ ) ;
93 t h i s . Ve loc i tyZ1 = getObsProperty ( ”Veloc i tyZ ” ) ;
94
95 def ineObsProperty ( ”Distance ” , Distance ) ;
96 t h i s . Distance1 = getObsProperty ( ”Distance ” ) ;
97
98 def ineObsProperty ( ”Angle” , Angle ) ;
99 t h i s . Angle1 = getObsProperty ( ”Angle” ) ;
100
101 def ineObsProperty ( ”Sound” , Sound ) ;
102 t h i s . Sound1 = getObsProperty ( ”Sound” ) ;
103
104 def ineObsProperty ( ”Acce lerat ionX” , Acce lerat ionX ) ;
105 t h i s . Acce lerat ionX1 = getObsProperty ( ”Acce lerat ionX” ) ;
106
107 def ineObsProperty ( ”Acce lerat ionY” , Acce lerat ionY ) ;
108 t h i s . Acce lerat ionY1 = getObsProperty ( ”Acce lerat ionY” ) ;
109
110 def ineObsProperty ( ”Acce l e ra t ionZ ” , Acce l e ra t ionZ ) ;
111 t h i s . Acce l e rat ionZ1 = getObsProperty ( ”Acce l e ra t ionZ ” ) ;
112
113 def ineObsProperty ( ”JointX” , JointX ) ;
114 t h i s . JointX1 = getObsProperty ( ”JointX” ) ;
115
116 def ineObsProperty ( ”JointY” , JointY ) ;
117 t h i s . JointY1 = getObsProperty ( ”JointY” ) ;
118
119 def ineObsProperty ( ” JointZ ” , JointZ ) ;
120 t h i s . JointZ1 = getObsProperty ( ” JointZ ” ) ;
121
122 def ineObsProperty ( ”Mass” , Mass ) ;
123 t h i s . Mass1 = getObsProperty ( ”Mass” ) ;
124
125 def ineObsProperty ( ”Shape” , Shape ) ;
126 t h i s . Shape1 = getObsProperty ( ”Shape” ) ;
127 }
128
129 // acc i one s
130 // g e t t e r s & s e t t e r s
131
132 // Metering
133 pub l i c void setL ( f l o a t L) {
134 t h i s . L1 . updateValue (L) ;
135 }
136
137 pub l i c Object getL ( ) {
138 r e turn t h i s . L1 . getValue ( ) ;
139 }
140
141 pub l i c void setW( f l o a t W) {
142 t h i s .W1. updateValue (W) ;
143 }
144
94 APE´NDICE B. ANEXO II: CO´DIGO DEL EJEMPLO ROBOT APODO
145 pub l i c Object getW() {
146 r e turn t h i s .W1. getValue ( ) ;
147 }
148
149 pub l i c void setH ( f l o a t H) {
150 t h i s .H1 . updateValue (H) ;
151 }
152
153 pub l i c Object getH ( ) {




158 pub l i c void setShape ( St r ing Shape ) {
159 t h i s . Shape1 . updateValue ( Shape ) ;
160 }
161
162 pub l i c Object getShape ( ) {




167 pub l i c void setPX ( f l o a t PosX) {
168 t h i s . Px1 . updateValue (PosX) ;
169 }
170
171 pub l i c Object getPX ( ) {
172 r e turn t h i s . Px1 . getValue ( ) ;
173 }
174
175 pub l i c void setPY ( f l o a t PosY) {
176 t h i s . Py1 . updateValue (PosY) ;
177 }
178
179 pub l i c Object getPY ( ) {
180 r e turn t h i s . Py1 . getValue ( ) ;
181 }
182
183 pub l i c void setPZ ( f l o a t PosZ ) {
184 t h i s . Pz1 . updateValue (PosZ ) ;
185 }
186
187 pub l i c Object getPZ ( ) {
188 r e turn t h i s . Pz1 . getValue ( ) ;
189 }
190
191 // Ve loc i ty
192 pub l i c void se tVe loc i tyX ( f l o a t VeloX ) {
193 t h i s . VelocityX1 . updateValue (VeloX ) ;
194 }
195
196 pub l i c Object getVeloc i tyX ( ) {
197 r e turn t h i s . VelocityX1 . getValue ( ) ;
198 }
199
200 pub l i c void se tVe loc i tyY ( f l o a t VeloY ) {
201 t h i s . VelocityY1 . updateValue (VeloY ) ;
202 }
203
204 pub l i c Object getVeloc i tyY ( ) {
205 r e turn t h i s . VelocityY1 . getValue ( ) ;
206 }
207
208 pub l i c void s e tVe l o c i tyZ ( f l o a t VeloZ ) {
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209 t h i s . Ve loc i tyZ1 . updateValue (VeloZ ) ;
210 }
211
212 pub l i c Object ge tVe loc i tyZ ( ) {




217 pub l i c void s e tD i s tance ( f l o a t Dist ) {
218 t h i s . Distance1 . updateValue ( Dist ) ;
219 }
220
221 pub l i c Object getDi s tance ( ) {




226 pub l i c void setAngle ( f l o a t Ang) {
227 t h i s . Angle1 . updateValue (Ang) ;
228 }
229
230 pub l i c Object getAngle ( ) {




235 pub l i c void setSound ( St r ing Soun ) {
236 t h i s . Sound1 . updateValue ( Soun ) ;
237 }
238
239 pub l i c Object getSound ( ) {
240 r e turn t h i s . Sound1 . getValue ( ) ;
241 }
242
243 // Ace l e r a t i on
244 pub l i c void se tAcce l e ra t i onX1 ( f l o a t AccX) {
245 t h i s . Acce lerat ionX1 . updateValue (AccX) ;
246 }
247
248 pub l i c Object getAcce l e rat ionX ( ) {
249 r e turn t h i s . Acce lerat ionX1 . getValue ( ) ;
250 }
251
252 pub l i c void se tAcce l e ra t i onY ( f l o a t AccY) {
253 t h i s . Acce lerat ionY1 . updateValue (AccY) ;
254 }
255
256 pub l i c Object getAcce l e rat ionY ( ) {
257 r e turn t h i s . Acce lerat ionY1 . getValue ( ) ;
258 }
259
260 pub l i c void s e tAcce l e r a t i onZ ( f l o a t AccZ) {
261 t h i s . Acce l e rat ionZ1 . updateValue (AccZ) ;
262 }
263
264 pub l i c Object ge tAcce l e ra t i onZ ( ) {
265 r e turn t h i s . Acce l e rat ionZ1 . getValue ( ) ;
266 }
267
268 // Jo int
269 pub l i c void setJo intX ( f l o a t JointX ) {
270 t h i s . JointX1 . updateValue ( JointX ) ;
271 }
272
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273 pub l i c Object getJointX ( ) {
274 r e turn t h i s . JointX1 . getValue ( ) ;
275 }
276
277 pub l i c void setAJointY ( f l o a t JointY ) {
278 t h i s . JointY1 . updateValue ( JointY ) ;
279 }
280
281 pub l i c Object getJointY ( ) {
282 r e turn t h i s . JointY1 . getValue ( ) ;
283 }
284
285 pub l i c void s e tJo in tZ ( f l o a t JointZ ) {
286 t h i s . JointZ1 . updateValue ( JointZ ) ;
287 }
288
289 pub l i c Object getJo intZ ( ) {




294 pub l i c void setMass ( f l o a t mass ) {
295 t h i s . Mass1 . updateValue (mass ) ;
296 }
297
298 pub l i c Object getMass ( ) {




303 pub l i c void stop ( ) {




308 pub l i c void s e tVe l o c i t yL i nkAr t i f a c t ( S t r ing art i factName , S t r ing Ang , Object
[ ] Value ) throws Operat ionException {
309
310 double dAngulo = Double . parseDouble (Ang) ;
311 i n t LengthArtiName = art i factName . l ength ( ) ;
312 St r ing NameArti = art i factName . sub s t r i ng (1 , LengthArtiName−1) ;
313
314 i f (NameArti . equa l s ( ” L ink Obj Ar t i f a c t ” ) ) {
315
316 // Set v o l o c i t y to the Body
317 JacaLive . S e tVe l o c i t yA r t i f a c t s ( ” L ink Obj Ar t i f a c t ” , fVelox , fVeloz ,
fVeloy ) ;
318
319 // fVelox = fVelox + 0.01 f ;
320 // fVeloy = fVeloy + 0.01 f ;
321 // fVe loz = fVe loz + 0.01 f ;
322
323 i f ( fAngleY<1) {
324 fAngleY = fAngleY + 0.01 f ;
325 }
326
327 i f ( fVelox>3) {
328 fVelox = 0 ;
329 fVeloy = 0 ;
330 fVe loz = 0 ;
331 fAngleY = 0 ;
332 }
333 s i g n a l ( ” i s L i n kA r t i f a c t ” , ” L ink Obj Ar t i f a c t ” ) ;
334






340 void g e tPo s i t i onL inkAr t i f a c t ( S t r ing art i factName , OpFeedbackParam<St r ing [ ]>
PosArt i fact ,
341 OpFeedbackParam<Boolean> s t a t e ) {
342 //ObsProperty prop = getObsProperty ( ”pz” ) ;
343 //prop . updateValue ( getPZ ( ) ) ;
344 // s i g n a l ( ” t i c k ” ) ;
345 i n t LengthArtiName = art i factName . l ength ( ) ;
346 St r ing NameArti = art i factName . sub s t r i ng (1 , LengthArtiName−1) ;
347
348 i f ( art i factName . equa l s ( ” L ink Obj Ar t i f a c t ” ) ) {
349
350
351 // Update the ObserverProperty Pos
352 f l o a t [ ] fPosValue = JacaLive . GetPosArt i fac t s ( art i factName ) ;
353 i n t i x = ( i n t ) fPosValue [ 0 ] ;
354 i n t i y = ( i n t ) fPosValue [ 1 ] ;
355 i n t i z = ( i n t ) fPosValue [ 2 ] ;
356 Px1 . updateValue ( ix ) ;
357 Py1 . updateValue ( iy ) ;
358 Pz1 . updateValue ( i z ) ;
359
360 // Update the ObserverProperty Ve loc i ty
361 f l o a t [ ] fVe loValues = JacaLive . Ge tVe l o c i t yAr t i f a c t s ( ) ;
362 VelocityX1 . updateValue ( fVeloValues [ 0 ] ) ;
363 VelocityY1 . updateValue ( fVeloValues [ 1 ] ) ;
364 Veloc i tyZ1 . updateValue ( fVeloValues [ 2 ] ) ;
365
366 // Update Map
367 // JacaLive . UpdateMap( ”Link” , ix , i z , i y ) ;
368
369 // Send s i g n a l to agent JacaLive
370 // s i g n a l ( ”movePosX” , i x ) ;
371 // s i g n a l ( ”movePosY” , i y ) ;
372 // s i g n a l ( ”movePosZ” , i z ) ;
373
374 //System . out . p r i n t l n ( ” L ink : ” + fPosValue [ 0 ] + ” , ” + fPosValue [ 1 ] + ”
, ” + fPosValue [ 2 ] ) ;
375
376 saOutPos [ 0 ] = St r ing . valueOf ( fPosValue [ 0 ] ) ;
377 saOutPos [ 1 ] = St r ing . valueOf ( fPosValue [ 1 ] ) ;
378 saOutPos [ 2 ] = St r ing . valueOf ( fPosValue [ 2 ] ) ;
379
380 PosArt i f a c t . s e t ( saOutPos ) ;
381 b f l ag4 = true ;
382 } e l s e {
383 b f l ag4 = f a l s e ;
384 }







3 import cartago . ∗ ;
4 import cartago . AbstractWorkspacePoint ;
5 import JacaLiveFrameWork . JacaLive ;
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6 import cartago .ARTIFACT INFO;
7 import cartago . A r t i f a c t ;
8 import cartago . Ar t i f a c tCon f i g ;
9 import cartago .OPERATION;
10 import cartago .OUTPORT;
11 import cartago . ObsProperty ;
12 import cartago . OpFeedbackParam ;
13 import cartago . Operat ionException ;
14
15 @ARTIFACT INFO(
16 outport s = {
17 @OUTPORT(name = ”out−Unl ink Art i f a c t−Id4” )
18 }
19 ) pub l i c c l a s s Un l i n k A r t i f a c t c l a s s extends A r t i f a c t {
20 St r ing [ ] saOutPos = new St r ing [ 3 ] ;
21
22 // f l o a t [ ] fPosValue = new f l o a t [ 3 ] ;
23 f l o a t [ ] fVe loValues = new f l o a t [ 3 ] ;
24
25 f l o a t fAngleY = 0 f ;
26 f l o a t fVelox = 0 f ;
27 f l o a t fVeloy = 0 f ;
28 f l o a t fVe loz = 0 f ;
29 pr i va t e boolean b f l ag4 = f a l s e ;
30
31 // a t t r i b u t e s
32
33 // phy s i c a l p r op e r t i e s
34 // phy s i c a l p r op e r t i e s
35 pub l i c ObsProperty L1 ;
36 pub l i c ObsProperty W1;
37 pub l i c ObsProperty H1 ;
38 pub l i c ObsProperty Shape1 ;
39 pub l i c ObsProperty Px1 ;
40 pub l i c ObsProperty Py1 ;
41 pub l i c ObsProperty Pz1 ;
42 pub l i c ObsProperty VelocityX1 ;
43 pub l i c ObsProperty VelocityY1 ;
44 pub l i c ObsProperty Veloc i tyZ1 ;
45 pub l i c ObsProperty Distance1 ;
46 pub l i c ObsProperty Angle1 ;
47 pub l i c ObsProperty Sound1 ;
48 pub l i c ObsProperty Acce lerat ionX1 ;
49 pub l i c ObsProperty Acce lerat ionY1 ;
50 pub l i c ObsProperty Acce l e rat ionZ1 ;
51 pub l i c ObsProperty JointX1 ;
52 pub l i c ObsProperty JointY1 ;
53 pub l i c ObsProperty JointZ1 ;
54 pub l i c ObsProperty Mass1 ;
55 // a t t r i b u t e s and phy s i c a l p r op e r t i e s i n i t i a l i z a t i o n
56 void i n i t ( double L , double W, double H, double Mass , double Accelerat ionX ,
57 double Accelerat ionY , double Acce lerat ionZ , S t r ing Sound ,
58 St r ing Shape , double Angle , double Distance , i n t JointX ,
59 i n t JointY , i n t JointZ , double OrientationX , double OrientationY ,
60 double Orientat ionZ , double VelocityX , double VelocityY ,
61 double VelocityZ , double Px , double Py , double Pz) {
62
63 //Enter your code in t h i s l i n e : )
64 System . out . p r i n t l n ( ” In i c i ando e l Un Linked Ar t i f a c t . . . ” + Px + ” ”
65 + Py + ” ” + Pz) ;
66
67 // a t t r i b u t e s
68 // phy s i c a l p r op e r t i e s
69 def ineObsProperty ( ”L” , L) ;
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70 t h i s . L1 = getObsProperty ( ”L” ) ;
71
72 def ineObsProperty ( ”W” , W) ;
73 t h i s .W1 = getObsProperty ( ”W” ) ;
74
75 def ineObsProperty ( ”H” , H) ;
76 t h i s .H1 = getObsProperty ( ”H” ) ;
77
78 def ineObsProperty ( ”Px” , Px) ;
79 t h i s . Px1 = getObsProperty ( ”Px” ) ;
80
81 def ineObsProperty ( ”Py” , Py) ;
82 t h i s . Py1 = getObsProperty ( ”Py” ) ;
83
84 def ineObsProperty ( ”pz” , Pz) ;
85 t h i s . Pz1 = getObsProperty ( ”pz” ) ;
86
87 def ineObsProperty ( ”VelocityX” , VelocityX ) ;
88 t h i s . VelocityX1 = getObsProperty ( ”VelocityX” ) ;
89
90 def ineObsProperty ( ”VelocityY” , VelocityY ) ;
91 t h i s . VelocityY1 = getObsProperty ( ”VelocityY” ) ;
92
93 def ineObsProperty ( ”Veloc i tyZ ” , Veloc i tyZ ) ;
94 t h i s . Ve loc i tyZ1 = getObsProperty ( ”Veloc i tyZ ” ) ;
95
96 def ineObsProperty ( ”Distance ” , Distance ) ;
97 t h i s . Distance1 = getObsProperty ( ”Distance ” ) ;
98
99 def ineObsProperty ( ”Angle” , Angle ) ;
100 t h i s . Angle1 = getObsProperty ( ”Angle” ) ;
101
102 def ineObsProperty ( ”Sound” , Sound ) ;
103 t h i s . Sound1 = getObsProperty ( ”Sound” ) ;
104
105 def ineObsProperty ( ”Acce lerat ionX” , Acce lerat ionX ) ;
106 t h i s . Acce lerat ionX1 = getObsProperty ( ”Acce lerat ionX” ) ;
107
108 def ineObsProperty ( ”Acce lerat ionY” , Acce lerat ionY ) ;
109 t h i s . Acce lerat ionY1 = getObsProperty ( ”Acce lerat ionY” ) ;
110
111 def ineObsProperty ( ”Acce l e ra t ionZ ” , Acce l e ra t ionZ ) ;
112 t h i s . Acce l e rat ionZ1 = getObsProperty ( ”Acce l e ra t ionZ ” ) ;
113
114 def ineObsProperty ( ”JointX” , JointX ) ;
115 t h i s . JointX1 = getObsProperty ( ”JointX” ) ;
116
117 def ineObsProperty ( ”JointY” , JointY ) ;
118 t h i s . JointY1 = getObsProperty ( ”JointY” ) ;
119
120 def ineObsProperty ( ” JointZ ” , JointZ ) ;
121 t h i s . JointZ1 = getObsProperty ( ” JointZ ” ) ;
122
123 def ineObsProperty ( ”Mass” , Mass ) ;
124 t h i s . Mass1 = getObsProperty ( ”Mass” ) ;
125
126 def ineObsProperty ( ”Shape” , Shape ) ;
127 t h i s . Shape1 = getObsProperty ( ”Shape” ) ;
128 }
129
130 // acc i one s
131 // g e t t e r s & s e t t e r s
132
133 // Metering
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134 pub l i c void setL ( f l o a t L) {
135 t h i s . L1 . updateValue (L) ;
136 }
137
138 pub l i c Object getL ( ) {
139 r e turn t h i s . L1 . getValue ( ) ;
140 }
141
142 pub l i c void setW( f l o a t W) {
143 t h i s .W1. updateValue (W) ;
144 }
145
146 pub l i c Object getW() {
147 r e turn t h i s .W1. getValue ( ) ;
148 }
149
150 pub l i c void setH ( f l o a t H) {
151 t h i s .H1 . updateValue (H) ;
152 }
153
154 pub l i c Object getH ( ) {




159 pub l i c void setShape ( St r ing Shape ) {
160 t h i s . Shape1 . updateValue ( Shape ) ;
161 }
162
163 pub l i c Object getShape ( ) {




168 pub l i c void setPX ( f l o a t PosX) {
169 t h i s . Px1 . updateValue (PosX) ;
170 }
171
172 pub l i c Object getPX ( ) {
173 r e turn t h i s . Px1 . getValue ( ) ;
174 }
175
176 pub l i c void setPY ( f l o a t PosY) {
177 t h i s . Py1 . updateValue (PosY) ;
178 }
179
180 pub l i c Object getPY ( ) {
181 r e turn t h i s . Py1 . getValue ( ) ;
182 }
183
184 pub l i c void setPZ ( f l o a t PosZ ) {
185 t h i s . Pz1 . updateValue (PosZ ) ;
186 }
187
188 pub l i c Object getPZ ( ) {
189 r e turn t h i s . Pz1 . getValue ( ) ;
190 }
191
192 // Ve loc i ty
193 pub l i c void se tVe loc i tyX ( f l o a t VeloX ) {
194 t h i s . VelocityX1 . updateValue (VeloX ) ;
195 }
196
197 pub l i c Object getVeloc i tyX ( ) {
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198 r e turn t h i s . VelocityX1 . getValue ( ) ;
199 }
200
201 pub l i c void se tVe loc i tyY ( f l o a t VeloY ) {
202 t h i s . VelocityY1 . updateValue (VeloY ) ;
203 }
204
205 pub l i c Object getVeloc i tyY ( ) {
206 r e turn t h i s . VelocityY1 . getValue ( ) ;
207 }
208
209 pub l i c void s e tVe l o c i tyZ ( f l o a t VeloZ ) {
210 t h i s . Ve loc i tyZ1 . updateValue (VeloZ ) ;
211 }
212
213 pub l i c Object ge tVe loc i tyZ ( ) {




218 pub l i c void s e tD i s tance ( f l o a t Dist ) {
219 t h i s . Distance1 . updateValue ( Dist ) ;
220 }
221
222 pub l i c Object getDi s tance ( ) {




227 pub l i c void setAngle ( f l o a t Ang) {
228 t h i s . Angle1 . updateValue (Ang) ;
229 }
230
231 pub l i c Object getAngle ( ) {




236 pub l i c void setSound ( St r ing Soun ) {
237 t h i s . Sound1 . updateValue ( Soun ) ;
238 }
239
240 pub l i c Object getSound ( ) {
241 r e turn t h i s . Sound1 . getValue ( ) ;
242 }
243
244 // Ace l e r a t i on
245 pub l i c void se tAcce l e ra t i onX1 ( f l o a t AccX) {
246 t h i s . Acce lerat ionX1 . updateValue (AccX) ;
247 }
248
249 pub l i c Object getAcce l e rat ionX ( ) {
250 r e turn t h i s . Acce lerat ionX1 . getValue ( ) ;
251 }
252
253 pub l i c void se tAcce l e ra t i onY ( f l o a t AccY) {
254 t h i s . Acce lerat ionY1 . updateValue (AccY) ;
255 }
256
257 pub l i c Object getAcce l e rat ionY ( ) {
258 r e turn t h i s . Acce lerat ionY1 . getValue ( ) ;
259 }
260
261 pub l i c void s e tAcce l e r a t i onZ ( f l o a t AccZ) {
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262 t h i s . Acce l e rat ionZ1 . updateValue (AccZ) ;
263 }
264
265 pub l i c Object ge tAcce l e ra t i onZ ( ) {
266 r e turn t h i s . Acce l e rat ionZ1 . getValue ( ) ;
267 }
268
269 // Jo int
270 pub l i c void setJo intX ( f l o a t JointX ) {
271 t h i s . JointX1 . updateValue ( JointX ) ;
272 }
273
274 pub l i c Object getJointX ( ) {
275 r e turn t h i s . JointX1 . getValue ( ) ;
276 }
277
278 pub l i c void setAJointY ( f l o a t JointY ) {
279 t h i s . JointY1 . updateValue ( JointY ) ;
280 }
281
282 pub l i c Object getJointY ( ) {
283 r e turn t h i s . JointY1 . getValue ( ) ;
284 }
285
286 pub l i c void s e tJo in tZ ( f l o a t JointZ ) {
287 t h i s . JointZ1 . updateValue ( JointZ ) ;
288 }
289
290 pub l i c Object getJo intZ ( ) {




295 pub l i c void setMass ( f l o a t mass ) {
296 t h i s . Mass1 . updateValue (mass ) ;
297 }
298
299 pub l i c Object getMass ( ) {




304 pub l i c void stop ( ) {




309 pub l i c void s e tVe loc i tyUnLinkArt i f a c t ( S t r ing UnartifactName , S t r ing Ang ,
Object [ ] Value ) throws OperationException {
310
311 double dAngulo = Double . parseDouble (Ang) ;
312
313 i n t LengthUnArtiName = UnartifactName . l ength ( ) ;
314 St r ing NameUnArti = UnartifactName . sub s t r i ng (1 , LengthUnArtiName−1) ;
315
316 i f (NameUnArti . equa l s ( ” Un l ink Wal l Ar t i f a c t ” ) ) {
317
318 // Set v o l o c i t y to the Body
319 JacaLive . S e tVe l o c i t yA r t i f a c t s ( ” Un l ink Wal l Ar t i f a c t ” , fVelox , fVeloz ,
fVeloy ) ;
320
321 // fVelox = fVelox + 0.01 f ;
322 // fVeloy = fVeloy + 0.01 f ;
323 // fVe loz = fVe loz + 0.01 f ;
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324
325 // i f ( fAngleY<1) {
326 fAngleY = fAngleY + 0.01 f ;
327 //}
328
329 i f ( fVelox>3) {
330 fVelox = 0 ;
331 fVeloy = 0 ;
332 fVe loz = 0 ;
333 fAngleY = 0 ;
334 }






341 void ge tPos i t i onUnLinkArt i f ac t ( S t r ing UnartifactName , OpFeedbackParam<St r ing
[ ]> PosUnArtifact ,
342 OpFeedbackParam<Boolean> s t a t e ) {
343 //ObsProperty prop = getObsProperty ( ”pz” ) ;
344 //prop . updateValue ( getPZ ( ) ) ;
345 // s i g n a l ( ” t i c k ” ) ;
346 i n t LengthUnArtiName = UnartifactName . l ength ( ) ;
347 St r ing NameUnArti = UnartifactName . sub s t r i ng (1 , LengthUnArtiName−1) ;
348
349 i f ( UnartifactName . equa l s ( ” Un l ink Wal l Ar t i f a c t ” ) ) {
350
351 // Update the ObserverProperty Pos
352 f l o a t [ ] fPosValue = JacaLive . GetPosArt i fac t s ( UnartifactName ) ;
353 i n t i x = ( i n t ) fPosValue [ 0 ] ;
354 i n t i y = ( i n t ) fPosValue [ 1 ] ;
355 i n t i z = ( i n t ) fPosValue [ 2 ] ;
356 Px1 . updateValue ( ix ) ;
357 Py1 . updateValue ( iy ) ;
358 Pz1 . updateValue ( i z ) ;
359
360 // Update the ObserverProperty Ve loc i ty
361 fVe loValues = JacaLive . Ge tVe l o c i t yAr t i f a c t s ( ) ;
362 VelocityX1 . updateValue ( fVeloValues [ 0 ] ) ;
363 VelocityY1 . updateValue ( fVeloValues [ 1 ] ) ;
364 Veloc i tyZ1 . updateValue ( fVeloValues [ 2 ] ) ;
365
366 // Update Map
367 // JacaLive . UpdateMap( ”UnLink” , ix , i z , i y ) ;
368
369 // Send s i g n a l to agent JacaLive
370 // s i g n a l ( ”movePosX” , i x ) ;
371 // s i g n a l ( ”movePosY” , i y ) ;
372 // s i g n a l ( ”movePosZ” , i z ) ;
373
374 //System . out . p r i n t l n ( ”UnLink: ” + fPosValue [ 0 ] + ” , ” + fPosValue [ 1 ] +
” , ” + fPosValue [ 2 ] ) ;
375
376 saOutPos [ 0 ] = St r ing . valueOf ( fPosValue [ 0 ] ) ;
377 saOutPos [ 1 ] = St r ing . valueOf ( fPosValue [ 1 ] ) ;
378 saOutPos [ 2 ] = St r ing . valueOf ( fPosValue [ 2 ] ) ;
379
380 PosUnArti fact . s e t ( saOutPos ) ;
381 b f l ag4 = true ;
382 } e l s e {
383 b f l ag4 = f a l s e ;
384 }
385 s t a t e . s e t ( b f l ag4 ) ;





1 import cartago . A r t i f a c t ;
2 import cartago .OPERATION;
3 import cartago . OpFeedbackParam ;
4 import cartago . Operat ionException ;
5
6
7 pub l i c c l a s s MotorRobot extends A r t i f a c t {
8
9 // Var t ipo i n t
10 i n t iN = 32 ;
11 i n t in = 0 ;
12 s t a t i c i n t iHora = 0 ;
13 s t a t i c i n t iMinutos = 0 ;
14 s t a t i c i n t iSegundos = 0 ;
15 i n t i I = 0 ;
16 i n t iX = 0 ;
17 i n t iY = 0 ;
18 i n t iX2 = 0 ;
19 i n t iY2 = 0 ;
20 i n t ir1X = 0 ;
21 i n t ir1Y = 0 ;
22 i n t i r1Z = 0 ;
23
24 // Var t ipo double
25 double dPI = 3.14159265359 ;
26 double dAngulo = 0 ;
27 double doldAngulo = 0 ;
28 double dKP = 8 . 3 ;
29 double dWMAX = 13.0 ∗ dPI / 9 . 0 ;
30 double doldPosX = 0 ;
31 double doldPosY = 0 ;
32 double dX1 [ ] ;
33 double dY1 [ ] ;
34 double dPD = −110;
35 double dSal ida A [ ] ;
36
37 // Var t ipo boolean
38 boolean b f l ag0 = true ;
39 boolean b f l ag1 = true ;
40 boolean b f l ag2 = true ;
41 boolean b f l ag3 = true ;
42 boolean bflagTime = f a l s e ;
43





49 pub l i c void i n i t ( ) {




54 pub l i c double servoMotorA ( double Amplitud ) {
55 dAngulo = Amplitud∗Math . s i n (2∗ dPI ∗ in /iN ) ;
56 double Minimo = Math . min ( dAngulo , doldAngulo ) ;
57 doldAngulo = dAngulo ;
58 in = ( in + 1) % iN ;
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59 //pack1 . s e t ( Double . t oS t r i ng ( dAngulo ) ) ;




64 pub l i c void moveRobot ( double x , double y , double z , OpFeedbackParam<Double>
Angle , OpFeedbackParam<I n t eg e r> X Pos , OpFeedbackParam<I n t eg e r> Y Pos ,
OpFeedbackParam<I n t eg e r> Z Pos ) {
65 double dAngulo = servoMotorA (50) ;
66 moveTowards ( ( i n t )x , ( i n t )y , ( i n t ) z ) ;
67 X Pos . s e t (50) ;
68 Y Pos . s e t (50) ;
69 Z Pos . s e t (10) ;
70 Angle . s e t ( dAngulo ) ;
71 }
72
73 pr i va t e void moveTowards ( i n t x , i n t y , i n t z ) {
74 i f ( ir1X < x ) {
75 ir1X++;




80 i f ( ir1Y < y ) {
81 ir1Y++;




86 i f ( z>0){
87 i f ( i r1Z < z ) {
88 i r1Z++;
89 } e l s e i f ( i r1Z > z ) {
90 i r1Z−−;
91 }
92 } e l s e {
93 i r1Z = z ;
94 }
95 }
96 }
