Abstract-Present work presents a code written in the very simple programming language MATLAB, for three dimensional linear elastostatics, using constant boundary elements. The code, in full or in part, is not a translation or a copy of any of the existing codes. Present paper explains how the code is written, and lists all the formulae used. Code is verified by using the code to solve a simple problem which has the well known approximate analytical solution. Of course, present work does not make any contribution to research on boundary elements, in terms of theory. But the work is justified by the fact that, to the best of author's knowledge, as of now, one cannot find an open access MATLAB code for three dimensional linear elastostatics using constant boundary elements. Author hopes this paper to be of help to beginners who wish to understand how a simple but complete boundary element code works, so that they can build upon and modify the present open access code to solve complex engineering problems quickly and easily. The code is available online for open access (as supplementary file for the present paper), and may be downloaded from the website for the present journal.
INTRODUCTION
Ready availability of computer codes encourages the use of any numerical technique. Reference [1] , in its last paragraph of the section "Conclusion", opines that boundary elements are a good idea in principle but not in practice because of the lack of proper software. This opinion remains true even today.
There are some open source BEM libraries. Helsinki BEM library [2] is a MATLAB source code library for problems that obey the Laplace or Poisson equation. The web source [3] contains codes that are specifically useful for solving acoustics problems. The source also contains codes for solving Laplace problems and Helmholtz problems. Book [4] gives FORTRAN codes for Laplace's equation and Helmholtz equation, in two and three dimensions. The codes can be freely downloaded from [5] , website for the book. A BEM code for two dimensional (2D) pulsating cylinders is available from [6] .
Fast Multipole Boundary Element Method (FastBEM) software is available from [7] . Software for three dimensional (3D) elasticity is also available here. Still, source codes are not available here.
The website [8] for the book [9] contains many programs in Fortran. It contains programs for 3D elasticity also. But the website tells that the programs supplied there are for use by purchasers of the book only. Here, the Fortran program for 3D elasticity is not written as a single program; the main program calls different modules to perform different tasks. It is difficult to fully understand programs, without referring to the book.
But, although three dimensional elasticity is such an important area, apart from the codes which might be available in the websites (e.g., the website [8] ) that are companions to some non open access books, one cannot find an open access source code in any of the programming languages, although author of this paper could find a program on two dimensional elasticity in a file sharing system. Extension of a code on two dimensional elasticity into three dimensions is not very trivial and one needs some new formulae also. Also, file sharing systems sometimes delete some of the hosted files. Since codes are readily available for potential problems in three dimensions, it may be possible to cast a three dimensional elasticity problem as a three dimensional potential problem using potential representations like Papkovich-Neuber representation, but this is not the standard way an elasticity problem is solved using boundary elements. Hence, author of the present work thought of writing the present code on three dimensional elasticity and making it available for open access, through the present paper in the present open access journal. Present paper does not explain the theory behind boundary elements in detail. Aim is to list all the formulae that are needed to write the code, and explain how these formulae are assembled to produce a working code. The present paper is helpful to understand the working of the present code.
Present work does not aim to provide source code for whole of three dimensional elasticity. It provides a MATLAB code only for the most basic form of three dimensional elasticity, i.e., three dimensional linear elastostatics. Although very basic, three dimensional linear elastostatics has wide applications in product design and structural design. Purpose of selecting MATLAB is that it is very easy to learn, and people who do not know the language also can follow the logic of the code. Using Parallel Computing Toolbox, now a MATLAB code can very easily be parallelized to run on multiple CPUs/GPUs. Code can be precompiled to increase speed. While solving complex realworld problems, a MATLAB code can readily interact with already developed subroutines in other languages like C/C++ and Fortran, using 'External Interfaces' feature of MATLAB. With little modification, a MATLAB code may be executed in one of open source and free equivalents of MATLAB such as GNU Octave, FreeMat and Scilab. Although very simple and very basic, the present code is not a subroutine but a complete program. Also, the present code does not contain any subroutines. Even input data has to be entered in the code itself. In terms of theory, present work does not make any contribution to research on boundary elements. All theory behind the present code, including all formulae, is taken from [9] and [4] . But the present code, in full or in part, is not a translation or a copy of any of the existing codes.
The present work may also be useful as an educational aid to learn the basics of the boundary element method as applied to 3D linear elastostatics especially since it uses the most basic form of 3D elasticity, i.e., 3D linear elastostatics, and the most basic form of elements, constant elements. It may be noted that [10] presents a way of implementing the boundary element method using MATLAB, including details on coding, but for solving the Laplace's equation only. With detailed explanation of the theory, a MATLAB code for two dimensional Laplace's equation is presented in [11] ; it makes use of constant elements.
Present paper is organized as follows. Next section describes the theory that is essential to develop the code. The subsequent section explains the code. The section that follows illustrates the use of the code to solve a well known simple problem which has a well known solution, and thus verifies the code.
II. THEORY
Only theory that is essential to understand the present code is explained here. One can refer to [4] and [9] for further details.
From the Appendix of [9] , for static elasticity, in indicial notation, the displacement i u at an internal point P, in the absence of initial stresses and strains, is given by 
In (2) The shear modulus G is given by
where E is the modulus of elasticity.
In the present work, a 3D solid is represented by 3D boundary triangles, i.e., 3D triangular surface mesh. T is the total number of triangles which together represent the 3D solid; hence, the total number of elements is equal to T . Let m S be the surface of the element with element number m .
Here, since constant elements are used, over each of the elements, displacements and tractions are assumed constant. For each of the elements, either displacement or traction is known, the other being an unknown that has to be calculated. In this work, solution is sought only on the boundary. For a point P on the boundary of a solid, if P is located inside a smooth region of the boundary, (1) can be reduced to the following three equations, i.e., (8), (9) and (10). 
To be clearer, equations (8)-(10) may also be written in the expanded form given by the following three equations, i.e., (11) , (12) 
where m takes values from 1 to T . (11)- (13)) are the basic equations upon which the present code is developed. Since displacements and tractions are constants over each of the elements, for each of the elements, displacements and tractions are considered only for just one chosen point inside each element. e P and m Q refer to these points; here, the subscripts e or m in e P or m Q refer to the element number.
Equations (8)-(10) (or equations
The subscript e in e P varies from 1 to T which is the total number of elements. Further, m = e implies that e P = m Q . Hence, if a solid is discretized by T boundary elements, equation (8)- (10) (or equation (11)- (13) Now, the method used to find the integrals of the fundamental solutions over the elements is explained, i.e., the goal now is to evaluate the integrals
These integrals are evaluated by numerical integration, as explained in Chapter 6 of [4] . All these integrals are evaluated by using the common formula
Equation (15) 
In equation (16) 
III. THE CODE EXPLAINED
The present code is explained in this section. The variables in the program (code) may or may not be identical to the corresponding notations in the previous (i.e., 'Theory') section.
One can note that there are eight supplementary files that are available with the online version of the present paper. Logging into the website (after creating an account for free) of the present journal may be necessary to access the supplementary files. The present code is available through either of 'code_medium.m' or 'code_high.m'. The only difference between the files is that they contain different input data; otherwise codes are the same. Since the .m files 'code_medium.m' and 'code_high.m' are self-contained (i.e., since they contain input data also), they may readily be run from within MATLAB (author has used MATLAB R2010b). When the file 'code_medium.m' is run, the result obtained in the MATLAB Command Window is manually saved into 'result_medium.txt'. Similarly, when the file 'code_high.m' is run, the result obtained is manually saved into 'result_high.txt'. To use the present code to solve any other 3D linear elastostatic problem, one need to just change the input data portion of either of 'code_medium.m' or 'code_high.m'.
The file 'mesh_medium.stl' is the .stl file which represents the example 3D geometry discretized into 172 boundary elements. The file 'mesh_high.stl' represents the same geometry with 428 boundary elements. The .stl files are manually edited and formatted in a text editor such as Notepad into the format of the input mesh for the present code 'code_medium.m' or 'code_high.m', and saved as .txt files. The 'mesh_medium.stl' is edited, formatted and then saved as 'mesh_medium.txt' whereas 'mesh_high.stl' is edited, formatted and saved as 'mesh_high.txt'. Since 'code_medium.m' and 'code_high.m' contain input data also, 'code_medium.m' already contains 'mesh_medium.txt' and 'code_high.m' already contains 'mesh_high.txt'. To use the present code to solve problems other than the present test problem, in the similar fashion, one needs to prepare a mesh for the geometry under consideration, and use the prepared mesh as an input data for either of 'code_medium.m' or 'code_high.m', the other input data being the specification of boundary conditions, i.e., the specification of displacements for elements with specified displacements and the specification of tractions for the rest of the elements. Now, the code 'code_medium.m' is explained in detail, line by line. Except input data portion, 'code_medium.m' and 'code_high.m' are identical. For that matter, except input data portion, the code to solve any other 3D linear elastostatic problem would be the same as 'code_medium.m'.
The 5 th line of 'code_medium.m' specifies the modulus of elasticity, while the 6 th line specifies the Poisson's ratio. The 7 th line specifies the displacement boundary conditions; "161 0 0 0" here means that the element number 161 has specified zero displacements along x, y and z directions; similarly, "162 0 0 0" means the element 161 is fixed; same for elements up to 166. The 8 th line specifies the nonzero force boundary conditions; "167 0 0 10000" here means that the element 167 is subjected to zero traction along x direction, zero traction along y direction, but 10000 units of traction along the z direction; same is the case for elements up to 172. Now, one can see that the elements which are not subjected to displacement boundary conditions and are not subjected to nonzero force boundary conditions also, are subjected to zero force boundary conditions; Lines 9-12 specify zero force boundary conditions; tractions on the elements mentioned here are zero in x, y and z directions. Line 13 combines zero and nonzero force boundary conditions. The variable 'xyzofelements' in line 14 takes a mesh as input; the mesh has 172 elements; the mesh describes the 3D geometry under consideration; mesh is just copy-pasted from 'mesh_medium.txt'; "1 2.000000e+000 0.000000e+000 1.000000e+001; 1 1.000000e+000 0.000000e+000 1.000000e+001; 1 1.000000e+000 0.000000e+000 5.000000e+000" in line 14 means that for element 1, a x =2.000000e+000, a y = 0.000000e+000, a z = (24) or (25) format: value of the unknown (in the x direction, for element number 1), value of the unknown (in the y direction, for element number 1), value of the unknown (in the z direction, for element number 1), value of the unknown (in the x direction, for element number 2), value of the unknown (in the y direction, for element number 2), value of the unknown (in the z direction, for element number 2), value of the unknown (in the x direction, for element number 3) etc.
IV. ILLUSTRATION AND VERIFICATION
In the present section, the present code is tested by using the code to solve a simple problem with the known solution, i.e., a bar subjected to end force.
Geometry of the test problem is a prismatic bar. The bar has a (4 mm x 4 mm) cross section, and the bar is 100 mm long. One end of the bar is fixed, while the other end is loaded with 160000 N force in the axial direction. The coordinates of the vertices which describe the fixed end of the bar are given by (0,4,0), (4,4,0), (4,0,0) and (0,0,0). The coordinates of the vertices which describe the loaded end are given by (0,0,100), (4,0,100), (4,4,100) and (0,4,100). All dimensions here are expressed in millimeters. The problem is to find the displacement at the loaded end upon the application of the load. Modulus of elasticity is assumed as 200000 N/mm 2 , and the Poisson's ratio is assumed to be equal to 0.33.
For simple geometries like a prismatic bar, one can manually prepare a mesh. But, here, since it is a cumbersome and also an error prone process to manually prepare the mesh, the commercial software Rhinoceros (Version 3.0) is used for this purpose. Of course, the mesh may be prepared by using any of the much commercial or free software that can do the job. First, the prismatic bar is constructed in Rhinoceros; then the geometry is saved as a .stl file. A .stl file describes a 3D geometry in terms of a 3D surface mesh consisting of triangles. Rhinoceros has the option to save a 3D geometry as an .stl file, with different total number of triangles, i.e., one can save the geometry in different resolutions. One should remember to save .stl files in the ASCII format; this format is human readable. Here, the geometry constructed in Rhinoceros is saved with two different resolutions, which resulted in a total of 172 and 428 elements. The mesh with 172 elements is named as 'mesh_medium.stl', and the mesh with 428 elements is named as 'mesh_high.stl'. When 'mesh_medium.stl' is opened in Notepad, on the 4 th line, one can read this: "vertex 2.000000e+000 0.000000e+000 1.000000e+001". This means that for the first element, x a = 2.000000e+000, y a = 0.000000e+000, z a =1.000000e+001. The 5 th line reads as: "vertex 1.000000e+000 0.000000e+000 1.000000e+001" which means that for the first element, x b = 1.000000e+000, y b = 0.000000e+000, z b =1.000000e+001. Similarly 6 th line means that x c = 1.000000e+000, y c = 0.000000e+000, z c =5.000000e+000, for the first element. In the same way, lines 11-13 give the coordinates of x a , y a , z a , x b , y b , z b , x c , y c , z c , for the second element; lines 18-20 give the coordinates of these for the third element, and so on. Now, the file 'mesh_medium.stl' is edited and formatted to the form that is saved as 'mesh_medium.txt'. Same way, 'mesh_high.txt' is obtained from 'mesh_high.stl'. Mesh data from 'mesh_medium.txt' or 'mesh_high.txt' can readily be cutpasted into the present code. Now, one needs to identify the elements which are fixed, and the elements which are subjected to tractions. For the example problem considered here, one can note that the elements that have the z coordinates of all their vertices equal to zero are the ones which are fixed, i.e., they are the elements that are subjected to displacement boundary conditions, with all the displacements being zero. One can also note that the elements that have the z coordinates of all their vertices equal to 100 are subjected to traction in the z direction. Hence, for the lower resolution mesh, by looking at 'mesh_medium.txt', one can note that the elements 161-166 are fixed, the elements 167-172 are subjected to nonzero tractions, and the other elements (i.e., the elements 1-160) are subjected to zero traction. Similarly, for the higher resolution mesh, by looking at 'mesh_high.txt', one can note that the elements 409-418 are fixed, the elements 419-428 are subjected to nonzero tractions, and the other elements (i.e., the elements 1-408) are subjected to zero traction.
The nonzero traction in the z direction (for the elements on the loaded end) is given by For the test problem considered here, all input data (discussed in the previous four paragraphs) are already contained in the codes 'code_medium.m' and 'code_high.m', for the medium resolution mesh and high resolution mesh cases respectively.
After running the codes 'code_medium.m' and 'code_high.m', results are saved in the files 'result_medium.txt' and 'result_high.txt' respectively.
Considering 'result_medium.txt', the last eighteen rows give the displacement solutions for the last six elements (the last six elements are the ones which are subjected to nonzero tractions). The solutions, as obtained from the last eighteen rows of the file 'result_medium.txt', are tabulated in Table I . Now, considering 'result_high.txt', the last thirty rows give the displacement solutions for the last ten elements (the last ten elements are the ones which are subjected to nonzero tractions). The solutions, as obtained from the last thirty rows of the file 'result_high.txt', are tabulated in Table II . From Table I and Table II , one can note that displacements in the x and y directions are an order of magnitude less than the displacements in the z direction, for all the elements, in general. This is expected since, for the present example problem, displacements in the z direction should be dominant. In fact, as far as the present test problem is concerned, one is interested in the displacements along the z direction only. Now, considering only the displacements along the z direction and rounding off the decimal values into three digits, and comparing the results with the result from the analytical formula, one can compile the tables Table III  and Table IV. For the present test problem, the analytical solution, i.e., the result from the well known analytical formula is obtained as 'Length' implies the length of the prism (= 100 mm) 'Area' implies the cross sectional area of the prism (= (4 x 4) mm = 16 mm) E is the modulus of elasticity (= 200000 N/mm 2 ) Using the above formula, the analytical result is found to be equal to 5 mm, for all the elements on the loaded end, for both medium resolution and high resolution meshes. From Table 3 and Table 4 , one can see that the results from the code are in good agreement with the results from the analytical formula. Thus, one can infer that the present code has performed satisfactorily. However, one can note that there is not much improvement in accuracy, when the total number of elements is increased from 172 (which corresponds to the medium resolution mesh) to 428 (which corresponds to the high resolution mesh). The reasons could be that the analytical formula itself is just an approximate one, and the present code solves the present example problem as a 3D problem; also, when the boundary elements are limited in number, it may be difficult to apply the boundary conditions accurately. Further, numerical integration here always uses only sixteen function evaluations per element, which may be insufficient sometimes especially since singularity of the fundamental solutions is not addressed in the present work. Using very large number of elements might improve accuracy, or one has to use linear or quadratic elements for better convergence; to improve accuracy, one may need to do higher number of function evaluations per element during numerical integration; to improve the accuracy further, one may have to properly address the singularities of the fundamental solutions also.
V. CONCLUDING REMARKS
This work presents a code written in the very simple programming language MATLAB, for three dimensional linear elastostatics, using constant boundary elements. Present work is justified by the fact that, to the best of his knowledge, author of the present work, apart from the codes which might be available in the websites that are companions to some non open access books, is not aware of any open access source code available in the internet that is written in any of the programming languages. The present code is tested by using the code to solve a simple problem with the known solution, i.e., a bar subjected to end force. Result from the code matched well with that obtained from the analytical formula, thus verifying the code. The code may be used to solve three dimensional linear elastostatic problems. Present work could also be an educational aid to those who would like to acquire just a working knowledge of the boundary element method, as applied to three dimensional elastostatics, quickly and easily. Since the code is available for open access, and also since the code is properly documented (documentation includes listing of all the formulae used) through the present paper, present work would also be of help to those who want to modify and/or build upon the present very basic code to suit their requirements.
The present code is applicable to homogeneous and isotropic materials only, and self weight is not taken into account. In this work, only constant boundary elements are considered. Although constant boundary elements can provide adequate accuracy upon fine discretization, whenever greater accuracy is important, linear and quadratic elements may help to get highly accurate results quickly. Since the emphasis in this work is on readability, the code is not optimized for efficiency. Numerical integration here always uses only sixteen function evaluations per element, which may be insufficient sometimes. Also, singularity of the fundamental solutions is not addressed in the present work and hence, while evaluating the integrals, whenever integrand becomes singular, accuracy of the evaluation of the value of the integrals may not be good enough, especially since the present work always uses only sixteen function evaluations per element; this may make the final results less accurate, and even inaccurate sometimes. These are the limitations of the present work.
As future work, singularity of the fundamental solutions has to be properly addressed. Also, there should be a provision in the code to use more number of function evaluations per element, while evaluating the integrals. The code may be improved for better performance, and the code may be parallelized for multiple CPUs/GPUs. The code may also be extended to cover three dimensional nonlinear elasticity. Also, body forces and dynamics may be taken into account. In addition to constant elements, linear and quadratic elements may also be included. The code can further be extended to cover inhomogeneous and anisotropic materials also.
DISCLAIMER
Codes are provided without any guarantee and without any warranty. Author is not responsible for any loss or damage that may arise because of the use of the codes that are made available with this paper.
