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CHAPITRE 1 : INTRODUCTION 
Ce travail fait partie d'un vaste projet dont le contexte général est la 
bureautique. Dans une première section, nous ferons donc une brève description 
de ce qu'est la bureautique et dans une deux ième section, nous décrirons les 
objectifs de notre mémoire ainsi que le projet dans lequel il s'insère. 
1.1 Description générale de la bureautique [BLAS 821. [HINE 851 
La grande innovation de ces dernières années est l'introduction de 
l'lnformatique et de ses technologies dans l'environnement du bureau. 
L'informatique ne s'intéresse plus seulement aux activités traditionnelles 
d'automatisation de procédures administratives classiques (paie, comptabilité, 
facturation, .. . ) mais également aux activités individuelles des bureaux 
eux-mêmes (préparation de documents, communication, gestion de dossiers, 
agencement de réunions, ... ). 
C'est ainsi que le concept de bureautique a fait son apparition aux 
Etats-Unis au début des années 70 avec l'expression "office automation". 
L'équivalent français serait "automatisation du bureau" ou "automatisation du 
tertiaire". Ce n'est qu'en 1977 que le terme bureautique fait son apparition et 
c'est en 1978 qu'il sera officialisé. 
Le terme de bureautique est un concept d'origine récente et se révèle par 
conséquent difficile à définir. Beaucoup d'auteurs s'y sont essayés mais en 
général, ils tombent tous dans le même travers. l ls considèrent que la 
bureautique a pour seul objectif de faire exécuter en tout ou en partie des 
tâches de bureau par des machines. Ils oublient complètement la composante 
humaine au profit des techniques et des procédés. 
La définition que nous allons donner a été proposée par des auteurs qui 
croient que la bureautique doit s'appliquer à toutes les activités de bureau, et 
qu· e 11 e est autant concernée par les conséquences humaines et soc i a 1 es qu' e 11 e 
entraîne que par les outils et procédures qu'elle met en jeu. 
"La bureautique désigne l'assistance aux travaux de bureau, procurée par 
des moyens et des procédures faisant appel aux techniques de 
l'informatique, des télécommunications et de l'organisation administrative 
et, de façon générale, à tout ce qui concourt à la logistique du bureau et de 
son environnement. Plus conceptuellement, la bureautique intéresse le 
système d'information individuel de toute personne travaillant dans un 
bureau, sans exiger d'elle d'autres connaissances que celles de son 
savoir-faire professionnel" [BLAS 82]. 
Les principaux domaines d'application de la bureautique se situent donc dans 
les bureaux; il est dès lors intéressant et nécessaire de définir le bureau. 
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"Un bureau typique est une cellule de l'organisation ayant une activité 
commune s'apparentant à un service. Sa dimension est réduite dans l'espace 
(quelques pièces) et en nombre de personnes. Un même bureau peut 
comprendre diverses catégories de personnel : cadres, techniciens, agents, 
employés, secrétaires, dactylos. Leurs postes de travail sont en général 
voisins. C'est son activité qui fait l'unité du bureau même si les tâches 
accomplies par les divers acteurs sont de nature différentes. Un bureau 
dispose d'une relative autonomie pour l'accomplissement de ses activités, 
qu'elles soient de production, de transformation, de création ou autres. 
Autrement dit un bureau est une cellule suf fisament autonome pour prendre 
lui-même en charge la responsabilité de l'accomplissement de ses 
activités: ajustement de son rythme de travail à la charge, définition de la 
qualité des travaux, etc .. . " [BLAS 82]. 
Chaque personne dans un bureau travaille, avons-nous dit, sur son système 
d'information. 11 nous reste à définir ce que nous désignons sous ce terme. Par 
système d'information d'une organisation, nous entendrons une construction 
formée d'ensembles: 
- d'informations, représentations partielles de faits qui intéressent 
l'organisation, 
- de traitements, procédés d'acquisition, de mémorisation, de recherche, 
de communication et de transformation des informations et 
- de ressources, hum aines, techniques et organ i sati onne l les qui en 
assurent le fonctionnement. [BOPI 83] 
Chaque personne travaille sur un système d'information car une des 
premières fonctions d'un bureau est de garder trace de ce qui se passe : savoir 
ce qui est arrivé dans le passé, et bien entendu pouvoir le retrouver en temps 
utile. Stocker, faire circuler et restituer l'information sont devenus les 
principaux objectifs des bureaux, dont on attend effectivement qu'ils possèdent 
toute l'information sur le mouvement des affaires. Dans cette optique, le bureau 
est censé offrir aux gestionnaires le système d'information nécessaire à la 
prise de décisions pertinentes et opportunes. Mais un gestionnaire s'intéresse 
assez peu au passé dont l'enregistrement correspond surtout à des obligations 
légales ou quasi légales. Les véritables besoins sont en avant sur le front des 
affaires. 
On a alors pensé que l'introduction de l'informatique dans les organisations 
allait résoudre ce problème. 11 n'en a rien été car l'ordinateur ne s'est intéressé 
qu'aux processus administratifs traditionnels et n'a pas repensé le bureau. 
L'introduction de la bureautique a de réelles chances de sortir le bureau de 
son mode d'hier et d'offrir à chaque gestionnaire le système d'information qui 
lui est le mieux adapté. Grâce à de nouvelles technologies de plus en plus 
simples à utiliser et avec des interfaces conviviales, le gestionnaire pourra, s'il 
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le veut, eiccéder directement èi l'informotion dont il o be::,oin. En plu::,, dan::, 
chaque information saisie, il pourra identifier ce qui est vraiment intéressant 
et cela sans "s'embarrasser des mille et une informations non pertinentes que la 
mécanique opaque de l'information lui dissimulait" .[BLAS 82) 
1.2 Objectif de notre travail 
La bureautique, dont nous venons de faire une présentation très succinte, va 
constituer le cadre général du projet dans lequel s'insère notre mémo-ire. 
L'objectif de ce projet est de mettre au point un outil d'aide à l'automatisation 
du travail de bureau dans le cadre d'un atel ier logiciel. Dans la suite de ce 
mémoire, les personnes chargées de l'analyse d'un bureau, seront référencées 
sous le nom d'analyste. Les personnes dont le travai 1 va être automatisé par les 
analystes seront référencées sous le nom d' utilisateur: 
Pour tout travail d'automatisation d'un bureau, les analystes qui en sont 
chargés procéderont toujours en étapes. Ces étapes, nous les décrivons en 
précisant pour chacune comment les analystes seront aidés par l'outil d'aide à 
l'automatisation. 
Première étape : étude de l'existant 
La toute première chose que doivent faire les analystes est généralement 
l'étude du bureau existant. l ls doivent étudier le comportement du personne 1 et à 
l'aide d'interviews, de questionnaires, d'observations directes, ils doivent 
établir en quoi consiste le travail à automatiser: quel est le travail réalisé, en 
quoi se décompose-t-il, quels sont les aspects du bureau concernés par ce 
travail, .. . Les résultats de cette étude vont constituer ce que l'on a coutume 
d'appeler les spécifications du système à réaliser. 
La mise au point de spécifications correctes est un problème difficile dû 
premièrement aux problèmes de communication entre l'analyste et l'utilisateur 
et deuxièmement aux ambiguïtés du langage naturel utilisé pour décrire ces 
spécifications. Ce problème se révèle d'autant plus important que toute la sui te 
de l'analyse aura pour base les spécifications établies à cette première étape. 
Si celles-ci ne sont pas correctes, la suite ne le sera certainement pas! 
L'atelier logiciel d'aide à l'automatisation se propose donc de mettre à la 
disposition de l'analyste un outil d'aide à la spécification. 
A partir d'une modélisation du bureau, l'outil va mettre à la disposition de 
l'analyste un langage formalisé qui lui permettra d'exprimer ses spécifications 
tout en respectant le modèle du bureau développé. Les informations introduites, 
à l'aide d'un terminal, dans le système seront tout d'abord corrigées et ensu ite 
mémorisées dans une base de données. 
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Cette base de données et les informations qui s'y trouvent serviront de point 
de départ à une simulation graphique du travail de bureau spécifié. Sous une 
forme animée le travail de l'utilisateur sera reproduit à l'écran à partir de la 
compréhension qu'en a eu l'ana lys te. 
A partir de cette simulation va naître un processus de retour en arrière sur 
les spécifications de l'analyste à partir des corrections apportées par 
l'utilisateur. 
Cette première étape pourrait donc se résumer comme suit : 
Décision d'automatiser un bureau 
L'analyste établit les spécifications 
du bureau sur base de ce qu· il a 
observé et compris. 
Grâce à l'an1mation graphique, 
l'ut1lisateur évalue et corrige les 
spécifications de l'analyste. 
Soit il n'y a pas d'erreurs Soit il y a des erreurs, des omissions, .. . 
--> l'analyste doit corriger ses 
spécifications et le cycle recommence 
--> l'ana lys te est en présence des 
spécifications correctes du travail 
qu'il veut automatiser. 
Deuxième étape : 
étude d'une solution automatisée 
Fig 1.1 : Processus d'itération pour la mise au point des spécifications 
Deuxième étape : étude d'une solution automatisée 
L'analyste, possédant des spécifications correctes, va pouvoir amé 1 iorer le 
travai 1 de l'ut i 1 isateur en mettant à sa disposition de la technolog ie (ordinateur, 
imprimante, P.C. , station de travail , modems, supports magnétique, ... ). 11 devra 
le fa ire en respectant certains critères comme le degré de l'automat isati on 
dés iré par les responsables, les possibilités techniques disponibles, le budget 
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disponible, la structure de l'organisation. 
Lorsque l'analyste aura dressé une stratégie d'automatisation, il devra la 
proposer aux différents utilisateurs et responsables intéressés. Pour ce faire, 
deux possibilités lui sont offertes. Soit il fait l'investissement nécessaire pour 
acquérir le matériel et prend le risque de voir ses propositions refusées par les 
responsables, soit il leur fait un exposé théorique sur les modifications qui 
seront apportées au travail existant. Des deux solutions, la deuxième est la plus 
raisonnable car elle est la moins coûteuse dans le cas d'un retour en arrière. 
Pourtant ce n'est pas la meilleure car il y aura toujours le problème de 
communication entre l'analyste et l'utilisateur : 
- l'analyste considère, dans son exposé qu'il fera aux utilisateurs, 
certains aspects informatiques comme étant évidents pour lui et ne les 
explique pas. 
- les utilisateurs d'après ce qu'ils comprennent se font une fausse idée 
sur les possibilités exactes du futur système. 
Ce manque de compréhension peut impliquer un désintérêt des utilisateurs 
face au système qui leur sera proposé car il ne produit pas du tout les résultats 
auxquels ils s'attendaient! 
L'atelier logiciel se propose de résoudre ce problème en mettant à la 
disposition de l'analyste un langage formel lui permettant d'exprimer sa 
solution automatisée. A partir des informations reçues, le système fera à 
nouveau une simulation sous forme d'une animation graphique de la solution 
proposée. 
L'utilisateur se trouve alors en présence de la simulation de ce que sera son 
futur travail et de ce qu'il devra faire. 11 y aura donc moins d'ambiguïtés dans la 
compréhension et en connaissance de cause, l'utilisateur pourra faire ses 
remarques à l'analyste. Comme pour la première étape, un processus itératif va 
s'engager dont les principales étapes sont résumées à la figure 1.2. 
Cette animation graphique pourra en outre servir d'outil d'apprentissage ou 
tout au moins comme moyen de familiarisation de l'utilisateur à l'ordinateur. 
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Résultats de la oremtère étape : 
Spéciftcattons correctes 
L'analyste établit une proposition de 
solution automatisée à partir des 
spécifications établies à la première 
étape 
Grâce à une simulation sous forme 
d'animation graphique, son projet est 
exposé à l'ut i 1 isateur et aux 
responsables 
Soit l'utilisateur et les responsables 
sont d'accord avec ce qui leur est 
proposé--> l'implémentation du 
pro jet peut commencer 
Troisième étape : 1 mp lémentation 
Soit les personnes concernées ne 
sont pas d'accord avec certaines 
choses--> l'analyste doit corriger 
son projet 
Fig, 1.2 : Processus itératif pour la mise au point d'une solution automatisét 
Troisième étape: l'implémentation 
L'analyste dispose désormais d'une solution d'automatisation du travail de 
bureau acceptée et comprise par les utilisateurs. Il peut donc commencer la 
réalisation pratique de son projet. Cela implique d'une part l'acquisition du 
matériel requis par la solution et d'autre part la mise sur pied des programmes 
qui vont constituer le logiciel permettant à l'utilisateur de faire son travail. 
Cela exige aussi la création du système d'information dans lequel seront 
mémorisées toutes les informations manipulées par l'utilisateur. La 
modélisation du bureau réalisée dans le cadre de l'atelier logiciel à la première 
étape pourra aider l'analyste à réaliser ce système d'information. 
L'originalité même de cet atelier logiciel est l'utilisation d'une interface 
graphique comme outil de communication entre l'utilisateur et l'analyste. Cela 
est peu mis en oeuvre actuellement et donc la faisabilité d'un tel projet n'a 
jamais pu être réellement montrée. Une telle démonstration const i tue l'objectif 
de notre mémoire qui va cependant se limiter à la première étape du projet. Pour 
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ce faire, nous allons réaliser un prototype de cette étape pour tenter de dégager 
les principales difficultés de ce projet, les problèmes à résoudre et surtout voir 
la faisabilité du projet à tout point de vue (logiciel et matériel). 
Mais avant de décrire pourquoi et en quoi notre mémoire constitue un 
prototype, nous présentons au chapitre suivant une introduction générale sur la 




CHAPITRE 2: LE PROTOTYPAGE 
2.1 Définition 
La notion de prototype n'est pas réservée uniquement au domaine des 
logiciels, bien au contraire. Le prototypage est surtout employé dans le domaine 
de la fabrication d'objets ou de produits en grande série. Dans cette optique, on 
peut définir le prototype de la façon suivante : 
"Premier exemplaire construit industriellement d'un ensemble destiné à 
expérimenter en service les qualités de cet ensemble en vue de la 
construction en série". (définition extraite du Larousse). 
Cette définition, nous pouvons la mettre en correspondance avec la 
définition du prototype dans le cas du développement d'un logiciel : 
"Le prototypage d'un système d'information a pour objectif la 
préparation de premières versions de ce système d'information (= le 
prototype), c'est-à-dire celles qui montrent les propriétés et les 
caractéristiques essentielles du système d'information futur(= le produit 
final ou le système final)." [ALAV 84] 
Bien que ces deux contextes du prototypage aient globalement le même 
objectif, mettre au point un produit final à partir de prototypes, ils diffèrent 
cependant sur plusieurs points. Nous allons voir rapidement en quoi le 
prototypage d'un logiciel peut diff èrer du prototypage industriel : 
le processus de prototypage logiciel mène à un produit unique au 
contraire du prototypage industriel qui vise la production en grande 
série. 
- les caractéristiques désirées d'un logiciel ne sont pas toujours connues 
à l'avance; le prototype permettra de les affiner. 
- le prototypage peut se faire sur une partie ou sur l'ensemble du système 
à concevoir. 
- l'objectif est de mettre au point des démonstrations pratiques sur 
ordinateur de parties importantes du système final pour permettre 
d'améliorer les qualités du système. 
2.2 La méthode du prototypage 
La fabrication de logiciels par prototypage induit une démarche différente 
de celle impliquée dans le cycle conventionnel de développement d'un système 
d'information. Rappelons que le cycle de vie d'un système d'information (S.I.) 
(cfr. figure 2.1) se décompose globalement en quatre étapes : l'analyse 
fonctionnelle, le développement, l'implémentation et la maintenance. Un 










Fig 21 : M&t/Jod& corwentionnelle du çycl& d& vie. 
Dans chacune de ces étapes, la méthode du prototypage peut être utilisée 
pour aider à concevoir un travail respectant mieux les spécifications du 
problème (cfr. figure 2.2). Dans la maintenance, la méthode du prototypage peut 
y être introduite en considérant que le logicie l que l'on corrige est lui-même un 
prototype de la nouvelle version que l'on réalise. Avec cette vision des choses, 
on pourrait se demander si la maintenance en elle-même n'est pas du 
prototypage ? 
Analyse Fonctionnelle .. Utilisation du prototypage 
-
, , 
Déve 1 oppement ..... Util isation du prototypage 
-
, , 






Fig. 22: Introduction de la m&t/Jode du prototyl)age dans le c,vcle de vie d'un 
logiciel 
La méthode du prototypage (cfr. figure 2.3) peut el le aussi être subdivisée 
en quatre étapes [BUDD 84], [CANN 81] : la sélect ion fonctionne 1 le, la 
construction, l'évaluation et le choix de l'usage futur du prototype. Entre ces 
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étapes, un enchaînement linéaire intervient de la même manière que dans la 
méthode précédente mais il peut être interrompu par un retour en arrière à la 
troisième étape. Nous verrons plus loin dans quel cas. 




Utilisation et Evaluation 
,, 
Choix de l'usage Futur 
Fig 23: Méthode du proto~yoape. 
Première étape : la sélection fonctionnelle 
La sélection f onctionnne l le se rapporte au choix des fonctions que le 
prototype sera sensé exposer. Cette sélection doit toujours être basée sur des 
tâches de travail significatives et qui pourront servir de modèle lors de 
l'utilisation de celui-ci. L'étendue des fonctions offertes par le prototype n'est 
jamais la même que celle du produit final bien qu'en théorie, elle pourrait l'être. 
Cette différence d'étendue des fonctions peut se résumer en deux propositions : 
- seules les fonctions considérées comme cruciales sont implémentées 
totalement dans le prototype. 11 s'agit du prototypage vertical. 
- toutes les fonctions du système final se retrouvent dans le prototype 
mais sous forme réduite c-à-d qu'une de leur partie peut être omise ou 
éventuellement simulée. 11 s'agit du prototypage horizontal. 
Souvent, ces deux éléments sont combinés dans les différentes parties du 
prototype. 
Deuxième étape : la construction 
La construction se rapporte à l'effort fait pour disposer effectivement du 
prototype. Cet effort sera moins important que ce lui fournit pour le système 
final grâce à des techniques et à des outils appropriés à la construction de 
prototypes. On pourra consulter [LAPA 86) pour plus de détails à ce sujet. 
Dans la construction du prototype, l'accent do it être mis sur le caractère 
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évaluable du prototype plutôt que sur son usage à long terme. Cela implique que 
certains aspects du produit final (performances, droits d'accés, interblocage, ... ) 
peuvent être omis, à moins qu'ils ne fassent partie des finalités du problème. 
Par exemple, dans un logiciel de transactions bancaires, l'aspect sécurité ne 
peut être négligé. 
Troisième étape: l'évaluation 
L'évaluation doit être considérée comme l'étape décisive dans la méthode du 
prototypage car elle fournit un élément de communication entre utilisateurs et 
concepteurs pour la suite du processus de développement. C'est pourquoi, le chef 
de projet doit s'assurer que toutes les ressources nécessaires sont disponibles 
pour la meilleure évaluation possible, notamment la participation de tous les 
groupes significatifs parmi les utilisateurs futurs. L'évaluation devra être faite 
à partir d'un document décrivant les critères d'évaluation et spécifiant quel 
travail doit accomplir le prototype. 
En fonction du résultat de l'évaluation, soit on recommencera les trois 
premières étapes, en y apportant les améliorations nécessaires afin d'arriver à 
une évaluation positive, soit on décide de l'usage futur du prototype. 
Quatrième étape : choix de l'usage futur 
Deux choix sont possibles pour l'usage futur du prototype. Soit le prototype 
servira éventuellement d'outil d'apprentissage pour l'ensemble des futurs 
usagers et sera ensuite jeté, soit le prototype sera utilisé partiellement ou 
complètement comme composant du système final. 
Comme signalé à la figure 2.2, la méthode du prototypage et la méthode du 
cycle de vie ne sont ni concurrentes ni exclusives. Un prototype peut être utilisé 
dans chacune des étapes du cycle de vie. En fonction donc, des buts que se fixe le 
prototypage, nous aurons une approche différente de celui-ci . C'est ce que le 
point suivant va exposer. 
2.3. Les approches du prototypage 
Dépendant des objectifs que l'on désire atteindre, nous pouvons distinguer 
trois grandes classes de prototypage. Pour chacune, nous en ferons une 
description théorique [BUDD 84) et ensuite, dans la mesure du possible, nous 
donnerons l'exemple d'un logiciel existant pouvant être classé dans cette classe. 
11 faut cependant remarquer que les frontières entre ces classes ne sauraient 
être clairement étab 1 ies car ces classes se recouvrent partiellement. 
2.3.1 Le prototypage exploratoire 
Cette approche se centralise sur les problèmes de communication entre le 
- 13 -
concepteur du logiciel et l'ut i 1 isateur, particulièrement dans les premières 
étapes de développement d'un logiciel. Ces problèmes résultent du fait que d'une 
part les concepteurs possèdent peu de connaissance à propos de l'application et 
que d'autre part les utilisateurs n'ont pas une idée claire des possibilités 
exactes de l'ordinateur 
Pour pallier ces problèmes, une démonstration pratique des fonctions du 
système peut servir à se faire une bonne idée du système et à promouvoir une 
coopération créative entre toutes les parties impliquées. En outre, cette 
démonstration ne devrait pas se focaliser sur une solution en particulier mais 
essayer d'envisager l'ensemble des solutions alternatives qui méritent d'être 
discutées. 
L'utilisateur sera profondément influencé par cette démonstration au point 
de vue de ses attentes. C'est pourquoi, le choix des fonctions implémentées, 
leurs caractéristiques et leurs relations avec le reste du système devront faire 
l'objet d'une attention toute particulière. Par exemple, il serait utile de 
commencer avec un ensemble de fonctions permettant à l'utilisateur d'exécuter 
une de ses tâches complètement avec l'aide du prototype. 11 pourrait ainsi juger 
du caractère réalisable de la tâche exécutée et il pourrait, en procédant par 
analogie, voir comment les autres tâches s'exécuteront. 
Il doit être clair au concepteur que l'objectif de cette approche est 
d'améliorer les spécifications du système final et qu'il n'y a aucun engagement à 
voir le prototype reproduit tel quel dans le système final. C'est en arrivant à 
avoir le maximum de compréhension vis-à-vis des exigences de l'utilisateur que 
l'on arrivera à mettre au point les spécifications du système final via le 
prototype. 
Ce prototypage exploratoire est compatible avec l'approche normale du 
développement d'un logiciel et sert à améliorer la première étape : l'analyse 
fonctionnelle. 
De façon concrète, il y a des logiciels qui peuvent s'apparenter avec la 
notion de prototypage exploratoire . Tel est le cas, par exemple, du logiciel 
DSL-PROTO qui est inclus dans l'atelier logiciel IDA (Interactive Design 
Approach). [BOPI 83) 
Dans le cadre de toute analyse fonctionnelle d'un problème à résoudre, 
l'analyste qui en est chargé est amené à établir les spécifications de ce 
problème et les spécifications du futur système. Après les avoir exprimées dans 
un formalisme défini par le langage DSL (Dynamic Specification Language), le 
logiciel DSL -PROTO va construire une maquette/prototype chargée de montrer à 
l'analyste et à l'utilisateur la solution proposée. L'exécution de ce prototype 
doit es sentie l lement leur permettre de vérifier si les règles de traitement et 
les enchaînements qui ont été spécifiés produisent les résultats qu'ils en 
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attendent. Par le processus de retour en arrière exposé dans la méthode du 
prototypage, le prototype permettra à l'analyste d'améliorer les spécifications. 
2.3.2 Le prototypage expérimental 
Dans l'approche du prototype expérimental, l'accent est mis sur la 
vérification que la solution proposée est adéquate avant d'investir dans une 
implémentation à grande échelle du système final. 
Dans le cycle normal de la conception d'un logiciel, le prototypage 
expérimental est approprié dans n'importe quelle phase dès que les spéci-
fications initiales ont été écrites. 
Ce genre de prototypage a plusieurs domaines d'application comme la 
transparence de l'interface homme-machine, l'acceptabi 1 ité des perf ormaces 
proposées pour un système ou la possibi 1 ité de développer un logiciel suivant 
les ressources disponibles. 
Nous explorons maintenant quelques stratégies d'application du prototypage 
expérimenta 1. 
a) La simulation fonctionnelle complète 
La simulation fonctionne Ile complète montre toutes les fonctions du 
système final qui devront être disponibles pour son utilisation normale par les 
utilisateurs. Le prototypage peut être construit avec des techniques qui offrent 
des faci 1 ités d'implémentation et de modification plutôt que l'optimal isation 
des performances du système. On pourrait qualifier cette approche de 
prototypage hori zonta 1. 
b) La simulation d'interface 
La simulation d'interface présente aux utilisateurs une interface 
homme-machine qui offre toutes les caractéristiques de l'interface finale mais 
ne gère que cette interface. L'utilisateur voit donc à quoi ressemblera le 
système final mais il n·y a aucune validation des informations qu'il serait 
amené à introduire et l'exécution du programme a lieu sans la présence de 
données rée 11 es. 
Comme logiciel permettant de faire de la simulation d'interface, nous 
pouvons citer OMEGA qui est un atelier intégré pour la production et la 
maitenance d'applications transactionnel les. OMEGA fournit, notamment, une 
fonction de maquettage/prototypage qui permet, sur le poste de travail du 
concepteur ou dans l'environnement d'utilisation de l'application future, une 
validation précoce et poussée de la définition fonctionnelle, notamment des 
dialogues. Pour plus d'informations sur OMEGA, le lecteur interessé pourra se 
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référer à [MET A 86). 
c) La programmation squelettique 
La programmation squelettique expose aux utilisateurs la struture générale 
du système sur la base de quelques fonctions sélectionnées comme étant 
représentatives des autres fonctions. Les fonctions qui sont choisies doivent 
permettre à l'utilisateur : 
- d'exécuter complètement quelques-unes de ses tâches de travail, 
- de dresser une analogie avec le reste du travail qui n'est pas pris en 
considération par le prototype. 
Cette forme de prototypage est intéressante pour montrer comment le 
système sera inclus dans le cadre général du travail de l'utilisateur et pour 
montrer les relations entre le travail réalisé manuellement et celui réalisé à 
l'aide du système. 11 peut également servir à simuler les performances 
attendues du système final et donc à se faire une bonne idée de ce qui est 
acceptable ou non par l'utilisateur. On pourrait qualifier cette approche de 
prototypage vert i ca 1. 
d) Simulation fonctionnelle partielle 
La simulation fonctionnel le partiel le est utilisée simplement pour tester 
une hypothèse à propos du système. Par exemple, pour voir si un algorithme 
proposé produira des résultats acceptables dans un nombre suffisant de cas en 
utilisant une quantité raisonnable de ressources. 
Pour terminer cette approche et pour illustrer le prototypage expérimental, 
on peut citer le logiciel DSL-SIM qui est intégré dans l'atelier logiciel IDA. 
Comme nous l'avons signalé ci-dessus, le prototypage expérimental peut être 
réalisé lorsque les spécifications du système sont établies. 
11 peut toutefois se révéler intéressant d'évaluer si une solution 
conceptuelle est réalisable par rapport aux ressources dont dispose 
l'organisation. C'est pourquoi à partir de la spécification des traitements et de 
la spécification des ressources, DSL -SIM va générer des programmes qui vont 
simuler le fonctionnement du sytème. Cette simulation va déboucher sur une 
éventuelle modification des spécifications des traitements et des ressources si 
les résultats de DSL -SIM révèlent que le système ne respecte pas les critères 
de performances demandées. 11 y a donc un processus de retour en arrière qui va 
améliorer et corriger les spécifications du système. 
Si nous devions classifier DSL -SIM dans les stratégies d'application du 
prototypage expérimental, on dirait qu'il s'agit par certains de ses aspects 
d'une part d'une simulation fonctionnelle complète (toutes les fonctions du 
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système sont évaluées du point de vue de leurs performances) et d'autre part 
d'une programmation squelettique (on optimalise les performances et on ne 
s'attache qu'aux traitements et aux ressources). 
2.3.3 Le prototypage évolutif 
Dans le prototypage évolutif, le produit lui -même est vu comme une série de 
vers ions et chaque version peut être évaluée et servir de prototype pour ses 
successeurs. 
Ce prototypage évolutif est l'approche la plus éloignée, et la plus 
controversée, de la signification du prototype. Certains auteurs, plutôt que 
f)rototyf)age, parleraient plutôt en terme de dévelof)pement en versions. 
Cette approche a tout de même été classée dans le prototypage parce que la 
frontière entre le prototypage évolutif et les autres formes du prototypage ne 
sont pas claires (tout prototype permet la révision des exigences de départ et 
donc contribue à l'évolution du système). Ensuite, les prototypages exploratoires 
et expérimentaux peuvent être appliqués dans les premières étapes d'une 
stratégie évolutive. 
Le prototypage évolutif peut s'appliquer lorsque: 
- l'organisation, dans laquelle se trouve installé le système, évolue et 
donc de nouvelles exigences émergent pour le système. 
- après utilisation, le système laisse apparaître des améliorat ions 
possibles et donc de nouvelles exigences surviennent. 
Le prototypage évolutif rompt l'ordre linéaire des phases de l'approche 
traditionnelle de développement de logiciels au profit de cycles de 
développement successifs. 
2.4 Principaux avantages et dangers du prototypage 
Le prototypage a pour avantage, selon l'approche utilisée, de clarifier les 
exigences de l'util isateur, de valider les spécifications, de vérifier l'adéquation 
d'une solution proposée par rapport aux exigences ou d'adapter un système à ses 
changements de contexte d'utilisation. 
Le danger du prototypage vis-à-vis des spéc if ications est qu'il condu ise à un 
manque de soin dans l'élaboration de celles-ci . Le prototype ne doi t pas se fa ire 
au détriment d'une analyse rigoureuse au risque d'entrer dans un j eu d'essa is-
erreurs qui finira par lasser l 'util isateur. 
La méthode du prototypage n'apparaît également n'être env isageabl e que 
lorsque les deux parties sont bien informées sur cette approche. L'uti li sateur 
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pour qu'il ne se lasse pas dans le cycle d'éval uation des prototypes et le 
concepteur pour qu'i 1 ne se lasse pas devant les changements fréquents dans les 
exigences de l'utilisateur du prototype. 
2.5 Présentation du mémoire en tant que prototype 
Un des buts de notre travail est d'établir la faisabilité de la première étape 
du projet général (cfr. point 1.2). Nous examinons maintenant pourquoi le 
prototypage semble être une bonne méthodologie vis-à-vis de cet objectif et 
sous quelle forme le prototypage sera utilisé. 
Tout d'abord, i 1 convient de vérifier si le genre d'animal ion graphique que 
nous proposons (déplacement d'icônes en deux dimensions) est assez explicite 
ou non pour l'utilisateur dans la simulation de sa tâche. 11 faudra voir si les 
outils graphiques utilisés sont assez puissants et par exemple, voir s'il ne sera 
pas nécessaire de faire une animation graphique en trois dimensions. Dans cette 
optique, nous pouvons dire que notre travail sera un prototype expérimental et 
plus précisement un prototype expérimental d'interfaces 
Ensuite, afin de pouvoir vérifier ce premier aspect des choses, nous 
choisissons de simuler quelques tâches de bureau. Notre travai 1 n'a pas la 
prétention de simuler toutes les tâches de bureau. 11 est cependant nécessaire 
que la modélisation du bureau adoptée ne soit pas incompatible aux tâches non 
supportées par le prototype et qu'elle reste ouverte à celles-ci . A partir des 
tâches simulab les graphiquement par notre prototype, l'uti 1 isateur devra 
pouvoir établir des analogies avec les tâches que notre prototype ne peut 
simuler. Dans cette optique, nous pouvons dire que notre travail sera un 
prototype expérimental et plus précisement un prototype expérimental é. 
programmation squelletique 
2.6 Conclusion 
En conclusion de ces deux premiers chapitres, nous dirons simplement que le 
projet visant à établir les spécifications du travail de bureau à l'aide d'une 
interface graphique relève de la méthode du prototypage. En effet, l'analyste 
utilisera le simulateur graphique pour pallier aux problèmes de compréhension 
qu'il risque de rencontrer avec l'utilisateur. Nous pourrions qualifié la première 
étape du projet de prototypage exploratoire. 
Dans ce cadre, nous réalisons nous même un prototype visant justement à 




La tâche de bureau 
CHAPITRE 3 : LA TACHE DE BUREAU 
3.1 Introduction générale au concept de tâche 
Notre travail de recherche portant sur le développement d'un outil de 
description et d'animation graphique des tâches de bureau, il convient de décrire 
d'abord ce que nous entendons par bureau et d'extraire de cette description les 
principaux concepts. 
Notre description se fera en deux étapes distinctes. La première exposera 
brièvement un modèle général des organisations tandis que la deuxième 
appliquera ce modèle au cas précis qui nous occupe. 
3.1.1 Modèle général des organisations 
Toute organisation peut être décrite au moyen du modèle des organisations 
de Leavitt [LEAV 65). Dans ce modèle, Leavitt décrit l'organisation comme un 
graphe dont les éléments constitutifs (tâche, technologie, personne et 
structure) sont en interaction et mutue Il ement ajustés. 
Pour plus de détails sur cet équilibre et son influence sur la vie de 




1 Efficacité 1 
Personne 
1 Environnement 
Fig J. ! .- Mode le des organisations de Leavitt 
L'interprétation de ce modèle (cfr. figure 3.1) est la suivante : 
- l'organisation est une entité sociale dans laquelle un ensemble de 
J}ersonnes sont réunies pour poursuivre un même but 
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- la réalisation de ce but doit répondre à certains critères 
d' efficacité mesurable. 
- afin d'atteindre ce but, des personnes exécutent différentes tâche!. 
en utilisant le cas échéant de la technologie. 
- personne, tâche et technologie sont intégrées dans une structure 
qui détermine les relations entre les tâches, les responsabilités et 
le pouvoir des personnes et ainsi, permet à l'organisation · de 
fonctionner. 
- enfin, l'organisation dépend de l'environnement avec lequel elle 
est en relation. 
Avec Hines [Hl NE 85), nous conviendrons que la tâche est un travail 
discernable impliquant des activités, des ressources et des produits 
caractéristiques. 
Le produit d'une tâche peut servir comme mesure de la performance de ceux 
qui l'exécutent. Par exemple, le nombre de factures produit peut être la mesure 
d'une tâche de facturation. 
Pour la définition du terme de ressource. le lecteur intéressé pourra se 
référer à [BOPI 83) et à [DACH 86) où il trouvera une modélisation complète des 
ressources dans une organisation. 
3.1.2 Modèle général des organisations appliqué au bureau 
Reprenons maintenant ce modèle et appliquons-le au bureau, puisque 
celui-ci peut être considéré comme une organisation réduite, et examinons-en 
chacun de ses composants (cfr. figure 3.2). 
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OPERATIONS PRIMITIVES INFORMATION 
Tâche 
T echno 1 og i e ie-----+--_____,.,. 
Structure 
'---
91 MA TERI EL DE BUREAU 
~ avec 
1 Efficacité 1 
Personne 
AUTRE ORGANISATION ie-----i Environnement 
AUTREBUREAU1e------------' 
Fig 3.2 : Nodele des organisations de Leavitt appliqué au BUREAU. 
Les seules tâches dont nous nous occuperons sont celles qui traitent de 
l'information et nous définirons le concept d' information comme un ensemble 
structuré de signes ou de symboles porteurs de connaissance pour ce lui qui les 
reçoit. 
Nous poserons également comme hypothèse qu'une tâche de bureau obéit à 
un minimum de structure c-à-d que nous ne traiterons que des tâches struc-
turées et semi-structurées [KEEN 78) et donc qu·e lles peuvent se décomposer en 
opérations primitives portant sur les différentes formes que prendra 
l'information dans le bureau. 
Si nous examinons maintenant l'élément technologie du graphe, on peut dire 
que dans notre étude, cela correspond au matériel de bureau. 
Les personnes quant à e 1 les, interviennent dans le bureau non seulement en 
tant qu'élément de la structure de l'organisation mais également comme facteur 
de production pour l'exécution des tâches. 
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L'environnement du bureau peut être so it un autre bureau de l'organisation 
dont il fait partie, soit un autre bureau d'une autre organisation soit encore, une 
autre organisation à part entière. 
3.2 L'approche par objets pour la description du bureau 
3.2.1 Introduction 
Comme nous l'avons vu au point ci-dessus, un bureau est un ensemble de 
concepts tels que de la technologie, de l'information, ... ayant des relations 
entre eux. Le schéma qui représente ces concepts et ces relations a été donné à 
la figure 3.2 et constitue un premier modèle du bureau c'est-à-dire une première 
représentation aussi fidèle que possible du réel perçu. 
Nous affinons maintenant cette représentation du réel pour arriver à un 
modèle du bureau suffisamment précis afin de pouvoir simuler l'exécution d'une 
tâche à partir de celui-ci . 
Comme nous le verrons, cette analyse va nous mener à dégager un certain 
nombre de concepts que l'on va décrire et structurer dans l'optique des langages 
orientés objets. Ensuite, nous adopterons un modèle de réprésentation dans 
lequel nous transcrirons les concepts du bureau identifiés. 
3.2.2 L'approche par objets 
Lorsque l'on désire percevoir ou analyser un aspect du monde réel, on a 
tendance, dans un premier temps, à le regarder de l'extérieur: Ainsi, lorsque l'on 
étudie un objet, on commence par regarder ses caractéristiques (par exemple, 
comment peut-on l'utiliser ou que peut-on en faire ?) et dans le cas où une 
analyse très précise est nécessaire, on regarde l'intérieur de l'objet (par 
exemple, comment l'objet est-i 1 fait et de quoi se compose t-il ?) [RENT 82]. 
Cette façon d'aborder le réel est une caractéristique essentielle des langages 
orientés objets et c'est celle-ci que nous utilisons pour décrire un bureau. 
Avant de réaliser l'analyse du bureau, nous introduisons le fonct ionnement 
global d'un langage orienté objets. Plus particulièrement, c'est la structuration 
des données plutôt que leur traitement qui nous intéressera. Le langage qui nous 
servira de référence pour cette introduction est le langage SMALL TALK-80 car 
celui-ci est reconnu comme le modèle de référence des langages orientés 
ob jets. 
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3.3 Introduction aux langages orientés objets [ROBS 811. fROGO 83] 
3.3.1 Les notions d'objet. d'information et de protocole 
Les langages orientés objets travaillent sur un élément principal qui est 
l'objet. L'objet a la particularité d'être consti tué à la fois par une information 
qui lui est propre et par l'ensemble des opérations que l'on peut appliquer à cet 
objet. Cet ensemble d'opérations va constituer le protocole de l'objet ou encore 
son interface avec l'extérieur (on regarde un objet de l'extérieur) . Par exemple, 
si on se réfère à une application chargée de gérer l'affichage de fenêtres sur 
l'écran d'un terminal, on pourrait considérer que les fenêtres sont des objets. 
L'interface d'un objet serait constituée par l'ensemble des opérations que l'on 
peut lui appliquer: OUVRIR, AGRANDIR, BOUGER, .. . 
3.3.2 La notion de classe 
Lorsque l'on travaille avec un langage orienté objets, tout est considéré 
comme objet. Par exemple, le chiffre 3 est un objet dont l 'interface est 
constituée par les opérateurs algébriques. C'est pourquoi, on va pouvoir 
rassembler tous les objets qui sont identiques dans des classes. Une classe est 
une description de un ou de plusieurs objets similai res. 
Tous les objets appartenant à une même classe doivent avoir le même type 
d'information et posséder la même interface. Le type des informations propre 
aux objets de la classe et l'interface des objet s seront précisés dans la 
description de la classe. 
Par exemple: - 3 fait partie de la classe ENTIER, 
- une fenêtre fait partie de la classe FENETRE dont la 
description est composée de : 
• l'information relative aux fenêtres constituée par deux 
paires de coordonnées (xl,yl) et (x2,y2); elles donnent 
les coordonnées du coin supérieur gauche et du coin 
inférieur droit. 
0 l'interface = (BOUGER, DETRUIRE, REDUIRE, AGRANDIR, 
CREER}. 
Chaque fenêtre possède donc comme information deux paires de coordonnées 
mais pour celles-ci, chaque fenêtre peut avoir des valeurs différentes : par 
exemple, si deux fenêtres se trouvent à des endroits différents sur l'écran. La 
schématisation des concepts de classe et d'objet est donnée à la figure 3.3. 
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Fig 33: Représentation d'une classe 
3.3.3 Les notions de super-classe et de sous-classe 
0 0 
0 
Maintenant à l'intérieur d'une classe, il se peut qu'un sous-ensemble d'objets 
présente des propriétés communes. Ce sous-ensemble présente donc des 
propriétés qui lui sont propres et par conséquent apporte un complément de 
précision à la définition de la classe à laquelle il appartient. Ce supplément de 
précision ne se justifiant que pour une partie des objets d'une classe, nous les 
regrouperons en une classe qui aura la qualification de sous-classe. La classe à 
laquelle appartient cette sous-classe portera quant à elle la qualification de 
super-cl asse. 
Par exemple, dans la classe FENETRE, on pourrait supposer qu'il y a certaines 
fenêtres dans lesquelles on peut écrire et d'autres pas. On va alors former une 
sous-classe de FENETRE dont le nom est FENETRE-ECRITURE et qui rassemble les 
fenêtres dans lesquelles on peut écrire. La description de la sous-classe 
FENETRE-ECRITURE pourrait être: 
- information = vide; c'est-à-dire que les fenêtres où l'on peut écrire 
n'ont pas d'information particulière. 
- l'interface= (ECRIRE, EFFACER). 
Les notions de super-classe et de sous-classe permettent d'introduire le 
principe d'abstraction sur les données. Une abstraction sur les données permet 
de cacher de l'information à certaines appl ications. Par exemple, on pourrait 
supposer une application qui ne s'intéresse pas aux fenêtres dans lesquelles on 
peut écrire. Dans ce cas, cette application fera abstraction de la sous-classe 
FENETRE-ECRITURE. Pour chaque application, on peut ainsi grâce à ces concepts 
choisir le niveau de précision des informations sur lequel on veut qu'elle 
travail le. 
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3.3.4 La notion d'héritage de propriétés [CARB 811 
Le principe d'héritage en application dans les langages objets stipule tout 
simplement que tout objet appartenant à une sous-classe hérite des propriétés 
de sa super-classe ; il s'agit donc de l'héritage des informations et de 
l'interface de la super-classe. 
Par exemple, si un objet appartient à la classe FENETRE-ECRITURE alors, on 
peut dire qu'il s'agit d'une fenêtre mais dans laquelle on peut écrire; elle hérite 
ainsi des propriétés de la classe FENETRE. Pour la classe FENETRE-ECRITURE, sa 
description sera composée de: 
- deux paires de coordonnées (héritage de la classe FENETRE). 
- l'interface = (BOUGER, DETRUIRE, REDUIRE, AGRANDIR, CREER} (héritage 
de la classe FENETRE)+ (ECRIRE, EFFACER} (son interface). 
3.3.5 Quelques propriétés 
- tout objet appartient à une et une seule classe. 11 faut toutefois 
remarquer que ceci est une particularité de SMALL T ALK-8O; en règle 
générale, tout objet peut appartenir à une ou plusieurs classes, 
- toute classe appartient à une super-classe sauf une qui est la classe 
système OBJET et qui englobe toutes les classes définies, 
- une classe peut avoir plusieurs sous-classes, 
- une classe ne peut être sous-classe que d'une et une seule 
super-classe. 11 faut toutefois remarquer que ceci est une particularité 
de SMALL T ALK-8O; en règle générale, une classe peut être sous-classe 
d'une ou plusieurs autres classes, 
- une super-classe ou une sous-classe est aussi une classe, 
- une classe est un objet, 
- un objet d'une classe hérite des propriétés de sa super-classe et de 
toutes les super-classes qui peuvent encore se trouver à un niveau 
supérieur. 
Un exemple de hiérarchie de classes est donné à la figure 3.4. 
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Classe X __. 
..,_ Classe Z 
l_ Classe OBJET 
La classe y est une sous-classe de la classe x 
La classe x est la super-classe de la classe y 
La classe x est une sous-classe de la classe OBJET 
La classez est une sous-classe de la classe OBJET 
La classe OBJET est la super-classe des classes x et y 
Fig 3. 4.· Hiérarc/Jie des classes 
3.3.6 L'exécution d'un programme 
Ce que nous avons décrit jusqu'ici ne concerne que la représentation des 
données. Cet aspect étant le seul qui nous intéresse pour le moment, nous ne 
décrivons que très brièvement le principe d'exécution d'un programme dans 
SMALL TALK-8O. Le lecteur intéressé pourra consulter [ROGO 83] et [XERO 811 
pour plus de précision à ce sujet. 
Dans SMALL TALK-8O, l'information est manipulée par l'envoi d'un message à 
l'objet représentant l'information. Tout message contient le nom de l'objet 
récepteur, l'identification de l'opération à effectuer sur l'objet et peut contenir 
un ou plusieurs arguments. La caractéristique principale du message est qu'il 
permet au programmeur de dire qu'il veut exécuter quelque chose sur un objet 
sans devoir dire comment. Pour manipuler l'information d'un objet, le 
programmeur doit seulement connaître l'interface de l'objet; interface qui est 
décrite · dans la classe de l'objet. Cette caractéristique introduit donc un 
deuxième type d'abstraction cette fois-ci non plus sur l'information mais sur 
les traitements. 
Lorsqu'un objet reçoit un message, il cherche l'opération de son interface 
qui s'identifie avec l'opération qui se trouve mentionnée dans le message reçu. 
Quand la correspondance a réussi, l'opération est exécutée sur l'objet. Toute 
opération se trouvant dans une interface se trouve associée à un ensemble 
d'actions; cet ensemble forme ce qu'on appele une méthode. Lorsque la corres-
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pondance a réussi, c'est la méthode associée à l'opération qui est exécutée. Dans 
cette méthode, on peut trouver notamment des envois de messages vers d'autres 
objets. 
3.3.7 Vue extérieure et vue intérieure d'un objet 
Dans l'introduction, nous avons fait référence à la façon de percevoir le réel. 
Maintenant que les principaux concepts de SMALL T ALK-8O sont définis, nous 
pouvons préciser ce que cela veut dire dans le cadre d'un langage orienté objets. 
Regarder un objet de l'extérieur veut dire prendre connaissance de son 
protocole. Tandis que regarder /'Intérieur d'un objet signifie regarder comment 
les méthodes sont construites. 
3.4 Modélisation du bureau dans l'optique d'une analyse par objets 
3.4. 1 1 ntroduct ion 
Sur la base de la classification et de la hiérarchisation des objets en 
classe, sous-classe et super-classe, nous allons analyser le bureau. 
Pour réaliser cette analyse, nous utiliserons tout d'abord les travaux de 
N. Dachouffe [DACH 86] qui a réalisé un modèle d'information du bureau; elle y a 
étudié les supports d'information dans un bureau. 
Nous utiliserons aussi les travaux de S. Robert [ROBE 86] qui a réalisé une 
modélisation des objets de rangement dans un bureau. 
Devant réaliser une simulation d'une tâche de bureau, nous serons amenés à 
considérer en plus des objets de rangement et des objets informationnels 
d'autres classes d'objets. Comme nous l'expliquerons, plus tard dans ce chapitre, 
nous obtiendrons quatre c 1 asses d'objets : 
- classe objet informationnel [DACH 86], 
- classe objet de rangement [ROBE 86], 
- classe objet d'interface, 
- classe out i 1 de travail. 
Avant de décrire chacune de ces classes en détail, nous pouvons en nous 
référant au modèle du bureau (cfr. figure 3.2), dire que ces classes d'objets 
représentent deux choses : 
- l'information véhiculée par une tâche et qui est représentée par les 
objets informationnels. 
- la technologie que la tâche utilise pour s'exécuter et qui est 
représentée par les objets de rangement, d'interface et par les outils 
de travail. 
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Toutes deux jouent un rôle primordial dans le bon déroulement d'une tâche. 
11 faut préciser que pour cette analyse du bureau, nous n'avons jamais été 
guidé par la description d'une tâche en particulier. Nous avons essayé d'établir 
un modèle qui soit le plus proche possible de la réalité pour qu' il puisse nous 
servir d'environnement à la simulation de tâches quelconques. Cependant, il faut 
bien reconnaître que la description d'un modèle de bureau suffisamment complet 
pour permettre la simulation de toutes les tâches de bureau est impossible; 
pour la simple raison, qu'il est impossible d'établir une liste exhaustive des 
tâches de bureau. 
3.4.2 La classe objet informationnel (O.U 
La classe objet informationnel représente l'information se trouvant dans le 
bureau et utilisée lors de l'exécution d'une tâche. Cette information se trouve 
inscrite au moyen du langage naturel ou d'un autre type de langage sur un 
support physique que l'on peut manipuler; ce support est généralement le papier. 
La classe objet informationnel est l'ensemble des objets du bureau qui 
sont constitués d'un support et de l'information qui s'y trouve inscrite. 
Dans un bureau qui traite de l'information, le nombre d'objet appartenant à 
la classe objets informationnels est très important. Parmi tous ces objets 
cependant, on peut en distinguer un certain nombre que l'on ne peut pas 
décomposer: si on prend pour exemple une feuille de papier, sans la couper, on 
ne peut pas en obtenir deux. Ce seront les objets informationnels élémentaires. 
D'un autre côté, on peut regrouper plusieurs objets informationnels 
élémentaires dans un seul objet. Si on décompose cet objet, on obtiendra les 
objets informationnels élémentaires qui le constituaient. Cet objet composé 
fera partie de la classe des objets informationnels structurants. 
3.4.2.1 La classe objet informationnel élémentaire (0.1.E.) 
De ce que l'on vient de dire, nous pouvons en arriver à la définition de la 
classe objet informationnel élémentaire. 
La classe d'O.I.E. est l'ensemble des objets qui sont constitués d'un 
support et de l'information qui s·y trouve inscrite. Cependant, le support 
ne peut pas, logiquement, être décomposé pour donner d'autres objets. 
Sur une feuille de papier, il y a cependant plusieurs façons d'y inscrire 
l'information; on peut l'écrire en vrac sans soins particuliers, on peut l'écrire 
dans certaines parties de la feuille à des endroits fixés et libellés par un t i tre, 
on peut la représenter sous forme de graphiques, de tableaux, .. . 
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Parmi l'ensemble des 0.1.E., on s'aperçoit que l'information qui s'y trouve 
respecte certaines structures de mise en page; la structure de mise en pages 
util isée est celle qui est la plus appropriée au texte à écrire. 11 est donc 
possible de regrouper en classes tous les 0.1.E. présentant les mêmes 
caractéristiques au point de vue de la manière d'inscrire l'information sur le 
support. Ces nouvelles classes vont constituer des sous-classes de la classe 
0.1.E. et sont au nombre de trois (cette classif ication est reprise de [DACH 86)). 
a) La classe message 
La classe message est l'ensemble des messages que l'on trouve dans le 
bureau. C'est un support d'information qui n'est pas décomposable, destiné 
à recevoir une information brève qui y sera écrite sans soins particuliers 
au point de vue du plan (l'information est trop brève) et de la mise en 
pages. 
Le message est généralement utilisé pour communiquer l'une ou l'autre 
information à d'autres personnes ou pour servir d'aide mémoire. En général, il 
n'est pas destiné à sortir du cadre de l'organisation où se trouve le bureau. 
b) La classe formulaire 
La classe formulaire est l'ensemble des formulaires que l'on trouve dans 
le bureau. C'est un support d'information qui n'est pas décomposable, 
constitué d'un certain nombre de champs libellés par un titre et pouvant 
recevoir une valeur; pour inscrire une information sur un formulaire, on le 
fait en remplissant ces champs. 
Le formulaire peut être considéré comme un questionnaire que l'on demande 
à quelqu'un de remplir et qu'il devra, dans la plupart des cas, réexpédier à celui 
qui le lui a donné ou envoyé. 
c) La classe document 
La classe document est l'ensemble des documents que l'on t rouve dans un 
bureau. C'est un support d'information qui n'est pas décomposable, destiné 
à recevoir une information plus volumineuse et dont la mise en pages doit 
être soignée: les graphiques, les tableaux et les autres formes de 
présentation de l'information peuvent être uti 1 isés. 
Le document est généralement utilisé pour des comptes-rendus de réun ions, 
des notes explicatives, des rapports divers, des lettres envoyées aux clients, ... 
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3.4.2.2 La classe objet informationnel structurant (0.1.S.) 
La classe 0.1.S. est une sous-classe de la classe objets informationnels et 
on peut la définir comme suit : 
La classe objet informationnel structurant est l'ensemble des objets qui 
sont composés par des 0.1.E. et/ou par d'autres 0.1.S. Un 0.1.S. peut donc 
être décomposé; on peut à tout moment lui retirer un de ses constituants. 
Un 0.1.S. est un support d'information en ce sens qu'il est composé par 
d'autres supports d'information. L'information qu'il représente équivaut à 
la réunion de toutes les informations inscrites sur les supports qui le 
composent. 
Cependant parmi tous les regroupements possibles d'objet informationnel, 
on constate que certains d'entre eux possèdent des propriétés communes. Dans 
ces propriétés, on pourrait citer par exemple la classe des objets qui sont 
regroupés, les ordres possibles de classement, la raison du regroupement, ... On 
peut alors regrouper les 0.1.S. qui présentent les mêmes caractéristiques pour 
former de nouvelles classes (cette classificat ion est reprise de [DACH 86)). 
a) La classe dossier 
La classe dossier est l'ensemble des dossiers du bureau. Ceux-ci sont 
constitués d'une part, d'un regroupement d'objets informationnels et 
d'autre part, de l'information se trouvant inscrite sur chacun des objets 
informationnels regroupés. En général, les informations regroupées sont 
relatives à un même sujet: par conséquent, la classe des objets se 
trouvant dans un dossier n'a pas d'importance. 
Par exemple, on peut considérer le dossier d'un client douteux qui peut être 
composé de pièces très différentes tel les que des factures impayées, des 
rappels à l'ordre ou encore ses coordonnées sous forme d'un formulaire. Toutes 
ces pièces sont relatives aux créances douteuses d'un client. 
Nous devons cependant introduire une restriction; comme nous le verrons 
ci-dessous, une pile n'a absolument, par définition du dossier et de la pile, 
aucune raison de se trouver dans un dossier. On ne pourra donc pas trouver de 
pi le dans un dossier. 
b) La classe fichier 
La classe fichier est l'ensemble des fichiers d'un bureau. Ceux-ci sont 
constitués d'une part, d'un regroupement d'objets informationnels et 
d'autre part, de l'information se trouvant inscrite sur chacun des objets 
informationnels regroupés. La particularité d'un fichier · est qu'il est 
composé d'objets appartenants à la même classe. 
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Par exemple, un fichier fournisseur est composé d'un ensemble de 
formulaires; chacun d'eux reprenant les renseignements signalét iques d'un 
fournisseur. Les formulaires peuvent être classés selon un certain ordre : triés 
sur le nom du fournisseur par exemple. 
Pour les mêmes raisons que pour le dossier, on ne peut pas trouver de pi le 
dans un fichier. 
Comme nous le verrons plus tard, un document, un formulaire ou un dossier 
peut avoir un ~ - Le type peut être considéré comme une classification à 
l'intérieur de la classe formulaire par exemple. Comme c'est l'utilisateur qui 
décide des types qu'il veut créer, il nous est impossible de les déterminer et 
donc de créer les sous-classes adéquates dans les classes formulaire, document 
et dossier. 
Nous avons introduit la notion de type dès maintenant car si les 
constituants d'un fichier sont des formulaires, des documents ou des dossiers, 
ils doivent tous être non seulement de la même classe mais aussi du même type. 
c) La classe pile 
La classe pile est l'ensemble des pi les d'un bureau. Celles-ci sont 
constituées d'une part, d'un regroupement d'objets informationnels et 
d'autre part, de l'information se trouvant inscrite sur chacun des objets 
informationnels regroupés. Dans une pile, on peut y trouver n'importe quel 
objet (sauf d'autres pi les) qui n'ont aucuns liens logiques entre eux et qui 
sont classés dans l'ordre chronologique inverse; mais cet ordre n'est pas 
intentionnel. 
Dans un bureau, le courrier reçu est souvent mis sur une pile car en général 
tout ce qui est reçu est empilé sur le tas du courrier déjà existant et en attente 
de traitement. 
Avec cette définition de la pile, on comprend aisément que l'on ne peut pas 
trouver de pi le dans un fichier ou dans un dossier; ceux-ci exigent en effet qu'i 1 
y ait une certaine relation entre les objets regroupés. 
d) L'ordre de classement dans la classe 0.1.S. 
Un 0.1.S. étant un regroupement d'objets informationnels, nous allons 
regarder dans quel ordre ceux-ci vont pouvoir être classés dans l'O.I.S. Si on 
reprend l'exemple du dossier du client douteux, dans quel ordre va-t-on classer 
les pièces du dossier ? Pour le fich ier signalétique des fournisseurs, comment 
va-t- on ordonner les fiches relatives aux fourn isseurs ? 
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L'ordre de classement associé à un 0.1.S. définit la place, parmi tous les 
objets informationnels déjà classés, à laquelle sera placé un nouvel objet 
informationnel. 11 permettra aussi de trouver la place d'un objet que l'on 
recherche. 
De .plus, l'ordre de classement associé à un 0.1.S. permet de spécifier l'ordre 
d'apparition des objets informationnels qu i y sont classés, lorsqu'on le 
feuillète. 
Le nombre d'ordre de classement sera limité puisque nous ne gérons pas le 
système d'information propre aux objets et nous n'en retiendrons dès lors que 
cinq : 
- l'ordre LIFO, 
- l'ordre FIFO, 
- l'ordre ALPHABETIQUE, 
- l'ordre ALPHABETIQUE INVERSE, 
- aucun ordre. 
Nous définissons ci-dessous les différents ordres de classement possibles; 
pour chacun d'eux, on décrira comment sera inséré un objet dans un 0.1.S. et 
ensuite l'ordre d'apparition des objets lorsqu'on feuillète l'O.I.S.: 
• FIFO 
- l'objet informationnel inséré se trouve placé derrière tout ceux 
qui s'y trouvent déjà 
- lorsqu'on feuillète l'O.I.S., c'est le premier objet classé qui 
apparait en premier. 
• LIFO 
- l'objet informationnel inséré se trouve placé devant tout ceux 
qui s'y trouvent déjà. 
- lorsqu'on feuillète l'O.I.S., c'est le dernier objet classé qui 
apparait en premier. 
• ALPHABETIQUE 
- l'objet informationnel inséré se trouve placé derrière celui dont 
le nom lui est directement inférieur dans l'ordre alphabétique. 
- lorsqu'on feuillète l'O.I.S., c'est l'objet dont le nom est le 
premier dans la liste alphabétique de tous les noms des autres 
objets qui apparait en premier. 
• ALPHABETIQUE INVERSE 
- l'objet informationnel inséré se trouve placé derrière celui dont 
le nom lui est directement supérieur dans l'ordre alphabétique. 
- lorsqu'on feuillète l'O. I.S., c'est l 'objet dont le nom est le dernier 
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dans la liste alphabét ique de tous les noms des autres objets qui 
apparait en premier. 
• AUCUN 
- l'objet informationnel inséré se trouve placé n'importe où dans 
l'O.I.S. 
- lorsqu'on feuillète l'O.I.S., les objets apparaissent de façon 
quelconque. 
Remarques: 
- ces ordres peuvent être appliqués à tous les types d'O.I.S. sauf 
pour la classe pile où seul l'ordre LIFO sera géré. 
- l'ordre de classement d'un O.1.S. est spécifié lors de sa création. 
- lorsqu'on désire feuilletter un O. 1.S., on peut désirer accéder aux 
objets qui s'y trouvent dans un ordre différent. Ainsi, sans 
changer l'ordre initial, on accède aux informations selon un ordre 
différent. 
- pour tout O.1.S., il est possible, à tout moment, de modifier son 
ordre initial en le triant selon un autre ordre de classement. 
e) Résumé de la super-classe objet informat ionnel 
La décomposition des objets informationnels est résumée à la figure 3.5 . 
.-Classe 0.1.E . 
r 
Classe Message 
1 Classe t Formulaire 
□DO 
Classe Document _j 
L Classe INFORMATION 
Classe 0.1.S-. 
1 Classe Dossier t r Classe Fichier 
□DO 
Classe Pile _j 
La classe INFORMATION est la super-classe des classes O.1.E. et O.1.S. 
La classe O.1.E. est la super-classe des classes message, formulaire et 
document 
La classe O.1.S. est la super-classe des classes dossier,f ich ier et pi le. 
Les classes message, formulaire et document sont des sous-classes de 
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la classe O.1 .E. 
Les classes dossier, fichier et pile sont des sous-classes de la classe 
O.1.S. 
Les classes O.1.S. et O.1.E. sont des sous-classes de la classe 
1 NFORMA TI ON 
Fig 3.5: Structuration de lasuoer-classe INFORMATION 
3.4.3 La classe objet de rangement 
Dans un bureau, tout objet informationnel possède un endroit défini où il se 
trouve rangé. Pour définir ces différents l ieux de rangement, nous parlerons 
d'objets de rangement. 
La classe objet de rangement caractérise l'ensemble des objets de 
rangement du bureau. Ces objets doivent servir de lieu de 
rangement à des objets informationnels. 
Un objet de rangement peut être composé par d'autres objets : par exemple, 
une armoire est composée de tiroirs. N'importe quel objet ne peut toutefois se 
trouver n'importe où : une armoire ne peut êt re contenue dans une farde ! Dans 
l'ensemble des objets de rangement, nous pouvons regrouper tout ceux qui 
matériellement possèdent les mêmes caractéristiques. La caractéristique 
essentielle d'un objet de rangement est sa contenance; que peut-on y trouver ? 
Des O.1.E., des O.1.S. ou d'autres objets de rangement ... Si oui, de quels types sont 
ces objets ? Cela nous amène à créer des sous-classes de la classe objet de 
rangement (cette classification est établie à partir de [ROBE 86)). 
a) La classe farde 
La classe farde est l'ensemble des fardes du bureau. Celles-ci ne sont 
composées par aucun autre objet de rangement et on peut y ranger 
n'importe quel objet informationnel. 
La farde peut avoir plusieurs aspects : elle peut être en plast ique, en carton, 
avoir ou non des anneaux, ... 
b) La classe tiroir 
La classe tiroir est l'ensemble des tiroirs du bureau. Ceux- ci peuvent 
contenir des fardes et on peut y ranger n'importe quel objet 
informationnel. 
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c) La classe armoire 
La classe armoire est l'ensemble des armoires du bureau. Celles-ci 
peuvent contenir des tiroirs. Pour ranger de l'information dans une 
armoire, on doit le faire via ses tiroirs; on ne peut pas ranger un 
document dans une armoire sans qu'il ne soit dans un tiroir. 
d) La classe boîte 
La classe boîte regroupe l'ensemble des boîtes du bureau. Celles-ci 
peuvent contenir des fardes et on peut y ranger n'importe quel objet 
informationnel. 
Une boîte est en généra 1 en carton et sert dans 1 a p 1 upart des cas à archiver 
l'information de bureau qui n'est plus pertinente. 
e) La classe étagère 
La classe étagère est l'ensemble des étagères du bureau. Celles-ci 
peuvent contenir des boîtes et des fardes et on peut y ranger n'importe 
quel objet informationnel. 
f) Résumé de la structuration des objets de rangement 
La structuration des objets de rangement est résumée à la figure 3.6. 
DDDDD 
t t t t t 
Classe Classe Classe Classe Classe 
farde tiroir étagère boîte armoire 
t 
Classe objet de rangement 
Fig, 36 .·La structure des ot2}ets de rangements 
3.4.4 La classe out11 de trava11 
Dans un bureau, il existe généralement de la technologie qu1 facilite 
l'exécution d'une tâche. Cette technologie englobe déjà la classe objet de 
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rangement vue au point précédent. En plus de celle-ci, il faut inclure les objets 
qui permettent à l'utilisateur de traiter de l'information matérialisée par la 
classe objet informationnel. Ces objets seront regroupés dans la classe outil de 
travail . Nous en donnons la définition suivante : 
La classe outil de travail regroupe les objets qui permettent à la 
personne qui exécute la tâche, de travailler sur l'information dont elle 
dispose. 
Parmi les objets de cette classe, on peut distinguer des objets qui ont des 
fonctions tout à fait différentes. La façon dont ces objets sont utilisés par 
l'utllisateur va nous permettre de regrouper ces objets en classes. 
a) La classe table de travail 
Comme nous l'avons décrit lors de la description du diamant de Leavitt, une 
tâche est constituée d'un ensemble d'opérations primitives que la personne 
exécute sur l'information rangée dans le bureau. La table de travail va permettre 
à la personne de traiter cette information; 1 ire un document, consulter un 
formulaire, ... L'information utilisée par la personne est amenée sur la table de 
travail et y reste jusqu'à ce qu'elle soit replacée à sa place ou rangée à un autre 
endroit. 
La classe table de travail est l'ensemble des tables de travail du bureau. 
Elles permettent à l'uti I isateur de travailler sur l'information qu'i 1 
utilise pour réaliser sa tâche. 
A la table de travail, nous ne donnons pas d'autre fonction que celle du 
traitement. Ainsi, tout objet informationnel qui se trouve sur ou dans la table 
de travai 1, ne s'y trouve que temporairement et n'y est donc pas rangé. La table 
de travai 1 peut avoir des tiroirs mais ceux-ci ne sont pas considéré sur le même 
pied que les tiroirs qui se trouvent dans une armoire. 
C'est essentiellement dans un but de clareté que nous apportons cette 
limitation. 11 est en effet très difficile de parler de la table de travail à la fois 
comme outil de travail et à la fois comme objet de rangement sans entraîner 
des confusions. 
b) La classe photocopieuse 
La photocopieuse a certainement un rôle moins important que la table de 
travail car elle ne servira que lorsque la personne veut dupliquer un objet 
informationnel. Tout comme pour la table de travail , l'informat ion qui est 
utilisée reste sur la photocopieuse jusqu'à ce qu'elle soit replacée à sa place ou 
rangée à un autre endroit. Quant aux cop ies, elles resteront également sur la 
photocopieuse jusqu'à ce que la personne les range. 
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La classe photocopieuse est l'ensemble des photocopieuses du bureau. 
Elles permettent à la personne qui exécute une tâche de réaliser des 
copies d'objets informationnels élémentaires. 
Dans le cadre de ce mémoire, nous nous fixons comme convention de 
représenter l'environnement du bureau qui est propre à une seule personne. Cette 
convention n'est nullement 1 imitatrice pour la suite du pro jet dans leque 1 
s'insère ce mémoire. On peut en effet considérer que lorsque plusieurs 
personnes travaillent ensemble, elles exécutent chacune une tâche. La 
communication inter-tâche est donc une possibi 1 ité pour simuler plusieurs 
personnes qui travaillent ensemble. (la communication inter-tâche sera de 
nouveau évoquée dans le chapitre 4 au point 4.5.1 ). 
Dans le contexte qui vient d'être décrit, nous pouvons dire que dans la 
classe table de travail et dans la classe photocopieuse, un seul objet sera 
suffisant. 
3.4.5 La classe objet d'interface 
D'après ce qui a été dit jusqu'à présent, on peut considérer le bureau 
comme une unité autonome dans laquelle une personne exécute des tâches. Cette 
unité ne peut cependant pas fonctionner si el le ne peut .soit communiquer des 
objets inf ormat ionne ls vers l'extérieur du bureau soit recevoir des objets 
informationnels de cet extérieur. L'extérieur du bureau peut être soit un autre 
bureau de la même organisation soit un bureau d'une autre organisation ou soit 
un endroit qui ne s'apparente pas avec la défin i tion d'un bureau. 
Les objets qui permettent de réaliser ces transferts peuvent être 
considérés comme de la technologie (cfr. la figure 3.2) puisqu'ils permettent à 
la personne d'exécuter sa tâche. Ces objets seront regroupés dans la classe 
objet interface dont nous donnons la définition suivante : 
La classe objet interface regroupe les objets du bureau qui permettent 
soit de communiquer de l'information vers l'extérieur du bureau soit de 
recevoir de l'information en provenance de cet environnement. Par cet 
aspect des choses, nous dirons que tout objet informationnel qui se 
trouve dans un objet d'interface, ne s'y trouvera que temporairement. 
Parmi tous les objets qui forment la classe objet interface, nous pouvons 
constater que certains d'entre eux ont des propriétés spécifiques. Dans ces 
propriétés nous trouvons la classe des objets qui sont échangés, la fonction des 
objets d'interface, le moyen de communication utilisé, ... Il serait dès lors utile 
de créer à l'intérieur de la classe objet interface, de nouvelles classes qui 
regrouperont les objets répondant aux mêmes propriétés. 
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a) La classe téléphone 
La classe téléphone regroupe les objets qui permettent de transmettre 
l'information au moyen de la voix. Cette transmission se faisant dans le 
sens de la communication et de la réception. 
b) La classe poubelle 
La classe poubelle regroupe les objets permettant de détruire tout objet 
informationnel. Cette information transite du bureau vers la décharge 
publique et uniquement dans ce sens. 
c) La classe boîte IN 
La classe boîte IN regroupe les objets permettant de recevoir tout objet 
inf ormat ionne l en provenance de l'envi ronnement du bureau. 
d) La classe boîte OUT 
La classe boîte OUT regroupe les objets permettant de communiquer des 
objets informationnels vers l'environnement du bureau. 
En ce qui concerne les objets de ces nouvelles classes, on peut faire la 
même remarque faite à propos des outils de t ravail. Puisque nous considérons le 
lieu de travail d'une seule personne, i 1 n'y aura au maximum qu'un seul objet 
dans ces nouvelles classes. 
3.5 Modèle de représentation 
Cette analyse du bureau ayant été réalisée selon l'optique des langages 
orientés objets, il faut maintenant pouvoir en donner une représentation 
formelle avec un modèle qui permette de représenter les objets que nous avons 
décrits (rôle conceptuel). Ce modèle doit de plus être structuré pour permettre 
une translation directe du schéma conceptuel dans des structures de données 
physiques définies par un SGBD (rôle représentatif). [ELMA 85) 
Le modèle que nous allons utiliser est le modèle Entité-Association 
présenté par Chen [CHEN 76) et que nous l'avons choisi par pure convenance; nous 
avons cependant été influencé par des avis tel que celui donné dans [BOPI 83] : 
"l'audience croissante qu'il rencontre parmi les spécialistes des systèmes 
d'information et des bases de données. Un large consensus semble se 
dégager pour reconnaître aux modèles relevant de cette approche de 
grandes qualités de communication et une bonne capacité de repré-
sentation opérationnelle des informations appartenant au réel perçu" . 
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3.6 Correspondance entre la décomposition en objets et le modèle E/ A 
Nous allons établir la correspondance entre les concepts développés dans 
l'introduction sur les langages orientés ob jets et les concepts du modèle 
Entité-Association (E/ A). Lorsque celle-ci sera réalisée, nous pourrons 
exprimer le modèle du bureau avec les concepts du modèle E/ A 
3.6.1 Représentation des concepts du langage objet 
3.6.1.1 La représentation d'une classe 
La première translation que l'on peut faire va se réaliser entre le concept de 
classe et celui de type d'entité. Donnons la définition de chacun de ces concepts 
et comparons-les: 
- une classe est une description d'un ou plusieurs objets similaires 
qui représentent un même aspect du rée 1 [ROBS 81]. 
- un type d'entité est la classe de toutes les entités possibles du 
réel perçu qui vérifient la défin i tion constitutive du type. Les types 
d'entité ne forment pas nécessairement des classes disjointes 
[BOPI 83). 
Une classe ou un type d'entité définit donc les propriétés communes de tous 
leurs objets dans le cas d'une classe et de toutes leurs entités dans le cas d'un 
type d'entité. Ces objets ou ces entités représentant un même aspect du réel. 
Ainsi, nous pouvons assimiler une classe à un type d'entité. 
3.6.1.2 La représentation d'une sous-classe et d'une super-classe 
Pour la représentation des concepts de sous-classe et de super-classe, une 
difficulté va cependant se présenter car dans le modèle Entité-Association rien 
n'est prévu pour les représenter. Dans un article récent [ELMA 85] cette 
difficulté est clairement énoncée: 
"des recherches continues dans les modèles de données semblent indiquer 
que les concepts du modèle de données E/ A ne sont pas suffisants pour 
représenter certains aspects sémantiques importants. Les concepts de 
sous-classe et de super-classe ne sont pas directement supportés par le 
modèle Entité-Associat ion". 
Pour remédier à ce problème, on voit apparaître des modèles Entité-
Association étendus qui sont des extensions possibles au modèle de base. Parmi 
ces modèles étendus, citons: 
- ECR : Entity-Category-Relationship exposé dans [ELMA 85] propose la 
notion de catégorie qui peut représenter les concepts de sous-classe et 
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de super-classe. La catégorie y est présentée comme étant un ensemble 
d'ent i tés pouvant appartenir à un ou plusieurs types d'entités. Une 
catégorie peut participer à une association avec une autre catégorie ou 
avec un type d'entité. La notion de super-classe est représentée par une 
catégorie qui englobe plusieurs enti tés de types différents. La not ion 
de sous-classe est représentée par une catégor ie qui est un 
sous-ensemble des entités d'un même type. 
- Dans l'article [LINE 86], les notions de sous-classe et de super-classe 
sont représentées par un type d'entité. Ainsi, un type d'entité E est 
appelé super-classe d'un type d'entité E' s'il y a une association 
d'inclusion entre les deux : E' inclut ou égal à E. Cela signifie que 
chaque occurrence de type E' appartient aussi au type E. On dira que E' 
est une sous-classe de E. De plus, E' hérite de tous les attributs de Ede 
façon implicite. La représentation graphique est donnée à la figure 3.7. 
1 - _E·_-I -~--E -
Fig J7: r est une sous-classe deE 
Pour la représentation des concepts de sous-classe et de super-classe, nous 
allons ut111ser la not1on de sous-typage qu1 n·est pas déf1n1e dans le modèle El A 
de base. Elle représente néanmo1ns une not1on importante au sein des modèles de 
données. La littérature à ce sujet laisse beaucoup de 11bertés quant à sa 
définition et à son ut 11 isat1on. C'est pourquoi, nous définirons notre propre 
concept de sous-type. Pour la définition, nous nous référerons à la figure 3.8. 
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El 
0-1 0- 1 0-1 
1-1 1-1 1-1 
E2 E3 E4 
Fig 3.8 : Reorésentat/on d'une relation de sous-~Yf}age 
Nous appelerons E2 sous-type de E 1 si et seulement si toutes les 
occurrences de E2 appartiennent aussi à E 1. (la définition est aussi 
valable pour E3 et E4). 
Sur le schéma de la figure 3.8, la notion d'appartenance est représentée par 
une relation est un. Une autre notation très souvent utilisée est inclut ou égal 
Suite à cette définition, plusieurs possibilités sont possibles : 
- l'ensemble des occurrences de E2, de E3 et de E4 constituent l'ensemble 
des occurrences de E 1 , 
- l'ensemble des occurrences de E2, de E3 et de E4 constituent un 
sous-ensemble des occurrences de E 1, 
- l'intersection entre les sous-types peut être vide ou non, 
- les occurrences d'un sous-type peuvent appartenir à plus d'un type 
d'entité, 
- les occurrences de E2, de E3 et de E4 héritent implici t ement des 
attributs de E 1. 
3.6.1 .3 Représentation de l'information propre à un objet 
L' information propre à un objet sera représentée dans le modèle E/ A par le 
concept d'attribut. Nous en donnons la définition extraite de [BOP I 83) : 
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"Un attribut est une caractéristique ou une qualité d'une entité ou d'une 
association. E 11 e peut prendre une ou p 1 us i eurs va 1 eurs ou groupe de 
valeurs." 
3.6.1.4 Représentation d'un objet 
D'après les propriétés des langages orientés objets, on peut dire que les 
relations entre les super-classe et les sous-classes vont représenter une 
hiérarchie (dans le cas de SMALL TALK-8O, nous aurions une arborescence). Aussi 
lorsque ces concepts seront traduits dans le modèle E/ A, nous aurons également 
une hiérarchie (cfr. les figures 3.9 b et c). 
Pour représenter un objet qui se trouve dans une classe n, on le représente 
par une occurrence dans le type d'entité qui se trouve au sommet de la 
hiérarchie (à la figure 3.9 c, c'est le type d'entité OBJET). Dans ce type d'entité, 
on trouvera les informations communes à tous les objets du système de même 
que l'identification de l'objet. L'identification de l'objet correspond au nom qu'il 
possède dans le langage objet. 
En plus, pour chaque classe dans laquelle l'objet se trouve soit directement 
soit via ses super-classes, on trouvera dans le type d'entité représentant la 
classe, une occurrence représentant l'information qui est propre à l'objet dans 
cette classe. 11 faut remarquer que l'identification de l'objet ne se trouve pas 
reprise dans ces occurrences. 
Par exemple, l'objet indiqué à la figure 3.9 c sera représenté par une 
occurrence dans 1 e type d'entité OBJET, une occurrence dans 1 e type d'entité 
CLASSE 3 et ... une occurrence dans le type d'entité CLASSE n; toute ces 
occurrences étant reliées par des relations est un. 
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Classe objet A OBJET 
Classe 2 Classe 3 
Clas~ 2 Classe~ 
"' 
_/ A 
Classe i Classe 4 '• 
" Classe n A 
CLASSE 
1• Classe 1 
A 
, , Classe n CLASSE n 
Objet 
a) b) c) 
Fig. J 9. · a) Représentation de classes /JJ Hlërarcn le de classes 
cJ Ret)résentat!oo des classes eo lVQes d'entités 
3.6.1.5 correspondance des propriétés 
Jusqu'à présent, nous en sommes arrivés aux correspondances su1vantes : 
- classe --> type d'ent1té. 
- objet --> une ou plusieurs occurrences. 
- sous-c 1 asse --> sous-type. 
- super-c 1 asse --> 1mplicite dans la notion de sous-type. 
- information --> attribut. 
CLASSE 2 
Voyons maintenant comment s'énonce les propriétés propres aux langages 
orientés objets décrites lors de la présentation du langage SMALLTALK-80, nous 
pouvons faire la correspondance suivante : 
a) un objet peut appartenir à une ou Plusieurs classes 
La transformation de cette contrainte peut s·expliquer à partir d'un 















Fig, ] I o a} Un objet appartient a deux sous-classes b} Représenta! ion dans E/A 
Sur le schéma de la figure 3.1 O b., à toute personne peut lui être associée 
zéro, une ou deux occurrences .de sous-types suivant que la personne n'est D.i un 
employé ni un actionnaire, que la personne soit un employé ou un actionnaire , 
que la personne soit un employé et un actionnaire. 
La notion d'un objet qui appartient à plusieurs sous-classes d'une même 
classe est représentée dans le modèle E/ A par le fait que toute occurrence du 
type d'entité qui représente la super-classe peut être associée à des 
occurrences appartenant à des sous-types différents. 
b) Toute sous-classe appartient à une super-classe 
Un sous-type est toujours associé à un type d'entité. 
c) Une classe peut avoir plusieurs sous-classes 
Un type d'entité peut avoir plusieurs sous-types. 
d) Une classe peut être sous-classe d'une ou de plusieurs autres classes 
Un type d'entité peut être sous-type d'un ou de plusieurs autres types 
d'entité. 
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e) Une super-classe et une sous-classe sont aussi des classes 
Un sous-type est aussi un type d'entité. 
f) Une classe est un objet 
Un type d'entité pourrait être une occurrence d'un type d'entité qui décrit le 
schéma Entité-Association sous la forme d'un méta-schéma. 
g) Le principe d'héritage 
Un sous-type hérite des attributs et des associations du type d'entité auquel 
il est associé. Pour retrouver l'information propre à un objet, il suffit à partir 
de l'occurrence du type d'entité OBJET représentant l'objet de descendre, par les 
relations est un, dans la hiérarchie et de prendre l'information se trouvant dans 
les occurrences associées directement ou non à l'occurrence de départ. 
3.6.2 Représentation des objets de bureau dans le modèle E/ A 
Nous disposons à ce stade : 
- de l'analyse du bureau dans l'optique des langages orientés objets, 
- d'un modèle de représentation qui est le modèle Entité-Association, 
- de la représentation des concepts des langages orientés objets dans le 
modèle E/ A 
11 reste à réa I i ser effectivement la représentation des obj ets de bureau 
avec les concepts du modèle E/ A 
a) La super-c I asse INFORMATION 
En appliquant le principe de translation, nous obtenons le schéma de la 






0-1 0-1 0-1 0-1 
MESSAGE FORMULAIRE DOCUMENT DOSSIER FICHIER PILE 
Fig 311 ,· Représentation de la SUJ}er-classe INFORMA [ION 
sur la f1gure 3.11, la super-classe INFORMATION y est représentée par un 
type d'entité et ses deux sous-classe O.1.E. et O.1.S. lui sont associées en tant 
que sous-types. 11 ex1ste cependant une relat1on d'exclus1on entre les deux 
puisque un objet informationnel est soit un O.1.S. soit un O.1.E. : cela signifie que 
l'intersection entre les deux sous-classes est vide. 
Les mêmes constations peuvent être tenues pour la classe O. I.E. qu1 est 
représentée par un type d'entité et ses tro1s sous-classes MESSAGE, 
FORMULAIRE et DOCUMENT lu1 sont assoc1ées en tant que sous-types. 11 existe 
cependant une relation d'exclus1on mutuelle entre les tro1s puisque un O.1.E. est 
soit un message, soit un formulaire, soit un document : cela signifie que 
l'1ntersectlon entre les trois sous-classes est vide. 
Enfin, la classe O.1.S. est représentée par un type d'entité et ses trois 
sous-classes DOSSIER, FICHIER et PILE lu1 sont associées en tant que 
sous-types. 11 existe aussi une relation d'exclusion mutuelle entre les trois 
puisque un O.1.S. est soit un dossier, soit un fichier, so1t une pile : cela slgnlf1e 
que l'intersection entre les trois sous-classes est vide. 
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b) La super-classe OBJET RANGEMENT 





TIROIR BOITE FARDE 
Flg3. !2.· La représentation de la super-classe OBJET.. RANGEMENT 
c) La super-classe OUTIL DE TRAVAIL 






Fig 3.13: La représentation de la super-classe OUTIL DE.. TRAVAIL 
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d) La super-c 1 asse OBJET=' NTERF ACE 






BOITE OUT TELEPHONE POUBELLE 
Fig. J 14,· La représentation de ta suoer-ctasse OBJET. INTERFACE 
3,7 L'abstract1on de données 
3,7, 1 Présentat1on du pr1nc1oe d'abstract1on 
Lorsque nous avons présenté les concepts de super-classe et de sous-classe, 
nous avions signalé que ce type de construction permettait d'introduire une 
abstract 1 on sur les données. 
Nous Introduisons cl-dessous la notion d'abstraction et nous montrerons que 
dans notre travail, cette not1on nous sera utile. 
a) Déf1n1t1on 
Cette définition est extraite de [SMSM 77] : 
"Une abstract1on dans un système est un modèle de ce système dans 
lequel certains déta1ls ont été délibérément .Qffiis.. Le choix des détails qu1 
sont omis est fait en considérant à la fois l'application qui va travailler 
sur le modèle et les utilisateurs de cette appl1cat1on." 
L'obJect1f est de permettre de mettre en év1dence certa1ns déta1ls du 
modèle qu1 sont 1nd1spensables à l'appl1cat1on et d'1gnorer d'autres détails. 
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b) Avantages de travailler avec une hiérarchie d'abstractions 
Lorsque dans le modèle de données on possède une hiérarchie, celle-ci 
permet d'introduire à tout moment des détails dans le modèle et cela de façon 
contrôlée. Travailler avec une hiérarchie permet aisément de réaliser une 
abstraction sur n'importe lequel de ses niveaux. 
Une abstraction réalisée sur une hiérarchie de données introduit une grande 
stabilité pour les applications qui utilisent ces données. Une modification, 
comme une abstraction d'un niveau dans la hiérarchie, permet de ne pas modifier 
les niveaux supérieurs ; l'application peut donc continuer à travailler sur ces 
niveaux supérieurs en ignorant simplement le ou les niveaux supprimés. 
c) La généralisation 
Nous reprenons la définition de la généralisation donnée dans [SMSM 77) : 
"Une généralisation est une abstract ion qui permet à un ensemble d'objets 
individuels d'être pensés et référencés par un concept général unique." 
La généralisation est peut-être le mécanisme le plus important pour 
conceptualiser le monde réel. En effet, à tout moment, à partir de quelques cas 
isolés, nous avons toujours tendance à généraliser. Par exemple, si un enfant se 
fait mordre par un chien, il en déduira que tous les chiens mordent. 
3.7.2 L'abstraction dans notre modèle de bureau 
Bien que notre mémoire travaille sur la simulation graphique de tâches de 
bureau, il ne nous est pas nécessaire de travailler sur un modèle complet du 
bureau. Nous réalisons en effet un prototype et de ce fait , nous ferons 
abstraction de toute une série d'informations (de détails) qui ne vont pas nous 
concerner. Ces informations constituent le système d'information propres aux 
objets de bureau. Par exemple, le contenu d'un document ne nous intéresse pas; 
la seule chose que l'on veut savoir c'est qu'i 1 s'agit d'un document. 
Ceci nous amène à généraliser les objets informationnels, les objets 
d'interface, les objets de rangement et les outils de travail. 
11 est très important de remarquer que dans les figures 3.11, 3.12, 3.13 et 
3.14 nous avons des hiérarchies. 
a) Généralisation des objets informationnels 
Si on généralise les objets informationnels, représentés à la f igure 3.11 , 
cela nous amène à ne plus considérer que l'entité INFORMATION; on fait 
abstraction de tous les détails concernant les objets informationnels. Seule 
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l'information commune à tous les objets informationnels nous intéresse. 
De manière à encore pouvoir connaître la classe des objets, nous ajoutons à 
l'entité INFORMATION l'attribut CLASSE. 





Fig 3. 15: Généralisation des objets Informationnels 
Sur la figure 3.15, les autres attributs font référence à l'information 
commune à tous les objets informationnels; quelle que soit leur classe. Nous 
décrirons en détai 1 au point suivant, tous ces attributs. 
b) Généralisation des objets de rangement 
Si on généralise les objets de rangement, représentés à la figure 3.12, cela 
nous amène à ne plus considérer que l'entité OBJET RANGEMENT; on fait 
abstraction de tous les détails concernant les objets de rangement. Seule 
l'information commune à tous les objets de rangement nous intéresse. 
De manière à encore pouvoir connaître la classe des objets, nous ajoutons à 
l'entité OBJET RANGEMENT l'attribut CLASSE. 






Fig 3. 16: Généralisation des objets de rangement 
c) Généralisation des outils de travail 
Si on généralise les outils de travail, représentés à la figure 3.13, cela nous 
amène à ne plus considérer que l'entité OUTIL DE TRAVAIL; on fait abstraction . 
de tous les détails concernant les outils de travail. Seule l'information 
commune à tous les outils de travail nous intéresse. 
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De manière à encore pouvoir connaître la classe des objets, nous ajoutons à 
l'ent ité OUTIL DE TRAVAIL l'attribut CLASSE. 






Fig: .J. tZ.· 6éo&ca11sat10O des outIJs de travail 
d) Généralisation des objets Interface 
51 on généralise les objets d'interface, représentés à la figure 3.14, cela va 
nous amène à ne plus considérer que l'entité OBJET INTERFACE; on fait 
abstraction de tous les détails concernant les objets d'interface. Seule 
l'information commune à tous les objets d' inter face nous intéresse. 
De manière à encore pouvoir connaître la classe des objets, nous ajoutons à 
l'entité OBJET INTERFACE l'attr1but CLASSE. 






Fig 3.18 : Généralisation des objets d'interface 
3.8 Schéma conceptuel du bureau 
Nous disposons après avoir réalisé une abstraction sur des données non 
pertinentes de quatre types d'entité qui modélisent chacun un certain aspect du 
bureau. Cependant, nous ne disposons pas encore d'une représentation complète. 
11 manque en effet, les relations qui existent entre les types d'entité et qui 
expriment les faits suivants : 
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- une information peut être la copie d'une autre. 
- une information peut être classée ou rangée. 
- une information peut être en cours de traitement. 
- un objet de rangement peut être composé d'autres objets de 
rangement. 
Toutes ces relations vont être modélisées par des associations entre les 
types d'entité concernés. Nous obtenons donc le schéma de la figure 3.19. 
COPIE a our co ie dans le uel est classé CLASSEMENT 
0-N 0-N NUM_CLAS 
INFORMATION 
~ ____ es_l_c-o _ie_d_e CLASSE 
O-l TYPE 
est classé dans 
0-1 
est traité au mo en de 
0-1 
TRAITEMENT 
au moyen duquel 









est transmis au mo en de 
0-1 
ET A LCONTENU 
ETAT 
ECHEANCE 
0-1 est rangé dans 
RANGEMENT 
dans lequel 




NOM est composant de 
0-1 
INTERFACE 
au moyen duquel 





Fig 3. 19 : Schéma conceptuel du b(J(eau. 
11 nous reste désormais à définir les di fférents types d'entité et types 
d' association. 
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3.8.1 Description des types d'entité 
Pour chaque type d'entité, nous donnerons sa définition, la liste de ses 
attributs et son identifiant. Pour chacun des attributs du type d'entité, nous 
donnerons sa définition, son type et enfin, son domaine de valeurs. 
1) Le type d'entitié INFORMATION 
a) Définition 
Ce type d'entité regroupe les objets informationnels élémentaires et les 
objets informationnels structurants qui ont été décrits au point 3.4.2. 
b) Attributs 
Les attributs du type d'entité INFORMATION sont les suivants: 
• CLASSE 
- cet attribut permet de connaître la classe d'une occurrence 
appartenant à ce type. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
suivant : [MESSAGE, FORMULAIRE, DOCUMENT, DOSSIER, FICHIER, 
PILE]. 
• TYPE 
- cet attribut permet de répertorier en types les objets informa-
tionnels d'une même classe. Cet attribut n'est significatif et 
obligatoire que pour les formulaires, les documents et les 
dossiers. Cette sous-classification est introduite pour permet-
tre à l'analyste de décrire des sous-classes de formulaires, de 
dossiers ou de documents. Avant la description de la tâche par 
l'analyste, le système ne connait pas les valeurs de cet attribut. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commencant par une lettre. 
• NOM 
- cet attribut spécifie le nom de l'objet informationnel . La valeur 
de cet attribut est spécifiée par l'analyste lors de la description 
de l'environnement du bureau. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commencant par une lettre. 
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• NUM_COPIE 
- cet attribut spécifie le numéro de copie de l'objet informa-
tionnel. Cet attribut n'est significatif et obligatoire que pour les 
messages, les formulaires et les documents. Nous conviendrons 
qu'un numéro de copie nul indique qu'il s'agit d'un original. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui d'un nombre entier positif. 
• ETAT 
- cet attribut est relatif au cycle de vie de l'objet informationnel. 
11 permet de connaître l'état d'avancement de l'objet informa-
tionnel dans son cycle de vie. La valeur de cet attribut est 
donnée par l'analyste lorsqu'il décrit sa tâche. Cette valeur 
pouvant changer en cours de tâche. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeur est l'ensemble des chaînes de caractères 
commencant par une lettre. 
• ECHEANCE 
- cet attribut indique l'échéance à laquelle l'objet informationnel 
doit être traité au plus tard. La gestion en est laissée à 
l'ut i 1 isateur du système. 
- attribut de type élémentaire,facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
représentant une date sous le format AAAA/MM/JJ. 
• ORDRE_CLAS 
- cet attribut spécifie l'ordre de classement dans lequel 
doivent se trouver les constituants de l'objet informationnel . Cet 
attribut n'est significatif et obligatoire que pour le dossier et le 
fichier. Pour la pile, l'ordre LIFO sera imposé automatiquement. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
suivant : [LIFO, FIFO, ALPHABETIQUE, ALPHABETIQUE INVERSE, 
AUCUN]. 
• ET AT _CONTENU 
- cet attribut indique si l'objet informationnel est vide. Cet 
attribut n'est significatif et obligatoire que pour le dossier, le 
fichier et la pile. Nous dirons qu'un objet informationnel est vide 
si physiquement, il ne possède aucun constituant. Cet attribut 
devra être géré automatiquement par le système. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
suivant : [VIDE, NON VIDE]. 
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c) 1 dentifiant 
Une occurrence du type d'entité INFORMATION est identifiée par la 
combinaison de ses attributs CLASSE, TYPE, NOM et NUM_COPIE. Etant donné que 
certains de ces attributs sont facultatifs selon la classe de l'objet informa-
tionnel, le tableau 3.1 présente pour chacun la combinaison identifiante. 
~ CLASSE TYPE NOM NUM_COPIE E 
MESSAGE X X X 
FORMULAIRE X X X X 
DOCUMENT X X X X 
DOSSIER X X X 
FICHIER X X 
PILE X X 
Tableau 3.1: L '1dent1fiant du type d'entité INFORMAT/ON 
' 
2) Le type d'entitié OBJET RANGEMENT 
a) Définition 
Ce type d'entité regroupe les objets de rangement qui ont été décrits au 
point 3.4.3. 
b) Attributs 
Les attributs du type d'entité OBJET _RANGEMENT sont les suivants: 
• CLASSE 
- cet attribut permet de connaître la classe d'une occurrence 
appartenant à ce type. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
suivant : [ARMOIRE, ETAGERE, TIROIR, BOITE, FARDE]. 
• NOM 
- cet attribut spécifie le nom de l'objet de rangement. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commencant par une lettre. 
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c) Identifiant 
Une occurrence du type d'entité OBJET_RANGEMENT est identifiée par la 
combinaison de ses attributs CLASSE et NOM. 
3) Le type d'entitié OUTIL DE TRAVAIL 
a) Définition 
Ce type d'entité regroupe les outils de travail qui ont été décrits au point 
3.4.4. 
b) Attributs 
Les attributs du type d'entité OUTIL_DE_TRAVAIL sont les suivants: 
• CLASSE 
- cet attribut permet de connaître la classe d'une occurrence 
appartenant à ce type. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
suivant : [TABLE_DE_TRAVAIL, PHOTOCOPIEUSE]. 
• NOM 
- cet attribut spécifie le nom de l'out i 1 de travai 1. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commencant par une lettre. 
· c) Identifiant 
Une occurrence du type d'entité OUTIL_DE_TRAVAIL est identifiée par la 
combinaison de ses attributs CLASSE et NOM. 
4) Le type d'entitié OBJET INTERFACE 
a) Définition 
Ce type d'entité regroupe les objets d'interface qui ont été décrits au point 
3.4.5. 
b) Attributs 




- cet attribut permet de connaître la classe d'une occurrence 
appartenant à ce type. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
suivant : [BOITE IN, BOITE OUT, TELEPHONE, POUBELLE]. 
• NOM 
- cet attribut spécifie le nom de l'objet d'interface. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commencant par une lettre. 
c) Identifiant 
Une occurrence du type d'entité OBJET_INTERFACE est identifiée par la 
combinaison de ses attributs CLASSE et NOM. 
3.8.2 Description des types d'association 
Pour chaque type d'association, nous donnerons sa description, la liste des 
types d'entité qu'elle associe, la liste de ses attributs éventuels et les 
contraintes d'intégrité qui s'y rapportent. Pour chacun des types d'entité 
associés, nous donnerons le nom de rôle qu'il joue dans l'association et sa 
connectivité. Pour chacun des attributs du type d'association, nous donnerons sa 
définition, son type et enfin, son domaine de valeurs. 
1) Le type d'association COPIE 
a) Description 
Le type d'association COPIE représente la duplication éventuelle d'un objet 
informationnel élémentaire. 
b) Entités associées 
Le type d'association COPIE associe de manière récursive le type d'entité 
1 NFORMA TI ON. 
Rôles : - "est copie de" pour INFORMATION ( 1 ). 
- "a pour copie" pour INFORMATION (2). 
Connectivités: - O-1 pour INFORMATION ( 1 ) 
- O-N pour INFORMATION (2). 
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c) Contraintes d'intégrité 
Seul des messages, des formulaires et des documents peuvent participer à 
une association COPIE. 
Seul un original peut participer à une association COPIE par le rôle" apou1 
copie" . Seul une copie peut participer à une association COPIE par le rôle" est 
copie de". 
Si deux occurrences de INFORMATION sont associées par COPIE, alors elles 
doivent avoir des valeurs d'attribut identiques pour leurs attributs CLASSE, 
TYPE et NOM et une valeur d'attribut différente pour leur attribut NUM_COPIE. 
2) Le type d'association CLASSEMENT 
a) Description 
Le type d'association CLASSEMENT représente le classement d'un objet 
informationnel élémentaire ou structurant dans un objet informationnel 
structurant. Si un objet informationnel classé participe à une association 
TRAITEMENT, alors il est physiquement hors de son objet de classement. 
b) Entités associées 
Le type d'association CLASSEMENT associe de manière récursive le type 
d'entité INFORMATION. 
Rôles : - "est classé dans" pour INFORMATION ( 1 ). 
- "dans lequel est classé" pour INFORMATION (2). 
Connectivités: - O-1 pour INFORMATION ( 1 ). 
- O-N pour INFORMATION (2). 
c) Attributs 
Les attributs du type d'association CLASSEMENT sont les suivants: 
• NUM_CLAS 
- cet attribut spécifie l'ordre de classement de l'objet informa-
tionnel qui participe à l'association par le rôle "est classé 
dans", à l'intérieur de l'objet informationnel structurant qui 
participe à l'association par le rôle" dans lequel est classé". 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est celui d'un nombre entier strictement 
positif. 
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d) Contraintes d'intégrité 
Un message, un formulaire ou un document ne peut être classé que dans un 
dossier, un fichier ou une pi le. 
Une pile ne peut pas être classée dans un autre objet informationnel. 
Un même objet informationnel ne peut participer que de manière exclusive 
aux types d'association CLASSEMENT, RANGEMENT et INTERFACE. 
Un objet informationnel participe à au moins un des types d'association 
CLASSEMENT, RANGEMENT, TRAITEMENT et INTERFACE. 
3) Le type d'association RANGEMENT 
a) Description 
Le type d'association RANGEMENT représente le rangement d'un objet 
informationnel élémentaire ou structurant dans un objet de rangement. Si un 
objet informationnel rangé participe à une association TRAITEMENT, alors il est 
physiquement hors de son objet de rangement. 
b) Entités associées 
Le type d' association RANGEMENT associe 1 e type d'entité INFORMATION et 
le type d'entité OBJET _RANGEMENT. 
Rôles: - "est rangé dans" pour INFORMATION. 
- "dans lequel est rangé" pour OBJET _RANGEMENT. 
Connectivités: - O-1 pour INFORMATION. 
- O-N pour OBJET _RANGEMENT. 
c) Contraintes d'intégrité 
Aucun objet informationnel élémentaire ou structurant ne peut être rangé 
directement dans une armoire. 
Un même objet informationnel ne peut participer que de manière exclusive 
aux types d'association RANGEMENT, CLASSEMENT et INTERFACE. 
Un objet informationnel participe à au moins un des types d'association 
RANGEMENT, CLASSEMENT, TRAITEMENT et INTERFACE. 
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4) Le type d'association TRAITEMENT 
a) Description 
Le type d'association TRAITEMENT représente le traitement d'un 0.1. sur un 
outil de travail. L'objet inf ormat ionne l se trouve toujours logiquement dans son 
objet de rangement, dans son objet de classement ou dans son objet d'interface 
mais physiquement, il se trouve hors de celui-ci. 
b) Entités associées 
Le type d'association TRAITEMENT associe le type d'entité INFORMATION et 
• le type d'entité OUTIL_DE_TRAVAIL. 
Rôles: - "est traité au moyen de" pour INFORMATION. 
- "au moyen duquel est traité" pour OUTIL_DE_TRAVAIL. 
Connectivités: - 0-1 pour INFORMATION. 
- O-N pour OUTIL_DE_TRAVAIL. 
c) Contraintes d'intégrité 
Un objet informationnel participe à au moins un des types d'association 
TRAITEMENT, CLASSEMENT, RANGEMENT et INTERFACE. 
5) Le type d'association INTERFACE 
a) Description 
Le type d'association INTERFACE représente la communication d'une 
information de ou vers le bureau. L'association indique alors qu'un objet 
informationnel se trouve dans un objet d'interface. Si un objet informationnel 
communiqué participe à une association TRAITEMENT, alors il est physiquement 
hors de son objet d'interface. 
b) Entités associées 
Le type d'association INTERFACE associe le type d'entité INFORMATION et le 
type d'entité OBJET _INTERFACE. 
Rôles : - "est transmis au moyen de" pour INFORMATION. 
- "au moyen duquel est transmis" pour OBJET _INTERFACE. 
Connectivités: - 0-1 pour INFORMATION. 
- O-N pour OBJET_! NTERF ACE. 
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c) Contraintes d'intégrité 
Seul une pi le et une seule peut être associée à la boîte IN et à la boîte OUT. 
Cette pile leur est toujours associée, même lorsqu'elle est vide. Seul des 
messages peuvent être associés au téléphone. 
Un même objet informationnel ne peut participer que de manière exclusive 
aux types d'association INTERFACE, CLASSEMENT et RANGEMENT. 
Un objet informationnel participe à au moins un des types d'association 
INTERFACE, TRAITEMENT, CLASSEMENT, RANGEMENT. 
6) Le type d'association COMPOSITION 
a) Description 
Le type d'association COMPOSITION représente la hiérarchisation des 
objets de rangement. Pour établir cette hiérarchie, les différentes contraintes 
exposées lors de la description de la classe objet de rangement, au point 3.4.3, 
sont utilisées. Le schéma de la figure 3.20 est donné uniquement pour modéliser 


























Fig 320 : Modélisation de la composition des objets de rangement 
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b) Entités associées 
Le type d'association COMPOSITION associe de manière récursive le type 
d'entité OBJET_RANGEMENT. 
Rôles : - "est composant de" pour OBJET _RANGEMENT ( 1 ). 
- "est composé de" pour OBJET _RANGEMENT (2). 
Connectivités: - 0-1 pour OBJET _RANGEMENT ( 1 ). 
- O-N pour OBJET _RANGEMENT (2). 
c) Contraintes d'intégrité 
Une armoire et une étagère ne peuvent être composant d'aucun autre objet 
de rangement. 
Un tiroir ne peut exister sans être composant d'une armoire. Une farde ne 
peut exister sans être composant soit d'un tiroir, soit d'une boîte, soit d'une 
étagère. 
Une armoire ne peut être composée que de tiroirs. Une étagère ne peut être 
composée que de boîtes ou de fardes. Un tiroir ou une boîte ne peut être 
composé que de fardes. 
3.9 Les opérations primitives 
Nous avons jusqu'à présent défini et analysé les objets qui se trouvent 
dans un bureau. Rappelons qu'un objet est constitué d'une information qui lui est 
propre et d'opérations primitives qu'on peut lui appliquer. Par la modélisation 
que nous venons d'exposer, on peut se rendre compte que la première moitié du 
travail a été réalisée. 
L'objet de ce paragraphe va être de donner une description détaillée des 
opérations primitives que l'on peut exécuter sur les objets informationnels. 
3.9.1 Introduction 
Avant d'identifier les opérations primitives applicables aux objets 
informationnels relevés, il est nécessaire de connaître les différentes activités 
qui sont accomp 1 ies dans un bureau. 
Une approche qui est fréquemment utilisée pour étudier ce qui se déroule 
dans un bureau, est le développement de taxonomies des tâches [HISA 84). Une 
taxonomie des tâches est simplement une catégorisation des différentes 
activités qu'un travail leur peut réaliser. 
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La popularité d'une telle approche est due au fait qu'il est plus facile de 
déterminer l'impact d'une technologie quand le bureau est vu en termes 
d'activité plutôt qu'en termes de rôles ou de fonctions. 
Pour établir de tell es taxonomies, il est nécessaire de procéder à une 
observation du bureau afin de déterminer quel les sont les activités entreprises, 
le temps nécessaire à leur exécution et les procédures qui sont suivies pour les 
accomplir [HIRS 85]. Une comparaison entre de telles études est difficile, voire 
impossible, étant donné l'hétérogénéité de leurs hypothèses. Cependant, ces 
études sont fac i 1 es à mettre en oeuvre et de p 1 us, 1 ors de l'observation des 
activités de bureau, il y a peu de chances d'ambiguïté ou de mauvaise inter-
prétation. Par exemple, si une personne parle au téléphone, ce fait est aisé à 
noter avec peu de chance qu'une autre personne le perçoive différemment. 
3.9.2 Liste des opérations primitives 
A partir d'une telle étude [HIRS 85L nous avons relevé en quelles 
opérations primitives sur les objets informationnels les activités observées se 
traduisaient. 
Il est bon de rappeler qu'une telle étude n'est pas exhaustive dans son 
observation des activités de bureau et donc notre liste d'opérations primitives 
ne peut pas l'être non plus. Il pourra s'avérer utile de prévoir pour la suite du 
projet, un mécanisme d'ajout de nouvelles opérations primitives. Cependant, de 
par son aspect de prototype, nous n'envisagerons pas ce mécanisme dans notre 
travai 1. 
Dans un premier temps, pour chaque objet informationnel, nous avons 
relevé les opérations primitives que l'on pouvait lui appliquer. Dans un deuxième 
temps, afin de pouvoir présenter des résultats plus synthétiques, nous avons 
regroupé par opération primitive, les objets informationnels auxquels elle 
pouvait être appliquée. 
Le tableau 3.2 présente la liste des opérations primitives identifiées 
pouvant être appliquées aux objets informationnels élémentaires. 
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~ MESSAGE FORMULAIRE DOCUMENT OPERATION 
Création X X X 
Reproduction X X X 
Réception X X X 
Communication X X X 




Destruction X X X 
Archivage X X 
Classement X X X 
Rangement X X X 
Replacement X X X 
Décision X X 
Tableau 3.2 .· Liste des opérations Nimitivespour les O !E. 
Le tableau 3.3 présente la liste des opérations primitives identifiées 
pouvant être appliquées aux objets informationnels structurants. 
~ DOSSIER FICHIER PILE OPERATION 
Création X X X 
Réception X X 
Communication X X 
Feuilletage X X X 
Enlèvement X 
Vérification X 
Destruction X X X 
Archivage X X 
Tri X X X 
Classement X X 
Rangement X X X 
Replacement X X X 
Décision X 
Tableau 3.3 : Liste des opérations primitives pour les OIS 
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3.1 O Conclusion 
Dans ce chapitre, nous avons exposé un premier modèle général des 
organisations que nous avons ensuite appliqué au bureau (point 3.1 ). Nous nous 
sommes limité dans ce point à ne prendre en cons idération que les tâches qui 
traitent de l'information. 
Nous avons ensuite choisi de faire l'analyse du bureau selon J'approche des 
langages orientés objets (point 3.2) vu sa démarche très naturel le. 
Avant de procéder à cette analyse, nous avons introduit les principaux 
concepts des langages orientés objets (point 3.3); analyse que nous avons 
détaillée ensuite (point 3.4). Nous avons relevé lors de celle-ci un certain 
nombre de concepts qui interviennent dans les tâches de bureau et qui 
correspondent à l'information et à la technologie. 
Nous avons ensuite choisi de modéliser cette analyse grâce au modèle E/ A 
(po int 3.5) ce qui nous a amené à exprimer les concepts des langages orientés 
objets au moyen du modèle E/ A (po int 3.6). 
Après avoir procédé à une abstraction sur notre modèle dû au fait que ·nous 
ne gérons pas de système d'information complet (point 3.7), nous avons exposé 
le schéma conceptue 1 du bureau (point 3.8). 
Nous terminons ce chapitre par un relevé des opérations primitives 
possibles sur les différentes formes que prendra l'information dans un bureau 
(point 3.9). 11 est notamment apparu qu'un mécanisme de création d'opérations 
primitives serait nécessaire pour la suite du pro jet. 
Le chapitre suivant sera consacré à la description du langage que l'analyste 
pourra utiliser pour spécifier la tâche qu'i l veut simuler. 
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Chapitre 4 
Description du longoge 
CHAPITRE 4: DESCRIPTION DU LANGAGE 
4.1 Introduction 
La description et la modélisation des objets de bureau étant données, nous 
définissons maintenant un outil qui va permettre à l'analyste de spécifier sa 
tâche. 
Comme nous l'avons indiqué dans la description du diamant de Leavitt de la 
figure 3.2, une tâche est un enchaînement d'opérations primitives qui 
manipulent de l'information. L'outil de spécification que l'on va mettre au point 
doit donc permettre deux choses : 
- premièrement, il doit donner à l'analyste la possibilité de spécifier 
chaque opération qui compose la tâche dans un formalisme dont la 
syntaxe est clairement définie. La spécification d'une opération consiste 
à donner, certaines informations qui vont la paramétriser. 
- deuxièmement, pour respecter la définit ion de la tâche, il faut que cet 
outil offre à l'analyste des structures d'enchaînement qui lui 
permettront de mettre en relation les opérations qui forment la tâche. 
Les structures suivantes seront retenues : la séquence, la boucle et la 
condition. 
Par rapport à ces deux exigences, un langage de spécification de haut niveau 
semble convenir. 
4.1.1 Vue globale du langage 
Notre langage est basé sur cinq types de composant : 
- 1 e type tâche. 
- le type sous-schéma. 
- le type condition. 
- le type boucle. 
- le type opération primitive. 
La description d'une tâche se fera en décrivant un ensemble de composants 
appartenant à ces types; un composant étant décrit dans une phrase du langage. 
En outre, entre les composants, il y aura des relations de type déclenche qui 
permettront de créer des liens entre les composants. A l'exécution de la tâche, 
ces liens permettront de savoir dans quel ordre les composants seront exécutés. 
L'exécution d'un composant signifie que le système va retrouver dans le 
système d'information, la phrase qui le décrit. Lorsqu'il l'aura trouvée, à partir 
des informations qui y sont mentionnées, il réalisera tout simplement ce que la 
phrase lui demande de faire. 
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Le schéma de la figure 4. 1 permet d'avoir une première idée sur le 
fonctionnement du langage. 
déclenche 
1 Composant x l-◄--------►--11 Composant y 1 
est déclenché par 
Fig. 4.1 .- Les notions de composants et de déclenchement 
Ceci ne constitue qu'une description globale du langage; la suite du chapitre 
est destiné à éclaircir chacunes de ces notions. 
4.1 .2 En quoi ce langage diff ère-t-i 1 des langages de programmation 
classiques ? 
Dans un langage de programmation classique tel que COBOL, C, Pascal, .. . une 
instruction est exécutée lorsque l'instruction qui la précède a terminé son 
exécution. Nous dirons que toute instruction est déclenchée implicitement par la 
fin de l'exécution de l'instruction précédente. Une telle philosophie exige de la 
part de l'utilisateur du langage, qu'il introduise les instructions dans l'ordre 
logique de son programme; c'est-à-dire l'ordre dans leque 1 e ! les seront 
exécutées. Ce type de langage est dit procédural. 
Notre langage, quant à lui, se propose de rendre la notion de déclenchement 
explicite. En décrivant un composant dans une phrase, l'analyste devra spécifier 
quel autre composant du langage sera déclenché lorsque l'exécution du 
composant considéré sera terminée. Nous aurons donc un langage non procédural. 
Cette philosophie a deux conséquences : 
- tous les composants de la tâche doivent être décrits dans une phrase. 
- tout composant décrit dans une tâche doit avoir un nom qui l'identifie 
parmi tous les composants de la tâche. 
4.1 .3 Quels sont les avantages d'un langage non procédural ? 
Les notions de composant et de déclenchement permettent plusieurs choses : 
- l'utilisateur n'est plus obligé d'introduire les composants qui décrivent 
sa tâche dans l'ordre où ils seront exécutés. 
- puisque chaque composant est identifié, on peut envisager de mémoriser 
sa description dans une base de données. A partir de cette base de 
données, toute une série de rapports de documentation pourra être 
produite. 
- à partir de la base de données, toute une série de tests de cohérence et 
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de complétudes pourra être réalisée. 
11 nous reste donc : 
- à présenter les conventions utilisées dans la description syntaxique des 
phrases du langages, (point 4.2) 
- à présenter, pour toutes les opérations primit ives, leur description et la 
syntaxe des phrases permettant de les décrire, (point 4.3) 
- à présenter les différentes structures d'enchaînement des opératlons 
primitives, (point 4.4) 
- à présenter la construction d'une tâche à l'aide du concept de 
déclenchement, (point 4.5) 
- à présenter le langage qui permet de définir l'environnement du bureau 
dans lequel la tâche commencera son exécution. (point 4.6) 
4.2 Les conventions syntaxiques 
Pour décrire la syntaxe des phrases de ce langage, nous ut i 1 iserons les 
conventions suivantes : 
- les mots en majuscule sont des mots réservés du langage. 
- les mots en minuscule sont des mots dont les valeurs sont choisies 
par l'utilisateur. Sauf remarque éventuelle, l'utilisateur aura la 
charge de faire commencer ces valeurs par une lettre. 
les mots entourés de crochets [ ] sont des clauses optionnelles à 
l'intérieur d'une construction. 
- les mots entourés de parenthèses ( ) sont des clauses répétitives. 
- les mots entourés d'accolades ( } et disposés en colonnes ne 
peuvent être utilisés simultanément mais au moins une des options doit 
être utilisée. 
4.3 La description des opérations primitives 
4.3.1 Introduction 
Au paragraphe 3.9, nous avions fait le relevé des opérations primitives que 
l'on pouvait réaliser sur un objet informationnel en vue d'exécuter une tâche. 
Ces opérations primitives font parties du type de composant opération 
primitive. 
Dans ce paragraphe, une descritpion détaillée de ces opérations est donnée. 
Dans cette description, on trouve la spécification et la syntaxe des phrases du 
langage qu'il faudra utiliser pour les décrire. Dans cette syntaxe, nous 
utiliserons les notions de variable et de paramètre; c'est pourquoi nous 
décrivons d'abord ces notions. 
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4.3.2 La notion de variable 
La plupart des opérations primitives travaillent sur un ou plusieurs objets 
informationnels. Par exemple, détruire le message x. Dans ce cas, l'opération 
detruire travaille sur un objet dont l'identifiant est x. Cela exige que l'analyste, 
lorsqu'il décrit une opération de ce genre, précise l'identifiant de l'objet 
informationnel en question. 11 pourra le faire de deux manières : 
- soit respecter la syntaxe, décrite pour l'opération, pour introduire 
l'identifiant de l'objet. Prenons un exemple pour il lustrer cette 
possibilité. Supposons que l'analyste veuille décrire une opération de 
suppression d'un formulaire de type paie et dont le nom est dupont . 11 le 
fera en introduisant : 
DETRUIRE FORMULAIRE DE TYPE paie IDENTIFIE PAR dupont 
- soit en utilisant une variable. Une variable porte un nom qui l'identifie 
dans l'ensemble des variables du système et référence 1'1dentif1ant d'un 
objet informationnel déterminé. Ainsi en reprenant l'exemple ci-dessus, 
on peut décider qu'il existe une variable Y qui référence l'identifiant du 
formulaire dupont. Dans ce cas, il suffira à l'analyste d'introduire : 
DETRUIRE VARIABLE y où y= "identifiant œ l'objet informationnel à supprimer " 
L'utilité de la variable est qu'elle va permettre à l'analyste de travailler sur 
des objets informationnels dont il ne connait pas l'identifiant. Nous verrons plus 
tard comment, i 1 peut attribuer un identifiant qu'il ne connait pas à une 
variable (cfr. le type d'objet boucle au point 4.4.3 et l'opération primitive 
enlever au point 4.3.3 G). 
4.3.3 La notion de paramètre 
Un paramètre possède un nom qui l' identifie parmi tous les noms de 
paramètres qui existent dans le système. 11 désigne un emplacement de la 
mémoire destiné à recevoir une réponse de l'utilisateur à l'écran. Un paramètre 
peut recevoir une valeur soit lors d'une opération de vérification, soit lors 
d'une opération de décision 
4.3.4 La description des opérations primi t ives 
Pour chaque opération primitive, nous décrirons : 
• ses conditions d'applicabilité et ses implications sous forme de 
préconditions et de postconditions. 
La précondition est une condition qu i doit expliciter les propriétés des 
arguments qui doivent être vérl f iées avant toute exécution de 
l'opération primitive pour que celle-ci s'exécute correctement. 
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La postcondition est une condition qui doit expliciter les propriétés des 
résultats qui doivent être satisfaites à la fin de toute exécution de 
l'opération primitive si celle-ci s'est exécutée correctement. 
• la syntaxe de la phrase qui permettra à l'analyste de la décrire. La 
phrase est l'ensemble des informations décrivant un composant de la 
tâche. Cette syntaxe permettra à l'analyste d'introduire les informations 
concernant les opérations primitives et devra être scrupuleusement 
respectée par celui-ci lorsqu'il introduira dans le système la 
spécification de sa tâche. 
• les contraintes résultant des particular ités du langage. 
A) L'opération créer 
• L'opération de création permet de créer un objet informationnel 
quelconque. 
Précond i t ion 
- l'objet informationnel spécifié n'existe pas encore dans 
l'environnement de bureau. 
Postcondition 
- l'objet informationnel a été créé et se trouve associé à la table de 
travai 1. 
• La phrase permettant de décrire une opération créer est la suivante: 
CREER {MESSAGE nom_message} 
{FORMULAIRE DE TYPE type_formulaire IDENTIFIE PAR nom_formulaire} 
{DOCUMENT DE TYPE type_document IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
{PILE nom_pile} 
[AVEC ETAT= nom_état] [AVEC ECHEANCE= date] 





• La clause optionnelle spécifiant l'ordre de classement ne peut être 
utilisée que pour le dossier et le fichier. Pour la pile, l'ordre de 
classement pris en compte sera toujours le LIFO. La valeur par défaut 
pour cette clause est AUCUN. 
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1 l 
B) L'opération reproduire 
• L'opération de reproduction permet la reproduction en plusieurs 
exemplaires d'un objet informationnel élémentaire. 11 est impossible de 
reproduire les objets informationnels structurants, à moins de 
reproduire chacun de leurs constituants. 
On peut faire des copies à partir d'une copie; dans ce cas les nouvelles 
copies seront considérées comme copie de l'original et non de la copie 
copiée. 
Précondi t ions 
- l'objet informationnel spécifié doit exister dans l'environnement 
de bureau et être un objet informationnel élémentaire. 
- il doit exister une photocopieuse dans l'environnement de bureau. 
- le numéro de départ doit être supérieur au numéro des copies déjà 
existantes pour l'original reproduit; même si on fait des copies 
d'une copie. 
Postconditions 
- les copies sont créées dans le système, 
- les copies sont associées à la photocopieuse, 
- si l'original existe alors les copies lui sont associées, 
- l'original copié ou la copie copiée est associée à la photocopieuse 
• La phrase permettant de décrire une opération reproduire est la 
suivante: 
REPRODUIRE [n FOIS] [A PARTIR DU NUMERO x] 
{[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{VARIABLE nom_variable} 
• Si la clause optionnelle spécifiant le nombre de copies est omise, alors 
on reproduira à un seul exemplaire. Si la clause optionnelle spécifiant le 
numéro de départ pour les copies est omise, les copies seront 
numérotées à partir de un. Chaque copie aura pour ses attributs CLASSE, 
TYPE, NOM, les mêmes valeurs que celles de l'original. Si une variable 




C) L'opération recevoir 
• L'opération de réception permet de recevoir un objet informationnel (à 
l'exception de la pile) par la boîte IN ou de recevoir un message par le 
téléphone. Par simplification, nous n'admettrons pas de recevoir un 0.I.S. 
contenant d'autres 0.I.S. 
Précond i t ions 
- lors de la réception par la boîte IN, l'objet informationnel spécifié 
ne doit pas déjà exister dans l'environnement de bureau. S'il s'agit 
d'un 0.1.S., chacun de ses constituants ne doit pas déjà exister 
dans l'environnement de bureau. 
- lors de la réception par la boîte IN, il est nécessaire que celle-ci 
existe dans l'environnement de bureau et qu'une pi le lui soit 
associée. 
- lors de la réception par le téléphone, i 1 est nécessaire que 
celui-ci existe dans l'environnement de bureau. Si on désire garder 
une trace écrite de la communication téléphonique, alors le 
message sur lequel on garde la trace, ne doit pas dé j à exister dans 
l'environnement de bureau. 
Postcondi t ions 
- lors de la réception par la boîte IN d'un 0.I .E., celui-ci a été créé 
et se trouve associé à la pile de la boîte IN. 
- lors de la réception par la boîte IN d'un 0.1.S., celui-ci et chacun de 
ses constituants ont été créés et l'O.I.S. se trouve associé à la 
pile de la boîte IN. Chacun des constituants sont associés à leur 
0.1.S. par une association CLASSEMENT. 
- lors de la réception par le téléphone (avec trace écrite), le 
message a été créé et se trouve associé au téléphone. 
• La phrase permettant de décrire une opération recevoir est la suivante : 
a) La réception d'un O. I.E. par le courrier intérieur ou extérieur 
RECEVOIR [COPIE NUMERO n DE] 
{MESSAGE nom_message} 
{FORMULAIRE DE TYPE type_formulaire IDENTIFIE PAR nom_formulaire} 
{DOCUMENT DE TYPE type_document IDENTIFIE PAR nom_document} 
[AVEC ETAT = nom_état] [AVEC ECHEANCE= date] 
b) La réception d'un dossier ou d'un fichier par le courrier intérieur ou 
extérieur 
RECEVOIR {DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_f1chier} 
[AVEC ETAT= nom_état] [AVEC ECHEANCE= date] 






CONSTITUE DE [COPIE NUMERO n DE] 
{MESSAGE nom_message} 
{FORMULAIRE DE TYPE type_formulaire IDENTIFIE PAR nom_formulaire} 
{DOCUMENT DE TYPE type_document IDENTIFIE PAR nom_document} 
[AVEC ETAT= nom_état] [AVEC ECHEANCE= date] 
[(, DE [COPIE NUMERO n DE] 
{MESSAGE nom_message} 
{FORMULAIRE DE TYPE type_formulaire IDENTIFIE PAR nom_formulaire} 
{DOCUMENT DE TYPE type_document IDENTIFIE PAR nom_document} 
[AVEC ETAT= nom_état] [AVEC ECHEANCE= date] )] 
• S1 l'ordre de classement spécifié pour l'objet informationnel 
structurant est ALPHABETIQUE ou ALPHABETIQUE INVERSE, on 
effectuera un tri des constituants. Si l'ordre de classement est LIFO 
ou FIFO, l'ordre spécifié dans l'énoncé est sensé représenter cet ordre. 
c) La réception d'un message par le téléphone 
RECEVOIR ORALEMENT MESSAGE 
[AVEC TRACE ECRITE IDENTIFIEE PAR nom_message 
[AVEC ETAT= nom_état] [AVEC ECHEANCE= date] ] 
D) L'opération communlguer 
• L'opération de communication permet de communiquer un objet 
informationnel (à l'exception de la pile) par la boîte OUT ou de 
communiquer un message par le téléphone. Dans le cas de la 
communication téléphonique, i 1 est possible de spécifier l'objet 
informationnel qui est à l'origine du message à communiquer. 
Préconditions 
- lors de la communication par la boîte OUT, l'objet informationnel 
doit exister dans l'environnement de bureau. 
- lors de la communication par la boîte OUT, il est nécessaire que 
celle-ci existe dans l'environnement de bureau et qu'une pile lui 
soit associée. 
- lors de la communication par le téléphone, il est nécessaire que 
celui-ci existe dans l'environnement de bureau. Si on a spécifié 
l'origine du message, ce Ile-ci do i t exister dans l'environnement de 
bureau. 
Postcond i t ions 
- lors de la communication par la boîte OUT, l'objet informationnel 
est associé à la pile de la boîte OUT. 
- lors de la communication téléphonique (avec source spécifiée), 
l'objet informationnel dont a été extrait le message retourne dans 
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son lieu de rangement ou de classement. 
- si l'objet communiqué est un 0.1 .S., alors tous ses constituants 
sont aussi dans l'objet d'interface. 
• La phrase permettant de décrire une opération communiquer est la 
suivante : 
a) La communication par le courrier intérieur ou extérieur 
COMMUNIQUER {[COPI E NUMERO n DE] MESSAGE nom_message} 
{[COPI E NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPI E NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
{VARIABLE nom_varlable} 
[AVEC ETAT= nom_état] [AVEC ECHEANCE= date] 
• Si une variable est utilisée, elle ne peut pas référencer une pile. 
b) La communication d'un m_essage par le téléphone 
COMMUNIQUER ORALEMENT MESSAGE 
[A PARTIR DE {[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
{VARIABLE nom_variable} 
[AVEC ETAT = nom_état] [AVEC ECHEANCE= date] ] 
• Si une variable est utilisée, elle ne peut pas référencer une pile. 
E) L'opération consu1ter 
• L'opération de consultation permet de consulter le contenu 
informationnel d'un objet informationnel élémentaire. 
Précondition 
- l'objet informat ionnel spécifié doit exister dans l'environnement 
de bureau et être un objet informationnel élémentaire. 
Postcondi t ion 
- l'objet informationnel a été consulté et se trouve associé à la 
table de travail. 
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• La phrase permettant de décrire une opération consulter est la suivante : 
CONSULTER {[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_docurnent} 
{VARIABLE norn_variable} 
[AVEC ETAT= norn_état] [AVEC ECHEANCE= date] 
• Si une variable est utilisée, elle ne peut référencer qu·un objet 
inf ormationne 1 élémentaire. 
F) L'opération feuilleter 
• L'opération de feuilletage permet de f eui 1 leter un objet informationnel 
structurant et donc de connaître chacun des 0.1.E. et 0.1 .S. qui en sont 
constituant. Tous les objets informationnels qui ne sont pas 
physiquement dans l'O.I.S. ne sont pas montrés lors de cette opération. 
Précondition 
- l'objet informationnel spécifié doit exister dans l'environnement 
de bureau et être un objet inf ormat ionne l structurant. 
Postcondition 
- l'objet informationnel structurant a été feuilleté et se trouve 
associé à la table de travail. Des constituants de l'O.I.S. peuvent 
cependant se trouver sur un outil de travai 1. 
• La phrase permettant de décrire une opération feuilleter est la 
suivante : 
FEUILLETER {DOSSIER DE TYPE type_dossier IDENTIFIE PAR norn_dossier} 
{FICHIER nom_fichier} 
{PI LE nom_pile} 
{VARIABLE nom_variable} 
[AVEC ETAT= nom_état] [AVEC ECHEANCE = date] 




• Si une variable est utilisée, elle ne peut référencer qu'un objet 
informationnel structurant. L'analyste a la possibilité de spécifier un 
ordre de consultation. Cela n'influence en rien l'ordre de classement 
initial qui est attaché à l'objet informationnel structurant. Si aucun 
ordre de consultation n'est spécifié, alors l'ordre de classement de 
l'objet informationnel est utilisé. 
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G) L'opération en lever 
• L'opération d'enlèvement permet d'enlever le premier élément d'une pile 
et de le placer sur le bureau. 
Précondition 
- la pi le spécifiée doit exister dans l'environnement de bureau et 
ne pas être vide. Nous dirons qu'une pi le est vide si physiquement, 
e 11 e ne possède aucun constituant. 
Postcondition 
- le premier élément de la pile ne lui est plus associé et se trouve 
maintenant associé à la table de travai 1. 
• La phrase permettant de décrire une opération enlever est la suivante : 
ENLEVER PREMIER CONSTITUANT nom_variable DE {PILE nom_pile} 
{VARIABLE nom_variable} 
• Si une variable est utilisée, elle ne peut référencer qu'une pile. 
L'analyste aura à sa charge de vérifier que la pile n'est pas vide; cela est 
possible par l'intermédiaire de l'attribut ET AT _CONTENU. 
Avec cette opération, nous rencontrons la première possibilité 
d'affecter une valeur à une variable. En effet, cette opération a pour 
effet, non seulement, de placer le premier objet d'une pile en traitement 
sur la table de travail, mais aussi de placer son identifiant dans la 
variable dont le nom est spécifié. 
H) L'opération modifier 
• L'opération de modification permet de modifier un document et ce, 
éventuellement à partir d'un message brouillon. 
Préconditions 
- le document spécifié doit exister dans l'environnement de bureau. 
- si le message brouillon est spécifié, alors celui-ci doit exister 
dans l'environnement de bureau. 
Postcondi t ions 
- le document a été modifié et se trouve associé à la table de 
travail. 
- le message brouillon éventuel est associé à la table de travail. 
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• La phrase permettant de décrire une opération modifier est la suivante : 
MODIFIER {[COPIE NUMERO DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{VARIABLE nom-variable} 
[AVEC ETAT= nom_état] [AVEC ECHEANCE= date] 
[AU MOYEN DE [COPIE NUMERO n DE] MESSAGE nom_message] 
• Si une variable est utilisée, elle ne peut référencer qu'un document. 
1) L'opération compléter 
• L'opération de complètement permet de compléter un formulaire en 
rem pl issant les champs de ce lui-ci. 
Précondition 
- le formulaire spécifié doit exister dans l'environnement de 
bureau. 
Postcondition 
- le formulaire a été complété et se trouve associé à la table de 
travail. 
• La phrase permettant de décrire une opération compléter est la 
suivante : 
COMPLETER {[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{VARIABLE nom_variable} 
[AVEC ETAT = nom_état] [AVEC ECHEANCE= date] 
• Si une variable est ut i lisée, elle ne peut référencer qu'un formulaire. 
J) L'opération vérifier 
• L'opération de vérification permet de vérifier la complétude d'un dossier 
ou d'un formulaire. Un dossier est complet si toutes les pièces du 
dossier s'y trouvent. Un formulaire est complet si tous les champs sont 
remplis. 
Précond i t ion 
- le dossier ou le formulaire spécifié doit exister dans 
l'environnement du bureau. 
Postconditions 
- l'objet informat ionnel se trouve associé à la table de travail. 
- la vérification a été faite et son résultat est connu du système. 
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• La phrase permettant de décrire une opération vérifier est la suivante: 
VERIFIER {[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{VARIABLE nom_variable} 
[AVEC ETAT = nom_état] [AVEC ECHEANCE = date] 
[AVEC RESULTAT VERIFICATION nom_paramètre] 
• 51 une variable est utilisée, elle ne peut référencer qu·un formulaire ou 
un dossier. La réponse que l'util isateur introduira affectera le 
paramètre dont le nom est spécifié. L'emploi de cette opération est la 
première des deux façons d'affecter une valeur à un paramètre. Plus 
tard, nous verrons que l'analyste pourra tester la valeur de ce paramètre. 
K) L'opération détru1re 
• L'opération de destruction permet de détruire un objet informationnel 
quelconque en l'associant à la poubelle. 
Préconditions 
- l'objet informationnel spécifié doit exister dans l'environnement 
de bureau. 
- 11 doit ex1ster une poubelle dans l'environnement de bureau. 
Postconditions 
- l'objet 1nformationnel se trouve associé à la poubelle. 
- lors de la destruction d'un 0.1.5., on peut considérer que tous ses 
constituants sont également détruits car ils lui restent associés. 
• La phrase permettant de décrire une opération détruire est la suivante : 
DETRUIRE {[COPIE NUMERO n DE] MESSAGE nom_mes~} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 




[AVEC ETAT = nom_état] [AVEC ECHEANCE= date] 
U L'opération archiver 
• L'opération d'archivage permet d'archiver un objet informationnel 
quelconque (à l'exception du message et de la pile) dans une boîte prévue 
à cet effet. 
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Préconditions 
- l'objet informationnel spécifié doit exister dans l'environnement 
de bureau et ne peut être ni un message ni une pi le. 
- i 1 do i t exister une boîte à archives dans l'environnement de 
bureau. 
Postcond i t ions 
- l'objet informationnel est assoc ié à la boîte à archives. 
- si l'objet archivé est un 0. 1.S. alors tous ses constituants se 
trouvent dans la boîte à archives. 
• La phrase permettant de décrire une opération archiver est la suivante : 
ARCHIVER {[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
{VARIABLE nom_variable} 
[AVEC ETAT = nom_état] [AVEC ECHEANCE = date] 
• Si une variable est utilisée, elle ne peut pas référencer un message ou 
une pile. 
M) L'opération trier 
• L'opération de tri permet de modi f ier l'ordre de classement d'un objet 
informationnel structurant. L'ordre de classement des constituants 
d'un 0.1.S. est spécifié lors de la création de 1'0.1.S. Nous prendrons en 
compte cinq ordres di f férents pour les 0.1.S. : LIFO, FIFO, ALPHABETIQUE, 
ALPHABETIQUE INVERSE et AUCUN. Pour la pile, seul l'ordre de 
classement LIFO est possible. 
Précond i t ions 
- l'objet informationnel spécifié doit exister dans l'environnement 
de bureau et être un objet informationnel structurant. 
- l'ordre de tri doit être un des quatre suivants : LIFO, FIFO, 
ALPHABETIQUE et ALPHABETIQUE INVERSE. 
Postcond i t ions 
- les constituants de 1'0.1.S. sont classés selon le nouvel ordre. 
- dans le cas du dossier et du f ichier, l'ordre de tri dev ient le 
nouvel ordre de classement. Dans le cas du t ri d'une pile, les 
éléments de la pile sont triés selon l'ordre spécif ié; mais par 
après, lors de l'insertion d'un élément dans la pile, celui-ci sera 
inséré selon l 'ordre LIFO. Donc, on peut tri.er les éléments d'une 
pile mais l'ordre de classement reste LIFO. 
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• La phrase permettant de décrire une opération trier est la suivante : 




[AVEC ETAT = nom_état] [AVEC ECHEANCE= date] 




• Si une variable est utilisée, elle ne peut référencer qu'un objet 
informationnel structurant. 
N) L'opération classer 
• L'opération de classement permet de classer un objet informationnel 
quelconque dans un objet inf ormat ionne l structurant. La seule 
restriction étant qu'une pile ne peut être classée dans aucun 0.I.S. 
Préconditions 
- l'objet informationnel spéc i fié comme étant à classer doit exister 
dans l'environnement de bureau de même que ce lui dans leque 1 on 
doit le classer. 
- on ne peut pas classer une pile. 
Postconditions 
- l'objet informationnel à classer a été classé dans l'0.I.S. spécifié. 
- si l'objet classé est un 0.1.S. alors il se peut que certains de ses 
constituants soient en traitement sur un outil de travail. 
• La phrase permettant de décrire une opération classer est la suivante : 
a) Le classement d'un 0.1.E. dans un 0.1.S. 
CLASSER {[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_oocument 
IDENTIFIE PAR nom_oocument} 
{VARIABLE nom_variable} 
DANS {DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_oossier} 
{FICHIER nom_fichier} 
{PILE nom_pile} 
• Si une variable est utilisée, elle ne peut référencer qu'un objet 
informationnel élémentaire. 
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b) Le classement d'un 0.1.S. dans un autre 0.1.S. 
CLASSER {DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
{VARIABLE nom_variable} 
DANS {PILE nom_pile} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
• Si une variable est utilisée, elle ne peut référencer qu'un dossier ou 
un fichier. 
0) L'opération ranger 
• L'opération de rangement permet de ranger un objet informationnel 
quelconque dans un objet de rangement. La seule restriction est qu'une 
information ne peut être rangée directement dans une armoire mais 
uniquement par l'intermédiaire d'un de ses tiroirs. 
Préconditions 
- l'objet informationnel doit exister dans l'environnement de bureau 
de même que l'objet de rangement où il sera rangé. 
- on ne peut pas ranger un objet informationnel directement dans 
une armoire. 
Pos tcond i t ion 
l'objet inf ormat ionne 1 à ranger a été rangé dans l'objet de 
rangement spécifié. 
• La phrase permettant de décrire une opération ranger est la suivante : 
RANGER {[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
{PI LE nom_pile} 
{VARIABLE nom_variable} 




P) L'ooérat1on replacer 
• L'opération de replacement permet de remettre à leur place (soit lieu de 
classement, so1t 11eu de rangement) les objets informationnels qui se 
trouvent sur la table de travall. On pourra soit spécifier un objet 
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informationnel précis soit une classe d'objet informationnel soit tous 
les objets informationnels du bureau. 
Précondition 
- si un objet informationnel est spécifié comme étant à replacer, il 
doit exister dans l'environnement de bureau et se trouver sur la 
table de travail. 
Postcondition 
- les objets informationnels répondant au critère de sélect ion ont 
été replacés dans leur lieu de rangement, d'interface ou de 
classement. 
• La phrase permettant de décrire une opération replacer est la suivante : 
a) Le replacement d'un objet informationnel spécifié 
REPLACER {[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
{PI LE nom_pile} 
{VARIABLE nom_variable} 
b) Le replacement de 01us1eurs objets informat1onne1s selon un critère 
soéc1 r lé 
REPLACER {TOUS LES OBJETS INFORMATIONNELS} 
{TOUS LES MESSAGES} 
{TOUS LES FORMULAIRES [ DE TYPE type_formulaire]} 
{TOUS LES DOCUMENTS [DE TYPE typa...document]} 
{TOUS LES DOSSIERS [DE TYPE type_dossier]} 
{TOUS LES FICHIERS} 
{TOUTES LES PILES} 
0) L'opération décider 
• L'opération de décision permet de prendre une décision de routine sur 
base d'un formulaire, d'un document ou d'un dossier. 
Précond i t ion 
- l'objet informationnel spécifié doit exister dans l'environnement 
de bureau et être un formulaire, un document ou un dossier. 
Postcondi t ions 
- l'objet informat ionnel est associé à la table de travail. 
- la décision a été prise et est connue du système. 
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• La phrase permettant de décrire une opération décider est la suivante: 
DECIDER A PARTIR DE {[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{VARIABLE nom_variable} 
[AVEC RESULTAT DECISION nom_paramètre] 
• Si une variable est uti lisée, elle ne peut référencer qu'un formulaire, un 
document ou un dossier. La réponse que l'utilisateur introduira à l'écran 
affectera la valeur du paramètre spécifié. L'emploi de cette opération 
est la deuxième et dernière façon d'affecter une valeur à un paramètre. 
(la première façon était l'utilisation de l'opération vérifier). 
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4.4 Les structures d'enchaînement des opérations 
Si nous nous en tenons à ce qui vient d'être décrit ci-dessus, on peut se 
rendre compte que nous sommes en présence de la description de plusieurs 
opérations qui n'ont aucuns liens entre elles. Graphiquement, cette situation 
pourrait se représenter de la façon suivante (cfr. figure 4.2). 
D 
D 
Fig 42: Des opérations primitives ;;.-ans liens entre elles 
L'objectif de l'introduction des structures est de créer un enchaînement 
entre ces opérations. Nous allons donc aborder les différentes structures que 
l'on peut trouver dans le langage. Pour chacune, nous la décrirons et nous en 
donnerons sa syntaxe. 
4.4. 1 La séquence 
La séquence est certainement la structure la plus simple à décrire. On a une 
séquence à partir du moment où deux composants se suivent dans leur exécution. 
11 existe donc une relation de type déclenche entre ces composants. 
4.4.2 La condition 
La condition est un type de composant qui permet d'exprimer une alternative 
dans le déroulement de la tâche. Elle s'exprime généralement de la façon 
suivante : si une certaine clause est vérifiée, alors tel composant peut être 
exécuté, sinon tel autre composant est exécuté. 
Une clause de condition exprime le type de condition que l'on veut utiliser. 
Par rapport à notre schéma de la figure 3.19, nous avons retenu trois clauses: 
a) Test de la valeur d'un attribut 
Le premier type de clause permet de tester la valeur d'un attr ibut d'un objet 
informationnel spécifié directement ou référencé par l' intermédiaire d'une 
variable. 
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Ce test se fera par rapport à une constante alphanumérique. Par 
simpl i fication, nous n'avons pas admis la comparaison entre les attributs. Nous 
avons admis les six types habituels d'opérateurs de comparaison : [=, !=, <, >, <=, 
>=] 
L'attribut ORDRE_CLA5 spécifie l'ordre de classement des constituants d'un 
0.1.5. et l'attribut ET AT _CONTENU indique si un 0.1.5. est vide ou non. De ce fait, 
on ne pourra tester la valeur d'un de ces attributs que dans le cas où l'objet 
spécifié est un 0.1.5. 
L'attribut NUM_COPIE spécifie le numéro de copie d'un 0.1.E.; de ce fait , on ne 









DE {[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 




EST { = } "nom_constante_alpha-numérique" 
{ != } 
{ < } 
{ > } 
{ <= } 
{ >= } 
b) Test de l'appartenance d'un objet informationnel 
Le deuxième type de clause permet de tester l'appartenance d'un objet 
informationnel, spécifié ou référencé par une variable, à un objet structurant 
donné qui peut lui même être référencé par une variable. 
SI {[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
{VARIABLE nom_variable} 





c) Test de la valeur d'un paramètre 
Le troisième type de clause permet de tester la valeur d'un paramètre. 
SI PARAMETRE nom_paramètre { = } "nom_constante_alpha-numérique" 
{ != } 
{ < } 
{ > } 
{ <= } 
{ >= } 
Un paramètre étant destiné à recevoir une réponse de l'utilisateur lors 
d'une opération de vérification ou de décision, l'analyste grâce à cette clause va 
pouvoir en tester la valeur. 11 pourra ainsi prévoir des traitements différents 
selon le résultat du test. 
4.4.3 La boucle 
La boucle est un type de composant qui va permettre de sélectionner un 
sous-ensemble d'objets informationnels. 
Pour chaque boucle décrite dans une tâche, on va lui trouver associé: 
- un critère, 
- une variable, 
- un corps. 
Le critère d'une boucle exprime la condition qui va permettre de 
sélectionner des objets informationnels du système. 
Lorsqu'un objet informationnel est sélectionné, son identifiant est affecté à 
la variable associée à la boucle. Ceci est le deuxième et dernier cas 
d'affectation d'une valeur à une variable. Pour rappel, le premier cas 
d'affectation était l'opération enlever. 
Le corps d'une boucle est un ensemble de composants à exécuter pour chaque 
objet informationnel sélectionné. Si, dans ce corps, on trouve des opérations 
primitives, celles-ci pourront faire référence à la variable de la boucle. 
L'analyste peut ainsi manipuler des objets informationnels dont il ne connait 
pas l'identifiant. Par exemple, il pourrait demander tous les constituants d'un 
dossier. A partir de ces constituants et sans connaître leur identifiant. 
l'analyste pourra les manipuler et dire : tous ces constituants, dont je ne 
connait pas les identifiants, je veux les mettre sur la table de travail. Cette 
possibilité est la principale utilité des variables. 
La philosophie de la boucle qui vient d'être exposée correspond tout à fait au 
concept de boucle développé dans le pseudo-langage ADL (Algorithm Description 
-88-
Language) [HAIN 86]. Dans ce langage, une boucle va sélectionner dans une base 
de données, l'ensemble des articles qui sat isfont une condition. 
Par rapport à notre schéma de la figure 3.19, nous avons retenu trois 
critères de boucle possibles : 
a) Sélection de tous les constituants d'un objet informationnel structurant 
Ce critère permet de réaliser un traitement quelconque sur tous les objets 
faisant partie d'un 0.1.S. L'analyste, à partir des constituants d'un 0.1.S., a la 
possibilité de les choisir tous, de choisir uniquement ceux qui sont des 0.1.E. ou 
encore de choisir uniquement ceux qui sont des 0.1.S. 
POUR CHAQUE CONSTITUANT {OIE} 
{OIS} 
{TOUS} 
DE {DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fich ier} 
{PILE nom_plle} 
{VARIABLE nom_variable} 
b) Sélection de tous les obJets Jnformationnels d'une classe donnée et au1 sont 
présents dans Je système 
Ce critère permet de sélectionner tous les objets 1nformatlonnels d'une même 
classe. 






c) Sélection de tous les objets informationnels aui sont dans le système. 
Ce critère permet de sélectionner tous les objets informationnels du 
système. 
POUR CHAQUE OBJET INFORMATIONNEL 
4.4.4 Boucle et condition imbriquées 
11 est très intéressant de noter que si l'analyste décrit une boucle ou une 
condition dans sa tâche, celles-ci sont considérées comme étant des 
composants appartenant respectivement au type boucle et au type condition. 
Donc par définition du type boucle et du type condition, on peut dire que: 
- une condition peut déclencher une autre condition, 
- dans le corps d'une boucle, on peut trouver d'autres boucles. 
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4.5 La construction de la tâche 
A ce stade de la description du langage, nous constatons que nous sommes en 
présence d'un certain nombre d'opérations pr imitives pouvant être reliées entre 
elles par des structures d'enchaînement. Cependant, nous ne savons toujours pas 
comment définir une tâche et quel sera l'ordre d'exécution des composants de la 
tâche. 
Pour ce faire, nous allons introduire les types de composant tâche et 
sous-schéma et la notion de déclenchement. 
Pour terminer, nous introduisons une représentation graphique pour chacun 
des types de composant vus ce qui donnera la possibilité à l'analyste de 
construire sa tâche sur papier avant de l'introduire dans le système à l'aide de, 
notre langage. 
4.5. 1 La tâche 
La notion de tâche n'est pas nouvelle et nous n'allons pas la redéfinir (cfr. le 
chapitre 3). Nous allons simplement dire en quoi l'introduction du type de 
composant tâche dans le langage est très intéressante. 
Le type de composant tâche, dans le langage, a pour seule et unique fonction 
de rassembler l'ensemble des composants de la tâche sous un même nom : celui 
de la tâche. Cette possibilité de regrouper tous les composants de la tâche 
s'avèrera extrêmement utile lorsqu'il y aura plusieurs tâches décrites dans le 
système. Cette situation pourra se présenter lorsque la communication entre 
tâches sera gérée. Pour résoudre le problème de la communication, on peut très 
bien imaginer un langage, dont la philosophie serait très proche de notre langage 
et où on pourrait réaliser un enchaînement de tâches. Dès lors, on pourrait 
simuler une application de bureau qui se décomposerait en un enchaînement de 
tâches et chacune de ces tâches étant un enchaînement de composants. 
4.5.2 Le sous-schéma 
Le type de composant sous-schéma correspond à un enchaînement de 
composants qui ont un lien logique entre eux. Ainsi, les composants qui se 
trouvent dans le corps d'une boucle ont un lien logique entre eux : ils font partie 
du corps de la même boucle. En cela, nous pouvons dire que le corps d'une boucle 
constitue un sous-schéma. De la même manière, tous les composants d'une tâche 
ont un lien logique entre eux : ils font tous parties de la même tâche. En cela, 
nous pouvons dire que tous les composants d'une tâche, forment un sous-schéma. 
La notion de sous-schéma correspond à la notion de bloc utilisée dans des 
langages tel que Pascal ou C. La seule différence réside dans leur utilisation. 
Dans le langage C, un bloc peut être associé à une condition, tandis que dans 
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notre langage cela n'e5t pa~ po~5ible. Celei ~·explique trè~ feicilement peir le foit 
que dans un langage tel que C, les 1nstructions ont un lien logique entre elles car 
elles font parties de la même condition. Mais aussi, et surtout, lorsque 
l'exécution du bloc est terminée, le programme reprend son cours normal. De 
cette manière, si le programme est bien construit, il n'y aura qu'un seul point de 
sortie au programme. Dans notre langage, cela est tout à fait différent car la 
condition n'est qu'un déroutement à l'intérieur de la tâche. Ainsi dans la 
structure de la tâche, il peut y avoir plus ieurs points de sortie. Ces deux 









Fin tâche Fins tâche Fin tâche 
(b) 
Fig. 4J,· DIttérence dut11Isat100 eotre aJ la ootloo de bloc et W la ootloo de 
sous-scnéma 
4.5.3 Le déclenchement 
Le déclenchement d'un composant signifie que l'exécution du composant 
commence. 
Dans la phrase décrivant un composant, il doit y avoir une clause qui 
spécifie quel composant sera déclenché lorsqu'il termine son exécution. 
Lorsque l'analyste 1ntrodu1t une phrase décrivant un composant du langage, 
nous lut lmposons de spéc1f1é la forme passlve de la clause déclenche , 
c'est-à-dire la clause déclencl7é par: L'utilisation obligatoire de cette clause 
permettra au système de détecter des fautes éventuellement commises par 
l'analyste. D'un autre côté, l'ut111sat1on obligatoire de cette clause pourra 
également entraîner un surcroît d'erreurs ; des erreurs de frappe par exemple. 
Nous jugeons cependant préférable de détecter un maximum de fautes avant 
l'exécution de la simulation. 
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4.5 .4 Con:,truction de lei tilche 
Tous les types de composant du langage étant définis, nous allons décr ire la 
syntaxe de la phrase qui permet de les spécifier. Pour toutes les phrase, la 
syntaxe est composée de quatre parties : 
- l'identifiant du composant : il s'agit soit du nom de la tâche, soit du 
nom du sous-schéma, soit du nom de l 'opération primitive, soit du 
nom de la condition ou soit du nom de la boucle. C'est grâce à cet 
identifiant que le système pourra retrouver dans le système 
d'information, la phrase qui décrit le composant. 
- la description sous forme d'un texte du composant. (commentaire libre) 
- l'identifiant du composant déclenché. 
- l'identifiant du composant déclencheur. 
Pour les boucles, les conditions et les opérations primitives, on trouvera en 
plus, ce qui a été décrit au point 4.3.3 pour les opérations primitives, au point 
4.4.2 pour la condit ion et au point 4.4.3 pour la boucle. 
Remarque 
Précédement, nous avons dit que la condition créait à l'intérieur de la 
tâche un déroutement (cfr. figure 4.3. a). Cela implique qu'i l peut y avoir 
plusieurs chemtns à l'int érieur de la tâche et que, par conséquent, il est 
tout à fait possible que plusieurs chemins se rejoignent et déclenchent un 
même composant. Lors de la description de la tâche, i l doit donc être 
possible de dire qu'un composant peut être déclenché par plus/eur~ 
composants. 11 ne faut cependant pas perdre de vue que lors de l'exécution, 
la tâche emprunte un et un seul chemin; le composant ne pourra donc être 
effectivement déclenché que par un et un seul composant. De manière à 
rendre possible ce déclenchement multiple, la c1ause EST DECLENCHEE PAR 
est répet i t ive. 
Début tâche 
Composant 
Fig. 44: Au stade de la spécif/cat1on. un composant peut être déclenc/Jé par 
plusieurs composants 
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A) La tâche 
Les composants d'une tâche formant un sous-schéma, il est logique que la 
seule chose que puisse déclencher la tâche soit son sous-schéma. Le concept de 
tâche ne peut donc déclencher qu'un et un seul sous-schéma. 
Le type de composant tâche étant le plus général, et ayant une fonction 
englobante, il ne pourra pas être déclenché par un autre type de composant. Dans 




DECLENCHE SOUS-SCHEMA nom_sous- schéma 
B) Le sous-schéma 
Un sous-schéma peut déclencher n'importe quel composant; à l'exception 
d'une tâche. Nous dirons que ce premier composant déclenché appart ient au 
sous-schéma ainsi que le composant déclenché à la suite de ce prem ier 
composant et ains i de suite. Le dernier composant appartenant au sous-schéma, 
pour en exprimer la fin, devra déclencher ce que l'on appelera la 
fin-du-sous-sc/Jéma x. Ce terme n'est en rien un nouveau type de composant 
mais tout simplement une notion qui remplit les fonctions suivantes : 
- permettre au système de savoir qu'un sous-schéma est terminé. 
- permettre à l'analyste de mieux se rendre compte de la fin d'un 
sous-schéma. 
En tenant compte de ce qui vient d'être di t, nous dirons qu'un sous-schéma 
peut en contenir un autre. Cette situation se produira lorsqu'il y aura une boucle 
dans la tâche. Si cette imbrication est faisable, elle doit cependant rester 
logique; un composant appartenant à un et un seul sous-schéma, ce lui-ci ne peut 
déclenché la fin que de son sous-schéma. 
Puisque le corps d'une boucle est un sous-schéma et qu'une tâche est un 
sous-schéma, tout sous-schéma ne peut être déclenché que par une tâche ou par 
une boucle. 
SOUS- SCHEMA nom_sous- schéma 
[DESCRIPTION: texte] 
DECLENCHE PAR {TACHE nom_tache} 
{BOUCLE nom_boucle} 




C) La boucle 
Tant que tous les objets informationnels sélectionnés par la boucle n'ont 
pas été traités, la boucle va déclencher son sous-schéma. Lorsqu'ils seront tous 
traités, la boucle pourra déclencher soit: 
- un autre composant à l'exception d'une tâche, 
- la fin du sous-schéma initial si la boucle est le dernier composant de la 
tâche exécuter. 
Une boucle peut être déclenchée par un et un seul sous-schéma et/ou par un 




DECLENCHEE PAR {SOUS-SCHEMA nom_sous-schéma} 
{OPERATION PRIMITIVE nom_opération_primitive} 
{CONDITION nom_condition} 
{BOUCLE nom_boucle} 
[( ,{OPERATION PRIMITIVE nom_opération_primitive} 
{CONDITION nom_condition} 
{BOUCLE nom_boucle} )] 
POUR CHAQUE occurrence nom_variable 
DECLENCHE SOUS-SCHEMA nom_sous-schéma 
ENSUITE DECLENCHE {OPERATION PRIMITIVE nom_opération_primitive} 
{CONDITION nom_condition} 
{BOUCLE nom_boucle} 
{F IN-SOUS-SCHEMA nom_sous-schéma} 
D) La condition 
D'après la valeur booléenne de la condition, un composant est déclenché si 
la condition est vraie ou un autre composant est déclenché si la condition est 
fausse. Si la condition est le dernier composant exécuté de la tâche, alors elle 
peut déclencher la fin du sous-schéma initial. 
La condition peut être déclenchée par un et un seul sous-schéma et/ou par 




DECLENCHEE PAR {SOUS-SCHEMA nom_sous-schéma} 
{OPERATION PRIMITIVE nom_opérat1on_pr1m1t1ve} 
{CONDITION nom_condition} 
{BOUCLE nom_boucle} 
[( ,{OPERATION PRIMITIVE nom_opération_primitive} 
{CONDITION nom_condit ion} 
{BOUCLE nom_boucle} )) 









E) L'opération primitive 
Une opération primitive peut déclencher n'importe quel composant; à 
l'exception d'une tâche et d'un sou-schéma. Elle peut aussi déclencher la fin du 
sous-schéma initial si elle constitue le dernier composant exécuté de la tâche. 
Une opération primitive peut être déclenchée par un et un seul sous-schéma 
ou par un ou plusieurs composants. 
OPERATION PRIMITIVE nom_opération_primitive 
[DESCRIPTION: texte] 
ENONCE: énoncé_opération_primitive 
DECLENCHEE PAR {SOUS-SCHEMA nom_sous-schéma} 
{OPERATION PRIMITIVE nom_opération_primitive} 
{CONDITION nom_condition} 
{BOUCLE nom_boucle} 
[ (, {OPERATION PRIMITIVE nom_opération_primitive} 
{CONDITION nom_condition} 
{BOUCLE nom_boucle} )] 




4.5.5 Représentation graphique 
Ce que nous allons présenter maintenant ne doit surtout pas être vu comme 
un moyen d'évlter les erreurs dans la descrlptlon d'une tache. En effet, 11 a été 
montré que l'ut111sat1on de diagrammes dans la résolut ion d'un problème ne 
conduit pas nécessairement à une solution correcte [SHNE 77). 
Cependant, certaines personnes sont convaincues au contraire qu·une 
représentation schématisée peut être très utile. C'est pourquoi , nous proposons 
ci-dessous, une schématisation des types de composant pour pouvoir structurer 







- Tâche -►@ 
- Sous-schéma __. Nom sous-
schéma 
_ condition, ► Nom composant 
boucle, 
opération primitive 
La notion de déclenchement sera représentée par: 
Les structures de la dynamique auront la représentation suivante : 
- Séquentiel = 
Composant 2 
El Vlde El non vide 
- Boucle = 
Composant 
sous-schéma 
E I représente le sous-ensemble des objets informationnels 
sélectionné. Sous le schéma de la tâche, il faudra indiquer le critère 
de sélection correspondant à El 
Vrai Faux 
- Condition = 
Composant 1 Composant 2 
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Cl représente la condition. Sous le schéma de la tâche, il faudra 
indiquer la condition correspondant à .C !. 
A l'aide de cette représentation, la structure d'une tâche peut se résumer 





Fig 45 : Schéma de la tâche 
4.6 La déclaration de l'environnement 
Fin-sous-schéma 1 
Avant de pouvoir exécuter une tâche, il est nécessaire d'avoir défini 
l'environnement de départ. Cette définition consiste d'une part à identifier les 
différents objets qui existent dans le bureau et d'autre part à spécifier quelles 
sont les assoc iations qui peuvent exister entre ces objets. Par exemple, on doit 
pouvoir créer un dossier que l'on range dans un tiroir. 
Remarques 
- Précédement, nous avons signalé que l'existence d'une et un seule table 
de travail était obligatoire et que dans les boîtes IN et OUT, il y avait 
toujours une pile. De façon à ce que l'analyste se rende compte de leur 
existence, nous lui demanderons de créer une table de travail et deux 
objets piles associés chacun respectivement aux boîtes IN et OUT. 
- En général pour tous les objets, l'analyste a le choix du nom qu'il désire 
leurs donner; excepté cependant pour certains dont le nom est donné par 
le système : 
• Téléphone -> le nom= téléphone 
• Poubelle -> le nom = poubelle 
• Boîte (IN) - > le nom= in 
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• Boîte (OUT) -> le nom = out 
• Boîte (archive) -> le nom = archive 
4.6.1 La déclaration des objets 
Pour rappel, le modèle est basé sur quatre super-classes d'objet : 
- les objets informationnels, 
- les objets de rangement, 
- les outils de travail, 
- les objets d'interface. 
A) La déclaration d'un objet informationnel 
CREER OBJET INFORMATIONNEL 
{[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fich1er} 
{PILE nom_pile} 
[AVEC ETAT= nom_état] [AVEC ECHEANCE= date] 





B) La déclaration d'un objet de rangement 
CREER OBJET RANGEMENT 
{ARMOIRE nom_armoire} 





C) La déclaration d'un outil de travail 
CREER OBJET TRAITEMENT 
{TABLE DE TRAVAIL} 
{PHOTOCOPIEUSE} 
D) La déclaration d'un objet d'interface 






4.6.2 La déclaration des associations entre les objets 
Pour rappel, 11 y a quatre types d'association entre les objets pouvant 
exister avant le début de la tâche : 
- un objet informationnel est rangé dans un objet de rangement. 
- un objet informationnel est classé dans un objet informationnel 
structurant. 
- un objet informationnel est transmis au moyen d'un objet d'interface. 
- un objet de rangement est composé de un ou plusieurs objets de 
rangement. 
L'association copie sera créée directement par le système entre les 0.1.E. 
qui sont d'une même classe, d'un même type et qui un nom identique. 
A) un objet informationnel est rangé dans un objet de rangement 
CREER ASSOCIATION RANGEMENT ENTRE 
{[COPIE NUMERO n DE] MESSAGE nom_message} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_formulaire 
IDENTIFIE PAR nom_formulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_document 
IDENTIFIE PAR nom_document} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_doss1er} 
{FICHIER nom_fichier} 
{PILE nom_pile} 
ET {ETAGERE nom_étagère} 
{BOITE nom_boîte} 
{TIROIR nom_tiroir} 
{FARDE nom_f arde} 
B) un objet 1nformationneJ est classé dans un 0.1.s. 
1. Le classement d'un O. I.E. dans un 0. 1. S. 
CREER ASSOCIATION CLASSEMENT ENTRE [COPIE NUMERO n DE] 
{MESSAGE nom_message} 
{FORMULAIRE DE TYPE type_formulaire IDENTIFIE PAR nom_formulaire} 
{DOCUMENT DE TYPE type_document IDENTIFIE PAR nom_document} 
ET {DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
{PILE nom_pile} 
2. Le classement d'un 0.1.S. dans un autre 0.1.S. 
CREER ASSOCIATION CLASSEMENT ENTRE 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER nom_fichier} 
ET {PILE nom_pile} 
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{DOSSIER DE TYPE type_dossier IDENTIFIE PAR norn_dossier} 
{FICHIER norn_fichier} 
C) Un objet informationnel est transmis au moyen d'un objet d'interface 
CREER ASSOCIATION INTERFACE ENTRE 
{[COPIE NUMERO n DE] MESSAGE norn_rnessage} 
{[COPIE NUMERO n DE] FORMULAIRE DE TYPE type_forrnulaire 
IDENTIFIE PAR norn_forrnulaire} 
{[COPIE NUMERO n DE] DOCUMENT DE TYPE type_docurnent 
IDENTIFIE PAR norn_docurnent} 
{DOSSIER DE TYPE type_dossier IDENTIFIE PAR nom_dossier} 
{FICHIER norn_fichier} 
{PILE nom_pile} 




Q2_ Un objet de rangement est composé de un ou plusieurs autres objets de 
rangement 
CREER ASSOCIATION COMPOSITION ENTRE 
{TIROIR norn_tiroir} 
{FARDE norn_farde} 
{ BOi TE norn_boite} 





Ce chapitre avait pour objet la présentation du langage que l'analyste 
ut i 1 isera pour décrire 1 a tâche qu'i 1 veut si mu 1er. 
Ce langage est un langage non procédural basé sur cinq types de composant 
pouvant être reliés par des relations de déc lenchement. La tâche est décrite 
comme un ensemble de composants reliés entre eux par de telles relations. 
La relation de déclenchement entre les composants exprime la notion de 
séquence d'exécution : l'exécution d'un composant est déclenchée par la fin de 
l'exécution du composant qui le déclenche. 
On trouvera à l'annexe 1, un exemple d'appl ication du langage à un cas réel. 
Le chapitre suivant sera consacré à la modélisation de ce langage; nous y 




Modélisation du langage 
• 
• 
CHAPITRE 5: MODELISATION DU LANGAGE 
5.1 Introduction 
L'information introduite par l'analyste au moyen du langage que nous venons 
de décrire, devra être exploitée par le système de manière à pouvoir simuler 
graphiquement la tâche décrite. Cette information se trouve dans les 
différentes phrases que l'analyste a déc larées et qui se trouvent pê/e-mêlt 
mémorisées sur un support quelconque. (pour rappel, l'analyste peut spécifier 
les composants de la tâche dans n'importe quel ordre). 
A partir de cet ensemble de phrases, nous allons en extraire les 
• informations utiles à la simulation et nous les mémoriserons dans une base de 
données : la base de données du langage. Dans celle-ci, nous trouverons : 
- toutes les relations de déclenchement qui peuvent exister entre ces 
différents composants et qui ont été déclarées par l'analyste (point 5.2), 
- l'information décrite dans les phrases (point 5.3). 
5.2 Modélisation de 1a notion de déclenchement et des types de composant 
5.2.1 Schéma conceptuel de la base de données du langage 
Dans le schéma conceptuel (cfr. fig. 5. 1) qui modélise 1a base de données du 
langage, les cinq composants de base du langage (tâche, sous-schéma, boucle, 
condition, opération primitive) sont représentés sous forme de types d'entité. 
Toutes les clauses du langage du type DECLENCHE et du type DECLENCHEE PAR 
sont modélisées par un type d'association entre le type d'entité déclencheur et 
le type d'entité déclenché. 
Sur ce schéma, on peut voir aisément les restrictions qu'il y a au niveau des 
composants qui peuvent en déclencher d'autres. Par exemple, une tâche ne peut 


























































Fig 51 : Schéma conceptuel modélisant la d,ynamique du langage 
Remarque 
Une condition peut être évaluée à la valeur VRAI ou à la valeur FAUX. 
Ainsi, dans chacun des cas, un composant différent peut être déclenché. 
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Cela explique la connectivité 0-2 pour toutes les associations où la 
condition participe par le rôle déclenche 
11 reste cependant une notion du langage à représenter; il s'agit du 
déclenchement de la fin d'un sous-schéma. 
Exemple : OPERATION PRIMITIVE ... 
DECLENCHE FI N_SOUS_SCHEMA nom_souLschéma 
11 existe donc une relat Ion particulière entre le type d'entité OPERATION_ 
PRIMITIVE et le type d'entité SOUS_SCHEMA. De façon générale, cette relation 
existe aussi entre le type d'entité BOUCLE et le type d'entité SOUS_SCHEMA; 
elle existe aussi entre le type d'entité CONDITION et le type d'entité 
sous_SCHEMA En effet, nous pouvons avoir : 
BOUCLE ... 
DECLENCHE FI N_SQUS_SCHEMA nom_sous_schéma 
CONDITION ... 
DECLENCHE FIN_SOUS_SCHEMA nom_sous_schéma 
Cette relation sera modélisée sous la forme de type d'association entre les 
types d'entités concernés. De manière à ne pas surcharger le schéma conceptuel 
de la figure 5. 1, nous en avons repris les éléments intervenants dans ces 
associations dans la figure 5.2 : 
sous BOUCLE SCHEMA est terminé par déclenche 
0-N /FIN_SCHEMA....BOUC \ 0- 1 
I 
est terminé par 
0-N 
est t erminé par 0-N 
/ FIN_SCHEMA....OP \ 
\ I / FI N_SCHEMA....COND \ 
déclenche 
déclenche 0-1 0-2 
OPERATION CONDITION 
PRIMITIVE 





La fin d'un sous-schéma peut être déclenchée par plusieurs composants. 
Cela résulte d'une remarque faite précédement : dans l'enchaînement de 
la tâche, il peut y avoir plusieurs chemins qui se rejoignent lors du 
déclenchement d'un composant ou de la fin d'un sous-schéma. 
Dans le cadre de ce mémoire, toute tâche n'est déclenchée par aucun autre 
composant. Nous pouvons le constater par l'absence de clause DECLENCHEE PAR 
dans la syntaxe de la phrase qui décrit une tâche au point 4.5.4 A 
Cela se traduit sur le schéma par le fait que l'entité TACHE ne participe à 
aucune association par le rôle est déc/encllé En tenant compte de cette 
remarque, nous pouvons exprimer la règle générale suivante : 
Tou tes occurrences des types d'entité TACHE, SOUS-SCHEMA, 
CONDITION, BOUCLE et OPERATION_PRIMITI VE participent toujours à au 
moins une occurrence d'as soc i at ion par 1 e rô 1 e déc lenclle. 
Toutes occurrences des types d'entité SOUS-SCHEMA, CONDITION, 
BOUCLE et OPERATION_PRIMITI VE participent toujours à au moins une 
occurrence d'association par le rôle est déc/encllé 
Cela signifie que tous les composants décrits dans une tâche d'une part sont 
déclenchés par au moins un composant et d'autre part déclenchent au moins un 
composant. 
5.2.2 Description des types d'association 
5.2.2.1 Description des types d'association de la figure 5.1 
a) Description 
Les types d'association de la figure 5.1 modélisent les clauses de 
déclenchement intervenant entre les différents types de composant de notre 
langage, à l'exception des relations de déclenchement de fin de sous-schéma. 
b) Entités associées 
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11 
~ TACHE sous BOUCLE CONDITION OPERATION SCHEMA PRIMITIVE 
types d'association 
TACHE-SS déclenche est déclenché 
1-1 0-1 
SS-BOUCLE déclenche est déclenché 
0-1 0-1 
SS-COND déclenche est déc 1 enché 
0-1 0-1 
SS-OP déclenche est déclenché 
0-1 0-1 






BOUC-COND déclenche est déclenché 
0-1 0-N 
BOUCLE-OP declenche est déclenché 
0-1 0-N 




est déc 1 enché 
0-N 
COND-OP déclenche est déclenché 
0-2 0-N 
OP-BOUCLE est déclenché déclenche 
0-N 0-1 






Tableau 5 t , · Rôles et coonectlvltés des lY12es d'entité associés, 
Le tableau 5.1 indique pour chaque type d'assoc1at1on, quels types d'entité il 
associe. Pour chaque type d'entité associé, on indique son nom de rôle et sa 
connectivité. 
c) Attributs 
Seul les associations auxquelles la condition participe par le rôle déclenc/Jt 
ont un attribut. En voici, la description: 
• EVALUATION 
- l'évaluation d'une condition étant un résultat booléen, cet 
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• 
attribut indique quel composant sera déclenché si le résultat est 
vrai et quel composant sera déclenché si le résultat est faux. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble suivant: {VRAI, FAUX}. 
d) Contraintes d'intégrité 
Un sous-schéma doit participer à une et une seule association par le rôle esi 
déclenc/Jé et à une et une seule association par le rôle déclenc/Je. 
Une boucle doit participer à au moins une association par le rôle esi 
déclenc/Jé et à au plus deux associations par le rôle déclenc/Je. 
Une condition doit participer à au moins une association par le rôle esi 
déclenc/Jé et à deux associations par le rô le déclenc/Je. Ces deux associations 
doivent avoir des valeurs différentes pour leur attribut EVALUATION : ces 
• valeurs sont soit VRAI soit FAUX. 
Une opération primitive doit participer à au moins une association par le 
rôle est déclenc/Jé et à au plus une association par le rôle déclenc/Je. 
5.2.2.2 Description des types d'association de la figure 5.2 
a) Description 
Les types d'association de la figure 5.2 modélisent les clauses de 
déclenchement de fin de sous-schéma par une boucle, une condition ou une 
opération primitive. 
b) Entités associées 
Etant donné que ces différents types d'association relèvent du même 
mécanisme, nous les décrirons globalement. 
Les types d'association FIN_SCHEMA._BOUC, FIN_SCHEMA._COND et FIN_ 
SCHEMA._OP associent le type d'entité SOUS_SCHEMA et respectivement, le type 
d'entité BOUCLE, CONDITION et OPERATION_PRIMITI VE. 
Rôles: - "est terminé par" pour SOUS_SCHEMA 
- "déclenc/Je" pour BOUCLE, CONDITION et OPERATION_PRIMITI VE. 
Connectivités: - O-N pour SOUS_SCHEMA 
- 0-1 pour BOUCLE et OPERATION_PRIMITI VE. 
- 0-2 pour CONDITION. 
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c) Attributs 
Seul l'association FIN_SCHEMA_COND a un attribut. En voici, la description: 
• EVALUATION 
- l'évaluation d'une condition donnant un résultat booléen, 
l'attribut indique si la fin du sous-schéma, dans lequel se 
trouve la condition, est déclenchée dans le cas d'un résulat vrai 
ou faux. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble suivant: (VRAI, FAUX}. 
d) Contraintes d'intégrité 
Un sous-schéma doit participer à au moins une association par le rôle esz 
terminé par. 
Si l'on regroupe les schémas 5.1 et 5.2) une boucle doit participer à deux et 
seulement deux associations par le rôle déclenche. 
Si l'on regroupe les schémas 5.1 et 5.2, une condition doit participer à deux 
et seulement deux associations par le rôle déclenche. Ces deux associations 
doivent avoir des valeurs différentes pour leur attribut EVALUATION : ces 
valeurs sont soit VRAI soit FAUX. 
Si l'on regroupe les schémas 5.1 et 5.2, une opération primitive doit 
participer à une et une seule association par le rôle déclenche. 
Une boucle, une condition ou une opération primitive ne peut déclencher la 
fin d'un sous-schéma que si elle fait partie de ce sous-schéma. Nous dirons 
qu'une boucle, une condition ou une opération primitive fait partie d'un 
sous-schéma si elle a été déclenchée par ce sous-schéma ou si les concepts qui 
la déclenchent font partie eux-mêmes de ce sous-schéma. 
5.2.3 Spécialisation des types d'entité boucle. condition et opération 
primitive 
A partir de la description des types de composant boucle, condition et 
opération primitive donnée au chapitre 4, nous faisons les constatations 
suivantes : 
- pour le type de composant condition, plusieurs clauses sont 
possibles (cfr. le point 4.4.2 la condition) et chacune d'elle travaille 
sur de l'information différente. 
Par exemple, la première clause demande le nom d'un attribut, 
l'identifiant d'un objet informationnel, un opérateur de comparaison 
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et une constante alpha-numérique. Tandis que la seconde clause 
demande l'identifiant d'un objet informationnel et l'identifiant d'un 
O.I.S. 
- pour le type de composant boucle, plusieurs critères de sélection 
sont possibles (cfr. le point 4.4.3 : la boucle) et chacun d'eux 
travaille sur de l'information différente. 
Par exemple, le premier critère demande l ' identifiant d'un O.1.S. 
tandis que le second critère demande une classe d'objet 
informationnel (MESSAGE, FORMULAIRE, DOCUMENT, DOSSIER, FICHIER 
PILE). 
- pour le type de composant opération primitive, il existe plusieurs 
types d'opération (création, modification, .. . ) qui demandent chacun 
leur information bien spécifique. 
Nous procédons alors à une spécialisation des types d'entité en sous-types. 
La spécialisation constitue l'opération inverse de la généralisation. Elle est 
utilisée lorsque pour une application, l'information d'un type d'entité n'est plus 
suffisante et demande une information plus détaillée : on la le lui ajoute via une 
spécialisation du type d'entité en sous-types. Dans le type d'entité initial se 
trouve l'information générale, commune à tous les sous-types et chacun de 
ceux-ci rassemble une information plus détaillée qui lui est propre. 
La décomposition en sous-types est exposé au point 5.2.4, pour les trois 
types de composant : condition, boucle et opération primitive. De cette 
explication suivra aux point 5.3, la définition et la description de chaque type 
d'entité. 
5.2.4 Description des sous-types d'entité 
5.2.4.1 La boucle 
a) Description 
En se référant au point 4.4.3, on voit que dans l'énoncé d'une boucle, nous 
devons travailler sur une information différente selon le type de critère choisi. 
C'est pourquoi, il est possible de procéder à une spécialisation du type 
d'entité BOUCLE en sous-types. Nous obtenons ainsi deux types d'entité 
supplémentaires qui contiennent chacun l'information propre à un critère. Ces 











Fig 53.· Spécialisation du tvoe d'entité BOUCLE en sous-~ypes 
b) Explications et contraintes du schéma de la figure 5.3 
- le type d'entité BOUCLE contient l'information commune à tous les 
critères. Cette information est composée, par exemple, du nom de la 
bouc 1 e (la 1 iste complète des attributs de chaque entité est donnée 
au point 5.3). 
- le type d'entité CRITERE_CONSTITUANTS contient l'information 
relative au critère qui sélectionne tous les composants d'un 0.1.S. 
donné. 
- le type d'entité CRITERE_CLASSEMENT contient l'information 
relative au critère qui sélectionne les occurrences de type 
INFORMATION d'une classe donnée. 
- pour ce qui concerne le troisième critère, sélection de toutes les 
occurrences de type INFORMATION, la création d'un sous-type n'a 
pas été nécessaire pour la simple raison qu'il ne demande aucune 
information spécifique. Par conséquent, pour une occurrence donnée 
de type BOUCLE, celle-ci est associée au troisième critère, si elle 
n'est pas associée aux deux autres critères. 
- contrainte 1 : 
Une boucle ne peut être associée qu'à un seul critère. Sur le 
schéma, cette contrainte s'expr ime de la façon suivante : toute 
occurrence de type BOUCLE, non associée au troisième critère, ne 
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peut être associée qu'à au plus une occurrence du type 
CRITERE_CONSTITUANTS ou (exclusif) du type CRITERLCLASSEMENT. 
- contrainte 2 : 
Un critère ne peut être associé qu'à une seule boucle. Sur le schéma 
cette contrainte s'exprime de la façon suivante : toute occurrence de 
type CRITERE_CONSTITUANTS ou de type CRITERE_CLASSEMENT doit 
être associée à une et une seule occurrence de type BOUCLE. 
Puisque les types d'entité CRITERE_CONST ITUANTS et CRITERE_CLASSEMENT 
sont des sous-types de BOUCLE, on peut encore dire qu'ils : 
- héritent de l'identifiant de l'entité BOUCLE ainsi que de tous ses 
attributs, 
- forment avec les attributs de l'entité BOUCLE, l'ensemble des 
informations décrivant une bouc le. 
5.2.4.2 La condition 
a) Description 
En se référant au point 4.4.2, on voit que dans l'énoncé d'une condition, nous 
devons travailler sur une information différente selon le type de clause choisi. 
C'est pourquoi, il a été possible de procéder à une spécialisation du type 
d'entité CONDITION en sous-types. Nous obtenons ainsi trois types d'entité 
supplémentaires qui contiennent chacun l' information propre à une clause. Ces 















Fig 5 4 : 5oéc!all$at!on du (VO& d'entité CONDITION &fl sous-(Vl}fS 
b) Exo11cat1ons et contraintes du schéma de la figure 5.4 
- le type d'entlté CONDITION contient l'information commune à 
toutes les clauses. Cette information est composée, par exemple, 
du nom de la condition (la liste complète des attributs de chaque 
ent1té est donnée au po1nt 5.3). 
- le type d'entité CLAUSE_ATTRIBUT contient l'information relative 
à la clause qu1 teste une valeur d'attribut pour une occurrence de 
type INFORMATION. 
- le type d'entité CLAUSE_APPARTENANCE contient l'Information 
relative à la clause qul teste 1'1nclus1on d'un objet lnformatlonnel 
dans un 0.1.S. 
- le type d'entité CLAUSE_PARAMETRE contient l'information 
relative à la clause qui teste la valeur d'un paramètre. 
- contrainte 1 : 
une condition ne peut être associée qu'à une seule clause. Sur le 
schéma cette contrainte s·exprlme de la façon suivante : toute 
occurrence de type CONDITION ne peut être associée qu'à au plus 
une occurrence de type CLAUSE_ATTRIBUT ou (exclusif) de type 
CLAUSE_APPARTENANCE ou (exclusif) de type CLAUSE_PARAMETRE. 
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- contrainte 2 : 
Une clause ne peut être associée qu'à une seule condition. Sur le 
schéma cette contrainte s'exprime de la façon suivante : toute 
occurrence de type CLAUSE_A TTR I BUT, de type CLAUSE_ 
APPARTENANCE ou de type CLAUSE_PARAMETRE doit être associée à 
une et une seule occurrence de type CONDITION. 
Puisque les types d'entité CLAUSE-ATTRIBUT, CLAUSE-APPARTENACE et 
CLAUSE-PARAMETRE sont des sous-types de CONDITION, on peut encore dire 
qu'ils : 
- héritent de l'identifiant de l'entité CONDITION ainsi que de tous ses 
attributs, 
- forment avec les attributs de l'entité CONDITION, l'ensemble des 
informations décrivant une condition. 
5.2.4.3 L'opération pr imitive 
a) Description 
En se référant au point 4.3.2, on voit que dans l'énoncé d'une opération 
primitive, nous devons travailler sur une information différente selon 
l'opération choisie. 
C'est pourquoi, il a été possible de procéder à une spécialisation du type 
d'entité OPERATION_PRIMITI VE en sous-types. Nous obtenons ainsi un type 
d'entité supplémentaire pour chaque opération et qui contient l'information 
propre à une opération. Ces entités ont pour nom celui de l'opération qu'elle 
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Fig 55 : Soécialisation du ~ype d'entité OPERATION_ PRIMITIVE en sous-~ypes 
b) Explications et contraintes du schéma de la figure 5.5 
- le type d'entité OPERATION_PRIMITIVE cont ient l'information 
commune à toutes les opérations. Cette information est composée, 
par exemple, du nom de l'opération (la liste complète des attributs 
de chaque entité est donnée au point 5.3). 
- chaque entité contient l'information spécifique de l'opération 
qu' e 11 e représente. 
- contrainte 1 : 
Une occurrence de type OPERAT I ON_PR I MIT IVE ne peut être 
associée qu'à une seule opération. Sur le schéma cette contra inte 
s'exprime de la façon suivante : toute occurrence de type 
OPERATION_PRIMITI VE ne peut être associée qu'à au plus 
une occurrence de type 0PERATI0N_ nom_opération 
- contrainte 2 : 
Une opération ne peut être associée qu'à une seule occurrence de 
type OPERATION_PRIMITI VE. Sur le schéma cette contrainte 
s'exprime de la façon suivante : toute occurrence de type 
0PERATI0N_nom_o,oération doit être associée à une et une seule 
occurrence de type OPERATION_PRIMITI VE. 
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Puisque les types d'entité 0PERATI0N_nom_o,oératlon sont des sous-types 
de 0PERATI0N_PRIMITIVE, on peut encore dire qu'ils : 
- héritent de l'identifiant de l'entité 0PERATI0N_PRIMITIVE ainsi que 
de tous ses attributs, 
- forment avec les attributs de l'entité 0PERATI0N_PRIMITIVE, 
l'ensemble des informations décrivant une opération. 
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5.3 Modélisation de l'information contenue dans les phrases 
5.3.1 Introduction 
Cette deuxième étape donne une représentation de l'information propre à 
chaque type de composant (tâche, sous-schéma, boucle, condition, opération 
primitive). Cela se fera par le concept d'attribut du modèle E/ A L'idée qui sera 
adoptée ici est la suivante. Pour chaque composant, le système doit être capable 
de mémoriser et de retrouver l'information introduite par l'analyste. Pour ce 
faire, chaque élément d'information qui est susceptible d'être introduit, pour le 
composant, sera modélisé par un attribut. Ainsi, par exemple, dans la 
description de la tâche au point 4.5.4 A, nous avions : 
TACHE norn_tâche 
[DESCRIPTION : texte] 
DECLENCHE SOUS_SCHEMA norn_sous-schérna 
Avec cette phrase, l'analyste doit introduire un nom de tâche, il peut 
introduire un texte décrivant cette tâche et il doit identifier le sous-schéma 
qui sera déclenché. 
La notion de déclenchement étant représenté par une association, dans 
l'exemple ci-dessus, par une association de déclenchement entre la tâche et le 
sous-schéma, il reste à représenter dans la base de données du langage le nom 
de la tâche et sa description. Pour cela, dans le type d'entité TACHE, nous 
aurons: 
- un attribut pour recevoir le nom de la tâche, 
- un attribut pour recevoir le texte de la description de la tâche. 
5.3.2 Description des types d'entité 
En reprenant les schémas des figures 5.1, 5.2, 5.3, 5.4 et 5.5, nous pourrions 
les remettre tous sur un seul schéma. Dans ce schéma, nous aurions un ensemble 
de types d'entité et de types d'association. Ce paragraphe va décrire ces types 
d'entité plus précisément. 
Pour chaque type d'entité, nous décrivons les attributs qui le composent; 
pour chacun d'eux nous donnons sa définition, son ~ et son domaine de 
valeurs. 
1) TACHE (cfr. le point 4.5.4 A) 
• NOM_TACHE 
- identifiant de la tâche qui est simulée. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
-116 -
commençant par une lettre. 
• DESCRIPTION 
- texte décrivant la tâche sous forme de commentaire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères. 
2) SOUS SCHEMA (cfr. le point 4.5.4 B) 
• NOM_SOUS_SCHEMA 
- identifiant du sous-schéma. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• DESCRIPTION 
- texte décrivant le sous-schéma sous forme de commentaire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères. 
3) BOUCLE ( cfr. le point 4.5.3 C) 
• NOM_BOUCLE 
- identifiant de la boucle. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• DESCRIPTION 
- texte décrivant la tâche sous forme de commentaire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères. 
• NOM_VARIABLE 
- une boucle traite un ensemble d'articles. A chaque passage dans la 
boucle, l'identifiant d'un des articles sélectionné est affecté à la 
variable de la boucle. Cet attribut donne le nom de cette variable. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
4) CRITERE CONSTITUANT (cfr. le point 4.4.3 A) 
• CLASSE 
- spécifie la classe de l'O.I.S. dont on veut trouver les constituants. 
- attribut de type élémentaire, obligatoire et simple. 
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- le domaine de valeurs est l'ensemble suivant : {DOSSIER, FICHIER, 
PILE} 
• TYPE 
- spécifie le type de l'O.I.S. dont on veut trouver les constituants. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- spécifie le nom de 1·O.1.s. dont on veut trouver les constituants. 
- attribut élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• DESIR 
- indique le critère de sélection des constituants dans 1'O.I.S. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble (OIE, OIS, TOUS}. 
• NOM_ V AR I ABLE 
- nom de variable qui référence 1'O.1.S. dont on veut rechercher les 
constituants. 
- attribut élémentaire, facultatif et simple. 
le domaine de valeurs est l'ensemble des noms de variable qui 
existent dans le système. 
5) CRITERE CLASSE ( cfr. le point 4.4.3 B) 
• CLASSE 
- spécifie la classe de l'objet informationnel dont on veut retrouver 
toutes les occurrences. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs l'ensemble suivant : (MESSAGE, FORMULAIRE, 
DOCUMENT, DOSSIER, FICHIER, PILE} . 
6) CONDITION ( cfr. le point 4.5.4 D) 
• NOM_COND I TI ON 
- identifiant de la condition. 
- attribut élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• DESCRIPTION 
- texte décrivant la condition sous forme de commentaire. 
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- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères. 
7) CLAUSE ATTRIBUT ( cfr. le point 4.4.2 A) 
• NOM_A TTR I BUT 
- spécifie le nom de l'attribut dont la valeur est testée. 
- attribut élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble suivant : (CLASSE, TYPE, NOM, 
NUM_COPIE, ETAT, ECHEANCE, ORDRE_CLAS, ETAT_CONTENU}. 
• CST _ALPHA_NUMERIOUE 
- spécifie la valeur à laquelle est comparée la valeur de l'attribut 
dont le nom se trouve dans NOM_ATTRIBUT. 
- attribut élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères. 
• OPERATEUR 
- il spécifie l'opérateur de comparaison entre la valeur de l'attribut, 
dont le nom se trouve dans NOM_ATTRIBUT, et la valeur de l'attribut 
CST _ALPHA_NUMERIQUE. 
- attribut élémentaire, obligatoire et simple. 
- domaine de valeurs est l'ensemble suivant : (=,!=,>,<,>=, <=} . 
• NOM_ V AR I ABLE 
- spécifie le nom de la variable qui référence l'occurrence de type 
INFORMATION sur laquelle porte la condition. 
- attribut élémentaire, facultatif et simple. 
le domaine de valeurs est l'ensemble des noms de variable qui 
existent dans le système. 
• CLASSE 
- spécifie la classe de l'occurrence de type INFORMATION dont 
l'attribut est testé. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICHIER, PILE} . 
• TYPE 
- spécifie le type de l'objet informationnel dont l 'attribut est testé. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- spécifie le nom de l'objet informationnel dont l'attribut est testé. 
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• 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
spécifie le numéro de la copie de l'objet informationnel dont 
l'attribut est testé. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des nombres entiers. 
8) CLAUSE APPARTENANCE ( voir le point 4.4.2 8) 
• OI_NOM_VARIABLE 
- spécifie le nom de la variable qui référence l'objet informationnel 
qui est traité dans la condition. 
- attribut élémentaire, facultatif et simple. 
le domaine de valeurs est l'ensemble des noms de variable qui 
existent dans le système. 
• OI_CLASSE 
- spécifie la classe de l'objet informationnel dont l'appartenance à un 
O.1 .S. est testée. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICHIER, PILE) . 
• OLTYPE 
- spécifie le type de l'objet informationnel dont l'appartenance à un 
O.1.S. est testée. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• OLNOM 
- spécifie le nom de l'objet informationnel dont l'appartenance à un 
O.1.S. est testée. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• OI_NUM_COPI E 
spécifie le numéro de copie de l'objet informationnel dont 
l'appartenance à un O.1.S. est testée. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des nombres entiers. 
-120 -
• 01 S_NOM_ V AR I ABLE 
- spécifie le nom de variable qui référence l'objet inf ormat ionne 1 
structurant. 
- attribut élémentaire, facultatif et simple. 
le domaine de va leurs est l'ensemble des noms de variable qui 
existent dans le système. 
• 01 S_CLASSE 
- spécifie la classe de 1'0.I.S. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant : (DOSSIER, FICHIER, 
PILE) . 
• OIS_TYPE 
- spécifie le type de l'O. I.S. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• 0IS_NOM 
- spécifie le nom de 1'0.I.S. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
9) CLAUSE PARAMETRE ( voir le point 4.4.2 C) 
• NOM_PARAMETRE 
- spécifie le nom du paramètre dont la valeur est testée. 
- attribut élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des paramètres qui sont définis 
dans le système. 
• OPERATEUR 
- spécifie l'opérateur de comparaison entre la valeur du paramètre et 
une constante alpha-numérique. 
- attribut élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble suivant:(=,>,<,>=,<=,!=}. 
• CST_ALPHA_NUMERIQUE 
- spécifie la valeur de comparaison du paramètre. 
- attribut élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères. 
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10) Entité OPERATION PRIM ITIVE (cfr. le point 4.5.3 E) 
• NOM_OPERATION 
- identifiant de l'opération primitive dans la dynamique. 
- attribut de type élementaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• DESCRIPTION 
- texte décrivant l'opération primitive sous forme de commentaire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
11) Entité OPERATION CREER (cfr. le point 4.3.3 A) 
• CLASSE 
- classe de l 'objet informationnel à créer. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble suivant: (MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICH IER, PILE}. 
• TYPE 
- type de l'objet informationnel à créer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet inf ormat ionne 1 à créer. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ETAT 
- état de l'objet informationnel à créer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
- échéance de l'objet informationnel à créer. 
- attribut de type élémentaire, facu l tatif et simple. 
- le domaine de valeurs est l'ensemble des cha ines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
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• ORDRE_CLAS 
- ordre de classement de l'objet informationnel à créer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (LIFO, FIFO, 
ALPHABETIQUE, ALPHABETIQUE INVERSE,AUCUN}. 
12) Entité OPERATION REPRODUIRE (cfr. le point 4.3.3 B) 
• NOM_VARIABLE 
- nom de la variable qui référence 1'O.1 .E. à reproduire. 
- attribut de type élémentaire,facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à reproduire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (MESSAGE, 
FORMULAI RE, DOCUMENT} . 
• TYPE 
- type de l'objet informationnel à reproduire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de va leurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à reproduire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NBfLCOPIE 
- nombre d'exemplaires qui doivent être reproduits par l'opération. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• NUM_DEPART 
- numéro de départ à partir duquel les copies doivent être numérotées. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
13) Entité OPERATION RECEVOIR (cfr. le point 4.3.3 C) 
• MODE_RECEPTION 
- mode dans lequel doit s'effectuer la reception de l 'objet 
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informationnel . 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble suivant : {ECRIT,ORAL}. 
• CLASSE 
- classe de l'objet informationnel à recevoir. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant {MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICH IER}. 
• TYPE 
- type de l'objet informationnel à recevoir. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet inf ormat ionne l à recevoir. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie de l'objet inf ormat ionne 1 à recevoir. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• ETAT 
- état de l'objet inf ormat ionne 1 à recevoir. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
1 j - échéance de l'objet informationnel à recevoir. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
• ORDRE_CLAS 
- ordre de classement de l'objet informationnel à recevoir. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant : {LIFO, FIFO, 
ALPHABETIQUE, ALPHABETIQUE INVERSE, AUCUN} . 
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• COMPOSANT: 
- dans le cas de la réception d'un O.1.S., spécifie quels en sont les 
composants. 
- attribut de type décomposable, facultatif et répétitif. 
- l'attribut est décompsab le en six attributs : 
o COMPOSANT.CLASSE 
- indique la classe du composant. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble suivant (MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICHIER}. 
o COMPOSANT.TYPE 
- indique le type du composant. 
- attribut de type élémentaire, facu l tatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
◊ COMPOSANT.NOM 
- indique le nom du composant. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
o COMPOSANT.NUM_COPIE 
- indique le numéro de copie du composant. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
o COMPOSANT.ET AT 
- indique l'état du composant. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
◊ COMPOSOSANT.ECHEANCE 
- indique l'échéance du composant. 
- attribut de type élémentaire, facultatif et simple. 
le domaine de valeurs est l'ensemble des chaines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
14) Entité OPERATION COMMUNIQUER (cfr. le point 4.3.3 D) 
• MODE_COMMUN ICA TI ON 
- mode dans lequel doit s'effectuer la communication de l'objet 
informationnel. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l 'ensemble suivant : {ECRIT, ORAL}. 
• NOM_VARIABLE 
nom de la variable qui référence l'objet informationnel à 
communiquer. 
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- attribut de type élémentaire,facultatif et simple. 
- le domaine de va leurs est l 'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à communiquer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICHIER). 
• TYPE 
- type de l'objet informationnel à communiquer. 
- attribut de type élémentaire, facu l tatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à communiquer. 
- attribut de type élémentaire, facu l tatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie de l'objet informationnel à communiquer. 
- attribut de type élémentaire, facultati f et simple. 
• - le domaine de valeurs est celui des nombres entiers . 
• ETAT 
- état de l'objet informationnel à communiquer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
- échéance de l'objet informationnel à communiquer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
15) Entité OPERATION CONSUL TER (cfr. le point 4.3.3 E) 
• NOM_ VARIABLE 
- nom de la variable qui référence 1'O.1.E. à consulter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
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• CLASSE 
- classe de l'objet informationnel à consulter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (MESSAGE, 
FORMULAIRE, DOCUMENT}. 
• TYPE 
- type de l 'objet informationnel à consulter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à consulter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie de l'objet informationnel à consulter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• ETAT 
- état de l'objet informationnel à consulter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
- échéance de l'objet informationnel à consulter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
16) Entité OPERATION FEUILLETER (cfr. le point 4.3.3 F) 
• NOM_VARIABLE 
- nom de la variable qui référence l'O.I.S. à feuilleter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à feuilleter. 
- attribut de type élémentaire, facu l tatif et simple. 
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- le domaine de valeurs est l'ensemble suivant : (DOSSIER, FICHIER, 
PILE}. 
• TYPE 
- type de l'objet informationnel à feuilleter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à feuilleter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ETAT 
- état de l'objet informationnel à feuilleter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de va leurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
- échéance de l'objet informationnel à feuilleter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
• ORDRE_F EU ILLET AGE 
- ordre dans lequel les constituants de 1'O.I.S. spécifié doivent être 
f eui 1 letés. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (LIFO, FIFO, 
ALPHABETIQUE, ALPHABETIQUE INVERSE}. 
17) Entité OPERATION ENLEVER (cfr. le point 4.3.3 G) 
• NOM_ VAR! ABLE 
- nom de la variable qui référence la pile dont on doit enlever le 
premier constituant. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM_PILE 
nom de la pile dont on doit enlever le premier const i tuant. 
- attribut de type élémentaire, facultatif et simple. 
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- le domaine de valeurs est l'ensemble des cheiînes de ceireictères 
commençant par une lettre. 
• VARIABLE_CONSTITUANT 
- nom de la variable qui référence l'objet informationnel que l'on a 
en levé de la pi le. 
- attribut de type élémentaire, ob 1 igatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
18) Entité OPERATION MODIFIER (cfr. le point 4.3.3 H) 
• NOM_VARIABLE 
- nom de la variable qui référence le document à modifier. 
- attribut de type élémentaire,facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• TYPE 
- type de document à modifier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom du document à modifier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie du document à modifier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• ETAT 
- état du document à modifier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
- échéance du document à modifier. 
- attribut de type élémentaire, f acul tat if et simple. 
- le domaine de valeurs est l'ensemble des chaines de caractères 









- nom du message brouillon à partir duquel se fera la modification du 
document spécifié. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE-11ESSAGE 
- numéro de copie du message brouillon à partir duquel se fera la 
modification du document spécifié. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de va leurs est ce lui des nombres entiers. 
19) Entité OPERATION COMPLETER (cfr. le point 4.3.3 1) 
• NOM_VARIABLE 
- nom de la variable qui référence le formulaire à compléter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l 'ensemble des chaînes de caractères 
commençant par une lettre. 
• TYPE 
- type de formulaire à compléter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre . 
• NOM 
- nom du formulaire à compléter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie du formulaire à compléter . 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• ETAT 
- état du formulaire à compléter. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre . 
• ECHEANCE 
- échéance du formulaire à compléter. 
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- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaines de caractères 
• 
représentant une date sous le format AAAA/MM/JJ . 
20) Entité OPERATION VERIFIER (cfr. le point 4.3.3 J) 
• NOM_ V AR I ABLE 
- nom de la variable qui référence l'objet informationnel à vérifier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à vérifier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant {FORMULAIRE, 
DOSSIER}. 
• TYPE 
- type de l'obj et informationnel à vérifier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une 1 ettre. 
• NOM 
• - nom de l'objet informationnel à vérifier . 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de va leurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie de l'objet informationnel à vérifier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• ETAT 
- état de l'objet informationnel à vérifier. 
- attribut de type élémentaire, facultatif et simple. 
• 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
- échéance de l'objet informationnel à vérifier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
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• NOM_PARAMETRE 
- nom de la variable qui contiendra la réponse entrée par l'utilisateur 
lors de cette opération de vérification. 
- attribut élémentaire, facultat i f et simple. 
- le domaine de va leurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
21) Entité OPERATION DETRUIRE (cfr. le point 4.3.3 K) 
• NOM_ VARIABLE 
- nom de la variable qui référence 1'0.1.E. à détruire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à détruire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de va leurs est l'ensemble suivant (l"lESSAGE, 
FORMULAIRE, DOCUMENT) . 
• TYPE 
- type de l'objet informationnel à détruire. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet inf ormat ionne 1 à détruire. 
- attribut de type élémentaire, facu ltatif et simple. 
- le domaine de va leurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie de l'objet informationnel à détruire. 
- attribut de type élémentaire, facu l tatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• ETAT 
- état de l'objet informationnel à détruire. 
- attribut de type élémentaire, facu l tatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
- échéance de l'objet inf ormat ionne I à détruire. 
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- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
22) Entité OPERATION ARCHIVER (cfr. le point 4.3.3 L) 
• NOM_VARIABLE 
- nom de la variable qui référence l'objet informationnel à archiver. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l 'ensemble des chaînes de caractères 
commençant par une lettre . 
• • CLASSE 
- classe de l'objet inf ormat ionne l à archiver. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant {FORMULAI RE, 
DOCUMENT, DOSSIER, FICHIER}. 
• TYPE 
- type de l'objet informationnel à archiver. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à archiver. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie de l'objet informationnel à archiver. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• ETAT 
- état de l'objet informationnel à archiver. 
- attribut de type élémentaire, facul tatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
- échéance de l'objet informationnel à archiver. 
• - attribut de type élémentaire, facul tatif et simple . 
- le domaine de valeurs est l'ensemble des chaines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
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23) Entité OPERATION TRIER (cfr. le point 4.3.3 M) 
• NOM_VARIABLE 
- nom de la variable qui référence l'O.I.S. à trier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de va leurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à trier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant : (DOSSIER, FICHIER, 
PILE}. 
• TYPE 
- type de l'objet informationnel à trier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à t r ier. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ETAT 
- état de l'objet informationnel à trier. 
- attribut de type élémentaire, facu l tatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• ECHEANCE 
- échéance de l'objet informationnel à trier. 
- attribut de type élémentaire, facu l tatif et simple. 
- le domaine de valeurs est l'ensemble des chaines de caractères 
représentant une date sous le format AAAA/MM/JJ. 
• ORDRE_TRI 
- ordre dans lequel les constituants de 1'O.1.S. spécifié doivent être 
triés. 
- attribut de type élémentaire, facu ltatif et simple. 
- le domaine de valeurs est l'ensemble suivant (LIFO, FIFO, 
ALPHABETIQUE, ALPHABETIQUE INVERSE}. 
-134-
• 
24) Entité OPERATION CLASSER (cfr. le point 4.3.3 N) 
• NOM_VARIABLE 
- nom de la variable qui référence l'objet informationnel à classer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à classer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICHIER}. 
• TYPE 
- type de l'objet informationnel à classer. 
- attribut de type élémentaire, facu l tatif et simple. 
- le domaine de valeurs est l 'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à classer. 
- attribut de type élémentaire, facultatif et simpie. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre . 
• NUM_COPIE 
- numéro de copie de l'objet informationnel à classer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• DEST_CLASSE 
- classe de l'objet de informationnel dans lequel on doit classer 
l'objet informationnel spécifié. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble suivant : (DOSSIER, FICHIER, 
PILE}. 
• DEST_TYPE 
- type de l'objet de informationnel dans lequel on doit classer l'objet 
informationnel spécifié. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l 'ensemble des chaînes de caractères 
commençant par une lettre. 
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• DEST_NOM 
- nom de l 'objet de informationnel dans lequel on doit classer l'objet 
informationnel spécifié. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
25) Entité OPERATION RANGER (cfr. le point 4.3.3 0) 
• NOM_ VARIABLE 
- nom de la variable qui référence l'objet informationnel à ranger. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de va leurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à ranger. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l 'ensemble suivant (MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICHIER, PILE} . 
• TYPE 
- type de l'objet informationnel à ranger. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de va leurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à ranger. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie de l'objet informationnel à ranger. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• DEST_CLASSE 
- classe de l'objet de rangement dans lequel on doit ranger l'objet 
informationnel spécifié. 
- attribut de type élémentaire, obligatoire et simple. 




- nom de l'objet de rangement dans lequel on doit ranger l' ob j et 
informationnel spécifié. 
- attribut de type élémentaire, obligatoire et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
26) Entité OPERATION REPLACER (cfr. le point 4.3.3 P) 
• NOM_VARIABLE 
- nom de la variable qui référence l'objet informationnel à replacer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à replacer. 
- attr ibut de type élémentaire, facul tatif et simple. 
- le domaine de valeurs est l'ensemble suivant {MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICHIER, PILE} . 
• TYPE 
- type de l'objet informationnel à replacer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à replacer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie de l'objet informationnel à replacer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres entiers. 
• GR_CLASSE 
- classe du groupe des objets informationnels à replacer. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (MESSAGE, 
FORMULAIRE, DOCUMENT, DOSSIER, FICHIER, PILE} . 
• GR_TYPE 
- type du groupe des objet informationnel à replacer. 
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- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
27) Entité OPERATION DECIDER (cfr. le point 4.3.3 0) 
• NOM_ V AR I ABLE 
nom de la variable qui référence l'objet informationnel à partir 
duquel la décision doit être prise. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de va leurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• CLASSE 
- classe de l'objet informationnel à partir duquel la décision doit être 
prise. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble suivant (FORMULAIRE 1 
DOCUMENT 1 DOSSIER 1 FICHIER}. 
• TYPE 
- type de l'objet informationnel à partir duquel la décision doit être 
prise. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NOM 
- nom de l'objet informationnel à partir duquel la décision doit être 
prise. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
• NUM_COPIE 
- numéro de copie de l'objet informationnel à partir duquel la décision 
doit être prise. 
- attribut de type élémentaire, facultatif et simple. 
- le domaine de valeurs est celui des nombres ent iers. 
• NOM_PARAMETRE 
- nom de la variable qui contienté la réponse entrée par l'utilisateur 
lors de cette opération de prise de déc ision. 
- attribut élémentaire, facultatif et simple. 
- le domaine de valeurs est l'ensemble des chaînes de caractères 
commençant par une lettre. 
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5.4 Les contrôles 
Tout au long de la simulation de la tâche, toute une série de contrôles devra 
être réalisée pour vérifier· l'exactitude des informations manipulées. Le moment 
où les contrôles sont exécutés peut constituer un critère de regroupement de 
ceux-ci. Ainsi, nous obtenons trois groupes de contrôles: 
- les contrôles réalisés sur les spécifications introduites par l'analyste, 
- les contrôles réalisés lors de la mise à jour de la base de données, 
- les contrôles réa 1 isés avant l'exécution d'un composant. 
5.4. 1 Vérification des spécifications de l'analyste 
Lorsque l'analyste a spécifié la tâche qu'il désire simuler, il faut que le 
système vérifie si les spécifications introduites respectent la syntaxe et la 
sémantique du modèle. 
Une bonne spécification est une spécification [BOPI 83] : 
complète : il n'existe pas de composants référencés mais non 
complètement décrits. 
- cohérente : il n'existe pas de contradiction dans la description. 
Nous décrivons dans ce point les contrôles de complétude et de cohérence 
pour chacune des opérations primitives, pour chacune des structures 
d'enchaînement, pour la construction de la tâche et enfin pour la déclaration de 
l'environnement. 
Tant que les spécifications introduites ne respecte pas ces contrôles, 
l'animation graphique de la tâche ne pourra pas commencer et l'analyste devra 
apporter les corrections nécessaires à ses spécifications. 
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A) Les contrôles de complétude 
Une spécification sera dite incomplete si par rapport au modèle de 
spécification, des clauses qui devraient caractériser un composant ne figurent 
pas dans la description de celui-ci. 
1) Complétude des opérations primitives 
La description d'une opération primitive sera complète si l'analyste a 
spécifié au moins toutes les clauses obligatoires et que pour chacune d'elles, il 
a respecté la syntaxe établie au point 4.3. 
2) Comp !étude des structures d'enchaînement 
La description d'une structure d'enchaînement sera complète si l'analyste a 
spécifié au moins toutes les clauses obligatoires et que pour chacune d'elles, il 
a respecté la syntaxe établie au point 4.4. 
3) Complétude de la construction de la tâche 
La description d'une tâche ou d'un sous-schéma sera complète si l'analyste a 
spécifié au moins toutes les clauses obligatoires et que pour chacune d'elles, il 
a respecté la syntaxe établie au point 4.5. 
4) Complétude de la déclaration de l'environnement 
La description d'un objet ou d'une associat ion entre objets sera complète si 
l'analyste a spécifié au moins toutes les clauses obligatoires et que pour 
chacune d'elles, il a respecté la syntaxe établie au point 4.6. 
De plus, le système vérifiera : 
- que l'analyste a bien spécifié un objet bureau, 
- que si l'analyste a créé une boîte IN et/ou une boîte OUT, alors il 
leur a associé une pi le. 
-140 -
B) Les contrôles de cohérence 
Une spécification sera dite non cohérente si elle présente des 
contradictions ou des incompat ibilités vis-à-vis de la dynamique définie dans le 
modèle ou vis-à-vis de ce qui a déjà été décrit. 
1) La cohérence des opérations primitives (cfr. 4.3) 
La syntaxe des opérations primitives telle qu'elle a été établie au point 4.3. 
rend impossible les erreurs de cohérence. 
L'emploi de variables dans les opérations primitives est tout à fait faisable 
à la condition de vérif ier que cette variable a été déclarée soit dans une bouclé 
soit dans une opération primitive enlever: 
2) La cohérence des structures d'enchaînement (cfr. 4.4) 
• La condition 
a) Contrôle de la cohérence pour la clause test de la valeur d'un attribut 
- si on teste un attribut d'un 0.1.S., alors cet attribut ne peut être le 
numéro de copie ( NUM_COPIE). 
- si on teste un attribut d'un 0.1.E., alors cet attribut ne peut être ni 
l'ordre de classement (ORDRE_CLAS) ni l'état du contenu 
(ET AT _CONTENU). 
- si on teste un attribut d'un message, d'un fichier ou d'une pile, 
a lors cet attribut ne peut être le type (TYPE). 
- si on utilise une variable, il faut veiller à ce que celle-ci ait été 
déclarée soit dans une boucle ou soit dans une opération primitive 
enlever: 
b) Contrôle de cohérence pour la clause test de l'a,o,oartenance d'un 01 
- si on teste l'appartenance d'une variable dans une autre variable, 
e Iles ne peuvent pas avoir le même nom. 
- si on utilise une variable, il faut veiller à ce que celle-ci ait été 
déclarée soit dans une boucle soit dans une opération primitive 
enlever: 
c) Contrôle de cohérence pour la clause test de la valeur d'un ,oarametre 
- lors de l'utilisation de cette clause, il faut veiller à ce _que le 
paramètre utilisé ait été déclaré soit dans une opération primitive 
vénf/er soit dans une opération primitive décider: 
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• La boucle 
La syntaxe employée pour la description des critères (cfr. 4.4.3) rend 
impossible les erreurs de cohérence. 
3) Cohérence de la construction de la tâche (cfr. 4.5) 
Nous décrivons maintenant l'ensemble des contrôles à effectuer sur chacun 
des types de composant : tâche, sous-schéma, boucle, condition et opération 
prim i tive. 
- pour chacun des composants, le nom doit être identifiant. 
- pour toutes les clauses DECLENCHE x, le nom x identifie un composant 
existant. 
- pour toutes les clauses DECLENCHEE PAR x, le nom x ident i fie un 
composant existant. 
- tout composant faisant partie d'un sous-schéma ne peut pas déclencher 
la fin d'un autre sous-schéma. 
- tout sous-schéma doit être terminé par au moins un composant. 
- il doit y avoir correspondance entre les composants déclenchés : 
Composant 1 Composant 2 
DECLENCHE Composant 2 DECLENCHEE PAR Composant 1 
4) Cohérence de la déclaration de l'environnement 
a) Cohérence des objets créés 
• Pour la déclaration d'un objet informationnel : 
- l 'objet qui est crée ne peut pas déjà exister, 
- si l'objet créé est un 0.1.E., alors la clause AVEC ORDRE DE 
CLASSEMENT doit être omise. 
- si l'objet créé est une pile alors l'ordre de classement doit être 
/1/0. 
• Pour la création d'un objet de rangement: 
- l'obj et qui est créé ne peut pas déjà exister, 
• Pour la création d'un outil de travail ou d'un objet d'interface : 
- un et un seul objet peut être créé (par exemple, il ne peut y avoir 
qu'un seul téléphone) 
• Une table de travail doit avoir été déclarée. 
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• 
b) Cohérence des associations créées entre les objets 
' 
• Pour la création d'une association de rangement, l'objet de rangement 
et l'objet informationnel doivent exister. 
• Pour la création d'une association de classement, les deux objets 
informationnels doivent exister. 
• Pour la création d'une association de composition : 
- tout tiroir doit se trouver dans une armoire, 
- toute farde doit se trouver soit dans une boîte, dans un t iroir ou 
dans une étaqère, 
- toute boîte doit se trouver dans une étagère. 
• Si une boîte IN ou une boîte OUT a été déclarée, alors il doit leur être 
associée une pi le. 
Un contrôle de cohérence supp lémentaire à effectuer est de vérifier que tout 
objet informat ionnel créé doit participer à une et une seule des trois 
associations suivantes : 
- une association de classement, 
- une association d'interface, 
- une association de rangement. 
5.4.2 Contrôles effectués lors de la mise à jour de la base de données 
Les contrôles effectués lors de la mise à jour de la base de données servent 
à vérifier que la base de données reste dans un état cohérent. La base de données 
sera dans un état cohérent si toutes les contraintes d'intégrité qui ont été 
définies sur el le sont respectées. 
5.4.3 Contrôles effectués avant l'exécution d'un composant 
Lorsque le système est prêt à exécuter un composant, il faut encore vérifier 
que les objets manipulés par ce composant existent dans le système. Ces 
contrôles ne peuvent s'exécuter à un autre moment car la base de données est 
continuellement mise à jour lors de la simulation de la tâche. De ce fait 




La définition du langage telle qu'elle a été faite au chapitre 4, rend la 
représentation de celui-ci dans une base de données très facile. 
La notion de type et d'occurrence étant présente dans cette définit ion avec 
les notions de type de composantet de composant, leur représentation peut se 
faire au moyen de types d'enti t é. De plus comme chaque composant possède un 
nom qui l'identifie, leur représentation en tant qu'occurrence est facile. 
L'exécution de la tâche étant une suite de déclenchements entre composants, 
la mémorisation de l'ordre d'exécution de la tâche est facile grâce à ces 
relations de déclencllement 
La syntaxe de toutes les phrases étant établie, il est possible de 
déterminer, pour une phrase, quels sont les informations que l'analyste pourra 
introduire. Cette liste faite, il est alors possible de représenter cette 
information au moyen d'attributs. 
Le chapitre suivant est destiné à présenter l'animation graphique des tâches 




CHAPITRE 6 : LE GRAPHISME 
L'emploi d'un outil d'animation graphique pour la simulation des tâches de 
bureau constitue l'or1g1na11té du mémoire et donc du projet dans lequel il 
s'insère. C'est pourquoi arrivés à ce stade de l'analyse, nous consacrons un 
chapitre au graphisme. 
Nous commençons par une introduction qui explique quelles sont les 
raisons qui sont à la source de l'emploi du graphisme. La justification étant 
donnée, nous expliquons ensuite comment nous créons la simulation graphique 
d'une tâche de façon générale et par après la description graphique de chaque 
opération primitive. Pour terminer, nous décrivons l'information qu'il faut 
ajouter au système d'information pour pouvo ir gérer le graphisme. 
6. 1 Introduction 
• L'informatique fait donc de plus en plus intrusion dans les environnements 
de bureau. Avec elle, toute une série de machines de très haute technologie sont 
proposées aux employés de bureau. Cette confrontation de l'homme avec la 
machine ne se fait pas sans poser d'innombrables problèmes sociaux et 
psychologiques dûs aux boulversements entraînés par ces machines dans le 
travai 1 de bureau. 
De plus l'emploi d'un ordinateur par une personne dont l'informatique n'est 
pas la spécialité n·est pas du tout chose faci le. La plupart des logiciels proposés 
à ces utilisateurs ont généralement été conçus sans leur demander conseils et 
ensuite s·accompagnent d'un mode d'emploi lourd, mal fait et qui ne sert à rien 
sinon à décourager l'uti l isateur. 
Pour faire comprendre un logiciel à un util isateur, ce n'est donc pas en 
écrivant de beaux manuels d'emploi après la réalisation du logiciel que l'on peut 
espérer y arriver. C'est au moment de la conception du logiciel et de ses 
interfaces qu'il faut y penser. La règle d'or dans ce domaine serait : "mieux 
l'interface est conçue et moins la documentation est nécessaire". [CLAN 83]. 
Pour amél iorer les interfaces des logiciels toute une série de techniques 
ont été proposées en vue de mettre sur pied des systèmes user-fr/end/y En 
guise de parenthèse, W.J. Raduchel dans [RADU 84] donne la définition suivante à 
propos des systèmes user-friendly : "un système user-friendly aide à produire 
des solutions précises dans un temps plus court et à des coûts moins élevés que 
d'autres solutions alternatives." En effet des systèmes user-friendly ou 
conviviaux sont faclles à utiliser et leur apprentissage est aussi très simple. 
Dans le domaine de l'interfaçage, la technique la plus intéressante est sans 
nul doute l'emploi du graphisme. 11 permet, en effet, de reproduire (de dessiner) 
à l'écran des figures qui représentent des objets physiques du bureau; c·est ce 
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qu'on appellera des Jcônes. L'ut111sateur se trouve alors en face d'un écran où 
sont dessinés tous les objets qu·11 conna1t et par la sélection de l'un d'entre eux, 
il peut exécuter certains travaux : c·est ce qu·on appele la métaphore du bureau 
( desktOJ} metaJ}!JOr) [CLAN 83] et [WARF 83, article de G.M White]. 
Ce principe de la métaphore du bureau a été imaginée par le Dr. Alan Kay 
dans le cadre d'un principe plus général qui est la métaphore physique de 
l'ordinateur (JJ!J)lslcal metaf}/Jor of computlng ). C'est ainsi que Alan Kay peut 
être considéré comme le père Intellectuel des systèmes Xérox Star ou Apple 
Lisa qui s· inspirent directement de ses théories. Pour lui, l'utilisateur a de 
meilleures 1ntu1t 1ons, sur les poss1b111 tés qui lul sont offertes, en regardant 
des objets qu'il conna1t dessinés à l'écran. Ainsi, sl l'utilisateur volt sur l'écran 
deux symboles qui représentent deux feuilles de papier se recouvrant 
partiellement, il pourra en déduire facilement qu'il doit être possible de mettre 
en avant plan la feuille qui se trouvait en arrière plan et cela sans connaître au 
préalable les possibi 1 i tés réel les du système. 
Notre mémoire s'inspire directement de ce principe en présentant à 
l'utilisateur l'exécution d'une de ses tâches sur des symboles (icônes) qui 
représentent des objets physiques de son bureau et qu'il connait très bien. Une 
telle simulation sera plus intuitive et plus compréhensible pour lui qu·un 
dossier d'un certain volume écrit par des informaticiens dans un langage pas 
toujours très compréhensible. 
Le mémoire que nous réalisons, s'il s'inspire de la métaphore du bureau, va 
encore plus loin puisque non seulement nous recréons l'environnement de travail 
de l'utilisateur mais en plus, nous l'animons ! 
6.2 Description du type d'an1mat100 choisi 
Nous exposons lei certains choix qui ont été faits du point de vue de 
l'animation graphique. Lors de l'évaluation du prototype, il s'agira d'examiner 
ces choix et de voir s'ils ont été pertinents ou non et éventuellement de les 
remettre en cause pour une évolution future du prototype. 
Nous prenons l'option de nous limiter à une animation graphique en deux 
dimensions plutôt qu'une animation graphique en trois dimensions. Les raisons 
principales ont été d'une part le manque d'outil permettant une animation 
tri-dimensionne 1 le efficace et bon marché et d'autre part la comp léxité de 
celle-ci. 
Ce choix va avoir des conséquences tant au niveau de la représentation des 
objets que de l'animation des opérations primitives. 
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6.2.1 Représentation graphiaue ctes objets 
Chaque type d'objet est représenté par une icône qui lui est propre Ccfr. 
f igure 6. 1 à 6.4). 
D [J (J 
Formulaire Document Dossier F1ch1er Pile 
Fig 6 I .- !cdnes reorésentant les obiets informat/onnels 
Armoire Etagère Tiroir Boîte Farde 
Fig, 6 2 .- lames reorésentant les obiets de rangement 
1 'tt8 
Poubelle Téléphone Boîte in Boîte out 
Fig 6.J .- !@es reorésentél/7t les 01J.,1ets d'interface 
~ 
Table de travail Photocopieuse 
Fig. 6 4 .- Icones reorésentant les out ils de travail 
6.2.2 Ani mat ion graphique des objets 
Au niveau de l'animation graphique portant sur les objets, on peut la 
scinder en deux parties : 
• la simulation du flux informationnel précédant et su ivant l'opération 
primitive. Exemple : amener un formulaire sur la table de travail avant de le 
compléter. Cette partie sera simulée par un déplacement d'une icône 
représentant l'objet i nf ormat i onne l concerné. 
• la simulat ion de l'opération primitive proprement di te qui est quant à 
el le simulée par un agrandissement de l'icône représentant l'objet 
informationnel et ensuite par une animation sur cet agrandissement. Exemple : 
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agrand1ssement d'un formula1re et s1mulation de son comp lètement champ par 
champ. Nous dénommons cette partie par le terme de zoom Cette partie 
n'interviendra que lorsque l'objet informationnel sera sur la table de travail. 
Certaines opérations, de par leur nature, ne nécessitera qu'une simulation 
du flux informationnel (exemple : destruct1on d'un formulaire) tandis que 
d'autres ne nécessitera qu'un agrandissement (exemple : consultation d'un 
formulaire qu1 se trouve déjà sur la table de travaiD. 
6.3 Descript1on graphique des opération primit1ves 
Dans ce po1nt, nous exposons de manière préc1se une opération primitive et 
ensuite, nous décrivons les autres de manière plus succinte. 
6.3. J Descript ion précise d'une opération primitive 
Nous avons choisi d'exposer ic1, de manière précise. l'opérat ion de 
récept ion d'un message par le téléphone. 
1ère étape : le téléphone sonne. 
2ème étape : le téléphone est décroché. 
,l~t 
0 ~ . 
3ème étape : un message apparaît et suit le fil du téléphone . 
• 
4ème étape : le message est déposé près du téléphone si l'utilisateur 
garde une trace écrite de la conversation. 
D 
-149-
Sème étape : le téléphone est raccroché. 
6.3.2 Description succincte des opérations primitives 
A) L'opération de création 
- l'ob_iet informationnel à créer apparaît à l'endroit de l'écran marqué 
par le symbole NEW et se dirige vers la table de travail. 
- un zoom est effectué afin de simuler l'opération proprement di te·. 
- le zoom se termine et l'objet informationnel est déposé sur la table de 
travail. 
B) L'opération de reproduction 
- l'objet informationnel à reproduire sort de son lieu de rangement ou de 
classement et se dirige vers la photocopieuse. 
- les copies sortent une à une. 
- l'original et les copies sont déposées sur la photocopieuse. 
C) L'opération de réception 
a) réception par la BOITE IN 
- la porte s'ouvre, l'objet informationnel à recevoir apparaît, la porte se 
referme. 
- l'objet informationnel se dirige vers la boîte IN. 
- l'objet informationnel est déposé au sommet de la pile de la boîte IN. 
b) réception d'un message par le téléphone 
- le téléphone sonne et est décroché. 
- un message apparaît au bout du fil du téléphone et se dirige vers 
celui-ci. 
- le téléphone est raccroché et le message est déposé près du téléphone. 
D) L'opération de communication 
a) communication par la BOITE OUT 
- l'objet informationnel à communiquer sort de son lieu de rangement ou 
de classement et se dirige vers la BOITE OUT. 
- l'objet informationnel est déposé au sommet de la pile de la BOITE OUT 
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b) communication d'un messaoe par Je téléphone 
- si une source écrite est spécifiée, alors celle-ci sort de son lieu de 
rangement ou de classement et se dirige vers le téléphone. 
- le téléphone est décroché, un message apparaît près de celui-ci et 
s'éloigne en suivant le fil du téléphone. 
- si une source écrite a été utilisée, celle-ci retourne dans son lieu de 
rangement ou de classement. 
- le téléphone est raccroché. 
E) L'opération de consu1tat1on 
- l'objet 1nformationnel à consulter sort de son lieu de rangement ou de 
classement et se dirige vers la table de travail. 
- un zoom est effectué af1n de simuler l'opération proprement dite. Un 
squelette dépendant du type d'objet informationnel consulté apparaît à 
l'écran de même que ses attributs. 
- le zoom se termine et l'objet informationnel est déposé sur la table de 
travail . 
F) L'opération de reu111etage 
- l'objet informationnel à feuilleter sort de son lieu de rangement ou de 
classement et se dirige vers la table de travail. 
- un zoom est effectué afin de simuler l'opération proprement dite. La 
liste des constituants de l'objet informationnel à feuilleter apparaît à 
l'écran, de même que ses attributs. 
- le zoom se termine et l'objet informationnel est déposé sur la table de 
trava1 l. 
G) L'ooérat100 d'enlèvement 
- on sort la pi le concernée de son l 1eu de rangement ou de classement 
- on en lève le premier élément de ce t te pi le. 
- la pile est remise à sa place. 
- le premier élément se dirige vers la table de trava11 et est déposé sur 
celle-ci . 
H) L'opération de mod1f tcat ion 
- l'objet informationnel à modifier sort de son lieu de rangement ou de 
classement et se dirige vers la table de travail. 
- si un message brouillon est ut11isé, alors celui-ci sort de son lieu de 
rangement ou de classement et se dirige vers la table de travail. 
- un zoom est effectué afin de simuler l'opération proprement dite. Un 
squelette dépendant du type d'objet informationnel à modifier apparaît 
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à l'écran de même que ses attributs. 
- le zoom se term1ne et l'objet informationnel est déposé sur 1a table de 
travail, de même que le brouillon éventuel. 
1) L'opération de complètement 
- l'objet informationnel à complèter sort de son lieu de rangement ou de 
classement et se dirige vers la table de travail. 
- un zoom est effectué afin de s1mu ler l'opération proprement d1te. Un 
squelette dépendant du type d'objet informationnel à complèter 
apparaît à l'écran de même que ses attributs. 
- le zoom se termine et l'objet informat1onnel est déposé sur la table de 
travail. 
J) L'opération de vér1r1cat1on 
- l'objet inf ormat ionne l à vérifier sort de son lieu de rangement ou de 
classement et se dirige vers la table de travail. 
- un zoom est effectué afin de simuler l'opération proprement dite. Un 
squelette dépendant du type d'objet informationnel à vérifier apparaît 
à l'écran de même que ses attributs. 
- l'utilisateur entre sa réponse concernant la complétude ou non de 
l'objet informationnel à vérifier. 
- le zoom se termine et l'objet informationnel est déposé sur la table de 
travail. 
K) L'opérat1on de <2estruct1on 
- l'objet informationnel à détruire sort de son lieu de rangement ou de 
classement et se dirige vers la poubelle. 
- la poubelle s·ouvre, l'objet informationnel disparaît et la poubelle se 
referme. 
u L'opération d'archivage 
• 
- l'objet informationnel à archiver sort de son lieu de rangement ou de 
classement et se dirige vers la boîte d'archivage. 
- l'objet informationnel est déposé dans la boîte d'arch1vage. 
M) L'opérat100 de tr1 
- l'objet informationnel à trier sort de son 11eu de rangement ou de 
classement et se dirige vers la table de travail. 
- un zoom est effectué afin de simuler l'opération proprement dite. La 
liste des const1tuants de l'objet 1nformationnel à trier apparaît à 





ordre de classement que lui confère l'opérat1on. 
- le zoom se termine et l'objet informationnel est déposé sur la table de 
travai 1. 
N) L'opération de classement 
- l'objet informationnel à classer sort de son lieu de rangement ou de 
classement. 
- 11 se d1rlge vers le l1eu de rangement de l'objet 1nformat1onnel dans 
lequel 11 do1t être classé. 
- l'objet dans lequel do1t être classé l'objet 1nformationnel sort de son 
lieu de rangement, on y dépose l'objet à classer. 
- l'objet dans lequel on v1ent de classer retourne dans son lieu de 
rangement. 
O) L'opération de rangement 
- l'objet informationnel à ranger sort de son lieu de rangement ou de 
classement. 
- il se dirige vers le lieu de rangement dans lequel il doit être rangé. 
P) L'opération de replacement 
- les uns après les autres, les ob jets informationnels à replacer se 
dirigent vers leur dernier lieu de rangement ou de classement. 
O) L'opération de déctston 
- l'objet informat1onnel à part1r duquel la déc1s1on do1t être pr1se, sort 
de son l 1eu de rangement ou de classement et se dirige vers la table de 
trava11. 
- un zoom est effectué afin de simuler l'opération proprement dite. Un 
squelette dépendant du type d'objet 1nformationnel apparaît à l'écran 
de même que ses attributs. 
- l'ut i 1 isateur entre sa réponse concernant la décision à prendre. 
- le zoom se termine et l'objet 1nformatlonnel est déposé sur la table de 
travai 1. 
6.4 conséquences sur le schéma concep tuel du bureau 
11 faut modifier le schéma conceptuel du bureau de telle manière que le 
système a1t à sa dlspos1tlon toute 1'1nformat1on nécessaire pour le gestion de 
l'animation des icônes à l'écran. Cette information lui permettra de connaître 
pour chaque objet, l'emplacement de son icône à l'écran et les dimensions de 
celle-ci . 
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Nous convenons que 1es objets 1nrormat10nne1s n·appara1ssem pas a recran 
entre deux opérations primitives et ce, pour des raisons de clareté. l l ne sera 
donc pas nécessaire d'ajouter des attributs à l'entité INFORMATION. 
Pour les entités OBJET _RANGEMENT, OBJET _INTERFACE, OUT! L_ TRAVAIL, 
l'emplacement et les dimensions d'une icône y sont mémorisés sous la forme de 
quatres attr1buts : X 1, Y 1, X2, Y2 (cfr. figure 6.5). 
OBJET OBJET OUTIL 
RANGEMENT INTERFACE DE TRAVAIL 
Xl, Yl Xl, Yl X 1, Yl 
X2,Y2 X2,Y2 X2,Y2 
+ autres + autres + autres 
attributs attributs attributs 
Fig 65 : Attributs grao/Jiques ajoutés aux entites 
Le couple (X 1,Y 1) spécifie le coin supérieur gauche de l'icône à l'écran : 
- X 1 représente l'abscisse du point (X 1,Y 1 ). 
- Y 1 représente l'ordonnée du point (X 1,Y 1 ). 
Le couple (X2,Y2) spécifie le coin inférieur droit de l'icône à l'écran 
- X2 représente l'abscisse du point (X2,Y2). 
- Y2 représente l'ordonnée du point (X2,Y2). 
Nous imposons comme contrainte que les couples (Xl,Yl) et (X2,Y2) 
spécifient un point de l'écran. 
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Chapitre 7 




CHAPITRE 7: IMPLEMENTATION DU PROTOTYPE 
7.1 Introduction 
Ce chapitre est destiné à la description de notre implémentation de 
l'animation graphique des tâches de bureau. Nous précisons de suite que cette 
description sera la plus intuitive possible, de manière à donner au lecteur une 
vision globale de l'implémentation que nous proposons et cela sans rentrer dans 
des détails techniques inutiles pour le moment. Le développement complet du 
module SIMULATION est donné en annexe. Les autres modules qui seront 
présentés ci-dessous ne seront pas implémentés. 
7.2 La découpe logique de l'application 
Lorsque l'analyste désire réaliser la simulation graphique d'une tâche de 
bureau, il doit veiller à deux choses. Premièrement, pour un bon déroulement de 
la tâche, il faut que tous les objets du bureau soient définis dans le système. 
Deuxièmement, il faut que la tâche qu'il veut exécuter soit également définie 
correctement dans le système. 
Ainsi, avant de commencer l'app 1 ication, il pourra éventuellement mettre à 
jour l'environnement du bureau en ajoutant des objets dont sa tâche aura besoin 
ou en supprimant d'autres objets et il pourra également introduire le texte de sa 
tâche. L'utilisation d'un langage non procédural, rappelons-le, lui permettra 
d'introduire ses différentes phrases dans un ordre quelconque. 
De façon à éviter une exécution d'une tâche erronée, dès le départ le système 
effectuera le maximum de contrôles sur le texte introduit par l'analyste. Les 
erreurs éventuelles lui étant signalées. Les contrôles effectués sont ceux 
décrits au point 5.4 . 
Lorsque le système ne détectera plus d'erreurs, la simulation graphique 
pourra alors débuter. 
• L'architecture logique reprenant ces différentes notions est donnée à la 
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7.2.1 Le modu le CONTROLEUR 
Le module CONTROLEUR prend en charge l'exécution complète de la 
simulation. 11 doit demander à l 'analyste ce qu'il veut faire : 
- encoder une tâche, 
- mettre à jour l'environnement du bureau, 
- exécuter une tâche. 
Si l'analyste veut exécuter une tâche, le CONTROLEUR doit veiller à ce 
qu'elle ait été contrôlée au préalable. 
7.2.2 Le module CHARGEMENT 
Le module chargement doit sa1s1r les informat ions introduites par 
l'analyste. Ces informations peuvent être de deux types : 
- soit, l'analyste met à jour l'environnement du bureau et le module 
CHARGEMENT doit les mémoriser dans la base de données du bureau. 
- soit, l 'analyste encode une tâche et le module CHARGEMENT doit 
mémoriser les informations introduites dans la base de données du 
langage. Si l'analyste le désire, il peut demander au système de 
contrôler les informations au fur et à mesure qu'il les introduit. 
7.2.3 Le module CONTROLES 
Le module CONTROLES doit pouvoir contrôler deux choses : 
- soit un sous-ensemble de phrases introduites par l'analyste concernant 
une tâche spécifiée, 
- soit l'ensemble des informations concernant une tâche spécifiée. 
Si des erreurs sont détectées, le module CONTROLES le signalera au module 
qui l 'utilise. 
7.2.4 Le module GESTION BD 
Le module GESTION BD est chargé de prendre en compte toutes les demandes 
d'accès au système d'information qui peuvent lui parvenir. Ce module est le seul 
qui connaisse les détails d'implémentation du S.G.D. (Système de Gestion de 
Données) ut i 1 isé. 
7.2.5 Le module MESSAGE ERREUR 
Le module MESSAGE ERREUR doit afficher à l'écran le message d'erreur 
correspondant au code qui lui est transmis. 
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7.2.6 Le module SORTIE ECRAN 
Le module SORTIE ECRAN est le seul qui a des interactions avec le terminal 
de l 'analyste. C'est lui notamment qui conna it le logiciel qui gère le graphisme. 
7.2.7 Le module SIMULATION 
Le module SIMULATION reçoit le contrôle du module CONTROLEUR lorsque 
l'analyste veut simuler une tâche et cette tâche a été jugée correcte par le 
module CONTROLES. Le module SIMULATION est le seul que nous implémenterons 
car il se trouve être le plus pertinent pour notre travail. C'est lui qui permettra 
d'évaluer le caractère faisable ou non du projet tel qu'il a été défini au 
chapitre 1. 
Etant le plus important, nous le décrivons plus complètement tout en évitant 
les détails. Les spécifications complètes du module SIMULATION se trouvent en 
annexe (annexe 2 et annexe 3). 
Le travail de ce module peut se résumer en quatre fonctions : 
- il doit rechercher dans la base de données du langage l'opération 
suivante qui doit être simulée, 
- il doit procéder sur cette opération primitive, les contrôles qui n'ont 
pu être réalisés par le module CONTROLES, 
- il doit mettre à jour la base de données du bureau d'après le type et les 
informations de l'opération simulée, 
- il doit simuler graphiquement l'opération primitive à l'écran. 
Ces quatres fonctions sont réalisées respectivement par les modules 
SEQUENCEUR, CONTROLES_A_PRIORI, MANI PULATION_BD et GRAPHIQUE. 


































Le fonctionnement du module SIMULATION repose sur le module SEQUENCEUR 
qui est chargé de retrouver l'opération primitive qui do i t être simulée à un 
instant donné. L'originalité de ce module est l'abstraction qu'il fait sur les 
composants boucle, condition, sous-schéma et tâche. De cette façon, le module 
SIMULATION doit juste lui demandé : Oo1717ez moi l'opératiol7 primitive suival7te é. 
simuler . A quoi, le module SEQUENCEUR répond soit par: 
- l'opération primitive suivante à simuler, 
- le message : C'est la fil7 de la tâc/Je car il 17'y a plus d'opératior. 
primitive a simuler: 
L'architecture logique du module SEQUENCEUR est donné à la figure 7.3 ; il 
n'est pas utile de décrire ici chacun des modules qui y interviennent car ils sont 
spécifiés en annexe (annexe 3). 
Toutes les structures de données en C, de même que toutes les constantes 
utilisées dans les programmes sont décrits à l'annexe 2. La transformation des 
schémas entité-association, exposés dans ce mémoire, en schémas conformes 
au S.G.D. (Système de Gestion de Données) est décrite à l'annexe 4. La 
représentation des structures est donnée à l'annexe 5. Enfin, pour terminer les 
annexes, les programmes résultant de l'implémentation du séquenceur sont 
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CHAPITRE 8: CONCLUSION 
Dans cette conclusion, nous nous proposons d'établir une synthèse du travail 
réalisé dans ce mémoire. Nous évaluerons égalemment le graphisme et le modèle 
' de représentation de données que nous avons ut i 1 isés. Nous terminerons cette 
conclusion en donnant les perspectives possibles pour la suite du projet ainsi 
qu'une évaluation de notre langage de description de tâche de bureau . 
8. 1 Synthèse 
Le problème de la communication entre une personne travaillant dans un 
bureau et un informaticien chargé d'automatiser totalement ou partiellement le 
travail de cette personne constitue la base du projet dans lequel s'insère notre 
travai 1. 
Ce projet propose à l'analyste un outil de spécification de tâches de bureau 
ainsi qu'un simulateur graphique qui serviront à montrer à l'utilisateur : 
- d'une part la vision que l'analyste a du travail de l'utilisateur, 
- d'autre part, l'impact qu'aura l'automatisation proposée de ce travail. 
Cette mise au point des spécifications ne se faisant pas du premier coup, 
des retours en arrière seront fréquents: l'utilisateur détecte des erreurs ou des 
inconforts dans ce qui lui est montré et l'analyste doit les corriger. Cette 
méthode de travail peut être améliorée en recourant au prototypage: l'analyste 
construit un prototype des tâches de l'utilisateur et ce dernier évalue la qualité 
de ce prototype grâce à l'animation graphique proposée. 
Pour construire ce prototype, nous avons dû successivement analyser les 
objets présents dans le bureau (chapitre 3) et définir un langage non procédural 
de haut niveau (chapitre 4). Ce langage fournit à l'analyste un moyen de décrire 
les objets et les traitements pouvant être fa i ts sur ceux-ci. 
Si l'originalité et le point important de ce travail est l'animation 
graphique, elle ne constitue cependant qu'une interface, les cinq premiers 
chapitres constituant l'analyse et la modél isation de ce que le graphisme va 
montrer. C'est donc seulement dans le chapitre 6 que nous présentons le 
graphisme. Nous y introduisons la technique d'animation choisie ainsi que la 
description graphique de chacune des opérations primitives. 
Nous terminons ce mémoire par un chapitre consacré à l'implémentation que 














8.2.1 Le modèle Entité-Association et les langages orientés objets 
L'utilisation du modèle entité-association a été de pure convenance. 11 
serait peut-être plus intéressant de travailler complètement avec les langages 
orientés objets car l'analyse du problème s'y prête bien. De plus, ces langages 
offrent généralement des mécanismes d'ajout de nouveaux objets et d'opérations 
primitives s'appliquant à ceux-ci, ce qui sera utile pour l'extension de notre 
travai 1 (cfr. infra 8.3.3). 
8.2.2 Evaluation de notre langage 
Certaines I imites de notre langage ne nous sont apparues qu'au moment de 
l'implémentation. 11 nous semble indispensable de les citer : 
- il n'est pas possible de dupliquer facilement un objet informationnel 
structurant (dossier, fichier, pile) si ce n'est au moyen d'artifices peu 
élégants (cfr. annexe 1, exemple 3). 
- il n'est pas possible de ranger quelque chose dans la table de travail, ce 
qui semble assez pauvre pour respecter la réalité . 
Ce sont deux limites de notre langage de description de tâche de bureau. 
Toutefois, ceci semble normal dans la mesure où nous n'avons jamais prétendu 
être exhaustifs puisque nous nous situons dans une approche par prototypage . 
La faisabilité d'implémentation d'un outil utilisant un tel langage a 
cependant été montrée au chapitre 7. 
8.2.3 Evaluation du graphisme utilisé 
Le graphisme constitue le point le plus important du projet. La modélisation 
du bureau peut être aussi complète que possible, si l'interface graphique n'est 
pas performante, le projet est irréalisable. L'outil graphique doit être 
suffisamment précis pour montrer un maximum de détails à l'utilisateur. En 
effet, sur l'écran tous les objets de bureau doivent pouvoir être dessinés et 
identifiés par l'utilisateur. 
11 faut non seulement représenter les objets du bureau mais leur disposltion 
à l'écran est certainement tout aussi importante. L'utilisateur doit se trouver 
confronté à quelque chose de famillier et qu'il doit pouvoir identifier avec 
précision. Il faudrait donc prévoir la possibilité pour l'analyste de définir 
l'emplacement des différents objets à l'écran. Dans cet ordre d'idée, il ne s'agit 
pas non plus de représenter les armoires du bureau symboliquement par une 
seule armoire dessinée à l'écran. 11 faut également représenter tous les tiroirs 
des armoires et l'utilisateur doit pouvoir les identifier. 
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La réussite de ce projet dépend en majeure partie de la précision avec 
laquelle la simulation graphique est faite. En effet, ce projet est destiné à 
réduire le problème de la communication; il ne s'agit donc pas de noyer 
l'utilisateur dans une représentation de son bureau qu'il ne reconnait pas. 
L'implémentation, réalisée avec le logiciel MS-WINDOWS, semble indiquer 
d'une part, que cet outil n'a pas été conçu pour de l'animation graphique pure 
• mais plutôt pour la gestion de fenêtres et que d'autre part, que le type 
d'animation choisi, le déplacement d'icônes, n'est pas ce qu'il y a de plus parlant 
pour l'utilisateur. 
8.3 Perspectives 
Le travail réalisé dans ce mémoire ne constitue qu'un prototype d'une 
animation graphique de tâches de bureau. 11 a pour objectif de réaliser une 
première étude dans un domaine encore fort peu exploré actuellement. Cette 
• première approche aura permis de découvrir certains domaines qu'il serait 
intéressant d'approfondir. Nous citons les principaux ci-dessous. 
• 
• 
8.3.1 Communication entre tâches 
Dans notre modèle, l'envoi ou la réception d'informations se fait par les 
boîtes IN et OUT. Cependant, dans notre cas, cette information reste associée à 
ces boîtes. Dans la réalité, l'information est destinée à être envoyée ou reçue 
respectivement vers l'extérieur ou de l'extérieur du bureau 11 serait donc 
intéressant de modéliser la communication d'informations entre tâches. 
Rappelons que nous n'avions envisagé que la participation d'une seule 
personne à la réalisation d'une tâche. Dans le cas où une ou plusieurs personnes 
travaillent à une même tâche de bureau, nous proposons de modé 1 iser ce travai 1 
par une communication entre tâche. Chacune des personnes contribuant à 
réaliser la tâche commune en exécutant sa propre tâche, c'est-à-dire le travail 
qui lui est imparti. Une tâche est donc liée au concept de personne plutôt qu'à 
celui de bureau. Elle représente le travail réalisé par une personne dans un 
bureau . 
Ces deux aspects montrent que la communication entre tâches est 
importante à réaliser. A partir de notre modélisation, la solution suivante 
pourrait être proposée. Celle-ci n'a pas été approfondie et ne constitue qu'une 




a) Communication écrite 
TACHE est OBJET- se OBJET-
utilisé INTERFACE Contient trOUV' INFORMAT. 
Possèœ/ POSSEDE \par / CONTIENT \dans 
0-N \ / 1-N 0-N \ / 0-1 
Fig 8. I : Modélisation de la communication écrite 
La figure 8.1 montre comment la communication d'informations entre tâches 
pourrait être résolue. Chaque tâche décrite dans le système est associée à ses 
objets d'interface. Dans le cas d'une communication écrite, ces objets seraient 
la boîte IN et la boîte OUT. 
Une tâche désirant communiquer un objet informationnel à une autre tâche 
va simplement le déposer dans la boîte IN de cette dernière tâche. Cette 
communication pouvant se faire directement ou via la boîte OUT de la tâche 
émettrice . 
Cette solution pourrait être gérée par les opérations primitives suivantes: 
- retirer un objet informationnel de la boîte IN, 
- déposer un objet informationnel dans la boîte IN d'une autre tâche, 
- déposer un objet informationnel dans la boîte OUT de la tâche, 
- transmettre le contenu de la boîte OUT vers les boîtes IN des tâches 
destina tri ces. 
b) La communication orale 
Bien que rarement utilisée de manière systématique, nous apportons 
maintenant un élément de solution concernant la communication orale. 
TACHE est TELEPHONE est OBJET-
utilisé reçu INFORMAT. 
Pœ'3i»J/ POSSEDE \par Rr:r;oit/ RECOIT \ par 
0-1 \ / 1-N 0-N \ Statut / 0-1 
Fig 82 : Modélisation de la communication orale 
Le traitement des échanges téléphoniques entre tâches pourrait se résoudre 
de la même manière que pour la communication écrite. La figure 8.2 montre que 
chaque tâche est associée à son téléphone. Lorsqu'une tâche envoie un message 





dernière tâche avec le statut EN ATTENTE. Cela signifie qu'un message est arrivé 
mais qu'il n'est pas encore traité. Dans la réalité, cela équivaut au téléphone qui 
sonne . 
La tâche réceptrice d'un tel message peut le traiter et el le peut soit : 
- le détruire s'il n'y a pas de trace écrite conservée dans le bureau, 
- le conserver associé au téléphone avec le statut RECU. Ce cas modélise 
une conversation téléphonique avec trace écrite. 
Cette solution pourrait être gérée par les opérations primitives suivantes : 
- recevoir un message téléphonique avec ou sans trace écrite, 
- envoyer un message téléphonique. 
8.3.2 L'enchaînement de tâches 
La communication entre tâches induit que plusieurs tâches doivent être 
décrites dans le système et qu'il y a un certa in enchaînement entre ces tâches. 
La modélisation de cet enchaînement devrait permettre une simulation d'une 
exécution parallèle des tâches : il y aurait une exécution concurrente entre les 
tâches. Ainsi, chaque tâche pourrait être soit : 
- dans l'état actif : la tâche s'exécute (une seule tâche est active à un 
instant donné), 
- dans l'état inactif : la tâche n'a pas commencé son exécution ou l'a 
terminée, 
- dans l'état interrompu : la tâche a passé la main à une autre tâche. 
Pour chaque tâche décrite dans cet enchaînement, il faudrait en plus donner: 
- la précondition de déclenchement de la tâche : exprime la ou les 
conditions qui doivent être remp l ies pour que la tâche puisse 
commencer son exécution. Exemple : attendre que tel message soit reçu 
ou que telle tâche ait terminé son exécution. 
- la postcondition d'arrêt : exprime la condition d'arrêt de la tâche. 
Exemple : à la fin de cette tâche, le dossier de l'étudiant est dans l'état 
VERIFIE. Lorsque cette condition est remplie, la tâche est soit 
terminée et passe de l'état actif à celui d'inactif soit elle est 
interrompue et elle passe alors de l'état actif à celui d'interrompue. 
Cette condition pourrait être exprimée sous forme d'intervalle 
spécifiant après quelle partie de la tâche, celle-ci peut être 
interrompue. 
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Dans la modélisation de notre langage (cfr. figure 5.1 ), cet enchaînement 
peut facilement y être ajouté comme i ! lustré à la figure 8.3. 
DECLENCHE 
est 
déclenche 0-1 œclenché 0-N 
est par 
œclenché 
est se déclench DECLENCHE par CONDITION SOUS-TACHE TACHE partie décompose ou 0-1 0-N œ DECOMPOSE en BOUCLE est 
Intervalle 1-1 1-N Etat déclenché par DECLENCHE 
0-N 
SCHEMA DE LA FIGURE 5. 1 
Fig 83.- Modélisation de l'enc/JaÎnement de tâc/Jes 
8.3.3 La généralisation 
Le modèle de bureau développé dans ce mémoire est inévitablement 
incomplet car il est difficile sinon imposs ible d'envisager tous les objets de 
bureau, tous les objets informationnels ainsi que toutes les opérations 
primitives pouvant être réalisées sur ces objets. Dès lors un mécanisme de 
généralisation des objets et des opérations serait intéressant. Par exemple, si 
l'analyste veut travailler avec un objet x qui n'est pas décrit dans notre modèle, 
il doit pouvoir le créer ainsi que le type auquel cet objet appartient. 
Ce problème est très complexe à résoudre car il faut travailler à un niveau 
supérieur avec un meta-Jangage. Grâce à ce meta-langage, le système devrait 
pouvoir accepter une nouvelle opération primitive travaillant sur un nouve 1 
objet informationnel. 
En conclusion, le modèle idéal serait celui qui permettrait à l'analyste : 
- de décire ses opérations primitives, 
- de décrire ses propres objets, 
- de décrire un enchaînement entrelacé de tâches, 
- de faire communiquer les tâches. 
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Description de tâches de bureau 
ANNEXE 1 : DESCRIPTION DE TACHES DE BUREAU 
Nous allons décrire dans cette annexe l'application que nous avons fait de 
notre langage à quelques tâches de bureau typiques. Le langage a été défini de 
manière précise au chapitre 4. 
1.1 Description des tâches 
Le cadre général des tâches de bureau que nous allons envisager est le 
traitement des demandes d'inscription de la part des étudiants auprès du 
secrétariat administratif de l'Institut d'Informatique. 
Les descriptions qui vont suivre, bien que modifées afin de montrer les 
possibilités et les limites du langage, sont largement inspirées de N. Dachouffe 
[DACH 86, Annexe 1). 
1.1. 1 Tâche 1 : Prise de contact de la part de l'étudiant 
La secrétaire reçoit un contact téléphonique de la part de l'étudiant. Elle 
prépare une réponse à envoyer, consistant en une lettre d'acceptation et une 
demande d'inscription en double exemplaire. Elle envoit la réponse à l'étudiant. 
1. 1.2 Tâche 2 : Vérification et classement des demandes d'inscription 
La secrétaire reçoit un dossier de la part de l'étudiant comprenant une 
lettre de présentation et une demande d'inscription en double exemplaire. Après 
avoir consulté la lettre de présentation, elle vérifie si la demande d'inscription 
est complète ou non. 
Si la demande n'est pas complète, elle renvoit le dossier à l'étudiant après y 
avoir joint une lettre de demande de renseignements. 
Si la demande est complète, elle décide si l'étudiant doit ou non présenter 
un ou plusieurs examens d'entrée. En fonction de cette décision, elle 
communique à l'étudiant les documents adéquats. 
La secrétaire termine par classer un exemplaire de la demande d'inscription 
dans un fichier des demandes d'incriptions et le dossier restant dans le fichier 
des dossiers des étudiants. 
1.1.3 Tâche 3 : Rentrée académique 
A la rentrée académique, la secrétaire reprend le fichier des demandes 
d'inscription, en fait une copie et transmet cette copie au secrétariat central. 
1.2 Description graphique des tâches 
Nous allons dans ce point décrire les tâches grâce aux outils graphiques 
suggérés au point 4.5.5. 
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1.2.1 Tâche 1 : Prise de contact de la part de l'étudiant 
prise_contact 











Description de la tâche de traitement 
d'une prise de contact. 
La secrétaire reçoit oralement un contact 
oont elle garde une trace écrite. 
La secrétaire crée un oossier vide 
pour répondre à l'étud1ant. 
La secrétaire rédige une lettre 
d'acceptation. 
La secrétaire reprcxluit en 2 exemplaires 
un formulaire de demande d'inscription vierge. 
La secrétaire classe la lettre d'acceptation 
dans le oossier de réponse. 
La secrétaire classe le premier formulaire 
dans le oossier de réponse. 
La secrétaire classe le deuxième formulaire 
dans le oossier de réponse. 
La secrétaire envolt le dossier de réponse 
à l'étudiant. 
La secrétaire classe la trace écrite du contact 
dans le fichier des contacts. 
La secrétaire range le formulaire œ œmanœ 
d'inscription vierge. 
~----19- Fin du sous schéma 1 
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1.2.2 Tâche 2 : Vérification et classement des demandes d'inscription 
vérification 
demande 










Description de la t~he de vérification 
d'une demande d'inscription. 
La secrétaire reçoit par le courrier 
extérieur le dossier de l'étudiant. 
La secrétaire feuillète le oossier. 
La secrétaire vér ifie la complétude 
du premier formulaire. 
La secrétaire vérifie la complétude 
du deuxième formulaire. 
La secrétaire reploce le premier 
formulaire dans le oossier. 
La secrétaire rep loce le deuxième 
formulaire dans le oossier. 
INCOMPLET 
INCOMPLET 
On teste le résultat de la 
première vérification. 
On teste le résultat de la 
deuxième vérification. 
La secrétaire décide si l'étudiant ooit ou non 










On teste le résultat de la décision. 
La secrétaire réd1ge le cœument reprenant 
les examens d'entrée à présenter. 
La secrétaire envolt le cœument 
à l'étudiant. 
La secrétaire classe le premier formulaire 
dans le fichier œs demandes d'inscription. 
La secrétaire classe le oossier dans le fichier 
d'étudiants. 




La secrétaire rédige une demande 
de renseignements complémentaires. 
La secrétaire classe la demande de 
renseignement dans le oossier. 
La secrétaire renvoit le Ck>SSier 
à l'étudiant. 
------•Fin du sous-schéma 2 
- 5 -
1.2.3 Tâche 3 : Rentrée académique 
rentrée 
académique 




1 sous-schéma 41 
op_prim 26 
Description de la tâche de rentrëe 
académique. 
La secrétaire prépare un nouveau fichier 
d'inscriptions vide. 
Pour chaque formulaire 
du fichier d'inscriptions. 
Dupliquer ce formulaire 
en un exemplaire. 
L..-__ _____,., Fin du sous-schéma 4 











Pour tous les formulaires. 
Vérifier que c'est un formulaire 
œ œmanœ d'inscription. 
Fin du sous-schéma S 
Vérifier que c'est une copie 
à envoyer. 
Fin du sous-schéma 5 
Classer ce formulaire 
dans le nouveau f1chier 
-----Fin du sous-schéma 5 
op_prim 29 La secrétaire envoit le fichier dupliqué au secrétariat central . 
-----Fin du sous-schéma 3 
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1.3 Description des tâches au moyen du langage 
Nous allons maintenant écrire ces trois tâches au moyen du langage que nous 
avons défini au chapitre 4. 
1.3.1 Tâche 1 : Prise de contact de la part de l'étudiant 
TACHE prise_contact 
DESCRIPTION : traitement par la secrétaire d'une prise œ contact. 
DECLENCHE SOUS-SCHEMA sous-schéma 1 
SOUS-SCHEMA sous-schéma 1 
DESCRIPTION : traitement par la secrétaire d'une prise œ contact. 
DECLENCHE PAR TACHE prlse_contact 
DECLENCHE OPERATION PRIMITIVE op_prim 1 
OPERATION PRIMITIVE op_prim 1 
DESCRIPTION : la secrétaire reçoit oralement un contact oont elle garœ un trace écrite. 
ENONCE : RECEVOIR ORALEMENT MESSAGE AVEC TRACE ECRITE IDENTIFIEE PAR MESSAGE contact 
AVEC ETAT= reçu AVEC ECHEANCE = 1987109/01 
DECLENCHEE PAR SOUS-SCHEMA sous-schéma 1 
DECLENCHE OPERATION PRIMITIVE op_pr1m 2 
OPERATION PRIMITIVE op_prim 2 
DESCRIPTION : la secrétaire crée un oossier viœ pour la réponse. 
ENONCE : CREER DOSSIER DE TYPE ty_réponse IDENTIFIE PAR réponse 
AVEC ETAT= crée AVEC AVEC ORDRE DE CLASSEMENT= FIFO 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 1 
DECLENCHE OPERATION PRIMITIVE op_prim 3 
OPERATION PRIMITIVE op_prim 3 
DESCRIPTION: la secrétaire rédige la lettre d'acceptation. 
ENONCE : CREER DOCUMENT DE TYPE ty_lettre IDENTIFIE PAR acceptation 
AVEC ETAT= crée 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 2 
DECLENCHE OPERATION PRIMITIVE op_prim 4 
OPERATION PRIMITIVE op_pr1m 4 
DESCRIPTION: la secrétaire reproouit le formulaire œ œmanœ d'inscription vierge en 2 exemplaires. 
ENONCE : REPRODUIRE 2 FOISA PARTIR DU NUMERO 1 
FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudiant 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 3 
DECLENCHE OPERATION PRIMITIVE op_prim 5 
OPERATION PRIMITIVE op_prim 5 
DESCRIPTION : la secrétaire classe la lettre d'acceptation dans le ooss1er œ réponse. 
ENONCE: CLASSER DOCUMENT DE TYPE ty_lettre IDENTIFIE PAR acceptation 
DANS DOSSIER DE TYPE ty_réponse IDENTIFIE PAR réponse 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 4 
DECLENCHE OPERATION PRIMITIVE op_prim 6 
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OPERATION PRIMITIVE op_prim 6 
DESCRIPTION : la secrêtaire classe le premier formulaire dans le oossier de rêponse. 
ENONCE : CLASSER COPIE NUMERO 1 DE 
FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudiant 
DANS DOSSIER DE TYPE ty_réponse IDENTIFIE PAR réponse 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 5 
DECLENCHE OPERATION PRIMITIVE op_prim 7 
OPERATION PRIMITIVE op_prim 7 
DESCRIPTION : la secrétaire classe le deuxième formulaire dans le dossier de réponse. 
ENONCE : CLASSER COPIE NUMERO 2 DE 
FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudiant 
DANS DOSSIER DE TYPE ty_réponse IDENTIFIE PAR réponse 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 6 
DECLENCHE OPERATION PRIMITIVE op_prim 8 
OPERATION PRIMITIVE op_prim 8 
DESCRIPTION: la secrétaire envoit le oossier réponse à l'étudiant. 
ENONCE : COMMUNIQUER DOSSIER DE TYPE ty_réponse IDENTIFIE PAR réponse 
AVEC ETAT = envoyé AVEC ECHEANCE= 1987/09/05 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 7 
DECLENCHE OPERATION PRIMITIVE op_prim 9 
OPERAT ION PRIMITIVE op_prim 9 
DESCRIPTION: la secrétaire classe le message de contact dans le fichier des contacts. 
ENONCE : CLASSER MES&\GE contact 
DANS FICHIER contacts 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 8 
DECLENCHE OPERATION PRIMITIVE op_prim 10 
OPERATION PRIMITIVE op_prim 10 
DESCRI PTION : la secrétaire range le formulaire de œmanœ d'1nscr1pt1on v1erge. 
ENONCE : RANGER FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudiant 
DANS FARDE farde 1 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 9 
DECLENCHE FIN-SOUS-SCHEMA sous-schéma 1 
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1.3.2 Tâche 2 : Vérification et classement des demandes d'inscription 
TACHE vérification demande 
DESCRIPTION: vérification par la secrétaire d'une demande d'inscription. 
DECLENCHE SOUS-SCHEMA sous-schéma 2 
SOUS-SCHEMA sous-schéma 2 
DESCRIPTION: vérification par la secrétaire d'une demande d'inscription. 
DECLENCHE PAR TACHE vérification demande 
DECLENCHE OPERATION PRIMITIVE op_prim 11 
OPERATION PRIMITIVE op_prim 11 
DESCRIPTION : la secrétaire reçoit par le courrier extérieur le oossier de l'étudiant. 
ENONCE : RECEVOIR DOSSIER DE TYPE ty_étudiant IDENTIFIANT PAR étudiant 
AVEC ETAT= reçu AVEC ECHEANCE= 1987/09/08 
CONSTITUE 
DE DOCUMENT DE TYPE ty_lettre INDENTIFIE PAR intrcxluction 
AVEC ETAT = reçu AVEC ECHEANCE= 1987/09/08, 
DE COPIE 3 DE FORMULAIRE Inscription IDENTIFIE PAR étudiant 
AVEC ETAT= reçu AVEC ECHEANCE = 1987/09/08, 
DE COPIE 4 DE FORMULAIRE inscription IDENTIFIE PAR étudiant 
AVEC ETAT= reçu AVEC ECHEANCE= 1987/09/08 
DECLENCHEE PAR SOUS-SCHEMA sous-schéma 2 
DECLENCHE OPERATION PRIMITIVE op_prim 12 
OPERATION PRIMITIVE op_prim 12 
DESCRIPTION : la secrétaire feuillète le oossier. 
ENONCE: FEUILLETER DOSSIER ty_étudiant IDENTIDIE PAR étudiant 
AVEC ETAT= feuilleté 
DECLENCHEE PAR OPERATION PRIMITIVE 11 
DECLENCHE OPERATION PRIMITIVE op_prim 13 
OPERATION PRIMITIVE op_prim 13 
DESCRIPTION : la secrétaire vérifie la complétude du premier formulaire. 
ENONCE : VERIFIER COPIE NUMERO 3 DE FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudiant 
AVEC ETAT= vérifié 
AVEC RESULTAT VERIFICATION paramètre 1 
DECLENCHEE PAR OPERATION PRIMITIVE 12 
DECLENCHE OPERATION PRIMITIVE op_prim 14 
OPERATION PRIMITIVE op_prim 14 
DESCRIPTION : la secrétaire vérifie la complétude du deuxième formulaire. 
ENONCE : VERIFIER COPIE NUMERO 4 DE FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudient 
AVEC ETAT= vérifié 
AVEC RESULTAT VERIFICATION paramètre 2 
DECLENCHEE PAR OPERATION PRIMITIVE 13 
DECLENCHE OPERATION PRIMITIVE op_prim 15 
OPERAT! N PRIMITIVE op_prim 15 
DESCRIPTION : la secrétaire reploce le premier formulaire dans le dossier . 
ENONCE : REPLACER COPIE NUMERO 3 DE FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudiant 
DECLENCHEE PAR OPERATION PRIMITIVE 14 
DECLENCHE OPERATION PRIMITIVE op_prim 16 
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OPERATION PRIMITIVE op_prim 16 
DESCRIPTION : la secrétaire reploce le deuxième formulaire dans le oossier . 
ENONCE : REPLACER COP IE NUMERO 4 DE FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudiant 
DECLENCHEE PAR OPERATION PRIMITIVE 15 
DECLENCHE CONDITION condition 1 
CONDITION condition 1 
DESCRIPTION : on teste le résultat de la vér1flcatlon du premier formulaire. 
ENONCE: SI PARAMETRE paramètre 1 = "INCOMPLET" 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 16 
SI VRAI DECLENCHE OPERATION PRIMITIVE op_prim 17 
SI FAUX DECLENCHE CONDITION condition 2 
CONDITION condition 2 
DESCRIPTION: on teste le résultat de la vérification du deuxième formulaire. 
ENONCE : SI PARAMETRE paramètre 2 = "INCOMPLET" 
DECLENCi-fEE PAR CONDITION condition 1 
SI VRAI DECLENCHE OPERATION PRIMITIVE op_prim 17 
SI FAUX DECLENCHE OPERATION PRIMITIVE op_prim 20 
OPERATION PRIMITIVE op_prlm 17 
DESCRIP ION : la secrétaire rédige une demande de renseignements complémentaires. 
ENONCE : CREER DOCUMENT DE TYPE ty_lettre IDENTIFIE PAR renseignement 
AVEC ETAT= crée AVEC ECHEANCE= 1987/09/12 
DECLENCHEE PAR CONDITION condition 1 , 
PAR CONDITION condition 2 
DECLENCHE OPERATION PRIMITIVE op_prim 18 
OPERATION PRIMITIVE op_pr1m 18 
DESCRIP-ION: la secrétaire classe la demande de renseignement dans le dossier. 
ENONCE: CLASSER DOCUMENT DE TYPE ty_lettre IDENTIFIE PAR renseignement 
DANS DOSSIER DE TYPE ty_étud1ant IDENTIFIE PAR étudiant 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 17 
DECLENCHE OPERATION PRIMITIVE op_prim 19 
OPERATION PRIMITIVE op_prim 19 
DESCRIPTION: la secrétaire renvoit le oossier à l'étudiant. 
ENONCE: COMMUNIQUER DOSSIER DE TYPE ty_étudiant IDENTIFIE PAR étudiant 
AVEC ETAT = envoyé AVEC ECHEANCE= 1987/09/12 
DECLENCHEE PAR OPERATION PRIMITIVE op_prlm 18 
DECLENCHE FIN-SOUS-SCHEMA sous-schéma 2 
OPERATION PRIMITIVE op_prim 20 
DESCRIPTION: la secrétaire décide si l'étudiant doit ou non passer un examen d'entrée. 
ENONCE: DECIDER A PARTIR DE DOSSIER ty_étudiant IDENTIFIE PAR étudiant 
AVEC RESULTAT DECISION paramètre 3 
DECLENCHEE PAR CONDITION condition 2 
DECLENCHE CONDITION condition 3 
CONDITl()J condition 3 
DESCRIPTION: on teste le résultat de la décision. 
ENONCE : SI PARAMETRE paramètre 3 = "EXAMEN ENTREE" 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 20 
SI VRAI DECLENCHE OPERATION PRIMITIVE op_prim 21 
SI FAUX DECLENCHE OPERATION PRIMITIVE op_prim 23 
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OPERATION PRIMITIVE op_prim 21 
DESCRI TION: la secrétaire rédige le oxument reprenant les examens d'entrée à présenter. 
ENONCE : CREER DOCUMENT DE TYPE ty_lettre IDENTIFIE PAR examens 
AVEC ETAT= crée AVEC ECHEANCE= 1987/09/20 
DECLENCHEE PAR CONDITION condition 3 
DECLENCHE OPERATION PRIMITIVE op_prim 22 
OPERATION PRIMITIVE op_pr1m 22 
DESCRI PTION: la secrétaire envoit le oxument à l'étudiant. 
ENONCE : COMMUNIQUER DOCUMENT DE TYPE ty_lettre IDENTIFIE PAR examens 
AVEC ETAT = envoyé AVEC ECHEANCE= 1987/09/20 
DECLEt,t;HEE PAR OPERATION PRIMITIVE op_prim 21 
DECLE~HE OPERATION PRIMITIVE 23 
OPERATION PRIMITIVE op_prim 23 
DESCRIPTION : la secrétaire classe le premier formulaire dans le fichier des demandes d'inscription. 
ENONCE : CLASSER COPIE NUMERO 3 DE FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudiant 
DANS FICHIER inscriptions 
DECLEt,t;HEE PAR CONDITION condition 3, 
PAR OPERATION PRIMITIVE op_prim 22 
DECLEt,t;HE OPERATION PRIMITIVE 24 
OPERATION PRIMITIVE op_prim 24 
DESCRIPTION : la secrétaire classe le oossier dans le fichier des étudiants. 
ENONCE : CLASSER DOSSIER DE TYPE ty_étudiant IDENTIFIE PAR étudiant 
DANS FICHIER étudiants 
DECLEf'.l;HEE PAR OPERATION PRIMITIVE op_prim 23 
DECLEOCHE FIN-SOUS- SCHEMA sous-schéma 2 
1.3.3 Tâche 3 : Rentrée académique 
TACHE rentrée OC<œm ique 
DESCRIPTION: la secrétaire envolt une copie du fichier d'inscriptions au secrétariat central . 
DECLEOCHE SOUS-SCHEMA sous-schéma 3 
SOUS-SCHEMA sous-schéma 3 
DESCRIPTION : la secrétaire envoit une copie du fichier d'inscriptions au secrétariat central . 
DECLEOCHE PAR TACHE rentrée OC<œmique 
DECLENCHE OPERATION PRIMITIVE op_prim 25 
OPERATION PRIMITIVE op_pr1m 25 
DESCRIPTION: la secrétaire prépare un nouveau fichier d'inscriptions vide. 
ENONCE : CREER FICHIER duplicata 
AVEC ETAT = à envoyer AVEC ECHEANCE = 1987/09/26 
AVEC ORDRE DE CLASSEMENT = ALPHABETIQUE 
DECLENCHEE PAR SOUS-SCHEMA sous-schéma 3 
DECLENCHE BOUCLE boucle 1 
BOUCLE boucle 1 
DESCRIPTION : pour chaque formulaire du fichier d'inscriptions, le dupliquer en un exemplaire. 
ENONCE : POUR CHAQUE CONSTITUANT OIE DE FICHIER inscriptions 
DECLEOCHEE PAR OPERATION PRIMITIVE op_prim 25 
POUR CHAQUE OCCURENCE DE variable 1 DECLENCHE SOUS-SCHEMA sous- schéma 4 
ENSUITE DECLENCHE OPERATION PRIMITIVE op_prim 27 
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SOUS-SCHEMA sous-schéma 4 
DESCRIPTION: dupliquer un formulaire. 
DECLENCHE PAR BOUCLE boucle 1 
DECLENCHE OPERATION PRIMITIVE op_prim 26 
OPERATION PRIMITIVE op_prim 26 
DESCRIPTION: dupliquer un formulaire. 
ENONCE : REPRODUIRE 1 FOIS A PARTIR DU NUMERO 5 
VARIABLE variable 1 
DECLENCHEE PAR SOUS-SCHEMA sous-schéma 4 
DECLENCHE FIN-SOUS-SCHEMA sous-schéma 4 
OPERATION PRIMITIVE op_prim 27 
DESCRIPTION: la secrétaire replace tous les formulaires dans le fichier d'inscriptions. 
ENONCE: REPLACER TOUS LES FORMULAIRES DE TYPE inscription 
DECLENCHEE PAR BOUCLE boucle 1 
DECLENCHE BOUCLE boucle 2 
BOUCLE boucle 2 
DESCRIPTION : pour chaque copie effectuée, la classer dans le nouveau fichier. 
ENONCE : POUR CHAQUE FORMULAIRE 
DECLENCHEE PAR OPERATION PRIMITIVE op_prim 27 
POUR CHAQUE OCCURENCE DE variable 2 DECLENCHE SOUS-SCHEMA sous-schéma 5 
ENSUITE ECLENCHE OPERATION PRIMITIVE op_prim 29 
SOUS-SCHEMA sous-schéma 5 
DESCRIPTION : vérifier que c'est un formulaire que l'on vient de dupliquer et le classer. 
DECLENCHE PAR BOUCLE boucle 2 
DECLENCHE CONDITION condition 4 
CONDITION condition 4 
DESCRIPTION: vér1f1er que c'est un formula1re du bon type. 
ENONCE : SI TYPE DE VARIABLE variable 2 EST= "inscription" 
DECLENCHEE PAR SOUS-SCHEMA sous-schéma 5 
SI VRAI DECLENCHE CONDITION condition 5 
SI FAUX DECLENCHE FIN-SOUS-SCHEMA sous-schéma 5 
CONDITION condition 5 
DESCRIPTION: vérifier que c'est un formulaire avec le bon numéro de copie. 
ENONCE: SI NUM_COPIE DE VARIABLE var1able 2 EST= "5" 
DECLENCHEE PAR CONDITION condition 4 
SI VRAI DECLENCHE OPERATION PRIMITIVE op_prim 28 
SI FAUX DECLENCHE FIN-SOUS-SCHEMA sous-schéma 5 
OPERATION PRIMITIVE op_prim 28 
DESCRIPTION: classer ce formulaire dans le nouveau fichier. 
ENONCE: CLASSER VARIABLE variable 2 DANS FICHIER duplicata 
DECLENCHEE PAR CONDITION condition 5 
DECLENCHE FIN-SOUS-SCHEMA sous-schéma 5 
OPERATION PRIMITIVE op_prim 29 
DESCRIPTION: la secrétaire envoit le fichier dupliqué au secrétariat central. 
ENONCE: COMMUNIQUER FICHIER duplicata 
AVEC ETAT= envoyé AVEC ECHEANCE 1987/09/20 
DECLENCHEE PAR BOUCLE boucle 2 
DECLENCHE FIN-SOUS-SCHEMA sous-schéma 3 
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1 ' 
1.4 Déclaration de l'environnement 
Nous allons dans ce point décrire l'environnement de ces différentes tâches. 
Cette description se fera grâce au langage défini au point 4.6 
CREER OBJET INFORMATIONNEL FORMULAIRE DE TYPE inscription IDENTIFIE PAR étudiant. 
CREER OBJET INFORMATIONNEL FICHIER contacts AVEC ORDRE DE CLASSEMENT= AUCUN. 
CREER OBJET INFORMATIONNEL FICHIER inscriptions AVEC ORDRE DE CLASSEMENT= AUCUN. 
CREER OBJET INFORMATIONNEL FICHIER étudiants AVEC ORDRE DE CLASSEMENT= AUCUN. 
CREER OBJET INFORMATIONNEL PILE pile_in AVEC ORDRE DE CLASSEMENT= LIFO. 
CREER OBJET INFORMATIONNEL PILE pile_out AVEC ORDRE DE CLASSEMENT= LIFO. 
CREER OUTIL DE TRAVAIL TABLE DE TRAVAIL. 
CREER OUTIL DE TRAVAIL PHOTOCOPIEUSE. 
CREER OBJET INTERFACE TELEPHONE. 
CREER OBJET INTERFACE BOITE IN. 
CREER OBJET INTERFACE BOITE OUT. 
CREER OBJET INTERFACE POUBELLE. 
CREER OBJET RANGEMENT ARMOIRE armoirel . 
CREER OBJET RANGEMENT ETAGERE étagère 1. 
CREER OBJET RANGEMENT FARDE farde 1. 
CREER OBJET RANGEMENT TIROIR tiroir 1. 
CREER OBJET RANGEMENT TIROIR tiroir2. 
CREER OBJET RANGEMENT TIROIR tiroir3. 
CREER OBJET RANGEMENT BOITE boîtel . 
CREER ASSOCIATION RANGEMENT ENTRE FORMULAIRE DE TYPE 1nscr1pt1on IDENTIFIE PAR étudiant 
ET FARDE farde 1. 
CREER ASSOCIATION RANGEMENT ENTRE FICHIER contacts ET TIROIR tiroir 1. 
CREER ASSOCIATION RANGEMENT ENTRE FICHIER inscriptions ET TIROIR tiroir2. 
CREER ASSOCIATION RANGEMENT ENTRE FICHIER étudiants ET TIROIR tiroir 3. 
CREER ASSOCIATION INTERFACE ENTRE PILE pile_in ET BOITE IN. 
CREER ASSOCIATION INTERFACE ENTRE PILE pile.....out ET BOITE OUT. 
CREER ASSOCIATION COMPOSITION ENTRE TIROIR tiroir 1 ET ARMOIRE armoirel. 
CREER ASSOCIATION COMPOSITION ENTRE TIROIR tiroir2 ET ARMOIRE armoirel. 
CREER ASSOCIATION COMPOSITION ENTRE TIROIR tiroir3 ET ARMOIRE armoirel . 
CREER ASSOCIATION COMPOSITION ENTRE FARDE fardel ET BOITE boîtel . 
CREER ASSOCIATION COMPOSITION ENTRE BOITE boîte l ET ETAGERE étagèrel . 
1.5 Conclusion 
Cette annexe nous a permis de tirer des conclusions quant aux possibilités 
et limites du langage dans le chapitre 8. 
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RnneHe 2 
Description des constantes et 
des structures 
ANNEXE 2: DESCRIPTION DES CONSTANTES ET DES STRUCTURES 
Nous allons décrire dans cette annexe les constantes et les structures qui 
seront utilisées dans les spécifications externes des modules de l'architecture 
logique. Cette architecture a été décrite au chapitre 7. Les spécifications 
externes seront exposées à l'annexe 3. 
2. t Description des constantes et des structures communes à tous les 
modules 
A) Définition des constantes 
MX_I D_CONCE PT 
Longueur maximale de l'identifiant d'un concept du langage. (20). 
MX_I D_ TACHE 
Longueur maximale de l'identifiant d'une tâche. (20). 
MX_I D_SOUS_SCHEMA 
Longueur maximale de l'identifiant d'un sous-schéma. (20). 
M)(_I D_BOUCLE 
Longueur maximale de l'identifiant d'une boucle. (20). 
M)(_I D_CONDI T ION 
Longueur maximale de l'identifiant d'une condition. (20). 
M)(_I D_OPERA TI ON 
Longueur maximale de l'identifiant d'une opération primitive. (20). 
M)(_TY_OPERATION 
Longueur maximale du type d'une opération primitive. ( 15). 
MX_LG_DESCRIPTION 
Longueur maximale de la description d'une opération primitive. (80). 
MX_LG_A TTR I BUT 
Longueur maximale d'un attribut d'un objet informationnel. (à l'excep-
tion de la description). ( 1 O). 
MUG_CLASSE 
Longueur maximale de la classe d'un objet informationnel. ( 10). 
M)(_LG_TYPE 





Longueur maximale du nom d'un objet informationnel. ( 10). 
M)(_LG_ETAT 
Longueur maximale de l'état d'un objet informationnel. ( 1 0). 
M)(_LG_ECHEANCE 
Longueur maximale de la date d'échéance d'un objet informationnel. 
( 10). (format AAAA/MM/JJ). 
M)(_LG_0RDRE 
Longueur maximale d'un ordre de classement d'un objet informa-
tionnel. (20). 
MX_LG_ETAT_C0NTENU 
Longueur maximale de l'état du contenu d'un objet informationnel.< 10) 
M)(_LG_PARAMETRE 
Longueur maximale du nom d'un paramètre dans le système. (20). 
MX__LG_VALEUR_PARAMETRE 
Longueur maximale de la valeur d'un paramètre dans le système. ( 15). 
MX_LG_VARIABLE 
Longueur maximale du nom d'une variable dans le système. (20). 
MX_0BJET_CLASSE 
Longueur maximale de la classe d'un objet de rangement, d'interface 
ou d'un outi 1 de travail. (20). 
MX_0BJET_N0M 
Longueur maximale du nom d'un objet de rangement, d'interface ou d'un 
outil de travail. (20). 
M)(_0fLCLASSE 
Longueur maximale de la classe d'un objet de rangement. ( 10). 
MX_0fLN0M 
Longueur maximale du nom d'un objet de rangement. ( 15). 
MX_OI_CLASSE 
Longueur maximale de la classe d'un objet d'interface. ( 10). 
M)(_0I_N0M 




Longueur maximale de la classe d'un out i l de travail. (20). 
MX_OT_NOM 
Longueur maximale du nom d'un outil de t ravail. (20). 
MX_LG_MODE 
Longueur maximale du mode de réception ou de communication d'un 
objet informationnel. (5). 
MUG_DESIR 
Longueur maximale du désir de l'utilisateur pour sélectionner les 
constituants d'un objet informationnel structurant. (4). 
MUG_OPERATEUR 
Longueur maximale d'un opérateur dans une condition. (2). 
MUG_CST 
Longueur maximale d'une constante alphanumérique dans une 
condition. (20). 
B) Définition des structures 






- Ordre_c 1 as 







= string [M>LLG_CLASSE] ( 10). 
= string [M>LLG_ TYPE] ( 10). 
= string [M>LLG_NOM] ( 15). 
= string [M>LLG_ETAT] ( 10). 
= string [MUG_ECHEANCE] ( 10). 
= string [MUG_ORDRE] (20). 
= string [M>LLG_CLASSE] ( 10). 
= string [MX_LG_TYPE] (10). 
= string [MX_LG_NOM] ( 15). 
= entier (2). 
= entier (2). 
= entier (2). 
• Structure ST REPRODUIRE VAR 
- Nom_variable 
- Classe 
= string [M>LLG_ VARIABLE] (20). 














- Ordre_c 1 as 
- Mode_reception 
- Composants 
= string [M><-LG_ TYPE] ( 10). 
= string [MX_LG_NOM] ( 15). 
= entier (2). 
= entier (2). 
= entier (2). 
= string [M><-LG_CLASSE] { 10). 
= string [M)(__LG_ TYPE] { 10). 
= string [M)(__LG_NOM] { 15). 
= entier (2). 
= string [MUG_ETAT] { 10). 
= string [MX__LG_ECHEANCE] { 10). 
= string [MX_LG_ORDRE] {20). 
= string [M)(__LGJ10DE] (5). 
= pointeur vers une structure 
ST _LI STE_ V ALEUR_O 1. 








= string [MX_LG_CLASSE] ( 10). 
= string [MX__LG_TYPE] ( 10). 
= string [MX__LG__NOM] ( 15). 
= entier (2). 
= string [MX_LG_ET AT] ( 10). 
= string [MX_LG_ECHEANCE] { 10). 
= string [M)(__LGJ10DE] (5). 













= string [M)(__LG_ VARIABLE] (20). 
= string [MX_LG_CLASSE] ( 10). 
= string [MX__LG_TYPE] ( 10). 
= string [M)(__LG__NOM] { 15). 
= entier (2). 
= string [MX_LG_ET AT] ( 10). 
= string [M)(__LG_ECHEANCE] ( 10). 
= string [MX_LGJ10DE] (5). 
= string [MX_LG_CLASSE] ( 10). 
= string [M)(__LG_TYPE] (10). 




- Num_copie = entier (2). 
- Etat = string [M)(_LG_ETAT] ( 10). 
- Echéance = string [MX_LG_ECHEANCE] ( 10). 














- Ordre_f eui lletage 
= string [MX_LG_ VARIABLE] (20). 
= string [M)(_LG_CLASSE] ( 10). 
= string [MX_LG_TYPE] ( 10). 
= string [MX_LG_NOM] ( 15). 
= entier (2). 
= string [MX_LG_ETAT] ( 10). 
= string [MX_LG_ECHEANCE] ( 10). 
= string [MX_LG_CLASSE] ( 10). 
= string [M)(_LG_ TYPE] ( 10). 
= string [MX_LG_NOM] ( 15). 
= string [MX_LG_ET AT] ( 10). 
= string [MX_LG_ECHEANCE] ( 10). 
= string [MX_LG_ORDRE] (20). 














= string [M)(_LG_ VARIABLE] (20). 
= string [M)(_LG_CLASSE] ( 10). 
= string [M)(_LG_TYPE] ( 10). 
= string [M)(_LG_NOM] ( 15). 
= string [M)(_LG_ET AT] ( 1 0 ). 
= string [M)(_LG_ECHEANCE] ( 10). 
= string [MUG_ORDRE] (20). 
= string [MX_LG_CLASSE] ( 10). 
= string [M)(_LG_ TYPE] ( 10). 
= string [MX_LG_NOM] ( 15). 
= entier (2). 
= string [MUG_NOM] ( 15). 
• Structure ST ENLEVER VAR 
- Nom_variable 
- Nom_pile 
= string [M)(_LG_ VARIABLE] (20). 
= string [MX_LG_NOM] ( 15). 
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• 
- Variable_constituant = string [MUG_VARIABLE] (20). 








= string (M)(__LG_TYPE] ( 10). 
= string (M)(__LG_NOM] ( 15). 
= entier (2). 
= string [MX_LG_ET AT] ( 10). 
= string [MUG_ECHEANCE] ( 10). 
= string [MUG_NOM] ( 15). 
= entier (2). 















= string (M)(__LG_VARIABLE] (20). 
= string (M)(__LG_TYPE] ( 10). 
= string [M)(__LG_NOM] ( 15). 
= entier (2). 
= string [M)(__LG_ET AT] ( 10). 
= string [MX_LG_ECHEANCE] ( 10). 
= string (M)(__LG_NOM] ( 15). 
= entier (2). 
= string [MUG_ TYPE] ( 10) . 
= string [M)(__LG_NOM] ( 15). 
= entier (2). 
= string [M)(__LG_ET AT] ( 10). 
= string [M)(__LG_ECHEANCE] ( 10). 











= string (M)(__LG_ VARIABLE] (20). 
= string (M)(__LG_TYPE] (10). 
= string (M)(__LG_NOM] ( 15). 
= entier (2). 
= string [MUG_ET AT] ( 1 0 ). 
= string [MUG_ECHEANCE] ( 10). 
= string (M)(__LG_CLASSE] ( 10). 
= string (M)(__LG_TYPE] ( 10). 
= string [MUG_NOM] ( 15). 
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- Num_copie = entier (2). 
- Etat = string [MX_LG_ET AT] ( 10). 
- Echéance = string [MX_LG_ECHEANCE] ( 10). 
- Nom_paramètre = string [MX_LG_PARAMETRE] (20). 
















= string [M>UG_VARIABLE] (20). 
= string [M>UG_CLASSE] ( 10). 
= string [M)(_LG_TYPE] (10). 
= string [M)(_LG_N0M] ( 15). 
= entier (2). 
= string [M>UG_ET AT] ( 10). 
= string [MX_LG_ECHEANCE] ( 10). 
= string [MX_LG_PARAMETRE] (20). 
= string [M>UG_CLASSE] ( 10). 
= string [MX_LG_ TYPE] ( 10). 
= string [M>UG_N0M] ( 15). 
= entier (2). 
= string [MX_LG_ET AT] ( 10). 
= string [M>UG_ECHEANCE] ( 10). 















= string [MX_LG_VARIABLE] (20). 
= string [MX_LG_CLASSE] ( 10). 
= string [M>UG_ TYPE] ( 10). 
= string [MX_LG_NOM] ( 15). 
= entier (2). 
= string [M)(_LG_ET AT] ( 1 0 ). 
= string [MX_LG_ECHEANCE] ( 10). 
= string [MX_LG_CLASSE] ( 10). 
= string [MX_LG_TYPE] (10). 
= string [MX_LG_N0M] ( 15). 
= entier (2). 
= string [M>UG_ETAT] ( 10). 
= string [MX_LG_ECHEANCE] ( 10). 
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- Dest_c 1 asse 
- DesLtype 
- DesLnom 
= string [MX_LG_VARIABLE] (20). 
= string [MX_LG_CLASSE] ( 10). 
= string [MX_LG_TYPE] (10). 
= string [MX_LG_N0M] ( 15). 
= entier (2). 
= string [MX_LG_ETAT] ( 10). 
= string [MX_LG_ECHEANCE] ( 10). 
= string [M)(_LG_CLASSE] ( 10). 
= string [M)(_LG_ TYPE] ( 10). 
= string [MX_LG_N0M] ( 15). 
= entier (2). 
= string [M)(_LG_ETAT] ( 10). 
= string [M)(_LG_ECHEANCE] ( 10). 
= string [MX_LG_0RDRE] (20). 
= string [M)(_LG_VARIABLE] (20). 
= string [MUG_CLASSE] ( 10). 
= string [M)(_LG_ TYPE] ( 10 ). 
= string [M)(_LG_N0M] ( 15). 
= entier (2). 
= string [MUG_ETAT] ( 10). 
= string [MUG_ECHEANCE] ( 10). 
= string [MUG_0RDRE] (20). 
= string [MUG_CLASSE] ( 10). 
= string [M)(_LG_ TYPE] ( 10). 
= string [M)(_LG_N0M] ( 15). 
= entier (2). 
= string [M)(_LG_CLASSE] ( 10). 
= string [MUG_TYPE] ( 10). 
= string [MUG_N0M] ( 15). 
• Structure ST CLASSEfLVAR 
- Nom_variable 
- Classe 
= string [M)(_LG_ VARIABLE] (20). 





- Dest_c I asse 
- DesLtype 
- Dest_nom 







= string (M)(_LG_TYPE] ( 10). 
= string [M)(_LG_N0M] ( 15). 
= entier (2). 
= string (M)(_LG_CLASSE] ( 10). 
= string (M)(_LG_ TYPE] ( 10). 
= string (M)(_LG_N0M] ( 15). 
= string [M)(_LG_CLASSE] ( 10). 
= string [M)(_LG_TYPE] ( 10). 
= string [M)(_LG_N0M] ( 15). 
= entier (2). 
= string [MX_0fLCLASSE] ( 10). 
= string (M)(_0fLN0M] ( 15). 






- Dest_c 1 asse 
- Dest_nom 






- Gr _type 
= string (M)(_LG_ VARIABLE] (20). 
= string (M)(_LG_CLASSE] ( 10). 
= string (M)(_LG_TYPE] ( 10). 
= string [MUG_N0M] ( 15). 
= entier (2). 
= string (M)(_0fLCLASSE] ( 10). 
= string (M)(_0fLN0M] ( 15). 
= string [M)(_LG_CLASSE] ( 10). 
= string [M)(_LG_TYPE] ( 10). 
= string (M)(_LG_N0M] ( 15). 
= entier (2). 
= string [M)(_LG_CLASSE] ( 10). 
= string [M)(_LG_TYPE] ( 10). 






- Gr _classe 
- Gr _type 
= string (M)(_LG_ VARIABLE] (20). 
= string [M)(_LG_CLASSE] ( 10). 
= string [MUG_ TYPE] ( 10). 
= string [MUG_N0M] ( 15). 
= entier (2). 
= string [MX_LG_CLASSE] ( 10). 






- Ordre_c 1 as = string [MX_LG_ORDRE] (20). 
- Etat_contenu = string [MX_LG_ET AT _CONTENU] ( 10). 
• Structure ST COMP RECEPTION 




= string [MX_ID_OPERATION] (20). 
= structure ST_IDENTIFIANT_OI. 
= string [MX_LG_ETAT] ( 10). 
= string [MX_LG_ECHEANCE] ( 10). 
2.2 Description des structures du module graphique 





= entier (2). 
= entier (2). 
= entier (2). 
= entier (2). 
• Structure ST SE OBJET REPLACER 
- 1 dentifiant 
- Destination 
• Structure ST _SE=ORIGINE 
= structure ST_IDENTIFIANT_OI . 
= structure ST _SE_ORIGINE. 
- Type_objet_origine = entier (2). Domaine de valeurs: 
{TIROIR, ETAGERE, FARDE, BOITE, 
DOSSIER, FICH IER, PILE, 
T ABLE_DE_TRAVAIL, PHOTOCOPIEUSE}. 
- Coordonnees_objet = structure ST _SE_COORDONNEES. Si l'originr 
est un 0.1. alors cette structure n'a pas de 
valeur. 
- Ptr _suivant = pointeur vers une structure ST _SLORIGINE. 




= structure ST _CREER. 
= structure ST _SE_COORDONNEES. 
= structure ST _SE_COORDONNEES. 
• Structure ST SE=REPRODUIRE 
- lnfo_reproduire 
- Origine 
= structure ST _REPRODUIRE. 




= structure ST _SE_COORDONNEES. 
= structure ST _SE_COORDONNEES. 







- Longueur _fi 1 
= structure ST _RECEVOIR. 
= structure ST _SE_COORDONNEES. 
= structure ST _SE_COORDONNEES. 
= structure ST _SE_COORDONNEES. 
= structure ST _SE_COORDONNEES. 
= structure ST _SE_COORDONNEES. 
= entier (2). 






= structure ST _COMMUNIQUER. 
= structure ST _SE_OR I G I NE. 
= structure ST _SE_COORDONNEES. 
= structure ST _SE_ORIGINE. 
= structure ST _SE_COORDONNEES. 




= structure ST _CONSUL TER. 
= structure ST _SE_ORIGINE. 
= structure ST _SE_COORDONNEES. 
• Structure ST =SE_FEUILLETER 
- 1 nf o_f eui 11 eter = structure ST _f EU I LLETER. 
- Origine = structure ST _SE_ORIGINE. 
- Destination = structure ST _SLCOORDONNEES. 
- Liste_composant_t rié = structure ST _LISTE_IDENTIFIANT _QI. 




= structure ST _ENLEVER. 
= structure ST _SE_COORDONNEES. 
= structure ST _SE_COORDONNEES. 
• Structure ST =SE_J10DIFIER 
- lnf o_modifier 
- Origine_oLmodlfié 
- Origine_message 
= structure ST _MODIFIER. 
= structure ST _SE_ORIGINE. 
= structure ST _SE_OR I G I NE. 
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• 
- Destination = structure ST _SE_COORDONNEES. 




= structure ST _COMPLETER. 
= structure ST _SE_ORIGINE. 
= structure ST _SE_COORDONNEES. 
• Structure ST _SE_ VERIFIER 
- lnf o_vérifier = structure ST_VERIFIER. 
- Origine = structure ST_SE_ORIGINE. 
- Destination = structure ST _SE_COORDONNEES . 
• Structure ST _SE=DETRUIRE 
- lnfo_détruire = structure ST _DETRUIRE. 
- Origine = structure ST _SE_ORIGINE. 
- Destination = structure ST _SE_COORDONNEES. 
• Structure ST SE ARCHIVER 
- lnfo_archiver = structure ST _ARCHIVER. 
- Origine = structure ST _SE_ORIGINE. 
- Destination = structure ST _SE_COORDONNEES. 
• Structure ST SE TRIER 
- lnfo_trier = structure ST _TRIER. 
- Origine = structure ST _SE_ORIGINE. 
- Destination = structure ST _SE_COORDONNEES. 
- Liste_composant_trié = structure ST_LISTE_IDENTIFIANT. 








= structure ST _CLASSER. 
= structure ST _SE_ORIGINE. 
= structure ST _SE_ORIGINE. 
= structure ST _RANGER. 
= structure ST _SE_ORIGINE. 
= structure ST _SE_ORIGINE. 
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• Structure ST =SE REPLACER 
- lnfo_replacer = structure ST _REPLACER. 
- Origine = structure ST _SE_COORDONNEES. 
- Liste_objet = structure ST _SE_OBJET _REPLACER. 
• Structure ST _SE=DECIDER 
- lnfo_décider = structure ST _DECI DER. 
- Origine = structure ST_SE_ORIGINE. 




s p é ci fic a t ions 
eHternes 
ANNEXE 3: SPECIFICATIONS EXTERNES 
Nous allons spécifier dans cette annexe les primitives des modules de 
l'architecture logique. Cette architecture a été décrite au chapitre 7. 
Remarques préliminaires 
Les constantes et les structures qui sont utilisées dans les spécifications 
externes, ont été décrites à l'annexe 2. 
Pour toutes les primitives, nous conviendrons que leurs arguments sont 
passés par adresse. 
Après l'appel à une primitive d'un module, les résultats de celle-ci ne 
devront être pris en compte que si le code d'erreur n'indique aucune erreur. 
Un code d'erreur dont la valeur est égale à OK indique qu'aucune erreur n'est 
survenue durant l'exécution d'une primitive. 
Un code d'erreur dont la valeur est différente de OK indique qu'une erreur est 
survenue durant l'exécution d'une primitive. 
Pour toutes les primitives, l'argument Code_retour est de type TY_CODL 
RETOUR c-à-d entier (2). 
Pour toutes les primitives, l'argument Code erreur est de type TY_CODL 
ERREUR c-à-d entier (2). 
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r 
3.1 Module SIMULATION 
• SIMULATION (ldentifiant_tâche) 
a) Spécification : 
A partir de l'identifiant d'une tâche, cette prim itive va simuler 
graphiquement cette tâche à l'écran en fonction de la description de la 
dynamique de cette tâche mémorisée dans la base de données du langage. 
b) Entrée : 
- ldentifiant_tâche : identifiant de la tâche qu'il faut simuler. 
format : string [M>LID_TACHE]. 
c) Sortie : 
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• 
J.2 Module SEQUENCEUR 
• SEOUENCEUR_TACHE (ldentifiant_tâche. Opération primitive. Code retour. 
Code erreur) 
a) Spécification : 
A partir de l'identifiant d'une tâche, cette primitive va rechercher dans la 
base de données, la première opération primitive à simuler pour cette tâche. Ce 
module se charge de faire les initialisations nécessaires pour l'enregistrement 
de variables, paramètres, boucles et sous-schémas. Si une erreur survient dans 
le séquencement, cette primitive affiche un message d'erreur. 
b) Entrée : 
- ldentifiant_tâche: identifiant de la tâche dont il faut rechercher la 
première opération primitive. 
format : string [MX _ _IO_ TACHE]. 
c) Sortie : 
- Opération__primitive: ensemble des informations concernant l'opération 
primitive à simuler. 
format : structure ST _OPERATION. 
- Code_retour : OK 
FIN__TACHE: il n'y a plus d'opération primitive à simuler . 
- Code_erreur : OK 
ERREUR : erreur dans le séquencement. 
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• SEQUENCEUR OP PRIM (Identifiant op prim, Opération_primitive, Code 
retour, Code erreur) 
a) Spécification : 
A partir de l'identifiant d'une opération primitive, cette primitive va fournir 
l'opération primitive suivante à simuler. Si une erreur survient dans le 
séquencement, cette primitive affiche un message d'erreur. 
b) Entrée: 
- ldentifiant_op_prim : identifiant de l'opération primitive dont il faut 
rechercher la suivante. 
format: string [M)(_ID_OPERATION]. 
c) Sortie: 
- Opération_primitive : ensemble des informations concernant l'opération 
primitive suivante à simuler. 
format: structure ST_OPERATION. 
- Code_retour : OK 
FIN_TACHE : il n'y a plus d'opération primitive à simuler. 
- Code_erreur : OK 
ERREUR : erreur dans le séquencement. 
-37-
3.3 Module CONCEPT SUIVANT 
• CONCEPT SUIVANT (Concept déclencheur, Concept déclenché.Code retour, 
Code erreur) 
a) Spécification : 
A partir de l'identifiant d'un concept du langage, cette primitive fournira le 
concept déclenché par celui-ci . Dans le cas où le concept en entrée est une 
condition, il faut préciser quelle alternative on doit prendre en compte. Dans le 
cas où le concept en entrée est une boucle, il faut préciser si la boucle 
déclenche son sous-schéma ou l'instruction suivante. 
b) Entrée: 
- Concept_déclencheur : identifiant du concept déclencheur. 
format : structure ST _(_DECLENCHEUR. 
c) Sortie : 
- ConcepLdéclenché : identifiant du concept déclenché. 
format : structure ST_C_DECLENCHE. 
- Code_retour : OK 
FIN_SOUS_SCHEMA : le concept déclenché est la fin d'un 
sous-schéma. L'identifiant du sous-
schéma terminé se trouve dans le 
Concept_déc l enché. 




3.4 Module SOUS SCHEMA 
• SOUS SCHEMA (Identifiant sous schéma, Code_retour, Code erreur) 
a) Spécification : 
Cette prim itive permet d'enregistrer dans le système l'identifiant d'un 
sous-schéma déclenché. 
Parmi tous les sous-schémas déclenchés et enregistrés dans le système à 
un instant donné, le dernier sous-schéma enregistré sera appelé le sous-sc/Jémé. 
actif A tout instant, dans le système, il y a toujours un et un seul sous-schéma 
actif. 
b) Entrée : 
- ldentifiant_sous_schéma : identifiant du sous-schéma qui vient d'être 
déclenché. 
format : string [MX_ID_SOUS_SCHEMA]. 
c) Sortie : 
- Code_retour : OK 
- Code_erreur : OK 
ERREUR_SOUS_SCHEMA : le sous-schéma a été redéclenché 
sans avoir été terminé. 
ENREG_SOUS_SCHEMA : erreur du système dans l'enregis-
trement du sous-schéma dans le 
système . 
- 39 -
3.5 Module FIN sous SCHEMA 
• FIN_SOUS_SCHEMA (ldentifiant_sous schéma, Code=retour,Code erreur) 
a) Spécification : 
Cette primitive va enregistrer dans le système le fait que le sous-schéma 
actif est terminé. Deux cas sont alors possibles. Soit il existe un sous-schéma 
qui a été déclenché avant celui qui vient de se terminer et qui devient le 
sous-schéma actif. Soit, il n'y a pas de sous-schéma déclenché avant celui qui 
vient de se terminer et dans ce cas, la tâche est terminée. 
b) Entrée : 
- ldentifiant_sous_schéma: identifiant du sous-schéma terminé. 
format : string [M)(_ID_SOUS_SCHEMA]. 
c) Sortie : 
- Code_retour : FIN_TACHE: il n'y a plus de sous-schéma actif dans le 
système. 
BOUCLLNEXT : il y a un nouveau sous-schéma actif dans 
le système 
- Code_erreur : OK 
ERREUFLFIN_SOUS_SCHEMA: le sous-schéma terminé 
n'est pas celui qui est actif. 
SUPPR_SOUS_SCHEMA : erreur du système dans la 






3,6 Module FIN_TACHE 
• FIN TACHE ( Code erreur) 
a) Spécification : 
Cette primitive supprime toutes les variables et tous les paramètres 
enregistrés dans le système au cours de la tâche. 
b) Entrée: 
c) Sortie: 
- Code_erreur : OK 
SUPPR_VARIABLE: erreur du système dans la suppression 
des variables. 
SUPPR_PARAMETRE: erreur du système dans la suppres-






3.7 Module BOUCLE 
• BOUCLE FIRST (ldentifiant_boucle. Code retour. Code_erreur) 
a) Spécification: 
Cette primitive permet d'enregistrer dans le système l'identifiant d'une 
boucle qui commence son exécution. De plus, cette primitive va sélectionner 
l'ensemble des objets informationnels qui seront à traiter par cette boucle et 
l'y associer. 11 enregistre également dans la variable associée à la boucle, le 
premier objet informationnel à traiter, pour autant que l'ensemble ne soit pas 
vide. 
b) Entrée: 
- ldentifiant_boucle: identifiant de la boucle qui commence son 
exécution. 
format: string (M)(_ID_BOUCLE]. 
c) Sortie: 
- Code_retour : OK 
FIN-8OUCLE : l'ensemble des objets à traiter est vide. 
- Code_erreur : OK 
ERREUFU3OUCLE : la boucle a déjà été redéclenchée sans 
avoir été ter.minée . 
OIS_BOUCLE: l'objet informationnel structurant dont on 
doit rechercher les constituants n'existe 
pas. 
VAFLEXISTLPAS : la variable associée à la boucle 
n'existe pas. 
ENREG_ VARIABLE : erreur du système dans l'enregis-
trement d'une variable. 
ENREG_BOUCLE: erreur du système dans l'enregistrement 
d'une boucle. 
ENREG_OBJET: erreur du système dans l'association d'un 
objet à une boucle. 
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• 
• BOUCLE NEXT (Identifiant boucle. Code retour. Code erreur) 
a) Spécification : 
Cette primitive va assigner la variable associée à la la boucle au moyen de 
l'objet suivant à traiter. 11 se peut qu'aucun objet suivant ne soit à traiter et 
que donc la boucle actuelle soit terminée. Dans ce cas, on enregistre dans le 
système le fait que cette boucle est terminée. 
b) Entrée: 
c) Sortie: 
- ldentifiant_boucle : identifiant de la boucle qui est en cours d'exécution 
format : string [MX_ID-8OUCLE]. 
- Code_retour : OK 
FIN_BOUCLE : la boucle est terminée. 
- Code_erreur : OK 
LECTURE_OBJET : erreur du système dans la lecture 
d'un objet associé à une boucle. 
SUPPR_BOUCLE : erreur du système dans la suppression 
d'une boucle. 






3.8 Module CONDITION 
• CONDITION (Identifiant condition, Code retour, Code erreur) 
a) Spécification : 
A partir de l 'i dentifiant d'une condition, cette primitive va évaluer la 
condition. Dans le cas où aucune erreur n'est intervenue, le résultat de cette 
évaluation est soit vrai soit faux. 
b) Entrée : 
- ldentifiant_condition: identifiant de la condition qui doit être évaluée. 
format: string [M>LID_CONDITION]. 
c) Sortie : 
- Code_retour : VRAI : le résultat de l'évaluation est vrai 
FAUX: le résultat de l'evaluation est faux. 
- Code_erreur : OK 
OIE_CONDITION: un objet informationnel élémentaire 
uti l isé dans la clause de la condition, 
n'ex iste pas. 
OIS_CONDITION : un objet informationnel structurant 
utilisé dans la clause de la condition 
n'existe pas . 
VAR_EXISTLPAS : une variable utilisée dans la clause de 
la condition n'existe pas 
PAR_EXISTE_PAS : un paramètre utilisé dans la clause de 
la condition n'existe pas. 
CLAUSLATTRIBUT : la condition teste un attribut 
invalide étant donné la classe de 
l'objet informationnel. 
CLAUSE_APPARTENACE : la condition teste l'appartenance 
d'un objet informationnel inva-







3.9 Module OPERATION PRIMITIVE 
• OPERATION_PRIMITI VE (ldentifiant=opération, Information opération, 
Code retour, Code erreur) 
a) Spécification : 
A partir de l'identifiant d'une opération primitive, cette primitive va 
rechercher l'information détaillée concernant cette opération dans la base de 
données du langage. Cette primitive est également chargée de supprimer la 
notion de variable en la remplacant par sa valeur. 
b) Entrée : 
- ldentifiant_opération : identifiant de l'opération dont il faut rechercher 
l'information. 
format : string [M)(__IO_OPERATION]. 
c) Sortie : 
- lnformation_opération : ensemble des informations concernant 
l'opération primitive. 
format : structure ST _OPERATION. 
- Code_retour : OK 
- Code_erreur : OK 
ENREG_VARIABLE: erreur du système dans l'enregistre-
ment d'une variable. 
VAFLEXISTE_PAS : une variable qui est utilisée dans 
l'énoncé de l'opération primitive 
n'existe pas . 
OLENLEVER : la pile utilisée dans une opération enlever 
n'existe pas dans la base de données. 
CLASSE_ENLEVER: la variable utilisée dans une opération 
enlever ne référence pas une pile. 
CLASSL . ..MODIFIER: la variable utilisée dans une opération 
mod1fier ne référence pas un 
document. 
CLASSLCOMPLETER : la variable utilisée dans une 
opération completer ne référence 
pas un formulaire . 
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3.1 O Module VARIABLE 
• INITIALISATION VARIABLE O. 
a) Spécification : 
Cette primitive initialise le système et prépare celui-ci à l'enregistrement 
de variables. 
b) Entrée : 
c) Sortie : 
• ASSIGNATION_VARIABLE (Nom=variable. Valeur =variable. Code_retour. 
Code erreur) 
a) Spécification : 
A partir d'un nom de variable et d'une valeur, cette primitive va assigner 
cette variable au moyen de cette valeur. Si la variable existe déjà dans le 
système, son ancienne valeur est écrasée par la nouvelle valeur. Si la variable 
n'existe pas encore alors elle est créée. 
b) Entrée : 
- Nom_variable : identifiant de la variable que l'on doit assigner. 
format: string [M>LLG_VARIABLE]. 
- Valeur _variable: valeur avec laquelle on doit assigner la variable. 
format: structure ST_IDENTIFIANT_OI. 
c) Sortie: 
- Code_retour : OK 
- Code_erreur : OK 





• LECTURE VARIABLE (Nom variable, Valeur variable, Code_retour, 
Code erreur) 
a) Spécification: 
A partir de l'identifiant d'une variable, cette primitive va retourner la 
valeur qui est affectée à cette variable. 
b) Entrée : 
- Nom_variable : identifiant de la variable dont on veut connaitre la 
valeur . 
format: string [M>LLG_VARIABLE]. 
c) Sortie : 
- Valeur _variable: valeur qui est associée à la variable. 
format: structure ST_IDENTIFIANT_OI. 
- Code_retour : OK 
- Code_erreur : OK 
VAR_EXISTE_PAS: la variable spécifiée n'existe pas. 
• SUPPRESSION_ VARIABLE (Code erreur) 
a) Spécification: 
Cette primitive va supprimer toutes les variables enregistrées dans le 
système. 
b) Entrée: 
c) Sortie : 
- Code_erreur: OK 
ERREUFLSYSTEME: erreur du système dans la suppression 
des variables. 
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3.11 Module PARAMETRE 
• INITIALISATION PARAMETRE O. 
a) Spécification: 
Cette primitive initialise le système et prépare celui-ci à l'enregistrement 
de parametres. 
b) Entrée : 
c) Sortie : 
• ASSIGNATION_PARAMETRE (Nom=4>aramètre, Valeur =paramètre, 
Code retour, Code erreur) 
a) Spécification : 
A partir d'un nom de variable et d'une valeur, cette primitive va assigner ce 
paramètre au moyen de cette valeur. Si le paramètre existe déjà dans le 
système, son ancienne valeur est écrasée par la nouvelle valeur. Si le paramètre 
n'existe pas encore alors il est créé. 
b) Entrée : 
- Nom_paramètre : identifiant du paramètre que l'on doit assigner. 
format : string [M>LLG_PARAMETRE] 
- Valeur _paramètre: valeur avec laquelle on doit assigner le paramètre. 
format : string [M>LLG_ V ALEUfLPARAMETRE]. 
c) Sortie : 
- Code_retour: OK 
- Code_erreur : OK 




• LECTURE_PARAMETRE (Nom paramètre. Valeur paramètre. Code retour. 
Code erreur) 
a) Spécification : 
A part ir de l'identifiant d'un paramètre, cette primitive va retourner la 
valeur qui est affectée à ce paramètre. 
b) Entrée : 
- Nom_paramètre : identifiant du paramètre dont on veut connaitre la 
valeur. 
format : string [MX_LG_PARAMETRE]. 
c) s6rtie: 
- Valeur _paramètre: valeur qui est associée au paramètre. 
format : string [M)(_LG_ VALEUFLPARAMETRE]. 
- Code_retour : OK 
- Code_erreur : OK 
PAFLEXISTE_PAS : le paramètre spécifié n'existe pas. 
• SUPPRESSION PARAMETRE (Code erreur) 
a) Spécification : 
Cette primitive va supprimer tous les paramètres enregistrés dans le 
système. 
b) Entrée : 
c) Sortie: 
- Code_erreur : OK 
ERREUFLSYSTEME : erreur du système dans la suppression 
des paramètres . 
-49-
• 
3.12 Module MEMORISATION sous SCHEMA 
• 1 NIT I ALI SATI ON __ SOUS_SCHEMA 0 
a) Spécification : 
Cette primitive initialise le système et prépare celui-ci à l'enregistrement 
de sous-schémas. 
b) Entrée : 
c) Sortie: 
• ENREGISTREMENT SOUS SCHEMA (Identifiant sous schéma, Code_retour, 
Code erreur) 
a) Spécification : 
Cette primitive permet d'enregistrer dans le système l'identifiant d'un 
sous-schéma. 
b) Entrée : 
- ldentifiant_sous_schéma : identif iant du sous-schéma qu'il faut 
mémoriser. 
format : string [M>LID_SOUS_SCHEMA] 
c) Sortie 
- Code_retour : OK 
- Code_erreur : OK 
ERREUfLSYSTEME : erreur du système dans l'enregistre-




• EXISTENCE SOUS SCHEMA (Identifiant sous schéma. Code retour, Code 
erreur) 
a) Spécification : 
Cette prim i t ive permet de voir si un sous-schéma spécifié a été enregistré 
dans le système. • 
b) Entrée : 
- ldentifiant_sous_schéma: identifiant du sous-schéma dont l'existence 
doit être testée. 
format : string [M><-1D_SOUS_SCHEMA] 
c) Sortie: 
- Code_retour : PRESENT : le sous-schéma spécifié existe dans le 
système. 
ABSENT : le sous-schéma spécifié n'existe pas dans le 
système. 
- Code_erreur : OK 
• SUPPRESSIO~SOUS SCHEMA (ldentifianLsous schéma. Code retour, 
Code erreur) 
a) Spécification : 
Cette primitive supprime le dernier sous-schéma mémorisé dans le système. 
Au moins un sous-schéma doit être actif avant l'appel de cette primitive . 
b) Entrée : 
c) sortie: 
- ldentifiant_sous_schéma : identifiant du sous-schéma qui a été 
supprimé. 
format : string [MX_ID_SOUS_SCHEMA]. 
- Code_retour : OK 
DERNIER : le sous-schéma supprimé est le dernier qui 
était mémorisé dans le système. 
- Code_erreur : OK 
ERREUR_SYSTEME: erreur du système dans la suppression 
d'un sous-schéma. 
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3, 13 Module MEMORISATION BOUCLE 
• INITIALISATION_BOUCLE 0 
a) Spécification : 
Cette primitive initialise le système et prépare celui-ci à l'enregistrement 
de boucles. 
b) Entrée : 
c) Sortie : 
• ENREGISTREMENT=BOUCLE (ldentifiant_boucle. Code retour. Code erreur) 
a) Spécification : 
Cette primit ive permet d'enregistrer dans le système l'identifiant d'une 
boucle. 
b) Entrée: 
- ldentifiant_boucle: identifiant de la boucle qu'il faut mémoriser. 
format: string (M)(_ID_BOUCLE] 
c) Sortie 
- Code_retour: OK 
- Code_erreur : OK 
ERREUR_SYSTEME : erreur du système dans l'enregistre-
ment d'une boucle. 
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• EXISTENCE BOUCLE (Identifiant bouc le, Code retour, Code erreur) 
a) Spécification: 
Cette primitive permet de voir si une boucle spécifiée a été enregistré dans 
le système. 
b) Entrée : 
- ldentifiant_boucle: identifiant de la boucle dont l'existence doit être 
testée. 
format: string [M>LID_BOUCLE]. 
c) Sortie: 
- Code_retour : PRESENT : la boucle spécifiée existe dans le système 
ABSENT : la boucle spécifiée n'existe pas dans le système 
- Code_erreur : OK 
• SUPPRESSION_BOUCLE (Identifiant boucle, Code retour, Code erreur) 
a) Spécification: 
Cette primitive supprime la dernière boucle mémorisé dans le système. Au 
moins une boucle doit être active avant l'appel de cette primitive. De plus, pour 
cette boucle, il ne doit plus exister d'objets informationnels à traiter. 
b) Entrée : 
c) Sortie: 
- ldentifiant_boucle: identifiant de la boucle à supprimer. 
format: string [M>LID_BOUCLE] 
- Code_retour : OK 
- Code_erreur : OK 
ERREUfLSYSTEME: erreur du système dans la suppression 
d'une boucle. 
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• AJOUTER OCCURRENCE_J30UCLE (Identifiant 01. Code retour. Code erreur) 
a) Spécification : 
A partir de l'identifiant d'un objet informationnel , cette primitive ajoute 
celui-ci à l'ensemble des objets informationnels associé à la dernière boucle 
mémorisée dans le système. 
b) Entrée : 
- ldentifiant_OI : identifiant de l'objet informationnel qu'il faut ajouter à 
l'ensemble associé à la dernière boucle. 
format : structure ST_IDENTIFIANT_OI. 
c) Sortie 
- Code_retour : OK 
- Code_erreur : OK 
ERREUR_SYSTEME : erreur du système dans l'ajout d'un 
objet. 
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• LI RE OCCURRENCE BOUCLE ( 1 dent if i ant bouc 1 e, 1 dent if i ant O 1, 
Code_retour, Code erreur) 
a} Spécification: 
Cette primitive permet de lire l'identifiant d'un objet informationnel qui est 
associé à la dernière boucle mémorisée dans le système. 11 se peut qu'aucun 
objet ne soit associé à cette boucle. Dans le cas où il existe, il est supprimé de 
l'ensemble des objets associé à la dernière boucle. Cette primitive est assurée 
qu'au moins une boucle est enregistrée dans le système. 
b) Entrée : 
c) Sortie: 
- ldentifiant_boucle: identifiant de la dernière boucle mémorisée dans le 
système. 
format : string [MX_ID_BOUCLE] 
- ldentifiant_OI : identifiant d'un objet informationnel qui est associé à 
la dernière boucle mémorisée dans le système. 
format : structure ST _IDENTIFIANT _o I. 
- Code_retour : OK 
VIDE : il n'y a plus d'objet informationnel associé à la 
dernière boucle mémorisée dans le système. 
- Code_erreur : OK 
ERREUfLSYSTEME: erreur du système dans la suppression 
d'un objet. 
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3.14 Module CONTROLES A_PRIORI 
• CONTROLES=A_PRIORI (Information op prim, Code=retour, Code=erreur) 
a) Spécification: 
A partir des informations concernant une opération primitive, cette 
primitive va vérifier que l'exécution de cette opération est valide par rapport 
aux informations mémorisées dans la base de données 1nformationnelle. Si 
l'opération est invalide, cette primitive affiche un message d'erreur. 
b) Entrée: 
- lnformation_op_prim : informations relatives à l'opération primitive 
que l'on veut vérifier. 
format : structure ST _OPERATION 
c) Sortie : 
- Code_retour : OK 
- Code_erreur : OK 




• INITIALISATION GRAPHIQUE (Code erreur) 
a) Spécification: 
Cette primitive initialise le système et prépare celui-ci au graphisme. 
b) Entrée : 
c) Sortie : 
- Code_erreur : OK 
ERREUR_GRAPHISME : erreur dans l'initialisation du 
graphisme. 
• TERMINAISON GRAPHIQUE (Code=erreur) 
a) Spécification : 
Cette primitive permet de clôturer le graphisme. 
b) Entrée : 
c) Sortie : 
- Code_erreur : OK 
ERREUR_GRAPHISME : erreur dans la terminaison du 
graphisme. 
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• GRAPHIQUE (Information op prim. Code retour. Code erreur) 
a) Spécification : 
A partir de l'information concernant une opération primitive, ce module doit 
préparer et rechercher les informations nécessaires à l'animation graphique. Si 
cette primitive détecte une erreur, elle aff iche un message d'erreur. 
b) Entrée: 
- lnformation_op_prim : informations relatives à l'opération à simuler. 
format : structure ST _OPERATION 
c) Sortie: 
- Code_retour : OK 
- Code_erreur : OK 
ERREUR: la primitive a détecté une erreur et a affiché un 
message d'erreur. 
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3.16 Module MANIPULATION BD 
• MANIPULATION BD (Information op::()rim, Code retour, Code=erreur) 
a) Spécification : 
A partir des informations concernant une opération primitive, ce module va 
apporter les modifications nécessaires à la base de données informationnelle de 
telle manière que sa cohérence sémantique soit respectée après exécution de 
cette opération primitive. Cette primitive est assurée qu'il n'existe plus aucune 
erreur soit dans l'information transmise, soit dans la validité des manipulations 
demandées sur l'information. 
b) Entrée : 
- lnformation_op_prim : informations nécessaires pour la mise à jour de 
1 a base de données. 
format: structure ST _OPERATION 
c) Sortie: 
- Code__retour : OK 




3.17 Module MESSAGE_ERREUR 
• MESSAGE ERREUR (Numéro) 
a) Spécification : 
A partir du numéro d'un message d'erreur, ce module va afficher à l'écran le 
message correspondant à ce numéro. 
b) Entrée : 
- Numéro : numéro du message d'erreur à afficher. 
format: entier (2) 
Le numéro peut prendre les valeurs suivantes : 
ERREUR_BD_OUVERTURE 
Une erreur est survenue durant l'ouverture de la base de données 
du langage ou de la base de données informationnelle. 
ERREUIL.BD_FERMETURE 
Une erreur est survenue durant la fermeture de la base de 
données du langage ou de la base de données informationnelle. 
ERREUIL.GRAPHISME 
Une erreur est survenue durant l'initialisation ou la terminaison 
du graphisme . 
ERREUIL.SOUS_SCHEMA 
Un sous-schéma a été redéc lenché sans avoir été terminé. 
ERREUIL.FltLSOUS_SCHEMA 
Un sous-schéma a été terminé alors qu'il n'était pas le 
sous-schéma actif. 
ERREUR__BOUCLE 
Une boucle a été redéclenchée sans avoir été terminée. 
ENREG_SOUS_SCHEMA 
Erreur du système dans l'enregistrement d'un sous-schéma 
ENREG_BOUCLE 
Erreur du système dans l'enregistrement d'une boucle. 
ENREG_OBJET 
Erreur du système dans l'enregistrement d'un objet information-
nel à associer à une boucle 
ENREG_ V AR I ABLE 
Erreur du système dans l'enregistrement d'une variable. 
SUPPR_SOUS_SCHEMA 
Erreur du système dans l'enregistrement d'un paramètre. 
SUPPR_BOUCLE 








Erreur du système dans la suppression d'un objet associé à une 
boucle. 
SUPPR_VARIABLE 
Erreur du système dans la suppression des variables. 
SUPPJLPARAMETRE 
Erreur du système dans la suppression des paramètres 
LECTURE_OBJET 
Erreur du système dans la lecture d'un objet associé à une boucle 
CLAUSLA TTR I BUT 
Une condition teste un attribut invalide étant donné la classe de 
l'objet informationnel. 
CLAUSLAPPARTENANCE 
Une condition teste l'appartenance d'un objet informationnel 
invalide étant donné sa classe. 
OILCONDITION 
Un objet informationnel élémentaire utilisé dans une clause 
d'une condition n'existe pas. 
01S_CONDITION 
Un objet informationnel structurant utilisé dans une clause d'une 
condition n'existe pas . 
OIS_BOUCLE 
Un objet informationnel structurant dont on doit rechercher les 
constituants n'existe pas. 
OI_CREER 
. Un objet informationnel que l'on doit créer existe déjà 
01 E__REPRODU IRE 
Un objet informationnel élémentaire que l'on doit reproduiré 
n'existe pas. 
OI_RECEVOIR 
Un objet informationnel que l'on doit recevoir ou l'un de ses 
composants existe déjà. 
OI_COMMUN I QUER 
Un objet informationnel que l'on doit communiquer n'existe pas . 
01 E_CONSUL TER 
Un objet informationnel que l'on doit consulter n'existe pas. 
01 S_FEU I LLETER 
Un objet informationnel que l'on doit feuilleter n'existe pas. 
OI_ENLEVER 
La pi le dont on doit enlever le premier constituant n'existe pas 
ou est vide. 
OIJ10DIFIER 
Un document que l'on doit mol/fier n'existe pas ou le message 
brouillon à partir duquel on doit modifier n'existe pas. 
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01 [_COMPLETER 
Un formulaire que l'on doit compléter n'existe pas. 
OI_VERIFIER 
Un dossier ou un formulaire que l'on doit vénfier n'existe pas. 
OI_DETRUIRE 
Un objet informationnel que l'on doit détruire n'existe pas. 
OI_ARCHI VER 
Un objet informationnel que l'on doit arc/Jiver n'existe pas. 
01S_TRIER 
Un objet informationnel structurant que l'on doit trier n'existe 
pas. 
OI_CLASSER 
Un objet informationnel que l'on doit classer n'existe pas ou 
l'O.I.S. est un constituant de l'objet informationnel à classer: 
OI_RANGER 
Un objet informationnel que l'on doit ranger n'existe pas. 
OI_REPLACER 
Un objet informationnel que l'on doit replacer n'existe pas. 
OI_DECIDER 
Un objet informationnel sur base duquel on doit décider, n'existe 
pas. 
V AJLEX I STE_PAS 
Une variable spécifiée dans une boucle, une condition ou une 
opération primitive n'existe pas. 
PAJLEX I STE_PAS 
Un paramètre spécifié dans une condition n'existe pas. 
PHOTOCOP I EUSLEX I STLPAS 
11 n'existe pas de photocopieuse dans le système et donc 
l'opération reproduire est impossible. 
BOITLltLEXISTE_PAS 
Il n'existe pas de boîte IN dans le système et donc l'opération 
recevoir est impossible. 
BOITE_OUT_EXISTE_PAS 
11 n'existe pas de boîte OUT dans le système et donc l'opération 
communiquer est impossible. 
BOITE_ARCHI VLEXISTLPAS 
11 n'existe pas de boîte ARCHIVE dans le système et donc 
l'opération arc/Jiver est impossible. 
TELEPHONE_EXISTE_PAS 
11 n'existe pas de téléphone dans le système et donc l'opération 
de communiquer ou recevoir est impossible. 
POUBELLE_EXISTLPAS 
11 n'existe pas de poubelle dans le système et donc l'opération de 





Un objet informationnel dans lequel on doit classer n'existe pas. 
RANGEMENT _EX I STE_P AS 
Un objet de rangement dans lequel on doit ranger n'existe pas. 
PAS_SUR_OUTIL_ TRAVAIL 
Il existe une opération replacer mais l'objet à replacer ne se 
trouve pas sur un outil de travail. 
NUM_DEPART_INCORRECT 
Dans une opération reproduire J le numéro de départ spécifié 
n'est pas supérieur à tous les numéros de copie de l'original. 
ERREUILF I CHI ER 
Un objet informationnel que l'on doit classer dans un fichier 
n'est pas compatible avec les autres objets informationnels se 
trouvant déjà dans celui-ci. 
CLASSE_REPRODUIRE 
Un objet informationnel que l'on doit reproduire est invalide 
étant donné sa classe. 
CLASSE_COMMUNIOUER 
Un objet informationnel que l'on doit communiquer est invalide 
étant donné sa classe. 
CLASSLCONSULTER 
Un objet informationnel que l'on doit consulter est invalide 
étant donné sa classe. 
CLASSE_fEUILLETER 
Un objet informationnel que l'on doit feuilleter est invalide 
étant donné sa cl asse. 
CLASSE_ENLEVER 
Un objet informationnel dont on doit enlever le premier 
constituant n'est pas une pile. 
CLASSEJ10D IF IER 
Un objet informationnel que l'on doit modifier est invalide étant 
donné sa classe. 
CLASSE_COMPLETER 
Un objet informationnel que l'on doit compléter est invalide 
étant donné sa classe. 
CLASSE_ VERIFIER 
Un objet informationnel que l'on doit vénfier est invalide étant 
donné sa classe. 
CLASSLDETRUI RE 
Un objet informationnel que l'on doit détruire est la pile qui est 
associée soit à la boîte IN soit à la boîte OUT. 
CLASSLARCHIVER 
Un objet informationnel que l'on doit archiver est invalide étant 
donné sa c 1 asse. 
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CLASSE_ TRI ER 
Un objet informationnel que l'on doit trier est invalide étant 
donné sa classe. 
CLASSLCLASSER 
Un objet informationnel que l'on doit classer est invalide étant 
donné sa classe. 
CLASSLDEC I DER 
c) Sortie : 
Un objet informationnel sur base duquel on doit décider est 




3.18 Module BASE DE_j)ONNEES 
• OUVERTURE_BD (Code_erreur) 
a) Spécification : 
Cette primi tive ouvre la base de données du langage et la base de données 
informationnel le 
b) Entrée : 
c) Sortie : 
- Code_erreur : OK 
ERREUfLBD_OUVERTURE : erreur dans l'ouverture d'une des 
deux bases de données. 
• FERMETURE_BD (Code_erreur) 
a) Spécification: 
Cette primitive ferme la base de données du langage et la base de données 
informationnelle 
b) Entrée : 
c) Sortie: 
- Code_erreur : OK 
ERREUfLBD_FERMETURE : erreur dans la fermeture d'une 
des deux bases de données . 
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• 
• CRITERE BOUCLE (ldent i fiant_boucle, lnfo critère, Code_retour, 
Code erreur) 
a) Spécification : 
Cette primitive a pour objectif, à partir de l'identifiant d'une boucle, de 
retrouver les informations concernant le critère de cette boucle. Cette fonction 
est assurée que la boucle existe. 
b) Entrée : 
- ldentifiant_boucle identifiant de la boucle pour laquelle il faut 
retrouver le critère utilisé. 
format : string [MX_IO_BOUCLE] 
c) Sortie : 
- info_critère champ variable contenant les informations relatives au 
critère de la boucle. 
format : structure ST_CRITERLBOUCLE 
- Code_retour : OK 
TROISIEME_CRITERE : il n'y a pas de critère associé à la 
boucle et donc il faut appliquer le 
troisième type de critère. 




• CLAUSE CONDITION (Identifiant condition. lnfo clause, Code retour. 
Code erreur) 
a) Spécification: 
Cette primitive a pour objectif, à partir de l'identifiant d'une condition, de 
retrouver les informations concernant la clause de la condition. Cette fonction 
est assurée que la condition existe et qu'une clause lui est associée. 
b) Entrée: 
- ldentifiant_condition: identifiant de la condition pour laquelle il faut 
retrouver la clause utilisée. 
format: string [M>LID_CONDITION). 
c) Sortie : 
- lnfo_clause: champ variable contenant les informations relatives à la 
clause de la condition. 
format: structure ST_CLAUSE_CONDITION. 
- Code_retour : OK 
- Code_erreur : OK 
• SOUS=TYPE OPERATION_PRIMITIVE (Identifiant operation, lnfo_opération. 
Code retour, Code erreur) 
a) Spécification : 
Cette primitive a pour objectif, à partir de l'identifiant d'une opération 
primitive, de retrouver l'information concernant le sous-type de cette 
opération. Cette fonction est assurée que cette opération primitive existe et 
qu'un sous-type lui est associé. 
b) Entrée : 
- ldentifiant_opération : identifiant de l'opération primitive pour 
laquelle i 1 faut retrouver l'information du 
sous-type. 
format: string [M>LID_OPERATION] 
c) Sortie: 
- lnfo_opération: champ variable contenant les informations relatives 
au sous-type de l'opération primitive. 
format : structure ST_OPERATION_VAR 
- Code_retour : OK 
- Code_erreur : OK 
-67-
• T ACHLCONCE PT SUIVANT ( 1 dent if i ant tâche, Concept déclenché, 
Code retour, Code Erreur) 
a) Spécification : 
A partir de l'identifiant d'une tâche, cette primitive fournira le sous-
schéma déclenché par cette même tâche. 
b) Entrée: 
- ldentifiant_tâche : identifiant de la tâche dont il faut rechercher le 
concept déclenché. 
format : string [M>LID_ TACHE]. 
c) Sortie : 
- Concept_déclenché : identifiant du concept déclenché. 
format : structure ST _(_DECLENCHE. 
- Code_retour : OK 
- Code_erreur : OK 
• SOUS SCHEMA_CONCEPT SUIVANT (Identifiant sous schéma, Concept 
déclenché, Code..,.retour, Code_Erreur) 
a) Spécification : 
A partir de l'identifiant d'un sous-schéma, cette primitive fournira le 
concept déclenché par ce même sous-schéma. 
b) Entrée : 
- ldentifiant_sous-schéma: identifiant du sous-schéma dont i l faut 
rechercher le concept déclenché. 
format : string [M>LID_SOUS_SCHEMA]. 
c) Sortie : 
- ConcepLdéclenché : identifiant du concept déclenché. 
format : structure ST _(_DECLENCHE. 
- Code_retour : OK 




• BOUCLE_CONCEPT_SUIVANT (ldentifianLboucle, Critere, Concept 
déclenché, Code retour, Code Erreur) 
a) Spécification : 
A partir de l'identifiant d'une boucle, cette primitive fournira le concept 
déclenché par cette même boucle en fonction du critère spécifié. Ce critère 
indique s'il faut prendre en compte le sous-schéma déclenché par cette boucle 
ou s'i 1 faut prendre en compte le concept suivant. 
b) Entrée : 
- ldentifiant-1>oucle: identifiant de la boucle dont il faut rechercher le 
concept déclenché. 
format : string (M)(_ID-80UCLE]. 
- Critère: critère associé à la recherche. 
c) Sortie: 
format: entier( 1 ). Ensemble des valeurs : 
(SOUS_SCHEMA, SUITE} 
- Concept_déclenché: identifiant du concept déclenché. 
format: structure ST _(_DECLENCHE. 
- Code_retour : OK 
FIN_SOUS_SCHEMA: le concept déclenché est la fin d'un 
sous-schéma. L'identifiant du sous-
schéma terminé se trouve dans 
ConcepLdéc 1 enché. 
- Code_erreur : OK 
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• CONDITION CONCEPT SUIVANT (Identifiant condition, Critere, Concept 
déclenché, Code retour, Code Erreur) 
a) Spécification : 
A partir de l'identifiant d'une condition, cette primitive fournira le concept 
déclenché par cette même condition en fonction du critère spécifié. Ce critère 
indique quelle branche de la condition il faut prendre en compte. 
b) Entrée: 
- ldentifiant_condition : identifiant de la condition dont il faut recher-
cher le concept déclenché. 
format : string [MX_ID_CONDITION]. 
- Critère : critère associé à la recherche. 
format : entier< 1 ). Ensemble des valeurs : (VRAI, FAUX) 
c) Sortie : 
- Concept_déclenché : identifiant du concept déclenché. 
format : structure ST _(_DECLENCHE. 
- Code_retour : OK 
FIN_SOUS_SCHEMA: le concept déclenché est la fin d'un 
sous-schéma. L'identifiant du sous-
schéma terminé se trouve dans 
Concept_déc 1 enché. 
- Code_erreur : OK 
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• OPERATION CONCEPT SUIVANT (Identifiant opd)rim. Concept déclenché. 
Code retour. Code Erreur) 
a) Spécification: 
A partir de l'identifiant d'une opération primitive, cette primitive fournira 
le concept déclenché par cette opération primitive. 
b) Entrée: 
- ldentifiant_op_prim: identifiant de l'opération primitive dont il faut 
rechercher le concept déclenché. · 
format: string [M><-ID_OPERATION]. 
c) Sortie: 
- Concept_déclenché: identifiant du concept déclenché. 
format: structure ST _(_DECLENCHE. 
- Code_retour : OK 
FIN_SOUS_SCHEMA: le concept déclenché est la fin d'un 
sous-schéma. L'identifiant du sous-
schéma terminé se trouve dans 
Concept_déclenché. 
- Code_erreur : OK 
• VARIABLE BOUCLE (ldentifianLboucle. Variable boucle. Code retour. 
Code_erreur) 
a) Spécification : 
Cette primitive, à partir de l'identifiant d'une boucle, recherche le nom de la 
variable associée à la boucle. La primitive est assurée que la boucle existe et 
qu'une variable lui est associée. 
b) Entrée: 
- ldentifianLboucle: identifiant de la boucle pour laquelle il faut 
rechercher 1 a vari ab 1 e associée. 
format: string [M><-ID_BOUCLE] 
c) Sortie : 
- Variable_boucle: nom de la variable qui est associée à la boucle. 
format: string [M><-LG_VARIABLE] 
- Code_retour : OK 
- Code_erreur : OK 
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• CONSTITUANT OIS (ldentifianLOIS, Type 01, Liste 01, Code retour, 
Code erreur) 
a) Spécification : 
Cette primitive, à partir de l'identifiant d'un objet informationnel 
structurant et du type des objets à sélectionner, recherche dans la base de 
données informationnelle tous les objets informationnels classés au premier 
niveau dans l'objet informationnel structurant donné et vérifiant le type 
demandé. Trois types de demande sont possibles : 
- type= OIE : il faut sélectionner tous les objets informationnels 
élémentaires se trouvant dans 1'0.1.S. 
- type= OIS : il faut sélectionner tous les objets informationnels 
structurants se trouvant dans 1'0.I.S. 
- type= TOUS : il faut sélectionner tous les objets informationnels se 
trouvant dans 1'0.1.S. 
b) Entrée: 
- ldentifiant_OIS : identifiant de l'O.I.S. dont il faut retrouver les 
constituants. 
format: structure ST_IDENTIFIANT_OI. 
- Type_OI : type des objets qu'il faut sélectionner. 
format : string [M)(_LG_DESIR]. 
c) Sortie : 
- Liste_OI: pointeur vers le premier objet informationnel sélectionné. 
format : pointeur vers une structure de type 
ST _LISTLIDENTIFIANT_OI. 
- Code_retour : OK 
VIDE : l'ensemble des objets informationnels sélectionné 
est vide 
- Code_erreur : OK 
EXISTE_PAS: l'objet informationnel structurant spécifié 
n'existe pas 
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• CONSTITUANT OIS TOUT (Identifiant OIS, Type 01, Liste 01, Code retour, 
Code erreur) 
a) Spécification : 
Cette primitive, à partir de l'identifiant d'un objet informationnel 
structurant et du type des objets à sélectionner, recherche dans la base de 
données informationnelle tous les objets informationnels classés à tous les 
niveaux dans l'objet informationnel structurant donné et vérifiant le type 
demandé. Trois types de demande sont possibles : 
- type= OIE : il faut sélectionner tous les objets informationnels 
élémentaires se trouvant dans l'O.I.S. 
- type= OIS : il faut sélectionner tous les objets informationnels 
structurants se trouvant dans l'O. I .S. 
- type= TOUS: il faut sélectionner tous les objets informationnels se 
trouvant dans l'O. I.S. 
b) Entrée : 
- ldentifiant_OIS : identifiant de l'O.I.S. dont il faut retrouver les 
constituants. 
format: structure ST_IDENTIFIANT_OI. 
- Type_OI: type des objets qu'il faut sélectionner. 
format : string [MX_LG_DESIR]. 
c) Sortie : 
- Liste_OI : pointeur vers le premier objet informationnel sélectionné. 
format : pointeur vers une structure de type 
ST_LISTE_IDENTIFIANT_OI. 
- Code_retour : OK 
VIDE : l'ensemble des objets informationnels sélectionné 
est vide 
- Code_erreur : OK 
EXISTE_PAS: l'objet informationnel structurant spécifié 
n'existe pas 
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• OBJETS CLASSE (Classe, Liste 01, Code retour, Code erreur) 
a) Spécification : 
Cette primitive, à partir de l'identification d'une classe, recherche tous les 
objets informationnels qui sont de cette classe dans la base de données 
inf ormat ionne l le. 
b) Entrée : 
- Classe : classe dont on veut rechercher les objets. 
format : string [MX_LG_CLASSE] 
c) Sortie : 
- Liste_OI : pointeur vers le premier élément sélectionné. 
format : pointeur vers une structure de type 
ST _LISTE_IDENTIFIANT _01. 
- Code_retour : OK 
VIDE : l'ensemble sélectionné est vide. Il n'y a pas d'objet 
de la classe donnée dans le système. 
- Code_erreur : OK 
• TOUS OBJETS (Liste 01, Code_retour, Code=erreur) 
a) Spécification: 
Cette primitive recherche tous les objets informationnels du système. 11 
s'agit de tous les objets informationnels structurants et de tous les objets 
informationnels élémentaires (y compris ceux classés dans un 0.1.S.). 
b) Entrée : 
c) Sortie: 
- Liste_OI : pointeur vers le premier objet informationnel sélectionné. 
format : pointeur vers une structure de type 
ST_LISTE_IDENTIFIANT_OI . 
- Code_retour : OK 
VIDE : l'ensemble sélectionné des objets est vide ; donc 
dans les système, il n'y a aucun objet informa-
t ionne 1. 
- Code_erreur : OK 
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• PREMIER 01 PILE (Nom pile, Identifiant oi. Code retour, Code erreur) 
a) Spécification : 
Cette primitive recherche le premier objet informationnel classé dans une 
pile dont on spécifie le nom et ce, en tenant compte d'un ordre de classement 
LIFO. 
b) Entrée: 
- Nom_pile: nom de la pile dont il faut rechercher le premier 
constituant. 
format : string [MX_LG_NOM]. 
c) Sortie: 
- ldentifiant_oi: identifiant du premier constituant de la pile. 
format: structure ST_IDENTIFIANT_OI. 
- Code_retour : OK 
- Code_erreur : OK 
PILE_EXISTE_PAS: la pile spécifiée n'existe pas. 
PILE_VIDE: aucun objet informationnel n'est actuel-
lement classé dans cette pile. 
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• LIRE TYPE FICHIER (Identifiant fichier. Classe. Type. Code_retour. 
Code erreur) 
a) Spécification : 
Cette primitive, à partir de l'identifiant d'un fichier va rechercher la classe 
et le type des objets classés dans le fichier et cela pour autant qu'un tel objet 
existe. Cette primitive est assurée que le fichier existe. 
b) Entrée : 
- ldentifiant_fichier: identifiant du fichier dont il faut rechercher le 
type des objets classés. 
format: structure de type ST_IDENTIFIANT_OI 
c) Sortie : 
- Classe : classe des constituants du fichier spécifié. 
format : string [MX_LG_CLASSE]. 
- Type : type des constituants du fichier spécifié. 
format : string [MX_LG_TYPE] 
- Code_retour : OK 
FICHIER_VIDE: le fichier spécifié est vide. 
- Code_erreur : OK 
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• PILE OBJET INTERFACE (Classe, Nom, Identifiant OIS, Code retour, 
Code erreur) 
a) Spécification : 
Cette primitive, à partir de l'identifiant de la boîte IN ou de la boîte OUT va 
retrouver l'identifiant de la pi le qui lui est associée. On est assuré que la boîte 
spécifiée existe. 
b) Entrée : 
- Classe : classe de la boîte IN ou de la boîte OUT. 
format : string [MX_OI_CLASSE]. 
- Nom : nom de la boîte IN ou de la boîte OUT. 
format : string [MX_OI_NOM]. 
c) Sortie : 
- ldentifiant_OIS : identifiant de la pile associée à la boîte spécifiée. 
format : structure de type ST_IDENTIFIANT_OI. 
- Code_retour : OK 
- Code_erreur : OK 
• NUMERO COPIE (Identifiant OIE, Numéro, Code_retour, Code erreur) 
a) Spécification : 
Cette prim i tive vérifie qu'il n'existe pas dans le système au moins une 
copie de l'O.I.E. original spécifié avec son numéro de copie supérieur 
algébriquement au numéro spécifié. 
b) Entrée : 
- ldentifianLOIE : identifiant de l'O.I.E. original. 
format: structure ST _IDENTIFIANT _01 
- Numéro : spécifie le numéro dont la valeur va être comparée aux 
numéros des copies de l'original. 
format : entier (2). 
c) Sortie : 
- Code_retour : OK 
INFERIEUR : il existe une copie dont le numéro est 
supérieur algébriquement à celu i spécifié 
en paramètre. 
- Code_erreur : OK 
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• CLASSEMENT 01 (Identifiant 01, Identifiant OIS, Code retour, 
Code erreur) 
a) Spécification : 
Cette primitive permet de tester si une objet informationnel donné est 
classé ou non dans un objet informationnel structurant que l'on spécifie. 
b) Entrée: 
- ldentifiant_OI : identifiant de l'objet informationnel dont il faut 
tester s· i 1 est c 1 assé ou non. 
format: structure ST_IDENTIFIANT_OI. 
- ldentifiant_OIS: identifiant de l'objet informationnel structurant. 
format: structure ST_IDENTIFIANT_OI. 
c) Sortie: 
- Code_retour: CLASSEMENT: l'objet informationnel donné est classé 
dans l'O.I.S. spécifié. 
NON_CLASSEMENT: l'objet informationnel donné n'est 
pas classé dans l'O.I.S. spécifié. 
- Code_erreur: OI_EXISTE_PAS: l'objet informationnel donné n'existe 
pas. 
OIS_EXISTE_PAS: 1'0.1.S. spécifié n'existe pas. 
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• RECHERCHEFLOI (Code recherche, Classe, Type, Liste 01, Code=retour, 
Code erreur) 
a) Spécification : 
Cette primitive à partir d'un code de recherche va retrouver tous les objets 
informationnels répondant au critère de recherche indiqué par le code et se 
trouvant en traitement sur un outil de travail. On est assuré que le code de 
recherche est valide. 
b) Entrée : 
- Code_recherche : code qui indique le critère à utiliser pour retrouver 
les objets informationnels dans le système. 11 peut 
avoir les valeurs suivantes: 
1 : tous les objets informationnels se trouvant en 
traitement sur un outil de travail. 
2 : tous les objets informationnels d'une classe 
donnée se trouvant en traitement sur un outil 
de travai 1. 
3: tous les objets informationnels d'une classe 
donnée et d'un type donné se trouvant en 
traitement sur un outil de travail. 
format : entier ( 1 ). 
- Classe : classe des objets informationnels qu'il faut rechercher. Ce 
paramètre n'a de sens que si le code de recherche appartient à 
(2, 3}. 
format: string [MX_LG_CLASSE]. 
- Type: type des objets informationnels qu'il faut rechercher. Ce 
paramètre n'a de sens que si le code de recherche appartient 
à (3) . 
format : string (M)(_LG_ TYPE]. 
c) Sortie: 
- liste_OI : ensemble des objets informationnels répondant 
indiqué par le code de recherche. 
format: pointeur vers une structure 
ST_LISTE_IDENTIFIANT_OI. 
- Code_retour : OK 




• TRAVAIL 01 (Identifiant 01. Code retour. Code erreur) 
a) Spécification : 
Cette primitive doit regarder si l'objet informationnel spécifé se trouve ou 
non sur un outil de travail. On est assuré que l'objet informationnel existe. 
b) Entrée: 
- ldentifianLOI : identifiant de l'objet informationnel. 
format : structure de type ST_IDENTIFIANT_OI. 
c) Sortie: 
- Code_retour : OK 
TABLE_DE_TRAVAIL: l'objet informationnel se trouve sur 
la table de travail. 
PHOTOCOPIEUSE : l'objet informationnel se trouve sur la 
photocopieuse. 
- Code_erreur : OK 
• CREER 01 (Valeur 01, Code retour, Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de créer un objet informationnel dans le 
système. L'association COPIE est gérée par cette primitive ; si l'objet créé est 
un original alors il sera associé à ses copies éventuelles existantes et si l'objet 
créé est une copie alors elle sera associée à son original s'il existe. 
b) Entrée: 
- Valeur _QI : ensemble des informations directement relatives à l'objet 
informationnel que l'on doit créer. 
format: structure de type ST_VALEUILOI. 
c) Sortie : 
- Code_retour : OK 
- Code_erreur : OK 
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• MODIFIER 01 (Valeur 01, B état. B échéance, B contenu, B ordre, 
Code=retour, Code=erreur) 
a) Spécification: 
Cette primitive a pour but de modifier les informations qui se trouvent 
mémorisées dans le système à propos d'un objet informationnel. Les informa-
tions suivantes ne seront cependant pas modifiées: la classe, le type, le nom et 
le numéro de copie. 
L'ordre de classement, l'état et l'échéance seront modifiés uniquement si les 
paramètres le signalent. 
b) Entrée : 
- Valeur _01 : identifiant de l'objet informationnel à modifier et 
nouvelles valeurs des champs à modifier. 
format : structure de type ST_VALEUR_OI. 
- B_état : indique si l'état doit être mis à jour. 
format: entier ( 1 ). Ensemble des valeurs : (VRAI, FAUX) 
- B_échéance : 1ndique si l'échéance doit être mise à jour. 
format: entier ( 1 ). Ensemble des valeurs: (VRAI, FAUX) 
- B_contenu : indique si l'état contenu doit être mis à jour. 
format : entier ( 1 ). Ensemble des valeurs: (VRAI, FAUX) 
- B_ordre: indique si l'ordre de classement doit être mis à jour. 
format: entier ( 1 ). Ensemble des valeurs: (VRAI, FAUX} 
c) Sortie : 
- Code_retour : OK 
- Code_erreur : OK 
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• LECTURE_ül (ldentifiant=OI. lnfo=OI. Code=retour, Code_erreur) 
a) Spécification : 
Cette primitive, à partir de l'identifiant d'un objet informationnel, vérifie 
que celui-ci existe dans le système. Dans le cas où il existe, la primitive 
fournit les informations le concernant. 
b) Entrée: 
- ldentifiant_OI : identifiant de l'objet informationnel dont on veut 
tester l'existence dans le système et l i re les 
informations. 
format : struture ST_IDENTIFIANT_OI 
c) Sortie : 
- lnfo_OI : ensemble des informations relatives à l'objet informa-
tionnel. 
format : structure de type ST_VALEUR_OI. 
- Code_retour : OK 
EXISTE_PAS: l'objet informationnel spécifié n'existe 
pas. 
- Code_erreur : OK 
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• LECTURE OBJET (Classe objet. Nom objet. Type objet. Code retour. 
Code erreur) 
a) Spécification : 
Cette primitive, à partir de l'identifiant d'un objet de rangement ou d'un 
objet d'interface ou encore d'un outil de travail, vérifie que cet objet existe 
dans le système. 
b) Entrée: 
- Cl asse_ob jet : cl asse de l'objet ou de l'outil dont on veut vérifier 
l'existence dans le système. 
format : string (Mx_OBJET _CLASSE] 
- Nom_ob jet : nom de l'objet ou de l'outil dont on veut tester 
l'existence dans le système. 
format : string [MX_OBJET _NOM] 
- Type_objet : indique si ce que l'on recherche est un objet de 
rangement, un objet d'interface ou un outil de travail. 
format: entier ( 1 ). Ensemble des valeurs: 
c) Sortie : 
- Code_retour : OK 
(OBJET _RANGEMENT, OBJET _INTERFACE, 
OUTILTRAVAIL}. 
EXISTE_PAS: l'objet ou l'outil spécifié n'existe pas. 
- Code_erreur : OK 
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• OUTIL_TRAVAIL=OI (ldentifiant=OI. Classe. Code_retour. Code=erreur) 
a) Spécification: 
Cette primitive va associer un objet informationnel à un outil de travail. On 
est assuré que l'objet informationnel existe, de même que l'outil de travail. On 
est aussi assuré que l'objet informationnel ne se trouve pas déjà sur un outil de 
travail. 
b) Entrée: 
- ldentifianLOI : identifiant de l'objet informationnel à associer à 
l'outil de travail. 
format : structure de type ST_IDENTIFIANT_OI. 
- Classe : identifiant de l'outil de travail auquel il faut associer un objet 
informationnel . 
format : string [MX_OT _CLASSE]. 
c) Sortie : 
- Code_retour : OK 
- Code_erreur : OK 
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• INTERFACE_OI (Identifiant 01. Classe. Nom. Code=retour. Code=erreur) 
a) Spécification: 
Cette primitive va associer un objet informationnel à un objet d'interface. 
On est assuré que l'objet informationnel existe, de même que l'objet d'interface. 
On est aussi assuré que l'objet informationnel n'est pas déjà associé à un objet 
d'interface. 
b) Entrée : 
- ldentifiant_OI : identifiant de l'objet informationnel à associer à un 
objet d'interface. 
format: structure de type ST_IDENTIFIANT_OI. 
- Classe: classe de l'objet d'interface auquel il faut associer à un objet 
informationnel . 
format: string [MX_OI_CLASSE]. 
- Nom : nom de l'objet d'interface auquel il faut associer à un objet 
informationnel. 
format : string (Mx_o1_NOM]. 
c) Sortie: 
- Code_retour : OK 
- Code_erreur : OK 
• CLASSEFLOI (Identifiant 01. ldentifiant_OIS. Code_retour. Code_erreur) 
a) Spécification: 
Cette primitive a pour objectif de classer un objet informationnel spécifié 
dans un objet informationnel structurant. On est assuré que l'objet informa-
tionnel et que l'objet informationnel structurant existent. 
b) Entrée : 
- ldentifianLOI : identifiant de l'objet informationnel à classer. 
format: structure de type ST _IDENTIFIANT _01. 
- ldentifiant_OIS: identifiant de l'objet informationnel structurant. 
format: structure de type ST_IDENTIFIANT_OI. 
c) Sortie: 
- Code_retour : OK 
- Code_erreur : OK 
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• RANGEFLOI (ldentifiant=OI. Classe, Nom, Code retour, Code erreur) 
a) Spécification : 
Cette primitive a pour objectif d'associer l'objet informationnel spécifié 
avec l'objet de rangement associé. On est assuré que l'objet informationnel 
existe ainsi que l'objet de rangement. 
b) Entrée: 
- ldentifiant_OI : identifiant de l'objet informationnel à ranger. 
format: structure de type ST_IDENTIFIANT_OI. 
- Classe: classe de l'objet de rangement. 
format : string [M)(_OFLCLASSE]. 
- Nom : nom de l'objet de rangement. 
format : string [MX_OR_NOM]. 
c) Sortie: 
- Code_retour : OK 
- Code_erreur : OK 
• REPLACER ( 1 dent if iant 01, Code retour, Code erreur) 
a) Spécification : 
Cette primitive va replacer l'objet informationnel spécifié dans son objet de 
rangement, dans son objet d'interface ou encore, dans son objet de classement. 
On est assuré que l'objet informationnel existe et qu'il se trouve sur un outil de 
travail. 
Si l'objet spécifié se trouve sur un outil de travail mais qu'il ne possède pas 
d'endroit où il puisse être replacé, alors pour cet objet, la primitive ne va pas le 
replacer. 
b) Entrée: 
- ldentifiant_OI: identifiant de l'objet informationnel à replacer. 
format: structure de type ST_IDENTIFIANT_OI. 
c) Sortie : 
- Code_retour : OK 
- Code_erreur : OK 
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• REPLACEfLOI (Identifiant 01, Code retour, Code erreur) 
a) Spécification: 
Cette primitive va replacer l'objet informationnel spécifié dans son objet de 
rangement, dans son objet interface ou encore, dans son objet de classement. On 
est assuré que l'objet informationnel existe et qu'il se trouve sur un outil de 
travail. 
Cette primitive supprime l'association TRAITEMENT dans tous les cas ; 
même si l'objet ne se trouve associé à aucun autre objet dans le bureau. C'est au 
module de niveau supérieur d'agir en conséquence pour respecter la contrainte 
d'intégrité suivante : tout objet informationnel doit participer à au moins une 
association autre que l'association COPIE. 
b) Entrée: 
- ldentifiant_OI : identifiant de l'objet informationnel à replacer. 
format : structure de type ST _IDENTIFIANT _o 1. 
c) Sortie: 
- Code_retour : OK 
- Code_erreur : OK 
• REPLACEfLCONST (Identifiant OIS, Code retour, Code erreur) 
a) Spécification: 
Cette primitive à partir de l'identifiant d'un 0.1.S., va s'assurer que tous les 
constituants de cet 0.1.S. se trouvent physiquement dans celui-ci. Cela veut dire 
que lorsque l'exécution est terminée, plus aucun constituant de l'O.I.S. ne se 
trouve en traitement sur un outil de travail. On est assuré que l'O.I.S. spécifié 
existe. 
b) Entrée: 
- ldentifiant_OIS : identifiant de l'objet informationnel structurant. 
format: structure de type ST_IDENTIFIANT_OI. 
c) Sortie : 
- Code_retour : OK 
- Code_erreur : OK 
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• DET ACHEFLOI ( 1 dent if iant 01, Code retour, Code erreur) 
a) Spécification 
Cette primitive à partir de l'identifiant d'un objet informationnel doit 
assurer qu'après son exécution : 
- l'objet informationnel spécifié ne sera plus en traitement sur un outil 
de travail, 
- l'objet informationnel spécifié ne sera plus rangé dans un objet de 
rangement, 
- l'objet informationnel spécifié ne sera plus dans un objet d'interface, 
- l'objet informationnel spécifié ne sera plus classé dans un autre objet 
inf ormat i onne l structurant. 
Par contre, l'objet informationnel pourra encore être associé soit à un 
original, soit à ses copies. On est assuré que l'objet informationnel existe. 
N.B. : Si l'objet informationnel est un 0.1.5., alors ses constituants ne seront 
pas traités. 11 se peut donc que ceux-ci restent en traitement sur un 
outil de travai 1. 
b) Entrée: 
- ldentifiant_OI : identifiant de l'objet informationnel à detacher. 
format : structure de type ST_IDENTIFIANT_OI. 
c) Sortie : 
- Code_retour : OK 
- Code_erreur : OK 
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3, 19 Module SORTIE=ECRAN 
• SORTIE ECRAN_CREER (lnformation_créer, Code=erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive créer. L'O.I. à créer doit être amené sur la table de travai l. 
b) Entrée : 
- lnformation_créer : donne les informations utiles à l'opération créer. 
format : structure ST _SE_CREER. 
c) Sortie: 
- Code_erreur : OK 
• SORTIE ECRAN REPRODUIRE (Information reproduire. Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive reproduire. L'original est placé sur la photocopieuse s'i l ne s·y trouve 
déjà ainsi que toutes les copies. 
b) Entrée: 
- lnformation_reproduire : donne les informations utiles à l'opération 
reproduire. 
format : structure ST_SLREPRODUIRE. 
c) Sortie : 
- Code_erreur : OK 
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• SORTIE-1:CRAN RECEVOIR (Information recevoir, Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
prim i tive recevoir. S'il s'agit d'une réception écrite, l'objet reçu est alors placé 
dans la boîte IN. S'il s'agit d'une réception écrite avec trace écrite, le message 
est placé à côté du téléphone. 
b) Entrée : 
- lnformation_recevoir: donne les informations utiles à l'opération 
recevoir. 
format : structure ST _SE_RECEVO IR. 
c) Sortie : 
- Code_erreur : OK 
• SORTIE ECRAN_COMMUNIOUER (lnformation_communiquer, Code erreur) 
a) Spéc i fication : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive communiquer. L'objet à communiquer est placé dans la boîte OUT s'il 
s'agit d'une communication écrite sinon une communication téléphonique est 
simulée. 
b) Entrée : 
lnformation_communiquer : donne les informations utiles à 
l'opération communiquer. 
format : structure ST _SE_COMMUNIOUER .. 
c) Sortie: 
- Code_erreur : OK 
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• SORTIE ECRAN CONSUL TER (lnformation_consulter, Code erreur) 
a) Spécification: 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive consulter. L'O.I. à consulter est amené sur la table de travail s'il ne s'y 
trouve pas déjà 
b) Entrée : 
- lnformation_consulter: donne les informations utiles à l'opération 
consulter. 
format: structure ST _SE_CONSUL TER. 
c) Sortie: 
- Code_erreur : OK 
• SORTIE ECRAN FEUILLETER (lnformation_feuilleter, Code erreur) 
a) Spécification: 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive feuilleter. L'O.I.S. à feuilleter est amené sur la table de travail et tous 
ses constituants sont affichés. 
b) Entrée : 
- lnformation__feuilleter: donne les informations utiles à l'opération 
feuilleter. 
format: structure ST _SE_FEUILLETER. 
c)Sortie : 
- Code_erreur : OK 
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• SORTILECRAN_ENLEVER (Information enlever. Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive enlever. L'O.I. à enlever de la pile est placé sur la table de travail. 
b) Entrée : 
- lnformation_enlever : donne les informations utiles à l'opération 
enlever. 
format : structure ST _SE_ENLEVER. 
c) Sortie : 
- Code_erreur : OK 
• SORTIE::ECRAN_MODIFIER (lnformation_modifier. Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive modifier. L'O.I. à modifier est placé sur la table de travail s'il ne s'y 
trouve déjà ainsi que le message si celui-ci est spécifié et qu'il ne s'y trouve 
pas. 
b) Entrée : 
- lnformation_modifier : donne les informations utiles à l'opération 
modifier. 
format: structure ST_SE_MODIFIER. 
c) Sortie : 
- Code_erreur : OK 
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• SORTIE_ECRAN COMPLETER (Information compléter, Code erreur) 
a) Spécification: 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive compléter. Le formulaire à compléter est placé sur la table de travail 
s'il ne s'y trouve déjà. 
b) Entrée: 
- lnf ormation_comp lé ter : donne les informations utiles à l'opération 
compléter. 
format : structure ST _SE_COMPLETER. 
c) Sortie: 
- Code_erreur : OK 
• SORTILECRAN VERIFIER (lnformation_vérifier, Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive vérifier. L'O.I. à vérifier est placé sur la table de travail s'il ne s'y 
trouve déjà. 
b) Entrée: 
- lnformation_vérifier : donne les informations utiles à l'opération 
vérifier. 
format : structure ST _SLVERIFIER. 
c) Sortie: 
- Code_erreur : OK 
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• SORTIE_ECRAN DETRUIRE (lnformation_détruire, Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive détruire. L'O.I. à détruire est placé dans la poubelle. 
b) Entrée : 
- lnformation_détruire : donne les informations utiles à l'opération 
détruire. 
format: structure ST_SLJ)ETRUIRE. 
c) Sortie: 
- Code_erreur : OK 
• SORTIE=ECRAN=ARCHIVER (lnformation_archiver. Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive archiver. L'O.I. à archiver est placé dans la boîte à archives. 
b) Entrée: 
- lnformation_archiver : donne les informations utiles à l'opération 
archiver. 
format: structure ST _SLARCHI VER. 
c) Sortie: 
- Code_erreur : OK 
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• SORTIE=ECRAN TRIER (lnformation=trier. Code=erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive trier. L'O.I.S. à trier est amené sur la table de travail s'il ne s'y trouve 
déjà. 
b) Entrée: 
- lnformation_trier : donne les informations utiles à l'opération trier. 
format: structure ST_SE_TRIER. 
c) Sortie : 
- Code_erreur : OK 
• SORTILECRAN_CLASSER (lnformation_classer. Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive classer. L'O.I.S. à classer est amené dans l'objet de classement. 
b) Entrée : 
- 1 nf ormat i on_c 1 asser : donne 1 es i nf ormat ions ut i 1 es à l'opération 
classer. 
format : structure ST _SLCLASSER. 
c) Sortie: 
- Code_erreur : OK 
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• SORTIE_ECRAN_RANGER (lnformation=ranger, Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive ranger. L'O.I . à ranger est amené dans son objet de rangement. 
b) Entrée : 
- lnformation_ranger: donne les informations utiles à l'opération 
ranger. 
format : structure ST _SE_RANGER. 
c) Sortie : 
- Code_erreur : OK 
• SORTIE=ECRAN REPLACER (lnformation_replacer, Code_erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive replacer. Les 0.1. à replacer sont dirigés vers leur objet de rangement, 
d'interface ou de classement. 
b) Entrée : 
- lnformation_replacer: donne les informations utiles à l'opération 
replacer. 
format : structure ST _SE_REPLACER. 
c) Sortie : 
- Code_erreur : OK 
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• SORTIE ECRAN DECIDER (Information décider, Code erreur) 
a) Spécification : 
Cette primitive a pour objectif de simuler graphiquement une opération 
primitive décider. L'O.I. à partir duquel se fait l'opération est amené sur la table 
de trava i 1 s· i 1 ne s'y trouve pas déjà 
b) Entrée : 
- lnformation_décider : donne les informations utiles à l'opération 
décider. 
format : structure ST _SE_DECI DER 
c) Sortie : 
- Code_erreur : OK 
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HnneHe 4 
Transformation du schéma 
entité-association en 
schéma conforme 
ANNEXE 4: TRANSFORMATION DU SCHEMA ENTITE-ASSOCIATION EN 
SCHEMA CONFORME 
4.1 Transformation des schémas entité-association en schémas des accès 
nécessaires 
L'implémentation du système exige de transformer les schémas 
conceptuels du bureau et du langage dans un schéma respectant les possibilités 
d'un Système de Gestion de Données (S.G.D.). 
Pour y arriver, plusieurs étapes seront suivies: 
- traduction du schéma conceptuel dans un schéma des accès possibles, 
- traduction du schéma des accès posssibles en schéma des accès 
nécessaires. 
- traduction du schéma des accès nécessaires en schéma conformes au 
S.G.D. utilisé. 
Les règles de transformation pour passer d'un schéma à l'autre sont 
décrites dans [HAIN 86). 
A partir des différentes fonctions d'accès au système d'information 
décrites dans l'annexe 3, nous reporterons sur nos schémas des accès 
possibles, les accès qui seront utilisés par ces fonctions. Nous obtenons alors 
les schémas des accès nécessaires donnés ci-dessous. 
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4.1 .1 Transformation du schéma conceptuel du bureau 
COPIE a our co ie dans le uel est classé CLASSEMENT 
0-N 0-N NUM_CLAS 
INFORMATION 
~ ____ es_t_co~ie_d_e CLASSE 
O-l TYPE 
est classé dans 
0-1 
est traité au mo en de 
0- 1 
TRAITEMENT 
au moyen duQuel 









est transmis au mo en de 
0-1 
ET A LCONTENU 
ETAT 
ECHEANCE 
0-1 est rangé dans 
RANGEMENT 
dans leQuel 




NOM est composant de 
0-1 
INTERFACE 
au moyen duQuel 





FlgA4 I : Schéma conceptuel du bureau (décrit au point J.8) 
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~ CONTIENT CONTIENT 
~ ' 




~ TRAITEMENT INTERFACE 
~ 
~ ~ 
~ OBJET _INTERFACE OUTIL_DE_TRAVAIL OBJET -RANGEMENT ~ ~ 
~ ' 
~ Classe Classe COMPOSITION Classe (';:::,. Nom Nom Nom § 
~ 
c::: 























































































Description Nom-tâche Tâche-ss Classe Type Nom Var iable Désir 
Fin-schéma-bouc 
Nom-sous-schéma --~r--"--....i......1.,_ ____ 2Ss~-~déc~le!!!nc~he~----.ir-------l--____/ Critère2 1------------------ CRITERE-CLASSE D escr l pt l on ---._.-, _____ ..... 
Fin-schéma-op Ss-déclenche 
Op-déclenche 




















Nom - variable Classe 
Bouc- Déclenché- par 
Cst-elpha- numér ique 
______ .,tl--< >--opérateur 
Classe Type Nom Num-copie 
Clause2 





Nom-opérateur Opérateur est- alpha- numérique 









~ ENLEVER ("") 
~-
~ 
~ ' Classe Type Nom Num-copie Classe Type Nom Num-copie Classe Type Nom Num-copie 
~ 
0 ~ Etat Echéance 






~ ~ Classe Type Nom Num-cople Classe Type Nom Num-copie Classe Type Nom Classe Type Nom Num-copie 
~ 





~ Classe Type Nom Num-cople Num-cop1e Type Nom Num-cop1e-message Classe Type Nom Ordre-feu111et~ Type Nom Num-cople 
~ 
4.2 Transformation des schémas des accès nécessaires en schémas 
conformes 
Le choix du SGD (Système de Gestion des Données) a dû se faire en tenant 
compte du gestionnaire graphique utilisé et de la portabilité de notre système. 
Pour ces raisons, notre choix c'est porté sur les fichiers séquentiels en C. 
D'une part, les primitives utilisées sont les primit ives standards du Cet donc 
utilisables avec tout compilateur C et d'autre part, pour le moment. certains 
logiciels graphiques ne sont pas compatibles avec d'autres SGD. 
Les caractéristiques des fichiers séquentiels C: 
- pas de chemins d'accès aux données, 
- pas de clés d'accès, 
- pas d'items répetitifs, 
- utilisation possible d'items décomposables. 
Les accès possibles: 
- lecture séquentielle, 
- écriture en extension ou non, 
- modification d'un article, 
- pas de suppression, 
- positionnement sur un article spécifié. 
Les modes d'ouverture des fichiers : 
- lecture seule, 
- écriture seule, 
- lecture et écriture à partir d'un nouveau fichier (il existe ou non). 
Si le fichier existe alors son contenu est détruit, 
- lecture et écriture en extension. 
Conventions d'écriture 
Les items soulignés O fois sont les items initiaux tel qu'ils étaient dans le 
schéma conceptue 1. 
Les items soulignés 1 fois sont ceux obtenus par rotation (la rotation est 
une des règles de transformation décrite dans [HAIN 86)). 
Les items soulignés 2 fois sont ceux que nous avons ajoutés pour des 
raisons de performance. Par exemple, l'item TYPE_CONCEPT _DECLENCHE dans le 
type d'article OPERATION_PRIMITIVE, indique quel chemin d'accès il faut 
utiliser pour retrouver le concept déclenché par une opération primitive. Un 
autre exemple est l'item TYPE_CRITERE dans l'article BOUCLE qui indique quel 
est le type de critère de la boucle. 
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[lnformatlon.1œnLobj_1nt] 1n [ObjeL1nterfoce.classe + nom] 
[ Information. idenLouLtrav] in [ OutiLœ_travail .classe + nom] 
[lnformation.idenLobj_rang] in [ObjeLrangement.classe + nom] 
[lnformation.idenLoriginal] in [Information.classe+ type+ nom +num_copie] 
CLASSEMENT 
Num_clas ldenLo1 classe lœnLo1s 
[ Classement.idenLoLclasse] in [ 1 nformation.classe + type + nom + num_copie] 








Classe Nom lcLobjeLcomposant 





4.2.2 Schéma conforme pour la base de données du langage 
En ce qui concerne la transformation des articles concernant les 
opérations, nous ne donnerons le schéma que de l'opération RECEVOIR car d'une 
part c'est la plus compliquée des opérations à transformer du fait d'un item 
répétitif et ensuite toutes les autres transformations d'opérations suivent le 




Nom_tache Descr1pt1on Nom_sous_schema_déc lenché 
[Toche. nom_sous_schéma_déc lenché] in [ Sous_schéma. nom_sous_schéma] 
SOUS_SCHEMA 
Nom_sous_schema Description Type_concepLdéc lenché l<LconcepLdéc lenché 
[ Sous_schéma. icLconcepLdéclenché] in [ Boucle.nom_boucle] OR 
in [Condition.nom_condition] OR 
1n [Opération prim.nom_opération] 
Nom_boucle f 1 n_sous_schema 
Description ---< BOUCLE 
Nom_variable cLconcepLdéc lenché 
Type_concepLdéc lenché Sous_schema_déc lenché 
[ Boucle.sous_schéma_déclenché] in [ Sous_schéma.nom_sous_schéma] 
[Boucle.fi n_sous_schéma] in [ Sous_schéma. norr1-sous_schéma] 
[Boucle.1cLconcepLdéclenche] 1n [Boucle.nom_boucle] OR 
in [ Condition.nom_condition] OR 
in [Opération prim.nom_opération] 
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CRI TERE_CONST I T Désir 
Classe Type Nom Variable Nom boucle._critere 
[ Cr itère_const it. nom_bouc le_cr itère] in [Boucle. nom_bouc le] 
CRI TERE_CL ASSE 
Classe Nom_boucle_crltere 
[ Critère_classe.nom_boucle_critère] in [ Boucle.nom_boucle] 
CONDITION 
Nom_condition Description Type._clause 
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L 
Fi n_sous_schém COND_DECLENCHE ConcepLdéclenché 
Evaluation Nom condition_déclencheur Type_concepLdéc lenche 
[ ConcLdéc lenche. nom_condi t ion_déc lencheur] in [ Candit ion. nom_condit ion] 
[ConcLdéclenche.concepLdeclenche] in [Boucle.nom_boucle] OR 
in [ Condition.nom_condition] OR 
in [Opération prim.nom_opération] 
Nom_variable Classe 
Nom_attribut Nom 
Opérateur CsLalph<Lnumérlque Num_copie 









[ Clause_apparten.nom_condition] in [ Cond1t1on.nom_condit1on] 
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CLAUSE_PARAMETRE----- NonL . .condition 
Nom_paramètre Opérateur CsLalph<L.numér1que 
[ Clause_paramètre. nom_cond1t Ion] 1 n [ Cond1t Ion. nom_cond1t 1 on] 
Fin sous schéma ----< OPERATION PRIM -- icLconcepLdéc lenché 
Norn_opération Description Type_opérat ion Type_concepLdéc lenché 
[ Opération prirn. fi n_sous_schérna] in [ Sous_schérna. norn_sous_schérna] 
[Opération prim.1cLconcepLdéclenché] in [Boucle.nom_boucle] OR 
in [ Condition.norn_condition] OR 
in [Opération prirn.norn_opération] 
Echéance 
Mo:1e_récept ion RECEVOIR Etat 
Classe Type Nom Num_cop1e Nom opération Ordre_clas 
[ Recevoir.norn_opération] in [ Opération prirn.norn_opération] 
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Const1tuant 
Nom opération lcLconstituant Etat Echéance 
[Constituant. norn_opérat ion] in [ Recevoir. norn_opérat ion] 
-113 -
4.3 Schéma interne 
A partir du schéma conforme de chaque base de données, nous en donnons 
ma1ntenant le schéma interne. Nous y décrivons la répartition des types 
d'articles dans les fichiers et la description de chaque fichier obtenu. 
4.3. 1 Schéma interne de la base de données du bureau 
Chaque type d'article se trouve dans un fichier texte en C. 




- Ordre_c 1 as 
Etat_contenL 
1 dentifiantJorigina 1 
- Obj_int_classe 
- Ob j_int_nom 
- Ob j_rang_c lasse 
- Ob j_ran~om 
- Obj_trav_classe 
- Ob j_trav_nom 
= structure ST_IOENTIFIANT_OI. 
= string [M><-LG_ETAT]. 
= string [MX_LG_ECHEANCE]. 
= string [MX_LG_ORDRE]. 
= str_ing [M><-LG_ET AT _CONTENU]. 
= structure ST_IDENTIFIANT_OI. 
= string [MX_OI_CLASSE]. 
= string [M><-OI_NOM]. 
= string [M><-OR_CLASSE]. 
= string [M><-OR_NOM]. 
= string [M><-OT _CLASSE]. 
= string [M><-OT _NOM]. 




= entier (2). 
= structure ST _IDENTIFIANT _O 1. 
= structure ST_IDENTIFIANT_OI. 







= string [MX_OT _CLASSE]. 
= string [M><-OT _NOM]. 
= entier (2). 
= entier (2). 
= entier (2). 
= entier (2). 




= string [M><-OR_CLASSE]. 
= string [MX_OR_NOM]. 







= string [MX_OR_NOM]. 
= entier (2). 
= entier (2). 
= entier (2). 
= entier (2). 







= string [MX_OI_CLASSE]. 
= string [MX_OI_NOM]. 
= entier (2). 
= entier (2). 
= entier (2). 
= entier (2). 
4.3.2 Schéma interne de la base de données du langage 
Nous avons regroupé plusieurs types d'articles dans un même fichier en vue 
de limiter le nombre de fichier. Les types d'article regroupés dans un même 
fichier ayant un caractère sémantique identique. 
Nous avons regroupé : 
- les types d'articles CRITERE_CONSTIT et CRITERE_CLASSE dans le 
fichier CRITERE. 
- les types d'art icles CLAUSE_ATTRIBUT, CLAUSLAPPARTEN et 
CLAUSE_PARAMETRE dans le fichier CLAUSE. 
- le type d'article CONSTITUANT et tous les types d'article représentant 
une opération primitive dans le fichier OPERATION. 
• Structure du fichier TACHE : ST BD TACHE 
- Nom_tache = string [Mx_1 D_ TACHE]. 
- Description = string [M)(_LG_j)ESCRIPTION]. 
- Nom_sous_schéma_déclenché = string [M)(_ID_SOUS_SCHEMA). 





= string [M)(_ID_SOUS_SCHEMA]. 
= string [M)(_LG_DESCRI PTION]. 
= entier (2). 
= string [MX_ID_CONCEPT]. 
• Structure du fichier BOUCLE : ST BD BOUCLE 






Description des structures 
de données internes 
ANNEXE 5: DESCRIPTION DES STRUCTURES DE DONNEES INTERNES 
Nous allons décrire dans cette annexe 1 es structures de données internes. l l 
s'agira des listes qui permettront de mémoriser dans le système des sous-
schémas, des boucles, des variables et des paramètres. 
L'insertion dans chacune de ces listes se fait en tête de liste. Cela veut dire 
que le dernier élément inséré dans une liste se trouve en première position 
dans cette liste. 
Cette philosophie de gestion de liste a été choisie car dans la plupart des 
cas, on travaille sur le dernier élément inséré dans une liste. Par l'insertion en 
tête de liste, on optimise donc le temps de recherche dans la liste. De plus, 
cette option simplifie la manipulation des pointeurs en cas d'insertion ou 
suppression. 
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• LI STE DES SOUS-SCHEMAS 
a) Représentation graphique: 
LI STE_SOUS_SCHEMAS 
A B ...+----..i A B a-+-------1~ 
Elg A5 I. ,· Liste des sous-sc/Jémas 
b) oescr1ot1on de la structure de données : 
Un pointeur général LISTE_SOUS_SCHEMAS pointe vers le premier élément 
de la liste. 
Chaque élément de la liste est composé de deux champs. Le premier champ 
(A) est l'identifiant du sous-schéma (format: string [MX_ID_sous_scHEMA]). Le 
second champ (B) est un pointeur vers l'élément suivant de la liste. 
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• LI STE DES BOUCLES 
a) Représentation graphique : 
0 LI STE_BOUCLES 
1, 
A B •• c~ 




D E: ~ D E: 
-
Fig A52 : Liste des boucles 




.. . .. 
Un pointeur général LISTE_BOUCLES pointe vers le premier élément de la 
liste. 
Chaque élément de la liste est composé de trois champs. Le premier champ 
(A) est l'identifiant de la boucle (format : string [M>LID_BOUCLE]). Le deuxième 
champ (B) est un pointeur vers la liste des objets informationnels associée à la 
boucle. Le troisième champ (C) est un pointeur vers l'élément suivant de la liste 
des bouc 1 es. 
Chaque élément de la liste des objets informationnels associée à une boucle 
est composé de deux champs. Le premier champ (D) est l'identifiant de l'objet 
informationnel (format: structure ST_IDENTIFIANT_OI). Le second champ (E) est 
un pointeur vers l'élément suivant de la 1 iste des obj ets. 
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• LISTE DES VARIABLES 
a) Représentation graphique: 
LI STE_ V AR I ABLES 
A B C a-+---• A B C
-----
FigA53. : Liste des variables. 
b) DescrJotion de Ja structure de données : 
... 
Un pointeur général LISTE_VARIABLES pointe vers le premier élément de 
la liste. 
Chaque élément de la liste est composé de trois champs. Le premier champ 
(A) est l'identifiant de la variable (format : str ing [M)(_LG_VARIABLE]). Le 
deux!- ème champ (B) est la valeur de la variable (format : structure 




• LI STE DES PARAMETRES 
a) Représentation graphique : 
LI STE_PARAMETRES 
A B C ....+----ai A B C
-----
Fig A54 .· L /ste des oarametres 
b) Description de la structure de données: 
... 
Un pointeur général LISTE_PARAMETRES pointe vers le premier élément de 
la liste. 
Chaque élément de la 1 iste est composé de trois champs. Le premier champ 
CA) est l'identifiant du paramètre (format : string [Mx_LG_PARAMETRE]). Le 
deuxi- ème champ (B) est la valeur du paramètre Cf ormat : string [MX_LG_ 
VALEUR_PARAMETRE]). Le troisième CC) est un pointeur vers l'élément suivant 
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ANNEXE 6 : PROGRAMMES 
Se trouvent dans cette annexe les programmes de notre implémentation. 
L'ordre des programmes est le même que pour les spécifications externes 
présentées à l'annexe 3. 
En raison d'impératifs horaires concernant la duplication de ce mémoire, 
nous n'avons pu joindre les 1 ist ings concernant le module gérant le graphisme. 
L'annexe qui suit représente donc l'implémentation complète du module 




/•FICHIER: define.h •/ 
I• •I 
I• DESCRIPTION Ce fichier contient la definition des constantes conunes •I 
/• a tous les aodules. (cfr. Annexe 2) •/ 
I• •I 
'***************************************************************************' 
ldefine l!X_ID_COHCEPT 20 
ldefine l!X_ID_TACHE 20 
ldefine l!X_ID_SOUS_SCHEKA 20 
ldefine l!X_ID_BOUCLE 20 
ldefine l!X_ID_CONDITIOH 20 
ldefine l!X_ID_OPERATIOH 20 
ldefine l!X_TY_OPERATIOH 15 
ldefine KX_LG_DESCRIPTIOH 80 
ldefine KX_LG_ATTRIBUT 10 
ldefine KX_LG_CLASSE 10 
ldefine KX_LG_TYPE 10 
ldef ine KX_LG_HO!! 10 
ldefine KX_LG_ETAT 10 
ldefine l!X_LG_ECHEAHCE 10 
ldefine KX_LG_ORDRE 20 
ldefine KX_LG_ETAT_CONTEHU 10 
ldef ine l!X_LG_PARAl!ETRE 20 
ldefine KX_LG_ VALEUR_PARAl!ETRE 15 
ldefine KX_LG_VARIABLE .. 20 
ldefine KX_OBJET_CLASSE 20 
ldefine KX_OBJET_NO!! 20 
ldefine l!X_OR_CLASSE 10 
ldefine KX_OR_NOM 15 
tdefine KX_OI_CLASSE 10 
ldefine l!X_OI_HOK 15 
ldefine MX_OT_CLASSE 20 
ldefine l!X_OT_HO!! 20 
ldefine MX_LG_MODE 5 
ldefine MX_LG_DESIR 4 
ldefine l!X_LG_OPERATEUR 2 
ldefine MX_LG_CST 20 
'***************************************************************************' 
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ttdefine OK 0 
/•••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••! 
I• definition des codes d'erreur. •I 
ldef ine ERREUR 1 
ldefine ERREUR_SYSTEME 2 
ldefine ERREUR_SOUS_SCHE11A 3 
ldefine ERREUR_FIN_SOUS_SCHE!A 4 
ldefine ERREUR_BOUCLE 5 
ldefine ENREG_SOUS_SCHE11A 6 
ldef ine ENREG_BOUCLE 7 
ldefine ENREG_OBJET 8 
ldef ine ENREG_ VARIABLE 9 
ldefine SUPPR_SOUS_SCHE11A 10 
ldefine SUPPR_BOUCLE 11 
ldefine SUPPR_OBJET 12 
ldefine SUPPR_VARIABLE 13 
ldefine SUPPR_PARMŒTRE 14 
ldef ine LEGTURf_OBtlET 15 
ldef ine CLAUSE_ATTRIBUT 16 
ldefine CLAUSE_APPARTENANCE 17 
ldefine OIE_COHDITIOH 18 
tdefine OIS_COHDITIOH 19 
tdefine OIS_BOUCLE 20 
ldefine OI_CREER 21 
ldefine OIE_REPRODUIRE 22 
ldefine OI_RfGEVOIR 23 
ldefine OI_COmmHIQUER 24 
ldefine OIE_COHStn.TER 25 
ldefine OIS_FEUILLETER 26 
ldefine OI_ENLEVER 27 
ldefine OI_KODIFIER 28 
ldefine OIE_CO!!PLETER 29 
ldefine OI_VERIFIER 30 
ldefine OI_DETRUIRf 31 
ldefine OI_ARCHIVER 32 
ldefine OIS_TRIER 33 
ldefine OI_CLASSER 34 
ldefine OI_RAHGER 35 
ldefine OI_REPLACER 36 
ldefine OI_DECIDER 37 
ldefine VAR_EXISTE_PAS 38 
ldefine PAR_EXISTE_PAS 39 
tdefine PHOTOCOPIEUSE_EXISTE_PAS 40 
tdefine BOITE_IH_EXISTE_PAS 41 
ldefine BOITE_OUT_EXISTE_PAS 42 
ldefine BOITE_ARCHIVE_EXISTE_PAS 43 
ldefine TELEPHONE_EXISTE_PAS 44 
ldefine POUBELLE_EXISTE_PAS 45 
ldefine CLASSElŒHT_EXISTE_PAS 46 
Udefine RAHGDJEHT_EXISTE_PAS 47 
ldefine PAS_SUR_OUTIL_TRAVAIL 48 
ttdefine Nml_DEPART_IHCORRECT 49 
Ddefine ERREUR_FICHIER 50 
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ldefine CLASSE_REPR0DUIRE 51 
ldefine CLASSE_C0mIUNIQUER 52 
ldefine CLASSE_C0HSULTER 53 
ldefine CLASSE_FEUILLETER 5.\ 
ldefine CLASSE_ENLEVER 55 
ldefine CLASSE_M0DIFIER 56 
ld.efine CLASSE_COMPLETER 5? 
ldefine CLASSE_VERIFIER 58 
ldefine CLASSE_DETRUIRE 59 
ldefine CLASSE_ARCHIVER 60 
ldefine CLASSE_TRIER 61 
ldefine CLASSE_CLASSER 62 
ldefine CLASSE_DEG IDER 63 
ld.efine EXISTE_PAS 69 
ldefine 0I_EXISTE_PAS 70 
tdefine 0IS_EXISTE_PAS ?1 
ldefine PILE_VIDE ?2 
ldefine PILE_EXISTE_PAS ?3 
ldefine ERREUR_BD_OUVERTURE 100 
ldefine ERREUR_BD_FEIDŒTURE 101 
!•••************************************************************************/ 
/• defintion des codes de retour. •I 
ldefine VRAI 1 
ldefine FAUX 2 
ldef ine PRESENT 3 
ld.ef ine ABSENT 4 
ldef ine DERHIER 5 
ldefine VIDE 6 
ldefine SUITE ? 
ldefine f IH_TACHE 8 
ldefine FIN_S0US_SCHEMA 9 
ldefine fIH_BOUGLE 10 
ldefine B0UCLE_NEXT 11 
ld.efine TROISIEME_CRITERE 12 
ldefine flCHIER_VIDE 13 
ldef ine INFERIEUR 1 .\ 
ldefine CLASSEMENT 15 
ldefine HOH_CLASSEMEHT 16 
ldefine TABLE_DE_TRAVAIL 1? 
ldefine PHOTOCOPIEUSE 18 
'***************************************************************************/ 
/• definition des differents types de concept •I 
ldef ine TACHE 1 
ldefine S0US_SCHEMA 2 
tdefine BOUCLE 3 
ldefine COHDITI0H 4 
ldefine 0PERATI0N_PRIKITIVE 5 
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'***************************************************************************' 







































'* *' /• fICHIER: type.h 
I• 
I* DESCRIPTION Ce fichier contient la definition de structures con1.mes 
a tous les aodules. {cfr. Annexe 2} 
l••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••*I 
typedef struct liste_identifiant_oi 




[:MX_LG_CLASSE + 1]; 
[:MX_LG_TYPE + 1] ; 
[PIX_LG_HOft + 1]; 




typedef struct liste_valeur_oi 




[MX_LG_CLASSE + 1] ; 
[MX_LG_TYPE + 1 l ; 
[l'JX_LG_HOl'I + 1 ] ; 
char etat [MX_LG_ETAT + 1 l ; 
char echeance [MX_LG_ECHEAHCE + 1] ; 




typedef struct identifiant_oi 






[MX_LG_CLASSE + 1] ; 
[MX_LG_TYPE + 1]; 
[l!X_LG_HOft + 1 ] ; 
!•**************************************************************************/ 
typedef struct va.leur_oi 










U!X_LG_CLASSE + 1] ; 
[MX_LG_TYPE + 1]; 
[MX_LG_HOl'I + 1]; 
[!X_LG_ETAT + 1 ] ; 
[!X_LG_ECHEAHGE + 1 l ; 
[l'IX_LG_ORDRE + 1]; 
C:MX_LG_ETAT_COHTENU + 1 ] ; 
l•••••••••••••••••••••••••••••••••••****************************************Î 
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[l'IX_ID_OPERATION + 1]; 
[MX_LG_ETAT + 1]; 
[l'JX_LG_ECHEAHCE + 1] ; 
identifiant_oi; 
!•••************************************************************************/ 








[PJX_LG_CLASSE + 1]; 
[MX_LG_TYPE + 1]; 
[MX_LG_NOM + 1] ; 
[MX_LG_ETAT + 1]; 
[MX_LG_ECHEANCE + 1 ] ; 
[MX_LG_ORDRE + 1]; 
!•••••••••••••••••**********************************************************/ 








[MX_LG_GLASSE + 1 ] ; 
[l'JX_LG_TYPE + 1] ; 
[MX_LG_NOK + 1] ; 
/•••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••/ 









[MX_LG_VARIABLE + 1]; 
[MX_LG_CLASSE + 1]; 
[.KX_LG_TYPE + 1 l ; 
[l'JX_LG_NOM + 1] ; 
!•••************************************************************************/ 











[MX_LG_GLASSE + 1] ; 
[MX_LG_TYPE + 1 ] ; 
[MX_LG_NOM + 1]; 
[MX_LG_ETAT + 1]; 
[MX_LG_ECHEANCE + 1 l ; 
[!X_LG_ORDRE + 1 l ; 








[MX_LG_CLASSE + 1] ; 
[PJX_LG_TYPE + 1] ; 
[MX_LG_HOl'l + 1 ] ; 
char etat [l'JX_LG_ETAT + 1]; 
char echeance UIX_LG_ECHEAHCE + 1] ; 









[l'JX_LG_VARIABLE + 1]; 
[lifX_LG_CLASSE + 1] ; 
[MX_LG_TYPE + 1]; 
[l'JX_LG_HOM + 1]; 
char etat [PJX_LG_ETAT + 1 l ; 
char echeance [lifX_LG_ECHEAHCE + 1] ; 












[MX_LG_CLASSE + 1]; 
[MX_LG_TYPE + 1 J; 
[MX_LG_NOl'l + 1]; 
[l'JX_LG_ETAT + 1]; 
[l'JX_LG_ECHEANCE + 1 ] ; 
'***************************************************************************' 
typedef struct { char noa_variable 
char classe 
[PJX_LG_VARIABLE + 1]; 
[lifX_LG_CLASSE + 1]; 
[l'JX_LG_TYPE + 1] ; 







[PJX_LG_ETAT + 1]; 
[l'IX_LG_ECHEAHCE + 1 ] ; 
st_consulter_var; 
'***************************************************************************' 
typedef struct { char classe [KX_LG_CLASSE + 1] ; 
char type [l'IX_LG_TYPE + 1 J ; 
char nOll [MX_LG_HOl'l + 1] ; 
char etat [l'IX_LG_ETAT + 1]; 
char echeance [l'JX_LG_ECHEANCE + 1 ] ; 





typedef struct { char nOll_variable [MX_LG_VARIABLE + 1]; 
char classe [MX_LG_CLASSE + 1] j 
char type [MX_LG_TYPE + 1]; 
char no• [MX_LG_HO!! + 1 ] j 
char etat [MX_LG_ETAT + 1]; 
char echeance [l!X_LG_ECHEAHCE + 1 ] ; 











[MX_LG_CLASSE + 1]; 
[l!X_LG_TYPE + 1 l j 
[MX_LG_HO!! + 1]j 
[MX_LG_HOl'f + 1]; 
'***************************************************************************' 
typedef struct { char noa_va.ria.ble [MX_LG_VARIABLE + 1]; 
char noa_pile [MX_LG_H011 + 1 l ; 




typedef struct { char type 
char no• 
int rnDl_copie; 
[J.l!X_LG_TYPE + 1] ; 
[MX_LG_HOK + 1 l ; 
char etat [1'.IX_LG_ETAT + 1]; 
char echeance U!X_LG_EGHEAHŒ + 1 ] ; 









[11X_LG_VARIABLE + 1]; 
[l'fX_LG_TYPE + 1] j 
[MX_LG_HOK + 1] ; 
char etat [MX_LG_ETAT + 1] ; 
char echeance [MX_LG_ECHEAHGE + 1 ] ; 













[MX_LG_TYPE + 1 l; 
[MX_LG_HOM + 1 ] ; 
[MX_LG_ETAT + 1]; 
[MX LG ECHEANCE + 1 ] ; 
!••*************************************************************************/ 








[MX_LG_VARIABLE + 1]; 
[MX_LG_TYPE + 1] ; 
[PlX_LG_HOM + 1 ] ; 
[MX_LG_ETAT + 1] ; 
[MX_LG_ECHEAHCE + 1] ; 
!•**************************************************************************/ 









C:MX_LG_CLASSE + 1] ; 
[MX_LG_TYPE + 1]; 
[PJX_LG_HOJ! + 1 ] ; 
CPIX_LG_ETAT + 1 l ; 
[MX_LG_ECHEAHCE + 1] ; 
[MX_LG_PARAMETRE + 1 l ; 
'***************************************************************************' 










[MX_LG_ VARIABLE + 1] ; 
[MX_LG_CLASSE + 1] ; 
[MX_LG_TYPE + 1] ; 
[PIX_LG_HOM + 1]; 
[MX_LG_ETAT + 1]; 
[MX_LG_ECHEAHCE + 1] ; 
[MX_LG_PARA!ŒTRE + 1] ; 
!•**************************************************************************/ 








[MX_LG_CLASSE + 1] ; 
[MX_LG_TYPE + 1] ; 
[MX_LG_HO:K + 1 ] ; 
[MX_LG_ETAT + 1]; 
[MX_LG_ECHEAHCE + 1 ] ; 
l••*************************************************************************Î 
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[MX_LG_ VARIABLE + 1] ; 
[MX_LG_CLASSE + 1 ] ; 
[l'JX_LG_TYPE + 1] ; 
[l'JX_LG_NOM + 1]; 
[MX_LG_ETAT + 1]; 
[l'JX_LG_ECHEANCE + 1] ; 
!•••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••/ 








[l'IX_LG_GLASSE + 1] ; 
[MX_LG_TYPE + 1] ; 
[MX_LG_NOJ.11 + 1] ; 
[MX_LG_ETAT + 1] ; 
[l'JX_LG_ECHEANCE + 1 ] ; 
/•••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••/ 









[l'JX_LG_ VlùUABLE + 1 ] ; 
U!X_LG_CLASSE + 1] ; 
[MX_LG_TYPE + 1]; 
[l'JX_LG_NOM + 1 ] ; 
[l'JX_LG_ETAT + 1]; 
[MX_LG_ECHEANGE + 1 ] ; 
'***************************************************************************' 









[MX_LG_CLASSE + 1] ; 
[l'IX_LG_TYPE + 1 J; 
[MX_LG_NOl'f + 1] ; 
[l'IX_LG_ETAT + 1]; 
[MX_LG_ECHEANGE + 1] ; 
[l'JX_LG_ORDRE + 1 ] ; 
/•••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••! 










[l'JX_LG_VARIABLE + 1]; 
[MX_LG_CLASSE + 1]; 
[MX_LG_TYPE + 1 J ; 
[l'JX_LG_NOl'f + 1 ] ; 
[PIX_LG_ETAT + 1] ; 
[MX_LG_ECHEANGE + 1] ; 













[l'IX_LG_CLASSE + 1]; 
[l'IX_LG_TYPE + 1]; 
[l'IX_LG_HOM + 1]; 
[1'IX_LG_CLASSE + 1]; 
[l'IX_LG_TYPE + 1]; 
[l'IX_LG_HOM + 11; 
!•••••••••••••••••••••••••••••••••••••••••••••******************************/ 










[1'IX_LG_ VARIABLE + 1] ; 
[l'IX_LG_CLASSE + 1 l ; 
[MX_LG_TYPE + 1 l ; 
[1'IX_LG_HOM + 1 ] ; 
[PIX_LG_CLASSE + 1] ; 
[l'IX_LG_TYPE + 1] ; 
[l'IX_LG_HOM + 1 ] ; 
'***************************************************************************/ 








[!X_LG_CLASSE + 1] ; 
[l'IX_LG_TYPE + 1]; 
[l'IX_LG_HOJ.11 + 1]; 
[1'IX_OR_CLASSE + 1]; 
[PIX_OR_HO:M + 1]; 
!•••••••********************************************************************/ 









[1'IX_LG_ VARIABLE + 1 l ; 
[1'IX_LG_CLASSE + 1]; 
[l'JX_LG_TYPE + 1 l ; 
[PIX_LG_HOM + 1]; 
[llJX_OR_CLASSE + 1]; 
[l'IX_OR_HOM + 1]; 
/***************************************************************************/ 






[MX_LG_CLASSE + 1] ; 
[!X_LG_TYPE + 1]; 
[l'IX_LG_HO:M + 1]; 
[1'IX_LG_CLASSE + 1]; 






typedef struct { char noa_variable 
char classe 
[l'JX_LG_V.ARIABLE + 1]; 
[MX_LG_CLASSE + 1]; 
[l'JX_LG_TYPE + 1] ; 






[l'JX_LG_CLASSE + 1] ; 




typedef struct { char classe 
char type 
char noa 
C:MX_LG_CLASSE + 1 ] ; 
[l'JX_LG_TYPE + 1]; 
[l'JX_LG_NOl'I + 1 ] ; 
int m.Dl_copie; 




typedef struct { char noll._variable 
char classe 
[MX_LG_VARIABLE + 1]; 
[lIX_LG_GLASSE + 1 ] ; 
[l'JX_LG_TYPE + 1]; 





char noll._paraetre [l'JX_LG_PAIW!ETRE + 1 ] ; 
st_decider_var; 
'***************************************************************************' 
typedef struct { char type_operation 
char noa_operation 
char description 
union { st_creer 
[l'JX_TY_OPERATION + 1]; 
[l'JX_ID_OPERATION + 1]; 








































typedef struct { char type_operation 
char noa_operation 
char description 
union { st_creer 
[J!IJX_TY_OPERATION + 1]; 
[MX_ID_OPERATION + 1]; 



















































type_concept; typedef struct { int 




typedef struct { char noJl_variable [MX_LG_VARIABLE + 1]j 
int type_critere; 
union { struct { char classe 
char type 
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[MX_LG_CLASSE + 1 l ; 
[MX_LG_TYPE-+ 1]; 
char nom [MX_LG_NOM + 1 ] ; 
char desir [MX_LG_DESIR + 1]; 
char variable [MX_LG_ VARIABLE + 1] ; 
} 
critere_constituant; 
struct { char classe 
} 
critere_classe; 






typedef struct { int type_clause; 










struct { char oi_nom_variable 
char oi_classe 


















[MX_LG_ATTRIBUT + 1] ; 
[MX_LG_CST + 11; 
[MX_LG_OPERATEUR + 1]; 
[MX_LG_ VARIABLE + 1] ; 
[MX_LG_GLASSE + 1 ] ; 
[MX_LG_TYPE + 1] ; 
[J.IJX_LG_NOM + 1 ] ; 
[MX_LG_VARIABLE + 1]; 
[MX_LG_CLASSE + 1] ; 
[l'JX_LG_TYPE + 1 J ; 
[MX_LG_NOM + 1] ; 
[MX_LG_VARIABLE + 1]; 
[MX_LG_CLASSE + 1]; 
(PIX_LG_TYPE + 1] ; 
[MX_LG_HOM + 1 ] ; 
[MX_LG_PltRA!ŒTRE + 1] ; 
[MX_LG_CST + 1]; 
[PIX_LG_OPERA'ŒUR + 1]; 
'***************************************************************************' 
typedef short int ty_code_retour; 
'***************************************************************************' 






/• f !CHIER : debug.h •/ 
I• •I 
I• DESGRIPTIOH: Ce fichier indique les fichiers pour lesquels une ntrace• •I 
/• est necessaire. •/ 
I• •I 
'***************************************************************************' 
ldefine DEBUGJ{AIH 1 
ldefine DEBUG_SUfflLATIOH 1 
ldefine DEBUG_SEQUEHCEUR 1 
ldefine DEBUG_COHCEPT_SUIVAHT 1 
ldefine DEBUG_SOUS_SCHEMA 1 
ldefine DEBUG_FIH_SOUS_SCHE11A 1 
ldefine DEBUG_f IH_TACHE 1 
ldef ine DEBUG_BOUCLE 1 
ldefine DEBUG_COHDITIOH 1 
ldefine DEBUG_OP _PRI!H T IVE 1 
ldefine DEBUG_VARIABLE 1 
ldefine DEBUG_FARAIŒTRE 1 
ldefine DEBUG_!ŒlfO_SOUS_SCHEMA 1 
ldefine DEBUG_1Œlffi_BOUCLE 1 
ldefine DEBUG_CONTROLES_A_PRIORI 1 
tdefine DEBUG_GRAPHIQUE 1 
ldefine DEBUG_MAHIPULATION_BD 1 
ldefine DEBUG_MESSAGE_ERREUR 1 






/• flCHI:ER: •ain.c •/ 
/• 













if {argc == 2) 
{ stmcpy (identifiant_tache,argr.,[1],MX_ID_TACHE); 















/• fICHIER: simulation.c 
I• 





linclude 1 define.h1 
linclude 1 type.h1 
/•••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••/ 
siaulation (identifiant_tache) 
char identifiant_tache [MX_ID_TACHE + 1]; 




printf{ 0 >>>SIMOLATIOH.\n1 }; 
printf( 1 --------------------------------------------------------\n1 }; 
printf(uArg'Ull.ents :\n1 ); 
printf( 1 Identifiant_tache : r.s.\n1 ,identifiant_tache); 
pr1ntf( 8 --------------------------------------------------------\n8 }; 
lendif 
ouverture_bd (&code_erreur); 
if (code_erreur == OK} 
sequenceur_tache (identifiant_tache,&op_primitive,&code_retour, 
&code_erreur); 
else aessage_erreur (ERREUR_BD_OUVERTURE}; 
while (code_retour == OK AND code_erreur == OK} 
{ 
controles_a_priori (&op_priJritive,&code_retour,&code_erreur}; 
if (code_erreur == OK) 
aanipulation_bd (&op_pri.aitive,&code_retour,&code_erreur}; 
if (code_erreur == OK) 
graphique (&op_prilritive,&code_retour,&code_erreur}; 
















/•FICHIER; sequenceur.c •/ 
I• •I 






























identifiant_boucle [MX_ID_BOUCLf + 













printf { • Arg'uttent : \n • ) ; 
printf{ 0 ldentifiant_tache : ~s\n°,identifiant_tache); 
printf(•--------------------------------------------------------\n•); 
lendif 
•code_retour = OK; 
•cod.e_erreur = OK; 
fin = FALSE; 
type_concept = TACHE; 







• BOUCLAGE JUSQ.U' A TROUVE LI OPERAT IOH PRIKIT IVE SI ELLE EXISTE 
* 
........................................................................... , 
while (fin== FALSE AND •code_erreur == OK AND •code_retour == OK) 
{ 
concept_declencheur.type_concept = type_concept; 
strcpy (concept_declencheur.id_concept_declencheur,identifiant_concept); 
concept_suivant (&concept_declencheur, &concept_declenche, &cr, &ce}; 
/••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••• 
* LE CONCEPT DECLENCHE EST LA FIN D'UN SOUS-SCHaIA * 
........................................................................... , 
if (cr== FIN_SOUS_SCHEKA) 
{ 
fin_sous_scheaa (concept_declenche.id_concept_declenche, &cr1, &ce1}; 
•code_erreur = ce1; 




•code_retour = FIN_TACHE; 
fin_tache (&ce1}; 
•code_erreur = ce1; 
break; 
case BOUCLE_lŒXT : 
} 
} 
if (cr -- OK} 
boucle_next (identifiant_boucle, &cr1, &ce1}; 











strcpy (identifiant_concept, identifiant_boucle); 





• LE CONCEPT DECLENCHE EST UME BOUCLE * 
··········································································•! case BOUCLE : 
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boucle_first (concept_declenche.id_concept_declenche, 
&cr1, &ce 1 } ; 
•code_erreur = ce1; 








type_concept = BOUCLE; 
break; 






type_concept = BOUCLE; 
break; 
'*************************************************************************** 
• LE CONCEPT DECLENCHE EST UNE OPERATION PRIMITIVE • 
***************************************************************************' 
case OPERATION_PRIMITIVE : 
fin = TRUE; 
strcpy (identif,concept_declenche.id_concept_declenche}; 
operation_priaitive (identif,op_priaitive, 
&cr1 1 &ce1}; 
•code_erreur = ce1; 
break; 
'*************************************************************************** 
* LE CONCEPT DECLENCHE EST UNE CONDITION * 
***************************************************************************' 
case GOND 1T ION 
condition (concept_declenche.id_concept_declenche, &cr1 1 
&ce1); 
•code_erreur = ce1; 




case VRAI : 
concept_declencheur.critere.condition=VRAI; 
break; 





strcpy (identifiant_concept, concept_declenche. 
id_concept_declenche); 











•code_erreur = ce1; 








• Il'IPRESSION D'UN PJESSAGE D'ERREUR SI UNE ERREUR A ETE DETECTEE 
* 
........................................................................... , 
if <•code_erreur != OK) 
{ 
aessage_erreur <•code_erreur); 
*COde_erreur = ERREUR; 
} 
tif D:EBUG_S:EQUENCEUR 
printf{ 1 --------------------------------------------------------\n1 }; 
printf( 1 Resultats :\n1 }; 
printf{ 1 Noa de l'operation declenchee = r.s.\n1 ,op_priJlli.tive->nom_operation); 
printf( 1 --------------------------------------------------------\n1 }; 
printf( 1 Gode retour: ?.d Gode erreur: ?.d.\n•,•code_retour,•code_erreur); 
printf{ 1 --------------------------------------------------------\n1 }; 















char identifiant_concept [MX_ID_COHGEPT + 1]; 
char identifiant_boucle [MX_ID_BOUCLE + 1]; 
char identif [MX_ID_COHCEPT + 1]; 
st_c_declencheur concept_declencheur; 
st_c_declenche concept_declenche; 
ty_code_retour cr, cr1; 
ty_code_erreur ce, ce1; 
'*************************************************************************** 






printf(•Operation priJlitive en entree : ?.s.\n•, identifiant_op_pria); 
printf(•--------------------------------------------------------\n•); 
tendif 
*COde_retour = OK; 
•code_erreur = OK; 
fin = FALSE; 
type_concept = OPERATIOH_PRIKITIVE; 
strcpy (identifiant_concept, identifiant_op_prim); 
'*************************************************************************** 
* BOUCLAGE JUSQU'A TROUVE LI OPERATION PRUUTIVE SI ELLE EXISTE * 
***************************************************************************' 
vhile (fin== FALSE Am) *COde_erreur == OK Am) *COde_retour == OK) 
{ 
concept_declencheur.type_concept = type_concept; 
strcpy (concept_declencheur.id_concept_declencheur, 
identifiant_concept); 
concept_suivant (&concept_declencheur, &concept_declenche, &cr, &ce); 
/••••••••••••••••••••••••••••••••••••••••••••••****************••••••••••••• 
* LE CONCEPT DECLENCHE EST LA FIN D'UN SOUS-SCHEMA * 
***************************************************************************/ 
if {cr== FIN_SOUS_SCHEMA) 
{ 
fin_sous_schema (concept_declenche.id_concept_declenche, &cr1, &ce1); 
•code_erreur = ce1; 




if (cr -- OK) 
{ 
case F IN_TAGHE : 
*Code_retour = fIH_TACHE; 
fin_tache (&ce1)j 
•code_erreur = ce1; 
breakj 
case BOUCLE_NEXT : 
} 
boucle_next (identifiant_boucle, &cr1, &ce1); 
•code_erreur = ce1j 
sYitch (cr1) 
{ 








strcpy {identifiant_concept, identifiant_boucle}j 











•code_erreur = ce1; 








type_concept = BOUCLE; 
break; 










• LE COHCEPT DECLENCHE EST tnœ OPERATIOH PRIMITIVE • 
***************************************************************************' 





*COde_erreur = ce1; 
break; 
'*************************************************************************** 
• LE CONCEPT DECLENCHE EST tnœ CONDITION • 
***************************************************************************' 
case CONDITION : 
condition (concept_declenche.id_concept_declenche, &cr1, 
&ce1); 
•code_erreur - ce1; 











strcpy (identifiant_concept, concept_declenche. 
id_concept_declenche}; 




* LE CONCEPT DECLENCHE EST UN SOUS-SCHEMA 
* 
***************************************************************************' 
case SOUS_SCHEMA · 
sous_sche•a {concept_declenche.id_concept_declenche, 
&cr1, &ce1); 
*COde_erreur = ce1; 













* IMPRESSION D'UN MESSAGE D'ERREUR SI UNE ERREUR A ETE DETECTEE * 
***************************************************************************' 
if <•code_erreur != OK) 
{ 
aessage_erreur (•code_erreur); 
•code_erreur • ERREUR; 
} 
tif DEBUG_SEQUEHCEUR 
printf{ 1 --------------------------------------------------------\n°); 
printf( 1 Resultats :\n1 ); 
printf( 1 Hoa de l'operation declenchee : r.s.\n° 1 op_prilritive->noa_operation); 
printf{ 1 --------------------------------------------------------\n1 ); 
printf{ 1 Code retour: ?ad Code erreur: ?.d.\n1 1 •code_retour1 •code_erreur}; 
printf( 0 --------------------------------------------------------\n°); 







/• fICHIER: cpt_suivant.c •/ 
I• •I 
I• DESCRIPTION: Ce fichier contient le module de gestion du concept •I 
suivant a si:m.uler. 
'***************************************************************************! 
linclude <stdio.h> 














{ char id_concept [l'lX_ID_COHCEPT + 1]; 




printf( 1 Concept dont il faut rechercher le suivant :\n1 }; 
printf( 0 Type ✓.d.\n",concept_declencheur->type_concept); 
printf(•Hom : is.\n",concept_declencheur->id_concept_declencheur); 





{ case TACHE : tache_concept_suivant (id_concept,concept_declenche, 
code_retour,code_erreur}; 
break; 
case SOUS_SCHEl'IA sous_schema_concept_suivant (id_concept, 
concept_declenche,code_retour,code_erreur}; 
break; 















printf(•Concept suivant declenche :\n•>; 
printf(•Type : ?.d.\n•,concept_declenche->type_concept}; 
printf(•Noa : r.s.\n1 ,concept_declenche->id_concept_declenche); 
printf(•--------------------------------------------------------\n1 ); 
printf(•Code retour: ?.d Code erreur: ?.d.\n°,•code_retour,•code_erreur}; 








I• FICHIER: ss_schema.c 
I• •I 
I* DESGRIPTION: Ce fichier contient le aodule de gestion des sous-schemas *' 
I• • / 
'***************************************************************************/ 
linclude <stdio.h> 





char identifiant_sous_scheaa [MX_ID_SOUS_SCHEl'IA + 1]; 
ty_code_retour •code_retourj 
ty_code_erreur •code_erreur; 
{ ty_code_retour cr; 
ty_code_erreur ce; 
tif DEBUG_SOUS_SCHEMA 
printf( 1 >>>SOUS_SCHEMA.\n1 ); 
printf(•------------------------------------------------- -------\n")j 




•code_retour = OK; 
•code_erreur = OK; 
existence sous_scheaa (identifiant_sous_scheaa, &cr, &ce}; 
if (cr== PRESENT) 
•code_erreur = ERREUR_SOUS_SCHEMA; 
else { 
enregistreaent_sous_scheaa (identifiant_sous_scheaa, &cr, &ce}; 
if (ce== ERREUR_SYSTEME) 




printf(•Code retour: r.d Code erreur: r.d.\n•,•code_retour,•code_erreur); 
printf( 0 ------------------------------------------------------ --\nu}; 






'* *' /• fIGHIER : fin_ss_schema.c •/ 
I• •I 






tinclude 0 type.h• 
'***************************************************************************' 
fin_sous_schema (identifiant_sous_sche:aa,code_retour,code_erreur} 
cha.r identifiant_sous_schema. [MX_ID_SOUS_SCHEMA + 1]; 
ty_code_retour •code_retour; 
ty_code_erreur •code_erreur; 




printf( 9 )))FIH_SOUS_SGHE1IA.\n•); 





•code_retour = OK; 
•code_erreur = OK; 
suppression_sous_scheaa (identifiant_ss, &cr, &ce}; 
if {ce== ERREUR_SYSTEME} 
•code_erreur = SUPPR_SOUS_SCHEMA; 
else if {strcmp (identifia.nt_ss, identifia.nt_sous_schema) ,= o) 
•code_erreur = ERREUR_FIH_SOUS_SGHEMA; 
else if (cr== DERNIER) 
•code_retour = FIH_TACHE; 
else •code_retour = BOUCLE_HEXT; 
tif DEBUG_FIH_SOUS_SCHEMA 
printf{ 0 --------------------------------------------------------\n"}; 
printf(•Code retour: r.d Code erreur: r.d.\nu,•code_retour,•code_erreur); 







/• fICHIER: fin_tache.c ~1 
I• • I 














•code_erreur = OK; 
suppression_parametre (&ce); 
if {ce== fRRf0R_SYS1llIE) 
•code_erreur = SUPPR_PARAMETRE; 
else { 
suppression_variable (&ce); 
if {ce== ERREUR_SYSTEME} 













/• f !CHIER : boucle. c •/ 
I• •I 





























printf( 1 Arg'U)lent :\na); 
printf( 1 Identifiant boucle : ?.s.\n",identifiant_boucle); 
printf( 0 --------------------------------------------------------\n°); 
lendif 
'*************************************************************************** 
• ENREGISTRER L'IDEHTiflGATIOH DE LA BOUCLE SI ELLE N'EXISTE PAS * 
·········································································•·! 
•code_retour = OK; 
•code_erreur = OK; 
existence_boucle (identifiant_boucle, &cr, &ce}; 
if (cr== PRESENT) 
•code_erreur = ERREUR_BOUCLE; 
else { 
enregistrement_boucle (identifiant_boucle, &cr, &ce); 
if (ce== ERREUR_SYSTEl'JE) 








if <•code_erreur == OK) 
{ 
critere_boucle (identifiant_boucle, &info_critere, &cr, &ce}; 
if (cr== TROISIE1Œ_CRITERE) 
info_critere.type_critere = CR_TOUS; 
if (info_critere.type_critere == CR_CONSTITUANT) 
} 
if (Strcl\P (info_critere.infoI'1lation.critere_constituant.variable, 
·•) != 0) 
{ 
lecture_variable (info_critere.infoI'l\ation.critere_constituant. 
variable,&valeur_variable, &cr, &ce); 
if (ce== VAR_EXISTE_PAS) 
} 










* RECHERCHER LES 01 QUI SERONT TRAITES PAR LA BOUCLE * 
***************************************************************************' 
if <•code_erreur == OK) 
S'Yitch (info_critere.type_critere) 
{ 









identifiant_ois.nUlll_copie = o; 
constituant_ois (&identifiant_ois,type_oi,liste_oi, 
&cr, &ce); 
if (ce== EXISTE_PAS) 
•code_erreur = OIS_BOUCLE; 
break; 
case CR_CLASSE : 
objets_classe (info_critere.inform.ation.critere_classe. 




case CR_TOUS : 
} 
tous_objets (liste_oi, &cr, &ce); 
break; 
'*************************************************************************** 
• ENREGISTRER UN O I DANS LA VARIABLE DE LA BOUCLE SI LI STE NON VIDE * 
***************************************************************************/ 
if (•code_erreur == OK) 
if (cr == VIDE) 
•code_retour • FIH_BOUCLE; 
else { 
strcpy (valeur_variable.classe, liste_oi[O]->classe); 
strcpy {valeur_variable.type, liste_oi[O]->type); 
strcvy {valeur_variable.nom, liste_oi[O]->nom); 
valeur_variable.num_copie = liste_oi[O]->rnDll_copie; 
ptr = liste_oi[O]; 




if (ce== ERREUR_SYSTEME) 
•code_erreur = ENREG_VARIABLE; 
} 
'*************************************************************************** 
* MEMORISATION DES OISE RAPPORTANT A LA. BOUCLE 
* 
************************************************************************•••! 
Yhile (•code_erreur == OK AND liste_oi[O] ,= HULL) 
{ 
strcpy (identifiant_oi.classe, liste_oi[O]->classe}; 
strcpy {identifiant_oi.type, liste_oi[O]->type); 
strcpy (identifiant_oi.nom, liste_oi[O]->nom}; 
identifiant_oi.num_copie = liste_oi[O]->num_copie; 
ajouter_occurrence_boucle {&identifiant_oi, &cr, &ce); 
if {ce== ERREUR_SYSTEME) 
} 
*COde_erreur = ERREUR_SYSTEl'IE; 
else { 
ptr = liste_oi[O]; 





printf("Code retour: ~d Code erreur: ~d.\n",*code_retour,•code_erreur); 
printf(•--------------------------------------------------------\n1 ); 





boucle_next (identifiant_boucle 1 code_retour1 code_erreur} 











•code_retour = OK; 
•code_erreur = OK; 
/•••************************************************************************ 
• .ENREGISTRER UN OI DANS LA VARIABLE DE LA BOUCLE SI LISTE HOH VIDE • 
··········································································•! 
lire_occurrence_boucle (identifiant_boucle, &identifiant_oi, &cr, &ce}; 
if (ce== OK) 
if (cr == VIDE) 
•code_retour = FIN_BOUCLE; 
else { 
variable_boucle {identifiant_boucle, var_boucle, &cr, &ce); 
assignation_variable (var_boucle, &identifiant_oi, &cr, &ce}; 
if (ce== ERREUR_SYSTDŒ) 
*COde_erreur = LECTURE_OBJET; 
} 
else •code_erreur = SUPPR_OBJET; 
'*************************************************************************** 
• SI LI STE VIDE ALORS SUPPRESSION DE LA BOUCLE * 
***************************************************************************/ 
if <•code_erreur == OK AND *COde_retour == fIN_BOUCLE) 
{ 
suppression_boucle {identifiant_boucle, &cr, &ce}; 
if (ce== ERREUR_SYSTDŒ) 
•code_erreur = SUPPR_BOUCLE; 
} 
Uif DEBUG_BOUCLE 
printf( 0 --------------------------------------------------------\n"); 
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printf{ 1 Resultats :\n'}; 
printf( 1 ldentifiant_boucle : ?.s.\n1 ,identifiant_boucle}; 
printf(•--------------------------------------------------------\n•); 
printf( 1 Code r~tour: ?.d Code erreur: ?.d.\n1 ,*COde_retour,*COde_erreur); 








/• FICHIER : condition. c •/ 
I• •I 




linclude 1 debug.h 1 
linclude •define.h• 
tinclude 1 type.h 1 
/••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••••*/ 
condition (identifiant_condition,code_retour,code_erreur) 











printf{ 1 --------------------------------------------------------\n1 ); 
printf(•Areuaents :\n•>; 
printf(HJdentifiant condition: r.s\n1 ,identifiant_condition); 
printf( 1 --------------------------------------------------------\n°); 
1endif 
!••************************************************************************* 





• EVALUATION DE LA CONDITION • 
***************************************************************************Î 
switch (info_clause.type_clause) 












*COde_erreur = code_erreur_tap; 
•code_retour = code_retour_tmp; 
tif DEBUG_CONDITION 
printf(•--------------------------------------------------------\n•); 
printf(•Code retour: r.d Code erreur: r.d.\n1 ,•code_retour,•code_erreur); 





















noa_variable [MX_LG_VARIABLE + 1]; 
IlOJl_attribut [PIX_LG_ATTRIBUT + 1] ; 
operateur [PIX_LG_OPERATEUR + 1]; 
cst_alpha_nlllll [PIX_LG_CST + 1]; 
cst_mm; 










•code_retour = FAUX; 








RECHERCHE DE LA VARIABLE SI NECESSAIRE 
* 
***************************************************************************' 
if (nom_variable[O] != 1 \0 1 ) 
{ lecture_variable (nom._variable,&identifiant_oi,&code_retou.r_tmp, 
&code_erreur_tllp); 
•code_erreur = code_erreur_tmp; 
} 
else 











* VERIFICATION DE L'EXISTENCE DE L'OI * 
*******•*•••**•*••··••*••*****•*•*••••*•*•*•••*••·····••*•·••**•****•**•*•*/ 
if <•code_erreur == OK) 
{ lecture_oi (&identifiant_oi,&info_oi,&code_retour_blp,&code_erreur_bap); 
if (code_retour_t:ap == EXISTE_PAS) 
} 
{ if ((StI'CJll)(identifiant_oi.classe,•MESSAGE•) == 0) OR 
(strc11p(identifiant_oi.classe,•FORKULAIRE 1 ) == 0) OR 
(strcmp(identifiant_oi.classe, 1 DOCUMENT 8 ) == O)) 
{ •code_erreur = OIE_CONDITION; 
} 
else 




"' VER If !CATION DE LA VALIDITE DU TEST ETANT DomŒ LA CLASSE DE L' 01 * 
***************************************************************************/ 
if <•code_erreur ==OK) 
{ if {{{{strc:ap{identifiant_oi.classe,":MESSAGE•) == 0) OR 
(strc:m.p(identifiant_oi.classe,"FOR1'1lJLAIRE 11 ) == o) OR 
(strcmp{identifiant_oi.classe,•DOCIDŒNT 1 ) == O)) AHD 
{(strcap{noa_attribut, 11 0RDRE_CLAS 11 ) == O) OR 
} 
(strcmp(nom_attribut,•ETAT_GONTEHU•) == O))) 
OR (((strcm.p(identifiant_oi.classe, 0 DOSSIER") == O) OR 
(strcmp(identifiant_o1.classe,•fICHIER•) == o) OR 
(strcmp{identifiant_oi.classe,"PILE") == O}} AHD 
((strcmp{noa_attribut, 0 ffiJM_GOPIE 8 ) == 0)))) 




EN fONCTION DE L'ATTRIBUT A TESTER ••. 
* 
***************************************************************************/ 
if (•code_erreur == OK) 
{ if (strcap{noJ1._attribut,°CLASSE 11 ) == o) 
{ strcpy (valeur_attribut,info_oi.classe); 
} 
else if (strcm.p(nom._attribut, 11 TYPE 11 ) == 0) 
{ strcpy {valeur_attribut,info_oi.type); 
} 
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else if {strcap{noa_attribut,"NOM") == O) 
{ strcpy (valeur_attribut,info_oi.nom); 
} 
else if (strcap(noa_attribut,•NlJIII_COPIE") -- O) 
{ valeur_attribut_nUJl = info_oi.num._copie; 
} 
else if (strcmp(noa_attribut, 1 ETAT") == O) 
{ strcpy (valeur_attribut,info_oi.etat); 
} 
else if (strc:ap(nom_attribut, 1 ECHEAHCE 1 ) == o) 
{ strcpy {valeur_attribut,info_oi.echeance); 
} 
else if (strc:Jlp(noa_attribut,•ORDRE_CLAS") == O) 
{ strcpy {val.eur_attribut,info_oi.ordre_clas); 
} 
else if (strcm.p(noa_attribut,•ETAT_CONTENU") == o) 
{ strcpy {valeur_attribut,info_oi.etat_contenu); 
} 
/*************************************************************************** 
* ••• :ET D:E L 'OP:ERAT:E'UR, :EVALUATION D:E LA GOlIDITIOH (ATTRIBUT HUPIERIQU:E) * 
........................................................................... , 
if {strc.11p(noa_attribut,•NlJIII_COPIE") == 0) 
{ cst_nUJl • atoi{cst_alpha_nWl}; 
if (strc:m.p (operateur, 0 =0 } == O} 
{ if {valeur_attribut_num == cst_nu:m.) •code_retour = VRAI; 
} 
else if (strCJtp ( operateur, "> •) == 0) 
{ if {valeur_attribut_nUlfl > cst_nUlfl) •code_retour = VRAI; 
} 
else if (strcmp ( operateur, n < •) == 0) 
{ if {valeur_attribut_nUlll < cst_num.) •code_retour = VRAI; 
} 
else if {strcç {operateur,">= 1 ) == 0) 
{ if (valeur_attribut_nl.lll >= cst_nWl) •code_retour = VRAI; 
} 
else if {strcm.p {operateur,"<="} == O} 
{ if (valeur_attribut_num. <= cst_num.) •code_retour = VRAI; 
} 
else if {stre11tp {operateur, 0 !=") == 0) 





OU EVALUAT ION DE LA COND 1T ION (ATTRIBUT ALPHA-NlJIIIERI Q.U:E) * 
***************************************************************************' 
else 
{ resultat = strcmp {valeur_attribut,cst_alpha_mm); 
if (strcap (operateur, 0 =0 ) == o) 
{ if (resultat == O) •code_retour = VRAI; 
} 
else if (strc:m.p (operateur,"> 0 ) == o) 





else if {strcap {operateur,"< 11 } == O} 
{ if {resultat < O} *COde_retour = VRAI; 
} 
else if (strcap (operateur,">= 1 ) == O} 
{ if {resultat >= O) *Code_retour = VRAI; 
} 
else if (Stl'CJ\P (operateur,"<= 1 ) == O) 
{ if (resultat <= o} *COde_retour = VRAI; 
} 
else if (strc11,p {operateur,•t=•> == O} 
{ if (resultat != O) •code_retour = VRAI; 
} 
lif DEBUG_CONDITION 
printf{ 11 --------------------------------------------------------\n"}; 























•code_retour = FAUX; 





* RECHERCHE DE LA PREMIERE VARIABLE SI NECESSAIRE * 
*************************************************************************** ! 
if (noa_variable[O] t= 1 \0 1 ) 
{ lecture_variable {nom_variable,&identifiant_oi,&code_retour_tmp, 
&code_erreur_t•p); 




{ strcpy (identifiant_oi.classe 1 
info_clause->infomation.clause_appartenance.oi_classe ) ; 








• VERIFICATION DE LA VALIDITE DU TEST • 
***************************************************************************' 
if <•code_erreur == OK) 




• RECHERCHE DE LA DEUXIEME VARIABLE SI :NECESSAIRE * 
***************************************************************************/ 




if (noa_variable[OJ != '\O') 
{ lecture_variable (noa_variable 1 &identifiant_ois 1 &code_retour_tap 1 
&code_erreur_tap); 
•code_erreur = code_erreur_tmp; 
} 
else 






identifiant_oi.nUJll_copie = o; 
} 
!••************************************************************************* 
• VERIFICATION DE L'EXISTENCE DES OI ET EVALUATION DE LA COHDITION * 
***************************************************************************/ 
if {•code_erreur == OK) 
{ classement_oi (&identifiant_oi,&identifiant_ois,&code_retour_tmp, 
&code_erreur_tmp); 
switch (code_erreur_bllp) 
{ case OI_EXISTE_PAS : 
if ((strcm.p(identifiant_oi. classe, 11 MESSAGE 11 ) == O) OR 
{strcmp{identifiant_oi.classe,"FORl'IULAIRE") == o) OR 
(strcap(identifiant_oi.classe, 11 DOCUMENT 11 } == O}) 
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{ *COde_erreur = OIE_GO:tIDITIOH; 
} 
else 




if {{strcm.p{identifiant_ois.classe,"MESSAGE") == O} OR 
(strcmp(identifiant_ois.classe,ufOmmLAIRE•) == O) OR 
(strcmp(identifiant_ois.classe, 0 DOcmtEHT 8 ) == O)) 
{ +code_erreur = OIE_COHDITIOH; 
} 
else 







if (code_retour_tmp -- CLASStl'IENT) 





















no•_param.etre [MX_LG_PARAMETRE + 1] ; 
valeur_parametre [MX_LG_V.ALEUR_PARAPlETRE 
cst_alpha_nUJII. [MX_LG_CST + 1]; 







*COde_retour = FAUX; 















• EN FONCTION DE SA VALEUR ET DE L'OPERATEUR, EVALUATION DE LA CONDITION• 
***************************************************************************/ 
if (code_erreur_tllp t= PAR_EXISTE_PAS) 
{ resultat = strcap (valeur_para:metre,cst_alpha_num}; 
if (strCBp {operateur,"= 1 ) == O) 
{ if (resultat == 0) •code_retour = VRAI; 
} 
else if {strcç {operateur,n> 11 ) == O} 
{ if (resultat > 0) •code_retour = VRAI; 
} 
else if ( strc:ap ( operateur· 1 • < n} == o} 
{ if {resultat < O) •code_retour = VRAI; 
} 
else if (strcmp (operateur,">= 11 } == O} 
{ if {resultat >= 0) •code_retour = VRAI; 
} 
else if (strc:m.p (operateur, 0 <=") == 0) 
{ if (resultat <= 0) •code_retour = VRAI; 
} 
else if (strcap (operateur,nr=n) == 0) 








printf("Code retour: ?.d Code erreur: ?.d.\n",•code_retour,•code_erreur}; 








'* I• DESGRIPTIOH 
/• 
'* 
Ge fichier contient le module de gestion des operations 




























printf( 6 >>>0PERATION_PRIKITIVE.\n•); 
printf(•--------------------------------------------------------\n•); 
printf(•Arg'\.Dlents :\n°}; 
printf( 1 identifiant operation: ?.s\n°,identifiant_operation); 
printf(•--------------------------------------------------------\n•); 
lendif 
•code_erreur = OK; 




if (strcm.p (type_operation,•GREERa) == o) 
{ op_prim.itive_creer (&info_operation_var,information_operation, 
&code_erreur_tm.p); 
} 
else if (strcm.p (type_oper-ation,"REPRODUIRE 0 ) == O) 
{ op_primitive_reproduire (&info_operation_var,information_operation, 
&code_erreur_tm.p); 
} 
else if (strcmp (type_operation,"RECEVOIR"} == o) 
{ op_prim.itive_recevoir (&info_operation_var,information_operation, 
&code_erreur_tmp); 
} 
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else if {strc:m.p (type_operation, 11 C0mruNIQUER 11 } == O} 
{ op_primitive_conuniquer {&info_operation_var,information_operation, 
&code_erreur_tmp}j 
} 
else if (strcmp (type_operation,•CONSULTER•) == 0} 
{ op_prillitive_consulter (&info_operation_var,inform.ation_operation, 
&code_erreur_tm.p}; 
} 
else if {stI'Cltp {type_operation,"FEUILLETER1 } == o} 
{ op_pri•itive_feuilleter (&info_operation_var,information_operation, 
&code_erreur_tm.p}; 
} 
else if (strcmp {type_operation,•fln.EVER•) == 0} 
{ op_prillitive_enlever {&info_operation_var,inform.ation_operation, 
&code_erreur_tllp}; 
} 
else if {strC11p {type_operation, 1 MODIFIER 1 } == O} 
{ op_priaitive_aodifier (&info_operation_var,information_operation, 
&code_erreur_tllp}; 
} 
else if {strcap (type_operation,•COl'JPLETER•) == 0} 
{ op_prillitive_completer (&info_operation_var,infor11ation_operation, 
&code_erreur_tap); 
} 
else if {stI'Cllp {type_operation, 1 VERIFIER0 } -- O} 
{ op_priaitive_verifier (&info_operation_var,infor.m.ation_operation, 
&code_erreur_tmp); 
} 
else if (strcap (type_operation,•DETRUIRE•) == 0} 
{ op_primitive_detruire {&info_operation_var,inform.ation_operation, 
&code_erreur_tllp}; 
} 
else if {strcap {type_operation,"ARCHIVER0 } == 0} 
{ op_priJlitive_archiver (&info_operation_var,information_operation, 
&code_erreur_bap); 
} 
else if (strcmp (type_operation,•TRI:ER•) == 0} 
{ op_primitive_trier {&info_operation_var,inform.ation_operation, 
&code_erreur_tap}; 
} 
else if {strc:m.p {type_operation,"CLASSER0 } == 0) 
{ op_primitive_classer (&info_operation_var,information_operation, 
&code_erreur_tmp)j 
} 
else if (strcmp (type_operation,•RANGER•) == 0} 
{ op_primitive_ranger (&info_operation_var,inform.ation_operation, 
&code_erreur_tmp}; 
} 
else if (strCll.p {type_operation, 11 REPLACER 11 ) == 0) 
{ op_priaitive_replacer (&info_operation_var,information_operation, 
&code_erreur_tJllp)j 
} 
else if (strcmp (type_operation,•DECIDER•) == 0} 





•code_erreur = code_erreur_hlp; 
lif DEBUG_OP _PRUUTIVE 
printf("--------------------------------------------------------\n"); 
printf("Code retour: ?.d Code erreur: ?.d.\n",•code_retour,•code_erreur); 
printf('--------------------------------------------------------\n"); 








{ st_creer *Ptr; 
st_creer •ptr_var; 
tif DEBUG_OP _PRIMITIVE 
printf( 6 >>>0P_PRIMITIVE_CREER.\n1 ); 
1endif 
•code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy (info->no•_operation ,info_var->nom_operation); 
strcpy (info->description ,info_var->description); 
ptr = &info->infoœation.creer; 
ptr_var = &info_var->infoI'lllation.creer; 
strcpy {ptr->classe, ptr_var->classe); 
strcpy (ptr->type ptr_var->type); 
strcpy (ptr->nom ptr_var->nom}; 
strcpy (ptr->etat, ptr_var->etat); 
strcpy (ptr->echeance, ptr_var->echeance}; 
strcpy (ptr->ordre_clas,ptr_var->ordre_clas); 
ttif DEBUG_OP _PRIMITIVE 
printf( 11 --------------------------------------------------------\n11 ); 
printf( 1 Gode erreur: r.d . \n",•code_erreur}; 
printf("--------------------------------------------------------\n 8 ); 














lif DEBUG_OP _PRIMITIVE 
printf(•>>>OP_PRIMITIVE_REPRODUIRE.\n"); 
lendif 
•code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation}; 
~trcpy {info->noa_operation ,info_var->nom_operation); 





if (ptr_var->noa_variable[O] t= 1 \0 1 ) 
{ lecture_variable (ptr_var->nom_variable,&valeur_variable, 
&code_retour_blp,&code_erreur_tmp); 
if (code_erreur_tap == OK} 
{ strcpy (ptr->classe,valeur_variable.classe); 
strcpy {ptr->type , valeur_variable. type); 
strcpy (ptr->noa ,valeur_variable.noa); 
ptr->nUJ11._copie = valeur_variable.num_copie; 
} 
else 




{ strcpy {ptr->classe,ptr_var->classe}; 
strcpy (ptr->type ,ptr_var->type}; 
strcpy (ptr- >no• , ptr_ var- >noll) ; 






Uif DEBUG_OP _PRHH T IVE 
printf(•--------------------------------------------------------\n•); 
printf { "Code erreur : ~d. \n", *COde_erreur); 
printf("--------------------------------------------------------\n"}; 















•code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy (info->nom_operation ,info_var->noa_operation); 





strcpy {ptr->classe, ptr_var->classe}; 
strcpy (ptr->type , ptr_var->type); 
strcpy (ptr->nOJl , ptr_var->nOJR); 
ptr->nUJl_copie = ptr_var->nUJl_copie; 
strcpy (ptr->etat, ptr_var->etat); 
strcpy {ptr->echeance, ptr_var->echeance}; 
strcpy (ptr->ordre_clas,ptr_var->ordre_clas); 
strcpy {ptr->mode_reception,ptr_var->mode_reception); 
ptr->composants = ptr_var->coaposants; 
ptr_var->composants = HULL; 
#if D:EBUG_OP _PRI:PH TIVE 
printf{ 6 --------------------------------------------------------\n11 }; 
















printf( 1 >>>0P_PRIMITIVE_GOlfflUNIQUER.\n"); 
#endif 
•code_erreur = OK; 
strcpy {info->type_operation,info_var->type_operation); 
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strcpy (info->noa_operation ,info_var->nom_operation}; 





if (ptr_var->nom._variable[O] f= 1 \0 1 } 
{ lecture_variable {ptr_var->nom_variable,&valeur_variable, 
&code_retour_t.p,&code_erreur_t.p}; 
if {code_erreur_tmp == OK} 
{ strcpy (ptr->classe,vdl.eur_variable.classe); 
strcpy (ptr->type ,valeur_variable.type); 
strcpy (ptr->noa ,valeur_variable.noa}; 
ptr->nwa._copie z valeur_variable.nUJl_copie; 
} 
else 




{ strcpy (ptr->classe,ptr_var->classe}; 
strcpy (ptr->type ,ptr_var->type}; 
strcpy (ptr->nom. ,ptr_var->no1t}; 
ptr->num_copie = ptr_var->num_copie; 
} 




printf( 0 --------------------------------------------------------\n°}; 



























strcpy (info->nom_operation ,info_var->nom_operation); 





if {ptr_var->nom_variable[o] != 1 \0 1 ) 
{ lecture_variable {ptr_var->noa_variable 1 &valeur_variable 1 
&code_retour_t:mp,&code_erreur_tm.p); 
if (code_erreur_tlllp == OK) 
{ strcpy (ptr->classe,valeur_variable.classe); 
strcpy (ptr->type ,valeur_variable.type); 
strcpy {ptr->nom. 1 valeur_varia.ble.nom.}; 
ptr->IU.Dl_copie = valeur_variable.num._copie; 
} 
else 




{ strcpy {ptr->classe,ptr_var->classe}; 
strcpy (ptr->type ,ptr_var->type}; 
strcpy (ptr->nom 1ptr_var->nom); 
ptr->nua_copie = ptr_var->nua_copie; 
} 
strcpy (ptr->etat, ptr_var->etat}; 
strcpy- (ptr->echeance,ptr_var->echeance}; 
tif DEBUG_OP_PRIMITIVE 
printf( 11 -------------------------- ·-----------------------------\nH); 
printf(•Code erreu~: ~û.\n~,•coàe_erreur1; 
printf{"--------------------------------------------------------\n"}· 








{ st_feuilleter •ptr; 







•code_erreur = OK; 
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strcpy {info->type_operation,info_var->type_operation}; 
strcpy (info->nom._operation ,info_var->nom._operation); 
strcpy {info->description ,info_var->description); 
ptr = &info->info:naation.feuilleter; 
ptr_var = &info_var->infoI11lation.feu.illeter; 
if (ptr_var->nom._variable[O] != '\O') 
{ lecture_variable {ptr_var->nom._variable,&valeur_variable, 
&code_retour_tmp,&code_erreur_bnp); 
if {code_erreur_t:mp == OK) 
{ strcpy (ptr->classe,valeur_variable.classe); 
strcpy (ptr->type ,valeur_variable.type); 
strcpy {ptr->noll , valeur_variable.nom.}; 
} 
else 




{ strcpy (ptr->classe,ptr_var->classe); 
strcpy {ptr->type ,ptr_var->type}; 
strcpy (ptr->nom ,ptr_var->nom); 
} 
strcpy {ptr->etat, ptr_var->etat}; 
strcpy (ptr->echeance,ptr_var->echeance); 
strcpy {ptr->ordre_feuilletage,ptr_var->ordre_feuilletage); 
#if DEBUG_OP _PRIPII TIVt 
printf{"--------------------------------------------------------\n"); 
printf( 1 Code erreur: ?.d.\n",*code_erreur); 
























*COde_erreur = OK; 
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strcpy (info->type_operation,info_var->type_operation}; 
strcpy {info->no:a_operation ,info_var->nom._operation); 
strcpy {info->description ,info_var->description}; 
ptr = &info->infoI'lllation.enlever; 
ptr_var = &info_var->infoI'1lation.enlever; 
if (ptr_var->nom._variable[o] != 1 \0 1 ) 
{ lecture_variable (ptr_var->nom._variable,&valeur_variable, 
&code_retour_tJtp,&code_erreur_tmp}; 
if (code_erreur_tlllp == OK) 
{ if (stI'Cllp(valeur_variable.classe,•PILE•) == o) 
{ strcpy (ptr->nom_J'.)ile,valeur_variable.nom); 
} 
else 








{ strcpy (ptr->nom._pile,ptr_var->nom._pile); 
} 
if <•code_erreur == OK) 
{ premier_oi_pile (ptr->nom_pile,&identifiant_oi,&code_retour_tmp, 
&code_erreur_tlllp); 
if {code_erreur_tmp == OK) 
} 
{ strcpy (ptr->classe,identifiant_oi.classe); 
strcpy (ptr->type, identifiant_oi.type); 
strcpy (ptr->nom, identifiant_oi.nom); 
ptr->nUJl_copie = identifiant_oi.nUJl_copie; 
} 
else 
{ •code erreur= OI_ENLEVER; 
} 
if (•code_erreur == OK) 
{ assignation_variable (ptr_var->nom_variable,&identifiant_oi, 
} 
&code_retour_tllp,&code_erreur_tmp}; 
if (code_erreur_tm.p == ERREUR_SYSTEl'JE} 
{ •code_erreur = EHREG_V.ARIABLE; 
} 
üif DEBUG_OP_PRIMITIVE 
printf( 1 --------------------------------------------------------\n"); 
printf("Code erreur: id.\n",*code_erreur}; 





















printf( 9 >>>0P_PRIMITIVE_EODIFIER.\n8 }; 
tendif 
•code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation}; 
strcpy (info->nom_operation ,info_var->nom_operation); 





if (ptr_var->no•_variable[O] !• 1 \0 1 } 
{ lecture_variable (ptr_var->nom_variable,&valeur_variable, 
&code_retour_tmp,&code_erreur_tmp); 
} 
if (code_erreur_tllp == OK) 
{ if (strcap(valeur_variable.classe,nDOGUl'IEHT"} == O) 
{ strcpy (ptr->type ,valeur_variable.type); 
strcpy (ptr->noa ,valeur_variable.nom); 
ptr->nUlll_copie = valeur_variable.nwn._copie; 
} 
else 




{ *COde_erreur = VAR_EXISTE_PAS; 
} 
else 







strcpy (ptr->etat, ptr_var->etat); 
strcpy (ptr->echeance,ptr_var->echeance); 
strcpy {ptr->noa_message,ptr_var->nom_message); 
ptr->num_copie_message = ptr_var->num_copie_message; 
tif DEBUG_OP _PRIMITIVE 
printf( 11 --------------------------------------------------------\n 11 }; 
printf(°Code erreur: r.d.\n",*code_erreur}; 
printf(u--------------------------------------------------------\n"); 




















tif DEBUG_OP _PRUUTIVE 
printf{ 0 >>>0P_PRIMITIVE_COMPLETER.\n1 }; 
lendif 
•code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy (info->noa_operation ,info_var->nom_operation); 
strcpy {info->description ,info_var->description); 
ptr = &info->infomation.completer; 
ptr_var = &info_var->infoI'JJla.tion.coapleter; 
if {ptr_var->noa_variable[O] != 1 \0 1 ) 
{ lecture_variable (ptr_var->noa_variable,&valeur_variable, 
&code_retour_tmp,&code_erreur_tm.p); 
} 
if {code_erreur_t:ap == OK) 
{ if (strCJtp{valeur_variable.classe,"FOIDIULAIRE 0 ) -- O) 
{ strcpy (ptr->type ,valeur_variable.type); 
strcpy (ptr->noa ,valeur_variable.nom); 
ptr->nwn_copie = valeur_variable.nwn_copie; 
} 
else 




{ •code_erreur = VAR_EXISTE_PAS; 
} 
els:e 











printf ( "Code erreur : id. \n 11 , •code_erreur); 
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printf{ 11 --------------------------------------------------------\n11 }; 





















•code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy {info->nom_operation ,info_var->nom_operation); 





if {ptr_var->noa_variable[O] != 1 \0 1 } 
{ lectur~_variable (ptr_var->nom_variable,&valeur_variable, 
&code_retour_tmp,&code_erreur_tmp); 
if {code_erreur_tmp == OK} 
{ strcpy {ptr->classe,valeur_variable.classe); 
strcpy (ptr->type ,valeur_variable.type}; 
strcpy (ptr->nom ,valeur_variable.nom); 
ptr->num_copie = valeur_variable.num_copie; 
} 
else 




{ strcpy (ptr->classe,ptr_var->classe); 
strcpy (ptr->type ,ptr_var->type); 
strcpy (ptr->noa ,ptr_var->noa}; 
ptr->num_copie = ptr_var->num_copie; 
} 






printf{"Gode erreur: i::d.\n",*COde_erreur); 




















printf ( 0 »>OP _PRIMITIVE_DETRUIRE. \n"}; 
lendif 
+code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy (info->no•_operation ,info_var->nom_operation}; 
strcpy (info->description ,info_var->description); 
ptr = &info->inform.ation.detruire; 
ptr_var = &info_var->information.detruire; 
if {ptr_var->nom_variable[o] != 1 \0 1 ) 
{ lecture_variable (ptr_var->nom_variable,&valeur_variable, 
&code_retour_tmp,&code_erreur_tmp); 
if (code_erreur_tmp == OK) 
{ strcpy {ptr->classe,valeur_variable.classe}; 
strcpy (ptr->type ,valeur_variable.type); 
strcpy (ptr->nom ,valeur_variable.nom); 
ptr-)nUll\_copie = valeur_variable.nUll\_copie; 
} 
else 




{ strcpy (ptr->classe,ptr_var->classe); 
strcpy (ptr->type ,ptr_var->type}; 
strcpy (ptr->nom ,ptr_var->nom}; 
ptr->nUlll_copie = ptr_var->nUlll_copie; 
} 

























#if DEBUG_OP _PRIJ.'IITIVE 
printf( 0 >>>0P_PRIMITIVE_.ARCHIVER.\n"); 
lendif 
+code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy (info->noa_operation ,info_var->nom_operation); 





if {ptr_var->nom_va.ria.ble[Ol != 1 \0 1 ) 
{ lecture_variable (ptr_var->nom_variable,&valeur_variable, 
&code_retour_tap,&code_erreur_tmp); 
if (code_erreur_tmp == OK) 
{ strcpy {ptr->classe,valeur_variable.classe); 
strcpy (ptr->type ,valeur_variable.type); 
strcpy (ptr->nom ,va.leur_va.riable.nom); 
ptr->nUJ1t_copie = valeur_variable.nu:m._copie; 
} 
else 




{ strcpy (ptr->classe,ptr_var->cla.sse); 
strcpy {ptr->type ,ptr_var->type); 
strcpy {ptr->nom ,ptr_var->nom); 
ptr->num_copie = ptr_var->num_copie; 
} 
strcpy (ptr->etat, ptr_var->etat); 
strcpy {ptr->echeance,ptr_var->echeance}; 
nif DEBUG_OP _PRIMITIVE 
printf("--------------------------------------------------------\n"); 
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printf{"Code erreur: ?.d.\n",•code_erreur); 






















•code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy {info->noa_operation ,info_var->noa_operation}; 





if (ptr_var->nom_variable[oJ != 1 \0 1 ) 
{ lecture_variable (ptr_var->nom_variable,&valeur_variable, 
&code_retour_t:ap,&code_erreur_tJA.p}; 
if (code_erreur_tm.p == OK) 
{ strcpy (ptr->classe,valeur_variable.classe); 
strcpy (ptr->type ,valeur_variable.type); 
strcpy (ptr->nom ,valeur_variable.nom); 
ptr->nUlll_copie = valeur_variable.num_copie; 
} 
else 




{ strcpy (ptr->classe,ptr_var->classe); 
strcpy {ptr- >type ,ptr_var->type}; 
str·cpy {ptr->nom ,ptr_var->nom); 
ptr->num_copie = ptr_var->num_copie; 
} 
strcpy (ptr->etat, ptr_var->etat}; 
strcpy {ptr->echeance, ptr_var->echeance}; 
strcpy (ptr->ordre_tri,ptr_var->ordre_tri); 
Dif DEBUG_OP_PRIMITIVE 






printf{ 11 --------------------------------------------------------\n"); 
printf ( "Code err-eur : ?.d. \n 11 , *COde_err-eur); 




















printf ( 0 »>OP _PRIMITIVE_CLASSER. \n 11 }; 
1endif 
*COde_err-eur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy (info->nom_operation ,info_var->nom_operation); 
strcpy {info->description ,info_var->description); 
ptr = &info->information.classer; 
ptr_var = &info_var->inforaation.classer; 
if (ptr_var->nom_variable[O] != 1 \0 1 } 
{ lecture_variable {ptr_var->noa_variable,&valeur_variable, 
&code_retour_tmp,&code_erreur_tmp); 
if {code_erreur_tmp == OK) 
{ strcpy (ptr->classe,valeur_variable.classe); 
strcpy (ptr->type ,valeur_variable.type); 
strcpy {ptr->nom ,valeur_variable.nom}; 
ptr->num_copie = valeur_variable.num_copie; 
} 
else 




{ strcpy {ptr->classe,ptr_var->classe}; 
strcpy (ptr->type ,ptr_var->type); 
strcpy {ptr->nom ,ptr_var->nom}; 
ptr->nua_copie = ptr_var->nua_copie; 
} 
strcpy (ptr->dest_classe,ptr_var->dest_classe); 
strcpy (ptr->dest_type ,ptr_var->dest_type); 
strcpy (ptr->dest_nom ,ptr_var->dest_nom); 
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tif DEBUG_OP _PRIMITIVE 
printf("--------------------------------------------------------\n"); 























•code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy (info->nom_operation ,info_var->nom_operation}; 





if (ptr_var->nom_variable[O] t= 1 \0 1 } 
{ lecture_variable (ptr_var->nom_variable,&valeur_variable, 
&code_retour_tm.p,&code_erreur_tmp); 
if (code_erreur_tm.p == OK} 
{ strcpy {ptr->classe,valeur_variable.classe); 
strcpy (ptr->type ,valeur_variable.type}; 
strcpy (ptr->nom ,valeur_variable.nom); 
ptr->num_copie = valeur_variable.num_copie; 
} 
else 




{ strcpy (ptr->classe,ptr_var->classe}; 
strcpy {ptr->type ,ptr_var->type); 
strcpy (ptr->noa ,ptr_var->nom); 
ptr->num_copie = ptr_var->num_copie; 
} 
strcpy (ptr->dest_classe,ptr_var->dest_classe); 
strcpy (ptr->dest_nom ,ptr_var->dest_nom); 
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#if DEBUG_OP_PRIMITIVE 
printf{ 11 --------------------------------------------------------\n"); 
printf(uCode erreur: ?.d.\nu,•code_erreur); 



















ttif DEBUG_OP _PRIMITIVE 
printf{ 9 >>>OP_PRIMITIVE_REPLACER.\n9 ); 
lendif 
•code_erreur = OK; 
strcpy (info->type_operation1 info_var->type_operation}; 
strcpy (info->noa_operation ,info_var->noa_operation}; 





if (ptr_ var-- >no:m._ variable [ o] t = 1 \ o 1 } 
{ lecture_va.ria.ble (ptr_var->nom_va.ria.ble,&valeur_varia.ble, 
&code_retour_ap,&code_erreur_tmp}; 
if (code_erreur_tap == OK) 
{ strcpy (ptr->cla.sse,va.leur_variable.classe); 
strcpy (ptr->type ,valeur_variable.type}; 
strcpy (ptr->nom ,valeur_variable.nom); 
ptr->num_copie = valeur_variable.num_copie; 
} 
else 




{ strcpy {ptr->classe,ptr_var->classe); 
strcpy (ptr->type ,ptr_var->type); 
strcpy (ptr->no• ,ptr_var->no:m.); 
ptr->num_copie = ptr_var->num_copie; 
} 
strcpy (ptr->gr_classe,ptr_var->gr_classe); 
strcpy {ptr->gr_type ,ptr_var->gr_type); 
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---------- --------- - - --------- --- --
tif DEBUG_OP_PRIMITIVE 
printf("--------------------------------------------------------\n"}; 
printf(•Code erreur: r.d.\n",•code_erreur); 




















printf < 11 >>>OP _PRIMI T IVE_DEC IDER. \ne) ; 
tendif 
•code_erreur = OK; 
strcpy (info->type_operation,info_var->type_operation); 
strcpy (info->noa_operation ,info_var->noa_operation}; 
strcpy (info->description ,info_var->description); 
ptr = &info->infoI'llation.decider; 
ptr_var = &info_var->infoI'1t'Lation.decider; 
if (ptr_var->noa_variable[O] t= 1 \0 1 } 
{ lecture_variable (ptr_var->nom_variable,&valeur_variable, 
&code_retour_tmp,&code_erreur_tmp}; 
if (code_erreur_tm.p == OK) 
{ strcpy (ptr->classe,valeur_variable.classe); 
strcpy {ptr->type ,valeur_variable.type}; 
strcpy (ptr->nom ,valeur_variable.nom); 
ptr->num_copie = valeur_variable.num_copie; 
} 
else 




{ strcpy (ptr->classe,ptr_var->classe}; 
strcpy (ptr->type ,ptr_var->type); 
strcpy (ptr->nom ,ptr_var->noa); 





printf( 11 --------------------------------------------------------\n"); 













I• FICHIER : variable.h 
'* /  DESCRIPTION Ce fichier contient 
des variables. 
•I 




typedef struct lst_variables 
{ char nom_variable [MX_LG_VARIABLE + 1]; 
st_identifiant_oi valeur_variable; 
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11 
!•**************************************************************************/ 
!• • I 
/• fICHIER: variable.c •/ 














printf( 0 >>>INITIALISATION_VARI.ABLE.\n•}; 
tendif 
liste_variables = NULL; 
tif DEBUG_VARIABLE 
printf( 1 --------------------------------------------------------\n1 ); 
printf(•Resultat de la liste des variables : \n•); 














{ BOOLEAN trouve; 





printf( 8 Argwnents :\n•); 
printf ( 0 Nom_variable : ?.s. \n11 ,nom_variable}; 




printf{ "Nol!\ : ¼s. \n11 , valeur_variable->noll\}; 














((trouve == FM.SE} AND (ptr_courant 1= HULL}} 
(strC1lp (ptr_courant->nom_variable,no•_variable) == o) 
trouve = TRUE ; 
} 
str-cpy {ptr_courant->valeur_va.riable.classe,va.leur_varia.ble->cla.sse); 
strcpy (ptr_courant->valeur_variable.type, valeur_variable->type); 
strcpy (ptr_courant->valeur_variable.nom, valeur_variable->nom); 
ptr_courant->valeur_variable.nUJ11._copie = valeur_variable->nUJ11._copie; 
} 
else 
{ ptr_courant = ptr_courant->ptr_suivant; 
} 
if (trouve== FM.SE} 
{ ptr_courant = (st_liste_variables*) malloc(sizeof(st_liste_variables)); 
if {ptr_courant 1= NULL} 
} 
{ strcpy (ptr_courant->nom_variable,nom_variable); 
} 
strcpy (ptr_courant->valeur_variable.classe,valeur_variable->classe}; 
strcpy (ptr_courant->valeur_variable.type, valeur_variable->type); 
strcpy {ptr_courant->valeur_variable.nom, valeur_variable->nom); 
ptr_courant->valeur_variable.num._copie = valeur_variable->nUl'lt_copie; 
ptr_courant->ptr_suivant = liste_variables; 
liste_variables = ptr_courant; 
else 




printf{ "Resultat de la liste des variables : \n 11 }; 
ptr_courant = liste_variables; 
while (ptr_courant != HULL} 
{ printf( 0 --------------------------------------------------------\n11 ); 
printf{"Nom_variable : ?.s.\n",ptr_courant->nom_variable}; 
printf{ 0 Va.leur_variable :\n°}; 
} 
printf( "Classe · is. \n 11 ,ptr_courant->valeur_variable. classe}; 
printf("Type 7.s.\n",ptr_courant->valeur_variable.type); 
printf("Nom r.s.\n°,ptr_courant->valeur_variable.no•>; 
printf ( "NUlll._copie ?.d. \n 11 , ptr_courant- >valeur_ variable. num_copie) ; 
ptr_courant = ptr_courant->ptr_suivant; 
printf("--------------------------------------------------------\n"); 
printf{°Code retour: r.d Code erreur: r.d.\n 11 ,+code_retour,+code_erreur}; 
printf( 11 --------------------------------------------------------\n"); 













{ BOOLEAN trouve; 





printf( 1 Arguaents :\n1 ); 
printf ( •HOll_variable : r.s. \n° ,no:m_variable); 
printf("--------------------------------------------------------\n"); 
ttendif 
•code_erreur = OK; 
•code_retour = OK; 
trouve - F AI.SE ; 




((trouve == FALSE} AND {ptr_courant t= HULL}) 
(strc.mp (ptr_courant->nom_variable,no:m_variable} == O} 
trouve = TRUE ; 
} 
strcpy (valeur_variable->classe,ptr_courant->valeur_variable.classe); 
strcpy (valeur_variable->type, ptr_courant->valeur_variable.type); 
strcpy {valeur_variable->noa, ptr_courant->valeur_variable.noa); 
valeur_variable->num_copie = ptr_courant->valeur_variable.num_copie; 
} 
else 
{ ptr_courant = ptr_courant->ptr_suivant; 
} 
if (trouve== fALSE) 
{ •code_erreur = V.AR_EXISTE_PAS; 
} 
#if DEBUG_VARIABLE 
printf( 0 --------------------------------------------------------\n"}; 
printf ( "Valeur_variable : \n"); 
printf( "Classe ?.s. \n", valeur_variable->classe); 
printf("Type r.s.\n",valeur_variable->type); 
printf ( "Nom ¼s. \n °, valeur_ variable- >nom} ; 
printf( 0 Num_copie r.d.\n",valeur_variable->num_copie}; 
printf{ 0 --------------------------------------------------------\n°} 1 
printf { "Resul tat de la liste des variables : \n 11 ) ; 
ptr_courant = liste_variables; while (ptr_courant != HULL} 
{ printf("--------------------------------------------------------\n"); 
printf("No:m._variable : ?.s.\n",ptr_courant->no:m_variable); 
printf ( 11 Valeur_ variable : \n") ; 
printf ( "Classe ¼s. \n" ,ptr_courant->valeur_variable. classe); 
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} 
printf ( 11 Type i!s. \n11 ,ptr_courant->valeur_variable. type}; 
printf ( "Hont i!s. \n 11 , ptr_courant- >valeur_ variable. nont) ; 
printf(•Hum_copie ?.d.\n 11 ,ptr_courant->valeur_variable.mm_copie); 
ptr_courant = ptr_courant->ptr_suivant; 
printf{ 0 --------------------------------------------------------\n11 }; 
printf( 11 Code retour: i!d Code erreur: i!d.\n°,•code_retour,•code_erreur}; 
printf("--------------------------------------------------------\n"); 






{ st_liste_variables "'I)tr_courant; 
tif DEBUG_VARIABLE 
printf{ 11 »>SUPPRESSIOH_VARIABLE. \n11 }; 
tendif 
•code_erreur = OK; 
while (liste_variables != HULL) 
{ ptr_courant = liste_variables; 
} 
liste_variables = liste_variables->ptr_suivant; 
free {ptr_courant}; 
lif DEBUG_VARIABLE 
printf( 0 --------------------------------------------------------\n11 ); 
printf(•Resultat de la liste des variables : \n 11 ); 
printf{ 1 ----------------------------------------------- ---------\n11 }; 
printf("Gode erreur: r.d.\n•,•code_erreur); 
printf( 11 --------------------------------------------------------\n11 }; 







/• fICHIER : parametre.h •/ 
I• • I 
I* DESCRIPTION: Ce fichier contient les declarations du module de gestion */ 
/• des paral'lletres. • / 
/* * / 
'***************************************************************************/ 
tyr,edef struct lst_param.etres 





[MX_LG_PARAMETRE + 1] ; 






/• f !CHIER : p~rametre. c • / 
I• * / 
'* DESGRIPTIOH: Ge fichier contient le module de gestion des parametres. * I 




linclude 8 define.h8 
tinclude 1 type.h" 
#include •parametre.hn 
/***************************************************************************/ 







liste_param.etres = NULL; 
lif DEBUG_PARAl'IETRE 
printf("--------------------------------------------------------\n"}; 
printf("Resultat de la liste des parametres : \n"); 










{ BOOLE.AN trouve; 
[MX_LG_PARAMETRE + 1 l ; 
[MX_LG_VALEUR_PARAMETRE + 1] ; 
st_liste_parametres •ptr_courant; 
ttif DEBTJG_PARAl'ŒîRE 
printf( 8 >>>ASSIGHATIOH_PARAMETRE.\n"); 
printf("------------------------------------------ - - - - ----------\n"}; 
pr-intf ( n Arguments : \n n) ; 
printf { 11 Holl'l_param.etre : r.s. \n11 , no:m_pa.rdll'letre}; 
printf ( 11Valeur_parametre : i!s. \n 11 , valeur_parametre}; 















((trouve== FALSE) AND (ptr_courant != NULL)) 






{ ptr_courant = ptr_courant->ptr_suivant; 
} 
if (trouve== fALSE) 
{ ptr_courant = {st_liste_paraaetres •> 
aalloc(sizeof(st_liste..J)arametres}}; 
if (ptr_courant != NULL) 
} 
{ strcpy (ptr_courant->noa__J)aram.etre,noa..J)arnetre); 
strcpy {ptr_courant->valeur_j)arametre,valeur_j)arametre); 
ptr_courant->ptr_suivant = liste_parâlletres; 
liste_paralletres = ptr_courant; 
} 
else 
{ *COde_erreur = ERREUR_SYSTEME; 
} 
Dif DEBUG_PARA!ŒTRE 
printf( 0 --------------------------------------------------- . ----\n11 ); 
printf("Resultat de la liste des parametres : \nH); 
ptr_courant = liste_paraaetres; 
while (ptr_cour-ant != HULL) 
{ printf("--------------------------------------------------------\nu); 
} 
printf ( 0 Nom._paraJl'.letre : :r.s. \n", ptr-_courant- >nom._param.etre} ; 
printf(•Valeur_j)arametre : r.s.\n•,ptr_courant->valeur_j)arametre); 
ptr_courant = ptr_courant->ptr_suivant; 
printf(H--------------------------------------------------------\n"); 
printf("Code retour: ~d Code erreur: :r.d.\n",•code_retour,•code_erreur); 
printf(H--------------------------------------------------------\n11 ); 









{ BOOLEAN trouve; 
[MX_LG_PARAMETRE + 1] ; 






printf ( "Arguaents : \n"} ; 
printf{"Hom_parnetre : r.s.\n",nom_parnetre}; 
printf("--------------------------------------------------------\n"); 
tendif 
•code_erreur = OK; 
•code_retour = OK; 
trouve = FALSE; 





((trouve== FALSE) .AND (ptr_courant != NULL}} 
(strc:ap (ptr_courant->nom_param.etre,nom_param.etre) == o) 




{ ptr_courant = ptr_courant->ptr_suivant; 
} 
if (trouve== FALSE) 




printf{"Valeur_parnetre : ï.s.\n",valeur_parametre); 
printf("--------------------------------------------------------\n 11 }; 
printf(•Resultat de la liste des param.etres : \nH); 
ptr_courant = liste_parallletres; 
while (ptr_courant != HULL) 
{ printf(•--------------------------------------------------------\n•); 
} 
printf { uNol!l_paraJlletre : i!s. \n 11 , ptr_courant- >nol!l_paral!letre) ; 
printf("Valeur_parametre : ï.s.\n",ptr_courant->valeurJ)arametre); 
ptr_courant = ptr_courant->ptr_suivant; 
printf(H--------------------------------------------------------\nH); 
printf( "Gode retour : ï.d Gode erreur : ï.d. \n 11 , •code_retour, *COde_erreur}; 







{ st_listeJ)arametres *Ptr_courant; 
ttif DEBUG_PARAMETRE 
printf (Il» >SUPPRESS ION_PARAMETRE. \n 11 ); 
#endif 
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*COde_erreur = OK; 
while (liste_paraaetres t= HULL) 
{ ptr_courant = liste_parametres; 
} 




printf( 1 Resultat de la liste des paraaetres : \n°); 
printf(•--------------------------------------------------------\nn); 
printf(°Code erreur: r.d.\n°,•code_erreur}; 







/•FICHIER: memo_schema.h •I 
I• •I 
I• DESCRIPTION: Ce fichier contient les declarations du module de gestion •I 
/• de la aeaorisation des sous-scheaas. •I 
'***************************************************************************/ 










'* * / /• fICHIER: memo_schema.c •/ 
I• • I 
/*DESCRIPTION: Ce fichier contient le module de gestion de la memo- *' 















liste_ss_schemas = HULL; 
tif DEBUG_MEMO_SOUS_SCHEMA 
printf("--------------------------------------------------------\n"); 
printf{ "Resul tat de la liste des sous_schemas : \n"); 






char identifiant_sous_schema [MX_ID_SOUS_SCHEMA + 1]; 
ty_code_retour •code_retour; 
ty_code_erreur *COde_erreur; 








*COde_erreur = OK; 
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•code_retour = OK; 
ptr_courant = (st_liste_ss_schemas•> malloc(sizeof(st_liste_ss_schemas)); 
if (ptr_courant t= NTJLL) 
{ strcpy (ptr_courant->nom_ss_schema,identifiant_sous_schema); 
ptr_courant->ptr_suivant = liste_ss_schemas; 
liste_ss_sche:aas = ptr_courant; 
} 
else 
{ *COde_erreur = ERREUR_SYSTEME; 
} 
#if DEBUG_l'IEl'IO_SOUS SCHEl'IA 
printf{"--------------------------------------------------------\n11 }; 
printf(•Resultat de la liste des sous_schemas : \n°); 
ptr_courant = liste_ss_schemas; 
while {ptr_courant != HULL} 
{ printf( 1 --------------------------------------------------------\n"); 
printf(•Hom_ss_schema: ?.s.\n•,ptr_courant->nom_ss_schema}; 
ptr_courant = ptr_courant->ptr_suivant; 
} 
printf{"--------------------------------------------------------\n11 }; 
printf ( 11 Code retour : ?.d Code erreur : ?.d. \nu, *Code_retour, *Code_erreur) ; 
printf( 9 --------------------------------------------------------\n9 ); 





char identifiant_sous_schema [MX_ID_SOUS_SCHEMA + 1]; 
ty_code_retour *COde_retour; 
ty_code_erreur •code_erreur; 
{ BOOLEAH trouve; 
st_liste_ss_schemas *ptr_courant; 
Dif DEBUG_l'lEMO_SOUS_SGHEl'IA 
printf{ 11 »>EXISTENGE_SOUS_SCHEMA. \n 11 }; 
printf( 0 --------------------------------------------------------\n11 ); 
printf(•Arguments :\n•>; 
printf("Identifiant_sous_schema: ?.s.\n 11 ,identifiant_sous_schema); 
printf("--------------------------------------------------------\n"}; 
ttendif 
•code erreur = OK; 
-
*Code retour = ABSENT; 
-
trouve = FALSE; 





((trouve== FALSE) AND (ptr_courant != NULL)) 
{strcmp {ptr_courant->nom_ss_schema,identifiant_sous_schema} -- O} 
trouve = TRUE ; 




{ ptr_courant = ptr_courant->ptr_suivant; 
} 
tif DEBUG_MEMO_SOUS_SCHEMA 
printf( 11 --------------------------------------------------------\n11 }; 
printf(HResultat de la liste des sous_schemas : \nH); 
ptr_courant = liste_ss_sche•as; 
while (ptr_courant != HULL) 
{ printf( 11 --------------------------------------------------------\n 11 ); 
} 
printf{"No11._ss_scheJ1.a: ?.s.\n11 ,ptr_courant->noJ1._ss_scheJ1.a); 
ptr_courant = ptr_courant->ptr_suivant; 
printf( 11 --------------------------------------------------------\n11 }; 
printf(HCode retour: r.d Code erreur: r.d.\n",•code_retour,•code_erreur); 
printf("--------------------------------------------------------\n11 }; 





char identifiant_sous_schema [MX_ID_SOUS_SCH:ENA + 1]; 
ty_code_retour •code_retour; 
ty_code_erreur *COde_erreur; 




*Code_erreur = OK; 
*COde_retour = OK; 
ptr_courant = liste_ss_sche•as; 
liste_ss_schemas = liste_ss_schemas->ptr_suivant; 
strcpy (identifiant_sous_sche•a,ptr_courant->nom_ss_schema}; 
free (ptr_courant); 
if (liste_ss_schemas == ffiJLL) 




printf( 11 Identifiant_sous_schema: r.s.\n 11 ,identifiant_sous_schema); 
printf( 11 --------------------------------------------------------\n11 }; 
printf( 11Resultat de la liste des sous_schemas : \nu); 
ptr_courant = liste_ss_schemas; 
while (ptr_courant != HULL) 
{ printf( 11 --------------------------------------------------------\n11 }; 
printf( 11 Nom_ss_schema: %s.\n 11 ,ptr_courant->nom_ss_schema}; 














'* *i /•FICHIER: memo_boucle.h •/ 
!• • I 
'*DESCRIPTION: Ce fichier contient les declarations du module de gestion* ' 
/* de la memorisation des boucles. * / 
/* */ 
'***************************************************************************' 














/•FICHIER: memo_boucle.c */ 
I• */ 
I• DESCRIPTION: Ce fichier contient le module de gestion de la memo- *' 














printf {" > » IHITIALISATIOH_BOUGLE. \n"); 
#endif 
liste_boucles = HULL; 
ttif DEBUG_MEMO_BOUCLE 
printf(H--------------------------------------------------------\nH); 







char identifiant_boucle [MX_ID_BOUGLE + 1]; 
ty_code_retour *COde_retour; 
ty_code_erreur *COde_erreur; 
{ st_liste_boucles *Ptr_courant; 
tif DEBUG_MEMO_BOUCLE 
printf { 11 > »ENREG I STREMEHT_BOUGLE. \n 11 ) ; 
printf(u--------------------------------------------------------\nu); 
printf( 11 Arg\.Ullents :\n1 ); 
printf { "Identifiant_boucle : %s. \n", identifiant_boucle}; 
printf{"---------------------------------------- - - --------------\n11 ); 
Uendif 
•code_erreur = OK; 
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• 
•code_retour = OK; 
ptr_courant = (st_liste_boucles•) malloc(sizeof(st_liste_boucles)); 
if (ptr_courant t= NULL) 
{ strcpy (ptr_courant->nom_boucle,identifiant_boucle); 
ptr_courant->composants = HULL; 
ptr_courant->ptr_suivant = liste_boucles; 
liste_boucles = ptr_courant; 
} 
else 




printf("Resultat de la liste des boucles : \n"); 
ptr_courant = liste_boucles; 
while {ptr_courant != HULL} 
{ printf(•--------------------------------------------------------\n"); 
printf(•No•_boucle : r.s.\n",ptr_courant->no•_boucle); 
printf("Liste des oi associes : \n"); 
{ st_liste_identifiant_oi *Ptr; 
ptr = ptr_courant->coaposants; 
while {ptr != HULL) 




printf( 8 Type ?.s.\n8 1 ptr->type); 
printf ( 11 Hom r.s. \n 11 , ptr- >nom} ; 
printf( 11 Num._copie r.d. \n 11 ,ptr->num._copie); 
ptr·= ptr-:>ptr_suivant; 
ptr_courant = ptr_courant->ptr_suivant; 
} 
printf( 8 --------------------------------------------------------\n"); 
printf( 11 Code retour: r.d Code erreur: r.d.\n",*COde_retour,*COde_erreur); 
printf( 0 --------------------------------------------------------\n11 ); 





char identifiant_boucle [l'lX_ID_BOUCLE + 1]; 
ty_code_retour *COde_retour; 
ty_code_err·eur *Code_erreur; 
{ BOOLEAN trouve; 
st liste_boucles *Ptr_courant; 
ttif DEBUG_MEMO_BOUCLE 
printf ( "> »EXI STENCE_BOUCLE. \n"); 
printf( 11 --------------------------------------------------------\n11 }; 
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printf("Argwlents :\n"}; 
printf( 0 ldentifiant_boucle : Y.s. \n", identifiant_boucle); 
printf(u--------------------------------------------------------\nu); 
tendif 
*COde_erreur = OK; 
•code_retour = ABSENT; 
trouve = fALSE; 
ptr_courant = liste_boucles; 
11hile ((trouve == fALSE) .ÂlID (ptr_courant t= HULL)) 
{ i,f ( strc:ap (ptr_courant- >nolll_boucle 1 identifiant_boucle) -- O) 
} 
{ trouve = TRUE; 
•code_retour = PRESENT; 
} 
else 
{ ptr_courant = ptr_courant->ptr_suivant; 
} 
#if DEBUG_P1EPIO_BOUGLE 
printf{ 1 --------------------------------------------------------\n11 }; 
printf('Resultat de la liste des boucles : \n°); 
ptr_courant = liste_boucles; 
Yhi.le {ptr_courant t= HULL} 
{ printf{ 1 --------------------------------------------------------\n"); 
printf( 1 Hom_boucle : Y.s.\n1 ,ptr_courant->nom_boucle); 
printf( 1 Liste des oi associes : \n1 ); 
{ st_liste_identifiant_oi *Ptr; 
ptr = ptr_courant->composants; 
while {ptr != NULL} 
{ printf ( 1 \n 11 }; · 
printf(DGlasse Y.s.\nu,ptr->classe); 
printf( 0 Type t.:s.\n",ptr->type); 
printf(nNom Y.s.\nn,ptr->nom); 




ptr_courant = ptr_courant->ptr_suivant; 
} 
printf("--------------------------------------------------------\n°}; 
printf("Code retour: Y.d Code erreur: r.d.\nn,•code_retour,*COde_erreur); 
printf{ 0 --------------------------------------------------------\n11 }; 









{ st_liste_boucles *Ptr_courant; 
tif DEBUG_:MEMO_BOUGLE 














printf{ 1 Identifiant_boucle : 7.s.\n°,identifiant_boucle}; 
printf(•------------------------------------------- -------------\n•); 
printf(•Resultat de la liste des boucles : \n°); 
ptr_courant = liste_boucles; 
Yhile {ptr_courant ,= HULL} 
{ printf("--------------------------------------------------------\n"); 
printf(•No:m._boucle : r.s.\n",ptr_courant->nom_boucle); 
printf{ 1 Liste des oi associes : \n°}; 
{ st_liste_identifiant_oi •ptr; 
ptr = ptr_courant->co:mposants; 
vhile (ptr '= HULL) 





printf ( 0 No:m. 7.s. \n", ptr- >no111.) ; 
printf(uNum_copie ï::d.\nu,ptr->num_copie); 
ptr= ptr->ptr_suivant; 
ptr_courant = ptr_courant->ptr_suivant; 
} 
printf("--------------------------------------------------------\n 11 }; 
printf(°Code retour: 7.d Code erreur: 7.d.\n°,*code_retour,*code_erreur); 
printf( 8 --------------------------------------------------------\n°); 













printf( "Arguaents :\n 11 }; 
printf("Identifiant_oi : \n"); 
printf ( 8 Classe :~s. \n 11 , identifiant_oi- >classe) ; 
printf( 0 Type ?.s.\n 11 ,identifiant_oi->type); 
printf("Hom xs.\n•,identifiant_oi->nom); 
printf("HUJ1_copie ?.d.\n",identifiant_oi->num_copie); 
printf( 0 --------------------------------------------------------\nu); 
tend.if 
•code_erreur = OK; 
+code_retour a OK; 
ptr_courant = (st_liste_identifiant_oi•) 
malloc(sizeof{st_liste_identifiant_oi}); 
if (ptr_courant != HULL} 
{ strcpy (ptr_courant->classe,identifiant_oi->classe); 
strcpy (ptr_courant->type ,identifiant_oi->type); 
strcpy (ptr_courant->nom ,1dent1f1ant_o1->nom); 
ptr_courant->nua_copie = identifiant_oi->num_copie; 
ptr_courant->ptr_suivant = liste_boucles->composants; 
liste_boucles->composants = ptr_courant; 
} 
else 
{ •code_erreur = ERREUR_SYSTEME; 
} 
iif D:EBUG_l'Œl'IO_BOUGLE 
{ st_liste_boucles •ptr_liste; 
} 
printf("--------------------------------------------------------\n"); 
printf{"Resultat de la liste des boucles : \n•); 
ptr_liste = liste_boucles; 
while (ptr_liste != HULL) 
{ printf( 11 --------------------------------------------------------\n 11 ); 
printf("Hom_boucle : ?.s.\n",ptr_liste->nom_boucle}; 
printf { "Liste des oi associes : \n 11 ); 
{ st_liste_identifiant_o1 •ptr; 
ptr = ptr_liste->composants; 
while (ptr != HULL) 





printf ( "Nom zs. \n °, ptr- >nom.) ; 
printf("Num_copie ?.d.\n",ptr->num_copie); 
ptr= ptr->ptr_suivant; 
ptr_liste = ptr_liste->ptr_suivant; 
} 
printf{ 11 --------------------------------------------------------\n11 }; 
printf ( °Code retour : r.d Code erreur : i!d. \n 11 , •code_retour, •code_erreur); 
printf("--------------------------------------------------------\n"); 
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*Code_erreur = OK; 
•code_retour = OK; 
strcpy (identifiant_boucle,liste_boucles->no:m_boucle); 
if {liste_boucles->coaposants !a NULL} 
{ ptr_courant = liste_boucles->co:mposants; 
} 
liste_boucles->composants = ptr_courant->ptr_suivant; 
strcpy {identifiant_oi->classe,ptr_courant->classe}; 
strcpy (identifiant_oi->type ,ptr_courant->type); 
strcpy (identifiant_oi->nom ,ptr_courant->nom}; 
identifiant_oi->num._copie = ptr_courant->num._copie; 
free (ptr_courant); 
else 
{ *COde_retour = VIDE; 
} 
#if DEBUG_MEKO_BOUCLE 
{ st_liste_boucles *Ptr_liste; 
printf{"--------------------------------------------------------\n"); 
printf("Identifiant boucle : r.s.\n1 ,identifiant_boucle); 
printf("Identifiant_oi : \n"); 
printf{°Classe %s.\n°,identifiant_oi->classe); 
printf(nîype r.s.\nn,identifiant_oi->type); 
printf{ "Hom. %s. \n 11 , identifiant_oi->no:m.}; 
printf ( 1 Num._copie ?.d. \n", identifiant_oi->mm_copie); 
printf(•--------------------------------------------------------\nH); 
printf ( "Resultat de la liste des boucles : \n"}; 
ptr_liste = liste_boucles; 
while (ptr_liste != HULL) 
{ printf("--------------------------------------------------------\n"); 
printf ( nNo:m_boucle : r.s. \n 11 ,ptr_liste->no:m_boucle); 
printf{"Liste des oi associes : \n"}; 
{ st_liste_identifiant_oi *Ptr; 
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• 
ptr = ptr_liste->coaposants; 
while {ptr != HULL) 
{ printf ( u\nu); 
} 
} 
printf( "Classe ¼s. \n 11 ,ptr->cla.sse); 
printf( 8 Type %s.\n9 ,ptr->type}; 
printf{"Hom ?.s.\n8 ,ptr->nom}; 
printf{ 0 Nua_copie id.\n°,ptr->nua_copie); 
ptr= ptr->ptr_suivant; 
ptr_liste = ptr_liste->ptr_suivant; 
} 
printf( 9 --------------------------------------------------------\n 11 }; 
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l*************************************************************************** Î 
/* * I 
/• f!CHIER: controles.c • / 

















*Code_erreur = OK; 
*Code_retour = OK; 
strcpy {type_operation,infomation_op_pria->type_operation}; 
if (strcmp (type_operation,uCP.Ef:RD) == O) 
{ controles_a_priori_cr·eer {information_op_pri111., &code_erreur_t111.p); 
} 
else if (strcmp (tyj)e_operation,"REPRODUIRE"} == O} 
{ controles_a_priori_reproduire (infomation_op_prim,&code_erreur_tmp}; 
} 
else if {strcap {type_operation, 11 RECEVOIR 11 } == o} 
{ controles_a_priori_recevoir {infomation_op_prim,&code_erreur_tmp); 
} 
else if {strc111.p (type_operation, 11 COlfflUH'IQUER 11 } == O) 
{ controles_a_priori_co:nœuniquer {information_op_prim,&code_erreur_tmp); 
} 
else if (strcmp (type_operation, 11 CONS1.Il.TER 0 ) == o) 
{ controles_a_priori_consulter (information_op_prim,&code_erreur_tmp); 
} 
else if {strcmp (type_operation, 11 FEUILLETER 11 ) == o} 
{ controles_a_priori_feuilleter (infonnation_op_prim,&code_erreur_tmp}; 
} 
else if (strcmp (type_operation,"ENLEVER") == O} 
{ controles_a_priori_enlever (infomation_op_prim,&code_erreur_tmp}; 
} 
else if (strc1np {type_operation, 11 MODifIER") == O) 
{ controles_a_priori_modifier {inforntation_op_prim,&code_erreur_tmp); 
_--;1 .,1_ 
L l ""-t 
} 
else if (strcmp (type_operation,"CO:MPLETER") == O) 
{ controles_a_priori_co:mpleter (information_op_prim,&code_erreur_tmp); 
} 
else if {strcmp {type_operation,"VERIFIER"} == O) 
{ controles_a_priori_verifier {infomation_op_prim,&code_erreur_brtp); 
} 
else if (strcmp (type_operation,"DETRUIRE•) == o) 
{ controles_a_priori_detruire {infoI'Jl\ation_op_prim,&code_erreur_blp); 
} 
else if {strcmp {type_operation,•ARCHIVER•) == 0} 
{ controles_a_priori_archiver {infoI"Jllation_op_prim,&code_erreur_tllp); 
} 
else if {strcmp {type_operation, 0 TRIER 0 } == o) 
{ controles_a_priori_trier (inform.ation_op_prim,&code_erreur_t:mp); 
} 
else if (strcll\J) (type_operation,°CLASS:ER0 } == O} 
{ controles_a_priori_classer (infomation_op_prim,&code_erreur_tmp); 
} 
else if {strcmp (type_operation,"RAHGER") == O) 
{ controles_a_priori_ranger (infomation_op_prim,&code_erreur_tmp}; 
} 
else if (strcmp (type_operation,"REPLACER") == O) 
{ controles_a_priori_replacer (infomation_op_prim,&code_erreur_tmp); 
} 
else if (strcmp (type_operation, "DECIDER") == o) 
{ controles_a_priori_decider (information_op_prim,&code_erreur_tmp); 
} 
if (code_erreur_tlllp != OK) 
{ message_erreur (code_erreur_tmp); 
*COde_erreur = ERREUR; 
} 
#if DEBUG_COHTROLES_A_PRIORI 
printf( 11 --------------------------------------------------------\n11 ); 
printf("Gode retour: r.d Gode erreur: r.d.\n",*COde_retour,*COde_erreur}; 
printf("--------------------------------------------------------\n11 }; 






















•code_erreur = OK; 
'**************************************************************************** 
* VERIFIER QUE LI OBJET IHFORl'IATIOIDŒL N'EXISTE PAS * 
**************************************************************************** ' 
ptr_courant = &{infoI'llation_op_pria->infomation.creer}; 
strcpy(identifiant_oi.classe,ptr_courant->classe}; 
strcpy{identifiant_oi. type ,ptr_courant->type); 
strcpy(identifiant_oi.noa ,ptr_courant->noa); 
identifiant_oi.num_copie = o; 
lecture_oi (&identifiant_oi,&valeur_oi,&code_retour_tmp,&code_erreur_tmp}; 
if {code_retour_tap != EXISTE_PAS} 




printf("Code erreur: r.d.\n",•code_erreur}; 
printf(H--------------------------------------------------------\n"); 



















printf{ 11 >>>COHTROLES_A_PRIORI_REPRODUIRE.\n 11 }; 
ttendif 
*COde_erreur = OK; 
/**************************************************************************** 
* VERIFIER LA CLASSE DE L'OBJET A REPRODUIRE 
strcpy (classe, information_op_prim->information.reproduire.classe); 
if (strcm.p (classe, 11 MESSAGE 11 } != o AND 
strcmp (classe, "fORl'IULAIRE") != o AND 
strc:mp (classe, 11 DOCUMEHT 11 } != O) 
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* 
*COde_erreur = CLASSE_REPRODUIRE; 
/•*************************************************************************** 
* VERIFIER QUE LA PHOTOCOPIEUSE EXISTE * 
****************************************************************************! 
if (*COde_erreur == OK) 
{ 
lecture_objet ( 0 PHOTOCOPIEUSE 11 , 11 PHOTOCOPIEUSE 11 , OUTIL_TRAVAIL, &cr, &ce}; 
if {cr== EXISTE_PAS) 
*COde_erreur = PHOTOGOPI:EUSE_EXISTE_PAS; 
} 
'**************************************************************************** 
* VERIFIER ~UE L'OBJET INFORMATIONNEL ELEMENTAIRE EXISTE * 
****************************************************************************/ 










lecture_oi (&identifiant_oi , &info_oi, &cr, &ce); 
if {cr== EXISTE_PAS) 
•code_erreur = OIE_REPRODUIRE; 
} 
/**************************************************************************** 
* VER IF IER QUE LE NUMERO DE DEPART EST > QUE CEUX EXI STAHT POUR CET O I * 
****************************************************************************/ 
/**************************************************************************** 
*!!!!!UNE COPIE D'UNE COPIE DEVIENT COPIE DE L'ORIGINAL S'IL EXISTE * 
**************************************************************************** / 
if (•code_erreur == OK) 
{ 
nl.llllero_copie (&identifiant_oi,&inform.ation_op_prim->inform.ation.reproduire . 
num_depart, &cr, &ce); 
if {cr== INFERIEUR} 




printf ( "Code erreur : ?.d. \n", •co,1e_erreur-); 
printf{ 11 --------------------------------------------------------\n11 }; 
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printf{" » >CONTROLES_A_PRIORI_RECEVOIR. \n11 ); 
lendif 
*COde_erreur = OK; 




identifiant_oi.num._copie = ptr_courant->num._copie; 
/**************************************************************************** 




if {code_retour_tm.p != EXISTE_PAS) 
{ +code_erreur = OI_RECEVOIR; 
} 
/***************************************************************************** 
* VERIFIER LES COMPOSANTS N'EXISTENT PAS * 
***************************************************************************** ' 
ptr_co11lposant = ptr_courant->composants; 




identifiant_oi.num._copie = ptr_composant->num_copie; 
lecture_oi {&identifiant_oi,&valeur_oi,&code_retour_tmp,&code_erreur_tm.p); 
if (code_retour_tmp t= EXISTE_PAS) 







{ ptr_composant = ptr_composant->ptr_suivant; 
} 
'**************************************************************************** 
* VERIFIER QUE LE TELEPHONE EXISTE OU QUE LA BOITE IN EXISTE 
* 
****************************************************************************! 
if {*code_erreur == OK} 
{ if (strcmp(ptr_courant->mode_reception,uECRITu) == O} 
{ lecture_objet{"BOITE","IN",OBJET_INTERFACE, 
&code_retour_tmp,&code_erreur_tmp}; 
if {code_retour_t:Jn.p == EXISTE_PAS} 




{ lecture_objet{uTELEPHOl:Œu,urELEPHOl:Œ 8 ,0BJET_IHTERfACE, 
&code_retour_tlllp,&code_erreur_blp); 
if {code_retour_tmp == :EXISTE_PAS) 






printf{nCode erreur: ?.d.\n",*COde_erreur}; 
printf{ 11 --------------------------------------------------------\n11 }; 









printf { 11 > > >CONTROLES_A_PRI ORI_COMMUNI QUER. \n") ; 
#endif 
/**************************************************************************** 
* TEST DU MODE DE COmrutiICATION ET TRAITEMENT EN CONSEQUENCE * 
****************************************************************************! 
if (strcmp {infonnation_op_prim->infonnation.communiquer.mode_communication, 
"ECRIT") == O) 
c_com_ecrit {information_op_prim, code_erreur}; 




printf( 11 Code erreur : ?.d. \n 11 , •code_erreur}; 
printf{ 11 ------------------------------ ------------------ --------\n11 }; 




* TRAITEl'.ŒHT D1 IDŒ COmIUHICATIOH ECRITE 
* 
***************************************************************************/ 








•code_erreur = OK; 
'*************************************************************************** 
* VERIFIER QUE L'OBJET TRANSMIS N'EST PAS UNE PILE * 
*************************************************************************** / 
if ( strc•p ( information_op_priJll- >information. co:umniquer·. classe, 11P ILE 11 } == o } 
*COde_erreur = GLASSE_COPIPIUNIQUER; 
'*************************************************************************** 
* VERifIER QUE L'O! SPECifIE EXISTE * 
*************************************************************************** ' 
if {*COde_erreur == OK} 
{ 






identifiant_oi.num_copie = infomation_op_prim->information.commlllliquer. 
num_copie; 
lecture_oi (&identifiant_oi, &info_oi, &cr, &ce}; 
if {cr -- EXISTE_PAS) 
*COde_erreur = OI_COMKUNIQUER; 
} 
/*************************************************************************** 
* VERIFIER QUE LA BOITE OUT EXISTE 
* 
*************************************************************************** / 





lecture_objet { "BOITE 11 , 11 0UT", OBJET_INTERFACE, &cr, &ce); 
if (cr== EXISTE_PAS} 
•code_erreur = BOITE_OUT_EXISTE_PAS; 
} 
'*************************************************************************** 
• TRAITEMENT D'UNE GOimUNIGATION ORALE * 
***************************************************************************' 













* VERIFIER QUE LE TELEPHONE EXISTE 
* 
***************************************************************************' 
lecture_objet { "TEL:EPHOlŒ", "TEL:EPHOlŒ", OBdET_INn:RFAGE, &cr, &ce); 
if (cr== EXISTE_PAS) 
*COde_erreur = TELEPHOlŒ_EXISTE_PAS; 
'*************************************************************************** 
• VERIFIER QUE L1 0I EXISTE 
* 
***************************************************************************/ 
if <•code_erreur == OK} 
} 
if (strcmp (information_op__prim->inform.ation.colllllluniquer.cla:s:se, 1111 ) t= O) 
{ 
strcpy {identifiant_oi.classe, information_op_prim->information. 
colllJrluniquer.classe); 
strcpy (identifiant_oi.type, information_op_prim->information. 
co111J11.uniquer.type); 
strcpy (identifiant_oi.nom, information_op__prim->information. 
coJIIJlluniquer.nom); 
identifiant_oi.nU111._copie = information_op__prim->inform.ation.comm.uniquer. 
num_copie; 
lecture_oi (&identifiant_oi, &info_oi, &cr, &ce); 
if (cr -- EXISTE_PAS) 


















*COde_erreur = OK; 




identifiant_oi.num_copie = ptr_courant->num_copie; 
'**************************************************************************** 
+ VERIFIER LA CLASSE DE L'OBJET INFORMATIONNEL A CONSULTER * 
****************************************************************************! 
if ((strc~p(identifiant_oi.classe,"MESSAGE") != O} AND 
(strcmp(identifiant_oi.classe,"f0Rl'IULAIP.f 8 ) != O) MID 
(strc:m.p(identifiant_oi. classe, "DOCUMENT") != O)) 
{ *COde_erreur = CLASSE_COHSULTER; 
} 
'**************************************************************************** 
• VERIFIER QUE L'OBJET INFORMATIONNEL EXISTE * 
****************************************************************************Ï 
if (*code_erreur == OK) 
{ lecture_oi (&identifiant_oi, &valeur_oi, &code_retour_tn1p, &code_erreur_tmp); 
if (code_retour_tmp == EXISTE_PAS} 




























•code_erreur = OK; 
/*************************************************************************** 
* VER IF IER LA CLASSE DE LI OBJET INFORMAT I OIDŒL 
*************************************************************************** / 
strcpy {classe, infomation_op_prim->inform.ation.feuilleter.classe}; 
if (strcmp (classe, "DOSSIER11 ) != 0 AlID 
strc•p (classe, 11FICHIER 11 } != 0 AlID 
strcm.p {classe, "PILE"} != O} 
•code_erreur = CLASSE_FEUILLETER; 
/*************************************************************************** 
* VERIFIER QUE L'OIS EXISTE * 
***************************************************************************' 
if <•code_erreur- == OK) 
{ 
:f . 
strcpy ( identifiant_oi. classe, information_op_prim- >information. feuilleter·. 
classe); 
strcpy {identifiant_oi.type, inform.ation_op_prim->information.feuilleter . 
type); 
strcpy {identifiant_oi.nom, infornation_op_prim->inforn1ation.feuilleter-. 
nom}; 
identifiant_oi.num_copie = o; 
lecture_oi (&identifiant_oi, &info_oi, &cr, &ce); 
if {cr== EXISTE_PAS} 




printf ( °Code erreur : %d. \n 11 , •code_erreur); 
printf("--------------------------------------------------------\n"); 









printf{ 0 > »GONTROLES_A_PRIORI_ENLEVER. \n 11 }; 
#endif 
'*************************************************************************** 
• LA CLASSE DE L'OI A ETE VERIFIEE DANS LE MODULE OPERATION PRIMITIVE DE * 
* MEm: QUE SON EXISTENCE * 
***************************************************************************' 
•code_erreur = OK; 
#if DEBUG_CONTROLES_A_PRIORI 
printf("--------------------------------------------------------\n"); 


















pr-intf ( "> > >GOlfTROLES_A_PRI ORI_.MOD If IER. \n"); 
#endif 
*COde_erreur = OK; 
/*************************************************************************** 
* LA CLASSE DE L'OI A ETE VERIFIEE DANS LE MODULE OPERATION PRIMITIVE * 
*************************************************************************** / 
/*************************************************************************** 
* VERIFIER QUE LE DOCUMENT EXISTE 
* 
***************************************************************************' 
strcpy (identifiant_oi. classe, "DOCUMENT"); 
strcpy (identifiant_oi.type 1 information_op_prim->infor1rlation.modifier.type) ; 




lecture_oi {&identifiant_oi, &info_oi, &cr, &ce}; 
if (cr== EXISTE_PAS} 
•code_erreur = OI_MODIFIER; 
'*************************************************************************** 
* SI UN MESSAGE EST PRESENT , VER IF IER QU I IL EX! STE * 
··········································································•! 
if <•code_erreur == OK} 
if {strCllp {infor111.ation_op__pri1rt->infor111.ation.m.odifier.nom_1rtessage, 011 } t=- O} 
{ 
strcpy {identifiant_oi.classe, "MESSAGE•}; 
strcpy {identifiant_oi. type , 11 •}; 
strcpy {identifiant_oi.nom, infomation_op__prim->information.modifier. 
nom_message); 
identifiant_oi.num_copie = infomation_op_pria->inform.ation.•odifier. 
num_copie_message; 
lecture_oi (&identifiant_oi, &info_oi, &cr, &ce}; 
if {cr== EXISTE_PAS) 
•code_erreur = 0I_M0DIFIER; 
} 
#if DEBUG_CONffiOLES_A_PRIORI 
printf( 11 --------------------------------------------------------\n11 }; 






controles_a__priori_completer (inform.ation_op__prim, code_erreur) 
st_operation •information_op__prim; 
ty_code_erreur •code_erreur; 









Uif DEBUG_COlfTR0LES_A_PRI ORI 
printf( 11 >>>COHTROLES_A_PRIORI_GOMPLETER.\n11 ); 
#endif 
•code_erreur = OK; 
ptr_courant = &( infonnation_op_prim- >inforntation. completer); 
strcpy(identifiant_oi.classe, 11 F0P.MULAIP.E 11 ); 
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strcpy(identifiant_oi.type ,ptr_courant->type}; 
strcpy{identifiant_oi.nom ,ptr_courant->nom); 
identifiant_oi.num_copie = ptr_courant->num_copie; 
'*************************************************************************** 
* LA CLASSE DE L'O! A ETE VERIFIEE DANS LE MODULE OPERATION PRIMITIVE * 
*************************************************************************** i 
'*************************************************************************** 
* VERIFIER QUE L'OBJET INFORl'IA.TIOIDŒL EXISTE * 
........................................................................... , 
lecture_oi (&identifiant_oi,&valeur_oi,&code_retour_tmp,&code_erreur_tmp}; 
if (code_retour_tmp == EXISTE_PAS) 
{ *COde_erreur = OIE_COMPLETER; 
} 
#if DEBUG_CONTROLES_A_PRIORI 
printf( 11 --------------------------------------------------------\n11 }; 
















printf( 11 »>CONTROLES_A_PRIORI_VERIFIER. \n 11 ); 
#endif 
•code_erreur = OK; 
/*************************************************************************** 
* VER If IER LA CLASSE DE LI OBJET IHfORl'!AT IOmŒL A VERif IER * 
*************************************************************************** / 
strqrî {classe, information_op_prim->information.verifier.classe}; 
if {strcmp {classe, "FORMULAIRE") '= o AND 
strcmp (classe, "DOSSIER 11 } t = o} 
*COde_erreur = CLASSE_VERIFIER; 
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/•************************************************************************** 
* VERIFIER QUE LE FORMULAIRE OU LE DOSSIER EXISTE * 
*****••••••••••••••••******••••••••••••••****•***••••••••••••••••••••••••••/ 






identifiant_oi.num_copie = information_op_prim->information.verifier. 
mm_copie; 
lecture_oi {&identifiant_oi, &info_oi, &cr, &ce}; 
if (cr== EXISTE_PAS) 




printf{ "Gode erreur : rad. \n 11 , *COde_erreur}; 
printf("--------------------------------------------------------\n 11 ); 





















printf{ 11 >>>CONTROLES_A_PRIORI_DETRUIRE.\n 11 ); 
#endif 
•code_erreur = OK; 
ptr_courant = &{information_op_prim->information.detruire); 
strcpy{identifiant_oi.classe,ptr_courant->classe); 
strcpy{identifiant_oi.type ,ptr_courant->type); 
strcpy( identifiant_oi. nom , ptr·_courant- >nom) ; 
identifiant_oi.num_copie = ptr_courant->num_copie; 
'*************************************************************************** 






if (code_r·etour_tJl'.lp == EXISTE_PAS) 
{ *COde_erreur = OI_DETRUIRE; 
} 
'*************************************************************************** 
* VERIFIER QUE L'OBJET INFORl'lATIOIDŒL N'EST PAS LA PILE DE LA BOITE IN * 
***************************************************************************! 
if (*COde_erreur == OK) 
{ pile_objet_interface (DBOITEn,n1Nn,&id_pile_in,&code_retour_tJrLp, 
} 
· &code_erreur_tmp}; 
if ((strcap(identifiant_oi.classe,id_pile_in.classe) == O) AND 
(strcm.p(identifiant_oi.type ,id_pile_in.type) == o) AND 
{strcap{identifiant_oi.nom ,id_pile_in.nom} == O}} 
{ •code_erreur = CLASSE_DETRUIP.E; 
} 
'*************************************************************************** 
* VERIFIER QUE L'OBJET INFORl'lATIOIDŒL N'EST PAS LA PILE DE LA BOITE OUT * 
***************************************************************************' 
if (•code_erreur == OK) 
{ pile_objet_interface ( 0 BOITE","OUT",&id_pile_out,&code_retour_tmp, 
&code_erreur_tmp); 
if {{strcmp{identifiant_oi.classe,id_pile_out.classe} == O} AND 
(strcmp(identifiant_oi.type ,id_pile_out.type) == O) AND 
(strcmp(identifiant_oi.nom , id_pile_out.nom) == o)) 




* VERIFIER QUE LA POUBELLE EXISTE * 
***************************************************************************/ 




if (code_retour_tmp == EXISTE_PAS) 




printf ( "Code erreur : ~d. \n 11 , *COde_erreur); 
printf(n--------------------------------------------------------\nn); 


























•code_erreur = OK; 
!*************************************************************************** 
* VERIFIER LA CLASSE DE L'OI A ARCHIVER * 
***************************************************************************/ 
strcpy {classe, information_op_prim->information.archiver.classe}; 
if (strcm.p (classe, up11Eu) == o OR strcmp (classe, 11 MESSAGE 11 ) == O) 
•code_erreur = GLASSE_ARGHIVER; 
/*************************************************************************** 
* VERIFIER QUE L'OI A ARCHIVER EXISTE * 
***************************************************************************' 
if (•code_erreur == OK) 
{ 




strcpy (identifiant_oi.nom, information_op_prim->information.archiver.nom); 
identifiant_oi.num_copie = information_op_prim->inform.ation.archiver. 
num_copie; 
lecture_oi (&identifiant_oi, &info_oi, &cr, &ce}; 
if {cr== EXISTE_PAS} 
*COde_er-r-eur = OI_ARGHIVER; 
} 
/•************************************************************************** 
* VERIFIER QUE LA BOITE A ARCHIVE EXISTE 
* 
***************************************************************************/ 
if {•code_erreur == OK) 
{ 
lecture_objet { 11 BOiTEu, "ARCHIVE", OBJET_P.ANGEMENT, &cr, &ce); 
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if (cr== EXISTE_PAS) 
•code_erreur = BOITE_.ARCHIVf_EXISTE_PAS; 
} 
tif DEBUG_CONTROLES_A_PRIORI 
printf("--------------------------------------------------------\n" ) ; 
printf(°Code erreur: r.d.\n",•code_erreur); 
printf("--------------------------------------------------------\n"); 

















printf{ 11 >»CONTROLES_A_PRIORI_TRIER. \n"); 
ttendif 
*Code_erreur = OK; 
ptr_courant = &(information_op_prim->information.trier); 
strcpy{identifiant_oi.classe,ptr_courant->classe); 
strcpy(identifiant_oi.type ,ptr_courant->type); 
strcpy{ identif iant_oi. no:m , ptr_courant- >nom) ; 
identifiant_oi.num_copie = ptr_courant->num_copie; 
'*************************************************************************** 
* VERIFIER LA CLASSE DE L'OBJET INfORl'IATIOIDŒL A TRIER * 
*************************************************************************** ! 
if ((strcmp(identifiant_oi.classe,uDOSSIERu) != O) .AND 
(strcmp(identifiant_oi.classe, "FICHIER") != O} AND 
(s:trcmp(identifia.nt_oi.classe,"PILE 0 ) != O)) 
{ •code_erreur = CLASSE_TRIER; 
} 
'*************************************************************************** 
* VfRif IER QUE L I OBJET Ilif ORMAT I OmŒL A TRIER EX! STE * 
***************************************************************************' 
if (•code_erreur == OK) 
{ lecture_oi (&identifiant_oi,&valeur_oi,&code_retour_tmp,&code_erreur_tmp ); 





{ *COde_erreur = OIS_TRIER; 
} 
Uif DEBUG_COHTROLES_A_PRIORI 
printf{ 11 --------------------------------------------------------\n11 ); 


























[MX_LG_CLASSE + 1] ; 








*Code erreur= OK; 
'*************************************************************************** 
* VERIFIER LA CLASSE DE L'OI A CLASSE ET DE L'OBJET DE CLASSEMENT 
* 
*************************************************************************** ' 
if (strcmp (information_op___prim->information.classer.classe, "PILE")== O) 
*COde_erreur = GLASSE_GLASSER; 
'*************************************************************************** 
* VERIFIER QUE L'OIS EXISTE 
* 
*************************************************************************** ! 
if {•code_erreur == OK) 
{ 
strcpy (identifiant_oi.classe, info:n1tation_op_prim->inform.ation.classer. 
dest_classe); 
strcpy {identifiant_oi.type, infomation_op__prim->inform.ation.classer. 
dest_type); 
str-cpy {identifiant_oi.nom, information_op__prim- >information.classer. 
dest_nom.} ; 
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identifiant_oi.nUJ't\_copie = o; 
lecture_oi (&identifiant_oi, &info_oi, &cr, @~ce); 
if (cr== EXISTE_PAS} 
*COde_erreur = OI_CLASSER; 
} 
'*************************************************************************** 
* VERIFIER QUE L'OBJET A CLASSER EXISTE * 
***************************************************************************/ 




strcpy{identifiant_oi.type, infomation_op_prim->infomation.classer.type} ; 
strcpy(identifiant_oi.nom, information_op_prim->information.classer.nom}; 
identifiant_oi.num_copie = info:rmation_op_prim->info:rmation.classer. 
num_copie; 
lecture_oi {&identifiant_oi, &info_oi, &cr, &ce); 
if (cr== EXISTE_PAS} 
•code_erreur = OI_CLASSER; 
} 
'*************************************************************************** 
* POUR UN FICHIER, L'OBJET QUE L'ON Y GLASSE DOIT ETP.E DE MEME TYPE * 
*************************************************************************** ' 
if (•code_erreur == OK) 
if {strcmp {infomation_op_prim->information.classer.dest_classe, 
11F IGHIER 11 } == 0) 
{ 
strcpy {identifiant_oi. classe, information_op_prim->infomation. classer. 
dest_classe) ; 
strcpy {identifiant_oi.type, infonn.ation_op_prim->infomation.classer. 
dest_ type) ; 
str-cpy ( identif iant_oi. nom, infono.ation_op_prim- >information. classer. 
dest_nom); 
identifiant_oi.nUJ't\_copie = o; 
lire_type_fichier {&identifiant_oi, classe, type, &cr, &ce); 
if (cr'= FICHIER_VIDE) 
if (strcm.p (inform.ation_op_prim.->infomation.classer.classe, classe } 
!= 0 
OR strcmp (information_op_prim->information.classer.type,type} 
!= O} 
•code_erreur = ERREUR_FICHIER; 
} 
'***************************************************************************** 
•VER IF IER QUE L 1 0 I S NE FAIT PAS PARTIE DES COHST I TUANTS DE LI OBJET A CLASSER+: 
**************************************************************************** ! 
_rJ-zr; _ 
L ...J L 
• 
if (*COde_erreur == OK) 
{ 
strcpy {identifiant_oi.classe, infomation_op_prilll->infomation.classer. 
classe); 
strcpy (identifiant_oi.type, infomation_op_prim->infomation.classer. 
type); 
strcpy (identifiant_oi.nom, inforni.ation_op_prim->info:rm.ation.classer. 
nom}; 
identifiant_oi.num_copie = inforni.ation_op_prim->info:rm.ation.classer. 
num_copie; 
strcpy {type_oi, "OIS"); 
constituant_ois_tout {&identifiant_oi, type_oi, liste_oi, &cr, &ce}; 
trouve = f ALSE; 
while (liste_oi [O] != NULL) 
{ 
if (strcllll) (liste_oi [O]->classe, infomation_op_prim->infomation. 
classer.dest_classe) == o OR 
strcmp {liste_oi [O]->type , infomation_op_prim->infomation. 
classer.dest_type) == o OR 
strcmp (liste_oi [o]->nom , information_op_prim->info:rm.ation. 
classer.dest_nom} == O} 
trouve= TRUE; 
ptr = liste_oi [o]; 
liste_oi [O] = liste_oi [OJ->ptr_suivant; 
free (ptr); 
} 
if (trouve== TRUE) 
























printf(" »>GONTROLES_A_PRIORI_RAlfGER. \n"); 
tendif 
*COde_erreur = OK; 




identifiant_oi.num_copie = ptr_courant->num._copie; 
/*************************************************************************** 
* VER IF IER Q_lJE L'OBJET !Hf OP.NAT I ONNEL A RANGER EXISTE 
* 
***************************************************************************/ 
lecture_oi {&identifiant_oi, &valeur_oi, &code_retour_tJfLP, &code_er-reur_tm.p); 
if (code_retour_tmp == EXISTE_PAS) 
{ •code_erreur = OI_RANGER; 
} 
/*************************************************************************** 
* VER IF IER QUE L I OBJET DE RANGEMENT EXISTE * 
***************************************************************************' 




if (code_retour_tmp == EXISTE_PAS} 




printf("Gode erreur: ?.d.\n",*code_erreur); 
printf( 11 --------------------------------------------------------\n11 }; 
















printf( 11 >>>GONTROLES_A_PRIORI_REPLACER.\n 11 ); 
- 234 -
#endif 
*COde_erreur = OK; 
/*************************************************************************** 
*SIUN 01 PRECIS EST SPECIFIE, .ALORS IL FAUT QU'IL EXISTE * 
***************************************************************************/ 






identifiant_oi.num._copie = inform.ation_op_prim->inform.ation.replacer. 
num_copie; 
lecture_oi {&identifiant_oi, &info_oi, &cr, &ce}; 
if {cr== EXISTE_PAS} 
*COde_erreur = OI_REPLAG:ER; 
} 
!*************************************************************************** 
+SIUN OI EST SPECIFIE,.ALORS IL FAUT TESTER QU'IL SE TROUVE SUR LE BUREAU* 
***************************************************************************Î 
if {•code_erreur == OK) 
if (strcmp {information_op_prim->information.replacer.classe, "") != O) 
{ 
travail_oi (&identifiant_oi, &cr, &ce); 
if {cr!= TABLE_DE_TRAVAIL AND cr!= PHOTOCOPIEUSE} 
*Code_erreur = PAS_SUR_OUTIL_TRAVAIL; 
} 
Uif DEBUG_GONTROLES A PRIORI 
printf("--------------------------------------------------------\n"); 
printf("Code erreur: id.\n 11 ,*code_erreur); 
printf(H--------------------------------------------------------\n"); 



















printf { 11 > > >GONTROLES_A_PRI ORI_DEG IDER. \n") ; 
#endif 
*COde_erreur = OK; 




identifiant_oi.num_copie = ptr_courant->num_copie; 
!*************************************************************************** 
* VERIFIER LA CLASSE DE L'OBJET INFORMATIO:mŒL * 
***************************************************************************! 
if {(strc•p{identifiant_oi.classe, 11 FORMULAIRE 11 } != O} AND 
(strcmp{identifiant_oi.classe,"DOGUMENT") ,= O) AND 
(strcmp(identifiant_oi.classe,uDOSSIERu} != 0)) 
{ *COde_erreur = CLASSE_DEGIDER; 
} 
'*************************************************************************** 
* VER IF IER QUE L'OBJET INFOP.MAT I ONNEL EXISTE * 
***************************************************************************' 
if (*COde_erreur == OK) 
{ lecture_oi {&identifiant_oi,&valeur_oi,&code_retour_tmp,&code_erreur_tmp); 
if {code_retour_tmp == EXISTE_PAS} 




printf( 11 --------------------------------------------------------\n11 }; 
printf{nGode erreur: ?.d.\nn,•code_erreur); 
printf{"--------------------------------------------------------\n"); 






/• f !CHIER : graphique.h •/ 
I• •I 






I* * I 
/*FICHIER: graphique.c *' 
/* * I 
I* DESCRIPTION: Ce fichier contient le module de gestion du graphisme. * f 
I• • I 
'*************************************************************************** ' 
Dinclude <stdio.h> 
ftinclude 11 debug.h 11 
ttinclude "define.h" 















*COde_erreur = OK; 
*COde_retour = OK; 
strcpy (type_operation,information_op_prim->type_operation} ; 
if {strc:mp {type_operation, 11 CREER") == O) 
{ graphique_creer (information_op_prim,&code_erreur_tmp }; 
} 
else if (strcmp (type_operation, 11 REPRODUIRE"} == O} 
{ graphique_reproduire (information_op_priJn, &code_erreur_tmp); 
} 
else if {strcmp (type_operation,"RECEVOIR") == O) 
{ graphique_recevoir (information_op_prim,&code_erreur_tmp); 
} 
else if (strcm.p (type_operation, "COMMU1HQUER 11 } == O) 
{ graphique_conuniquer (information_op..J)rim,&code_erreur_tmp); 
} 
else if (strcmp (type_operation, 11 GONSULTER 11 ) == O) 
{ graphique_consulter (information_op_prim,&code_erreur_tmp); 
} 
else if (strcmp (type_operation, 11 FEUILLETER 11 ) == O) 
{ graphique_feuilleter {infonttation_op__prim, lkode_erreur_tmp); 
} 
else if (strcrn.p {type_operation, "ENLE'\."ER" ) == O) 
{ graphique_enlever (infor:mation_op__prim,&code_erreur_t:mp); 
.-.-- .-. 
- L )V -
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} 
else if (strcm.p (type_operation, 11 MODIFIER 11 } == o) 
{ graphique_modifier (infonnation_op_prim,&code_erreur_tmp); 
} 
else if (strcmp (type_operation,"GOPIPLETER"} == O} 
{ graphique_completer {information_op_prim,&code_erreur_tmp}; 
} 
else if (strcmp (type_operation,"VERifIER") == o) 
{ graphique_verifier {infonaation_op_prim,&code_erreur_tmp}; 
} 
else if (strcmp (type_operation,"DETRUIRE") == O) 
{ graphique_detruire (infomation_op_pria,&code_erreur_tm.p); 
} 
else if (strcmp (type_operation, 11 ARCHIVER 11 } == O} 
{ graphique_archiver (infomation_op_prim,&code_erreur_tmp); 
} 
else if (strc11lp {type_operation, 11 TRIER 0 } == O} 
{ graphique_trier (infon1'lation_op_prim, &code_erreur_tmp); 
} 
else if (strcap (type_operation, 11 CLASSER") == O) 
{ graphique_classer (information_op_prim.,&code_erreur_tm.p}; 
} 
else if (strcmp (type_operation, 11 RANGER 11 ) == O) 
{ gr-apllique_ranger ( infonn.ation_op_prir,L, &code_er-reur_ tm.p) ; 
} 
else if {strcmp {type_operation, 11 REPLACER 11 ) == O) 
{ graphique_replacer (infonnation_op_prim.,&code_erreur_tmp); 
} 
else if (strcm.p (type_operation,"DECIDER") == O} 
{ graphique_decider (infomation_op_prim,&code_erreur_tln.p); 
} 
if {code_er-reur_tmp != OK) 
{ :m.essage_erreur ( code_err-eur_ tmp) ; 
*COde_erreur = ERREUR; 
} 
nif DEBUG_GRAPHI QUE 
printf( 11 --------------------------------------------------------\n"); 
pr-intf < "Gode retour : 7.d Gode erreur- : 7.d. \n", *COde_retour-, *COde_erreur); 
printf( 11 --------------------------------------------------------\n11 ); 









printf (" > > >GP.APHI Q_UE_GREER. \n") ; 
printf( 11 --------------------------------------------------------\n"); 






*Code_erreur = OK; 
tif DEBUG_GRAPHIQTJE 
printf("--------------------------------------------------------\n"); 
printf("Code erreur: ?.d.\nu,*COde_erreur); 
Printf("--------------------------------------------------------\n")• 









printf (" > > >GRAPHI QUE_REPRODUIRE. \n") ; 
printf("--------------------------------------------------------\n"); 
printf { "Argulllents :\n°}; 
printf("--------------------------------------------------------\n"); 
ttendif 
*COde_erreur = OK; 
ttif DEBUG_GRAPHI QUE 
printf("--------------------------------------------------------\n"); 











printf (" > > >GRAPHI QUE_REGEVO IR. \n") ; 
printf("--------------------------------------------------------\n"); 
:printf ( "Arguments : \n f!) ; 
printf("--------------------------------------------------------\n"), 
#endif 
















ttif DEBUG_GRAPHI QUE 
printf ( "> > >GRAPHI QUE_COl'flllTJHI QUER. \n 11 } ; 
printf{"--------------------------------------------------------\n"}; 
printf < "Arguments : \nif); 
printf{u--------------------------------------------------------\nu); 
#endif 
*COde_erreur = OK; 
#if D.EBUG_GRAPHIQUE 
printf("-------------------------------------------------------~\nlf); 
printf{ 0 Gode erreur : :Y.d. \nif, *COde_erreur}; 
printf( 11 --------------------------------------------------------\n11 ); 









printf{" »>GRAPHIQUE_GONSill,TER. \n"}; 
printf{"--------------------------------------------------------\n"}; 
printf { "Arguments :\n 11 ); 
printf{"--------------------------------------------------------\n"); 
nendif 
*COde_erreur = OK; 
tif DEBUG_GRAPHIQUE 
printf{"--------------------------------------------------------\n"}; 
printf ( "Gode erreur : :-;d. \n 11 , *COde_erreur); 
printf{"--------------------------------------------------------\n"}; 















*Code_erreur = OK; 
#if DEBUG_GRAPHIQTJE 
printf{"--------------------------------------------------------\n"); 











printf { 0 > > >GRAPHI QUE_ENLEVER. \n" ) ; 
printf("--------------------------------------------------------\n"); 
printf { "Arguments : \n 11 ) ; 
printf("--------------------------------------------------------\n" ) ; 
ttendif 
*COde_erreur = OK; 
1tif DEBUG_GRAPHI QUE 
printf(u--------------------------------------------------------\n"); 
printf { "Code erreur : ;!d. \n", *COde_erreur); 
printf("--------------------------------------------------------\n"}; 





st_operation •inf onnation_op_prim; 
ty_code_erreur •code_erreur; 
{ 
Uif DEBUG_GRAPHI QUE 
printf { 11 > > >GRAPHIQ.UE_MODIFIER. \n 11 ); 
printf( 11 --------------------------------------------------------\n11 ); 
printf{ 11 Argum.ents :\n11 ); 
printf("--------------------------------------------------------\n"); 
#endif 
*COde_erreur = OK; 
Uif DEBUG_GRAPHIQ.UE 
printf( 11 --------------------------------------------------------\nu); 
printf ( "Code erreur : ?ad. \n11 , *COde_erreur); 
printf("--------------------------------------------------------\n"); 








Uif DEBUG_GRAPHI QUE 
printf( 11 »>GRAPHIQUE_COMPLETER. \n 11 ); 




+code_erreur = OK; 
nif DEBUG_GRAPHIQUE 
printf("--------------------------------------------------------\n11 ); 
printf { "Gode erreur : i::d. \n", *COde_erreur); 
printf( 11 --------------------------------------------------------\n11 ); 







{ ty_code_retour cr; 
ty_code_erreur ce; 
Uif DEBUG_GP.APHI QUE 
printf { 11 >>>GRAPHIQUE_ VER IF IER. \n 11 }; 
printf( 11 --------------------------------------------------------\n11 ); 




*COde_erreur = OK; 
assignation_param.etre ("parametre1 11 , 11 GOMPLET",&cr,&ce); 
assignation_parametre ( 11 parametre2 ° , 11 COMPLET 11 , &cr, &ce} ; 
#if DEBUG_GRAPHIQUE 
printf("--------------------------------------------------------\n 11 ); 
printf { 11 Code erreur : ?.d. \n 11 , *COde_erreur) ; 
printf("--------------------------------------------------------\n"}; 









printf { " > > >GRAPHI QUE_DETRUIRE. \n 11 } ; 
printf{ 11 --------------------------------------------------------\n">; 
printf("Arguments :\n"); 
printf( 0 --------------------------------------------------------\n 11 }; 
tendif 
*COde_erreur = OK; 
nif DEBUG_GRAPHIQUE 
printf{ 11 --------------------------------------------------------\n 11 ); 
printf("Code erreur: %d.\n",*code_erreur); 
printf("--------------------------------------------------------\n"}; 
































printf {" > > >GP.APHI Q.UE_TRIER. \n") ; 
printf("--------------------------------------------------------\n"); 
printf{"Argu:ments :\n°); printf(n ________________________________________________________ ,nn}; 
ttendif 
*COde_erreur = OK; 
nif DEBUG_GRAPHIQUE 
printf( 0 --------------------------------------------------------\n°); 
printf { "Code erreur : ✓.:d. \n" 1 •code_erreur); 
printf(D--------------------------------------------------------\nn); 











printf ( nArguments :\nn); 
printf{"--------------------------------------------------------\n"); 
ttendif 
*COde_erreur = OK; 
ttif DEBUG_GRAPHIQUE 
printf("--------------------------------------------------------\n"); 
printf ("Code erreur : i!d. \n", *COde_erreur) ; 
printf{"--------------------------------------------------------\n"}; 















printf("Arguments :\n8 ); 
printf( 0 ------------------------------------------------- ------\n"}; 
ttendif 
+code_erreur = OK; 
ttif DEBUG_GRAPHIQUE 
printf("--------------------------------------------------------\n"); 
printf("Gode erreur: %d.\n",*COde_erreur); 
printf{ 11 --------------------------------------------------------\n 11 }; 









printf (" > > >GRAPHI QUE_REPLACER. \n") ; 
printf("--------------------------------------------------------\n"); 
printf { 11 Arguments :\n"); 
printf( 11 --------------------------------------------------------\n11 ); 
ueni:1if 
*COde_erreur = OK; 
Uif DEBUG_GRAPHIQUE 
printf("--------------------------------------------------------\n"); 
printf { "Gode erreur : rad. \n 11 , *COde_erreur); 
printf( 11 --------------------------------------------------------\n11 ); 




gr,:iphique_decider { information_op_prim, code_erreur) 
st_operation *inf onnation_op_pri:m; 
ty_code_erreur •Code_erreur; 
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{ ty_code_retour cr; 
ty_code_erreur ce; 
#if DEBUG_GRAPHIQUE 
printf { 11 > > >GRAPHI QUE_DEC IDER. \n 11 ) ; 
printf( 11 ------------------------------------------------- -------\n"); 
printf( 6 Arguments :\n8 ); 
printf{ 11 --------------------------------------------------------\n"}; 
ttendif 
•code_erreur = OK; 
assignation_param.etre { 11 param.etre3 11 , "EXAMEN ENTREE" , &cr, &ce) ; 
ffif D:EBUG_GRAPHIQTJE 
printf( 11 ------------------------------------- ---- ---- ------- ----\n"}; 
printf ( 11 Code erreur : ~d. \n", *COde_erreur); 
printf{u--------------------------------------------------------\nu); 






/• f !CHIER : manip_bd. c * / 
I• */ 
'*DESCRIPTION: Ge fichier contient le module de gestion de manipulation */ 
;. de la base de donne es. * / 
















printf( 0 Argum.ents :\n°); 
printf("------------- -------------------------------------------\n"); 
ttendif 
•code_erreur = OK; 
*COde_retour = OK; 
strcpy (type_operation,information_op_prim->type_operation); 
if {strcmp (type_operation, 11 CREER 11 ) == O} 
{ manipulation_bd_creer (information_op_prim,&code_erreur_tmp }; 
} 
else if ( strcmp ( type_operation, "REPRODUIRE"} == o} 
{ manipulation_bd_reproduir·e (information_op_prim, &code_erreur_tmp); 
} 
else if (strcmp {type_operation,"RECEVOIR 11 ) == O) 
{ manipulation_bd_recevoir (information_op_prim,&code_erreur_tmp); 
} 
else if (strcmp ( type_operation, 11 COMMUNIO.UER 11 ) == o) 
{ manipulation_bd_co:mmuniquer (information_op__prim, &code_erreur_tmp); 
} 
else if (strcJn.p (type_operation, "CONSULTER") == O) 
{ manipulation_bd_consulter {infonnation_op_prim,&code_erreur_tmp); 
} 
else if (strcmp (type_operation, 11 FEUILLETER 11 ) == O) 
{ manipulation_bd_feuilleter {info:nn.ation_op_prim,&code_erreur_tmp); 
} 
else if (strcmp (type_oper-ation, 11 ENLEVER 11 ) == o) 
{ Jflanipulation_bd_enlever (information_op_prim, &code_err-eur_tmp ) ; 
- 248 -
} 
else if {strcmp (type_operation, 1if!ODIFIER11 ) == O) 
{ manipulation_bd_modifier (information_op_prim,&code_erreur_tmp); 
} 
else if (strcm.p (type_operation,nGOMPLET:ERn} == O} 
{ manipulation_bd_completer (infomation_op_prim,&code_erreur_tmp}; 
} 
else if (strcm.p (type_opera.tion, 11 VERIFIER 11 ;, == o} 
{ •anipulation_bd_verifier {inforaation_op_prim.,&code_erreur_tm.p}; 
} 
else if {strcmp {type_operation, 0 DETRUIRE 0 ) == O} 
{ aanipulation_bd_detruire (inform.ation_op_prim,&code_erreur_t:mp}; 
} 
else if {strcmp {type_operation,"ARCHIVER 0 } == O) 
{ manipulation_bd_archiver (infomation_op_prim,&code_erreur_tmp); 
} 
else if {strcm.p {type_operation,"TRIER"} == O} 
{ manipulation_bd_trier (infonation_op_prim,&code_erreur_tmp); 
} 
else if (strclll.p (type_opera.tion,"CLASSER 11 ) == O} 
{ m.anipulation_bd_classer (infonation_op_prim,&code_erreur_tmp); 
} 
else if (strcmp (type_operation, "RANGER") == O) 
{ manipulation_bd_ranger (information_op_prim,&code_erreur_tmp); 
} 
else if (strcm.p (type_operation,"REPLACER"} == o) 
{ manipulation_bd_replacer (information_op_prim,&code_erreur_tmp); 
} 
else if (strcmp (type_operation,nDEGIDER 8 ) == O) 
{ manipulation_bd_decider (infomation_op_prim,&code_erreur_tm.p}; 
} 
tif DEBUG_MANIPULATION_BD 
printf( 11 --------------------------------------------------------\n11 ); 
printf(uCode retour %d Gode erreur: %d.\n°,*COde_retour,*COde_erreur); 
printf{ 11 --------------------------------------------------------\n11 ); 















printf{ 11 >>>MANIPULATION_BD_CREER.\n"}; 
printf( 11 --------------------------------------------------------\n11 ); 
printf(l'Arguments :\nH:;; 
printf ( "H0111 de l' operation %s\n", information_op_pr•iiil- >nom_operation); 
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• 
printf ( 11 Type de l I ope ration : %s\n 11 , information_op_pri:m- >type_operation}; 
pr-intf{"--------------------------------------------------------\n11 ); 
ttendif 
*COde_erreur = OK; 
/************************************************************************ 









strcpy(valeur_oi.etat_contenu, 0 VIDEu); 
creer_oi(&valeur_oi,&code_retour_tmp,&code_erreur_tmp}; 
/************************************************************************ 









printf{ 11 --------------------------------------------------------\n11 ); 
printf("Gode erreur: %d.\n",*COde_erreur); 
printf{ 11 --------------------------------------------------------\n11 ) ; 




























printf{ 11 H0Jn. de l 1 operation : %s\n11 ,inform.ation_op_prim->n0Jn._operation}; 
printf( 11 Type de l 1 operation: i.::s\n11 ,infoan.ation_op_prim.->type_operation); 
printf{"--------------------------------------------------------\n"); 
ttendif 
*COde_erreur = OK; 
'************************************************************************ 
* 1. TRA! TEMEHT DES COPIES * 
************************************************************************/ 
nUJllero_copie = inform.ation_op_prim->inform.ation.reproduire.num_depart; 




* 1.a CREATION DE LA COPIE * 
******************************************************************/ 
strcpy (valeur_oi. classe, information_op_prim->infonnation. reproduire. 
classe}; 
strcpy (valeur_oi. type, inf ormation_opJ1rim- >information. reproduire. 
type}; 
strcpy (valeur_oi.nom, infomation_op_prim->infomation.reproduire. 
nom); 
valeur_oi.num_copie = numero_copie; 
valeur_oi.etat [O] = 1 \0 1 ; 
valeur_oi.echeance [O] = 1 \0 1 ; 
·valeur_oi. ordre_clas [ o J = 1 \ o 1 ; 
valeur_oi.etat_contenu [O] =1 \0 1 ; 
creer_oi (&valeur_oi, &cr, &ce); 
/****************************************************************** 
* 1.b ASSOCIER LA COPIE CREEE A LA PHOTOCOPIEUSE lfC 
******************************************************************/ 
strcpy {identifiant_oi.classe, information_op_prim->inform.ation. 
reproduire.classe); 
strcpy (identifiant_oi.type, inform.ation_op_prim->inform.ation. 
reproduire.type); 
strcpy {identifiant_oi.nom, inform.ation_op_prim->inforntation. 
reproduire.nom); 
identifiant_oi. m.uR._copie = numero_copie; 





* 2. TRAITEMENT DE L'ORIGINAL * 
************************************************************************' 
/************************************************************************ 
* 2.a VERIFIER QUE L'ORIGINAL EXISTE * 
********************~***************************************************/ 
identifiarLt_oi.num_copie = information_op_prim->information.reproduire. 
num_copie; 
lecture_oi {&identifiant_oi, &valeur_oi, &cr, &ce}; 
if (cr== EXISTE_PAS) 
existe= FALSE; 
else existe= TRUE; 
/************************************************************************ 
* 2.b REGARDER OU SE TROUVE L'ORIGINAL 
* 
************************************************************************! 
lieu_original = OK; 
if (existe -- TRUE) 
{ 
travail_oi {&identifiant_oi, &cr, &ce); 
if ( cr· == PHOTOCOPIEUSE) 
lieu_original = PHOTOGOPIEUSE; 
else if (cr== TABLE_DE_TRAVAIL) 
lieu_original = TABLE_DE_TRAVAIL; 
} 
/************************************************************************ 
* 2.c SI L'ORIGINAL SE TROUVE SUR LA TABLE DE TRAVAIL,IL FAUT L'ENLEVER• 
************************************************************************' 
if (lieu_original == TABLE_DE_TRAVAIL) 
replacer_oi (&identifiant_oi, &cr-, &ce); 
/************************************************************************ 
* 2.d ASSOCIER L'ORIGINAL A LA PHOTOCOPIEUSE 
* 
************************************************************************' 
if {existe== TRUE AND lieu_original != PHOTOCOPIEUSE) 
outil_travail_oi (&identifiant_oi, 11 PHOTOGOPIEUSE 11 , &cr, &ce); 
ttif DEBUG_IWHPULAT I ON_BD 
printf("--------------------------------------------------------\n"), 
printf ( 11 Code erreur : i-!d. \n 11 , •code_er-reur); 
printf( 11 --------------------------------------------------------\n"}; 































printf {">>>MANIPULAT I ON_BD _RECEVOIR. \n"} ; 
printf(R--------------------------------------------------------\nR); 
printf { 11 Argwnents : \n 11 } ; 
printf ( 11 Nom de l I operation : ;~s\n11 , information_op_pri:m- >nom_operation); 
printf("Type de l'operation: r.s\n",information_op_prim->type_operation); 
printf{"--------------------------------------------------------\n11 }; 
ttendif 




* ON CREE L'OI SPECIFIE (SAUF RECEPTION MESSAGE ORAL SANS TRACE) * 
************************************************************************! 












strcpy(valeur_oi. etat_contenu, "VIDE"); 
creer_oi(&valeur_oi,&code_retour_tmp,&code_erreur-_tmp); 
'************************************************************************ 





strcpy( identifiant_oi. nom, inf onn.ation_op_prim- >information. recevoir-. nom) ; 
identifiant_oi.nmn._copie =information_op_prim->information.recevoir.num_copie ; 
if ( strcn1p{mode_reception, 0 :ECRI rn} == o} 










* ON CREE CHACUN DES COMPOSANTS ET ON LES CLASSE DANS L1 0I * 
************************************************************************/ 
ptr_coIRJ)Osant = infor1rtation_op_prim->information.recevoir.composants; 






val_comp.num_copie = ptr_composant->num_copie;; 
strcpy(val_comp.etat,ptr_co:mposant->etat}; 
strcpy(val_comp.echeance,ptr_composant->echeance); 
strcpy{val_com.p.ordre_clas, 1111 }; 





id_comp.num_copie = ptr_composant->num_copie;; 
classer_oi ( &id_co:mp, &identifiant_oi, &co,1e_retour_ tmp, &coûe_erreur_ tr11p) ; 
ptr_trfip = ptr_corftposant; 
ptr_composant = ptr_composant->ptr_suivant; 
f ree {ptr_ tmp) ; 
Uif DEBUG_MANIPULATION_BD 
printf("------------------------------------------------------ --\n"); 
printf( 11 Code erreur: %d.\n 11 ,*code_erreur); 
printf{ 11 --------------------------------------------------- -----\n11 ); 






















#if DEBUG_l.WHPULAT I OH_BD 
printf { 0 »>MAHIPTJLATIOH_BD_COMMtnHQUER. \n11 }; 
printf{"--------------------------------------------------------\n"); 
printf( 8 Argwnents :\n°); 
printf{"Ho111. de l'operation : :%s\n",info:rmation_op_pri111.->nom_operation}; 
printf("Type de l'operation: r.s\n 11 ,information_op_prim->type_operation); 
printf{ 0 --------------------------------------------------------\n°); 
#endif 
•code erreur= OK; 
'************************************************************************ 
* REMARQUE : UNE COMMUNICATION ORALE N'ENTRAINE PAS DE MODIFICATIONS * 
************************************************************************/ 
/************************************************************************ 
* TRAITEl'IENT D'UNE GOmIUHIGATION ECRITE * 
************************************************************************' 
if ( str-cmp ( inforro.ation_op_prim- >inforrnation. communiquer. m.ode_co:mm.1mication, 
11 0RAL 11 } != 0) 
{ 
/•******************************************************************** 









identifiant_oi.num_copie = inforrn.ation_op_prim->information.communiquer. 
num_copie; 
detacher_oi (&identifiant_oi, &cr, &ce); 
'********************************************************************* 
* b. TROUVER L1 IDEHTifI.ANT DE LA PILE ASSOCIEE A LA BOITE OUT * 
********************************************************************* / 
pile_objet_interface { 11 BOITE", "OUT 11 , &id_pile, &cr, &ce); 
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/********************************************************************* 
* c. ASSOCIER L1 0I A LA PILE * 
*********************************************************************/ 
classer_oi (&identifiant_oi, &id_pile, &cr, &ce); 
/********************************************************************* 
* d. MODIFICATION EVENTUELLE DE L'ETAT ET DE L'ECHEANCE * 
*********************************************************************/ 
b_etat = b_echeance = b_ordre = b_contenu = FAUX; 
if (strcmp(information_op_prim->information.communiquer.etat, "") '= O) 
b_etat = VRAI ; 
if (strcmp(information_op_prim.->information.communiquer.echeance, "") t= o) 
b_echeance = VRAI; 













valeur_oi.num._copie = inform.ation_op_prim.->inform.ation.communiquer. 
num_copie; 
m.odifier_oi {&valeur_oi, &b_etat, &b_echeance, &b_contenu, &b_ordre, 
&cr, &ce); 
} 
nif DEBUG_MANIPULAT I Ot{_BD 
printf("--------------------------------------------------------\n"); 


























printf(" > »MANIPULAT IOH_BD_CONSUL TER. \n 11 ) ; 
printf{"--------------------------------------------------------\n"); 
printf{"Arg'lœents :\n"}; 
vrintf( 11 Nom de l 'overation : i!s\n 11 , infonn.ation_OI)...J)rim->nom_o:peration); 
printf{"Type de l'operation: r.s\n",information_op_prim->type_operation); 
printf("--------------------------------------------------------\n"); 
ffendif 
*COde_erreur = OK; 
/************************************************************************ 









strcpy{valeur_oi. ordre_clas, 1111 ); 
strcpy(valeur_oi.etat_contenu, 0 VIDE 0 ); 
b etat = VRAI; 
-
b echeance = VRAI; 
-b contenu = FAUX; 
-













information_op_prim->infonnation. consul ter. nu.lJt_copie; 
outil_travail_oi(&identifiant_oi, 11 TABLE_DE_TRAVAIL 11 1 &code_retour_tmp, 
&code_erreur_tmp); 
itif DEBUG_NANIPlYLAT I ON_BD 
printf("--------------------------------------------------------\n"}; 
printf ( "Code erreur: %d.\n",•code_erreur}; 
printf("--------------------------------------------------------\n"); 




















b_ordre, b_echeance, b_etat, b_contenu; 
#if DEBUG_l'IAHIPULATION_BD 
printf(" > »MANIPULAT ION_BD _FEUILLETER. \n"}; 
printf(n--------------------------------------------------------\nn); 
printf { "Arguments :\n 11 }; 
printf ( "Nom de l I operation : ~s\n 11 , information_op_pri111- >nom_operation); 
printf{"Type de l'operation: r.s\n",information_op_prim->type_operation); 
printf{"--------------------------------------------------------\n11 }; 
ttendif 
*COde_erreur = OK; 
'**************************************************************************** 
* LES OI CLASSE DANS L'OIS SE TROUVANT SUR UN OUTIL DE TRAVAIL, NE DOIVENT* 
* PAS ETRE VISUALISES!!!!!!! * 
··············••************************************************************ ' 
/**************************************************************************** 
»= a. TESTER SI L I OIS SE TROUVE SUR LE BUREAU * 
**************************************************************************** ! 
strcpy (identifiant_ois.classe, information_op_prim->information.feuilleter. 
classe); 
strcpy (identifiant_ois.nom, infor111ation_op_prim->information.feuilleter. 
nom}; 
strcpy (identifiant_ois.type, information_op_prim->infonnation.feuilleter. 
t:yi:1e); 
identifiant_ois.num_copie = o; 
travail_oi (&identifiant_ois, &cr, &ce); 
endroit_ois = cr; 
/**************************************************************************** 
* b. PLACER L'OIS SUR LA TABLE DE TRAVAIL S1 IL NE S'Y TROUVE PAS DEJA * 
**************************************************************************** ! 
if (endroit_ois == PHOTOCOPIEUSE) 
replacer_oi (&identifiant_ois, &cr, &ce}; 
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if (endroit_ois == PHOTOCOPIEUSE OR endroit_ois == OK) 
outil_travail_oi (&identifiant_ois, 11 TABLE_DE_TRAVAIL 11 , &cr, &ce); 
/**************************************************************************** 
* c. MODIFICATION EVENTUELLE DE L'ETAT ET DE L'ECHEANCE * 
***************************************************************************** / 
b_etat = b_echeance = b_ordre = b_contenu = FAUX; 
if (strcmp (inform.ation_op_prim->information.feuilleter.etat, 00 ) != O) 
b_etat = VRAI; 
if (strcmp (inform.ation_op__prim->information.feuilleter.echeance, 1111 ) != o) 
b_echeance = VRAI; 
if (b etat == VRAI OR b_echeance == VRAI) 
{ 
strcpy (valeur_oi.classe, inform.ation_op_prim->inform.ation.feuilleter. 
classe}; 
strcpy (valeur_oi.type, inform.ation_op__prim->information.feuilleter. 
type),; 
strcpy (valeur_oi.nom, information_op__prim->information.feuilleter. 
nom}; 
strcpy (valeur_oi.etat, information_op_prim->inform.ation.feuilleter. 
etat); 
strcpy (valeur_oi.ecl1eance, information_op_prim->information.feuilleter. 
echeance); 
valeur_oi.num_copie = o; 




printf( 11 --------------------------------------------------------\n"); 
printf("Code erreur: %d.\n",*code_erreur); 
printf( 11 --------------------------------------------------------\n 11 ); 















pr-intf ( "Ar-guJrtents :\n"); 
printf( ulfom de l I operation : %s\n°, information_op_prim- >nom_operation); 
printf( 11 Type de l'operation: ï::s\n",inform.ation_op_prim->type_operation); 
printf("--------------------------------------------------------\n11 ); 
ttendif 
*COde_erreur = OK; 
/************************************************************************ 





identifiant_oi.nUJr1_copie = inform.ation_op_prim->infonnation.enlever.num._copie; 
detacher_oi(&identifiant_oi,&code_retour_tmp,&code_erreur_tmp); 
/************************************************************************ 
* OH ASSOCIE CET OI A LA TABLE DE TRAVAIL * 
************************************************************************/ 




printf { "Gode erreur : ½d. \n", *Code_erreur); 
printf(fl--------------------------------------------------------\n"); 
















int b_etat, b_echeance, b_ordre, b_contenu; 
ttif DE.BUG_.MAHIPULATIOH_BD 
pr-intf (fi>> >MANIPULAT I ON_BD _MODIFIER. \n fi ) ; 
printf("--------------------------------------------------------\n 11 ); 
printf{ 11 Arg'uments :\n 11 ); 
printf(ilNom. de l 1 operation : r.s\ni:,information_op_prim->no:m._oper-ation}; 






•code_erreur = OK; 
!************************************************************************* 
*a.REGARDER OU SE TROUVE LE DOCUMENT * 
*************************************************************************/ 
strcpy (identifiant_oi. classe, 11 DOCUMEHT 11 ); 
strcpy {identifiant_oi.type, infomation_op_prim->infomation.modifier.type}; 
strcpy (identifiant_oi.nom, infomation_op_prim->information.modifier.nom); 
identifiant_oi.nlllll_copie =infor1lation_op_prim->inform.ation.modifier.nlllll_copie ; 
travail_oi (&identifiant_oi, &cr, &~e}; 
endroit_oi = cr; 
/************************************************************************* 
• b. PLACER LE DOCUMENT SUR LE BUREAU S'IL HE S'Y TROUVE PAS 
* 
*************************************************************************' 
if (endroit_oi == PHOTOCOPIEUSE} 
replacer_oi {&identifiant_oi, &cr, &ce); 
if {endroit_oi == PHOTOCOPIEUSE OR endroit_oi == OK) 
outil_tr·avail_oi (&identifiant_oi, 11 TABLE_DE_TRAVAIL 11 , &cr, &ce); 
'**************************************************************************** 
* c. MODIFIER LE DOCUMENT : SEUL L'ETAT ET L'ECHEANCE PEUVENT ETRE MODIFIES* 
**************************************************************************** Î 
b_ordre = b_contenu = b_etat = b_echeance = FAUX; 
if ( strc:mp { inform.ation_op_prim- >information. :modifier. etat, 11 ;, ) t = o) 
b_etat = VRAI; 
if {strcmp (infomation_op_prim->infomation.nrndifier. echeance, 1111 ) t = O} 
b_eclleance = VRAI; 
if (b_etat == VRAI OR b_echeance == VRAI) 
{ 
strcpy (valeur_oi. classe, 11 DOCUMENT 11 ); 
strcpy (valeur_oi.type, infomation_op_prim->information.modifier. 
type); 
strcpy (valeur_oi.nom, information_op_prim->infor:m.ation.modifier. 
nom); 
strcpy (valeur_oi.etat, information_op_prim->information.modifier. 
etat); 
strcpy (valeur_oi.echeance, information_op_prim->information.modifier. 
echeance}; 
valeur_oi.num_copie = information_op_prim->information.modifier.num_copie; 
modifier_oi (&valeur_oi, &b_etat, &b_echeance, &b_contenu, &b_ordre, 
&cr·, &ce); 
} 
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• 
/**************************************************************************** 
* d. SI UN MESSAGE EST SPECIFIE, REGARDER OU IL SE TROUVE * 
**************************************************************************** / 
if (strcmp (infornation_op_prim->inform.ation.modifier.nom_message, " 11 ) != O) 
{ 
strcpy (identifiant_oi.classe, "MESSAGE"}; 
strcpy (identifiant_oi.nom, infornation_op_prim->information.modifier. 
nom_message}; 
strcpy (identifiant_oi.type, 11 "); 
identifiant_oi.num_copie = infonn.ation_opJJrim->infonn.ation.modifier. 
num_copie_message; 
travail_oi {&identifiant_oi, &cr, &ce}; 
endroit_oi = cr; 
'************************************************************************* 
* d. 1 PLACER LE MESSAGE SUR LA TABLE DE TRAVAIL S I IL H I Y EST PAS DEJA * 
*************************************************************************/ 
if {endroit_oi == PHOTOCOPIEUSE} 
replacer_oi (&identifiant_oi, &cr, &ce); 
if (endroit_oi == PHOTOCOPIEUSE OR endroit_oi == OK} 
outil_travail_oi (&identifiant_oi, 11 TABLE_DE_TRAVAIL 11 , &cr, &ce); 
} 
ttif DEBUG_MAHIPULATION_BD 
printf( 11 --------------------------------------------------------\n"); 
printf { "Code erreur : :%d. \n", *COde_erreur); 







ty _code_erreur· *Code_erreur; 





















printf ( 11 Argum.ents :\n11 }; 
pr·intf{ 11 Nom de l I oper-ation : %s\n 11 , inform.ation_op_prim->nom_operation); 
printf ( uîype de l I operation : %s\n 11 , infornation_op_prim->type_operation); 
prirLtf ( 11 --------------------------------------------------------\n11 ); 
itendif 
*Code_erreur = OK; 
'************************************************************************ 









strcpy(valeur_oi. ordre_clas, 1111 }; 
strcpy(valeur_oi.etat_contenu,"VIDE"); 
b etat = VRAI; 
-
b echeance = VRAI; 
-
b contenu = FAUX; 





* ON ASSOCIE CET 01 A LA i.ADLE DE TRAVAIL 
* 
************************************************************************Î 
strcpy(identifiant_oi.classe, 11 PORMULAIRE 11 ); 
strcpy(identifiant_oi. type, infomation_op_pr-i:m->inform.ation. com.pleter. type); 
strcpy( identif iant_oi. non1, information_op_prir,1- >inf or111ation. completer. nom) ; 
identifiant_oi.num._copie = 
inform.ation_op_prim.->info1~tation.com.pleter.num_copie; 
outil_ travail_oi ( &identifiant_oi, 11 TABLE_DE_TP.AVAIL 11 , 8fcode_retour_ tmp, 
&code_ e r-r-eur-_ tmp ) ; 
nif DEBUG MANIPULATION BD 
- -
printf("--------------------------------------------------------\n"); 
printf ( 11 Code erreur : r.d. \n11 , *COde_erreur); 
printf( 11 --------------------------------------------------------\n"}; 

























printf{ 11 Nom de l I operation : r.s\n 11 , infomation_op_prim->no:m_operation}; 
printf ( 11 Type de l I operation : i::s\n", information_op_prim- >type_operation) ; 
printf{"--------------------------------------------------------\n"); 
tendif 
•code_erreur = OK; 
!************************************************************************** 





identif iant_oi. mm_copie =infornation_op_pri:m- >information. verif ier. rnm_copie; 
travail_oi (&identifiant_oi, &cr, &ce); 
endroit_oi = cr; 
/•************************************************************************* 
* b. PLACER L'OI SUR LA TABLE DE TRAVAIL 
if (endroit_oi == PHOTOCOPIEUSE) 
replacer_oi {&identifiant_oi, &cr, &ce); 
if {endroit_oi == PHOTOCOPIEUSE OR endroit_oi == OK) 
outil_travail_oi (&identifiant_oi, 11 TABLE_DE_TRAVAIL 11 , &cr, &ce); 
* 
'************************************************************************** 
* c. MODIFIER L'ETAT ET L'ECHEANCE DE L I OI 
* 
**************************************************************************' 
b_ordre = b_etat = b_echeance = b_contenu = FATY.{; 
if {strcmp {infonation_op_pri:m.->information.verifier.etat, 1111 ) t= O) 
b_etat = VRAI; 
if (strcmp {infornation_op_prim->inform.ation.verifier.echeance, 1111 ) t= O) 
b_eclleance = VRAI; 
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strcpy (valeur_oi.type, information_op_prim->information.verifier.type); 
strcpy {valeur_oi.nom, information_op_prim->information.verifier.nom}; 
strcpy (valeur_oi.etat, inform.ation_op_prim->infomation.verifier.etat}; 
strcpy (valeur_oi.echeance, information_op_prim->information.verifier. 
echeance}; 
strcpy (valeur_oi.ordre_clas, 1111 ); 
strcpy (valeur_oi.etat_contenu, uu); 
valeur_oi.n'Ulll_copie = infor'.lllation_op_pri:m.->information.verifier.num_copie; 





printf ( "Gode erreur : r.d. \n11 , *COde_erreur}; 
printf("--------------------------------------------------------\n"); 














ty _code_ erreur code_ e r-r-eur_ tJrtp ; 
ttif DEBUG_l'IANIPULATION_BD 
printf ( u »>MANIPlTT...,ATION_BD_D:ETRUIRE. \n"); 
printf( 11 --------------------------------------------------------\n"); 
printf("Arguments :\n"); 
printf{ 11 Ho:m. de l' operation : r.s\n 11 , information_op_J,ri:m.->nom_operation} 
printf("Type de l'operation: ✓.:s\n 11 ,information_op_prim->type_operation 
printf("--------------------------------------------------------\n"); 
#endif 
•code_erreur = OK; 
!••********************************************************************** 






strcpy{valeur_oi. type, inf onnation_op...J)rim- >information. detruire. type) ; 
strcpy(valeur_oi. nom., infornLation_op__prim- >information. detruire. nom.) ; 




strcpy(valeur_oi. ordre_clas, u 11 ); 
strcpy(valeur_oi. etat_contenu, 11 VIDE 11 ); 
b etat = VRAI; 
-
b echeance = VRAI; 
-
b contenu = FAUX; 
-
b ordre = FAUX; 
-
m.odifier_oi(&valeur_oi,&b_etat,&b_echeance,&b_contenu,&b_ordre, 
&code_retour_ tm.p, &code_erreur_ tn·tp) ; 
'************************************************************************ 




strcpy( identif iant_oi. nom., inforntation_op...J)rim.- >information. detruire. nom) ; 
identifiant_oi.nUJ1t_copie ~infoITllation_op_prim->inform.ation.detruire.nUJ1t_copie ; 
detacher_oi(&identifiant_oi,&code_retour_tmp,&code_erreur_tmp); 
/************************************************************************ 
* OH ASSOCIE 1 1 01 A LA POUBELLE * 
************************************************************************' 
interf ace_oi { &identif iant_oi, "POUBELLE 11 , 11 POUBELLE 11 , 8.-code_retour_ t:n1p, 
&code_erreur_tmp); 
#if DEBUG MANIPULATION BD 
- -
printf("--------------------------------------------------------\n"); 
printf ( 11 Gode erreur : ~d. \n 11 , *COde_erreur); 
printf( 11 --------------------------------------------------------\n11 ); 
















b_ordre, b_etat, b_echeance, b_contenu; 
valeur_oi; 
- -ï::...c.. -L ·,.._• \ .-1 
ttif DEBUG_MANIPULAT ION_BD 
printf { 11 > > >~1ANIPULAT I ON_BD _ARCHIVER. \n 11 } ; 
printf{u--------------------------------------------------------\n11 ); 
printf ( "Arg'uJJlents : \n 11 ) ; 
printf("Nom de l'operation : %s\n",information_op_prim->nom_operation); 
printf{"Type de l'operation: r.s\n 11 ,infomation_op_pri:m->type_opera.tion}; 
printf("--------------------------------------------------------\n"); 
#endif 
*COde_erreur = OK; 
/**************************************************************************** 




strcpy (identifiant_oi.type ,information_op_prim->information.archiver.type ); 





(infor,n,ation_op_priJn.->information.archiver.classe 1 11 DOSSIER 11 )== o (inform.ation_op_prim.->inform.ation.archiver.classe, 11 PILE 11 ) -- o 
(information_op_prim->inforrn.ation. archiver. classe, "FICHIER")== OJ 
replacer_const (&identifiant_oi, &cr, &ce); 
/**************************************************************************** 
* b. DETACHER L'O! DE TOUTE ASSOCIATION 
* 
**************************************************************************** ' 
detacher_oi (&identifiant_oi, &cr, &ce); 
!•*************************************************************************** 
* c. ASSOCIER L'O! A LA BOITE A ARCHIVES 
* 
**************************************************************************** ! 
ranger_oi { &identifiant_oi, 11 BO I TE 11 , 11 ARCHIVE 11 1 &cr, &ce } ; 
/**************************************************************************** 
• d. MODIFIER L'ETAT ET L1 ECIŒAMCE DE L'O! * 
****************************************************************************' 
b_ordre = b_etat = b_echeance = b_contenu = FAUX; 
if (strcJn.p (information_op_pri:m->information. ,àrchiver. etat, 1111 ) '= o) 
b_etat = VRAI; 
if {strcm.p (information_op_prim->information.archiver.echeance, 1111 } t= O) 
b_echeance = VRAI; 











strcpy{valeur_oi. etat, infor11'lation_op_priJt\- >information.archiver. etat ) ; 
strcpy(valeur_oi. echeance, inforntation_op_priJTL- >information. a.rchi ver. 
echeance); 
strcpy(valeur_oi.ordre_clas , 1111 ); 
strcpy(valeur_oi.etat_contenu, n 11 ); 
valeur_oi.num_copie = information_op_prim->information.archiver.num_copie ; 





printf { 11 Code erreur : r.d. \n 11 , ,iccode_erreur}; 
printf("--· -----------------------------------------------------\n11 ); 
























printf( 11 --------------------------------------------------------\n11 }; 
printf ( 11 Arguments :\n11 }; 
printf ( 8 No:m de l' opera.tion : ï.s\n e, infonnation_op_prim- >nom_operation) ; 
printf { 11 Type de l I operation : ï.s\n n, infon1tation_op_prim->type_operation) ; 
printf( 11 --------------------------------------------------------\n11 ); 
ttendif 
*COde_erreur = OK; 
/************************************************************************ 
* ON MET A ,JOUR L:ES ATTRIBUTS :ETAT, :ECHEANCE :ET ORDR:E_GLAS D:E L' 01 * 
************************************************************************ / 
strcpy{valeur_oi.classe,infonnation_op_prim- >information .trier.classe); 
str-cpy(valeur-_oi. type, information_op_pri:m->information. trier. type); 
strcpy(valeur_oi. nom, inf orm,1tion_op_prim- >inforntation. t r ier. nom) ; 
valeur-_oi.mm1_copie = inforn1ation_op_prim->information. trier.num_copie; 
strcpy(valeur_oi.etat, information_op_prim- >information.trier. etat); 
strcpy{v,::lleur-_oi. echeance, 
information_op_prim- >information.trier. echeance); 
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strcpy{valeur_oi. ordre_clas, infomation_op_prim.- >infor111ation. trier. ordre_ tri} ; 
strcpy(valeur·_oi. etat_contenu, 11 VIDE 11 ); 
b_etat = VRAI; 
b_echeance = VRAI; 
b_contenu = FAUX; 
b ordre = VRAI; 
-





* OH ASSOCIE CET 01 A LA TABLE DE TRAVAIL * 
************************************************************************/ 
strcpy(identifiant_oi.classe,information_op_prim.->information.trier.classe); 
strcpy( identifiant_oi. type, information_op_pri:rrl- >inf orm.ation. trier. type) ; 
strcpy(identifiant_oi.nom,information_op__prim->infomation.trier.nom); 





printf(nGode erreur: ~d.\nn,*COde_erreur); 
printf{"--------------------------------------------------------\n"}; 













printf { 11 >>>MANIPULAT I ON_BD _CLASSER. \n 11 ); 
printf("--------------------------------------------------------\n11 ); 
printf ( "Arguments :\nu); 
printf ( "Noiil de l I operation : ¼s\n 11 , infonri.ation_op__prinl->noirl_Operation); 
printf { 11 Type de l I operation : ~s\n", information_op__prim->type_operation); 
printf{"--------------------------------------------------------\n"}; 
uendif 
*COde_erreur = OK; 
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'*************************************************************************** 
"' a. SEPARER LI OBJET Ifil'üP.MAT I ONNEL DE TOUT AUTRE OBJET : SAUf SES 





identifiant_oi.num_copie = infonnation_op_prim->information.classer.num_copie ; 
detacher_oi {&identifiant_oi, &cr, &ce); 
/•*************************************************************************** 
* b. ASSOCIER L'O! A CLASSER A SON OBdET DE CLASSEMENT * 
****************************************************************************/ 
strcpy { identif iant_ois. classe, inforntation_op_prim- >information. classer. 
dest_classe); 
strcpy (identifiant_ois.type , inform.ation_op_prim->inform.ation.classer. 
dest_type); 
strcpy { identif iant_ois. noJtt , infor1rtation_op_priI11- >information. classer. 
dest_nom); 
identifiant_ois.num_copie = o; 
classer_oi (&identifiant_oi, &identifiant_ois, &cr, &ce); 
#if DEBUG_l'IANIPULATION_BD 
printf("--------------------------------------------------------\n"}; 
printf ( "Code erreur : %d. \n", *COde_erreur); 
printf("--------------------------------------------------------\n"); 














dest_nom [EX_OR_NON + 1]; 
code_retour_tm.p; 
code_ e rr-eur_ tm.p ; 
+ 1]j 
#if DEBUG_MANIPL'LATION_BD 
printf { 11 > > >Pf.AlfIPULAT I ON_BD_RANGER. \n") ; 
printf(u--------------------------------------------------------\nu), 
printf ( 11 Arg-t.mlents : \nu) ; 
printf ( 11 Nom de l 'operation : :{s\n 11 , information_op__prim- >nom_operation); 
printf ( n Type de l' oper,:ttion : ;~s\n 11 , information_op_priitt- >type_operation); 





*COde_erreur = OK; 
/•*********************************************************************** 
• ON DETACHE L 1 0I 
* 
************************************************************************' 
strcpy(identifiai1t_oi.classe,infomation_op_prim->inform.ation.rai1ger.classe ) ; 
strcpy(identifiant_oi.type,information_op_prim->information.ranger.type); 
strcpy(identifiant_oi.nom,inform.ation_op_prim->inform.ation.ranger.nom}; 
identifiarLt_oi.nrun_copie = information_op_prim->infonnation.ranger.nUJl'l_copie; 
detacher-_oi(&identifiant_oi, &code_retour_b1p, &code_erreur_tm.p); 
/•*********************************************************************** 









printf ( 11 Gode erreur- : ~d. \n 11 , •code_erreur}; 
printf("--------------------------------------------------------\n11 ); 





















classe [NX_LG_GLASSE + 
type [l«_LG_TYPE + 1 J; 
identifiant_oi; 
1tif DEBUG_MANIPULAT I ON_BD 
printf ( 11 > > >MA..lfIPULAT I ON_BD _REPLACER. \n 11 ) ; 
printf("-------------------------------------------------- ------\n") ; 
printf ( 11 Arg'ulrlents : \n 11 } ; 
printf ( 11 Nom de l 'opera.tion : ::-~s\n", infomation_op_priill- >nom_operation) ; 
printf { 11 Type de l I oper-,:ition : :Y.s\n 11 , infor1rtation_op_prim->type_oper,1tion} ; 
printf("--------------------------------------------------------\n") ; 
nendif 
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*COde_erreur = OK; 
'************************************************************************** 
* a. CONSTITUER LA LISTE DES 01 A REPLACER * 
**************************************************************************' 
liste_oi [O] = NULL; 
!•************************************************************************* 
* a.1 UN OI A ETE SPECIFIE * 
**************************************************************************/ 
if {strcmp (information_op_prim->information.replacer.classe, "") != O) 
{ 
liste_oi [O] = (st_liste_identifiant_oi •) 
malloc (sizeof (st_liste_identifiant_oi)); 
strcpy {liste_oi [O]->classe, inform.ation_op_prim->inform.ation.replacer. 
classe); 
strcpy (liste_oi [O)->type , information_op_prim->information.replacer. 
type); 
strcpy (liste_oi [OJ->nom , information_op_prim->infonnation.replacer. 
nom.}; 
liste_oi [O]->num_copie = information_op_prim->infomation.replacer. 
num_copie; 
liste oi [0]-:>ptr_suivant = NULL; 
} 
/************************************************************************** 
* a. 2 IL f AUT IŒPLAGER LES OI P.EPONDA.lfî A UN GP.ITEIŒ 
* 
**************************************************************************Î 
if (strcmp {information_op_prim->information.r-eplacer.classe, HII) == o) 
{ 
if ( strcmp ( information_op_pr-im- >infonnation. replacer. gr_classe, 1111 ) t = o ) 
if (strcmp (information_op_prim->information.replacer.gr_type, 1111 ) != ü ) 
code_recherche = 3; 
else code_recherche = 2; 
else code_recherche = 1; 
strcpy (classe, infornLation_op_prim- >inf orn1ation. replacer-. gr_classe) ; 
strcpy {type, information_op_prim->information.replacer.gr-_type}; 
rechercher oi ( lkode_recherche, classe, type, liste_oi, &cr, ~~ce); 
} 
/•************************************************************************* 
* b. REPLACER TOUS LES OISE TROUVANT DANS LA LISTE * 
**************************************************************************' 
while (liste_oi [O] != NULL) 
{ 
strcpy (identifiant_oi.classe, liste_oi [O]->classe); 
strcpy (identifiant_oi.type, liste_oi [OJ->type); 
strcpy { identifi.::ant_oi. noifl, liste_oi [ o ]- >noJfL ) ; 
identifiant_oi. nlL1n_copie = liste_oi [ o ]- >num_copie; 
replacer {&identifiant_oi, B~cr, &ce }; 
- ,- J I •-; -
~ :· L 
ptr = liste_oi (o]; 





printf ( "Gode erreur : r.d. \n", *COde_er-reur); 
printf("--------------------------------------------------------\nn}; 




manipulation_bd_decider ( inforn1.ation_op_prim, code_er-reur-) 
st_operation *infonaation_op_x:,rim; 
ty_code_erreur *COde_erreur; 




printf( i! »>MANIPULATIOH_BD_DEGIDER. \n 11 ); 
printf("--------------------------------------------------------\n11 ); 
printf ( "Arg'UJrlents : \n") ; 
printf("Nom de l'operation : ï.s\n",infonnation_op_prim->nom_operation); 
pr-intf { "Type de 1 1 oper-ation : ;~s\n 11 , inforittation_op_pri:m->type_operation); 
printf( 11 --------------------------------------------------------\n"); 
ttendif 
*COde_erreur- = OK; 
/************************************************************************ 
* ON ASSOCIE CET 01 A LA TABLE DE TRAVAIL 
* 
************************************************************************/ 
strcpy( identifiant_oi. classe, infonr1.ation_op_pri1r1.- >infonrLation. decider. classe ) ; 
strcpy( identif iant_oi. type, infon1ation_op_prir,1- >inform.ation. decider. type) ; 
strcpy( identifiarLt_oi. nom, inforn1.ation_op_pr-iJi1- >infonn.ation. decider. nom) ; 
identifiant_oi.num_copie = information_op_prim->infonnation.decider.num_copie; 
outil_travail_oi(&identifiant_oi,"TABLE_DE_TRAVAIL",&code_retour_tmp, 
&!code_erreur_tmp}; 
Uif DEBUG 11ANIPULATION BD 
- -printf("--------------------------------------------------------\n"); 
pr-intf{ 11 Code erreur: ~d.\n",*code_er-reur-); 
printf("--------------------------------------------------------\n"); 




_ .-i l""Z _ 
L ! ._, 
!•**************************************************************************! 
'* *' /• f !CHIER ; msg_erreur. c ,r-/
/* • I 
l• DESCRIPTI OH : Ce fichier contient le nwdule de gestion des messages * / 














printf{ i:ArgUJllents :\n 11 ); 

















'* *f /* f IGH!:ER : bd.h "" / 
/* * I 
f* DESCRIPTION: Ge fichier contient les declarations du module de gestion *Î 




* STRUCTURE DES FICHIERS POUR LA BASE DE DONNEES DU LANGAGE 
* 
***************************************************************************' 
typedef struct { 





[l'IX:_ID_TAGHE + 1]; 
[MX_LG_DESCRIPTION + 1]; 
[MX_ID _SOUS_SGHEMA + 1 J ; 
'*************************************************************************** / 







[MX_ID_SOUS_SGHEl'IA + 1]; 
[MX_LG_DESGRIPTION + 1]; 
[MX_ID_CONCEPT + 1); 
'***************************************************************************' 
















[MX_ID_BOUCL:E + 1]; 
[liC<_LG_DESCRIPT ION + 1] ; 
[IiJX_LG_VARIABLE + 1] ; 
(MX_ID_SOUS_SGHEMA + 1]; 
[MX_ID_GONCEPT + -tJ; 
[MX_ID_SOUS_SGHEMA + 1]; 
'***************************************************************************! 
t5,pedef struct { 
char nom._boucle_cr1tere 






cJ:""tar i1e sir 
} 
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[MX_ID_BOUCLE + 1]; 
[MX_LG_CLASSE + 1]; 
[IiJX_LG_TYPE + 1]; 
fl'C<_LG_NOM + 1 ] ; 
(MX_LG_V.ARIABLE + 1J ; 










[MX_LG_CLASSE + ., 1 • 
' ~ ' 
'***************************************************************************/ 






[MX_ID_COJ:IDITIOH + 1]; 
[MX_LG_DESCRIPTION + 1]; 
/***************************************************************************/ 








[MX_ID_GONDITION + 1]; 
(MX_ID_SOUS_SGHEMA + 1]; 
[MX_ID_CONCEPT + 1); 
'***************************************************************************! 

















char ois _nmn_ variable 
char ois classe 
-
char ois_type 
char ois _nom 
char oi _nom_variable 
char oi c1.asse 
-
char oi_type 




[MX_ID _GOND IT I Olf + 1] ; 
[I~\_LG_ATTRIBUT + 1j; 
[MX_LG_GST + 1] ; 
[MX_LG_OPERATEUR + ·1 J ; 
[MX_LG_ VA.~IABLE + 1] ; 
[MX_LG_GLASSE + ·1] ; 
[MX_LG_TTr'PE + 1]; 
[MX_LG_NOM + 1] ; 
[MX_LG_ VARIABLE + 1] ; 
[:MX_LG_CLASSE + 1]; 
[MX_LG_TYPE + 1 ] ; 
[MX_LG_NOM + 1] ; 
[MX_LG_VARIABLE + 1]; 
[MX_LG_GLASSE + 1]; 
[MX_LG_TYPE + 1]; 













[MX_LG_PARAMETP.f + 1) ; 
[MX_LG_OPERATEUR + 1] ; 
[MX_LG_GST + 1]; 
f*************************************************************************** Î 









[MX_ID_OPERATION + 1]; 
[MX_LG_DESCRIPTION + 1]; 
[MX_ID_SOUS_SCHEMA + 1]; 
[MX_TY_OPERATION + 1J; 
[MX_ID_GONGEPT + 1]; 
'*************************************************************************** Î 
typedef struct f ,_ 
char nom_oper-ation [MX_ ID OPERATION + 1] ; 
-




















st _ cori1.p le ter_ var com.pleter; 













st _ranger_var ranger; 














* STRUCTUP.ES DE DONNEES POUR LA BASE DE DONNEES INFORMATIONNELLES * 
***************************************************************************' 
typedef struct { 














[MX_LG_ETAT + 1]; 
[MX_LG_:EGHE~l.TC:E + 1] ; 
(MX_LG_OP.DP.E + ·1 J ; 
[MX_LG_ETAT_GONTEWJ + ·1 ] ; 
[MX_OI_CLASSE + 1J; 
[PIX_OI_J:-îOM + 1j; 
[MX_OR_CLASSE + 1]; 
[MX_OR_NOM + 1]; 
[ID'-._OT_GLASSE + 1]; 
[MX_OT_NOM + 1]; 
'*************************************************************************** ' 












[MX_OT_GLASSE + 1]; 
[NX_OT_NOJ:1 + 1]; 
/*************************************************************************** ! 







[MX_OR_GLASSE + ·1] ; 
[Pr-<_OR_NOM + 1 } ; 
[MX_OR_GLASSE + 1]; 
[MX_OR_NOM + 1]; 
'*************************************************************************** ' 





[MX_OI_GLASSE + 1); 
[MX_OI_HOM + 1]; 
' *************************************************************************** 
* FIN DES DECLARATIONS * 
***************************************************************************/ 
-_~/ t:, -· 
/*************************************************************************** / 
/* * / 
i• FICHIER: bd.c 




ttinclude 11 debug.h 11 
#include 11 define.h 11 
#include 11 type.h 11 
itinclude "bd.h" 
'*************************************************************************** 
* DECLARATION DES DESCRIPTEURS DE FICHIERS 
* 
*********************************************-******************************/ 
static FILE •fd_tache; 
static FILE •fd_sous_sche:lrla; 
static FILE •fd_boucle; 
sta.tic FILE *fd_critere; 
static FILE •fd_condition; 
static FILE •fd_cond_decl; 
static FILE *fd_clause; 
static FILE •fd_operation; 
static FILE •fd_op_prim; 
static FILE >1<fd_infor.m.ation; 
static FILE •fd_classement; 
static FILE •fd_outil _trav; 
static FILE •fd_obj_rang; 





u if DEBUG_BASE_DE_DOlfüEES 
printf ( 11 > > >OUVERTURE_BD. \n 11 ) ; 
ttendif 
•code_erreur = OK; 
'*************************************************************************** 
* OUVERTURE DE TOUS LES FICHIERS * 
***************************************************************************/ 
fd_tache = fopen ( 11 c: /msc/tmp/bd_tache. txt", 11 rb 11 ); 
if (fd_tache == NULL) 
*GOde_erreur = EP.P.ETJR_:E,D_OUVERTURE; 
if (•code_erreur == OK) 
{ 
fd_sous_schema = fopen { "c: /msc/tmp/bd_sous_scheiila. txt " , 11 rb 11 }; 
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if { f d_sous_schert1a == mn .. L} 
*COde_erreur = EP.REUR_BD_OTJVERTTJP.E; 
} 
if (*COde_erreur == OK) 
{ 
fd_boucle = fopen ( 11 c: im.sc/tm.p/bd_boucle. txt", 11 rb 11 ); 
if (fd_boucle == HULL) 
*COde_erreur = EP.P.ETJR_BD_OUVERTUP.E; 
} 
if {*code_er-reur == OK} 
{ 
fd_critere = fopen ( "c: /msc/tm.p/bd_cr·itere. txt 11 , 11 rb 11 } ; 
if (fd_critere == NULL} 
*COde erreur= ERRfUR_BD_OUVERTTJRE; 
} 
if (•code_erreur == OK) 
{ 
fd_condition = fopen ("c:/m.sc/tm.p/bd_condition.txt", 11 rb n); 
if {fd_condition == HULL) 
*COde_erreur = ERRETJR_BD_OUVERTTJRE; 
} 
if (*COde_erreur == OK) 
{ 
fd_cond_decl = fopen ( "c: /Jflsc/tm.p/bd_cond_decl. txt 11 , 11 rb 11 ); 
if ( fd_cond_decl == NULL) 
*COde_erreur = ERRETJR_BD_OTJVERTURE; 
} 
if {*code_erreur == OK) 
{ 
fd_clause = fopen ( uc: /m.sc/tm.p/bd_clause. txt 11 , 11 rb 11 }; 
if (fd_clause == HULL) 
*COde_erreur = EP.F.ETJR_BD_OUVERTUP.E; 
} 
if ( *C01 e_erreur == OK ) 
{ 
fd_oper-ation = fopen ( 11 c: /msc /tJfLP /bd_oper-ation. tx t n, !! r b 11 ) ; 
if (fd_operation == NULL) 
*COde_erreur- = ERRETJR_l::.D_OlJVERTURE; 
} 
if (*code_erreur == OK} 
{ 
fd_op_prim. = fopen ( 11 c: /Jflsc/tm.p/bd_op_prim.. txt 11 , 11 rb 11 }; 
if {fd_op_prim == HULL) 
*COde_erreur = ERREUR_BD_OUVERTUP.E; 
} 
if (*code_erreur == OK) 
{ 
fd_inforn1.ation = fopen ( 11 c: /msc /tmp /bd_infor111ation. txt ", 11 r+b 11 ) ; 
if { fd_inf onftation == HULL ) 
• 
•code_erreur = ERREUR_BD_OUVERTUP.E; 
} 
if {*COde_erreur == OK} 
{ 
fd_classel!lent = fopen {11 c:/msc/t:m.p/bd_classement.txt 11 , 11 r+b 11 ); 
if (fd_classement == h-ùLL) 
*COde_erreur = ERREUR_BD_OUVERTURE; 
} 
if (•code_erreur == OK) 
{ 
fd_outil_trav = fopen ( "c: /msc/tmp/bd_outil_trav. txt 11 , "r+b"); 
if (fd_outil_trav == HULL} 
*COde_erreur = EP.REUR_BD_OUVERTUP.E; 
} 
if (*COde_erreur == OK) 
{ 
fd_obj_rang = fopen { 11 c: /:m.sc/t:m.p/bd_obj_rang. txt", 0 r+b 11 }; 
if (fd_obj_rang == HULL) 
*Code erreur= ERRETJR_BD_OTJVERTURE; 
} 
if {*code_erreur == OK) 
{ 
fd_obj_int = fopen ( "c: /msc/tmp/bd_obj_int. txt 11 , 11 r+b 11 ); 
if (fd_ob_j_int == NTJLL) 
*COde_erreur = :EP.REUR_BD_OUVERTUP.E; 
} 
nif DEBTJG_I'.,ASE_DE_DON.fil:ES 
printf( 11 --------------------------------------------------------\n11 ); 
printf ( "Gode erreur : r~d. \n", *COde_er-reur-); 
printf( 11 ------------- -------------------------------------------\n11 ); 











*COde_erreur = OK; 
'*************************************************************************** 
* FERMETURE DE TOUS LES FICHIERS 
* 
***************************************************************************' 
if (fclose (fd_tache } -- EOF ) 
*Cüde_erreur = ERREUR_BD_FERMETURE; 
if (*code_erreur == OK) 
if {fclose (fd_sous_schella) == EOF) 
*COde_erreur = EP.REUR_BD_FEP.l'IETUPE; 
if (*code_erreur == OK) 
if (fclose {fd_boucle) == EOF) 
+code_erreur = ERREUR_BD_FERMETURE; 
if (*code_erreur == OK) 
if {fclose (fd_critere) == EOF) 
*COde_erreur = ERPEUR_BD_FERMETURE; 
if (*code_erreur == OK) 
if (fclose (fd_condition) == EOF) 
+code_erreur = ERREUR_BD_FERMETURE; 
if (*COde_erreur == OK) 
if (fclose {fd_cond_decl) == EOF) 
*COde_erreur = :ERREUR_BD_FEPJIETUPE; 
if (*code_erreur == OK) 
if (fclose (fd_clause) == EOF) 
+code_erreur = ERREUR_BD_FERMETURE; 
if (*code_erreur == OK) 
if {fclose (fd_operation) == EOF) 
*COde_erreur = EP.REUR_BD_FERI'lEïURE; 
if (*code_erreur == OK) 
if (fclose (fd_op_prim) == EOF) 
+code_erreur = ERREUR_BD_FEID!ETURE; 
if (*code_erreur == OK) 
if {fclose (fd_information) == EOF) 
*COde_erreur = ERR.EUR_BD_fEPlIETURE; 
if {*code_erreur == OK) 
if (fclose (fd_classement) == EOF) 
+code_erreur = ERREUR_BD_FERMETURE; 
if (*code_erreur == OK) 
if (fclose (fd_outil_trav) == EOF) 
*COde_erreur = ERREUR_BD_fEIDIETUPE; 
if (*code_erreur == OK) 
if (fclose (fd_ob_j_rang) == EOF) 
+code_erreur = ER.'l'.IBUR_BD_FERMETUPE; 
if (*COde_erreur == OK) 
if (fclose (fd_obj_int) == EOF} 
*COde_erreur = ER.t-":EUR_BD_FEIDIETUPE; 
ilif DEBUG BASE DE DONNEES 
- - -
printf("--------------------------------------------------------\n"); 
printf{ "Code erreur: ¼d. \ n tt ,+code_erreur); 
printf ( "--------------------------------------------------------\n"}; 





char identifiant_boucle [MX_ID_BOUGLE + 1]; 











printf( 11 »>GRITERE_f,OUGLE. \n 11 }; 
printf{ 11 --------------------------------------------------------\n"); 
printf ( 11 Arguments :\n11 ); 
printf("identifiant boucle : ï.s\n 11 , identifiant_boucle); 
printf{ 11 --------------------------------------------------------\n"}; 
itendif 
*Code retour· = *Code_erreur- = OK; 
Î**************************************************************************** 




fin = FALSE; 
while (fin== FALSE) 
{ 
f react (&boucle, sizeof {boucle), ·1 , fct_boucle ) ; 








fin = fALSE; 
if {boucle.type_critere == GR_TOUS) 
{ 
*Code_retour· = TR0ISIE11E_CRITERE; 
fin = TRUE; 
} 
while (fin== FALSE) 
{ 
fread (&critere, sizeof (critere),1,fd_critere); 
if (strcm.p {cr-iter-e.nom._boucle_critere, boucle.nom._boucle) -- O) 
fin = TRUE; 
} 
/**************************************************************************** 
* TP.AITEMEHT DES RESULTATS * 
****************************************************************************Î 













if (boucle.type_critere == GR_GLASSE) 
strcpy (info_critere->inforlrlation.critere_classe.classe, 
critere.type_critere.classe.classe); 
strcpy (info_critere->nom_variable, boucle.nom_variable); 
info_critere->type_critere = boucle.type_critere; 
nif DEBUG_BASE_DE_DONNEES 
printf("--------------------------------------------------------\n"); 
printf { 11 Gode retour : %d Code erreur : i!d. \n 11 , *COde_retour, *COde_erreur); 
printf("--------------------------------------------------------\n"); 



















printf ( 11 > > >GLAUSE_GOlm I TI ON. \n •!) ; 
printf("--------------------------------------------------------\n"}; 
printf < 11 Argum.ents : \nu) ; 
printf(uidentifiant condition: %s\nu, identifiant_condition); 
printf("------------------------------------------------ --------\n"); 
#endif 
•code_retour = •code_erreur = OK; 
'**************************************************************************** 
* LECTURE DU FICHIER CONDITION * 
•••••••••••••••••••••••*•*********••••••••••*****************•*****•******•* / 
rewind (fd_condition); 
fin = FALSE; 
while (fin== FALSE) 
{ 
fread {&condition, sizeof {condition),1,fd_condition); 
if (strcmp (condition.nom_condition, identifiant_condition) -- O) 
fin = TRUE; 
} 
/**************************************************************************** 
* LECTURE DU FICHIER CLAUSE * 
**************************************************************************** ; 
rewind (fd_clause); 
fin = FALSE; 
while {fin== FALSE) 
{ 
fread (&clause, sizeof (clause),1 , fd_clause); 
if {strcmp {clause.nom_condition, condition.nom_condition) == O} 
fin = TRUE; 
} 
' **************************************************************************** 




case CL_ATTRIBUT : 
strcpy (info_clause->inform.ation.clause_attribut.nom_attribut, 
clause.type_clause.attribut.nom_attribut}; 
strcpy (info_clause->information. clause_attribut. cst_alpha_num., 





strcpy (info_clause- >information.clause_attribut.classe, 
clause. t:ype_clause. attribut. cl.~sse) ; 
str-cpy ( info_clause->inforn'l.ation. clause_attribut. type, 
clause.type_clause.attribut.type ) ; 
strcpy { info_clause- >information. clause_attr·ibut. nom, 
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clause.type_clause.attribut.nom); 




strcpy( inf o_clause- >infor111.ation. clause_appartenance. oi_nor11._ variable , 
clause.type_clause.appartenance.oi_nom_variable}; 





















strcpy ( info_clause- >information. clause_parametre. cst_alpha_mu11.1 




info_clause->type_clause = condition.type_clause; 
#if DEBUG_BASE_DE_DONNEES 
printf( 11 --------------------------------------------------------\n"); 
printf ( ucode retour : %d Gode erreur : ;~d. \n", *GOde_retour, *Code_erreur) ; 
printf{ 11 --------------------------------------------------------\n11 ); 




























printf( 11 > »SOUS_TYPE_OPERAT ION_PRIMIT IVE. \n"); 
printf("--------------------------------------------------------\n"); 
printf(uArguments :\nu}; 
printf("identifiant de l'oper-ation: ~s\n", identifiant_operation); 
printf("--------------------------------------------------------\n"); 
ttendif 
*COde_retour = *COde_erreur = OK; 
/*************************************************************************** 





while {fin== FALSE} 
{ 
fread (&op_prim, sizeof (op_prim), 1,fd_op_prim); 
if {strc1rlp {op_pr-i:r1t.nom_operation, identifiant_operation) -- O) 
fin = TRUE; 
} 
!•************************************************************************** 
* LECTURE DU FICHIER OPERATION 
* 
***************************************************************************! 
r-ewind { fd_oper-ation) ; 
fin = FALS:E; 
while (fin== FALSE) 
{ 
fr-ead (&oper-ation, sizeof {operation}, 1, fd_operation}; 
if ( strcmp ( operation. nom_operation, op__pri:m. non1_operation) -- o) 
fin = TRUE; 
} 
/*************************************************************************** 
* EXPLOITATION DES P.ESULTATS * 
*************************************************************************** ' 
strcpy ( info_operation- >type_opera.tion, op__prim. type_operation) ; 
strcpy (info_operation->nom_operation, op_prim.nom_operation); 
strcpy { info_oper·ation- >description, op_pr-im. description) ; 
if {strc:mp (op_prim.type_operation, 11 GREER 11 } == O} 
{ 
strcpy ( info_operation- >inforn.ation. creer. classe, 
operation.primitive.creer.classe); 
- - , ,::)ï -
.::... ~_.• l 
strcpy {info_operation->information.creer.type, 







str-cpy (info_operation->info:nrtation. creer. ordre_clas, 
operation.primitive.creer.ordre_clas); 
} 
if ( strcmp ( op_prim. type_operation, "REPRODUIRE 11 ) == o) 
{ 
strcpy (info_operation->inform.ation.reproduire.nom_variable, 
operation. primitive. reproduire. nom_ variable) ; 
strcpy {info_operation->inform.ation.reproduire.classe, 




























info_operation->infor-:rl"Lation. recevoir. num_copie = 
ope ration. pr-imi ti ve. recevoir-. num_copie; 
info_operation->inforJrtation. recevoir·. COJftposants = HULL; 
fin = FAI.S:E; 
anc_ptr = NULL; 
rewind { fd_oper-,:ltion); 
if (fread (&operation, sizeof (operatic:n), 1, fd_operation) -- o) 
fin = TRUE; 
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while (fin== FALSE) 
{ 
} 
if (operation.constituant_reception == VRAI) 
if (strcmp (operation.primitive.const_reception. 
nom_operation, identifiant_operation} -- O) 
{ 
ptr = (st_liste_valeur_oi *) 
malloc (sizeof (st_liste_valeur_oi}}; 
strcpy {ptr->classe, operation.primitive. 
const_reception.identifiant_oi.classe}; 
strcpy (ptr->type, operation.primitive. 
const_reception.identifiant_oi.type}; 
strcpy (ptr->nom, operation.primitive. 
const_reception.identifiant_oi.nom); 
strcpy (ptr->etat, operation.primitive. 
const_reception.etat}; 
strcpy (ptr->echeance, operation.primitive. 
const_reception.echeance}; 
ptr->nu1rt_copie = operation.primitive.const_reception. 
identifiant_oi.num_copie; 




else anc__ptr->ptr_suivant = ptr; 
anc_ptr = ptr; 
} 
if (fread {&operation, sizeof (operation), 1, 
fd_operation) == O} 
fin = TRUE; 
} 
if (strcmp (op_prim. type_operation, 11 COl1MUlHQ.l'ŒR 11 ) == O} 
{ 
strcpy( inf o_operation- >information. corRiftUniquer. nom_variable, 








operation. primitive. co:rnmuniquer. etat} ; 
strcpy(info_opera.tion->information.comro.uniquer.echeance, 
ope ration. primitive. communiquer. echeance) ; 
strcpy( inf o_operation- >inforit'lation. commmüquer. mode_co:miitunication) 




if ( strcm.p ( op_pr-im.. type_opera.tion, 11 CONSUL iER 11 ) == o ) 
{ 
strcpy { info_operation- >infontation. consulter.nom._variable, 
operation. pri:Jü ti ve. consul ter. nma_ variable) ; 




strcpy ( inf o_operation- >information. consul ter. nonL, 
ope ration. prilni ti ve. consul ter. nom) ; 
strcpy (info_operation->infonilation.consulter.etat, 
operation.primitive.consulter.etat}; 
strcpy ( info_operation- >infornLation. consul ter·. echeance, 
operation.primitive.consulter.echeance); 
info_operation->infor11lation. consulter.nUJTL_copie = 
operation.primitive.consulter.num_copie; 
} 
if (strcmp (op_prim. type_operation, 11 PEUILLETER 11 ) == o) 
{ 




strcpy (info_oper,:ltion->information. feuilleter. type, 
operation.primitive.feuilleter.type); 
strcpy ( info_oper-ation->inform.ation. feuilleter-. nOJrL~ 
operation.primitive.feuilleter.nom}; 
strcpy { inf o_operation- >infonflation. feuilleter. etat, 
operation.primitive.feuilleter.etat); 
strcpy ( info_operation- >info1"111.ation. feuilleter. echeance, 
operation.primitive.feuilleter.echeance); 
strcpy (info_oper-ation->information.feuilleter.ordre_feuilletage 1 
operation.primitive.feuilleter.ordre_feuilletage); 
} 
if {strcmp { op_J)rim. type_operation, ,:Elf.LE\1ER 11 ) == o) 
.r 
·-
str-cpy ( info_operation- >infon1ation. enlever-. nom_ variable, 




oper-ation. priifli ti ve. enlever. variable_consti tuant) ; 
} 
if (str·cmp (op_pri:m. type_operation, 11 MODIFIER" } == O) 
{ 
strcpy ( inf o_oper,âtion- >information. modifier. nom_ variable, 
operation.prim.i tive. m.odifier. nom_variable}; 
strcpy ( info_operation->infonnation. modifier. type, 
operation. pri1ü ti ve. IflOdifier-. type) ; 
str-cpy ( info_operation- >inforrrta.tion. modifier-. nom., 
operation. primitive. modifier. nom) ; 
strcpy (info_operation->information.modifier.etat, 
operation.primitive.modifier-.etat}; 
strcpy { info_oper,âtion- >information. JfLodif ier. echeance, 
operation.prür.itive.m.odifier. echeance); 
str·cpy { info_operation- >inforr11ation. modifier-. nom_message, 
operation.prirai tive .:m.odifier. noJrt_message); 
info_operation->infor"Jl\ation.modifier.num_copie = 
• ouer-ation. nrimitive.mQ..difiei:.nurîl. couie : 
info_operation- >information. :modifier. mrn1_copie_:message = 
operation. pri:m.i ti ve. 11todif ier. num_copie_message; 
} 
if (strclîlp (op_prim..type_operation, 11 COMPLETER" ) == 0) 
{ 
strcpy (info_operation->infonnation.completer.nom_variable, 
operation. pri1fli ti ve. completer·. nom_ variable;. ; 
strcpy (info_operation->information.completer.type, 
operation. primitive. co:m.pleter·. type) ; 









if (strcm.p (op_prim.. type_operation, 11 VERIFIER 11 ) == 0) 
{ 
strcpy { info_operation- >infon1ation. verifier. nom_ variable, 
operation. primitive. verif ier. norn_varia.ble) ; 
strcpy (info_operation->information.verifier.classe, 
operation.prim.itive.ver-ifier-.classe); 








strcpy ( inf o_operation- >informa.tion. verifier. nom_param.etre, 
operation. priifii ti ve. ver·if ier. nom_paraJftetre} ; 
info_operation- >information. verif ier. nUI1t_copie = 
ope ration. primitive. verif ier. nurn_copie; 
} 





oper·ation. pr-imi ti ve. verifier. classe) ; 
strcpy {info_operation->infor"Jl\ation.verifier.type] 




oper,::1.tion. primitive. ·verifier. et,::1.t}; 
strcpy ( info_opera.tion- >infor-n1ation. ver-if ier. echeance, 
opera.tion. pri:nü ti ve. verifier. echeance) ; 
info_operation- >information. detruire. m.urt_copie = 
oper-ation. priifli ti ve. i:ietruire. m.uil_copie; 
} 
if (strcmp (op_prirl\. type_operation, 11 ARGHIVER 11 ) == O} 
{ 
strcpy { info_operation- >inform,:1tion. archiver. nom_v,::1.r-iable, 
operation.prim.itive. archiver .nom._variable); 
str-cpy (info_operation->information.archiver.classe, 





strcpy {info_operation->information. archiver·. etat, 
operation.prim.itive.archiver.etat); 
strcpy {info_operation->information. archiver. echeance, 
operation.prim.itive.archiver.echeance}; 
info_operation->infonrLation. archiver.nurn._copie = 
operation.primitive.archiver.num_copie; 
} 




strcpy { info_operation- >inf onrLation. trier. classe, 
operation.primitive.trier.classe}; 
strcpy ( info_operation- >inform.ation. trier. type, 
operation.prim.itive.trier.type); 
strcpy { info_operation- >information. trier. norfl, 
operation.primitive.trier.nom.); 
strcpy ( info_operation->infono.ation. trier. etat, 
operation.pri111.itive.trier.etat}; 
strcpy ( info_operation- >infonrlation. trier. echeance, 
operation.primitive.trier.echeance); 
strcpy {info_operation->information. trier. ordre_tri 1 
operation.priaitive.trier.ordre_tri); 
info_operation->infornLation. trier. mmt_copie = 
operation.prim.itive.trier.num_copie; 
} 
if (strcap (op_prir,l. type_operation~ 11 GLASSER 11 } == o) 
{ 
strcpy ( info_operation- >infor1A.ation. classer. noJil_ variable 1 









strcpy { inf o_operation- >inf or1flation. classer. dest_ type, 
operation.primitive.classer.dest_type); 
strcpy (info_operation->infor:mation.classer.dest_no:m1 
operation. primitive. classer. dest_nom); 
- ·--:-1Cir:-j -L _ 1 _;_ 
info_operation->inforJi1.ation. classer.nUJit_copie = 
oper·ation. pr-iifli ti ve. cla.sser. nurtt_copie; 
} 
if (str-cm.p (op_prim.. type_operation, "RANGER" ) == O} 
{ 
strcpy ( inf o_operation- >information. r·anger. nom._variable, 
oper.:ition. prim.i ti ve. ranger. nom._ variable) ; 
strcpy {info_operation->inform.ation.ranger.classe, 
operation. primitive. ranger. classe) ; 
strcpy (info_operation->infornation.ranger.type, 














oper-ation. prim.i ti ve. replacer. nom._ variable;. ; 
st_rcpy (info_operation->infornation. replacer. classe, 
operation.primitive.replacer.classe); 
strcpy (info_operation->information.replacer.type, 
operation.pri:nütive. replacer. type); 
strcpy (info_operation->inform.ation.replacer.nom, 
ope ration. primitive. replacer. nom); 
strcpy (info_operation- >inform.ation.replacer.gr_classe, 
operation.priifli tive. replacer. gr_classe}; 
strcpy (info_operation->infonnation.replacer.gr_type, 
oper-.ation. pr·imi ti ve. replacer-. gr_ type) ; 
info_operation- >infonrtation. replacer.num._copie = 
operation. priifti ti ve. replacer. rn.uit_copie; 
} 
if (strc111p {op_prim. type_oper-ation, 11 DEGII)ERu ) == O} 
{ 
::::trcpy {info_üperation->information.decider.nom_variable , 
oper-ation. pr·imi ti ve. de eider. nolîl_vari.able ) ; 
strcpy Unfo_operation- >information. decider. classe, 
operation.primitive.decider.classe); 
strcpy (info_operation->inforn1ation.decider.type, 
operation.prinütive. decider. type); 
strcpy { info_operation- >inforJetation. decider. nom, 
oper-ation. primitive. de eider. no:m } ; 
s:trc:py (info_operation-:>infonnation.decider.nomJJarametre 1 
oper-ation. prirR.i ti ve. de eider. non1_p.arametre) ; 
info_oper,:1tion- >information. decii:1er. num_copie = 
operation. pri:nü ti ve. de eider. nUJn_copi e ; 
} 
- ,-JQ-Z: -
~ _ .. _, 
#if DEBUG_BASE_DE_DONNEES 
printf( "---------------------------- ----------------------------\n") ; 
printf("Resultats :\n"); 
printf{ 11 type_operation declenchee : ~s\n" , info_operation->type_operation}; 
printf("nom de l 1 operation: /.S\n", info_operation->nom_operation); 
printf("-------------------------------------------------- ------\n"}; 
printf ( "Code retour : ✓.: d Code erreur : ;,~d. \n11 , *Code_retour, ,iccode_erreur) ; 
printf("--------------------------------------------------------\n" ) ; 










{ st_bd_tache tache; 
#if DEBUG_BASE_DE_DONNEES 
printf(l1 »>TAGHE_COHGEPT_SUIVANT. \n 11 ); 
printf("--------------------------------------------------------\n"); 
printf { 11 Arguments : \n") ; 
printf("--------------------------------------------------------\n"); 
#endif 
*C0•:1e retour = OK; 
*COde_erreur OK; 
'*************************************************************************** 
* RECHERCHE DU CONCEPT SUIVANT DE LA TACHE * 
***************************************************************************' 
re1J:ind ( f d _tache ) ; 
do 
{ fr-ead (&tache,sizeof{tache},1,fd_tache); 
} 
while (strc:m.p{identifiant_tache, tache.no:m._ta.che) != O) ; 
concept_declenche->type_concept = SOUS_SCHEMA; 
strcpy {concept_declenche- >id_concept_declenche, 
tache. nom_sous_schema_cteclern::he ) ; 
Uif DEBUG_BASE_DE_DONNEES 
printf ( u-------------------------------------------------------- \ n u) ; 
printf( 11 Concept suivant declenche : \ n 11 ) ; 
printf ( "Type : ï.i::l. \n 11 , concept_declenche- >type_concept ) ; 
printf ( 11 tfo1tt : r.s. \n 11 , concept_declenche->id_concept_declenche}; 
printf (" -------------------------------------------------------- \n" ) ; 
prir.tf { 11 Gode retour : t:d Gode erreur : ~d. \ n ", *COde_r-etour , *GOde_err-eur-); 
printf{"----------------------------- ---------------------------\n°) ; 
◄ 






char identifiant_sous schema [MX_ID_SOUS_SGHEMA + 1]; 
st_c_declenche *COncept_declenche; 
ty _code_retour •code_r·etour; 
ty_code_erreur •code_erreur; 
{ st_bd_sous_schema sous_schema; 
#if DEBUG_BASE_DE_DONlŒES 
pr-intf( 11 >>>SOUS_SGHEMA_GONGEPT_SUIVANT.\nn); 
printf("--------------------------------------------------------\n"}; 
pr-intf < fi Arg'Ulllents : \n 11 ) ; 
printf("--------------------------------------------------------\n"}; 
#endif 
•code_retour = OK; 
*Code erreur= OK; 
/*************************************************************************** 





{ frea.d { &sous_schema, sizeof { sous_scheill.a) , 1, fd_sous_s chema} ; 
} 
while < strc:mp ( identif iant_sous_sche:m.a , sous_schema. nOirl_sous_schenta) ! = O) ; 
concept_declenche->type_concept = sous_schema.type_concept_declenche; 
strcpy (concept_declenche->id_concept_declenche, 
sous_schema. id_concept_declencrte ); 
ilif DEBUG_BASE_DE_DONNEES 
printf ( u---------------------------------------------- - ---- ----- \ n" ) ; 
printf( 11 Concept suivant declenc;he :\n 11 ) ; 
printf ( "Type : r.ct.\11 11 ,concept_declenche- >type_concept ) ; 
printf ( "Horn. : ¼s. \n 11 , concept_declenche->id_concept_declenche}; 
printf( 11 --------------------------------------------------------\ntt ); 
printf("Code retour: id Code erreur: %d.\n",*COde_retour,•cocte_erreur) ; 
printf("--- ----------- -------- ----------------------------------\n 11 }; 




boucle_concept_suivant ( identifi~·t_boucl e , cri tere , concept_declenche, 












{ st_bd_boucle boucle; 
Uif DEBUG_BASE_DE_DONNEES 
printf( 0 >>>BOUGLE_GOHGEPT_SUIVANT.\nu); 
printf("--------------------------------------------------------\n"); 
printf ( nArgtunents :\nn); 
printf{ 11 --------------------------------------------------------\n11 }; 
ttendif 
*Code_retour = OK; 
*COde_erreur = OK; 
'*************************************************************************** 




{ fread (&boucle,sizeof(boucle},1,fd_boucle ) ; 
} 
while {strcr11p(identifiant_boucle, boucle.norn_boucle) '= O); 
if (:+:critere == SOUS_SCHEl'IA) 
{ concept_declenche->type_concept = SOUS_SCHEl'IA; 
strcpy{concept_declenche->id_concept_declenche , 
boucle.sous_schema_declenche ) ; 
} 
else 
{ if (boucle.fin_sous_schem.a[OJ '= ' \ O' ) 
} 
{ strcpy( concept_declenche- >id_concept_declenche, boucle. fin_sous_scheJfta ) ; 
*COde_retour = FIH_SOUS_SGHE11A; 
} 
else 





printf (" --------------------------------------------------------\n"}; 
printf ( "Concept suivant declenche : \ n") ; 
printf ( "Type : r.d.\n 11 ,concept_declenche->type_concept ); 
printf { "Hom : ::--:s. \nu, concept_declenche->id_concept_declenche); 
printf ( "--------------------------------------------------------\11"); 
printf ( 11 Gode retour : ~d Code erreur : ;,:d. \n 11 , *Code_retour, *Code_erreur-) ; 
printf {" ------------------ --------------------------------------\n") ; 






condition_concept_suivant (identifiant_condition,critere,concept_declenche , 
code_retour,code_erreur) 





{ st_bd_cond_declenche cond_decl; 
#if DEBUG_BASE_DE_DOIDŒES 
printf( 11 >>>CONDITION_CONGEPT_SUIVANT.\n 11 ); 
printf{ 11 --------------------------------------------------------\n11 }; 
printf(uArguments :\nu); 
printf( 11 --------------------------------------------------------\n"); 
#endif 
•code_retour = OK; 
*COde_erreur = OK; 
'*************************************************************************** 
* RECHERCHE DU CONCEPT SUIVANT DE LA CONDITION 
* 
*************************************************************************** ' 
rewind { fd_cond_decl}; 
do 
{ fread (&cond_decl, sizeof(cond_decl}, -1 , fd_cond_decl}; 
} 
while { (strcmp(identifiant_condition, cond_decl.nom_condition) t= o) OR 
(•cr-itere != cond_decl.evaluation)); 
if (cond_decl.fin_sous_schema[O] != 1 \0 1 } 
{ strcpy{concept_declenche->id_concept_declenche,cond_decl.fin_sous_schema;; 











pr-intf { 11 Goncept suivant declenche :\n"} ; 
printf ( "T:ype : };d. \n 11 , concept_declenche->type_concept); 
pr-intf ( u1fom : r.s. \n 11 , concept_declenche- >id_concept_declenche) ; 
printf("--------------------------------------------------------\n"); 
printf( "Gode retour: Xd Gode erreur: Xd.\ntt,•code_retour,•code_erreur); 
printf!"--------------------------------------------------------\n"); 















{ st_bd_op__primi ti ve op_prim; 
[MX_ID_OPERATION + -1]; 
ttif DEBUG_BASE_DE_DONNEES 
printf(H>>>OPERATION_GONGEPT_SUIVANT.\n 11 ); 
printf("--------------------------------------------------------\n"}; 
printf ( 11Ar·guments :\n11 }; 
printf(uldentifiant op prim: r.s.\n",identifiant_op_prim}; 
printf("--------------------------------------------------------\n11 ); 
#endif 
*Code_retour = OK; 
*COde_erreur = OK; 
/*************************************************************************** 
* PECHERCHE DU CONCEPT SUIVANT DE L1 0PEP.ATION PRIMITIVE 
* 
***************************************************************************' 
rewind ( fd_op__prim); 
do 
{ fread {&op__prim, sizeof (op__prim), 1, fd_op__prim); 
} 
while (strcmp(identifiant_op_prim,op_prim.nom_operation) '= o); 
if (op__prim.fin_sous_schema[OJ != 1 \0 1 ) 
{ strcpy( concept_declenche- >id_concept_d.eclenche, op_priirt. fin_sous_sche:m,:ï.); 
•code_retour = FIN_SOUS_SCHEYlA; 
} 
else 
{ concept_declenche->type_concept = op__pri:m. type_concept_declenche; 
strcpy{concept_declenche->id_concept_declenche, 




printf ( 11 Concept suivant declenche : \n 11 ); 
printf ( ri Type : ;~d. \n 11 , concept_declenche- >type_concept); 
printf ( "Ho:m ; :~s. \n", concept_declenche->id_concept_declenche); 
printf{"--------------------------------------------------------\n"); 
printf("Gocte retour: ¼d Gode erreur: Xd.\n",*code_retour,*code_erreur); 
printf("--------------------------------------------------------\n"); 
printf ( "«<OPERAT!OH_COl-ICEPT_SUIVANT. \ n 11 ); 
ttendif 
j 
- ,-, .-. 
- .) \...J :-;. -
L . ~''· ·' 
!•************************************************************************** ' 
variable_boucle (identifiant_boucle,variable_boucle,code_retour,code_erreur) 
char identifi.:mt_boucle [MX_ID_BOUCLE + 1]; 









printf( "Arg\unents :\n 11 ); 
printf(uldentifiant boucle : %s.\nu,identifiant_boucle); 
printf{"--------------------------------------------------------\n 11 }; 
ftendif 
•code_retour = *Code_erreur = OK; 
/************************************************************************** 




while {fin== FALSE} 
{ 
fread (&boucle, sizeof (boucle), 1, fd_boucle); 
if { strCillp (boucle. noJR._boucle, identif iant_boucle) -- o) 
{ 
} 
strcpy (variable_boucle, boucle.no:m_variable); 
fin = TRUE; 
} 
ttif DEBUG_BASE_DE_DOHHEES 
printf("--------------------------------------------------------\n" ) ; 
printf ( "Variable de la boucle : ;{s. \n", variable_boucle); 
printf{"--------------------------------------------------------\n11 }; 
printf ( 11 Code retour : ;.!d Code erreur : ;.!d. \11. 11 , *Code_retour, *Code_erreur ) ; 
printf("--------------------------------------------------------\n"); 


















printf{ "identifiant_ois : r.s\n", identifiant_ois}; 
printf( 11 type du critere : r.s\n", type_oi); 
printf{"--------------------------------------------------------\n"); 
#endif 
liste_oi [O] = HULL; 
*COde_r-etour = *COde_erreur- = OK; 
/************************************************************************ 
* RECHERCHE DE TOUS LES OISE TROIJTJANT DANS L'OIS SPECIFIE A TOUS LES * 
*NIVEAUX. * 
+++++++*++++++++++++++++++++++++++++++++•******************************+ / 
oi_dans_ois (identifiant_ois, liste_oi, code_retour, code_erreur); 
ptr_courant = liste_oi [OJ; 





{ptr_courant->classe, 11 DOSSIER 11 } --
{ptr_courant->classe, "F IGHIER") --




strcpy (id_ois_classe.classe, ptr_courant->Glasse); 
strcpy {id_ois_classe.type, ptr_courant->type ) ; 
strcpy ( id ois classe. nom, ptr_courant- >non'l) ; 
id_ois_classe.nu.m._copie = ptr_courarit->nurri_copie; 
liste_aux [ o] = mn.L; 
-- OK) 
oi_dans_ois (&id_ois_classe, liste_aux, code_retour, code_erreur); 
if (liste_aux [OJ != NULL) 
{ 
ptr = ptr_courant->ptr_suivant; 
ptr_cour-ant->ptr_suivarit = liste_aux (o]; 
while (liste_aux [ o ]- >ptr_sui varLt ! = NULL) 
liste_aux [OJ = liste_aux [O]->ptr_suivant; 
liste_aux [OJ- >ptr_suivant = ptr; 
} 




* DANS LA L ! STE GO:NSTI TUEE, ON :HE RET!El:f! Q_lŒ GEU'./. Q_UI REPONDENT AU * 
* CRITERE SPECIFIE * 
************************************************************************/ 
'************************************************************************ 
* PEGHERGHE DE TOUS LES OIE SE TROUVAHT DANS L'OIS SPECIFIE * 
************************************************************************/ 
if (strcmp {type_oi, "OIE")== o .AttD •code_retour == OK AND •code_erreur --
OK) 
{ 
ptr_courant = liste_oi [O]; 
~hile {ptr_courant != h1JLL) 
{ 
if (strclllp (ptr_courant->classe, 
str-cmp (ptr_cour-ant->classe, 
strcmp (ptr_courant- >cl,:1.sse, 
11 P ILE") 
11 f ICHIER") 
11DOSS!ER 11 ) 








else ptr->ptr_suivant = ptr_courant->ptr_suivant; 
else ptr = ptr_courant; 
} 
ptr-_courant = ptr_courant->ptr-_suivant; 
} 
/************************************************************************ 
* RECHERCHE DE iOUS LES OIS SE TROUVANT DAHS L'OIS SPECIFIE * 
************************************************************************' 
if (str-cmp {type_oi, "OIS") == o AND •code_r·etour == OK AND •code_erreur --
OK) 
{ 
ptr-_courant = liste_oi [CJ; 
while (ptr_courant t = ID.TI.L) 
{ 
if (strcmp (ptr-_co11r·ant- >classe, 
strcmp {ptr_courant->classe, 
str·c1r.p (ptr_cour-ant->classe, 
HMESSAGE 0 ) 
"FORMù'LAIP.E Il} 
11 DOCTJMENT Il ;, 
if {ptr_courant == liste_oi [ü]) 
liste_oi [OJ = ptr_cour-ant->ptr_suivant; 
-- 0 OF~ 
-- 0 OR 
-- 0 } 
else ptr->ptr_suivant = ptr_courant->ptr_suivant; 
} 
ptr_courant = ptr_courant->ptr_suivant; 
} 
~tif DEf,UG_r,ASE_DE_DONlŒES 
else ptr = ptr_courant; 
printf("--------------------------------------------------------\n"); 
printf("Resultats :\n"); 
ptr = liste_oi[oJ; 
while (ptr != HULL) 
-3() 1 -
{ 
printf("classe ï.s\n", ptr->classe); 
printf ("type ï.s\n 11 , ptr- >type) ; 
printf { 11 nom ï.s\n 11 1 ptr- >nm() ; 
printf { "num copie ï.d\n\n", ptr->nuI!l_copie); 
ptr = ptr->ptr_suivant; 
} 
printf("--------------------------------------------------------\n"); 
printf { ne ode retour : ;,~d Code erreur : :Y.d. \n 11 1 *Code_retour, *COde_erreur); 


























pr-intf (" > »GOHST ITUA..1iT_O I S. \n") ; 
printf{"--------------------------------------------------------\ntt}; 
printf ( 11 Arguments : \n") ; 
printf("identifiant_ois : ï.s\nu, identifiant_ois); 
printf( 11 type du criter·e : ;.~s\n 11 , type_oi); 
printf("--------------------------------------------------------\n"); 
ttendif 
liste_oi [O] = liTJLL; 
*COde_retour = *Code_er-reur = OK; 
'************************************************************************ 
* REGARDER SI L1 üIS EXISTE DANS LE SYSTEME 
************************************************************************' 
fin_fichier = FALSE; 
trouve = fALSE; 
rewind ( fd_inf on1ation} ; 
if ( fread ( lHnf onnationJ sizeof ( inf ornation), 1, fd_inf onn,:ttion) -- o) 
f in_fichier- = TRlJE; 
while (fin_fichier == FALSE AND trouve == FPLSE} 
{ 
if ( str-cm.p ( iijentifiant_ois- >classe, inf or-mation. identifi,mt_oi. classe ;. 
== o AND 
-- ..:_i 1 · J _ 
str-cJ1lp { identif iant_ois- >type, inf or-:rrtation. identif iant_oi. type } 
== o AND 
strcmp ( identifiant_ois- >nom, information. identifia.11t_oi. nom) -- o) 
trouve= TRUE; 
if {fread (&information, sizeof (information), 1, fd_information) -- O) 
fin_fichier- = TRUE; 
} 
if {trouve== PALSE) 
*COde_erreur = EXISTE_PAS; 
i**************************************************************************** 
* EVALUAT ION DU CRITERE DE RECHERCHE ET TRAITEMENT EN CONSEQUENCE 
* 
****************************************************************************' 
if (strcmp (type_oi, "OIE") == o AND trouve == TRUE} 
oie_dans_ois (identifiant_ois, liste_oi, code_retour, code_erreur); 
if (strcmp (type_oi, "OIS"}== o AND trouve== TRUE) 
ois_dans_ois {identifiant_ois, liste_oi, code_r-etour-, code_erreur); 
if (strcmp (type_oi, "TOUS")== o AND trouve== TRUE) 
oi_dans_ois {identifiant_ois, liste_oi, code_retour, code_erreur}; 
#if DEBUG_BASE_DE_DOfilŒES 
printf("--------------------------------------------------------\n 11 ); 
printf ( "Resul tats : \n"); 
ptr = liste_oi[O); 
1Jlhile (ptr ! : HULL) 
.f 
~ 
printf{ 11 classe ¼s\n", ptr->classe); 
printf ( 11 type i!s\n 11 , ptr-- >type); 
printf("nom %s\n", ptr->nom); 
printf ( "nuJ,l copie ~:d\n\n 11 , ptr- >mml_copie) ; 
ptr = ptr-->ptr-_suivant; 
} 
printf( 11 --------------------------------------------------------\n"); 
printf ( "Code retour : ~:et Code erreur : ï:d. \n", *COde_retour-, *COde_er-r-eu.r-); 
printf("--------------------------------------------------------\n"}; 




* RECHERCHE DE TOUS LES OIE SE TROUVAHT DA..1iS L'OIS SPECIFIE * 
* AU PREl1! IER NTVEAU. * 
**************************************************************************** ' 












st_liste_identifiant_oi *ptr, *anc_ptr; 
fin_fichier = FALSE; 
= NULL; anc_ptr 
rewind (fd_classe~ent}; 
if (fread (&classement, sizeof (classement), 1, fd_classement) -- O) 
fin_fichier = TRUE; 
while {fin_fichier == FALSE} 
{ 
if (strcmp (classement.id_ois.classe, identifiant_ois->classe) == o All'D 
strcmp (classement.id_ois.type, identifiant_ois->type) == o AND 
strcmp (classement.id_ois.nom, identifiant_ois->nom) == o AND 
classement.id_ois.num_copie == identifiant_ois->num_copie) 
if (strcmp (classement.id_oi_classe.classe, "FORMULAIRE")== o OR 
strc:m.p {classe:m.ent.id_oi_classe.classe, 11 MESSAGE 11 } == o OR 
strcm.p (classement. id_oi_classe. classe, nnoCIDŒNT 11 ) == O) 
{ 
ptr = (st_liste_identifiant_oi +} 
malloc (sizeof(st_liste_identifiant_oi)); 
strcpy (ptr->classe, classement.id_oi_classe.classe); 
strcpy {ptr->type, classeJJlent.id_oi_classe.type}; 
strcpy (ptr->nom, classement.id_oi_classe.nom); 
ptr->nu:m._copie = classement.id_oi_classe.nUJn._copie; 
ptr->ptr_suivant = NULL; 
if (liste_oi [O] == NULL} 
liste_oi [O] = ptr; 
else anc_ptr->ptr_suivant = ptr; 
anc_ptr- = ptr-; 
} 
if ( fread (&classement, sizeof ( classentent), ·1, f d_classentent) -- o} 
f in_f ichier = TRUE; 
} 
if {liste_oi [O] == NTJLL) 
*COde retour= VIDE; 
} 
/************************************************************************ 
* RECHERCHE DE TOUS LES OIS SE TROUVANT DA.NS L ' OIS SPECIFIE A.U PP.EMIER* 
*NIVEAU. * 
************************************************************************! 
ois_dans_ois (identifiant_ois, liste_oi, code_retour, code_erreur) 
st_identif ia..11t_oi *i=1entif i.::t...-rtt_ois; 
st_liste_identifiant_oi *liste_oi[]; 
ty _code_retour =+=code_retour; 




st liste_identifiant_oi *ptr, *arlc_ptr; 
fin_fichier - FALSE; 
anc_ptr = NULL; 
rewind {fd_classement}; 
if (fread (lklassement, sizeof (classement), 1, fd_classement) -- O) 
fin_fichier = TRUE; 
while {fin_fichier -- FALSE} 
{ 
if (strcmp (classement.id_ois.classe, identifiarLt_ols->classe) == o A.."'ID 
strcmp (classement.id_ois.type, identifiant_ois->type} == o AND 
strcmp (classement. id_ois. norn., identif iarLt_ois- >n01n ) == o AND 
classement.id_ois.num_copie == identifiant_ois->nUJ11_copie) 
if (strcmp (classement.id_oi_classe.classe, "FICHIER") --
strc:mp (classement.id_oi _classe.classe, 11 DOSSIER 11 ) --
strcm.p (classem.ent.id_oi_classe.classe , "PILE") -- 0) 
f 
•. 
ptr = (st_liste_identifiant_oi *} 
malloc (sizeof(st_liste_identifiant_oi)}; 
strcpy (ptr->classe, classement.id_oi_classe.classe}; 
strcpy (ptr·- >type, classement. id_oi_classe. type) ; 
strcpy (ptr- >nom, classement.id_oi_classe.nom); 
ptr- >num._copie = cl,2sse:ment. id_oi_classe. num_copie; 
ptr->ptr_suivant = NULL; 
if {liste_oi [O] == NULL) 
liste_oi [O] = ptr; 
else anc__ptr->ptr_suivant = 





if ( f read ( &class:en1ent, sizeof (classement ) , 1, fd_class:em.ent ) -- o) 
fin_fichier- = TRUE; 
if (liste_oi [OJ == NULL} 
*Code_retour = vrn.E; 
} 
/************************************************************************ 








ty_code_err-eur :;:code_er-reur ; 
- ""Z f-\ C:: -




st_liste_identifiant_oi *ptr·, *artc_ptr; 
fin fichier= FALSE; 
anc_ptr = NULL; 
rewind (fd_classement}; 
if {fread (&classement, sizeof (classement}, 1, fd_classement) -- O) 
fin_fichier = TRUE; 
while {fin_fichier == FALSE) 
{ 
if (strcmp (classement.id_ois.classe, identifiant_ois->classe) == o A.ND 
strcmp (classement.id_ois.type, identifiant_ois->type} == o AHD 
strcmp {classement. id_ois.noJTL, identifiant_ois->nom) == o AND 
classement.id_ois.nu.in_copie == identifiant_ois->num_copie) 
{ 
ptr = {st_liste_identifiant_oi *) 
malloc (sizeof(st_liste_identifiant_oi)); 
strcpy (ptr->classe, classement.id_oi_classe.classe); 
strcpy {ptr-->type, classement.id_oi_classe.type}; 
strcpy (ptr->nom, classement.id_oi_classe.nom); 
ptr->num_copie = cla.ssement.id_oi_classe.num~copie; 
ptr-->ptr_suivant = NULL; 
if (liste_oi [O] == HULL) 
liste_oi [O] = ptr; 
else anc_ptr- >ptr_suiva.ri.t = ptr; 
anc_ptr- = ptr; 
} 
if (fread (&classement, sizeof (classement), 1, fd_classe:ment) -- O) 
fin_f ic:tüer = TRUE; 
} 
if (liste_oi [O] == ~1JLL) 




char classe [I-D~_LG_CLASSE + 1 J; 








st_liste_identifiant_oi =+=ptr, *artc_ptr; 
4~if DEBUG_BASE_DE_DONNEES 
printf { 11 » >OBJETS_CLASSE. \nll); 
printf( "--------------------------------------------------------\n11 ); 
printf{"Ar~JJ11ents :\n"); 
printf(llclasse : :Y.s\n 11 , classe); 
printf( 11 --------------------------------------------------------\n"); 
#endif 
*COde_retour = *COde_erreur = OK; 
/*************************************************************************** 












rewind { fd_infontation) ; 
if ( f read ( &infor1r1.ation, sizeof ( inf onflation), 1, fd_infonlation) -- o) 
fin_fichier = TRUE; 
while (fin_fichier == FALSE) 
{ 
if (strcm.p {information. identifiant_oi. classe, classe} -- O} 
{ 
ptr = (st_liste_identifiant_oi *) 
lîlalloc (sizeof (st_liste_identifiant_oi)); 
strcpy (ptr- >classe, information. i,jentif iant_oi. classe) ; 
strcpy (ptr->type, infor!fiation.identifiant_oi.type); 
strcpy (ptr->nom, information.identifiant_oi.nom); 
ptr- >mm1_copie = inforn1ation. identif iant_oi. nurn_copie; 
ptr->ptr_suivant = l~JLL; 
if (liste_oi[O] == NUT~L) 
liste_oi[O] = ptr; 
else anc_J)tr-->ptr_suivant = ptr; 
anc_ptr = ptr; 
} 
if ( f read ( &infornation, sizeof ( infoni.a.tion), ·i, f,j_inforl'li.ation) -- o ) 
fin_fichier = TRUE; 
} 
if (liste_oi [O] == NULL) 




ptr = liste_oi(o]; 
while (ptr != m.JLL) 
{ 
printf( 11 classe : ;~s\nll, ptr->classe); 
printf ( "type : %s\n!I, ptr->type); 
printf { 11 n01rt : %s\n", ptr- >nOJit) ; 
- 3(:7 -
pr-intf{ 11 nUJ11 copie : i~d\n !i , ptr-- >nuJ\i._copie) ; 
ptr = ptr- >ptr-_sui v,::tnt; 
} 
printf("--------------------------------------------------------\n"); 
printf ("Gode retour : ?.d Gode erreur : ?.d. \n", *COde_retour, *COde_erreur) ; 
printf{"--------------------------------------------------------\n11 }; 



















printf { 11 » > TOUS_OBù'ETS. \n") ; 
~tendif 
*Code retour= *Code_erreur = OK; 
Î************************************************************************ 
* LECTURE DE TOUS LES O I DU FI CHIER INFOPJif...AT ION 
* 
************************************************************************' 
fin_ fichier = FALSE; 
anc_J)tr = .ITTJLL ; 
liste oi 
-
[O] = HULL; 
rewind { fd_inform.ation}; 
if {fread (infonri,:il.tion, sizeof (inforniation), 1, fd_infornLation) -- o ) 
f in_f ichier = TRL'E; 
while (fin_fichier == FALSE) 
{ 
ptr = (st_liste_identifiant_oi *) 
:malloc (sizeof {st_liste_identifiant_oi}}; 
s:trcpy (ptr- >classe, infor111ation. identifiant_oi. classe ) ; 
strcpy (ptr->type, information. identifiant_oi. type); 
strcpy (ptr- >no:m, information. identif iant_oi. nmr1} ; 
ptr-- >nurn_copie = infonnation. identifiant_oi. nurn._copie; 
ptr->ptr_suiv,~"1t = liULL; 
if (liste_oi [O] == NL"LL) 
liste_oi [O] = ptr; 
else ,::mc_ptr-->ptr_suivant = ptr-; 
anc_ptr = ptr-; 
if ( fr-ead ( information, sizeof ( inforr:tation), ·t, fd_inforn1ation) -- o) 
fin_fichier = TRUE; 
- 3()é~ -
} 
if {liste_oi [O) == NTJLL) 
*COde_retour = VIDE; 
nif DEBUG_BASE_DE_DOIDŒES 
printf("--------------------------------------------------------\n"); 
printf("Resultats :\n" ) ; 
ptr = liste_oi [O]; 
while (ptr != :tfùLL} 
{ 
pr·intf ( 11 Classe ¼s\n11 , ptr-- >classe); 
1::irintf ( nrype r.s\n", ptr-- >type); 
printf { "NoJYt r.s\n il , ptr->noitt); 
printf( 11 mm copie ¼d\n\n 11 , ptr->ntlll'l_copie); 
ptr = ptr->ptr_suivant; 
} 
printf("-------------------------------------------------- ------\n") ; 
printf( ucode retour : r.d Gode erreur : r.d. \n", •code_retour, *COde_erreur) ; 



























printf { 11 » >PREMIER_O I_P ILE. \n 11 ) ; 
ttendif 
*COde_retour = *COde_erreur = OK; 
+ 1]; 
'*************************************************************************** 
* RECHERCHE DU DENIER OI INSERE SUR LA PILE * 
***************************************************************************/ 
max = o; 
t-1.n_fichier- = FALSE; 
rewind (fd_classement); 
if (fread (&classement, sizeof (classement), 1, fd_classement) -- O) 
f in_f iclüer- = TRUE; 
while {fin_fichier == FALSE) 
{ 
if ( classe1'lent. mlifl_clas > :m.ax AND 
{ 
strcJrLP (nori1____pile, cl,:tssement. id_ois.no111) == o AND 
strcrnp { 11 PILE 11 , classern.ent. id_ois. classe} == O} 
strcpy (identifiant_oi->classe, classement.id_oi_classe.classe); 
str-cpy (identifiant_oi->type, classeiftent.id_oi_classe.type}; 
str·cpy ( identif iant_oi- >nom., classer11ent. id_oi_classe. nom} ; 
identifiant_oi->num_copie = classement.id_oi_classe.num_copie; 
max= classement.r~.lm._clas; 
} 
if (fread (&classement, sizeof (classement), 1, fd_classement) -- o) 
fin_fichier = iR'îJE; 
} 
'************************************************************************* 
=t: SI Ott N'A RIEN TROUVE, IL fATJT VERIFIER Q_UE LA PILE EXISTE * 
*************************************************************************' 
if {max== O) 
{ 
r-ewind ( fi:1_infontation::, ; 
fin_fichier = FALSE; 
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trouve= FALSE; 
if {fread (information, sizeof (information), 1, fd_information) -- O} 
fin_fichier == TRUE; 
"''hile {fin_fichier == FALSE AND trouve == FALSE) 
{ 
if (strcmp (infon11ation. identifiant_oi. classe, 11 PILE 11 ) == o AND 
strcmp {information.identifiant_oi.nom, nom_pile} == O} 
} 
{ 
•code_erreur = PILE_VIDE; 
trouve = TRUE ; 
} 
else if {fread {information, sizeof {information}, 1, 
fd_information) == O) 
fin_fichier == TRUE; 
if {trouve== FALSE) 
•code_erreur = PILE_EXISTE_PAS; 
} 
ttif DEBUG_BASE_DE_DOIDŒES 
printf( 0 --------------------------------------------------------\n"); 
printf("Resultats :\n8 ); 
printf ( "Classe %s\n 11 , identifiant_oi->classe); 
printf { "Type %s\n 11 , identifiant_oi->type); 
printf ( "Nom r.s\n u, identifiant_oi- >nom) ; 
printf { "NUIA. copie :Y.d\n 11 , identifiant_oi- >nUIA._copie) ; 
printf("--------------------------------------------------------\n11 ); 
printf{ 11 Code retour: r.d Code erreur: r.d.\n",*code_retour,*code_erreur}; 
printf{ 11 ---------------- ----------------------------------------\n"); 












classe [MX_LG_CLASSE + 









1 ] ; 
pr-intf ( 11 > »L IRE_TYPE_F I CHIER. \n 11 ) ; 
printf("--------------------------------------------------------\n"); 
printf { 11 Argt.uttents :\n11 }; 
printf( 11 Clas:se du fichier 
printf ( "Type du fic:tüer 
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r 
printf( "--------------------------------------------------------\ n"); 
fte:ndif 
*COde_r·etour = *COde_erreur = OK; 
!************************************************************************** 
* LECTUPE DU FICHIER CLASSEMENT * 
**************************************************************************! 
fin_fichier = f ALSE; 
trouve = F'ALSE; 
rewind (fd_classement); 
if (fread (&classement, sizeof (classement), 1, fd_classement) -- O) 
fin_fichier = TRUE; 
while (fin_fichier == f ALSE A..lID trouve == FALSE) 
{ 
if {strc:m.p {classe1rtent.id_ois.classe, identifiant_fichier->classe) == o 
AND strcmp (classement.id_ois.type, identifiant_fichier->bJPe) == o 
AND strcifip {classement. id_ois. nom, identif Lmt_f ichier- >nom.) -- o } 
{ 
trouve= TRUE; 
strcpy {classe, classe~ent.id_oi_classe.classe}; 
strcpy (type, classement.id_oi_classe.type); 
} 
else if (fread (&classement, sizeof (classement),1, 
fi:l._classeD1ent) ==O) 
fin_fichier = TRUE; 
} 
if {trouve== FALSE) 
*COde_retour = FIGHIER_VIDE; 
Uif DEBUG_BASE_DE_DONNEES 
printf{"--------------------------------------------------------\n") ; 
printf { 11 Resultats :\n11 }; 
printf ( "Glasse : ~s\n", classe ) ; 
printf ( 11 Type : xs\n", type) ; 
printf{ "Gode retûlff : %d Gode erreur : %d. \n 11 , *Code_retour, *COde_erreur}; 
printf("-------------------------------------------------------- \n 11 ); 












nom [MX_OI_NOM + 1]; 




+ 1] j 
1 
1 
st_bd_inform.ation inf onaation; 
short trouve; 
nif DEBUG_BASE_DE_DONNEES 
printf{ "»>PILE_OBJET_INIEP.FACE. \n 11 ); 
printf{"--------------------------------------------------------\n"}; 
printf ( 11 Arguments : \nu) ; 
printf ( 11 Classe : xs\n H, classe) ; 
printf { "Nom : ï-:s\n", nolll); 
printf{"--------------------------------------------------------\n"); 
#endif 
*COde_retour = *COde_erreur = OK; 
/************************************************************************** 




trouve = FALSE; 
fread (&inforll'lation, sizeof {inforll'lation), 1, fd_inforll'lation); 
while (trouve== FALSE) 
{ 
if ( strcmp ( inf onnation. obj_int_classe, classe) -- o Ah"D 
strcmp (infonnation.obj_int_nom, nom)== O) 
{ 
strcpy ( ir:lentifiant_ois- >classe, inforritation. ictentifiant_oi. classe}; 
str-cpy {identifiant_ois->type, info:rn.ation. identifiant_oi. type}; 
strcpy (identifiant_ois->nom, inform.ation.identifiant_oi.nom); 
identifiant_ois->num_copie = information.identifiant_oi.num_copie; 
trouve = TRUE; 
} 





printf( "Classe de 1 1 OIS ï.s\n 11 , identifiant_ois- >classe}; 
pr-intf( 11 Type de l' OIS ?.s\n 11 , identifiant_ois->type ) ; 
printf ( 11 1:fom de l 'OIS r.s\n 11 , identifiant_ois- >nom ) ; 
printf{"Num copie de l 1 0IS ½d\n 11 , identifiant_ois->num_copie); 
printf("--------------------------------------------------------\n" }; 
printf ( "Gode retour : r.d Code err·eur : r.d. \n 11 , *COde_retour, *COde_erreur); 
printf("--------------------------------------------------------\n"); 





nUJflero _copie { identif iant_oie, rn.lln.ero , code _retour-, code _erreur} 
st_identifiant_oi •identifiant_oie; 
int *rtUJfLer-o; 
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printf ( "»>NUMERO_GOPIE. \n"}; 
ttendif 
•code_retour· = OK; 










wtd.le {(trouve == FALSE) AND (fin_ficttier- == FALSE)) 
{ if (fread {&info,sizeof{info},1,fd_information} t= 1} 




{ if ((strcmp(identifiant_oie->classe,info.identifiant_oi.classe) == O) 
MID (strclîlp{identifiant_oie->type ,info.identifümt_oi.type} == O} 
AND (strcm.p(identifiant_oie->nom ,info.identifiant_oi.nom) == û) 
AND (•nufüero < info.identifia:nt_oi.num_copie) ) 
} 
{ trouve = TRUE; 




printf("Code retour: ~d Code erreur: ~d.\n",•code_retour,•code_erreur); 
printf("--------------------------------------------------------\~"); 









{ st_bd_cla.sseme:nt class; 
st_bd_inf orntation inf o; 
'*************************************************************************** 







printf( "»>CLASSEI'ŒNT_OI. \n"); 
#endif 
'*************************************************************************** 










r-ewind ( fd_infonaation} ; 
while ((trouve== FALSE) AND (fin_fichier == FALSE)) 
{ if (fread (&info,sizeof(info),1,fd_information) != 1) 




{ if {{strcmp(identifiant_oi->classe,info.identifiant_oi.classe} == O} 
AND { strcmp { identif iant_oi- >type , info. identifiant_oi. type) == o} 
AND (strcmp(identifiant_oi->nom ,info.identifiant_oi.nom) == O) 
AND (identifiant_oi->num_copie -- info.identifiant_oi.num_copie)} 
} 
{ trouve= TRUE; 
•code_erreur = OK; 
} 
'*************************************************************************** 
* VERIFIER QUE L1 OIS EXISTE 
***************************************************************************! 
if (•code_erreur == OK) 
{ 
•code_retour- = NOH_CLASSEMEHT; 
*COde_erreur = OIS_EXISTE_PAS; 
trouve = FALSE; 
fin_fichier = fALSE; 
re1JTind (fd_infor1rLation); 
while ({trouve == FALSE } AND (fin_fichier == FALSE)) 
{ if { fread ( &!info, sizeof { info), 1, fd_inforniation) t = 1} 
{ fin_fichier = TRUE; 
} 
else 
{ if {(str-cmp{identifiant_ois->cla:.:se,info.identifiant_oi.classe} == O} 
.AND ( strcmp(identifiant_ois:->type , info. identifiant_oi. type ) == O) 
A}m {str-cmp(identifiant_ois- >nom , info. identifiant_oi.non0 == o 
AHD {identifiant_oi- >nu.i,L_copie -- info. identifiant_oi.nUJil_Copie } 




{ trouve= TP..Ur.; 
*COde_er-r-eur- = OK; 
'*************************************************************************** 
* VERIFIER LE CLASSD1EHT OU NON DE L' OI DANS L ; OIS * 
*************************************************************************** ' 
if (•code_erreur == OK) 
{ 
trouve FALSE; 
fin_fichier = FALSE; 
rewind (fd_classeJilent); 
while ((trouve == FALSE) MID (fin_fichier == FALSE)) 
{ if ( fread ( &class, sizeof ( class), 1, fd_classe1flent) ! = 1) 
t fin_fichier = TRUE; 
} 
else 
{ if ( ( str-cmp ( ictentifiant_oi- >classe , class. id_oi_cla.sse. classe) == o ) 
AND { strcmp{ identifia:nt_oi->t:ype , class. id_oi_classe. type) == o;. 
AND ( str·cmp ( identifiant_oi- >nmrt , class. id_oi_classe. nom) == o) 
AND ( identifiant_oi- >ntmt_copie == class. id_oi_classe. mun_copie) 
AND (strcmp(identifiant_ois->classe,class.id_ois.classe) == O) 
} 
} 
AND ( strcmp { iclentifiant_ois- >type 
AHD ( str-c1np ( identifiant_ois- >nom 
AND (identifiant_ois->num_copie --
{ trouve= TRUE; 
*Cüd.e_r-etour- = CLASSEl1EHT ; 
} 
,class.id_ois.type ) == O) 
,class.id_ois.nom) == ü) 
class. id_ois. rtUJf1._copie)} 
4iif DEBUG_BASE_DE_DONNEES 
printf ! H--------------------------------------------------------\ n" ) ; 
printf( "Code retour: %d Code erreur- : %d.\n",•code_retour , •code_erreur) ; 
printf("--------------------------------------------------------\n"); 




















st liste_i::ientifiant_oi *Ptr, *anc_ptr; 
nif DEBUG_BASE_DE_DONNEES 
printf ( 11 >»RECHERGHE_OI. \n 11 ); 
printf("-------------------------------------------------------- \ n 11 ); 
printf( 11 Arg, ... unents : \n"); 
printf( ucode de recherche r.d\nu, *COde_recherche); 
printf("Classe ~s\n", classe); 
printf ( 11 Type %s\n", t 3tpe); 
printf("--------------------------------------------------------\ n"); 
uendif 
*Code retour= *COde_erreur- = OK; 
'************************************************************************** 
* LECTURE DU FICHIER INFORMATION 
* 
**************************************************************************; 
fin_fichier- = FALSE; 
anc_ptr = HT.JT.. .. L; 
liste_oi [OJ = rTTJLL; 
rewind (fd_information); 
if {freaà. (8,infor:mation, sizeof (information), 1, fd_information ) -- O) 
fin_fichier = TRUE; 
wlüle (fin_ficlüer == FALSE) 
{ 
aj oute_oi = F ALSE; 
svri tc!1 ( *COde_recherche) 
{ 
c,:tse 1 : if (s trcmp(informa.tion.ot,j_tr,:t,;.r_classe, '111 ) '= G) 





if ( str·cJftp ( irtf o:r-n1atio11. ideritif i,:trrt_oi . cli:tsse , classe ·:= ==J 
AND strc:m.p{information. obj_tr-av_classe, 11 !I} t= O} 
aj oute_oi = TRUE; 
break; 
if { str·c,i,p ( i:nf oriil-:t.tion. identif iant_oi. classe, classe) ==C 
AND strcmp (i:nforma.tion. identifiant_oi.type, type ==O 
AND strcmp{ inforntation. ob_j_tr,:i.v_classe, 11 n) t: o 





ptr = ( st_liste identifiarlt_oi *) 
:malloc ( sizeof ( st_liste_identifiant_oi)) ; 
str-cpy {p tr-- >cl ,:1.sse , infor-Jf.,:ttion. identifüint_oi. cl.s1.sse) ; 
str·cp:vf (ptr·- >t~'i1=1e, irifor-n"tatiort . iderttif iar ..t_oi . t~~rpe) ; 
strcpy (ptr- >nom, infonft,:ttion. icient:ifiar;t_oi. nœn) ; 




ptr->ptr_suivant = NULL; 
if {liste_oi [O] == NULL) 
liste_oi [O] = ptr; 
else anc_ptr->ptr_suivant = ptr; 
anc_ptr = ptr; 
} 
if {fread {&inforaation, sizeof{inforlliation}, 1, fd_inform.ation} -- O} 
fin_fichier = TRUE; 
} 
tif D:EBUG_BASE_DE_DONHEES 
printf{ 0 --------------------------------------------------------\n°}; 
printf( 0 Resultats :\n°); 
ptr = liste_oi [O]; 
while {ptr ?= NULL) 
{ 
printf{uClasse : ?.s\nu, ptr->classe); 
printf( 0 Type ?.s\n", ptr->type); 
printf(•Noa Y.s\nn, ptr->noa}; 
printf{ 1 Huln. copie ?.d\n\n", ptr->nUJ1t_copie}; 
ptr = ptr->ptr_suivant; 
} 
printf{ 1 Code retour: ?.d Code erreur: ?.d.\n°,•code_retour,•code_erreur}; 
printf{ 0 --------------------------------------------------------\n°}; 












*COde_retour = OK; 
•code_erreur = OK; 
'*************************************************************************** 





{ fread (&info, sizeof (info), ·t, fd_inform.ation); 
} 
while ({strcap{identifiant_oi->classe,info.identifiant_oi.classe} t= O} OR 
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strcmp{identifiant_oi->type , info. identifiant_oi. type} != ü) OR 
str-crf(P { identifiant_oi- >nOJfl , info. identifia.nt_oi. nom) t = o OR 
ider1tifi::L.~t_oi->n1..~~_copie ! = info. identif iant_oi. n1.t111_copie ) -
if (strcmp(info.obj_trav_classe, 11 îJ:..BLE_DE_ïRAVAIL 11 ) -- ü) 
{ *COde_retour = TABLE_DE_TRAVAIL; 
} 
if { strciflp{info. obj_trav_classe, "PHOTOGOP IEUSE 11 } -- o) 




printf ( "Code retour : ;,:d Code erreur : ;,:d. ·•,.n 11 , *Cüde_r-etour, :+:code_erreur); 
pr-intf("--------------------------------------------------------\n11 ); 





st_ valeur·_oi *Valeur_oi; 
ty_code_retour :+:code_r-etour; 
ty_code_erreur *COde_erreur; 







nif DEi:.UG :t,ASE DE DONNEES 
printf ( 11 > > >CREER_O I. \n 11 ) ; 
4tendif 
*COde_retour = OK; 
*COde_er·r·eur· = 01(; 
str·cp1,{ irifo. i *ierLtifiar1t_oi. cla.sse :i TJale11r-_oi- >classe) ; 
strcp:l{ info. ide~tifiant_ci. tJ,1Je , ,.,.t,:tlet:ir_oi->t~,pe) ; 
str-cpy( info. identif iant_oi. nom , va.leur_oi- >noJii) ; 
info. identifiant_oi. mu"iL_copie = va.leur_c:i- >nmrt_copie; 
strcpy{ info. etat, valeu.r_oi- >eta.t); 
str·cp~l( irtfo. ec1lear"tce, T.Jaleur·_oi- >ecl1eat1ce :; ; 
st!'.""·Gp~/( iri.fo s et=:tt_~:ior!ter;.1.1, ,;/a.le1.1!"'·_ei- :,.~ta.t cor~~e!"~l~) ; 
str·cpy( info. ordr-e_clas, valeur-_oi- >ordr-e_clas} ; 
str·ci:121{ irtfo. id_or·igir,al. classe, u if); 
strcp:,r(i~fc. id_orig·in:~l. t}13e , i: 11 ); 
str·cpy(info. id_or-igin.:tl.no:rit , 11 il :i; 
irtfo. i{l_or·igîr1al. r11-un_co1)ie = o; 
str-cpy info. obj_int_cl,::i.sse , li li 
strcpy in:fc. obj_int_nom ;: ;; 
strcpy info.obj_r-ang_nom 
strcpy{info.obj_:_trav_classe,""}; 
strcpy(info.obj_trav_nom ," 0 }; 
'*************************************************************************** 
* SI C'EST UN ORIGINAL D'OIE, LUI ASSOCIER TOUTES SES COPIE * 
***************************************************************************/ 
if {{strcmp(valeur_oi->classe, 1:MESSAGE•) == O) OR 
(strcmp(valeur_oi->classe, 1 FOmmLAIRE 0 ) == O) OR 
{strcap(valeur_oi->classe, 0DOGmŒNT 1 ) == O)} 
{ 
if (valeur_oi->nua_copie == O) 
{ fin_fichier = FALSE; 
} 
rewind { fd_inforaation) ; 
Yhile {fin_fichier == FALSE) 
{ offset= ftell(fd_information}; 
} 
if {fread {&info2,sizeof{info2),1,fd_information) '= 1) 
{ fin_fichier = TRUE; 
} 
else 
{ if ((strcmp(valeur_oi->classe,info2.identifiant_oi.classe) == O} 
AND (strcmp(valeur_oi->type ,info2.identifiant_oi.type) == o) 
AND (stI'CJ\J){valeur_oi->noa ,info2.identifiant_oi.noa) =• O)) 
} 
{ strcpy{info2 . id_original.classe,valeur_oi->classe}; 
strcpy{info2.id_original.type ,valeur_oi->type); 
strcpy{info2.id_original.nom ,valeur_oi->noa); 

















((trouve== FALSE) AND (fin_fichier == FALSE)) 
(fread (&info2,sizeof(info2),1,fd_information) != 1) 
f in_fichier = TRUE; 
else 
{ if ((strcmp(valeur_oi->classe,info2.identifiant_oi.classe) == O) 
AND (strcmp(valeur_oi->type ,info2.identifiant_oi.type) == O) 
AND (strcap(valeur_oi->noa ,info2.identifiant_oi.nom) == O) 
AND (info2.identifiant_oi.num._copie == O)) 




if (trouve== TRUE ) 




str-cpy{info. id_origirtal. type 
strcpy{ info. id_origîna.l. noiit 
irlf o. id_or·igirLal. rtU!r:._copie = 
, -rila.le1.ir·_oi- >t1,1=: e) ; 
, ·vftleur-_oi->nom) ; 
o; 
'*************************************************************************** 
* ENPEGISTP.ER :, 1 O! D.tiHS LA BASE DE DONNEES * 
........................................................................... , 
fseek (fct_infonnation, oL , SEEK_END); 
fwr-i te ( &info, sizeof ( info), ·î , fd_inf ormation} ; 
~tif DEBUG_BASE_DE_DOHNEES 
printf ( "----------- --------------------------------------------- \n"}; 
printf { 11 Code retour : :~d Co,:te erreur : ;{d. \n 11 , •code_retour, •code_erreur); 
printf {" --------------------------------------------------------\n 11 ); 











t,;/ code_reto1-ir· *CO!ie_reto1.1.r·; 
ty_code_err-eur :+:code_err-eur-; 
{ st_bd_infor-mation info; 
offset; 
ttif DEBUG_BASE DE Dül-Il-ŒES 
:t:ir·i11tf ( !! > > >JliOD If IER_O I. \!""i 11 ) ; 
#e:ndif 
*Sode retour-= OK; 
*Code erreur= OK; 
* LECTURE ET MOD IF I GAT I OH DE L 1 0 I 
***************************************************************************' 
do 
-t offset = ftell {fd._irtfor-rftatio11 ); 
f r·ea.d { 8-!irtfo, sizeof { i!lfo), 1, fd_irtfül"1ïla:"t.tio11) ; 
} 
while ( ( strcirtp(valeur-_oi- >classe, info. identif iant_oi. cl-:tsse t = o) OR 
( strc:mp (va.leur_oi- >type , info. identifiant_oi. t}.rpe) = o) OR 
{ str·cJf(P {,;l::tl e11.r·_oi->r10Jît :? irtfo, i,:ier1tifi 1:.ïI"tt_oi a r tOJft) ! = 0 OR 
{T,.laleur_oi->rturit_copie t= i11fo. ide11tifiar1.t_ci.rn1m._copie ) ; 
if {*b_etat == VRAI ) 
{ str-cpy(info.etat,va.leur-_oi->etat); 
} 
if (*b_echeance == VRAI) 
{ strcpy(info.echea:nce,valeur_oi - >echeance ) ; 
} 
if ( :;:b_cûntenu == VP.AI) 
{ strcpy(info.etat_contenu,valeur-_oi- >etat_conte:nu); 
~ f 
if { *b_or-dre == VRAI;, 
{ strcpy( info. ordre_clas, valeur_oi- >ordre_cl .~s) ; 
} 
f seek { fd_inf ornt-:1.tion, off set, SEEK_SET} i 
f 1;;ri te ( &inf o, sizeof ( inf o), ·1, fd_inf orrfta.tion ) ; 
nif DEI:,UG_I:,ASE_DE_DOHNEES 
printf ( 0 --------------------------------------------------------\n°); 
printf ( 11 Code retour: ;-:d Code erreur: ;-;d.\n",*code_retcur,*COde_erreur); 
printf( "--------------------------------------------------------\n"); 
pr·irttf ( n < < <I'IOD IF IER_O I. \ri u) ; 
uenctif 
!••*************************************************************************/ 
lect1.ire_oi ( iderttifi ,~~!.t_oi) ir~fo_oi ) code_retcnJ.r ~ code_errettr ) 
st_i::lerttifi::t11t_oi =+=ider1tif i 1:trLt_oi; 
st_,;_nüeur-_oi *info_o1; 
t:l_code_r·etour :+:code_retou1 .. ; 
ty_coc?e_erreur· *Güde_er-reur; 
-: st_bd_inf ornta.tio:n info; 
r,OOLE.AN trouve; 
BOOLEAli f iri_f icttier·; 
itif DEBUG_BASE_DE_DOHHEES 
pr-intf n > > >LECT!J~!E_O I. \ !1 i: ) ; U ________________________________________________________ ,~H}; 
printf ll Ar-guments :\ n!l); 
u Ide11ti:Eiartt cii :\rtn) ; 
printf "Classe 
pr-intf ;; Type 
JJr·i11tf n11orft 
pr·iritf n1f1-uft_copie 
:--;s. \r;.", identif iar1t_oi- >classe.) ; 
~~s. \n 11 1 identifiant_oi- >type); 
;~s. \n::, ütentifiant_oi- >:no:m) ; 
;~d .. \ rt !i, iderttifi.:trtt_oi- >rt1.uft_co1:.ie) ; 
pr-intf i' -------------------------------------------------------- \n"!; 
ner~=iif 
_..: __ _ 
*Code r·etour- = EXI STE_PAS; 
:♦:coae_err-eur· = OK; 
'*************************************************************************** 







while ((trouve== FALSE) AND (fin_fichier == FALSE)) 
{ if {fread (8.:info, sizeof {info), 1, fd_inforrn.ation) •= 1) 




{ if ( { strcm.p { identifiant_oi- >classe, info. identifiant_oi. classe) == o) A.HI 
{strc:mp(identifiant_oi->type ,info.identifiant_oi.type) == O) .AND 
{ strciilp ( identif iant_oi- >nmi, , info. identif iant_oi. nom) == o) Al:i'D 
( identif i,:mt_oi- >mun_copie -- inf o. identif iant_oi. num_copie)} 
{ trouve = TRUE; 
*Code retour= OK; 
} 
if (trouve== TRUE) 
{ str·c;t~l{ irLfo_oi- >cla ..sse, irtf os ideritifii:trLt_oi s classe) ; 
str-c:py{ info_oi->type , info. identifiant_oi. type}; 
} 
str-cpy(info_oi->nom. , infc. identifiant_oi.nom); 
irifo_oi->rt1-uri_copie = ::r1fo. ider1tifiartt_oi s rttUR_COJ)ie; 
str-cpy{ info_oi- >etat , info. etat}; 
str-cpy(info_oi->echeance ,info.echeance); 
strcpy{info_oi->ordre_clas ,info.ordre_clas); 
str·cp5.r( irif o_oi- >eta.t_coriterL1-1, irtf o. et-:-lt_co11terill) ; 
DEBUfi_BASE_DE_DQ!·il-ŒES 
printf("------------------ --------------------------------------\n"); 
pr-intf{ "Gode retour: %d Code erreur : %d.\ntt,•code_retour,•code_erreur); 
pr-in t f ~ 11 - - -- - - - - ----- - ---- - - -- - - - - - ------------- - -- - - - - -- - - - - - - - \ r." :-; 
printf ( u < «LEGTUP.E_ü I. \n") ; 
#endif 
'***************************************************************************/ 





t-Tr -~r,,➔ Ç# ~'t-•1'·•~'!1'Y· 
'-.J.' _ 1_. - ' "--L ·- · - -· J.. .i.. ·- · '-1..i.. 
cla.sse_objet [NX_OB,JET_CLASSE + 1]; 











,-,h; ü·+ · 




printf (" > > >LEGTURE_OBJI:T. \n 11 ) ; 
#endif 
*Cûde_retour = EXI STE_PAS; 
*GOde_er·r·eur· = OK; 
!•••************************************************************************ 
* LECTURE DE L I OBJET OUT IL DE TRAVAIL, DE RA.HGE!1ENT OU Di INTERFACE * 
***************************************************************************! 




swi tch ( ty1:ie _otij et) 
{ 
case OUTIL TRAVAIL : 
r-ewind {fd_outil_tr-av}; 
1irhile ({trouve == fALSE) Jff!T: {tin_fichier == fALSE)) 
{ if ( fr·ead.( &otltil_ tr•aT.l, sizeof ( otitil_ tr-a".;) 1 1, fd_outil_ tr·.:11_.r·j t = -1} 






if ( ( str-crirp,: classe_ot_j et) outil_tr-a.v. classe 
(str-cmp{nom_objet,outil_tra:v.no:IiL) == o } 
{ t r·ou1Je = TF:TJE ; 
•code_retour = OK; 
} 
case OBt.ŒT_RAHGEMEHT 
{ if { fread { 8.!ob_j_rang, sizeof { obj_rang}, ·1, fd_obj_r,:trig·;, t = 1) 







( ( str·cJftt:r{cla~sse_objet, obj_r·artg·. classe 
( strc1rtp (non1_obj et~ obj_r.mg. non1) 
t r ·Ol_.l'!Je = TRTJE ; 




case OErJET_!NTEF!.F AGE : 
} 
r-ewi:nd {fd_obj_int); 
while ((trouve == FALSE} Al-TI) (fin_fichier- == FALSE}) 
{ if ( f read ( &obj_int, sizeof ( obj_int), ·1, f d_obj_int) t = n 





{ if (( strcmp(classe_objet,obj_int.classe ) == O) AND 
(strc1np (nom_objet, obj_int.n011i) -- O)) 







printf(HGode retour : %d Gode erreur: ~d. \ntt,•code_retour,*code_erreur); 
printf("--------------------------------------------------------\n"); 




outil_travail_oi (iden.tifiant_oi,class:e,code_retour , code_erreur-} 




classe a!X_OT_GLASSE + 1] ; 
*COde_retour-; 
=+=code_erreur; 
{ st_bd inf orn,,51.tion inf o ; 
offset; 
Uif DEBUG_BASE_DE_DONHEES 
pr·irltf(" >>>DTJTIL_TP.A\lAIL_OI. \rtu); 
nendif 
*COde_ret our = CK; 
*COde_erreur· = OK; 
'*************************************************************************** 
* ASSOCIER L'OI A UN OUTIL DE TRAVAIL 
***************************************************************************! 
rewind ( f d_inf orn1.ation) ; 
!]O 
.. ,_ ü+=+: ·::~t- = ftell ( fd_irtfor•TiLa.t i ort} ; 
f reat! ( 8!ir~f ü, sizee:f { irifo ), ·1, fd_irtf or·r!t::t tiorL); 
. 
-· 
while ( (str-ciil.p{identifiant_oi- >classe, info. identifiant_oi. classe t = o) OR 
( strcmp ( identif i.:tnt_oi- >type , inf o. id.en tif iant_oi. type) = o} OR 
(strcmp{identifiant_oi->nom ,info.identifiant_oi.nom) != O) OR 
( identif iant_oi- >m.llil_copie t = i:nfo. identifiant_oi. muî'l_Gopie ); ; 
strcpy {info.ob_j_trav_classe,classe); 
strcpy (info. obj_trav_no!ù, !I fi) ; 
f seek ( fd_inf or1f1.ation 1 off set, SEEK_SEi ) ; 
fwr-ite {81info,sizeof(info), 1,fd_infor-ma.tion); 
ttif DEBUG_BASE_DE_DOIBIBES 
printf ( "--------------------------------------------------------\n"}; 
printf{ 11 Gode retour: %d Gode erreur: %d.\nll,•code_retour,•code_erreur}; 
printf("--------------------------------------------------------\n"); 












nom [MX_OT_HOM + 1 J; 
*GOde_retour; 
•code_erreur·; 
{ st bd inf ornLation info; 
#if DEI:,UG_BASE_DE DONNEES 
i:,r-intf { n > > > IHTERF .ACE_O I. \n 11 } ; 
#endif 
•cocte_retour = OK; 
*Code_er-reur- = OK; 
'*************************************************************************** 
* ASSOCIER L ; OI A OB,JET D' INTERFACE 
*************************************************************************** ' 
rewind ( f d_inf onn.ation} ; 
do 
{ off~et = f tell ::~ f d_irLfor·:m.ation) ; 
fr·ead. ( 8-!info, sizeof ( info); 1) f ,:t_inf or-ma.tion); 
} 
·while ( { strcmp { identifiant_oi - >classe, i nf c:. identifiant_oi. classe) ; = G) GR 
( strcm.p ( identifiant_oi- >type 1 info. identifi.:mt_oi. type ) t = o) OR 
( strc:Jft:P ( identifiant_oi- >nom 1 info. ir:ientifiant_oi. nom ) ! = o OR 
( ütentifiant_oi- >nUJn_copie ! = i:nf o. ütentif iant_oi. nm,1_copie ) ; 
strcpy infa.obj _int_classe, classe }; 
str·c1=:~/ ir~f o. oti_j_irit_rtorn., rio:rt) ; 
- -::: ·--;..'.: , -
_,=.:. ·--
fseek {fd_infonrLation, offset, SEEK_SET); 
fwri te ( &info, sizeof { inf o;,, 1, fd_inf orn1.a.tio:n) ; 
#if DEBUG_BASE_DE_DONNEES 
printf("--------------------------------------------------------\n"); 
printf( "Code retour: ~d Gode erreur: ~d.\n 11 ,•code_retour,•code_erreur); 
printf{ "-------------------------------------------------------- \ n"}; 






















st_bd_inf orntation inforntation; 
long offset; 
~tif DE:E,UG_:E,ASE DE_:ùONNEES 
printf(ll>>>GLASSER_OI.\n 11 }; 
printf (" ----------------------------------- ---------------------\n 11 ); 
printf ( "Argurr.ents :\n"::,; 
printf("Classe de l!OIS 
pr·irttf ( 11 Type fje l ! û I S 
de l'OIS 
identifiant_ois->classe }; 
identifiant_ois->type ) ; 
identifiant_ois->nom); printf ( uNom 
pri:ntf ( 11 Hum copie 
printf ( 11 Classe 
pr·intf ( 11 Type 
pr-i:ntf ( 11 :Hom 
de 1 1 01s 
::.i.e l '0 I 
de l i üI 
de l ' GI 
t~d\n\n", identifiant_ois->num_copie); 
;-;s\n !! , 
")c:-\-nH 
I ■ .,_. I •.. ' 
ic1ent ifiant_oi - >cla.sse); 
id.entifi ,mt_oi- >type}; 
id.entifiant_üi->nü1rL::; 
pr-intf ( H1f1.un copie i:le l I nr ;;;c!\r~ 11 , identifi,:l!"tt_o:i- ;=-!'u.:un_copie); 
printf (tt --------------------------------------------------------\ n"); 
~tend.if 
•code_r-etour- = *Code_er-r-eur- = OK; 
/ ************************************************************************** 
* LECTURE DU FI CHIER CLASSElŒHT 
**************************************************************************! 





f irt_ f:. c1-i.i e r· = TRtJE ; 
sizeof 
while { fin_fichier· == F .ALSE ;, 
{classement}, -1, f d_cl.:tsseJftent} -- O} 
- ' . ' -
·-' -
{ 
if ( strcrrrp cla.ssefüent. id_ois. cl asse, 1,1ent1f 1ant_ois- >cla.sse) == o AND 
strcmp cl,:tsserient c id_ois. t3,rpe , identifia..~t_ois- >t~/pe ) == o AfIT; 
strcnLP classer/lent. id_ois.no:m. 1 identifiant_ois- >norrl) -- O) 
i:f { classeirtent. m.uit_cla.s > 1r..~x} 
max = classement. m.u11_clas; 
if { f read. { g~classeJilent, sizeof {classement), ·1, f d_cla.ssement ) -- o) 
fin_fichier = TRUE; 
} 
,fla.X += 1 ; 
strcpy { cl,1sse1ttent. id_ois. cl,1sse, identifi.:tnt ois- >classe ) ; 
strcpy ( classen1ent. ià_ois. type, identif iant_ois- >type) ; 
str-cpy (classement. id_ois. noro. 1 ictentifiant_ois->nor,1 ) ; 
classement. id_ois. nwrt_copie = identif iant_ois- >nillii_copie; 
strcpy (classement.id_oi_classe.classe, identifiant_oi->classe); 
strcpy ( cla.sserrLent. id_oi_classe. type, identifiant_oi- >type ) ; 
strcpy (classement. id_oi_classe. nom, ii:lentifiant_oi- >nOI!l ) ; 
classe:rrtent. id_oi_classe. nu.Ift_copie = identif iant_oi- >nu ... Tf,_copie; 
cla.ssem.ent.num_clas = max; 
fseek {fd_cla.ssement,OL;SEEI<_EHD}; 
fwr-i te {&classement, sizeof (classement ), 1, fd_classeiïtent;, ; 
'************************************************************************** 
* l'IOD IF I GAT ION DE L I ATTRHiTJT ETAT_CONTENU :♦: 
************************************************************************•• ! 
fin fi cttier = f .AliSE; 
trouve F ALSE; 
rewind {fd_information); 
offset = ftell ( f,:t_information;,; 
it ( fre ,std ( 8!infornt,1tion, sizeof ( inform,1tion) , 1, fd_information } -- o ;, 
fin_fichier = TRUE; 
while ( fin_fichier == FALSE AHD trouve== FALSE } 
{ 
if ( strc:m.p ( information. identifiant_oi. cla.sse , identifi.:tnt_ois- >classe ) ==ü 
AND st:r-C:l'.iip ( infor:rllation. identifiant_oi. t ype, iclentifiant_ois->type) ==G 
ft.J·ID str1~r111=: ( ir1fo1--n1i:1.ti o11. i t1eritifiarit_oi. ru:1Jft, i(ierttifiar1t_ois- >rtOD"t) == O) 
_r 
{ 
trouve = TEL1E; 
strcpy ( inform.,:.:ttion. etat_conte:::-tU, "HDH VIDE"-;, : 
fseek (fd_infor-mation,offset,SEEK_SET ); 
fwri te (;Hnfoeîtation, sizeof ( infor:aation}, 1, fd_inf ormatiœ-J ; 
} 
else {offset= ftell (fd_inf or-mation); 
-. 
_!-
if ( fr-ea.ct ( 8,ü 1f orma.ti on 1 sizeof ( i.nforïna.tion) , 
fd_ir1for·Jft:.ttiort} == o) 
firL fi~llier· = 'I'J:~!JE; 





printf(u--------------------------------------------------------\n 11 ); 
pr·intf ( "Gode retour- : ;-:d Code erreur- : ;-!i:L \n 11 1 :+:code_r-etour, :+:code_er-r·eur·j ; 
printf("--------------------------------------------------------\n"); 










nom [MX_OR_NOtl + 1]; 
*COde_r-etour; 
•code_erreur; 
{ st_bd_inf ornlation inf o; 
long offset; 
tif DEBUG_BASE_DE_DONNEES 
pr-intf( 11 >>>RANGER_OI. \n":;; 
ttendif 
*Code retour= OK; 
>1ccode_erreur = OK; 
i•************************************************************************** 
* AS SOC IER L 1 0 I A Im OBt..1'ET DE RANGEMENT 
* 
*************************************************************************** ' 
r·ewind ( fd_information); 
do 
.r off set = ftell( f,:t_information); 
fre ,1d ( &info) sizeof { inf o), 1, fd_inf orn1ation); 
} 
l , rl,-, ; 1 p 
Y1"J.i..Â.~ •_, ( ( str-cmp ( identifiant_oi- >classe, info. ide:ntif iant_oi. classe) ! = o) CR 
( str-cmp { identifiant_oi- >type , info. identifiant_oi. type) ! = o) GR 
( strcfüp ( identifi,:"tnt_ci- >nofü , info. identifiant_oi. nom} t = o) OR 
{ identifiant_oi->m::...ïl_copie ! = info. identifiant_oi. mm_ccpie )) ; 
str·s:p1t ( irtf o: obj_:rarq~·_cl,:tsse, cl i:tsse ) ; 
str-cpy ( info. obj_r.:mg_no:m., nom} ; 
fseel{ ( fd_information; offset, SEEK_SET) ; 
fwri te { &info, sizeof{ info}, 1, fd_infor-Iflation} ; 
nif DEr,UG_r,.A.SE_DE_DOrlliEES 
printf "--------------------------------------------------------\ntt ); 
printf "Code retour: %d Code erreur: %d.\nn,*code_retour,*code_erreur) ; 
printf P--------------------------------------------------------\n11 }; 





r-eplacer ( identifiant_oi, code_r-eto,J.r, code_err·eur- ) 
st_identifütnt_oi *identifümt_oi; 
ty_code_r·etour *Code_r-etour-; 
ty _code_er-reur· *Co,:te_err·eur-; 





Uif DEBUG_BASE DE_DONNEES 
printf{ !i >>>P.EPLACER. \n !! }; 
·11endif 
*COde_r-etour- = OK; 
*COi:te_er-reur = OK; 
'*************************************************************************** 
* CH RECHERCHE L1 0I DANS LE FICHIER * 
*************************************************************************** i 
tro1-1~le = f ALSE; 
fir~_f icl-rier· = F ALSE; 
rewind ( f d inforTua.tion} ; 
i.. offset= ftell {fd_information}; 
f rea.d ( /Hnfo, sizeof ( info), 1, fd_inf ornta.tion ) ; 
} 
while ( ( strcJrLp ( identifia.nt_oi- >classe, info. identifiant_oi. classe t = O) OR 
( str·crni:: ( icterttifi-irtt_oi- >t~.i:e , ir1.fo. icleritifiarit_oi. t~,1)e) = i]) OR 
{strcmp{identifLrr,t_oi->nom ,info.identifüm.t_oi.nom) '= û ) OR 
( iëentif iant_oi- >nUiü._copie t = info. ider.tifiant_oi. nu:m_copie);; 
* ClF VERIFIE S I IL EST DftJE UN OB.JET DE R.AHGEMEHT OU Di INTEP.FAG:E: 
* 
***************************************************************************( 
if ( ( str·crfq:: ( irtfü. obj_r·.:trtg·_c:asse, 11 n) ! = O) OR 
{ str•cJftp{irtfo. oi::1_j_irtt_cla.sse, u li) '= o)} 
{ t r·oulle = TRUE ; 
} 
/*************************************************************************** 
;+: S I:t-!011 or:r \1ERif IE (i_TJE Li O I :EST CLASSE :t: 
*************************************************************************** ' 
trouve== FALSE ) AND (f::i.n_fich::i.er- == FALSE ) 
\ if rea.1:i { g:class ;! sizeof { cïass), ·1, fd._classeJfterLt t = ·1) 
- ••, . t i -
} 







MID ( strcmp ( i:1entifiant_oi- >type 
A.lID ( strcrrtp { identif Lmt_oi->nom 
AND (identifia.nt_oi->mllll_copie --
{ t r-ouve = TRUE ; 
-. f 
,cla.ss.id_oi_cla.sse.classe) == O) 
l class. icl_oi_classe. type) == O) 
, cl.::i.ss. id_oi_cl,::i.sse.nortt) == O} 
class.id_oi_classe.nura_copie) ; 
'*************************************************************************** 
* SI OUI, OH REPLACE L1 0i EH LE DETACHANT DE SON OUiIL DE TRAVAIL * 
*************************************************************************** ' 
if {trouve== TRUE) 
{ 
strcpy(info.obj_trav_classe, 1111 ) ; 
strcpy(info. obj_trav_noJo. , 1111 ); 
f seek ( f d_infonrt,:ltion, off set, SEEK_SET ) ; 
fwri te ( &inf o, sizeof ( inf o), ·1, f d_inf orrn.ation} ; 
} 
Uif DEBUG_BASE_DE_DONHEES 
printf( 11 --------------------------------------------------------\n11 } ; 
printf ( 11 Code retour- : ~d Gode erreur : ;.-;d.. \n", •code_retour, *COde_er-r-eur;; 
printf("--------------------------------------------------------\n" ) ; 




r-eplacer_oi (identifiant_oi,code_r-etour- 1 cod.e_er-r-eur) 






{ st_bd_inf ornLation 
long offset; 
~tif DE:E,TJG_E,ASE rrE_DG!"TI·ŒES 
printf {li» >HEPLAGER_O I. \n ii} ; 
~tendif 
*Code retour-= OK; 
:+:code_er·r·e11r- = 0!{; 
/*************************************************************************** 
* ON RECHERCHE L '0 I DfilîS LE FI CHIER 
*************************************************************************** ' 
- ~-Z: l -
- _, . 
do 
{ offset = ftell (fd_infornLation); 
fread (&info,sizeof(info),1,fd_information); 
} 
while ((strcmp(identifiant_oi->classe,info.identifiant_oi.classe) != O) OR 
{strcmp{identifiant_oi->type ,info.identifiant_oi.type} != O} OR 
(s:trcru.p ( identifiant_oi- >nom , info. identifia.11.t_oi. nom.) ! = o) OR 
(identifia.11.t_oi->nurn._copie != info.identifiant_oi.nurft_copie)); 
/*************************************************************************** 
* OH REPLACE L'O! EH LE DETACHANT DE SOH OUTIL DE TRAVAIL 
* 
***************************************************************************' 
strcpy{info.obj_trav_classe, 1111 }; 
s:trcpy(info.obj_trav_nom. , 1111 ); 
fseek (fd_inform.ation,offset,SEEK_SET}; 
fwri te ( &info, sizeof ( info), 1, fd_infonnation) ; 
ttif DEBUG_BASE_DE_DONNEES 
printf("------------- ------------------------------------------\n"); 
printf{ 11 Gode retour : %d Gode erreur : %d. \n 11 , *COde_retour, •code_erreur); 
printf("--------------------------------------------------------\n 11 ); 




re:placer_const {identifiant_ois, code_retour, code_erreur·) 
st_identifiant_oi •identifiar:t_ois; 
ty_code_retour •code_retour; 
ty _code_err·eur *COde_er-r-eur; 





printf { "> > >REPLAGER_CONST. \n 11 ) ; 
1tendif 
•cocte_retour- = OK; 
*Code erreur= OK; 
'*************************************************************************** 
* OH RECHERCHE CHACTJ1î DES COHSTITUAHTS DE V OIS 
*************************************************************************** ' 
fin_fichier = FALSE; 
rewind {fd_classement); 
while fin_ficlüer- == f ALSE 
{ if fread ( &class, sizeof class }, ·1, fd_cla.sseiftent} t = ·1} 
{ tin_fichier = TRUE; 
} 
else 
{ if ((strc~p(identifiai1t_ois->classe,class.id_ois.classe} == O) 
AND {strcmp(identifiant_ois->type ,class.id_ois.type) == O) 
AND {strcmp{identifiant_ois->nom ,class.id_ois.nom} == O) 
AND ( identifiai1t_ois- >nUln._copie == class. id_ois. ntllll_copie)) 
{ 
/*************************************************************************** 




{ offset= ftell {fd_inforlll.ation); 




OR {strcmp{class.id_oi_classe.type ,info.identifiant_oi.type)t=O} 
OR (strcmp(class.id_oi_classe.nom ,info.identifiant_oi.nom)t=O) 
OR (class. id_oi_classe.nu,1n._copie != info. identifiant_oi.nUnt_copie) ); 
/*************************************************************************** 
} 




str·cpy{info. obj_trav_classe, 1111 ); 
strcpy(info.obj_trav_nom 1111 ); 
f seek { f d_inf orntation, off set, SEEK_SET) ; 
fwr-i te {&inf o, sizeof { info}, 1, fd_infornLation}; 
ttif DEBUG_BASE_DE_DOh1ŒES 
printf("--------------------------------------------------------\n"); 
printf{ "Gode retour : i-!d Code erreur : i;d. \n", *Code_r-etour, *COde_err-eur-); 
printf( «--------------------------------------------------------\n"); 


















Uif DEBUG_f,ASE_DE DONNEES 
pr-intf { ;; »>DETACHER_OI. \n"}; 
Hendif 
•code_retour = OK; 
*COde_erreur = OK; 
'*************************************************************************** 
* ON RECHERCHE L'OI DANS LE FICHIER 
* 
***************************************************************************! 
rewind ( fd_information} ; 
do 
{ offset= ftell (fd_infomation); 
fread {&info,sizeof(info),1,fd_infon1ation); 
} 
while ( (strcmp(identifiant_oi->classe, info. identifiant_oi. classe) != O) OR 
(strcmp(identifiant_oi->type ,info.identifiant_oi.type) != o) OR 
{strCJrJ.p(identifiarlt_oi->nom ,info.identifiant_oi.nom} != O} OR 
{identifiant_oi->num_copie != info.identifiant_oi.num_copie)); 
'*************************************************************************** 
* ON LE DETACHE DES OihJETS DE P.AlfGENENT, INTERFACE ET OUTIL DE TRAVAIL * 
*************************************************************************** ( 
strcpy{info.obj_int_classe,""); 
strcpy{info.obj_int_nom , 1111 }; 
strcpy{info. obj_rang_classe, ""); 
strcpy( inf o. obj_rang_nom. , 11 11 } ; 
str-cpy{info. obj_trav_classe, "t! ); 
strcpy{info.obj_trav_nom. , '"'); 
fseek (fd_informaticn,offset,SEEK_SET); 
fwrite {&info,sizeof(info),1,fd_inform.ation); 
trouve = FALSE; 
fin fichier= fALSE; 
'*************************************************************************** 
* OH LE DETACHE DE SON OBJET DE CLASSEMEHT EVENTUEL * 
***************************************************************************' 
re\\firtd ( fd_classe:irtent}; 
,,.,hile ({trouve == fALSE) .AJID (fin_fichier == fALSE )) 
{ offset = ftell (fd_classeil\ent); 
if ( f rea:j ( t~cla.ss, sizeof ( class), ·1, f d_classelllent) '= ·1) 










{ trouve= TRUE; 
} 
if {trouve== TRUE) 
,class.id_oi_classe.type) == O} 





ià_ois.num_copie = class.id_ois.nur~_copie; 
class.num._clas = o; 
strcpy(class.id_oi_classe.classe J""); 
strcpy{ class. id_oi_classe. type, 11 11 ) ; 
str-cpy(class. id_oi_classe.nom, 1111 ); 
class.id_oi_classe.num_copie = o; 
strcpy{class.id_ois.classe, 1111 ); 
strcpy( class. id_ois. type, n n) ; 
strcpy{class. id_ois.noJfl, " 11 }; 




* MISE A JOUR DE L'ATTRIBUT nETAT_GONIENTJ" DE L 'OB,JET DANS LEQUEL IL ETAIT• 
*************************************************************************** Î 
trouve = FALSE; 
fin fichier FALSE; 
rewind ( f d_cl.:\ssement) ; 
while ( (trouve == FALSE) .AND (fin_fic11ier == FALSE)) 
{ if { fread ( &class, sizeof ( class}, 1, fd_classement) • = n 
{ fin_fichier = TRUE; 
} 
else 
{ if {(strcm.p(id_ois .classe,class.id_ois.classe) == O) 
AND (strcmp(id_ois.type ,class.id_ois.type) == O) 
} 
} 
AND (strc1rtp{id_ois.n0Jfi , class. id_ois.nolîl.) == O) 
AND ( id_ois. nur11_copie -- class. id_ois. num_copie)) 
{ trouve = TRUE ; 
} 




{ off set = f tell ( f d_inf onnation) ; 
fread {:~info, sizeof{info} , -1, fd_infor·mation); 




while ((strcmp(id_ois.classe,info.identifiant_oi.classe} != O) OR 
{strcmp(id_ois.type ,info.identifiant_oi.type) != O) OR 
{strcmp{id_ois.nom ,info.identifiant_oi.nom) != O) OR 
(id_ois.num_copie != info. identifiant_oi.num_copie)); 




printf("--------------------------------------------------------\n" ) ; 
printf{ "Code retour : ~d Code erreur : ~d. \n", *COde_retour, *Code_erreur}; 
pr-intf( 11 --------------------------------------------------------\n11 }; 
printf{ 0 <<<DfTAGHER_OI.\n°); 
#endif 
} 
'***************************************************************************' 
- ~?.: -
