







Este   proyecto   está   siendo   desarrollado   en 
forma   interdisciplinaria   por   las   cátedras   de 




que   en   la   primera     se   aplican   todos   los 
conceptos y prácticas  de Sistemas Operativos 
y en la segunda se desarrollan los conceptos 
teóricos  de Orientación  a  Objetos,  UML en 
particular,  ya  que  preliminarmente  se  pensó 
en   la   utilización   de   Rational   como 
herramienta de modelado.                        
RESUMEN
El  abordaje  de   la   enseñanza   de   sistemas 
operativos orientados a objetos choca contra 
un   elemento   de   singular   peso:   el   escaso 
material   de   estudios   que   apunte   en   forma 
directa al centro del problema. Es por ello que 
en   la   actualidad   las   diferentes   cátedras 
abordan la enseñanza de sistemas operativos 
tradicionales y muy pocas complementan con 
sistemas operativos  orientados a  objetos.  En 
los   trabajos   existentes   la   arquitectura   de 
integración   del   sistema   está   basada   en   una 
máquina   abstracta   que   ofrece   una 
funcionalidad mínima, y un sistema operativo 
que   debe   extender   la   funcionalidad   de   la 
máquina,   chocando  con   la   funcionalidad  de 
arranque   del   sistema   y   en   la   utilización  de 
herramientas  de  aplicación  parcial,   pues   las 




un   sistema   operativo  mediante   técnicas   de 
Lenguaje  Unificado   presenta   inconvenientes 
para definir los procedimientos, que requiere 





visión   de   un   sistema   integral   orientado   a 
objetos   como  parte   fundante   de   un   sistema 
operativo distribuido. 
Palabras  Claves:  UML (lenguaje  unificado  
de   modelado),   Flexibilidad,     Máquina 
abstracta, Encapsulamiento, Reusabilidad.
1. INTRODUCCION
La   característica   principal   del   estudio   a 
desarrollar es constatar que el modelado de un 
sistema   operativo   a   través   de   técnicas   de 
lenguaje   unificado   presenta   inconvenientes 
para  definir   los  procedimientos  a  bajo nivel 
que requiere un sistema operativo, en especial 
todo   lo   relacionado   a   la   interacción   entre 
lenguajes cercanos a la máquina, o lenguajes 
de bajo nivel.
Por   otro   lado   todo   software   de   base   debe 





análisis   lógico   y   para   la   implementación 
física, facilitando con ello las construcciones 
de   implementación,   pero   dificultando   en 
muchos   de   los   casos   las   estructuras   de 
construcción.
Suzuki   y  Yamamoto   [SUZ99],   ya   en   1999 
proponían   una   extensión   de   UML   para 
soportar aspectos, considerando a los aspectos 
como un clasificador en un meta­modelo.
Los   objetos   proporcionan   modularidad   y 
encapsulación,  dado que  separan  claramente 
la interfaz de construcción con la interfaz de 
implementación.
La comunicación  cuenta  con un  mecanismo 
uniforme   de   alto   nivel,   la   invocación   de 
métodos   o   paso   de  mensajes   entre   objetos, 
que  es  bien  conocido  y para  el  que  existen 
técnicas   para   conseguir   implementaciones 
eficientes.
Los objetos proporcionan un medio adecuado 
para   compartir   información.   La   ventaja 
respecto   a   los   ficheros   compartidos   es   una 
semántica   de   más   alto   nivel   y   una   mejor 
protección ante errores de programación.
Los   sistemas   estructurados   en   términos   de 
objetos   evolucionan   fácilmente   (más   fáciles 
de   extender   y  mantener),   por   reemplazo  de 
sus partes. Además los subsistemas y objetos 




un  desafío de  modelización  y  diseño  lógico 
porque  tienen  comportamientos  orientados  a 
eventos y contienen limitaciones temporales y 
de recursos. El análisis basado en escenarios 
(en   todas   sus   modalidades)   proporciona 
soluciones a las problemáticas de alto nivel, 
mientras   que   la   programación   orientada   a 
objetos   proporciona   las   adecuadas   a   las   de 
bajo nivel. Queda pendiente de resolver el gap 













de   refinamiento   durante   la   variación   de 
estos escenarios.
No importa cuan completo sea el conjunto de 
facilidades   que   proporcione   un   lenguaje   de 
referencia,  siempre  se   querrán   realizar 
extensiones al mismo por varias razones que 
son muy entendibles, por ejemplo:









misma   estructura   de   un   elemento   existente, 
pero   con   restricciones   adicionales,   un 








conceptos   tradicionales  de proceso,  posición 
de   memoria   y   archivo.   Por   otro   lado   los 
mecanismos   y   políticas   definidos   por   el 
sistema operativo están codificados de manera 
rígida   en   el   mismo,   y   esto   reduce   la 
posibilidad de  adaptarlos al entorno en el que 
va a prestar servicios.
Consideramos   que   una   aproximación 
interesante   a   la   integración   de   todas   las 
tecnologías,   la  del  modelado,   las políticas  y 
los mecanismos, es la creación de un sistema 
que   ofrezca   un   soporte   que   permita   la 
generación de un sistema operativo general y 
que   tenga   la   visión   de   un   sistema   integral 
orientado a objetos como nervio central para 
el   desarrollo   de   un   sistema   operativo 
distribuido. 
En   este   sistema,   todos   los   elementos, 
interfaces de usuario, aplicaciones, lenguajes, 
etc.,   comparten   un   mismo   paradigma.   La 
integración   de   la   máquina   abstracta   y   el 
sistema operativo se consigue a través de la 
arquitectura   reflectiva   de   la   primera,   que 
permite   definir   la   máquina   como   una 
estructura   de   objetos   perfectamente 
cuantificables. 
Uno de los inconvenientes que se registran en 
los   trabajos   que   preceden   es     que   la 
arquitectura   para   realizar   la   integración   del 
sistema está basada en una máquina abstracta 
que puede o no estar orientada a objetos, pero 
que   fundamentalmente   ofrece   una 
funcionalidad mínima, y un sistema operativo 
que tiende a ser orientado a objetos, que debe 
extender   la   funcionalidad   de   la   máquina 
chocando   con   la   funcionalidad   de   arranque 
del sistema. 
Desde un punto de vista general un sistema 
operativo   puede   verse   como   la   interacción 





meta­nivel   es   el   responsable   de   que   ese 
sistema   base   funcione   manteniendo   la 
información   y   describiendo   de   que  manera 
debe resolver los conflictos el sistema base.
Si se integran los lenguajes de programación, 
como   se   indicó   anteriormente,   el   programa 
fuente   correspondería   al   sistema   base   y   el 
intérprete  del   lenguaje  corresponde al  meta­
nivel.
Al ser los sistemas de tiempo real orientados a 
eventos,   la   determinación   de   las 
especificaciones basadas en lenguaje natural y 
el   proceso   de   análisis   y   modelización   los 
diferencia   notablemente   del   modelado   de 
software   de   gestión,   pues   las   técnicas 
tradicionales   de   determinación   de 
requerimientos proporcionan modelos de alto 
nivel.
Se   requiere   un   entendimiento   detallado   de 
dependencias,   concurrencias,   tiempo   de 
respuesta y uso de recursos, es decir, cobran 
destacada  importancia   los requerimientos  no 
funcionales.   En   este   tipo   de   software   los 
requerimientos   han   sido   clasificados   como 
requerimientos   de   comportamiento   y 
requerimientos   temporales   (Ekelin   C.   y 




resultado   de   la   interacción   de   los   objetos 
componentes y mas difíciles de definir.
Una   visión   panorámica   de   los   enfoques 
actualmente   discutidos   en   los   congresos   y 
áreas   de   investigación   del   dominio   de   los 




requerimientos  que   son  modelizados  en 
casos de uso y expandidos en escenarios 
que   esclarecen   relaciones   específicas 
entre   actores   y   el   sistema   a   nivel 
individual, usando lenguaje natural.
b)  Diagramas   de   transición   de   estados: 
Glintz   ha   promovido   el   uso   de   estos 
diagramas   como   una   mejora   para   la 
representación  de   los   requerimientos  de 
Sistemas   Operativos    a   partir   de   un 
trabajo   anterior   de  Harel.  Este  método 
propone   la   representación  de  escenarios 
sencillos,   compuestos   y   abstractos, 




requerimientos   temporales   pero   es 
posible de ser ampliado.
c)   Notación   jerárquica   gráfica:   fue 
propuesto por Regnell [REG96] y en este 
método, el escenario presenta un grafo de 
episodios   conectados,   donde   se 
definieron   notaciones   de   tiempo   para 
mostrar   excepciones  e   interrupciones,   y 
cada evento a su vez es un diagrama de 
secuencia de mensajes. Se refleja también 
las   dependencias   entre   escenarios   y   el 
entorno de ejecución.
d)   Mapas   de   Casos   de   Uso   (UCM): 
describen visualmente relaciones causales 
entre   responsabilidades   impuestas   en 
estructuras   de   componentes   abstractos 
Estas   responsabilidades   podrían   ser 
tareas,   acciones,   operaciones   etc. 
Mientras que los componentes pueden ser 
entidades de software (objetos, procesos 
etc.)  o no (hardware,  por ejemplo).  Las 
relaciones   causales   vinculan 
precondiciones   o   eventos   disparadores, 
con   postcondiciones   y   resultantes, 




decir   es   un   modelo   dinámico   para 




El   grupo   de   investigación   desarrolla   en   la 
actualidad   un   sistema   operativo   de 
características   didácticas   el   cual   basas   su 
análisis   en   través   del   uso   de  metodologías 
ágiles. Se presenta así, debido al intercambio 
en diferentes congresos, el interés de realizar 
un   intento   de   llevar   el   mismo   a   diseño   a 
través   de   UML,   si   bien   existen   muchos 
informes sobre  las  falencias  que el   lenguaje 
unificado   de   modelización   tiene,   pero   los 
mismos no se refieren a sistemas operativos, 
ni a software de base.






las  técnicas  de  modelado,   en   función  de   la 
hipótesis   de   trabajo   de   este   estudio, 
resultarían   inadecuadas   para   representar 
claramente   todos   los   atributos   presentes   en 
tiempo real.
3.2 Objetivos
Permitir  que  los  alumnos  puedan definir  un 
universo de discurso, aplicando conceptos que 
son claves de la aplicación,  sus propiedades 
internas   y   las   relaciones   entre   cada  una  de 










máquinas   y   generando   vistas   estáticas   de 
diagramas de clase.
Lograr   que   los   alumnos   puedan   realizar 
estudios avanzados sobre sistemas operativos 
aprovechando   los   diferentes   modelados 
básicos   estructurados   anticipadamente,   para 
ser incrementados y corregidos.
Permitir   implementar   áreas   estructurales, 
dinámicas y de gestión de modelos.
Permitir  el  análisis  detallado  de  extensiones 
de UML que permitan salvar problemas, si los 
hubiera,   y/o   generar   nuevos   diagramas,   no 
definidos,   para   facilitar   la   confección   de 
software de base.





Sistemas  Operativos  para  proveerles  de  una 
estructura que enlace ambas materias. 
Intercambiar   información  con  Universidades 
Nacionales y Privadas del ámbito nacional e 
internacional  publicando   los  avances  que  se 
realicen   en   diferentes   congresos,   teniendo 
como objetivo extender  y realizar  convenios 
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