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  12Capitolo 1  
I MICROPROCESSORI 
 


















La  densità  di  integrazione  e  le  prestazioni  dei  circuiti  integrati  hanno  avuto  una  crescita 
stupefacente negli ultimi decenni. 
Nel 1960 Gordon Moore, cofondatore di INTEL, predisse che il numero di transistor sarebbe 




















                                                 













































l’occupazione  di  memoria  da  parte  del  codice,  pur  avendo  integrato  istruzioni  complesse 
all’interno della CPU. 














































                                                 
2 Tecnologia utilizzata dai microprocessori per incrementare la quantità di istruzioni eseguite in una data quantità di 
tempo. Vi è un aumento della complessità circuitale ma il tutto è compensato da una maggiore velocità di esecuzione. 




























































Infatti  l’essere  μP  per  applicazioni  abbastanza  limitate,  li  rende  molto  economici  e  molto  più 
semplici da inserire all’interno di un circuito elettrico rispetto a sistemi general purpose tipo i μP 












































Nei  sistemi embedded gli  hard  disk  non  vengono  quasi  mai  usati,  al  loro  posto  ci  sono  delle 
memorie  flash  ad  architettura  NAND  o  NOR.  Esse  sono  insensibili  alle  vibrazioni  e  a  possibili 
movimenti molesti durante l’uso della macchina. 
C’è la necessità di costruire macchine robuste che, anche nel caso di ricezione di dati sbagliati 













































Resta  il  fatto  che  un’interfaccia  grafica,  oltre  che  essere  semplice  ed  intuitiva,  comporta  uno 
svantaggio considerevole a livello progettuale. 
La progettazione richiede molto tempo, a volte anche un anno in più. Quindi anche se sicuramente 
procura  un  altro  impatto  rispetto  ad  una  macchina  con  un  LCD
3  spartano  con  solo  il  testo 
visualizzato, bisogna fare i conti anche con il tempo/denaro e soprattutto con la concorrenza. 
Bisogna  stare  anche  molto  attenti  alla  completezza  dei  menù.  Si  ricorda  la  semplicità  e 













debugger  per  sviluppare  i  software  relativi  al  sistema.  Tuttavia  possono  usare  anche  alcuni 
programmi più specifici. 








                                                 
3 Liquid Crystal Display 











































basse.  L'esempio  più  comune  è  la  lancetta  della  benzina  di  un'auto.  Gli  esempi  più 
complessi possono essere i sistemi di analisi medica automatica che gestiscono inventari di 
reagenti chimici. 
                                                 
5 È una situazione in cui due o più processi si bloccano a vicenda aspettando cje uno esegua una certa azione che serve 
all’altro e viceversa. 
  20•  Verifica Operativa: Misura varie cose che interessano all'utente lavorando sul sistema. 


























Può  capitare  che  ci  siano  dei  componenti  discreti  o  smd  non  montati  in  modo  consono;  per 








































































MICRONOVA  viene  fondata  nel  1981  da  Renzo  Benetti,  specializzandosi  fin  dall'inizio  nella 
realizzazione di schede elettroniche.  
Le  prime  produzioni  riguardavano  soprattutto  schede  elettroniche  per  semafori  (settore  di 




Forte  di  questi  primi  successi,  MICRONOVA  inizia  a  specializzarsi  in  schede  elettroniche  per 
macchine da caffè (commissionate dalla San Marco), per distributori automatici per il settore della 










•  RICERCA  E  SVILUPPO ‐  Le  schede  elettroniche  progettate  da  MICRONOVA  si  basano 
sull'utilizzo di microprocessori prodotti da altre aziende: lo staff RICERCA & SVILUPPO è 

















  23•  LABORATORIO  EMC ‐ Il  laboratorio  è  fornito  di  strumentazioni  elettroniche  e  relative 




di  tutti  i  materiali:  ottiene  così  i  migliori  prezzi,  si  mantiene  aggiornato  sugli 












































pellet.  La  problematica  evidenziata  dal  tutor  riguardava  un  problema  di  salvataggio  delle 
impostazione dell’offset di temperatura al momento del collaudo prima della vendita della scheda. 
Era quindi richiesto di modificare il programma affinché i dati venissero salvati correttamente, in 































                                                 
6 Altro modo per dire microcontrollore. Per semplificare la lettura del manoscritto d’ora in poi sarà sempre usata questa 
sigla. 















•  32  Kb  di  memoria  Flash  programmabile,  quindi  per  contenere  il  codice  sorgente  del 
programma di gestione della scheda elettronica 



















Per  ottimizzare  le  prestazioni  è  implementata  una  architettura  di  tipo  Harvard  nella  quale 
memoria  dati  e  programma  sono  distinte.  Quando  un’istruzione  sta  per  essere  eseguita, 
l’istruzione  seguente  entra  già  in  fase  di  fetch.  Questo  significa  che  il  program  counter  viene 
incrementato  ad  ogni  esecuzione  di  istruzione  e  l’occorrente  per  l’esecuzione  dell’istruzione 
successiva viene preparato per ottimizzare i tempi di esecuzione e quindi ogni istruzione può 
essere eseguita ad  ogni ciclo di clock.  











































































Questo  approccio  risulta  molto  costruttivo  se  si  stanno  effettuando  delle  operazioni  dubbie 
oppure rischiose. 
Un esempio molto pratico si rivela quando la scheda non si comporta come il programmatore ha 





Una  gestione  poco  accurata  della  scheda,  accompagnata  da  un’esecuzione  immediata  del 
programma, può causare seri danni alla circuiteria; talvolta danni irreparabili che possono mettere 
a rischio persino l’incolumità del progettista. 
Non  essendo  possibile  una  esecuzione  su  una  macchina  virtuale  (vedi  JAVA),  tutti  i  comandi 
predefiniti  in  fase  di  progettazione  vengono  eseguiti  alla  lettera  dal  μC,  incurante  dei  circuiti 
periferici ad esso connesso.  
 


















































































---- RAdc.c -------------------------------------------------------------------- 
+000009BF:     D013    RCALL     PC+0x0014    Relative call subroutine 
+000009C0:     9100007B   LDS     R16,0x007B   Load direct from d.s. 
+000009C2:     7F08        ANDI      R16,0xF8     Logical AND with immed. 
+000009C3:     9300007B    STS       0x007B,R16   Store direct to d.s. 
+000009C5:     9100007C    LDS       R16,0x007C   Load direct from d.s. 
+000009C7:     7E00        ANDI      R16,0xE0     Logical AND with immed. 
+000009C8:     9300007C    STS       0x007C,R16   Store direct to d.s. 
+000009CA:     E001        LDI       R16,0x01     Load immediate 
+000009CB:     9300026F    STS         0x026F,R16   Store direct to d.s. 
+000009CD:     9100007A    LDS       R16,0x007A   Load direct from d.s. 
+000009CF:     6400        ORI       R16,0x40     Logical OR with immediate 
+000009D0:     9300007A    STS       0x007A,R16   Store direct to d.s. 










tempo  di  un  ciclo  macchina,  pur  essendo  un  μC  di  tipo  RISC  e  quindi  ad  istruzioni  veloci  e 
semplificate per velocizzare l’esecuzione del sorgente. 
Un esempio tangibile lo si ha nel passaggio dalla seconda alla terza istruzione: 


























  RAdcRefresh(); 
  ADCSRB.Bits.ADTS = 0; //Setto in free running mode 
  ADMUX.Bits.MUX = 0; //Setto l'ADC0 nel mux 
  iIsSampling = TRUE; 


















+000009C0:   9100007B   LDS       R16,0x007B        Load direct from data space 
+000009C2:   7F08       ANDI      R16,0xF8          Logical AND with immediate 
+000009C3:   9300007B    STS       0x007B,R16        Store direct to data space 
 
Viene quindi prelevato il contenuto di ADCSRB dalla memoria nel registro R16, viene fatta una 
AND  con  Bin11111000=Hex0xF8  e  viene  salvato  il  nuovo  contenuto  del  registro  nella  stessa 
locazione di memoria dove era stato precedentemente prelevato (0x007B). 
 













+000009C5:   9100007C  LDS       R16,0x007C        Load direct from data space 
+000009C7:   7E00       ANDI      R16,0xE0          Logical AND with immediate 
+000009C8:   9300007C   STS       0x007C,R16        Store direct to data space 
 
Viene  caricato  il  contenuto  del  registro  ADMUX  (0x007C)  in  R16,  vengono  portati  a  0  i  bit 
interessati  con  una  and  logica  tra  R16  e  Bin11100000=Hex0xE0  e  viene  ristabilito  il  nuovo 
contenuto del registro ADMUX in memoria. 
 
•  iIsSampling = TRUE; 
È una variabile locale della classe RAdc.  
 
+000009CA:   E001       LDI       R16,0x01          Load immediate 

















+000009CD:   9100007A    LDS       R16,0x007A        Load direct from data space 
+000009CF:   6400       ORI       R16,0x40          Logical OR with immediate 















































al  μC,  è  necessario  collegarla  nel  modo  figurato  nella  prossima  immagine.  Il  diodo  D6  e  la 
resistenza  R32  servono  per  simulare  una  termocoppia  che  misura  la  temperatura  ambiente 
(necessaria per la taratura dello zero) e IC7 (TLC271, ovvero un amplificatore operazionale), in 






















































































  38Capitolo 5  
SECONDO PROGETTO 
 
Questo  secondo  progetto  riguarda  la  progettazione  dell’interfaccia  grafica  per  un  casco 
termostimolatore  per  capelli  per  la  Ceriotti  s.r.l.  di  Milano.  Il  casco  in  questione  presenta 
numerose funzionalità. Le prestazioni e lavori tecnici forniti dal termo stimolatore sono: Meches, 
Decolorazioni,  Colorazioni,  Sostegno  e  Asciugature.  Ciascuna  funzione  ha  un  programma 
preimpostato,  contenuto  in  memoria.  È  comunque  possibile  salvare  in  memoria  programmi 






























Computers.  I  capi  progetto  Roger  Wilson  e  Steve  Furber  pensavano  di  realizzare  una  nuova 
versione del MOS Technology 6502. Infatti, Acorn utilizzava il MOS 6502 per la costruzione dei suoi 














collaborazione  con  Apple  portò  alla  nascita  del  core  ARM6,  utilizzato  all’interno  dell’Apple 








































int gcd (int i, int j)  
{ 
   while (i != j)  
      if (i > j)  
          i -= j; 
      else  
          j -= i; 





loop   CMP    Ri, Rj       ; set condition "NE" if (i != j) 
                           ; "GT" if (i > j),  
                           ; or  "LT" if (i < j)            
       SUBGT  Ri, Ri, Rj   ; if "GT", i = i-j;   
       SUBLT  Rj, Rj, Ri   ; if "LT", j = j-i;  



































































































































































































































  485.8  REALIZZAZIONE INTERFACCIA GRAFICA 
 
Per  la  realizzazione  dell’interfaccia  grafica  sono  stati  utilizzati  software  di  sviluppo  specifici  e 





La  programmazione  in  Qt  è  un’estensione  delle  librerie  del  C++  e  fornisce  un  sistema  di 
programmazione multi piattaforma per la costruzione di UI (User Interface). Il software viene 
scritto una volta ed è possibile compilarlo per qualsiasi tipo di piattaforma che lo supporti. La 




















Create  more.  Deploy  everywhere.”,  è  possibile  realizzare  interfacce  grafiche  in  modo  molto 
semplice,  senza  utilizzare  codice,  solo  spostando  i  widget  necessari  per  realizzare  l’interfaccia 







































Come  in  ogni  approccio  di  progettazione  sono  presenti  vantaggi  e  svantaggi,  non  esiste  una 
soluzione assoluta nella progettazione di sistemi embedded; tutto deve essere calibrato in base a 


























delle  struttura  di  memorizzazione  di  contorno.  Il  tutto  deve  essere  fatto  sempre 
considerando il fatto di utilizzare il minimo quantitativo di risorse. 







































Eclipse  è  una  piattaforma  di  sviluppo,  basata  sullo  stile  dell’open‐source.  È  un  ambiente  di 
sviluppo integrato (IDE – Integrated Development Environment) utilizzato per produzioni software 
di qualunque genere. Nel caso particolare è stato utilizzato lo strumento di sviluppo inerente al Qt. 

















Con  Eclipse  è  possibile  creare  le  interfacce  grafiche,  omettendo  così  l’utilizzo  dell’ambiente 


















  535.15 PROGETTAZIONE INTERFACCIA GRAFICA 
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usate  per  la  notifica  di  chiusura  delle  applicazioni;  sono  un  esempio  le  tipiche  finestre  che 
chiedono se si desidera salvare un programma prima dell’uscita. Negli altri casi i TYPE di finestra si 
esplicano da soli, come ad esempio le finestre Popup (vedi popup quando si naviga in internet – 
finestre  che  si  aprono  automaticamente,  spesso  indesiderate)  o  le  SubWindow  che  vengono 
spesso considerate finestre figlia, in pratica sono finestre che hanno una finestra madre a cui 
fanno capo. È possibile inoltre modificare gli HINT della finestra, sono delle opzioni aggiuntive che 
permettono  di  aggiungere  i  pulsanti  di  riduzione/ingrandimento  e  chiusura,  menu  di  sistema, 
titolo alla finestra, togliere il titolo alla finestra, nascondere i bordi e la priorità della finestra. Nel 
caso in analisi l’opzione TYPE utilizzata è la Qt::Window (finestra semplice) e le HINT utilizzate 
sono  Qt::FramelessWindowHint  (finestra  senza  bordi)  e  Qt::CustomizeWindowHint  (copertura 
titolo della finestra).  
 






















  public: 
  MenuDef(); 
 
  private slots: 
  void on_zoneBtn_pressed(); 
  void on_volumeBtn_pressed(); 
  void on_orologioBtn_pressed(); 
  void on_linguaBtn_pressed(); 
  void on_manualeBtn_pressed(); 
  void on_automaticoBtn_pressed(); 
  void on_luminositaBtn_pressed(); 






















parti  dello  stesso  programma.  La  parte  più  difficile  nella  realizzazione  di  questo,  sta  nella 
coordinazione  di  lettura  e  scrittura  nelle  risorse  condivise  del  sistema  quali  RAM,  EEPROM  o 
periferiche esterne. Per realizzare ciò non esiste un metodo univoco, uno dei metodi più utilizzati è 
la realizzazione di thread. 





















•  Dallo  stato  NOTHING  è  raggiungibile  SOMETHING  solo  nel  caso  in  cui  venga  richiesta 
un’operazione di scrittura. Il sistema quindi blocca altre eventuali operazioni di scrittura e 













stato  di  idle,  quindi  NOTHING.  Se  ciò  non  dovesse  accadere  allora  per  al  massimo  50 
tentativi  si  ritorna  allo  stato  WRITING,  in  modo  che  i  dati  possano  essere  inviati  e 
processati  nuovamente.  Se  la  parola  ricevuta  non  dovesse  essere  corretta  dopo  i  50 
tentativi prestabiliti, allora la macchina viene impostata in ERROR, impostando a ‘1’ il flag 
di errore. 
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A.1  DESCRIZIONE PIEDINATURA I023 
 
•  VCC   
Tensione di alimentazione. 
 
•  GND   
Massa. 
 
























•  PORT C (PC7…PC0)   
E’ un port di I/O da 8 bit tri‐state e ogni singolo pin ha un pull‐up interno. 


























Se  viene  utilizzato  come  ingresso,  i  pin  del  PORT  D  che  hanno  un  pull‐down  esterno, 




























































































  68A.4  TABELLA I/O IO23 
 
 
Connettore  Pin  Etichetta  Descrizione 
CN1 ‐   ‐   Terminale a innesto rapido di terra 
CN2  1 ‐ 2  AUX  Uscita ventilatore aria n°2 
CN3 ‐   OROLOG  Connettore cronotermostato opzionale 







   4 ‐ 5  ACC  Uscita candeletta (230Vca) 
   6 ‐ 7  COC  Uscita motore coclea (230Vca) 
CN5 ‐   DISPLAY  Connettore per la console 







   5 ‐ 6  N. AMB  Ingresso sonda temperatura ambiente 




CN8  1 ‐ 2  SCAM  Uscita ventilatore scambiatore n° 1 
   3 ‐ 4  FUMI  Uscita ventilatore fumi 
   5 ‐ 6  N ‐ F  Alimentazione scheda (230Vca) 
CN9  1  ENC  Ingresso encoder ventilatore fumi 
   3  +5V  Alimentazione encoder a + 5V 
   4  GND  Comune ingresso encoder 
   5  BLUE  Non utilizzato 
CN12 ‐   JTAG  Connettore programmazione di fabbrica 






#define RSERAMIMASTER_BUFFER_SIZE          4  // dimensione buffer modulo 
#define RSERAMIMASTER_ACCEPTED_COMMAND_NUM 4  // numero di comandi accettati 
#define RSERAMIMASTER_CMD_MASK             0x1F  // maschera comando Serami 
#define RSERAMIMASTER_READ_RAM_BYTE        0x00// codice comando lettura byte da 
ram 
#define RSERAMIMASTER_READ_EEPROM_BYTE     0x20// codice comando lettura byte da 
eeprom 
#define RSERAMIMASTER_WRITE_RAM_BYTE       0x80// codice comando scrittura byte 
su ram 
#define RSERAMIMASTER_WRITE_EEPROM_BYTE    0xa0// codice comando scrittura byte 
su eeprom 
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static u8 iFrameBuffer[RSERAMIMASTER_BUFFER_SIZE]; // buffer di trasmissione 
static u8 iFrameBufferRx[RSERAMIMASTER_BUFFER_SIZE]; // buffer di trasmissione 
static BOOL iStatus = 0; 
static u8 iByteNumToSend = 0; 
static u8 iChkSum; 
static u8 iRetries = RSERAMIMASTER_RETRIES; 
static u8* iDataRxPtr; 
static u8 iDataDummy; 
static BOOL iErrorFlag; 
 
static BOOL iIsRead; /* =1 if reading, =0 if writing */ 
 
int errCounter = 0; 
 
static u8 RSeramiMasterCalculateCheck(u8 aLength) 
{ 
  u8 i, fCheck; 
 
  for (i = 0, fCheck = 0; i < aLength; i++) 
  fCheck  +=  iFrameBuffer[i]; 
 










  switch (iStatus) 
 { 
  case RSERAMIMASTER_NOTHING: 
   iRetries  =  RSERAMIMASTER_RETRIES; 
   iErrorFlag  =  FALSE; 
   break; 
  case RSERAMIMASTER_SMTHING: 
   iRetries  =  RSERAMIMASTER_RETRIES; 
    rFlag  =  FALSE;  iErro
   break; 
  case RSERAMIMASTER_WRITING: 
   memset(iFrameBufferRx,  0,  4); 
   RUsartSendString(iFrameBuffer,  iByteNumToSend,  0); 
   RUsartFlushRxBuffer(0); 
   iStatus  =  RSERAMIMASTER_READING; 
    (6)  =  5;  TIMER
   break; 
  case RSERAMIMASTER_READING: 
  {  
   int fLen; 
   if ((fLen = RUsartGetRxByteNumber(0)) > 1) 
   {  
    RUsartGetString(iFrameBufferRx,  fLen,  0); 
    iStatus  =  RSERAMIMASTER_CHECK; 
   }  
   else 
   {  
    if (!TIMER(6)) 
    {  
     iStatus  =  RSERAMIMASTER_WRITING; 
  70    }  
   }  
  }  
   break; 
  case RSERAMIMASTER_CHECK: 
  {  
   u8 chk_sum; 
 
   if(iIsRead) 
        chk_sum = iChkSum + iFrameBufferRx[1]; 
   else 
    chk_sum  =  iChkSum; 
 
   if (iFrameBufferRx[0] == chk_sum) 
   {  
    *iDataRxPtr  =  iFrameBufferRx[1]; 
 
    iStatus  =  RSERAMIMASTER_NOTHING; 
   }  
   else 
   {  
    if (iRetries) 
    {  
     iRetries--; 
     iStatus  =  RSERAMIMASTER_WRITING; 
    }  
    else 
    {  
     errCounter++; 
     iErrorFlag  =  TRUE; 
     iStatus  =  RSERAMIMASTER_ERROR; 
    }  
   }  
  }  
   break; 
  case RSERAMIMASTER_ERROR: 
   iErrorFlag  =  FALSE; 
   iRetries  =  RSERAMIMASTER_RETRIES; 
    us  =  RSERAMIMASTER_NOTHING;   iStat
   break; 
  default: 
    us  =  RSERAMIMASTER_NOTHING;  iStat







void RSeramiMasterWriteRam(u16 aAddress, u8 aValue) 
{ 
 iStatus  =  RSERAMIMASTER_SMTHING; 
  iDataRxPtr = &iDataDummy; 
  iFrameBuffer[0] = RSERAMIMASTER_WRITE_RAM_BYTE | ((aAddress >> 8) & 
RSERAMIMASTER_CMD_MASK); 
  iFrameBuffer[1] = (u8) aAddress; 
  iFrameBuffer[2] = aValue; 
  iChkSum = RSeramiMasterCalculateCheck(3); 
  iFrameBuffer[3] = iChkSum; 
  iByteNumToSend = 4; 
  iIsRead = 0; 
 iStatus  =  RSERAMIMASTER_WRITING; 
} 
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void RSeramiMasterWriteEeprom(u16 aAddress, u8 aValue) 
{ 
 iStatus  =  RSERAMIMASTER_SMTHING; 
  iDataRxPtr = &iDataDummy; 
  iFrameBuffer[0] = RSERAMIMASTER_WRITE_EEPROM_BYTE | ((aAddress >> 8) & 
RSERAMIMASTER_CMD_MASK); 
  iFrameBuffer[1] = (u8) aAddress; 
  iFrameBuffer[2] = aValue; 
  iChkSum = RSeramiMasterCalculateCheck(3); 
  iFrameBuffer[3] = iChkSum; 
  iByteNumToSend = 4; 
  iIsRead = 0; 
 iStatus  =  RSERAMIMASTER_WRITING; 
} 
 
void RSeramiMasterReadRam(u16 aAddress, u8* aDataPtr) 
{ 
 iStatus  =  RSERAMIMASTER_SMTHING; 
  iFrameBuffer[0] = RSERAMIMASTER_READ_RAM_BYTE | ((aAddress >> 8) & 
RSERAMIMASTER_CMD_MASK); 
  iFrameBuffer[1] = (u8) aAddress; 
  iChkSum = RSeramiMasterCalculateCheck(2); 
  iByteNumToSend = 2; 
  iDataRxPtr = aDataPtr; 
  iIsRead = 1; 
 iStatus  =  RSERAMIMASTER_WRITING; 
} 
 
void RSeramiMasterReadEeprom(u16 aAddress, u8* aDataPtr) 
{ 
 iStatus  =  RSERAMIMASTER_SMTHING; 
  iFrameBuffer[0] = RSERAMIMASTER_READ_EEPROM_BYTE | ((aAddress >> 8) & 
RSERAMIMASTER_CMD_MASK); 
  iFrameBuffer[1] = (u8) aAddress; 
  iChkSum = RSeramiMasterCalculateCheck(2); 
  iByteNumToSend = 2; 
  iDataRxPtr = aDataPtr; 
  iIsRead = 1; 
 iStatus  =  RSERAMIMASTER_WRITING; 
} 
 
BO  RSeramiMasterIsFree(void OL ) 
{ if (iStatus) return FALSE; else return TRUE; } 
 
BO RSeramiMasterIsInError(void)  OL 
{ return iErrorFlag; } 
 
void RSeramiMasterReset(void) 
{ iStatus = RSERAMIMASTER_NOTHING; } 
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