We discuss the implementation of a compiler for an imperative programming language, using monad in Haskell. This compiler involves a recursive-descent parser conducting nondeterministic parsing, in which backtracking occurs to try with other rules when the application of a production rule fails to parse an input string. Haskell has some strong facilities for parsing. Its algebraic types represent abstract syntax trees in a smooth way, and program codes by monad parsing are so concise that they are highly readable and code size is reduced significantly, comparing with other languages. We also deal with the runtime environment of the assembler and code generation whose target is the Stack-Assembly language based on a stack machine. 
; be <-bExp ; symbol "then" ; stmseq1 <-stmntSeq ; symbol "else" ; stmseq2 <-stmntSeq ; return (If be stmseq1 stmseq2) } whileStm :: Parser Stm whileStm = do{ symbol "while"
; be <-bExp ; symbol "do" ; stmseq <-stmntSeq ; return (While be stmseq) } stmBlock :: Parser Stm stmBlock = do{ symbol "{"
; stms <-stmntSeq ; symbol "}" ; return stms } 그림 8. 모나드 파서 코딩 s2a :: Stm -> State Int String s2a (Ass v aex) = return $ " lvalue " ++ v s2a (While be stm) = do { test <-tick ; let str1 = " label " ++ show test ; let str2 = bexp2ass be --test codes ; out <-tick ; let str3 = " gofalse " ++ show out ; str4 <-s2a stm --body of while ; let str5 = " goto " ++ show test ; let str6 = " label " ++ show out --Label for the next of while stmnt : return (str1++str2++str3++str4++str5++str6) } 그림 10. 코드 생성 함수 Fig. 10 
