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Summary
Burnt pancakes problem was defined by Gates and Papadimitriou in 1979. They proved that g(−fn) ≥
3n/2− 1.
In 1995 Cohen and Blum conjectured that g(n) = g(−In) and proved that g(−In) = g(−fn)+1 ≥ 3n/2.
In 1997 Heydari and Sudborough proved that g(−In) ≤ 3n+12 whenever some “fortuitous sequence”
exists. They gave fortuitous sequences for n = 3, 15, 27 and 31. They showed that two fortuitous sequences
Sn and S
′
n may combine into another fortuitous sequence S
′′
n with n
′′ = n+ n′− 3. So a fortuitous sequence
Sn gives a fortuitous sequence Sn+12. This proves that g(−In) ≤ 3n+12 if n ≡ 3 (mod 4) and n ≥ 23.
In 2011 Josef Cibulka enhanced Gates and Papadimitriou’s lower bound thanks to a potential function.
He got so g(−In) ≥ 3n/2 + 1 if n > 1 proving thereby, that g(−In) = 3n+12 if n ≡ 3 (mod 4) and n ≥ 23.
Cibulka gave also a sequence of 30 flips (19, 14, 7, 4, 10, 18, 6, 4, 10, 19, 14, 4, 9, 11, 8, 18, 8, 11, 9, 4, 14,
19, 10, 4, 6, 18, 10, 4, 7, 14) sorting −I19, without being fortuitous. With the fortuitous sequence for 15
pancakes this proved that g(−In) = 3n+12 if n ≡ 3 (mod 4) and n ≥ 15. Cibulka also invalidated Cohen and
Blum’s conjecture by showing that g(−I15) = 24 while g(15) = 25.
This paper explains how to build generalized fortuitous sequences for every n ≥ 25 proving thereby that
g(−In) =
⌈
3
2
n
⌉
+ 1 for every n ≥ 25.
Burnt pancakes problem
Stack of burnt pancakes


2
-4
5
1
-3

 holds 5 pancakes numbered from 1 to 5 from smallest to largest. In this
stack pancakes 3 and 4 are upside down. In order to save space, it will be rather written S=[2 -4 5 1 -3],
top of stack ahead.
This stack of pancakes may be seen as a signed permutation of integers 1 to 5, i.e. mapping 1 7→ 2,
2 7→ −4, 3 7→ 5, 4 7→ 1, 5 7→ −3. This mapping may be extended to negative integers -5 to -1 by
S(−i) = −S(i). Such mappings may be composed. E.g. [2 -4 5 1 -3]◦[1 2 -3 5 4]=[2 -4 -5 -3 1].
Stack In=[1 2 3 . . . n] denotes identity mapping. It is also target setting of stack of pancakes problem.
Pancakes are sorted by size, smallest one on top. They are all well oriented i.e. burnt side down.
Stack −In=[-1 -2 -3 . . . -n] is initial setting of stack of pancakes problem. Pancakes are all in right
location but they are upside down, i.e. burnt side up.
Spatula flip fi splits stack of pancakes in two parts by inserting a spatula below the i topmost pancakes,
and then flips upper part. E.g. f3=[-3 -2 -1 4 5] when stack holds 5 pancakes. Flips are only operations
allowed to sort stack of pancakes.
Any signed permutation S of a stack of n burnt pancakes, may be achieved by a flip sequence. Let g(S)
be the minimal number of flips needed. Cibulka proved in 2011 that g(−In) ≥ 3n/2 + 1 if n > 1.
Flip sequence w = (f4 f8 f6 f10) will be shortened as w = (4 8 6 10). Let w˜ = (10 6 8 4) and
fw = f10 ◦ f6 ◦ f8 ◦ f4. Permutation fw is effect of sequence w. Applying flip sequence S to stack −In gives
stack fS ◦ −In = −fS. So “sequence S sorts stack −In” translates into fS ◦ −In = In i.e. fS = −In.
Lower bound on g(−In) by Cohen and Blum : 3n/2
When Gates and Papadimitriou introduced burnt pancake problem in 1979, they demanded also that
pancakes in initial setting had right orientation. In other word every single pancake had to be flipped an even
number of times. That is why, they looked at g(−fn) instead of g(−In) : at start all pancakes have right
orientation, but they are sorted in reversed order −fn=[n n-1 . . . 3 2 1]. They proved that g(−fn) ≥ 3n/2−1.
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In 1995 Cohen and Blum noticed that every signed permutation p of a stack of n pancakes verifies
p ◦−In = −In ◦ p = −p. Hence −In commutes to every signed permutation. (In other word −In is in center
of group of signed permutations. Indeed center is {In,−In}).
If −In = p ◦ q then −In commutes to p and p−1 and so −In = q ◦ p. This means that a flip sequence
which sorts −In, may be permuted circularly. It will still sort −In. Similarly −In and flips are their own
inverses, hence a flip sequence sorting −In may be read backward, it will still sort −In. For n > 1, a
flip sequence sorting −In holds at least two fn, first one removes -n from bottom of stack, while last one
brings n back at bottom. Hence minimal sequences sorting −In may be permuted circularly to produce
other minimal sequences starting by fn. Removing this initial fn produces a minimal sequence sorting −fn.
Hence g(−In) = 1 + g(−fn). This is how Cohen and Blum proved that g(−In) ≥ 3n/2.
Lower bound for g(−In) with a potential function
In a stack of pancakes a “block” is a maximal sequence of several contiguous pancakes which appears
also in In or fn. A “clan” is a maximal sequence of several contiguous pancakes which appears also in −In
or −fn. Two contiguous pancakes in a same block are “adjacent”. Two contiguous pancakes in a same clan
are “anti-adjacent”. A pancake which is neither in block nor in a clan is a “singleton”. E.g. stack [4 5 6 -1
-2 3] is made of block (4 5 6), clan (-1 -2) and singleton 3. Potential of a pancake in a stack will be defined
as 1 when at an end of a block, 3 when inside a block, -1 when at an end of a clan, -3 when inside a clan
and 0 for a singleton. Potential of top pancake is doubled. Potential of a stack is sum of potentials of its
pancakes. E.g potential of stack [4 5 6 -1 -2 3]
2 3 1 -1 -1 0
is 4.
During flip [−x . . . y|z . . .] → [−y . . . x|z . . .] potential function varies only for pancakes x, y and z.
Possible variations of p(y) are 3→2, 1→2, 1→0, 0→0, −1→0, −1→−2 and −3→−2. Hence |∆p(y)| ≤ 1. As
well |∆p(x)| ≤ 1. Possibles changes of p(z) are 3↔1, 1↔0, 0↔−1, 1↔−1 and −1↔−3. Hence |∆p(z)| ≤ 2.
Hence |∆p(x) + ∆p(y) + ∆p(z)| ≤ 1 + 1 + 2 = 4.
During flip [−x|z . . .]→ [x|z . . .] potential function varies only for pancakes x and z. Possible variations
of p(x) are 2↔0, 0→0 and −2↔0. Hence |∆p(x)| ≤ 2. We still have |∆p(z)| ≤ 2. Hence |∆p(x)+∆p(z)| ≤ 4.
This proves that during a flip potential function increases by at most 4.
p(In) = 2 + 3 + 3 + · · ·+ 3 + 1 = 3n− 3. p(−In) = p(−fn) = −p(In) = 3− 3n.
Hence g(−fn) ≥ p(In)− p(−fn)
4
=
3n− 3
2
and g(−In) ≥ 3n− 1
2
.
Enhancement of potential function to reach Cibulka’s bound : g(−In) ≥ 3n/2 + 1
Potential function may be enhanced if plate supporting the stack behaves like a pancake, which may
form a block with bottom pancake when it is n or a clan if it is 1. Plate potential is -1, 0 or 1 and adds to
potential function of stack. Final potential is now p(In) = 3n and initial potential is p(−fn) = −3n. Then
g(−fn) ≥ 6n/4 = 3n/2. Hence g(−In) ≥ 3n/2 + 1.
[ 3 2 1] [-2-3 1] [-1 3 2] [-3 1 2] [-2-1 3] [1 2 3]
-2-3-3-1 -2-1-1-1 0-1-1 0 1 1 2 1 1 1 2 3 3 1
-9 -5 -2 2 5 9
4 3 4 3 4
Since g(−In) is an integer, the lower bound is actually : g(−In) ≥
⌈
3n
2
+ 1
⌉
=
⌊
3n+3
2
⌋
.
This was proved in 2011 by Cibulka who used about the same potential function with the following
differences :
* His potential function is the third of ours. E.g. potential function variation during a flip is at most
4/3.
* Potential of a block with na adjacencies is 3na if it is on top of stack and 3na − 1 if it is inside stack.
As well potential of a clan with n′a anti-adjacencies is −3n′a when in top of stack and −3n′a + 1 otherwise.
Hence potential of a stack S is p(S) = p′(S)− p′(−S) with p′(S) = 3na(S) − nb(S) where na and nb count
adjacencies and inner blocks. Cibulka takes p(S) = na(S)− na(−S)− (nb(S)− nb(−S))/3.
* Cibulka keeps a neutral plate under the stack of pancakes, but he adds to potential 4/3, 1, -1 or -4/3
if bottom of stack is n-1,n or n or -n or 1-n,-n respectively.
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* Cibulka starts from −In instead of −fn, but he adds 1/3 to potential when a block holds 1,2 (or -2,-1)
or when -1 is on top of stack. As well he adds -1/3 to potential when a clan holds 2,1 (or -1,-2) or when 1
is on top of stack.
Flip sequence reaching lower bound
Let us assume g(−In) = ⌈3n/2 + 1⌉. If n is even, then g(−fn) = 3n/2. There exists a flip sequence of
length 3n/2 transforming −fn into In. Potential function goes from −3n to 3n in 3n/2 flips. Hence every
flip increases potential by 4. For every flip f1 we have ∆p(x) = ∆p(z) = 2. For every larger flip we have
∆p(x) = ∆p(y) = 1 and ∆p(z) = 2. Potential function of a pancake increases by 1 when it leaves or reaches
top of stack, and increases by 2 when not moved. This proves that parity of potential of a pancake depends
only on its location in stack : Every pancake but top one has odd potential. Only top pancake may be a
singleton.
Plate potential starts from -1 in −fn and ends at 1 in In. It increases by 2 during every fn. So only
one fn is used to transform −fn into In, and two of them are used to transform −In into In.
If n is odd, then lower bound is reached when g(−In) = (3n + 3)/2. There exists a flip sequence of
length (3n + 1)/2 transforming −fn into In. Potential function goes from −3n to 3n in (3n + 1)/2 flips.
Potential variation is loose by 2. There may be two fn. Then first fn changes plate potential from -1 to 0
and second fn from 0 to 1. Variation of potential during both fn will be 3. Hence variation of potential for
every smaller flip will be 4. Transformation from −In to In uses three fn.
We shall build flip sequences reaching lower bound for every n large enough.
Fortuitous sequences and their combinations
A “fortuitous sequence” is a flip sequence of the form S = ns1ns2ns3 where s1, s2 and s3 are sequences
of length n−1
2
of even positive integers lower than n, such that fS = −In.
So n is odd and |S| = 3n+3
2
. Lower bound is reached. Hence when applying S to −In, sequence
s1ns2ns3 applies do −fn to reach In and every flip increases potential function by 4, but both fn which
increase potential by only 3. Since s1 is made of even numbers, when applying s1 to −fn, pancake 1 stays
at bottom of stack, and above it is a stack of clans of even lengths. Each flip, to increase potential function
by 4, must break a clan into two smaller clans. At the end of s1 the stack f = −fns1 is a stack of n−12
clans of 2 pancakes placed on singleton 1. Heydari and Sudborough called it the first column of a box. We
shall call it a “stack of 2-clans”. Similarly every flip of s3 glues two blocks to form a bigger one. And stack
−fns1ns2n at the beginning of s3 is a stack of n−12 blocks of 2 pancakes, placed on singleton n. Hence every
flip of s2 replaces a 2-clan by a 2-block. First flip of s2 is [−1 . . .3|2 . . .] → [−3 . . . 1|2 . . .]. Second flip of
s2 is [−3 . . . 5|4 . . .] → [−5 . . .3|4 . . .]. Third flip of s2 is [−5 . . . 7|6 . . .] → [−7 . . . 5|6 . . .]. Etc.. So during
application of flip sequence s2 top pancakes becomes successively -1, -3, -5, -7, . . ., −n. Bottom pancake
does not move, but it leaves its initial clan to join its final block during the only fn−1. This proves that s2
holds exactly one occurrence of n−1 and that bottom pancake is even and positive i.e. right-side up. So
top pancake of stack of 2-clans f is even and negative i.e. upside down. Of course s1 holds also exactly one
occurrence of n−1, and s3 too.
Heydari et al. demanded that top pancake in the stack of 2-clans should be −n+1
2
, but we do not. For
us, it is only even and negative.
We may notice that h = fn ◦ f−1 ◦ fn is the stack of 2-clans of fortuitous sequence ns˜1ns˜3ns˜2 and that
s1, s˜1, s2 and s˜3 are the only flip sequences adding an adjacency at each step when starting respectively
from stacks −h (or −fn ◦ f−1), −f , h−1 (or fn ◦ f) and f−1 (or fn ◦ h). So stack of 2-clans f characterizes
flip sequence S.
We may roughly count fortuitous sequences. First flip of s1 is a number taken among 2, 4, 6, . . . n-1.
There are n−1
2
possibilities. Second flip must break a clan. There are n−1
2
− 1 possibilities. Third flip is to
be chosen among n−1
2
− 2 possibilities. Etc.. So there are n−1
2
! ways of choosing s1 to get a stack of 2-clans.
After that s2 and s3 are imposed. Indeed there is only one way to create an adjacency by a flip. This
flip has about one chance out of two to exist, whether pancake matching first one shows right side or not.
So expected number of fortuitous sequences may be estimated as n−1
2
!/2n−1 ∼ √pin (n−1
8e
)n−1
2 → ∞. This
number is large as soon as n > 8e+ 3. This suggests, that fortuitous sequences exist for every large enough
3
odd integer n. This can be proved in two different ways, that we shall both use. Either we look for regular
patterns in stacks of 2-clans of small fortuitous sequences and design according to these patterns a stack of
2-clans yielding a fortuitous sequence for any large odd integer n. Or we exhibit small fortuitous sequences
with symmetries, like palindromic or triple fortuitous sequences and use method of Heidari et al. to combine
two fortuitous sequences for n1 and n2 pancakes into a fortuitous sequence for n1 + n2 − 3 pancakes. E.g.
fortuitous sequences
(15 10 4 6 14 6 4 10 15 10 4 6 14 6 4 10 15 10 4 6 14 6 4 10)
(23 14 4 6 22 10 8 12 10 14 12 18 23 10 14 18 8 10 22 10 8 18 14 10 23 18 12 14 10 12 8 10 22 6 4 14)
yield stacks of 2-clans :
[-8 -9 -12 -13 -2 -3 -14 -15 5 4 7 6 -10 -11|1]
[-12 -13|-16 -17 -6 -7 -18 -19 -4 -5 -20 -21 -2 -3 -22 -23 9 8 11 10 -14 -15 1]
In second stack first 2-clan -12(=-x) -13 is replaced by first stack without final 1. Also in first stack pancakes
2. . . 15(=n1) are renumbered 12(=x). . . 25 by increasing their numbers by 10(=x− 2). Similarly in second
stack pancakes 14(=x+ 2). . . 23(=n2) are renumbered 26. . . 35(=n1 + n2 − 3) by increasing their numbers
by 12(=n1 − 3). This yields stack of 2-clans
[-18 -19 -22 -23 -12 -13 -24 -25 15 14 17 16 -20-21|-28-29 -6 -7-30-31 -4 -5-32-33 -2 -3-34-35 9 8 11 10-26-27 1]
and fortuitous sequence
(35 26 16 10 4 6 18 34 10 8 12 10 14 12 30 6 4 10 35 10 14 18 8 10 30 4 6 34 26 24 30 16 8 24 20 16 35 26 20
22 30 6 4 26 12 14 10 12 8 10 34 18 16 26)
Since there is a fortuitous sequence for 15 pancakes, any fortuitous sequence for n pancakes yields
fortuitous sequences for n + 12, n + 24, n + 36, etc.. Moreover a fortuitous sequence for n pancakes with
gcd(n−3,12)=2 will yield fortuitous sequences for m pancakes for all large enough odd integer m. Indeed
fortuitous sequences are known for 3, 15, 23, 29, 31, 33 and 37. For small n they can be found by trying all
n−1
2
! possibilities. (6h on a PC for n=29). For large n search process must be improved. Fortuitous sequence
S = ns1ns2ns3 yields fortuitous sequences ns2ns3ns1, ns3ns1ns2, ns˜3ns˜2ns˜1, ns˜2ns˜1ns˜3 and ns˜1ns˜3ns˜2.
But these 6 sequences are not necessarily different. There are only 3 different sequences if s1 = s˜1, only 2 if
s1 = s2 and only 1 if s1 = s2 = s˜1. Indeed for n=3 and n=15 there is only one fortuitous sequence. Hence it
verifies s1 = s2 = s˜1. So it makes sense to search only for fortuitous sequences verifying s1 = s˜1 or s1 = s2.
Palindromic fortuitous sequences
When s1 = s˜1, then s1 is a palindrome containing exactly one occurrence of n−1. So s1 = w n−1 w˜
is of odd length n−1
2
and n ≡ 3 (mod 4). An exhaustive search of all s1 = w n−1 w˜ tries n−12 !/n+14 ! cases
and finds readily all fortuitous sequences for n=27 (0.16s), n=31 (3.9s) and n=35 (2m 2s). E.g. it finds
sequences of the form (n wn n−1 w˜n) with
w23 = (14 4 6 22 10 8 12 10 14 12 18 23 10 14 18 8 10)
w27 = (22 16 10 18 26 6 4 12 14 22 6 4 10 27 12 4 8 22 4 6)
w31 = (18 4 14 22 6 4 18 26 6 4 22 30 6 4 26 31 10 4 18 4 26 4 14)
w35 = ( 6 22 18 10 32 8 26 22 34 22 26 8 32 10 18 22 6 35 6 22 18 10 32 8 26 22)
We may notice that if fnwxw˜ = −In then fx = f−1w ◦−fn ◦ fw and −fn are conjugate and have as many
fixed points. If n is odd, −fn has one fixed point n+12 . So fx has one fixed point and x = n − 1. If n is
even, −fn has no fixed point like fx. So x = n. So central flip of a palindromic flip sequence sorting −fn is
always either fn−1 or fn depending on parity of n, even if it is not a part of a fortuitous sequence.
Triple fortuitous sequences
For n ≡ 1 (mod 4) we cannot have s1 = s˜1, but we may have s1 = s2 = s3. Then the stack of 2-clans is
a signed permutation of order 3. It is possible to search for all stacks of 2-clans of order 3, and keep among
them those corresponding to fortuitous sequences. Let d(i) = sgn(i)(−1)i. A stack of 2-clans of order 3 is a
permutation of {−n, 1−n, . . .− 1, 0, 1, 2, . . . n} verifying following conditions:
∗∀i, f(−i) = −f(i) f is a signed permutation.
∗f(n) = 1 Smallest pancake is at bottom right-side up.
∗f(1) < 0 Top pancake is upside down.
∗∀i, f(f(f(i))) = i f is a permutation of order 3.
∗∀i, d(f(i)) = d(i) Orientation of a pancake depends on parities of its number and location.
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∗∀i, f(i− d(i)) = f(i) + d(i) f is made of clans of 2 pancakes.
∗∀i 6= 0, f(i+ d(i)) 6= f(i)− d(i) Clans of 2 pancakes do not form larger clans.
Depth first search is effective : We pick up any i such that j = f(i) is known and f(j) is un-
known. Then we shall try all possible values k for f(j). Absolute value of k must be taken in set
K = {x>0 | f(x) and f−1(x) are unknown}. Sign of k is determined by rule d(k) = d(i), so k = |k|d(|k|)d(i).
Then we force f(j) = k and f(k) = i. Furthermore whenever we force f(x) = y, we shall also force
f(−x) = −y and f(x−d(x)) = y+d(y) and if only one of the numbers f(y) and f−1(x) is known, then both
numbers are forced to same value. First choice of |k| is made in set K = {2, 3, . . . , n − 1} since f(n) = 1.
After each choice of k set K loses elements |k|, |k + 1|, |k − 1|, |j − d(j)| and |i + d(i)|. Generally it loses
at least 5 elements, since if for instance |k + d(k)| was already excluded because z = f(k + d(k)) is known,
then we shall force f(z) = j − d(j) and exclude other elements. An exhaustive search of all stack of 2-clans
of order 3 tries about (n− 2)(n− 7)(n− 12)(n− 17) . . . cases and finds readily all triple fortuitous sequences
for n=29 (0.08s), n=31 (0.23s), n=33 (0.79s), n=35 (2.8s) and n=37 (10.5s). E.g.
(29 16 4 26 6 20 4 16 24 6 14 28 12 4 24)3 (31 18 8 28 6 18 4 14 8 4 22 6 24 30 4 16)3
(33 18 8 30 8 2 20 4 14 8 4 24 8 26 32 4 18)3 (35 20 8 2 32 8 22 4 18 2 28 2 8 16 34 16 4 30)3
(37 22 12 2 34 8 20 4 16 2 10 4 26 2 8 28 36 6 20)3
Adding rule f = fn ◦ f−1 ◦ fn gives readily all palindromic triple fortuitous sequences for n=35, 39, 43 and
47(0.57s). E.g. it gives (n wn n−1 w˜n)3 with w35 =(6 22 18 10 32 8 26 22), w39 =(22 16 18 14 16 30 34 12
14), w43 =(6 26 22 14 40 10 12 10 30 26) and w47 =(6 28 24 16 44 12 2 14 10 32 28).
Even fortuitous sequences and their combination
For even n a sequence satisfying lower bound is of length 3n/2 + 1 and holds two fn. So we define an
“even fortuitous sequence” as a flip sequence of length 3n/2+ 1 of the form S = ns1ns2 where s1 and s2 are
sequences of positive integers lower than n, such that fS = −In and stack f = −fns1 obtained at the end of
s1, when applying S from −In or equivalently s1 from −fn, is a “patchwork” of n2 − 1 clans or blocks of 2
pancakes, placed on pancake 1 and below singleton −n.
So no pancake of this patchwork has potential 3 (or -3) and every flip of s1 increases potential by 4, and
breaks an anti-adjacency. As well every flip of s2 creates an adjacency.
We may notice that −f−1 and fn ◦ f−1 ◦ fn and −fn ◦ f ◦ fn are the patchworks of fortuitous sequences
ns2ns1 and ns˜1ns˜2 and ns˜2ns˜1 respectively. Hence s˜1, s˜2, s1, and s2 are the only flip sequences adding an
adjacency at each step when starting respectively from stacks −f , f−1, −fn ◦ f−1 and fn ◦ f . So patchwork
f characterizes even fortuitous flip sequence S.
We may roughly count even fortuitous sequences. Number of patchworks is n−2
2
!2n−2, since there are
n−2
2
! possible orders for the n−2
2
pieces of 2 pancakes, which have each 4 possible orientations (E.g. [2,3],
[-2,-3], [3,2] or [-3,-2]). About a quarter of these patchworks are not suitable since they have too large blocks
or clans. When choosing a patchwork, s1 and s2 are imposed. Indeed there is only one way to create an
adjacency by a flip. But this flip has about one chance out of two to exist, whether pancake matching first
one shows right side or not. Hence probability that s2 exists is about 2
−|s2| where |s2| the length of s2 is
the number of missing adjacencies in patchwork. As well probability that s1 exists is about 2
−|s1| where
|s1| is number of missing anti-adjacencies in patchwork. Obviously |s1|+ |s2| = 3n2 − 1, so expected number
of fortuitous sequences may be estimated as 3
4
n−2
2
!2−1−n/2 → ∞. This suggests, that fortuitous sequences
exist for every large enough even integer n. This can be proved, like for odd integers, in two different ways,
that we shall both use. Either we look for regular patterns in patchworks of small even fortuitous sequences
and design according to these patterns a patchwork yielding a fortuitous sequence for any large even n. Or
we exhibit small even fortuitous sequences with symmetries, like palindromic or double fortuitous sequences
and use method of Heidari et al. to combine two even fortuitous sequences for n1 and n2 pancakes into a
fortuitous sequence for n1 + n2 − 2 pancakes. E.g. even fortuitous sequences
(26 20 14 16 11 3 24 11 16 8 19 7 13 11 25 8 21 18 3 15 26 15 3 18 5 21 8 25 13 5 19 8 16 11 24 3 11 14 10 18)
(28 22 2 16 18 13 3 26 11 18 2 10 21 7 15 13 27 8 23 20 3 17 28 15 3 18 5 21 8 27 15 5 21 10 2 18 11 26 3 13
16 10 20) yield patchworks:
[-26 6 7 -21 -20 -23 -22 -16 -17 -3 -2 -13 -12 15 14 25 24 10 11 5 4 9 8 -18 -19|1]
[-28|6 7 -9 -8 -23 -22 -25 -24 -18 -19 -3 -2 -15 -14 17 16 27 26 12 13 5 4 11 10 -20 -21 1]
In second stack top singleton -28(=-n2) is replaced by first stack without final 1. Also in first stack pancakes
5
2. . . 26(=n1) are renumbered 28(=n2). . . 52(=n1 + n2 − 2) by increasing their numbers by 26(=n2 − 2). In
second stack pancakes keep their numbers 1. . . 27(=n2 − 1). This yields patchwork
[-52 32 33-47-46-49-48-42-43-29-28-39-38 41 40 51 50 36 37 31 30 35 34-44-45|6 7 -9 -8-23-22-25-24-18-19 -3
-2-15-14 17 16 27 26 12 13 5 4 11 10-20-21 1]
and even fortuitous sequence
(52 20 14 16 11 3 24 11 16 8 19 7 13 11 46 2 16 18 13 3 50 35 42 2 10 45 7 39 37 51 8 47 44 3 41 8 21 18 3 15
52 15 3 18 5 21 8 41 3 44 31 47 8 51 39 5 45 8 42 37 50 3 11 14 10 44 15 5 21 10 2 18 11 26 3 13 16 10 20)
Since there is a fortuitous sequence for 26 pancakes, any fortuitous sequence for n pancakes yields
fortuitous sequences for n + 24, n + 48, n + 72, etc.. Moreover even fortuitous sequences for 26 and 28
pancakes yield even fortuitous sequences for all n=24i+26j+2, i.e. for all large enough even integer n.
Indeed fortuitous sequences are known for 2 and all even integers from 26 to 48. This yield fortuitous
sequences for all even n ≥ 26.
Searching even fortuitous sequences
Patchworks are permutations of {−n, 1−n, . . .− 1, 0, 1, 2, . . . n} verifying following conditions:
∗∀i, f(−i) = −f(i) f is a signed permutation.
∗f(n) = 1 Smallest pancake is at bottom right-side up.
∗f(1) = −n Largest pancake is on top up side down.
∗∀i, f(i+ d(i)) = f(i) + d(f(i)) f is made of clans and blocks of 2 pancakes.
∗∀i, 2f(i) 6= f(i− 1) + f(i+ 1) Clans and blocks of 2 pancakes do not form larger clans or blocks.
E.g. f(4) = −11 implies f(−4) = 11, f(5) = −10, f(−5) = 10, f(6) 6= −9 and f(3) 6= −12. We
perform a depth first search to find all even fortuitous sequences. At start patchwork f and stacks −f , f−1,
−fn ◦f−1 and fn ◦f have most of their values unknown. To make sure a flip on one of the four stacks creates
an adjacency, we may have to define some values of f . We choose the stack which minimizes the number of
unknown values of f to define. E.g. a stack of the form [x . . . y . . .] is best choice, if values x and y = 1− x
are known, while a stack with an unknown top pancake is worst choice. Once the stack is chosen we try any
possible flip on it and choose again a stack. When the top of a stack is 1 or −n we may force the stack to
be In or fn respectively.
This depth first search finds even fortuitous sequences for n = 26(in 1m 23s) and n = 28(in 31m). Indeed
it finds all solutions in 20m and 6h respectively, but for 26 as well as for 28, there are only 4 solutions, which
yield one another : ns1ns2, ns2ns1, ns˜1ns˜2 and ns˜2ns˜1. We may look for similarities between a solution
for 26 and a solution for 28. So we force f(2) = 11, f(−4) = 21, f(−6) = 23, f(−8) = 2, f(−10) = 18,
f(1− n) = 16, f(n− 3) = 6 and f(n− 5) = n− 1. This gives readily solutions for 30, 32, 34 and 38. Then
looking for other similarities between those solutions, we impose
f = [−n 11 10 -21 -20 -23 -22 -2 -3 -18 -19 wn 13 12 -15 -14 8 9 5 4 w′n n−2 n−1 7 6 -17 -16 1]
where wn is an initial segment of length multiple of 4, of infinite sequence : -26 -27 -24 -25|-30 -31 -28 -29|-34
-35 -32 -33|-38 -39 -36 -37|-42 -43 -40 -41|-46 -47 -44 -45|-50 -51 -48 -49|-54 -55 -52 -53 . . . and w′n is empty
if 4 divides n and w′n = (3−n, 4−n) otherwise. First patchworks and flip sequences are :
[-26 11 10 -21 -20 -23 -22 -2 -3 -18 -19 13 12-15-14 8 9 5 4 24 25 7 6 -17 -16 1]
[-28 11 10 -21 -20 -23 -22 -2 -3 -18 -19 13 12-15-14 8 9 5 4-25-24 26 27 7 6 -17 -16 1]
[-30 11 10 -21 -20 -23 -22 -2 -3 -18 -19-26-27-24-25 13 12-15-14 8 9 5 4 28 29 7 6 -17 -16 1]
[-32 11 10 -21 -20 -23 -22 -2 -3 -18 -19-26-27-24-25 13 12-15-14 8 9 5 4-29-28 30 31 7 6 -17 -16 1]
[-34 11 10 -21 -20 -23 -22 -2 -3 -18 -19-26-27-24-25-30-31-28-29 13 12-15-14 8 9 5 4 32 33 7 6 -17 -16 1]
[-36 11 10 -21 -20 -23 -22 -2 -3 -18 -19-26-27-24-25-30-31-28-29 13 12-15-14 8 9 5 4-33-32 34 35 7 6 -17 -16 1]
(26 18 10 14 11 3 24 11 16 8 19 5 13 25 8 21 5 18 3 15 26 15 3 18 21 8 25 11 13 7 19 8 16 11 24 3 11 16 14 20)
(28 20 10 16 13 3 26 11 18 2 10 21 5 15 27 8 21 5 18 3 15 28 17 3 20 23 8 27 13 15 7 21 10 2 18 11 26 3 13
18 16 2 22)
(30 22 14 18 15 3 28 11 16 21 23 10 21 5 15 29 10 23 5 20 26 24 3 15 30 19 3 22 25 8 29 15 17 7 23 12 20 11
28 3 11 15 20 18 11 24)
(32 24 14 20 17 3 30 11 18 2 23 25 12 23 5 17 31 10 23 5 20 26 24 3 15 32 21 3 24 27 8 31 17 19 7 25 14 2 22
11 30 3 13 17 22 20 13 2 26)
(34 26 18 22 19 3 32 11 16 25 27 23 25 12 23 5 17 33 12 25 5 22 28 26 30 28 3 15 34 23 3 26 29 8 33 19 21 7
27 16 24 11 32 3 11 15 19 24 22 15 11 28)
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(36 28 18 24 21 3 34 11 18 2 27 29 25 27 14 25 5 19 35 12 25 5 22 28 26 30 28 3 15 36 25 3 28 31 8 35 21 23
7 29 18 2 26 11 34 3 13 17 21 26 24 17 13 2 30)
(40 32 22 28 25 3 38 11 18 2 31 33 29 31 27 29 16 27 5 21 39 14 27 5 24 30 28 32 30 34 32 3 15 40 29 3 32
35 8 39 25 27 7 33 22 2 30 11 38 3 13 17 21 25 30 28 21 17 13 2 34)
(44 36 26 32 29 3 42 11 18 2 35 37 33 35 31 33 29 31 18 29 5 23 43 16 29 5 26 32 30 34 32 36 34 38 36 3 15
44 33 3 36 39 8 43 29 31 7 37 26 2 34 11 42 3 13 17 21 25 29 34 32 25 21 17 13 2 38)
(48 40 30 36 33 3 46 11 18 2 39 41 37 39 35 37 33 35 31 33 20 31 5 25 47 18 31 5 28 34 32 36 34 38 36 40 38
42 40 3 15 48 37 3 40 43 8 47 33 35 7 41 30 2 38 11 46 3 13 17 21 25 29 33 38 36 29 25 21 17 13 2 42)
This provides even fortuitous sequences for all n ≥ 26.
Double fortuitous sequences
For odd n a fortuitous sequence holds 3 fn and may be of the form (ns)
3. As well, an even fortuitous
sequence holds 2 fn and may be of the form (ns)
2. Then its length 3n/2 + 1 is even and n ≡ 2 (mod 4).
An even fortuitous sequence is double whenever its patchwork verifies f−1 = −f . With this extra rule
depth first search for even fortuitous sequences finds all double fortuitous sequences for n = 30(in 0.75s),
n = 34(in 16.6s) and n = 38(in 9m). Some patchworks for 30 have similarities with some patchworks
for 34, such as f(2) = 8. When adding this condition, computation is much faster. So we look for other
similarities between patchworks for 30, 34 and 38 and add these conditions. Etc. At last we impose f(2) = 8,
f(n/2 + 8) = 4, f(6) = n/2, f(n/2 + 1) = n/2 + 3 and f(n/2 + 5) = n − 1. So we get double fortuitous
sequences for n = 30, 34, 38, 42 and 46 in 0.036s.
E.g. double fortuitous sequences
(30 22 14 7 3 24 7 27 13 15 10 29 15 20 18 5 23 14 20 13 28 3 19)2
(34 26 16 7 3 28 9 31 13 17 2 12 33 17 24 2 22 5 27 18 2 24 15 32 3 21)2
(38 30 18 7 3 32 7 35 15 17 15 19 14 37 19 26 28 26 22 9 31 18 26 28 26 17 36 3 23)2
(42 34 20 7 3 36 9 39 15 17 15 21 2 16 41 21 30 32 30 2 26 9 35 22 2 30 32 30 19 40 3 25)2
(46 38 22 7 3 40 14 16 12 14 11 43 14 18 21 23 14 45 27 35 31 28 26 13 39 22 32 35 33 37 35 21 44 3 27)2
have patchworks :
[-30 8 9-23-22 15 14 -2 -3-26-27-24-25 -7 -6 18 19-16-17 29 28 5 4 12 13 10 11-21-20 1]
[-34 8 9-25-24 17 16 -2 -3-28-29 31 30-26-27 -7 -6 20 21-18-19 33 32 5 4 14 15 10 11-13-12-23-22 1]
[-38 8 9-27-26 19 18 -2 -3-34-35-30-31-28-29-32-33 -7-6 22 23-20-21 37 36 5 4 14 15 12 13 16 17 10 11-25-24 1]
[-42 8 9-29-28 21 20 -2 -3-36-37 39 38-32-33-30-31-34-35 -7 -6 24 25-22-23 41 40 5 4 16 17 14 15 18 19 10 11
-13 -12 -27 -26 1]
[-46 8 9-31-30 23 22 -2 -3-42-43-40-41-37-36-39-38-33-32-35-34 -7 -6 26 27-24-25 45 44 5 4 19 18 21 20 15 14
17 16 12 13 10 11-29-28 1]
Palindromic even fortuitous sequences
An even fortuitous sequence is of the form ns1ns2 = ns˜2ns˜1 whenever f = −fn ◦ f ◦ fn. When adding
this rule as well as f(2) = n/2− 2, f(6) = −2, f(10) = 3−n and f(n− 3) = 8 for n 6= 34, depth first search
for even fortuitous sequences finds readily even palindromic fortuitous sequences of the form nwnnw˜n with
w30=(24 14 12 20 15 3 28 11 16 14 20 14 23 5 17 29 8 23 7 20 3 17)
w34=(28 18 12 16 24 15 3 32 15 20 14 24 18 27 5 21 33 8 23 27 29 9 22 3 19)
w38=(32 22 20 28 21 23 21 3 36 11 20 18 24 18 29 31 29 5 17 37 12 31 7 26 28 26 3 21)
w42=(36 26 24 32 25 2 27 23 3 40 11 22 20 26 20 31 35 2 33 5 17 41 14 35 7 28 32 2 30 3 23)
w46=(40 30 28 36 31 15 7 3 44 27 35 39 35 15 20 18 24 18 27 29 37 13 25 45 12 39 15 36 34 23 19 30 3 25)
and their patchworks :
[-30 13 12-23-22 -2 -3 -6 -7-27-26-11-10 16 17-14-15 21 20 5 4 24 25 28 29 9 8-19-18 1]
[-34 15 14-25-24 -2 -3 -8 -9-31-30 -6 -7-22-23 17 16-19-18 12 13 28 29 5 4 26 27 32 33 11 10-21-20 1]
[-38 17 16-31-30 -2 -3 -6-7-35-34-15-14-11-10-13-12 20 21-18-19 27 26 29 28 25 24 5 4 32 33 36 37 9 8-23-22 1]
[-42 19 18-35-34 -2 -3 -6 -7-39-38-17-16-11-10 14 15-13-12 22 23-20-21 31 30-28-29 33 32 27 26 5 4 36 37 40
41 9 8-25-24 1]
[-46 21 20-39-38 -2 -3 -6 -7-43-42-11-10-13-12-29-28-33-32-17-16 24 25-22-23 31 30 15 14 19 18 35 34 37 36 5
4 40 41 44 45 9 8-27-26 1]
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An even fortuitous sequence is of the form ns1ns2 = ns˜1ns˜2 whenever f = fn ◦ f−1 ◦ fn. When adding
this rule as well as f(2) = 7, f(4) = 11, f(7−n) = 13, f((n/2 mod 4)+7) = −3 and f((n/2 mod 4)+9) = 14
depth first search for even fortuitous sequences finds readily even palindromic fortuitous sequences. After
rotation these sequences take the form (n−1 wn n−1 w˜n).
w34=(24 12 20 27 9 23 32 26 30 17 25 34 27 17 6 8 30 9 20 32 6 27 12 19 11)
w38=(28 16 2 24 31 11 27 36 30 34 19 27 38 31 19 8 10 34 11 2 22 36 8 2 31 12 21 13)
w42=(28 12 24 35 31 27 9 23 40 34 38 25 33 42 35 25 14 16 12 14 10 12 38 9 20 40 10 35 12 23 15)
w46=(32 16 2 28 39 35 31 11 27 44 38 42 27 35 46 39 27 16 18 14 16 12 14 42 11 2 22 44 12 2 39 12 25 17)
[-34 7 6 11 10-23-22 -3 -2 14 15-29-28 -5 -4-17-16-19-18 24 25 -8 -9 31 30-12-13 33 32-21-20-27-26 1]
[-38 7 6 11 10 24 25-23-22 -3 -2 14 15 32 33-31-30 -5-4-17-16-19-18 26 27-8-9 35 34-12-13 37 36-21-20-29-28 1]
[-42 7 6 11 10-31-30 -3 -2 14 15-37-36 -5 -4-25-24-27-26-21-20-23-22-17-16-19-18 32 33 -8 -9 39 38-12-13 41
40-29-28-35-34 1]
[-46 7 6 11 10 32 33-31-30 -3 -2 14 15 40 41-39-38 -5 -4-25-24-27-26-21-20-23-22-17-16-19-18 34 35 -8 -9 43
42-12-13 45 44-29-28-37-36 1]
An even fortuitous sequence is of the form (ns)2 = (ns˜)2 whenever −f = f−1 = fn ◦ f ◦ fn. When
adding this rule depth first search for even fortuitous sequences finds readily double palindromic fortuitous
sequences
(34w3433w˜34)
2 with w34=(14 5 3 30 14 10 5 3 18 6 21 10)
(42w4241w˜42)
2 with w42=(31 27 4 35 33 14 40 20 34 12 23 6 20 39 34) and their patchworks :
[-34 20 21-26-27 17 16-30-31-12-13 10 11 32 33 -7 -6 29 28 -2 -3-24-25 22 23 4 5-19-18 8 9-14-15 1]
[-42 11 10-19-18-29-28 16 17 -3 -2-23-22-37-36 -8 -9 5 4-31-30 13 12-39-38 34 35 7 6 21 20 41 40-26-27 15 14
25 24-33-32 1]
Generalized odd fortuitous sequences
For odd n fortuitous sequences may be generalized by replacing the stack of 2-clans placed on singleton
1, by a patchwork of 2-clans and of 2-blocks (placed on singleton 1). So we define an “generalized odd
fortuitous sequence” as a flip sequence of length 3n+3
2
of the form S = ns1ns2ns3 where s1, s2 and s3 are
sequences of positive integers lower than n, such that fS = −In and stack f = −fns1 obtained at the end
of s1, when applying S from −In or equivalently s1 from −fn, is a “patchwork” of n−12 clans or blocks of 2
pancakes, placed on pancake 1.
So no pancake of this patchwork has potential 3 (or -3) and every flip of s1 increases potential by 4,
and breaks an anti-adjacency. As well every flip of s2 and of s3 creates an adjacency. We may notice that
h = fn ◦ f−1 ◦ fn is the patchwork of generalized fortuitous sequence ns˜1ns˜3ns˜2, and s˜1, s˜3, s1, and s2 are
the only flip sequences of their lengths adding an adjacency at each step when starting respectively from
stacks −f , f−1, −fn ◦ f−1 and fn ◦ f . So patchwork f characterizes s1, since its length is the number of
missing anti-adjacencies in f .
Sequence s1 derives from f as s˜1 derives from h. Hence f = h if and only if s1 = s˜1, i.e. if s1 is a
palindrome. E.g. for n = 15 or n = 19 there is only one generalized fortuitous sequence. Hence f = h and
s1 is a palindrome and s3 = s˜2. Hence s3ns1ns2 is a palindrome.
Any fortuitous sequence is a generalized fortuitous sequence. Hence there are more generalized fortuitous
sequences than fortuitous sequences and hence more chance to find generalized fortuitous sequences than
fortuitous sequences. E.g. for n = 19, there is no fortuitous sequence, but there is a generalized fortuitous
sequence. As well for n = 25, no fortuitous sequence is known, but a generalized fortuitous sequence is easily
found. Patchworks of generalized fortuitous sequences are permutations of {−n, 1−n, . . . − 1, 0, 1, 2, . . . n}
verifying following conditions:
∗∀i, f(−i) = −f(i) f is a signed permutation.
∗f(n) = 1 Smallest pancake is at bottom right-side up.
∗∀i, f(i− d(i)) = f(i) + d(f(i)) f is made of clans and blocks of 2 pancakes.
∗∀i, 2f(i) 6= f(i− 1) + f(i+ 1) Clans and blocks of 2 pancakes do not form larger clans or blocks.
We perform a depth first search to find all generalized fortuitous sequences. At start patchwork f and
stacks −f , f−1, −fn ◦ f−1 and fn ◦ f have most of their values unknown. To make sure a flip on one of
the four stacks creates an adjacency, we may have to define some values of f . We choose the stack which
minimizes the number of unknown values of f to define. E.g. a stack of the form [x . . . y . . .] is best choice,
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if values x and y = 1− x are known, while a stack with an unknown top pancake is worst choice. Once the
stack is chosen we try any possible flip on it and choose again a stack. When the top of a stack is 1 or −n
we may force the stack to be In or fn respectively.
This depth first search finds generalized fortuitous sequences for n = 15, 19 and 25(in 6m 6s). We may
look for similarities between a solution for 15 and a solution for 19 and impose them. This gives readily
solutions for 15, 19, 23 and 27. Then looking for other similarities between those solutions, we impose, when
n ≡ 3 (mod 4) and n ≥ 15, that f = [-8 -9 wn -12 -13 -2 -3 1-n -n 5 4 7 6 -10 -11 1], where wn is a terminal
segment of length n− 15, which is multiple of 4, of infinite sequence :
. . . -39 -38 -41 -40|-35 -34 -37 -36|-31 -30 -33 -32|-27 -26 -29 -28|-23 -22 -25 -24|-19 -18 -21 -20|-15 -14 -17 -16
Fortuitous sequences are of the form (n un n−1 u˜n) since f = h. First patchworks and un are :
[-8 -9 -12 -13 -2 -3 -14 -15 5 4 7 6 -10 -11 1]
[-8 -9 -15 -14 -17 -16 -12 -13 -2 -3 -18 -19 5 4 7 6 -10 -11 1]
[-8 -9 -19 -18 -21 -20 -15 -14 -17 -16 -12 -13 -2 -3 -22 -23 5 4 7 6 -10 -11 1]
[-8 -9 -23 -22 -25 -24 -19 -18 -21 -20 -15 -14 -17 -16 -12 -13 -2 -3 -26 -27 5 4 7 6 -10 -11 1]
[-8 -9 -27 -26 -29 -28 -23 -22 -25 -24 -19 -18 -21 -20 -15 -14 -17 -16 -12 -13 -2 -3 -30 -31 5 4 7 6 -10 -11 1]
u15 = (10 4 6 14 6 4 10 15 10 4 6)
u19 = (14 7 4 10 18 6 4 10 19 14 4 9 11 8)
u23 = (18 11 7 4 14 22 6 4 10 23 18 4 13 15 11 13 10)
u27 = (22 15 11 7 4 18 26 6 4 10 27 22 4 17 19 15 17 13 15 12)
u31 = (26 19 15 11 7 4 22 30 6 4 10 31 26 4 21 23 19 21 17 19 15 17 14)
As well, when n ≡ 1 (mod 4) and n ≥ 25, we impose
f = [-8 -9 n-3 n-2 n-7 n-6 -12 -13 -2 -3 wn 5 4 1-n -n w
′
n 5-n 4-n 7 6 -10 -11 1], where wn is an terminal
segment of even length n−21
2
of infinite sequence: . . . 49 48|45 44|41 40|37 36|33 32|29 28|25 24|21 20|17 16
and w′n is an initial segment of even length
n−21
2
of infinite sequence: 15 14|19 18|23 22|27 26|31 30|35 34 . . .
E.g. patchworks and flip sequences for 25, 29 and 33 are :
[-8 -9 22 23 18 19 -12 -13 -2 -3 17 16 5 4 -24 -25 15 14 -20 -21 7 6 -10 -11 1]
[-8 -9 26 27 22 23 -12 -13 -2 -3 21 20 17 16 5 4 -28 -29 15 14 19 18 -24 -25 7 6 -10 -11 1]
[-8 -9 30 31 26 27 -12 -13 -2 -3 25 24 21 20 17 16 5 4 -32 -33 15 14 19 18 23 22 -28 -29 7 6 -10 -11 1]
(25 10 20 4 13 17 10 24 12 15 9 4 11 17 20 25 16 4 12 24 10 4 20 6 13 9 25 18 15 7 4 10 22 10 24 6 20 4 10)
(29 14 24 4 13 17 10 28 16 8 10 19 11 6 13 21 24 29 20 6 16 28 10 4 22 8 24 22 13 9 29 22 19 11 4 14 6 26 10
28 10 6 24 4 10)
(33 18 28 4 13 17 10 32 20 12 14 10 12 23 13 8 15 25 28 33 24 8 20 32 10 4 24 10 26 24 28 26 13 9 33 26 23
15 4 18 6 10 30 10 32 14 10 6 28 4 10)
This provides odd generalized fortuitous sequences for all n ≥ 23.
Results
We have produced for every integer n ∈ {15, 19, 23} or n ≥ 25, an explicit patchwork yielding an even
fortuitous sequence or a generalized odd fortuitous sequence (according to parity of n), proving thereby
that for all these numbers g(−In) =
⌈
3
2
n+ 1
⌉
. We can achieve the same result in another way. We
have fortuitous sequences for n ∈ {15, 23, 31, 29, 33, 37, 26, 28, 30, 32, 34, 36, 38, 40, 42, 44, 46, 48} produced as
palindromic fortuitous sequences when n ≡ 3 (mod 4) or as triple fortuitous sequences for odd n ≥ 29 or
as even fortuitous sequences for even n. Each of these sequences may be checked. We may then complete
this set of fortuitous sequences by combining every sequence with the sequence for 15 or 26 according to its
parity. So we get fortuitous sequences for all n ≥ 26. With the two generalized fortuitous sequences for 19
and 25 result is achieved. Of course we may also consider fortuitous sequences (2 1)2 and (3 2)3.
All fortuitous sequences shown in this paper may be computed by program in C gnu of annex. To get
computational times given here, program was compiled with gcc 4.8.3 and run on an AMD FX-4130. E.g.
triple(37) finds and prints 24 triple fortuitous sequences in 10.5s for n=37 if sm=0 but triple(39) finds
and prints 5 triple palindromic fortuitous sequences at once for n=39 if sm 6= 0. As well palin(23) finds
and prints 4 palindromic fortuitous sequences in 0.008s for n=23 and simple(n) looks for one (if ALL=0)
or all generalized odd fortuitous sequences or even fortuitous sequences according to parity of n. If sm=1 it
adds condition f = −f−1 and computes only double sequences. If sm=2 it adds condition f = fn ◦ −f ◦ fn
and computes only palindromic sequences centered on n−1. If sm=4 it adds condition f = fn ◦ f−1 ◦ fn
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and computes only palindromic sequences centered on n. If sm=3 it adds the 3 conditions and computes
only palindromic double sequences. If DIR 6= 0 and sm=0 it adds conditions such as f(1) = −8 etc. and
produces at once an imposed fortuitous sequence. Program combines also small given fortuitous sequences
to produce and print a fortuitous sequence for every n from 26 to 199, and checks that produced sequences
are fortuitous. Program is on http://mapage.noos.fr/laurent.pierre/concat.c.
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Annex : program in C gnu
#include<stdio.h>
#include<stdlib.h>
#define mmax 100
#define DIR 1
#define ALL 0
typedef int stack[2*mmax-1], seq[3*mmax];
void prnt(int *t, int n) { while(n--) printf("%3d",*t++); printf("\n"); }
int aff=1, sm=0;
void pseq(seq q) { if(~aff) prnt(q,(*q+1)*3/2); }
void prsq(stack s, seq q) { if(aff) prnt(s,*q); pseq(q); }
void flip(stack s, int l) {while(l>0) {int x=s[--l]; s[l--]=-*s, *s++=-x;}}
void copy(stack s, stack t, int n) { for(;n--;) t[n]=s[n]; } // t=s
void minv(stack s, stack t, int n) // t=-In/s
{ for(;n--;) if(s[n]<0) t[~s[n]]=n+1; else t[s[n]-1]=~n; }
int isIn(stack s, int n) { for(;n && s[n-1]==n;n--) ; return !n; } // s==In
void appl(stack s, seq q)
{ int n=*q, i;
for(i=n;i--;) s[i]=~i;
if(n&3) q[n&1?n/2+1:n*3/4+1]=n;
do flip(s,*q++); while(*q!=n);
}
void chkseq(seq q)
{ int n=*q, i; stack s;
for(i=n;i--;) s[i]=~i;
for(i=3*(n+1)/2;i--;) flip(s,q[i]);
if(!isIn(s,n)) printf("wrong sequence\n"), exit(1);
}
int*sort(stack s, seq q, int n)
{ int i=n, x; for(;;) for(flip(s,*q++=i),i=1,x=1-*s;s[i]!=x;) if(++i==n) return q; }
int stsq(stack s, seq q, int n)
{ stack t;
minv(s,t,n); int *r=sort(t,q,n), c=1&n; if( !isIn(t,n)) return 0;
copy(s,t,n); do r=sort(t,r,n); while(c--); return isIn(t,n) && r-q==(n+1)*3/2;
}
void compose(seq a, seq b, seq c)
{ stack s, t; appl(s,a), appl(t,b); // t[]={-l-2,-l-3,y,y-1,...}
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int d=*a&1?2:1, i, l=-*t-2, h=*a+~d, x;
for(i=0;i<*a;i++) x=s[i],s[i ]=x+=x>0 ?l: -l ; // |x|+=l
for(i=d;i<*b;i++) x=t[i],s[i+h]=x+=x>-*t?h:x<*t?-h:0; // |x|+=h if |x|>l+2
if(!stsq(s,c,i+h)) printf("compose failed\n"),exit(1);
}
#define N(i) (i>0?i-n-1:i+n+1)
#define I(x,y) x=(i>0?(i-n)^1:-((n-i)^1))+n, y=j>0?j^1:-(-j^1)
void trip(int*f, int*h, int n) //-8 -9-12-13 -2 -3-14-15 5 4 7 6-10-11 1
{ void set(int i, int j)
{ int d=2*(1&(i^i>>10))-1;
if(f[i]!=h[j] || f[i] || (f[j] && h[i] && f[j]!=h[i])
|| f[i-d]==j+d || f[1]>0) return;
h[f[i]=j]=i, h[f[-i]=-j]=-i;
if(!f[i+d]) set(i+d,j-d);
else if(!f[j]&& h[i]) set(j,h[i]);
else if( f[j]&&!h[i]) set(f[j],i);
else if(sm && f[N(j)]!=N(i)) set(N(j),N(i));
else trip(f,h,n);
f[i]=f[-i]=h[j]=h[-j]=0;
}
int i, j, k=0, c=0; static seq q;
for(i=n;i;i--) if(!f[i] && h[c=i] && h[k=h[i]]) return set(i,h[k]);
if(!c) if(stsq(f+1,q,n)) prsq(f+1,q);
if(k) for(i=f[k],j=n;j;j--) if(h[j]==f[j]) set(i,(i^j)&1?-j:j);
}
void triple(int n)
{ int i=2*n+1, s[i], t[i], *f=s+n, *h=t+n;
for(;i--;) s[i]=t[i]=0;
h[f[n]=1]=n, h[f[-n]=-1]=-n;
void E(int i,int j) { for(;!f[i];I(i,j)) h[f[i]=j]=i, h[f[-i]=-j]=-i;}
if(DIR && !sm) E(-1,8),E(4,12-(i=n|2)),E(-5,2),E(-8,n),E(9,5),E(11,7-n),E(i-15,n-5);
trip(f,h,n);
}
void palin(int i)
{ static seq q; static stack s, t; static int k=0, j, m, n;
if(!k) for(j=n=i,m=n/2+1;j--;) s[j]=~j;
flip(s,q[k++]=i);
if(n&2 && k<m && (j=m-k)<=k) { i=j<k?q[j]:n-1; if(s[i]==s[i-1]-1) palin(i); } else
if(k<m) for(i=2;i<n;i+=2) { if(s[i]==s[i-1]-1) palin(i); } else
if(copy(s,t,n), *s<0 && sort(t,q+m,n)==q+2*m && sort(t,q+2*m,n)==q+3*m) pseq(q);
flip(s,q[--k]);
}
void simple(int n)
{ seq q={n}, r={n}; static stack s, S, t, T;
int u[8*mmax], *f=u+2*mmax, *h=f+4*mmax, kK=(n+1)*3/2, k=1, K=kK-k, l=k, L=K, i;
void dfs()
{ void set(i,j)
{ int I(I,J);
if(i && j && f[2*i-I]!=2*j-J && f[2*I-i]!=2*J-j)
h[f[i]=j]=i, h[f[-i]=-j]=-i, h[f[I]=J]=I, h[f[-I]=-J]=-I,
(sm&2 && !f[N(i)]? set(N(i),-N(j)) :sm&1 && !f[j]? set(j,-i)
:sm&4 && !f[N(j)]? set(N(j), N(i)) :dfs()),
f[i]=h[j]=f[-i]=h[-j]=f[I]=h[J]=f[-I]=h[-J]=0;
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}int x=f[*s], X=f[*S], y=x?h[1-x]:0, Y=X?h[1-X]:0,
a=h[*t], A=h[*T], b=a?f[1-a]:0, B=A?f[1-A]:0, i;
if(k==K) { if(~n&1) q[k]=n, prsq(f+1,q), n=ALL?n:1; return; }
if(l==L) { if(~n&1) r[l]=n, prsq(h+1,r), n=ALL?n:1; return; }
if(K+l==kK && k+l==L && X==-n && a==1 && n&1)
return r[L]=n, copy(q,r+l,k), prsq(f+1,r), n=ALL?n:1, chkseq(r);
#define SET(a,b) if(f[a]!=b) { if(!f[a] && !h[b]) set(a,b); return; }
if(x==1) for(i=n;--i;) SET(s[i],i+1)
if(X==-n) for(i=n;--i;) SET(S[i],i-n)
if(a==1) for(i=n;--i;) SET(i+1,t[i])
if(A==-n) for(i=n;--i;) SET(i-n,T[i])
i=n; if(y) {for(;--i;) if(s[i]==y) flip(s,q[k++]=i), dfs(), flip(s,q[--k]), i=1;}
else if(Y) {for(;--i;) if(S[i]==Y) flip(S,q[K--]=i), dfs(), flip(S,q[++K]), i=1;}
else if(b) {for(;--i;) if(t[i]==b) flip(t,r[l++]=i), dfs(), flip(t,r[--l]), i=1;}
else if(B) {for(;--i;) if(T[i]==B) flip(T,r[L--]=i), dfs(), flip(T,r[++L]), i=1;}
else if(X) {for(;--i;) if(!f[S[i]]) set(S[i],1-X);}
else if(a) {for(;--i;) if(!h[t[i]]) set(1-a,t[i]);}
else if(x) {for(;--i;) if(!f[s[i]]) set(s[i],1-x);}
else if(A) {for(;--i;) if(!h[T[i]]) set(1-A,T[i]);}
else for(;--i;) if(!h[i]) set(*s,i), set(*s,-i);
}
void E(int i,int j) { for(;!f[i];I(i,j)) { h[f[i]=j]=i, h[f[-i]=-j]=-i;
if(sm&1) E(j,-i); if(sm&2) E(N(i),-N(j)); if(sm&4) E(N(j),N(i)); } }
for(i=n;i;) i--, h[s[i]=i-n]=h[t[i]=n-i]=f[S[i]=~i]=f[T[i]=i+1]=0;
*f=*h=f[~n]=h[~n]=f[n+1]=h[n+1]=0, f[h[1]=n]=1, f[h[-1]=-n]=-1;
if(~n&1) h[f[1]=-n]=1, f[h[n]=-1]=n;
if(!DIR || sm&(sm-1)) ; else
if(sm==1) E(2,8),E(6,n/2),E(n/2+8,4),E(n/2+1,n/2+3),E(n/2+5,n-1); else
if(sm==2) E(2,n/2-2),E(6,-2),E(10,3-n),E(n-3,n!=34?8:10); else
if(sm==4) E(2,7),E(4,11),E(n-7,-13),E(n/2%4+7,-3),E(n/2%4+9,14); else
if(n&1) if(E(-1,8),E(1-n,11),E(n-3,6),n&2) for(E(n-5,4),E(7-n,n),E(9-n,3),E(11-n,13);
n+i>15;i-=4) E(13-n-i,16-i),E(15-n-i,14-i);
else for(E(3,n-3),E(5,n-7),E(-7,12),E(-9,2), E(n/2+1,5),E(-n/2-4,n),E(5-n,n-4);
i+24<n;i+=4) E(n/2+i/2+6,14+i),E(n/2-i/2,16+i);
else for(E(2,11),E(-4,21),E(-6,23),E(-8,2),E(-10,18), E(n-5,n-1),E(n-3,6),E(1-n,16);
n+i>30;i-=4) E(i-12,26-i),E(i-14,24-i);
dfs();
}
seq ss[2*mmax]={{2,1}, {3,2}, {31,22,16,18,30,16,22,24,20,22,16,6,18,26,12,18},
{29,24,4,12,28,14,6,24,16,4,20,6,26,4,16}, {33,18,8,30,8,2,20,4,14,8,4,24,8,26,32,4,18},
{37,22,12,2,34,8,20,4,16,2,10,4,26,2,8,28,36,6,20}, {23,14,4,6,22,10,8,12,10,14,12,18},
{30,22,14,7,3,24,7,27,13,15,10,29,15,20,18,5,23,14,20,13,28,3,19}, {15,10,4,6,14,6,4,10},
{42,34,20,7,3,36,9,39,15,17,15,21,2,16,41,21,30,32,30,2,26,9,35,22,2,30,32,30,19,40,3,
25}, {38,30,18,7,3,32,7,35,15,17,15,19,14,37,19,26,28,26,22,9,31,18,26,28,26,17,36,3,23},
{46,38,22,7,3,40,14,16,12,14,11,43,14,18,21,23,14,45,27,35,31,28,26,13,39,22,32,35,33,37,
35,21,44,3,27}, {34,26,16,7,3,28,9,31,13,17,2,12,33,17,24,2,22,5,27,18,2,24,15,32,3,21},
{26,18,10,14,11,3,24,11,16,8,19,5,13,25,8,21,5,18,3,15},
{28,20,10,16,13,3,26,11,18,2,10,21,5,15,27,8,21,5,18,3,15,28},
{32,21,3,24,27,8,31,17,19,7,25,14,2,22,11,30,3,13,17,22,20,13,2,26,32},
{48,37,3,40,43,8,47,33,35,7,41,30,2,38,11,46,3,13,17,21,25,29,33,38,36,29,25,21,17,13,2,
42,48}, {36,25,3,28,31,8,35,21,23,7,29,18,2,26,11,34,3,13,17,21,26,24,17,13,2,30,36},
{44,33,3,36,39,8,43,29,31,7,37,26,2,34,11,42,3,13,17,21,25,29,34,32,25,21,17,13,2,38,44},
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{40,29,3,32,35,8,39,25,27,7,33,22,2,30,11,38,3,13,17,21,25,30,28,21,17,13,2,34,40}, {0}};
int main()
{ int i, j, h=0, *s[2*mmax];
for(i=2*mmax;i--;) s[i]=0;
for(;i=*ss[h],i ;) s[i]=ss[h++], compose(s[2+i%2],s[i],s[i]);
for(i=27;i<2*mmax;i+=2) if(!s[i]) compose(s[i-12],s[15],s[i]=ss[h++]);
for(i=50;i<2*mmax;i+=2) compose(s[i-24],s[26],s[i]=ss[h++]);
for(i= 0;i<2*mmax;i++ ) if( s[i]) pseq(s[i]);
palin(15), palin(23), triple(15), simple(15), simple(19), simple(25);
for(i=15;i<(DIR||sm?48:38);i+=2) triple(i);
for(j=4;j--;) for(aff=-1;aff<1;aff++) for(i=15;i<60;i++ ) if(i%4==j) simple(i);
while(++sm<5) for(prnt(&sm,1),i=sm>2?34:30;i<50;i+=4<<(sm==3)) simple(i);
return 0;
}
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