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概要 近年、情報科目の今後の在り方について、情報の科学的理解に裏打ちされた情報活用能力を
身につけることが重要視されている。情報の科学的理解を深めるための教材として、CS アンプラグ
ドが知られており、生徒の興味と学習意欲が高まるものとして評価されている。しかし、授業など
で用いる場合は、教材の準備等が必ずしも容易ではない。そこで、教員の準備の負担を軽減し、ま
た、一人でも学習できるように、積極的にコンピュータを使用する CS プラグドな教材を作りを目
指す。教材の対象として、Peer- to-Peer (P2P) ネットワークにターゲットを絞り、今回は特に DHT
の一つである Chord アルゴリズムを取り上げた。本研究は、初学者でも理解しやすく、一人学習に
も使えるような P2P のシミュレータを作成し、その有効性を確かめることが目的である。P2P シミ
ュレータの設計にあたって特に留意した点は、リアルな P2P の仕組みを目指すことと、初学者にも
分かりやすいようなユーザインタフェースを提供することである。 
 
キーワード： 教育用ソフトウェア， CS アンプラグド， 情報の科学的理解， P2P， P2P シミュレータ 
Key Word： Educational Software, Computer Science Unplugged, Computer Science, P2P, P2P Simulator 
 
1. はじめに 
 平成 27 年 10 月から始まった文部科学省の中央教
育審議会初等中等教育分科会教育課程部会情報ワー
キンググループ[1],[2],[3]において、情報の科学的理解に
裏打ちされた情報活用能力を身につけることが重要
視されるようになった。情報の科学的理解を深める
ための教材として CS アンプラグド[2]が注目されて
いる。CS アンプラグドは、コンピュータを使わずに、
カードなどを用いたゲームやグループ活動を通して、
楽しく学ぶことができ、生徒の興味と学習意欲が高
まるものとして評価されている。一方で、この教材
は各テーマ毎に、ワークシート等の教材の事前準備
が必要であり、繰り返し同じテーマを行う際には繰
り返す回数分の教材の準備が必要である。また、多
くのテーマはグループ活動を前提としているため、
一人学習向けではない。そこで、教員の準備の負担
を軽減でき、また、一人でも学習できるように、積
極的にコンピュータを使用する CS プラグドな教材
を作ろうという試みが今回の研究である。 
 本研究における教材の対象として、 Peer- 
to-Peer(P2P)ネットワークにターゲットを絞った。 
その理由は、P2P 技術は近年注文を集めているもの
の、その仕組みを理解するための初学者向けの教材
が見当たらないためである。 
 本研究の目的は、初学者でも理解しやすく、一人
学習にも使えるような P2P のシミュレータを作成し、
実際に高校や大学の授業で使用し、CS プラグドな教
材として初学者の理解の助けになったかどうかの有
効性を確かめることである。 
 P2P のシミュレータとしては、Overlay Weaver[12]
がよく知られている。Overlay Weaver は、アプリケ
ーション開発者に対しては、分散ハッシュ表(DHT)
やマルチキャストといった高レベルサービスに対す
る共通 API を提供している。また、ルーティング層
の分割によって、ルーティングアルゴリズムとして
よく知られている Chord、Kademlia、Koorde、Pastry、
Tapestry、FRT-Chord といったアルゴリズムを数百
ステップで実装することを可能としている。さらに、
新たに実装したアルゴリズムを試験、評価、比較す
るためのエミュレータも提供している。しかし、初________________________ 
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学者が一人で学習するために用いることは容易では
ない。また、学生自身が自由にシミュレーションを
行うためには、シナリオ言語を学ばなければならな
いため、その学習は容易ではない。本研究では、初
学者でも容易に自ら操作できる P2P シミュレータを
開発しその有効性を示す。 
 
2. シミュレータの設計方針 
 Chord ではネットワーク上に存在するノードの IP
アドレスをハッシュ関数によってハッシュ値に変換
し、それをノード ID とする。ランダムに決まったノ
ード ID より、ID 空間上の位置を決定しリング状に
配置する。データも同じハッシュ関数によってデー
タ ID を決定し、同じ ID 空間上に配置する。あるノ
ードがリングを時計回りに進んで最初に出会うノー
ドを successor といい、半時計回りに進んで最初に出
会うノードを predecessor という。そのノードから
predecessor までの範囲が、ノードの担当する範囲で
ある。ノードは担当になった範囲のデータを取り出
したり、保存したりする仕組みである。データやマ
シンを検索する際の経路を短くする為に、2 の k 乗
ずつ距離の離れたノードへの経路表である Finger 
Table が用意されており、k の範囲はハッシュ空間の
大きさによって決まる。 
[1]シミュレータの要件 
・Chord アルゴリズムの動作を視覚的に観察できる 
 Chord アルゴリズムがどのような動きか、視
覚的に観察できる必要がある。このユーザイン
タフェースによって、全体像が把握でき、また
必要に応じて各ノードの詳細なデータも観察で
き、シミュレーションを一時停止したり、ゆっ
くり進めたりといった柔軟な動作が求められる。 
・シナリオなしでのシミュレーション 
 シミュレーションのシナリオを書くことは初
学者には容易ではない。そこで、シナリオなし
でもシミュレーションを可能とする。ユーザイ
ンタフェースを使用することによって、ノード
の参加・離脱・故障とデータの挿入・検索・削
除等の操作をインタラクティブに行うことを可
能とする。 
[2]実装方針 
 一つのマシン上でも複数のマシン上でも動作が可
能な P2P シミュレータを目指す。ただし、観察およ
び実行制御のためにモニタを用意し、集中管理を行
う。モニタを除いたノード間の動作は、P2P システ
ムとして実際に動くものとし、今後新しい機能等を
容易に追加できるような拡張性を考慮する。 
3. シミュレータの外部仕様 
 本シミュレータ実行中の画面表示例を図１に表す。
シミュレータの画面は、シミュレータの実行を制御
する「動作指示部」、シミュレータの初期パラメータ
を入力する「初期設定部」、定常的な動作を指定する
「定期動作設定部」、ノードの参加や離脱等のこれか
ら起きるイベントのスケジュールを表示する「イベ
ントスケジュール表示部」、および、各ノードの状態
を観察するための「キャンバス」から構成される。 
 以下、4.1〜4.5 では各部について、4.6 ではシナリ
オ記述言語について説明する。 
 
図 1：シミュレータ実行中の画面表示例 
3.1. 初期設定部 
 初期設定部では、シミュレーションに必要なパラ
メータの初期値とシナリオファイルの設定を行う。
パラメータは、ハッシュ空間の大きさ、初期ノード
数および、初期データ数である。挿入するノードは、
ハッシュ空間と同じ値域の ID でランダムに生成さ
れる。挿入するデータは、key と value のセットを
一行ずつ記述したデータファイルからパラメータで
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指定した数だけ上から順に読み込む。また、シナリ
オでシミュレーションを実行する場合は、シナリオ
ファイルをテキスト形式で与える。シナリオによら
ずに、定期動作設定部で動作を指定することもでき
る。 
3.2. 定期動作設定部 
 定期動作設定部では、初期設定後の定常的な動作
を指定する。ノードの参加・離脱・故障とデータの
挿入・検索・削除を一定期間自動で行う設定である。
それぞれ毎分何個のノードの参加・離脱・故障とデ
ータの挿入・検索・削除を何分間行うかを指定でき
る。 
3.3. 動作指示部 
 動作指示部では、主にシミュレータ実行の制御を
行う。 
・実行ボタン／一時停止ボタン／再開ボタン 
 実行ボタンが押されたら、初期状態から、初期設
定部で指定されたノード数、データ数になるまで、
ノードおよびデータを追加し、実行ボタンは再開ボ
タンに変化する。初期設定が完了した状態を初期設
定完了状態と呼ぶ。このとき、再開ボタンを押すと
定期動作設定部で指定された定常動作を開始し、再
開ボタンは一時停止ボタンに変化する。このとき一
時停止ボタンを押すとシミュレーションは一時停止
状態に移行し、一時停止ボタンは再開ボタンに変化
する。この状態変化を図２に表す。 
・Single Step ボタン 
 イベントをひとつずつ進める際に使用する。この
ボタンを繰り返し押すことで、変化をワンステップ
ずつ観察できる。Single Step ボタンを押すと、イベ
ントを実行後、一時停止状態になる。 
・経過時間 
 初期設定完了状態からの経過時間を表す。経過時
間は実時間ではなく、シミュレーションの仮想時間
で表している。 
 
図 2：シミュレータの状態変化 
3.4. イベントスケジュール表示部 
 イベントスケジュール表示部には、この先実行さ
せる予定のイベントキューが表示される。また、[表
示 ON/OFF]をクリックすることによって、そのイベ
ントをキャンバス上に明示的に表示または非表示に
することができる。例えば、データの検索の場合は、
その検索の経路がキャンバス上に線で表示される。 
3.5. キャンバス 
 キャンバスには、リングの状態が描画されている。
ノードは円で、successor と predecessor は線で常に
キャンバス上に描画されており、動的に変化する様
子が観察できる。また、描画されたノードをクリッ
クすることによって、図３のようなポップアップ画
面が表示される。ポップアップ画面には、ノードの
参加、ノードの離脱、ノードの故障、データの挿入、
データの削除、データの検索の各ボタンと、
FingerTable タブ、所持データタブから構成されてい
る。各ボタンでは、新規ノードの参加、選択中ノー
ドの離脱、選択中ノードの故障、新規データの挿入、
データの検索、データの削除が行える。ここで新た
に生成されたイベントがイベントキューの先頭に付
加される。また、FingerTable タブと所持データタブ
をそれぞれ選択すると選択中のノードが持っている
FingerTable と所持データの詳細な情報も見ること
ができる。FingerTable のタブに切り替えるとそのノ
ードの FingerTable がキャンバス上に矢印で表示さ
れる。 
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図 3：ポップアップ画面の表示例 
3.6. シナリオ記述言語 
 シミュレータで使用するシナリオ記述言語の仕様
とその記述例を以下に示す。 
 
3.6.1. 主な言語仕様 
・HashSpace num   ハッシュ空間の大きさをビッ
ト単位で指定する。 
・InitialNodes num  初期ノードの数を指定する。 
・InitialData num   初期データの数を指定する。 
・DataFile <path>   データファイルのパスを指定
する。データファイルには key、value の組が連
続して保存される。 
・AddNodeFrequency num  一定時間内（毎分）に
参加するノードの数を指定する。 
・DelNodeFrequency num  一定時間内（毎分）に
離脱するノードの数を指定する。 
・FailNodeFrequency num  一定時間内（毎分）に
故障するノードの数を指定する。 
・SearchDataFrequency num  一定時間内（毎分）
の検索頻度（回数）を指定する。 
・AddDataFrequency num  一定時間内（毎分）に
追加するデータの数を指定する。 
・DelDataFrequency num  一定時間内（毎分）に
削除するデータの数を指定する。 
・SetSpeed num  シミュレーション速度を設定する。 
・SetSingleStep  シングルステップに移行させる。 
・SetPause num  シミュレーションを num 秒間一
時停止させ、その後に自動的に再開する。引数を
与えない場合は、一時停止状態に移行させる。 
・DefineNode aNodeName[=<NodeID>], … 
  シナリオの中で特定のノードを指定する為の宣
言である。aNodeName はシナリオ中で用いるノ
ードの名前であり、英文字で始まる。”=”の記号
に引き続いてノード IDを指定することもできる。 
 例：DefineNode A, B, C=1234, D=8888 
・AddNode A, …  ノード A を追加する。 
・DelNode A,  …  ノード A を削除する。 
・FailNode A, …  ノード A を故障させる。 
・SearchData key1, …  key1 を検索する。 
・AddData [key1, value1], … データを挿入する。 
・AddDataFromFile  データファイルからデータを
挿入する。 
・DelData key1, … データを削除する。 
 
3.6.2. シナリオ記述例 
 シナリオの記述例を図４に表す。一行目では、ノ
ードのAとBとCの宣言をし、Cのノード IDを1234
に指定している。二行目では、そのノード A と B と
C を挿入している。三行目では、シミュレーション
を 60 秒間一時停止している。四行目では、ノード A
を削除している。 
 
図 4：シナリオ記述例 
4. シミュレータの実装 
 ここでは本シミュレータの実装の詳細について述
べる。 
4.1. 主なクラス 
4.1.1. Monitor クラス 
 全体を管理するモニタのクラスである。モニタの
アドレス、ハッシュ空間、初期ノード数、初期デー
タ数、リング上にある全てのノードの情報などを保
持している。また主なメソッドとしては、ChordNode
からノード情報が変化したことを受け取り、保持情
報を更新すると共に、Canvas に通知するためのメソ
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ッドや、ノード ID から特定の MonitorNode を検索
するためのメソッド、イベントハンドラー経由でス
ピード値の変化を受け取り MainTimer に通知する
ためのメソッドが存在する。以下に主なメソッドを
示す。 
・ void statusChange(int status, long id, long 
changeId) 
 ノードの successorまたはpredecessorが変化した
際に各ノードから通知を受け取るためのメソッ
ドである。引数の status の値が 1 の場合は
successor、−1 の場合は predecessor の変化を表
す。これによって、Canvas の addEdge()メソッ
ドと deleteEdge () メソッドを呼び出し、
successor または predecessor を付け替える。 
・void nodeJoin(long id, long successor, int x, int y) 
 ノードが参加した際にノードから受け取るメッセ
ージである。内部情報を更新し、Canvas の
addNode()メソッドと addEdge()メソッドを呼び
出し、ノードと successor を描画する。 
・void nodeLeave(long id) 
 ノードが離脱した際にノードから受け取るメッセ
ージである。nodeList から引数の id であるノー
ド ID の情報を削除する。また deleteNode()を呼
び出し、キャンバス上のノードを削除する。 
・void nodeBreakdown(long id, long successorId, 
long predecessorId) 
 ノードが故障した際にノードから受け取るメッセ
ージである。nodeList から引数の id であるノー
ド ID の情報を削除する。また、Canvas の
deleteNode()メソッドと deleteEdge()メソッドを
呼び出し、キャンバス上のノードと successor と
predecessor を削除する。 
・dataPut(long id, String key, String value) 
 データが挿入された際にノードから受け取るメッ
セージである。Canvas の recoloringNode()メソ
ッドを呼び出し、キャンバス上のノードを緑色に
設 定 す る 。 さ ら に 、 一 定 時 間 後 、 再 度
recoloringNode()メソッドを呼び出し、キャンバ
ス上のノードを灰色に設定する。 
・dataDelete(long id, String key) 
 データが削除された際にノードから受け取るメッ
セージである。 
・dataGet(long id, String key, String value) 
 データが検索された際にノードから受け取るメッ
セージである。Canvas の recoloringNode()メソ
ッドを呼び出し、キャンバス上のノードを黄色に
設定する。 
・throwMessage(long startId, long endId) 
 引数のstartIdを持つノードから引数のendIdを持
つノードに、何らかのメッセージが渡された際に
受け取るメッセージである。startId と endId と
任意の生存時間を引数にして  Canvas の
addEdge()メソッドを実行する。 
・void start() 
 スタートボタンが押された際に呼びだされる。シ
ナリオファイルの指定がある場合はその読み込
みを行う。そうでなければ、initNodes の数だけ
ChordNode を 生 成 し 、 initData の 数 だ け
inputDataFile から読み込みと任意のノードから
そのデータの put()を行う。 
・void stop() 
 一時停止ボタンが押された際に、行う動作である。
メインタイマを停止させるために、MainTimer
の setRunning()を引数 0 で呼び出す。 
・void continue() 
 再開ボタンが押された際に、行う動作である。
MainTimerの setRunning()を引数 1で呼び出し、
メインタイマの再開を行う。 
・void setSpeed(int speed) 
 スピードバーの値が変更された際に、行う動作で
ある。MainTimer の setTime()をスピードバーの
値 speed を引数に呼び出し、タイマーの速度を変
更する。 
・void main(String[] args) 
 引数 args[0]で与えられたポート番号を引数に
Monitor インスタンスを生成する。RMI のレジス
トリサービスを指定されたポートで起動し、レジ
ストリに Monitor を REGISTRY_NAME で登
録する。Canvas と MainTimer を起動する。 
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4.1.2. ChordNode クラス 
 自立的に動くノードのクラスである。ハッシュ空
間、定期実行のためのタイマー、スタビライズ周期、
ノードの ID、アドレス、successor、predecessor、
FingerTable、モニタのアドレス、successor リスト、
データリストなどの情報を保持している。
ChordNode は自立的に各ノードが持つ Timer によ
ってスタビライズを行うが、Timer の動きは
MainTimer によって制御されている。MainTimer
が止まっていれば ChordNode の Timer も止まり、
動いていればそのスピード値によってスタビライズ
周期が決まる。また、ノードの参加・離脱・故障と
データの挿入・検索・削除は、Monitor の指示によ
って行われる。以下、主なメソッドを示す。 
・void startTimer() 
 TIMER_PERIOD の周期で定期実行するこのノー
ド 固 有 の ロ ー カ ル タ イ マ ー を 開 始 す る 。
MainTimer の whatTime()メソッドを呼び出し、返
り値を現在時刻 TIMER_NOW に代入する。もし、
スタビライズの時刻に達していたら自クラスの
stabilize()を呼び出し、スタビライズを実行する。 
・void stabilize() 
 スタビライズ処理を実行する。スタビライズ処理
により、successor や predecessor の変更を行った
場合、Monitor の statusChange()メソッドを呼び
出し、変更を通知する。 
・void leave() 
 離脱処理を行う。自身の successor の predecessor
を自身の predecessor に、自身の predecessor の
successor を自身の predecessor に変更し、リング
より離脱する。その際、Monitor の statusChange()
を呼び出し、変更を通知する。また、nodeLeave()
メソッドも呼び出し、ノードの離脱を通知する。 
・void breakdown() 
 故障処理を行う。自身のノードが故障したと想定
し、リングより離脱する。また、Monitor の
nodeBreakdown()メソッドも呼び出し、ノードの故
障を通知する。 
・void putItem(String key, String value, int flag) 
 引数の key と value が自分の保持すべきデータな
らば、自身のデータリスト dataList に保存し、
Monitor の dataPut()メソッドを実行し、挿入が完
了したことを通知する。そうでなければ、
FingerTable を辿り、適切なノードにこのメッセー
ジを転送する。 
・void deleteData(String key, int flag) 
 引数の key が自分の保持しているデータならば、
自身のデータリスト dataList から削除し、
Monitor の dataDelete()メソッドを実行し、削除が
完了したことを通知する。そうでなければ、
FingerTable を辿り、適切なノードにこのメッセー
ジを転送する。 
・void getValue(String key, int flag) 
 引数の key が自分の担当しているデータならば、
Monitor の dataGet()メソッドを実行し、検索結果
を通知する。そうでなければ、FingerTable を辿り、
適切なノードにこのメッセージを転送する。 
・void create() 
 Chord リングを作成する。successor を自分自身に、
predecessor は null に設定する。また、Monitor の
nodeJoin()メソッドを呼び出し、ノードの新規参加
を通知する。 
・void join(InetSocketAddress introducer) 
 引数の introducerを含むChordリングに参加する。
introducer は既に Chord リングに参加しているノ
ードのアドレスを指定する。自身のノード ID を引
数に、introducer の findSuccessor()を実行し、返
り値を successor にする。また、Monitor の
nodeJoin()メソッドを呼び出し、ノードの新規参加
を通知する。 
・IdAndLocator findSuccessor(long id) 
 引数 id の successor を探し出す。もし、id の
successor が自分自身ならば、自分自身を返り値に
し、Monitor に通知する。そうでなければ、
FingerTable を辿り、適切なノードにこのメッセー
ジを転送し、Monitor にメッセージを転送したこと
を通知する。 
 
4.1.3. Canvas クラス 
 ユーザインタフェースを担当するクラスである。
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リング上にあるノードの座標と描画しなければなら
ない線を保持している。この Canvas を管理してい
るのは Monitor であり、ノードの状態が変化するた
びに通知を受け取り、ノードの情報を更新し、描画
し直す。以下、主なメソッドを示す。 
・paintComponent(g) 
 nodeListとedgeListの情報からキャンバス上にノ
ードの円と線を描画する。 
・addNode(long nodeId, int x, int y) 
 CanvasのnodeListに新しいノード情報を追加し、
paintComponent()を呼び出す。 
・addEdge (long startNodeId, long endNodeId) 
 始点 startNodeId と終点 endNodeId を nodeList
か ら 検 索 し 、 そ れ ぞ れ の 座 標 を 求 め て 、   
paintComponent() を呼び出す。 
・deleteNode(long nodeId) 
 ノード nodeId を削除し、paintComponent()を呼
び出す。 
・deleteEdge (long startNodeId, long endNodeId) 
 始点 startNodeId、終点 endNodeId を nodeList
から検索し、それぞれの座標を求める。求めた始点
と終点の座標を edgeList から検索し、あれば削除
し paintComponent()を呼び出す。 
 
4.1.4. MainTimer クラス 
 シミュレーションの全体の時間を管理するクラス
である。現在時刻の TIMER_NOW とタイマーの速
度 TIMER_SPEED とタイマーが動いているか停止
しているかの状態 running を保持している。この
MainTimer を管理しているのは Monitor である。イ
ベントハンドラー経由で Canvas 上の開始・停止・
再開ボタンが押されたことや、スピードスライダー
が変化したことを Monitor が知ると、この
MainTimer に通知する。例えば、スピードスライダ
ー が 変 化 し た 際 に は 、 そ の ス ピ ー ド 値 を
TIMER_SPEED に代入する。停止ボタンが押された
際には、runnning に 0 を代入する。 
 
 
5. おわりに 
 本研究では、情報の科学的理解を深めるための教
材のひとつとして P2P の仕組みを学ぶための学習教
材を設計した。今回は、様々なアルゴリズムの中か
ら Chord を取り上げた。設計にあたって特に留意し
た点は、リアルな P2P の仕組みを目指すことと、情
報技術の初学者でも分かりやすいようなユーザイン
タフェースを作ることである。ユーザインタフェー
スは、全体像と詳細なデータの表示がユーザの必要
に応じて切り替えられ、P2P の構造が把握しやすい
工夫をしているため、初学者にも分かりやすいもの
となっていると思われる。 
 今後は、高校や大学等の授業で使用するなどして、
その有効性を確認したい。さらに Chord だけでなく、
他のアルゴリズムの実装も試みたい。 
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