SOAアプリケーションプラットフォームの プロダクトライン化に関する研究 by 江坂 篤侍 et al.
SOA アプリケーションプラットフォームの
プロダクトライン化に関する研究
江坂 篤侍 野呂 昌満y 沢田 篤史 y
概要
本研究の目的は SOAアプリケーションプラットフォームのプロダクトライン化である．一
般にプロダクトラインにおける共通部分，可変部分は適切な仕様モデル (フィーチャモデル等)
上に明示的に表現される．通常，大規模ソフトウェアにおける仕様モデル上のコンポーネント
とアーキテクチャ (プロダクトモデル) 上のコンポーネントの関係は複雑である．この複雑性
に起因して，モデル間の追跡性が確保出来ず，結果としてソフトウェアの保守性が損なわれる．
本研究では，SOA アプリケーションプラットフォームの仕様モデルとアーキテクチャの対応
関係を整理した．アーキテクチャは非機能特性ならびに，いくつかの機能特性を関心事として
分離する事で，アスペクト指向アーキテクチャとして定義できた．複数のプロダクトを分析す
ることで，プロダクトライン上の共通部分と変動部分を整理した．この結果に基づいて仕様モ
デル上に共通部分と変動部分を記述した．さらにこの仕様モデルとアーキテクチャ記述を用い
て別の複数事例のプロダクトラインを定義した．これにより，仕様モデル上のコンポーネント
群と対応するアーキテクチャ上のコンポーネント群は多対多の関係であることが確認出来た．
1 はじめに
SOAに基づくシステム (以下，SOAシステム)の開発においては，メッセージ変換やサービス
レジストリなどの SOAアプリケーションを動作させるためのミドルウェア [7][8]の利用が不可欠
である．ミドルウェアはそれぞれに想定するアプリケーションのアーキテクチャをもち，開発プロ
セスや利用出来るツールを限定する．例えば，Microsoft Silverlight[13]をWebアプリケーション
フレームワークに採用すると，オペレーティングシステムはWindowsに，プログラミング言語は
C#に制限され，データベースアクセス時の排他制御にはモニタの利用が強制される．ミドルウェ
ア間のメッセージ通信にも前提条件が存在し，例えばWeb サービスフレームワークにWCF[17]
を採用すると，Silverlightへのメッセージングはコールバック方式に限定される．
本研究の目的は，特定の製品や技術に依存しないアプリケーションプラットフォームの開発環境
の実現である．そのために SOAアプリケーションを動作させる共通プラットフォーム (以下，ア
プリケーションプラットフォーム)を定義する．アプリケーションプラットフォームをプロダクト
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ライン化することにより，ミドルウェアの差異を吸収し開発環境を整備する．ミドルウェアが実現
すべき機能を標準化し，可変点と不動点を識別し，ミドルウェアのプロダクトラインを定義する．
すなわち，可変点と不動点を斟酌し，仕様モデルを記述する．SOAアプリケーションの非機能特
性と機能特性を考慮してアスペクト指向ソフトウェアアーキテクチャを定義し，プロダクトライン
アーキテクチャとする．仕様モデルとアーキテクチャの追跡性を確保することで，プロダクトライ
ンアーキテクチャからプロダクトアーキテクチャの生成を自動化する．プロダクトラインアーキテ
クチャの実現であるアプリレーションフレームワークにおいてミドルウェア間の差異を吸収するメ
カニズムを実現する．
大規模な SOAシステムの場合，仕様モデルのコンポーネントとアーキテクチャのコンポーネン
トの間には複雑な関係がある．本研究ではこの複雑性は横断的関心事に起因するものと考えた．仕
様モデル上のコンポーネントは関心事を表現しており，これが支配的分割に散在する．変動点とし
ての関心事とこれを構成する候補を整理し，複数の候補によって規定されるアーキテクチャ上のコ
ンポーネントを整理する．変動点の整理には，Bachmannら [4]によって示されているプロダクト
ラインにおけるバリエーションポイントの分類に従う．整理された変動点と候補値に基づき仕様モ
デルを記述することで，仕様モデルとアーキテクチャの関係を明確にする．
2 SOA に基づくシステムのためのアプリケーションプラット
フォーム
SOAシステムのためのアプリケーションプラットフォームは，メッセージ変換やサービスレジ
ストリなどの SOAシステムを動作させるための基盤となる機能を提供する．この機能は既存のミ
ドルウェアを組み合わせることで実現される．前章で述べたミドルウェアの制約により，様々なミ
ドルウェアに関する知識無しには，適切なミドルウェアを選定して，SOAアプリケーションを開
発するために多大な労力が必要となる．
本研究では，プロダクトラインソフトウェア開発 (以下，PLSE)[12]に着目し，特定の製品や技
術に依存しないアプリケーションプラットフォームの開発環境を実現する．PLSEは，プロダクト
ラインにおける共通性と変動性を識別し，再利用資産に基づく開発を行なう．これは本研究の，ミ
ドルウェアの制約から独立し，普遍的な開発環境を実現するという目的に合致する．一般に PLSE
では次の要素をコア資産として定義する．
 共通アーキテクチャとしてのプロダクトラインアーキテクチャ
 共通性と変動性を分析し，この結果に基づいて記述される仕様モデル
 プロダクトラインアーキテクチャに基づき，共通の枠組みの元にプロダクトを構築可能なフ
レームワーク
また，これらコア資産間の追跡性を確保し，意味的に一貫した開発が行なわれる．
アプリケーションプラットフォームをプロダクトライン化するさいに次の課題を解決してコア資
産を定義すべきである．
 SOAシステムにおける横断的関心事の整理
 適切な視点と粒度の変動点と不動点の識別
 ミドルウェア間の差異を吸収するメカニズム
 コア資産の追跡性
■SOAシステムにおける横断的関心事の整理 我々が構築するプロダクトラインでは，プロダク
トラインアーキテクチャはミドルウェアから独立したプロダクトラインの共通構造を示す．プロダ
クトに対する要求に応じて柔軟にプロダクトアーキテクチャを構築するために，支配的分割に横断
する関心事を分離し，互いに依存することなく変更可能にする必要がある．
■適切な視点と粒度の変動点と不動点の識別 仕様モデルは，ミドルウェアの差異が表現される．
互いに依存し合う要求を矛盾無く仕様モデル上に記述する必要がある．効果的な再利用のために，
適切な視点や粒度の変動点の特定は設計者の能力に依存し困難である．
■ミドルウェア間の差異を吸収するメカニズム フレームワークでは，共通構造とミドルウェアを
適用する再利用コンポーネントが定義される．再利用コンポーネントではミドルウェア間の差異を
吸収するメカニズムを実現する必要がある．
■コア資産の追跡性 仕様モデルのコンポーネントとアーキテクチャ (プロダクトモデル)のコン
ポーネントは散在，もつれ合いの複雑な関係にあることから困難である [15]．この複雑な関係の例
を図 1に示す．ここでは，特定の技術や動作環境の組み合わせによってアーキテクチャのコンポー
ネントが特定されることを示している．仕様モデルとアーキテクチャ間の複雑性は横断的関心事に
起因するものと考えた．仕様モデルのコンポーネントが表現する関心事の組み合わせによって規定
されるアーキテクチャ上のコンポーネントを整理する必要がある．
図 1 仕様モデルのコンポーネントとアーキテクチャのコンポーネントの関係
3 アプリケーションプラットフォームのプロダクトライン化の手順
と関連技術
アプリケーションプラットフォームのプロダクトライン化のプロセスと，各工程において用いた
関連技術を図 2に示す．我々は，プロダクトラインアーキテクチャを構築し，このアーキテクチャ
に基づくプロダクト群における共通性，変動性を分析した．さらに，この結果に基づいて仕様モデ
ルを記述しアーキテクチャとの追跡性を確保した．それぞれを前節のアプリケーションプラット
フォームのプロダクトライン化における技術的課題に対する解と位置づける．以降より各工程と用
いた関連技術を述べる，
図 2 プロダクトライン化の手順と関連技術
3.1 プロダクトライン化の手順
3.1.1 SOAシステムにおける横断的関心事の抽出とプロダクトラインアーキテクチャの構築
横断的関心事毎の変更を容易にする為にプロダクトラインアーキテクチャにアスペクト指向技
術を適用する．横断的関心事の抽出にあたり，SOA システムにおける標準アーキテクチャと品
質に関する国際基準を参考にする．そこで，我々は Clements らの Views & Beyond[16] と S3
Architecture[1]と ISO9126[6]を用いた．これにより，SOAアプリケーションにおける非機能特
性と機能特性を考慮したプロダクトラインアーキテクチャを構築した．
3.1.2 プロダクトラインにおける変動点と不動点の分析と仕様モデルの定義
プロダクトラインにおける変動点と不動点の整理には Bachmannらによって示されているバリ
エーションポイントの分類の標準に従う．この分類に従って整理された変動点と不動点は支配的分
割に大域的にまたがる特性 (横断的関心事)であることを確認した．仕様モデルは，変動点と不動
点の分析結果に基づき，Feature Oriented Reuse Method(以下，FORM)[9]の仕様モデル記述法
に従って記述する．これにより，標準的な視点から捉えた横断的関心事に関する変動点と不動点，
ならびにこれらの依存関係が仕様モデル上に記述された．
3.1.3 開発事例に基づく仕様モデルとアーキテクチャの対応付け
プロダクトラインアーキテクチャに基づき，いくつかのプロダクトを構築した．この開発を通じ
て得た知見に基づき定義した仕様モデルの変動点としての関心事の候補値とアーキテクチャ上の
コンポーネントの対応関係を整理する．結果として，仕様モデル上のコンポーネントとアーキテク
チャ上のコンポーネントが多対多の関係であることを確認した．
3.1.4 フレームワークの定義
ミドルウェアの差異を吸収して，アーキテクチャに適合させるための手段として，SOAアプリ
ケーションプラットフォームのためのフレームワークを定義する．このフレームワークでは，各々
のホットスポットにミドルウェアを適合させるための再利用コンポーネント群を用意する．特定の
ホットスポットに対して統一仕様を定義し，再利用コンポーネントは統一仕様とミドルウェアの仕
様の差異を吸収する．さらに，コア資産の追跡性を利用したモデル変換 [14]により定型的な作業の
省力化を行なう．
3.2 各工程で用いた関連技術
3.2.1 Views and Beyond
Clementsらはアーキテクチャ文書化のための標準的な視点と，視点におけるアーキテクチャス
タイルを定義している (Views and Beyond; 以下 V&B)．V&B はアーキテクチャの記述法の標準
化を目指したものとして広く受け入れられているとの認識に立ち，本研究ではこれに基づいてアー
キテクチャ構築のための関心事の抽出を行なう．
V&B では SOA システムの構成要素とその構造を記述するための SOA スタイルが提案されて
いる．SOA スタイルを基本構造としたアプリケーションプラットフォームの構造を図 3 に示す．
SOAスタイルは Service Provider，Service Consumer，MessageServiceProvider，Orchestration
Server，Registry of Service，MessagingConnectorを構成要素としている．アプリケーションプ
ラットフォームはサービス間のメッセージングに関する機能を提供するプラットフォームである
ことから，MessageServiceProvider，Registry of Service，Messaging Connector を基本構造と
する．
横断的関心事の抽出のために，SOAスタイルのコンポーネントの責務から SOAシステムにおけ
る関心事を特定する．SOAスタイルは SOAシステムにおける関心事により規定される分割を示
していることから，これが可能であると考えた．
図 3 SOAスタイルを基本構造としたアプリケーションプラットフォームの構造
3.2.2 S3 Architecture
S3 Architectureは SOAシステムのための標準的な参照アーキテクチャである．SOA の構築に
必要な関心事の分離を行なう指針を提供するために，SOAシステムの構成要素とその役割を抽象
化し，9層の階層構造を示している．S3 Architectureで示される階層構造を図 4に示す．図中の
左側の 5つの層は SOAアプリケーションの関心事を階層構造により分離している．右側の 4つの
層はシステム全体に横断する関心事を階層構造により分離している．右側の各層で扱われる関心事
は，サービス統合に関する Integration層，サービス品質に関する Quality of Service層，システ
ム全体で用いられるデータに関する Information Architecture層，システムの開発指針などに関
する Governance and Policies層である．
図 4 S3 Architectureの階層構造
横断的関心事の抽出のために，Integration層と Quality of Service層で扱われる具体的な関心
事を特定する．この内，サービス間のメッセージングを分離するアプリケーションプラットフォー
ムの関心事は主に Integration層，Quality of Service層によって扱われると考え，分析の対象と
する．S3Architectureにおける各層は SOAシステムにおける関心事を抽象化して定義しているこ
とから，これが可能であると考えた．
3.2.3 ISO9126
ISO9126はソフトウェア品質の評価に関する国際基準である．ISO9126はソフトウェアの持つ
様々な特徴を品質の観点から整理したものであり，機能性，信頼性，使用性，効率性，保守性，可
搬性の 6種類の品質特性を定義している．さらに，品質特性をより細かく分類した 27種類の品質
副特性を定義している．
この品質特性を実現する関心事を考察することにより，一般的なソフトウェアに存在する非機能
特性に関する関心事を特定する．一般にソフトウェアの持つ品質特性を整理したものであることか
ら，これが可能であると考えた．
3.2.4 アスペクト指向技術
アスペクト指向技術はシステムを複数の視点でとらえ，これまでのソフトウェア開発技術では解
決し辛かった問題に対処することができる [18]．アスペクト指向技術は，支配的分割によって得ら
れる構造にまたがる大域的な特性 (横断的関心事)をアスペクトとして分離することを可能にする
技術である．これにより，分離されたアスペトは互いに依存すること無く変更可能になる．
我々が構築するプロダクトラインのプロダクトラインアーキテクチャはアスペクト指向アーキテ
クチャとして定義する．一般にプロダクトラインアーキテクチャはアプリケーション群の設計を支
配する基本的な構造を表現する [11]．アプリケーションプラットフォームのプロダクトラインアー
キテクチャでも，プロダクトラインに共通なアスペクト群とそれらの関係を記述する．アスペクト
指向アーキテクチャの構築に必要となる横断的関心事の抽出にあたり，前節までに説明した SOA
システムにおける標準アーキテクチャを参考にする．
3.2.5 ソフトウェアの変動部分の分類の標準
Bachmann らはプロダクトラインにおける変動部分の分類をアーキテクチャを中心に整理して
いる．Bachmannらの示す分類は，Function，Data，Control Flow，Technology，Quality Goal，
Environmentの 6種類である．
Bachmann らの示す分類を参考にし，プロダクトに求められる特性やその特性を実現するミド
ルウェアを整理する．この分類は，システムで考慮される関心事の分類として考えることができ
る．すなわち，これらに分類される変動点の候補値はアーキテクチャ上の複数のコンポーネントに
影響を与える．逆にいくつかの候補値の組み合わせにより，アーキテクチャ上のコンポーネントが
特定される．
3.2.6 フィーチャモデル
フィーチャモデルは，プロダクトライン開発において代表的に用いられている仕様モデルであ
る．フィーチャモデルはフィーチャ図とフィーチャの補足情報で構成される [10]．フィーチャ図
は，プロダクトラインの変動点，不動点をフィーチャ群とこれらの関係で表現している．フィー
チャ図の構成を図 5に示す．フィーチャの補足情報はフィーチャ図で表されるフィーチャの変動性
を要求に応じて決定するための情報である．Kangらは FORMにおいて，フィーチャの役割を明
示するためにフィーチャを層によって分類する表記法を提案した．
図 5 フィーチャ図の構成
プロダクトラインにおける変動点と不動点を分析の結果に基づき仕様モデルを記述する．仕様モ
デルはプロダクトライン開発において一般的に用いられている FORMの仕様モデル記述法に従っ
て記述する．
4 SOAアプリケーションプラットフォームのプロダクトライン化
図 2に示した手順と各関連技術を適用することで，SOAアプリケーションプラットフォームを
プロダクトライン化した．本稿では，コア資産としてのプロダクトラインアーキテクチャと仕様モ
デル，およびこれらの追跡性を定義した過程と共に述べる．本稿で説明されるコア資産に基づき，
フレームワークを実装することでアプリケーションプラットフォームの普遍的な開発環境が実現さ
れる．
4.1 横断的関心事の抽出
4.1.1 SOAスタイルから抽出した横断的関心事
V&Bにおける SOAスタイルの構成するコンポーネントの責務から横断的関心事を特定した結
果を図 6に示す．この図には SOAスタイルのコンポーネントと抽出した関心事の対応が示されて
いる．例えば，MessageServiceProvider(MSP) はWebRegistry を利用し位置透過なメッセージ
ングを実現することから，MSPとWebRegistry間に位置透過 (LocationTransparency)について
の関心事が横断していることを示している．
4.1.2 S3 Architectureから抽出した横断的関心事
S3 Architectureの各層の扱う抽象化された関心事から，具体的に SOAシステムで考慮される
関心事を特定した結果を図 7に示す．この図には各層の関心事とそれを具体化した関心事を示して
図 6 SOAスタイルの構造と特定した関心事 (一部)
いる．例えば，Integration層のサービス統合の責務の内の一つとして特定のメッセージ形式への
メッセージ変換があることから，Integration Concernの具体的な関心事としてデータ変換 (Data
Translation)が存在することを示している．
図 7 S3 Architectureの層と特定した関心事 (一部)
4.1.3 ISO9126から抽出した横断的関心事
ISO126の示す品質副特性から，この品質副特性を実現するための関心事を特定した結果を図 8
に示す．この図には品質副特性とこれを実現する関心事を示している．例えば，時間効率性を向上
させるためには負荷分散処理や実時間処理を実現，修正することから，時間効率性に対応して負荷
分散処理 (LoadBalanceHandling)や実時間処理 (Real Time)についての関心事が存在することを
示している．
4.2 アスペクト指向プロダクトラインアーキテクチャの定義
特定した横断的関心事に基づき，これを分離したアスペクト指向アーキテクチャを記述した．
記述したプロダクトラインアーキテクチャを図 9 に示す．黒色の線では Object 間の Packet の
図 8 ISO9126の品質特性と特定した関心事 (一部)
送受信関係を示している．このオブジェクト間のメッセージングに関する関心事をアスペクトと
して分離していることを赤色の線と要素で示している．オブジェクトが別のオブジェクトにメッ
セージを送信するさい，これを実行せず Communication Type Aspectにメッセージが送られる．
Communication Type Aspectでは 1対 1，1対多の通信方式によるメッセージングを扱う．この
Communication Type Aspectとこれに対して横断する Aspect群 (Concurrency Aspectや Data
Translation Aspectなど)の協調動作により本来メッセージが送られるはずだったオブジェクトに
メッセージが送信されることを示している．
図 9 アプリケーションプラットフォームのプロダクトラインアーキテクチャ
4.3 プロダクトラインにおける変動点と不動点の分析
プロダクトラインアーキテクチャに基づき，複数の SOAシステムの構築を行なった．この開発
を通じて得られた知見に基づいて，Bachmannらの分類を参考にし，プロダクトラインにおける変
動点と不動点を分析した．この結果を表 1に示す．さらにこの結果から，仕様モデルを定義，アー
キテクチャ上の変動するコンポーネントを整理した．
表 1 アプリケーションプラットフォームのプロダクトラインにおける変動点と候補値 (一部)
ここでは，この変動点と変動点を構成する候補値を特定した過程を説明する．過去の開発事例で
は，いくつかのコンポーネントにより 1 対 1 のメッセージングと，1 対多のメッセージングが実
現された．ここから機能における変動点として送信方法，候補値として OneToOne，OneToMany
を考えた．また，このメッセージングを実現するコンポーネントは SOAP 形式のメッセージを
構築し送信している．実行効率を向上させるために SOAP 形式のメッセージとしていたものを
RESTメッセージに変更した．このことから，Quality Goalの分類に属する変動点として実行効
率，Data の分類に属する変動点としてメッセージ形式，Technology の分類に属する変動点とし
て Marshalling Library があり，この候補値の間には依存関係があることが分かる．以上のよう
に，施策に対して各分類に該当する側面があるか考察することにより，変動点について整理を行
なった．
4.4 アプリケーションプラットフォームの仕様モデル
変動点と不動点の分析結果を FORMの記述法に従って仕様モデルとして表現する．変動点とし
ての関心事とこれを構成する候補値が仕様モデル上のコンポーネントとして記述される．
仕様モデルを記述するために，FORMの層と Bachmannらの示す分類の対応関係を整理した．
これにより変動点に関連するフィーチャをどの層に記述すべきか明確となった．Bachmann らの
示す分類と FORM の層の対応関係を図 10 に示す．Capability 層には機能，非機能フィーチャ
を配置することから，Function と Quality Goal の分類がフィーチャとして現れる．Operating
Environment 層には環境に関するフィーチャを配置することから，動作環境の分類である Tech-
nology と開発環境の分類である Environment がフィーチャとして現れる．Domain Technology
層にはドメイン特有の実現技術に関するフィーチャを配置することから，Dataと Control Flowの
分類の中でも SOA システム特有のものがフィーチャとして現れる．Implementation Technique
層には一般に用いられる実装技術に関するフィーチャを配置することから，Dataと Control Flow
の分類の中でも一般的なものがフィーチャとして現れる．
図 10 Bachmannの分類と FORMの層の関係
変動点と不動点の分析結果と分類と層との対応関係に基づき仕様モデルを記述した．仕様モデル
の一部を図 11 に示す．また，要求に応じてフィーチャを選択するための情報として，Czarnecki
らの文献で示されているフィーチャの補足情報を整理した．変動フィーチャを選択することによ
り，プロダクトの仕様が表現される．この仕様モデルとアーキテクチャの追跡性により，要求に応
じてプロダクトのアーキテクチャが構築可能となる．
4.5 候補値の組み合わせに対応して変動するアーキテクチャ上のコンポーネント
過去の開発事例に基づき，いくつかの変動点としての関心事の候補値によって規定されるアーキ
テクチャ上のコンポーネントを整理した．整理した結果の一部を表 2 に示す．例えば，変動する
関心事としてメッセージ変換，メッセージ形式，Marshalling Libraryがあり，これらは依存関係
にある．これらの候補値を選択することにより，アーキテクチャ上のコンポーネントが特定され
図 11 アプリケーションプラットフォームの仕様モデル (一部)
る．機能として，メッセージ変換が存在するかどうかによって，Data Translation Aspectの有無
が決定される．次に，5 種類の変換するメッセージ形式とメッセージ変換に利用される 7 種類の
Marshalling Libraryを特定した．候補値の間の依存関係に基づく組み合わせ方により現状のプロ
ダクトラインでは 8種類のコンポーネントが特定可能である．アーキテクチャ上のコンポーネント
全てについて同様に分析し，候補値とコンポーネントの関係を整理した．
表 2 候補値に対応するアーキテクチャ上のコンポーネント例
5 考察
5.1 プロダクトライン化のアプローチの妥当性
SOA ミドルウェアの標準化は発展途上にあり，各ベンダは独自の仕様から実装している．この
差異によりミドルウェアの取り替えによるチューニングは困難である．したがってミドルウェアの
差異を吸収し，普遍的なアプリケーションプラットフォームを提供する必要がある．
既存のプロダクトライン開発に関する研究の多くは，ミドルウェアの効果的な利用を対象として
いない．機能を豊富に備える汎用的なミドルウェアは，過度のリソース消費やパフォーマンスの低
下に繋がることから最適化が必要である．Gokhaleらは，これ問題をとし，ミドルウェアの利用も
取り入れたプロダクトライン開発を提案している [2]．
本研究では，ミドルウェアに依存しない共通アーキテクチャを構築し，これを中心としたプロダ
クトライン開発の実現を目指すものである．これにより，要求に応じたミドルウェアの選択と，特
定のミドルウェアに依存しない普遍的な開発が可能となる．
コア資産には，アスペクト指向アーキテクチャに基づく追跡性が確保されており，保守や進化に
適した構成になっている．ミドルウェアの仕様が今後変更されたとしても，この追跡性によりプロ
ダクトラインの洗練が容易である．
一般にミドルウェアの効果的な利用を対象としたプロダクトライン化が必要とされており，本研
究のアプローチはこれを実現するものであることから，妥当と考える．
5.2 アスペクト指向プロダクトラインアーキテクチャの妥当性
プロダクトラインアーキテクチャはプロダクトラインに共通なアーキテクチャであり，これに
より前節で述べた本研究の目的を達成する．本研究で示したプロダクトラインアーキテクチャは
SOAシステムにおけるアーキテクチャに関する標準に基づいて構築したことから，特定の製品や
技術に依存しない．関心事の特定に利用した V&B，S3 Architecture，ISO9126は一般に SOAシ
ステムに利用される標準技術である．この 3つの標準からほぼ共通した関心事が特定されたことか
ら，参考とする標準の種類としても十分であると考える．
本研究と同様のアプローチの関連研究として，Kumara らの提案する ESB のためのアスペクト
指向フレームワーク [5] がある．Kumaraらは，ESB製品の共通アーキテクチャを定義し，アスペ
クトの織り込みにより要求に応じた ESBを構築している．ESB製品は製品毎にアーキテクチャが
異なるものの，共通の機能を提供しておりその実装も同じサードパーティのライブラリを利用して
いる，ESBに特化したアスペクトを織り込むことで ESB製品を構築するフレームワークにより，
特定の ESB製品に依存しない普遍的な開発を実現している．本研究と対象は異なるもののアプリ
ケーションプラットフォームについても，アスペクト指向アーキテクチャに基づいてフレームワー
クを構築することで前節で述べた目的を達成出来ると考える．
5.3 仕様モデルとアーキテクチャの対応関係の妥当性
仕様モデルのコンポーネントとアーキテクチャのコンポーネントは散在，もつれ合いの複雑な関
係にある．この複雑性に起因して，モデル間の追跡性の確保が困難である．
本研究では，いくつかの例において，仕様モデルとアスペクト指向アーキテクチャの追跡性が確
保されていることを確認した．仕様モデルとアーキテクチャの散在，もつれ合いの関係は横断的関
心事に起因するものであると考えた．変動点としての関心事とこれを構成する候補を仕様モデルと
して記述した．いくつかの機能，非機能フィーチャ，およびこれらに関連するフィーチャを選択す
ることにより，アスペクトとこれを構成するコンポーネントが特定可能であることを確認した．仕
様モデル上のコンポーネントとアーキテクチャ上のコンポーネントは多対多の関係であることを確
認した．
5.4 アプリケーションプラットフォームの有用性
アプリケーションプラットフォームはアプリケーションデータに依存しない単純なメッセージ
通信を必要とする SOAシステムに適用可能である．SOAシステムのアーキテクチャに関する標
準から一般的なメッセージングに関わる関心事を識別し，これをアスペクトとして実現している．
従って，一般的なメッセージングに関する関心事を実現している．いくつかの事務システムについ
てアプリケーションプラットフォームを適用可能であることを確認した．
アプリケーションプラットフォームと同様にメッセージング機能を提供するものとして ESB製
品がある．Kumaraらによると一般に広く用いられている ESB製品群に共通して提供されている
機能は，ルーティング，メッセージ変換，メッセージング，セキュリティ，負荷分散，永続化であ
る．アプリケーションプラットフォームは ESB製品群が共通に提供するメッセージング関する機
能を提供する．
アプリケーション特有のメッセージングに関する要求に対応可能となるように洗練する必要があ
る．例えば，アプリケーション特有のメッセージ形式やルーティングのストラテジなどに柔軟に対
応可能とする構造について考察する．また，特定の ESB製品の提供する独自の機能などを参考に
拡張する必要がある．これらについて新たなアスペクトの追加として捉え，構築することによりプ
ロダクトラインの拡張は容易であると考える．
5.5 今後の課題
今後の課題として事例検証を繰り返し，これによって得られる知見に基づいて仕様モデルとアー
キテクチャ，およびこれらの関係を洗練することが上げられる．また，新たな変動部分が特定され
た場合，新たな候補値が特定された場合，本研究の手順に基づき仕様モデルを拡張可能であること
を確認する．
さらに，プロダクトアーキテクチャに応じてプロダクトを構築するためのフレームワークを実現
することも今後の重要な課題である．本研究により，要求を入力とし，プロダクトの仕様モデルを
構築し，これに応じてプロダクトアーキテクチャの構築が可能となった．アーキテクチャに応じて
プロダクトを構築するためのフレームワークを構築することにより，要求からプロダクト構築まで
の系統的な手順による開発が実現可能となる．
また，プロダクトを構築する手順，プロダクトラインを拡張する手順について整理し，定型的な
作業を自動化するツールを構築することによりプロダクトライン開発を支援することも必要である
と考えている．Mattssonらの記述ルールモデルとモデル変換ルールを用いた手法 [3]を参考にし，
プロダクトアーキテクチャを自動構築する実行可能な仕様モデルを構築することも検討していき
たい．
6 おわりに
本研究では，ミドルウェアの差異を吸収し，特定の技術や製品から独立した普遍的な SOAシス
テムの開発を実現することを目的とした．この目的を達成するために，SOAシステムのメッセー
ジング機能を提供するプラットフォームのプロダクトライン化を行なった．さまざまな標準を組
み合わせることにより，コア資産としてのアスペクト指向アーキテクチャと仕様モデル，およびこ
れらの関係を整理した．これにより，プロダクトに対する要求を入力とし，プロダクトアーキテク
チャの生成が自動化された．
今後の課題は，仕様モデルとアーキテクチャ，およびこれらの関係について洗練，アーキテク
チャに基づき実装を行なうためのフレームワークを整備することである．また，定型的な作業を自
動化するツールを構築することも今後の課題と位置づけている．
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