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Another point is that the authors’ theories present only the beginning of what is 
interesting about the various structures, and don’t demonstrate the startling 
amplification a really comprehensive set of laws can give to the reasoning process. 
The point could be taken that the volume is about deductive reasoning-not about, 
for example, lists themselves. But the theories’ development stops while the benefits 
are still outweighted by the formality, and this could give the wrong impression. 
I highly recommend the book as a reference, and I would be very pleased to 
teach students who had followed it at high school (but not instead of calculus). I 
recommend it also for non-computer scientists who are interested in the role of 
rigor in computer programming. But to computer science students I would in limited 
time teach formal logic instead, to the standard of mathematicians generally; and 
I would treat fewer theories, each in more depth. 
C. MORGAN 
Oxford University 
Oxford, United Kingdom 
A Practical Introduction to Denotational Semantics. By Lloyd Allison. Cambridge 
University Press, Cambridge, 1986. 
This is a textbook for senior undergraduates and beginning post-graduates on the 
‘standard’ denotational-semantic description techniques for conventional sequential 
languages. The concepts of environments, stores and continuations are discussed 
and there is a brief introduction to the underlying mathematical techniques involved 
in using least fixed-points and solving recursive domain equations. The level is 
comparable to that of Mike Gordon’s text and the final chapter of my own book 
on programming languages. 
The most unsatisfactory aspect of the book is the author’s failure to convey the 
differences between denotational and operational approaches to semantics. The 
principle of compositionality is stated (badly) only in the very last sub-section, and 
there is no mention of the concept of full abstraction or the techniques of structural 
induction and fixed-point induction for reasoning about semantic descriptions. 
The author has confused the issue of denotational versus operational semantics 
further by ‘translating’ the semantic descriptions into programming languages. A 
good example of the resulting confusion appears at the end of Chapter 2, where a 
perfectly acceptable mathematical definition of a conditional construct is criticised 
by the author as being poor merely because its translation into a call-by-value 
programming language would not execute as desired. 
The over-emphasis on translation of semantic descriptions into programs may be 
the only justification for the ‘practicality’ claimed in the title: there is no discussion 
whatever of applications to programming-language design or validation of program- 
ming logics and implementations, and only a brief mention of the possibility of 
Book Reviews 313 
semantics-directed compiler generation or semantic analysis. A student reading this 
book might well come to think that the only role of denotational semantics is as a 
kind of pseudo-code for the construction of hopelessly-inefficient interpreters. 
In summary, this is a book that can be used as a text on denotational semantics, 
but should certainly not be used as the only source of information on the subject. 
R. D. TENNENT 
Queen s University 
Kingston, Canada 
