Abstract
Introduction
A system is not reliable by chance. Often much effort and resources are spend to achieve reliability. The developers, often of many disciplines, each contribute in the development of a highly reliable product. In their design and implementation, reliability is a self-evident ambition which forms the basis of good engineering practices. In practice, reliability can be seen as the result of a large number of explicit and implicit control activities, properties and measures, often deeply entangled in the professional engineering knowledge of the experts involved.
In practice however, reliability is not always easy to achieve. Two common problems will be mentioned. Firstly, building functionality within planning is given higher priorities then quality attributes such as reliability. Secondly, reliability of the complex systems of today must be achieved by combining the disciplines involved. Combining disciplines means co-operation of experts from different fields, probably causing communication difficulties. Human failures become more likely and can easily lead to unreliable and unsafe systems.
In this paper we present an approach which puts user expectations on product reliability as being the ultimate requirement to be fulfilled. Systems must fulfil all requirements of all users, which includes two specific research problems: 1. requirements are not always made explicit, but the system must also address those, 2. users are different, differences occur related to for example a persons job, responsibility and related use of a system. Also individual preferences exist based on intellectual skills, background or interests. The result of these differences is that 'reliability' is being defined differently among the different users. We recognise that reliability is a multidimensional concept.
We will present the Multi-Party Chain approach, which supports tackling those problems, based on modelling the organisational chain for a product life-cycle and relating the different parties, roles and requirements to explicit actions to be taken during development. Our approach explicitly defines reliability requirements for all users, and facilitates communication of those reliability requirements among all parties involved. Therefor it seems highly applicable for application in multi-disciplinary development teams.
The Multi-Party Chain model is an intermediate product of the SPIRITS project which has been introduced during the second ENCRESS conference last year in Paris [Solingen 1996 ]. Last years presentation handled the multidimensional aspect of reliability, which was discussed and unanimously supported by the audience.
Reliability concepts
Reliable according to well-known dictionaries means: that can be trusted upon with confidence. In this section we will present two definitions of software reliability taken from the two most accepted standards: the ISO 9126 standard and the IEEE Software Engineering Standards Collection [IEEE 94 ]. It will be clear that those (technical) standards have translated the concept of reliability into a verifiable definition which has lost the more emotional aspects like trust or confidence. We will give some comments to those definitions based on the problems identified above, and the possible support of the standards to solve those problems. Finally we will conclude with our vision on software reliability and explain further steps.
ISO 9126
In this paper we focus on reliability of embedded products from a user point of view. As reliability is one of the main characteristics of 'quality' according to the ISO 9126 [ISO9126] standard, it seems wise to look to this standard in more detail. The ISO 9126 standard sub-divides software reliability into three sub-characteristics: 1. Maturity: attributes of software that bear on the frequency of failure by faults in the software 2. Fault tolerance: attributes of software that bear on its ability to maintain a specified level of performance in case of software faults or of infringement of its specified interface 3. Recoverability: attributes of software that bear on the capability to re-establish its level of performance and recover the data directly affected in case of a failure and on the time and effort needed for it. Summarising those three sub-characteristics: Software must be operational to fulfil user requirements. Design faults (bugs) must be taken out which results in maturity, whenever faults have not been detected they may cause a product to fail. If a product is fault tolerant it means that faults are caught in time by the product itself and failures are prevented. Whenever a failure is occurring it is most important to get the product operational again, which is called recoverable.
This reliability characteristic considering the ISO 9126 standard is emphasising operation of a product: an embedded product is not allowed to 'go down'. Firstly this definition implies that having a product operational automatically means that all reliability requirements are fulfilled, which is not obvious. Secondly, we know that embedded products tend to fail (at least once in their life-time). Striving to keep this ratio as low as possible is a good thing, but it must be kept in mind that failures will occur. Therefor measures must be taken that make sure that product failure is foreseen and will not result in unsafe or insecure situations.
IEEE Software Engineering Standards Collection
Software reliability is defined by the IEEE as 'the probability that software will not cause the failure of a system for a specified time under specified conditions. The probability is a function of the inputs to, and use of, the system as well as a function of the existence of faults in the software. The inputs to the system determine whether existing faults, if any, are encountered.' This definition is complementary to the ISO 9126 definition, besides that it also defines 'use' as being a cause for failure. User-perceived reliability differences are not recognised.
Conclusion
We have shown that two well accepted standards define reliability as being the amount of time that a system is operational. Those definitions are much to strict comparing them to the definition of reliability of the dictionary which defines trust and confidence as its most important aspects. The standards do not include the multi-dimensional concept of reliability. This illustrates the difficulty for developers to fulfil a common stated product requirement that a product must be reliable. It seems logical that developers tend to translate a reliability requirement into: defect-free. Many efforts are being spend to reduce the number of defects in software to an acceptable level, before the product is brought into use. We find examples in recent literature that claim the possibility to estimate software reliability based on statistical models [Fenton & Pfleeger] . Those approaches may be well applicable for fault and failure estimation under experimental conditions, but don't address the human perception of reliability. After introducing a system that rarely fails, many users still start complaining that the product is not what they expected, while others are highly satisfied.
This brings us to the conclusion that to create a reliable product one must first define the function it is intended for, and collect all local definitions of its reliability. In this paper we assume that product reliability is related to its use, and product use is related to the responsibility of that user: his role. Reliability appears to be a multidimensional concept, both in theory and in practice. Different parties, i.e. stake-holders such as buyers, users, project principals, developers etc., have different requirements regarding reliability. As a consequence different concepts are used to express reliability, different measures are carried out to determine and/or to establish reliability, and different standards are used to validate and to evaluate the reliability of a product.
Different parties have different ways of looking at a product from the point of view of reliability. It might theoretically be feasible to translate all these different 'visions on reliability' into one common definition which can then be used to communicate between all those parties involved. This seems the objective of the above discussed standards. In practice however, we deem this to be not feasible. Even if this common terminology could be developed, it is unlikely that it would provide sufficient basis for discussion with the various parties, even if they were willing to adopt it (which seems unlikely). We will therefore take the approach in which explicit account is being taken of locally defined responsibilities and assessments of reliability. For product development activities are needed. A typical breakdown of activities for the development of embedded software systems is:
The development activities produce the system and thereby will determine the system characteristics, including its reliability. Further phases in the life cycle, such as operation, maintenance and disposal will also change the system reliability in time. For simplicity, we will not discuss this and focus on the development phase of the life cycle, since those phases are assumed to have a higher impact.
Within the development process, several activities can be noted that specifically contribute to the reliability of the system. If we make this activities explicit they can be seen as control measures on all activities within the development process. We can depict this in a control model ( fig.1.1 ).
In this model the flows of information and corresponding processes are:
• desired reliability is the reliability as stated or intended by the user, law or ethics.
• control measures are all required activities that should take place in the development process in order that the actual reliability will equal the desired reliability. These control measures are selected on the basis of a reliability analysis.
• actual reliability is the reliability of the end product or the intermediate results of the development process, as perceived by the actual user of that product.
The goal of any development project is to create a reliable system. Depending on the priority of reliability a certain amount of measures is selected to result in the required product reliability. What is required is:
(1) Method to assess the actual reliability. Product use is the ultimate reliability check, but during development specific data collection appears to be applicable to give a representation of product reliability. Keeping in mind that control measures will be taken, it seems logical to include data collection activities to track whether those measures give their intended effect.
(2) Method to select control measures during the development processes. To select the appropriate measures to fulfil reliability requirements, a supporting method is required. This will be developed within the SPIRITS project. The Multi-Party Chain approach already includes a firm basis on which this selection mechanism can be build.
(3) Method to make the desired reliability explicit. In the next chapter the Multi-Party Chain model is presented, which supports this process
The one thing to be kept in mind is that whenever a product must be reliable, measures are required to result in the required level of reliability. Selection of measures is a difficult topic, and is done in practice mostly implicit and/or based on experience. What is required in both practice and science is a technique to describe the user-perceived reliability requirements for their specific context of use. Whenever this description is available measures can be selected with a clear goal, and evaluation (read: measurement) can be implemented. Such a technique is not found in literature or practice, but will be described in the next chapter: the Multi-Party Chain model. 
Multi-Party Chain Model
This section introduces the MPC-model. It describes all aspects on a detailed level, their function, and finally it will present a case-study in which the technique is applied in an industrial context.
Measures are considered to be activities/actions that aim to increase the reliability of an embedded software product. Both measures as well as the effect they will have will tend to be expressed in an engineers' language. Given this, communication between stake-holders is essential in order to achieve mutual understanding and consensus between the different parties involved which has to lead ultimately to agreed upon operational measures and metrics to realise and quantify the reliability of products.
To let this communication become possible the different interpretations of reliability have to be understood. Given a specific product, if it is known which party specified a specific requirement for this product and especially for which reason, then a basis for discussion has been created. If this specification is available it becomes possible to translate different interpretations and it becomes possible to negotiate and discuss those specified requirements. In the end, this enables us to link specific measures (in engineering terminology) to requirements of the different parties involved as expressed in their local terminology.
In this chapter we will present a model to facilitate the identification of all parties involved and of their concerns with reliability. This model, the 'multi-party chain' model (MPC), can be used in a specific situation to identify concerns and to facilitate communication among the parties involved.
A data model for a "multi-party chain (MPC)"
The different parties that play a role in determining and realising reliable products, their views on what reliability should be and their mutual dependencies can be represented in a "multi-party chain".
In a data model of this multi-party chain (MPC) the main entity types and their interrelations are represented. The data model supports the identification of the different parties involved, their interrelations, their roles, their requirements etc. The focus of the data model is on the determination, the realisation and the evaluation of reliability in embedded software products by taken the right measures. By taking a specific measure, one aims at increasing one (or more) aspect of reliability. The key question is therefor which set of measures suit best to the set of requirements for a specific product.
The data model that represents this approach will be shown in Figure 6 . We will not oppose this model upon the reader directly, but we will transfer the control model of Figure 2 stepwise according to point 1-3, into the MPC-model.
Assess the actual reliability of the output from the development process
The first step to take is to evaluate the actual reliability of the product. Therefor we need to perform data collection on that product. Theory on software metrics has learned that metrics on the total development process are required in order to gain insight into actual reliability of a product. Figure 3 shows the data model of the development process. For simplicity we have defined that a development consists of a unique set of actions taken in a specific order. Those actions (measures) are taken on the product, the process, the resources and on the project management. Evaluating the actual reliability of a product will consist of data collection on all of those entities.
The main entity types in the Figure 3 data-model and their definitions are:
• Measure: Activity that influences the type and/or degree of reliability that is attained in a given product • Resources: Those resources that are used during project development and use • Product: An imbedded software product seen as part of a larger system • Process: The process of developing, maintaining and managing the product
Select control measures to fulfil reliability requirements
The second step to take is the definition of control measures that aim at fulfilling specific reliability requirements. Those requirements can be very diverse like: all software faults in the user-interface have been removed, or the most critical part of the system is fault tolerant. A certain reliability analysis has to be executed on which the measures can be selected. Figure 4 shows the data model in which control measures to fulfil reliability requirements are opposed upon the development process. Note that the data-model of Figure 3 is included in this figure.
The new entity type in this data-model and its definition is:
• Requirement: A statement regarding the type and degree of reliability that is required from the product as seen from the point of view of a party in a given role Requirements have to be expressed in terms of a specification. Examples of reliability requirements of users: 'the system may not fail (go down) more than two times a month', 'when the system fails (goes down) an engineer must be able to fix it within one hour', or 'I will not have my customers annoyed by this system'. The first requirement can be expressed (in 'engineering language') into the reliability aspect "availability". The second requirement can be expressed into the reliability aspect "recoverability". The last requirement will need further discussion and clarification in order to find out what is really required, so that this requirement can be translated into requirements in the 'engineering language'. Consequently, measures and metrics (pertaining to project management, process, resource, and/or product) will have to be determined.
Make the desired reliability explicit
The final step to take is to make the desired reliability of the system explicit. As described before we will apply an approach in which all local definitions of all users are captured. Therefore a modelling technique is required which models all users and their view on reliability. As described before we focus on parties, underlying roles and related reliability requirements. Figure 5 shows the data-model by which we describe the chain of parties involved. In this way it becomes possible to make reliability requirements explicit and it is possible to trace where they are originating from, based on roles and parties. This is a 'chain' model, because we assume that a number of customer-supplier relationships exist between the different parties. An important relationship is the 'representation' relationship. Take for instance a system for controlling a fuel pump. Some relevant parties are customers, fuel station managers, oil company managers, oil company purchasing officials, and vendor representatives. We see here a chain of representation. The fuel station manager represents the interests of the customer. The oil company represents the interests of both the customer and the fuel station manager. The oil company purchasing official represents al of those. Also, The oil company purchasing official influences (and is influences in his turn by) the vendor representative. To chart this area a 'chain' approach is taken.
The main entity types in this part of the MPC data-model and their definitions are:
• Party: An identifiable person, group of persons of organisation who has a legitimate interest in the degree of reliability of the product
• Role: An area of responsibility of the party determining a view on the type and degree of reliability required • Requirement: A statement regarding the type and degree of reliability that is required from the product as seen from the point of view of a party in a given role
From the 'chain' point of view (i.e. parties and their links, their roles and their requirements) the most interesting entity types are respectively: the entity type 'Party', the entity type 'Role' and the entity type 'Requirement'. Based on an identification and specification of these three entities measures can be determined and carried out. Consequently the effectiveness of these measures can be validated and evaluated within the previously determined 'party-context' (i.e. party, view, role, responsibility, goal etc.). We will discuss the three entity types 'party', 'role' and 'requirement' in more detail below.
A 'party' was previously defined as an identifiable person, group of persons of an organisation who have a legitimate interest in the degree of reliability of the product. This 'legitimate interest' may come to light in one or more phases of the product life cycle. Examples of parties are: principals, customers and users (of different types, e.g. employees from marketing, purchasing, production etc.), project managers, engineers, maintenance people. Parties can also be stake-holders that are not directly involved in one or more specific phase of the life cycle, for instance governmental parties that develop and control policies, rules and constraints for reliability of branch organisations that set their specific requirements.
A 'role' was defined as an area of responsibility of a party that determines which view exists on the type and degree of reliability required. A party can have more than one role. Example from Schlumberger: The OPCO (national operational company) has the responsibility to represent Schlumberger RPS towards customers and vice versa (customers towards RPS), but also to represent the national government of the country it is servicing and their policies towards RPS. So OPCO has several roles to play in the communication about reliability.
Relationship types relevant to the chain approach are:
− Parties may have different responsibilities. This is represented by the different 'roles' that a party may assume.
This relationship type allows an inventory of reliability requirements which are relevant to this party through the intermediate entity type 'role'.
− Parties can represent, both officially and unofficially, other parties. − Finally parties may control and/or influence other parties. The last two relationship types allow us to build the multi-party chain by identifying the links between the different parties.
− Roles may be linked to several parties which in that case would be expected to have identical reliability requirements.
− A role may be concerned about one or more reliability requirements. − A reliability requirement can be linked to several roles. In that case these roles, from a different motivating background, are expected to agree as to the required degree/type of reliability.
− Some reliability requirements can be 'translated' into another definition of reliability. This enables communication and agreement between different parties.
− Requirements can be influenced by measures/actions.
The Multi-Party Chain Data Model
If we combine the steps taken before into the overall Multi-Party Chain model we get the data model as represented in Figure 6 .
Tackling questions with the MPC data model
The MPC data model can serve different objectives. The model can be used initially to fill in the entities and attributes for a specific embedded software product in a specific organisation, i.e. for positioning the different parties and the different types of requirements that can be distinguished. But it can also be applied for identifying the different types of measures that are executed, for investigating differences in opinions etc.
Based on such a 'case-study' the MPC data model can be used for answering questions such as:
• how to identify gaps between reliability interpretation, and how to bridge them (e.g. between 'fitness for use' interpretations and 'conformance to spec' interpretations; this to enable communication in the area of reliability
• how to distinguish measures, metrics, standards (e.g. ISO9001, usage of test scripts, the gathering of measurement data, informal reviews of developers), and how to store and supply this information in an user friendly way
• how to identify and express generic descriptions of reliability measures and specific descriptions of measures and how to make distinctions
• how to make distinctions between 'internal' parties (e.g. developers) and 'external' parties (e.g. customers)
Case-study: Field-tests at Schlumberger RPS
The Multi-Party Chain approach has been applied to make a model of the Schlumberger RPS situation for a specific product. In this section the Schlumberger RPS MPC-model will be used to demonstrate the way in which this model can be applied.
Schlumberger is a technology driven company with more than 60 years of experience in international operations comprised of approximately 50,000 employees of 100 nationalities from six continents. Schlumberger Retail Petroleum Systems is world-wide leader in equipment and service for self-service petrol stations. The products of RPS are Dispensers, Point of Sales, Electronic Funds Transfer equipment, Back-Office and Forecourt Controllers. These are real-time embedded systems. RPS systems must be operational for 24 hours per day, on every day of the year. This creates a high demand on product reliability and product availability [Solingen et al. 1995] .
A specific customer is demanding that each new product is first installed in a pilot installation where it has to be operational for a period of time before the final role-out can proceed. Those pilot installations are called: "Field-tests" [Solingen & Uijtregt 1996] , and the question is why this customer is demanding those tests, and whether an alternative solution can be offered that fulfils the same underlying requirements. The first step to be taken is to identify the roles that originate to the demand for a field-test. Result: The MPC-model shows that a representative of an oilcompany has two roles:
• Buying systems that fulfil the oil-company requirements, customer requirements, and fuel-station requirements • Deliver (fuel) products to fuel-stations in time
It is clear that the request for a field-test mainly addresses the first role of the representative of an oil-company. The difficulty for that specific role is that it has the responsibility to address requirements of many other parties, therefor this person will demand a test (validation of requirements) that is able to check all of the implicit and explicit requirements: practice. This shows the reason behind the demand for a field-test. Based on this conclusion it is possible to offer the person with that specific role an alternative solution which fulfils his needs. For example showing that person the same product already operational for some years on an other fuel-station. Note: In real-life this request came for a product that was in it's first release to the market, so no operational systems were available, which declares the emphasis of that role for a field-test.
But before making the conclusions to early, it is better to focus on the underlying reliability requirements of the representative of an oil-company. In this example this means focusing on the first role. The underlying reliability requirements that are found using the MPC-model are:
• Support in case of failure • Recoverability • All implicit reliability requirements are addressed Again, it is shown that very diverse reliability requirements are included in this role, which declares why this person will ask for a field-test, since it seems difficult to address those different requirements together in one measure. The overall requirement of a product seems to be that it is continuously operational, which is being addressed by four of the above reliability requirements: availability, maturity, no failures, and recoverability. For a representative of an oilcompany: it just has to work. It has to be 'good'. One can think of an alternative measures to address these issues, like lab-tests, formal proof, measurement results, or proven operation on a fuel-station in practice.
Two other requirements are still left: support in case of failure, and fulfilling implicit requirements. From the role of the representative the support issue is clear: a fuel-station must be available, so whenever it fails fast support must be guaranteed. One can think of contracts that guarantee support with penalties when those are not kept, but testing this kind of support in field-test is not suitable, because support is mostly important in situations where there is no special attention for a fuel-station, and during a field-test there is special attention because it is a test-case. So it can be concluded that a field-test is not addressing this requirement. The second requirement left, is about implicit requirements which really show the need for testing in the field, in order to verify those implicit requirements. But, it does not imply that the product needs to be tested at a station of the customer. Involvement of end-users during design, or the intensive enhancement of the user-interface in an external usability-lab may be a sufficient measure to address this reliability requirement of the oil-company representative.
An alternative solution to field-testing might therefor be showing that the product is already operating in practice with success, by for example showing successful operation of the system at the station of competitors of that oil-company, or by testing a product on a Schlumberger test-station.
Conclusions
It appears that a general definition of reliability to which all people: developers, users, managers, etc., agree is not available. It has been concluded that the interpretation and view on reliability is influenced by the responsibility, or role of a person. Those different views of reliability rightfully exist and cannot and should not be ignored. In this paper a multi-party chain model was presented. It can be used to chart the various views on product reliability in such a way that discussion among the various parties involved is enabled. A number of different scenario's for dealing with reliability can be distinguished by using the model. Also, the definition of reliability issues for different roles can be supported. This will enable the definition of metrics for reliability issues and eventually the formation of a link between engineering actions and customers requirements.
During the study of reliability concepts a thorough investigation has been executed on what is available in science and practice regarding reliability engineering. Beside the fact that reliability is not so easy to define as expected, it is concluded that reliability is created during both design and use, and that actions (measures) must be taken that result in reliability.
