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Capitolo 1
Abstract
Al momento, non esistono standard di programmazione universali, il ruolo
di un ingegnere informatico lo obbliga a spaziare tra multiple piattaforme,
numerosi linguaggi di programmazione, tutti strutturati e sfruttabili in modo
diverso: da linguaggi per la specifica di componenti hardware (Verilog, ad
esempio), a linguaggi molto legati all’hardware stesso (Assembler), prose-
guendo verso un livello di astrazione maggiore su linguaggi procedurali (Pa-
scal), o linguaggi orientati agli oggetti (C++, Java, Objective C...), linguaggi
orientati alle basi di dati (SQL) la cui conoscenza diventa fondamentale se
si vuole poter poi essere flessibili nel mondo del lavoro e sempre pronti alle
successive evoluzioni.
Eppure uno standard internazionale riconosciuto esiste, ad alto livello,
per programmare, per specificare il formato di interfacce utente, per elabo-
rare i dati: è uno standar di fatto, generato dallo sviluppo che il World Wide
Web ha avuto negli ultimi venti anni, regolamentato poi dal consorzio W3C
che ha tradotto in regole e standard tutte quelle tecnologie che hanno fatto
del Web quello che conosciamo oggi.
In un momento in cui si parla di Cloud Computing e si affacciano nu-
merose soluzioni in tal senso, la conoscenza delle tecnologie Web diven-
ta ancora più fondamentale per portare al livello successivo di sviluppo
l’esperienza utente in rete, il lavoro collaborativo, la comunicazione globale.
Parte di prim’ordine di tale sviluppo è stata giocata dallo sviluppo in-
credibile che i dispositivi mobili hanno avuto negli ultimi 4-5 anni, dai primi
esperimenti di smartphone (ricordiamo ancora una pietra miliare come il
Nokia 7650) al boom IPod e poi IPhone, quindi Blackberry e Android, ai pri-
mi Tablet sulla scia di IPad e lo sviluppo di dispositivi similari, tutti corredati
da un proprio sistema operativo, un proprio sistema di sviluppo inteso an-
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che come un proprio linguaggio di programmazione da imparare per poter
sviluppare su tali piattaforme.
Tutti questi dispositivi sono in grado, chi meglio o peggio, di navigare
in rete. Ormai ce ne serviamo per essere completamente in contatto con i
colleghi di lavoro, ricevendo mail in tempo reale, ma mantenendo i contatti
anche con i propri amici e conoscenti (grazie all’enorme successo dei social
network); in questo senso tutti questi dispositivi mobili sono in grado di
interpretare i linguaggi e le tecnologie del web.
L’obiettivo che ci prefiggiamo è sfruttare questo standard di fatto e la
(ormai notevole) capacità dei dispositivi mobili nell’interpretarlo per poter
realizzare applicazioni mobili, che nascondano al programmatore quello
che è il sottosistema nativo e diano la possibilità di poter portare il codice
su tutte le piattaforme più diffuse minimizzando gli adattamenti.
Ogni sistema operativo mobile, da IOS ad Android ha elementi che con-
sentono l’utilizzo di HTML5, Javascript e CSS3 per poter programmare
applicazioni o parte di esse: La soluzione proposta è un Framework che
comprende uno scheletro di applicazione ed una libreria Javascript dedica-
ta allo sfruttamento dell’hardware disponibile, in modo da, ove disponibile,
poterlo fare scrivendo lo stesso codice sorgente.
Capitolo 2
Introduzione
Avvolto in un turbine di nuove tecnologie, probabilmente anche lo svilup-
patore più “smart” può trovarsi, diciamo così, spaesato. Il mercato globale
è sempre più invaso da soluzioni tecnologiche “mobile”: smartphones, ta-
blets, smart tv, netbooks, ognuno dei quali ha una propria tecnologia, un
hardware dedicato, un software o una gamma di software propri.
Approcciarsi allo sviluppo “mobile” è, in un certo senso, traumatico: ogni
piattaforma ha il proprio sistema di sviluppo, le proprie librerie, i propri fra-
mework da sfruttare: spesso si parla non solo di questo ma di linguaggi
di programmazione completamente diversi e, per così dire, scorrelati (si
pensi banalmente alla differenza tra java e c++ per esempio, praticamente
concettuale: un linguaggio interpretato, contro un linguaggio compilato e
tradotto in linguaggio macchina). Esistono quindi una varietà sterminata di
soluzioni, che conducono tutte, più o meno allo sviluppo di software mobili
(ed ad un gran mal di testa per lo sviluppatore costretto a studiare mille
linguaggi e strutture diverse).
Anche senza passare da hardware molto diversi, ma soluzioni molto si-
mili (rimaniamo nella categoria dei telefonini, “smartphones” se vogliamo)
ci troviamo di fronte ad una varietà di tecnologie che possono confonde-
re: touchscreen, trackball, trackpad, tastiere fisiche (mini qwerty), tastiere
virtuali, schermi dalle risoluzioni più basse alle più alte, sistemi di geo-
localizzazione, fotocamere, connessioni al world wide web più o meno in-
tegrate (wifi, gprs, umts...), sensori di posizione e accelerometri... la parola
Standard è forse stata dimenticata dai grandi produttori, che hanno svi-
luppato, in concorrenza, soluzioni alternative per ogni tipo di hardware ed
addirittura, come vedremo più avanti, soluzioni diverse e diametralmente
opposte, non solo in paragone con gli altri concorrenti, ma al proprio inter-
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no, cercando magari di sopperire a carenze che il mercato ha evidenziato
(un caso semplice riguarda il colosso finlandese Nokia che ha costante-
mente perso quote di mercato nell’ultimo anno, pur rimanendo leader per
numero di device prodotti).
Tutto questo scenario, in realtà non fa altro che acuire la percezione di
difficoltà nell’adeguarsi da parte dello sviluppatore di software per piatta-
forme mobili. Non sarebbe bello avere un solo framework, un solo linguag-
gio di sviluppo, qualsiasi sia la piattaforma hardware sottostante? Questa
semplificazione sarebbe l’ideale per uno sviluppatore, il quale potrebbe in
questo modo conoscere a fondo l’hardware per poter trarne il massimo in
termini di prestazioni.
Purtroppo è un pensiero ancora utopistico. Ma lasciando perdere il
tema prestazioni e sfruttamento dell’hardware (vedremo il motivo), forse
una speranza c’è... Ragioniamo un attimo. Esiste una risorsa globale,
accessibile ovunque e per chiunque, anche da dispositivi mobili come tablet
o smartphones; una risorsa per la quale si è dovuto trovare uno standard di
programmazione e rappresentazione dei dati; una risorsa per la quale tale
standard esiste e funziona ormai da molti anni: Il World Wide Web.
Il www rappresenta i dati grazie al linguaggio HTML (Hyper Text Markup
Language) che tramite la sua sintassi consente la rappresentazione dell’in-
formazione e l’impaginazione della stessa grazie all’incapsulamento degli
elementi costituenti in delimitatori chiamati “Tag”, il cui insieme è regola-
mentato dal consorzio W3C (World Wide Web Consortium) che ha come
intento lo sviluppo degli standard per il world wide web.
Il W3C ha inoltre cercato di separare l’informazione stessa dalla sua
rappresentazione grafica, realizzando il sistema dei CSS (Cascading Style
Sheets) o “fogli di stile”, grazie ai quali è possibile mostrare i dati in modo
più accattivante e realizzare diverse rappresentazioni degli stessi semplice-
mente cambiando il foglio di stile stesso (pensiamo alla diversità dei mezzi
di rappresentazione, a seconda della grandezza dello schermo o addirittura
se si vuole una rappresentazione cartacea).
Questi due mezzi sono interpretati dai browser per rendere su schermo
i dati che attraversano la rete: tuttavia sono ancora una rappresentazio-
ne statica dei dati, semplicemente consultativa, ecco perchè i modelli web
fanno ampio uso di programmi lato server, per generare l’informazione di-
namicamente e poi inviarla al client. Questo tuttavia mantiene l’esperienza
di navigazione piuttosto statica, poichè il protocollo sottostante è comunque
l’HTTP, (Hyper Text Transfer Protocol) che di per sè si basa su un paradig-
ma di Richiesta-Risposta (quindi, si chiedono le informazioni attraverso il
browser, il server elabora la richiesta e ci invia le stesse, formattate attra-
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verso l’HTML+CSS, il nostro browser riceve i dati e rende le informazioni a
seconda delle regole stabilite dal W3C).quindi di
Per rendere l’esperienza web più simile ad una desktop application
manca ancora qualcosa, qualcosa in grado di effettuare animazioni, ad
esempio, basilari e comuni ritrovabili in una qualsiasi applicazione desktop
anche minimale. Negli anni ’90, Netscape ideò un linguaggio di program-
mazione che poteva essere interpretato dal proprio browser, per manipo-
lare l’html dinamicamente: poteva aggiungere o togliere tag, modificare o
aggiungere attributi. Il suquindi dio nome era ECMAScript: gli script po-
tevano essere aggiunti alle pagine HTML semplicemente attraverso il tag
loro dedicato, oppure scritti in file separati e poi inclusi.
Il linguaggio ECMAScript divenne ben presto Javascript, ogni browser
maggiore ebbe una sua implementazione ed una continua evoluzione ne ha
portato sui nostri pc una potente versione per la manipolazione dinamica
di pagine web, ma, scopriremo ben presto che le sue capacità in combi-
nazione con i precedenti mezzi qui accennati ci serviranno per realizzare
qualcosa in più che semplici pagine web.
Eppure, in questo momento, siamo ancora confusi, forse ancora di più
dato che sì, esiste uno standard e sì, esistono strumenti per programmare
applicazioni web che somigliano a desktop applications o, con un oculato
uso dei css, mobile applications. Ma siamo ancora limitati: manca un punto
di collegamento, una applicazione web non è una applicazione nel senso
che propriamente gli viene dato: non viene scaricata nei vari “app stores”
che troviamo nei dispositivi mobili in genere (apple store, app world per ci-
tarne un paio di Apple e Research In Motion, ma ogni produttore ha il suo),
non gira completamente nel dispositivo in cui viene fatta partire (anche se
le applicazioni più moderne fanno uso di tecnologie attraverso la rete per
cui in parte ne esiste una versione lato server), non è in grado di accedere
alle risorse che il dispositivo gli mette a disposizione, pensando semplice-
mente alla fotocamera, alle impostazioni utente, la rubrica, i dispositivi di
geolocalizzazione, l’accellerometro ecc...
Allora, nella ricerca di questo anello mancante, un po’ come antropolo-
gi alla ricerca dell’anello di congiunzione tra primati e uomo, si giunge alla
creazione di un “substrato” software che ci consenta di utilizzare le risorse
disponibili, il nostro anello di congiunzione tra SO del dispositivo e la Web
Application. Tale substrato esiste, ed è disponibile per la realizzazione di
applicazioni web eseguibili sui dispositivi mobili di maggior interesse al mo-
mento: IPhone, IPad, Android Phones e Tablets, Nokia Symbian, Windows
Phone 7(al momento ancora in stato beta), WebOs, Blackberry OS5, OS6
e OS7; il suo nome è PhoneGap.
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L’esistenza di questo anello di congiunzione ci consente ipotizzare uno
scenario dove una applicazione viene scritta una volta, nei linguaggi e nelle
tecnologie del web e portata, con adattamenti minimi e talvolta nulli, in tutte
le piattaforme mobili più importanti disponibili, con conseguente risparmio
di tempo, costi, risorse: sappiamo bene come questi asset siano fonda-
mentali per una tempestiva risposta alle esigenze di mercato e variabili
fondamentali tra il successo e l’insuccesso di una realtà aziendale.
Tuttavia, la conoscenza dei linguaggi nativi e delle strutture sottostanti,
non sarà certo sostituita, ma verrà incoraggiata soprattutto quando in bal-
lo vi saranno sistemi complessi e ricerca delle prestazioni. Nel proseguire
della lettura, parleremo dello stato attuale in materia di programmazione
web di applicazioni mobili, il framework phonegap, dei vari framework che
consentono di sviluppare applicazioni mobili attraverso standard Web che
hanno un comportamento simile ad applicazioni native (capitolo 3), parti-
remo poi a sviluppare il prototipo per Android dando anche informazioni
fondamentali su come è strutturata una applicazione per questo sistema
operativo (capitolo 4), stessa cosa per Blackberry (capitolo 5), IPhone e
IPad (Capitolo 6), Windows Phone 7 Mango (capitolo 7), WebOs (capito-
lo 8), infine Symbian (capitolo 9); nel capitolo 10 discuteremo brevemente
delle prestazioni e trarremo le dovute conclusioni.
Da spaesato, il nostro buon sviluppatore adesso può cercare di con-
centrarsi su un framework che gli consente di afferrarsi saldo alle basi del
web programming, da cui possa addentrarsi nelle tecnologie mobili senza
partire da zero, senza venire travolto dal turbine che lo sovrastava.
Capitolo 3
Stato dell’arte
Se pensiamo a quanti dispositivi mobili diversi hanno sistemi di sviluppo
diversi, ci rendiamo conto di quanti standard un buon sviluppatore deve riu-
scire a padroneggiare: un semplice esempio: se si volessero sviluppare
applicazioni per IPhone e IPad, oltre che le piattaforme apple come mac-
book e macmini, dovremmo imparare il linguaggio X-Code, un superset
del c++(implica quindi conoscere almeno un po’ del c++). Inoltre dovrem-
mo prendere familiarità con l’ambiente di sviluppo ad esso associato; in tal
caso siamo fortunati, poiché mamma Apple ha veramente fatto un lavoro
egregio, semplificando al massimo utilizzando sistemi veramente “smart”;
se però vogliamo convertire l’applicazione sviluppata per Apple in una App
per Android... siamo punto e a capo: impariamo il linguaggio java, sce-
gliamo un ambiente di sviluppo pensato per tale linguaggio (Eclipse ha un
ottimo ambiente pensato per Java ed Android), poi impariamo il framework
dedicato ad Android; ma non finisce qui: vogliamo poi che la nostra ap-
plicazione venga resa disponibile per tutti i device Blackberry... E qui si
apre una quantità sterminata di device: con touchscreen, trackpad e ta-
stiera fisica, touchscreen senza trackpad, né tastiera, niente touchscreen
ma con trackpad o trackball e tastiera fisica ecc. Questo apre una quantità
di possibilità che diventano complicate da gestire, così come la retrocom-
patibilità tra le versioni; anche qui, comunque, dobbiamo imparare java,
framework di sviluppo RIM Blackberry ed IDE eclipse o equivalente. Non
finisce qui, abbiamo trascurato il produttore più grande, seppur in calo di
vendite: Nokia; Symbian, il SO dei telefonini Nokia ha una varietà sconcer-
tante di release, dagli S60 fino ai Symbian^3 che è ovviamente (?) diverso
da Symbian 3, poi Symbian Anna, per arrivare alle versioni sperimentali
di Nokia in collaborazione con intel (meego), infine gli ultimissimi nati che
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montano Windows Phone 7, i Lumia. Nei casi di Symbian, ci si affida al
C++, Le librerie QT ed un IDE di sviluppo come NetBeans o Eclipse, invece
ovviamente, per Windows Phone ci occorre Visual Studio e la conoscenza
di c#. Per non parlare di WebOs che ci costringe a sviluppare in Javascript
tramite i framework Mojo ed Enyo.
Questa breve panoramica, è abbastanza spiazzante. Ecco perché la
ricerca di un framework e di un linguaggio comune sono di così grande
interesse in ambienti del genere. Phonegap è una prima risposta: utilizzare
il browser del telefonino per poter sviluppare applicazioni web che girano
in locale, (sul telefono stesso), una specie di wrapper, che include una
webview da utilizzare per costruire la nostra applicazione.
Tutti i telefoni elencati in precedenza contengono un browser proprieta-
rio che consente la navigazione più o meno godibile dei contenuti web (que-
sto più o meno è in realta un nodo fondamentale). Tutti i telefonini in que-
stione sono quindi in grado di interpretare il linguaggio javascript, i fogli di
stile e l’html, nei modelli più recenti anche la sua versione 5, che consente
una maggior quantità di dettagli nei tag (i nuovi tag form ad esempio) ed una
piccola semplificazione di sintassi (prambolo semplificato ad esempio) ol-
tre che alla grafica renderizzata direttamente attraverso il codice javascript
(elemento canvas).
Quello che ci serve adesso è capire come sfruttare questo standard che
attraversa tutti i modelli di telefono elencati in precedenza: abbiamo parlato
di wrapper... webview... ma in soldoni di che cosa si tratta?
In definitiva, si tratta di una applicazione dedicata per ogni tipo di tele-
fono, che mette a disposizione una webview, ciè una vista principale che
non è altro che un motore di rendering html, per farla ancora più semplice,
una “parte” di browser che si occupa semplicemente di renderizzare le pa-
gine web ed eseguire codice javascript. A questa webview, si affiancano
una serie di classi che mettono a disposizione del codice javascript la chia-
mata di funzioni primitive del dispositivo, per poter utilizzare ad esempio la
fotocamera, la rubrica del telefono, l’accelerometro ecc.
3.1 PhoneGap
L’unico Framework disponibile attualmente e capace di dare un tale suppor-
to è PhoneGap. PhoneGap è un progetto Open Source, creato da Nitobi
nel 2009 e che porta il concetto fin qui esposto alla realtà. L’approccio di
alla programmazione con tale Framework è semplice, basta effettuare il do-
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wnload del pacchetto per avere una struttura base di progetto da cui partire
per ciascuna piattaforma.
Il progetto di Nitobi è poi stato acquisito da Adobe, nell’ottobre del
2011, mantenuto Open Source sotto licenza Apache e conta tra gli altri,
contributori del calibro di IBM e Research In Motion.
Tuttavia, programmare sotto questo Framework implica dialogare con
molti aspetti negativi, per cui occorre una buona esperienza ed una minima
conoscenza di cosa fa il sistema dietro le quinte, poiché a volte occorre
estendere e personalizzare il codice per poter rispettare le specifiche che
un’applicazione commerciale impone.
Facciamo un rapido esempio: supponiamo di dover sviluppare un’ap-
plicazione con supporto multilingua, le cui specifiche prevedano la localiz-
zazione automatica della stessa (la lingua dei testi si modifica automati-
camente a seconda di quanto impostato sul dispositivo): al momento del-
la stesura di questo testo, PhoneGap non ha supproto per poter ritrovare
questa informazione.
In questo caso occorrerà estendere PhoneGap attraverso il meccani-
smo dei plugin oppure scrivendo direttamente il codice, a patto di conosce-
re il linguaggio nativo e la struttura di PhoneGap. Qui daremo una solu-
zione a tale problema, tranquillamente affiancabile a PhoneGap attraverso
l’oggetto Globalization.
Una volta scaricato, è possibile utilizzare l’IDE supportato dalla piat-
taforma (sono gli stessi che verranno poi utilizzati in questa trattazione:
Visual Studio per Windows Phone, xCode per IOS, Eclipse per Android
e WebOs, Aptana studio per Nokia Symbian) per poter programmare in
Javascript a partire dal template di progetto fornito con il download;
Di base, PhoneGap è composto da una parte scritta in linguaggio na-
tivo ed una libreria Javascript dove vengono implementati gli oggetti che
realizzano funzioni hardware:
• Accellerometer, (per sfruttare l’accellerometro)
• Camera, (per usare la fotocamera)
• Capture, (per usare il sistema video)
• Compass, (sfrutta la bussola)
• Connection, (dà lo stato di connessione della periferica)
• Contacts, (accede alla rubrica contatti)
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• Device, (accede ad alcune proprietà del dispositivo)
• Geolocation (accede al GPS)
• Media (sfrutta il sistema audio)
• File (basato sul W3C File API consente la navigazione delle strutture
del file system)
• Notification (consente l’utilizzo di finestre di dialogo native e utilizzare
suoni o vibrazione del telefono)
• Storage (consente accesso al sistema di del dispositivo database)
Per ogni oggetto è specificato il supporto da parte del singolo hardware, la
documentazione è accessibile sul sito
http://docs.phonegap.com/en/1.6.0/index.html.
Una parte importante di PhoneGap è la sezione eventi: alcuni eventi
generati dall’hardware vengono trasmessi come eventi Javascript e sono
sfruttabili nelle applicazioni create. Non sempre questi eventi sono lanciati
correttamente e bisogna stare attenti quando si programma alla piattafor-
ma su cui si sta programmando (ad esempio, su blackberry, è preferibile
sfruttare le API di WebWorks per individuare eventi come la pressione di
tasti fisici sul dispositivo).
Tuttavia, è fondamentale scrivere tutto il codice che sfrutta gli oggetti
di PhoneGap all’interno del gestore dell’evento DeviceReady, lanciato dal
sottosistema nativo quando ha completato tutte le elaborazioni preliminari
ed è pronto ad accettare richieste.
3.2 Appcellerator Titanium
Titanium è un sistema di sviluppo integrato, che permette di scrivere ap-
plicazioni Javascript, Html5+CSS3. Le applicazioni devono essere scritte
attraverso l’SDK fornito (titanum SDK) scaricabile dal sito. La differenza
sostanziale tra questo e il precedente è proprio la filosofia che vi sta alla
base: le applicazioni prodotte non vengono chiuse all’interno di un wrapper
che comunica con una parte nativa del dispositivo, ma vengono tradotte
completamente in linguaggio nativo.
È per questo che Titanium contiene un gruppo di tool grafici per cu-
stomizzare al meglio componenti standard di una applicazione, come liste,
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pop-up, menu, pulsanti ecc... circa 5000+: significa che quindi non pos-
siamo staccarci da questo seppur ampio limite, oltre a quello imposto dai
device supportati, che si limitano a IOS (IPhone e IPad) e Android.
Una volta installato l’SDK, la directory Resources conterrà tutti i file e le
risorse del progetto, mentre ciò che vi è intorno è in linguaggio nativo. al-
l’interno della directory root è possibile dividere le risorse che verranno mo-
strate in Android da quelle usate da IOS. la configurazione dell’applicazione
viene realizzata tramite il file xml App.xml.
Data la lmitata compatibilità con i dispositivi disponibili attualmente (No-
kia e Blackberry hanno considerevoli quote di mercato), PhoneGap resta
una soluzione più praticata per il Cross Developing.
3.3 Framework Javascript: JQuery Mobile e Sencha
Touch
Una volta che abbiamo il nostro wrapper che consente di programmare in
Javascript applicazioni mobili, occorrono strumenti per poter rendere al me-
glio visivamente tali applicazioni. È sempre possibile impostare il progetto
solo su CSS e Javascript auto prodotti, ma implicherebbe una gestazione
lunga che inficierebbe tutti i vantaggi che avremmo fino ad ora.
Al momento, il problema di resa di una applicazione web mobile-like è
stato risolto (o quasi) da due delle più famose librerie javascript disponibili
agli sviluppatori web: JQuery e Ext.js. Queste due librerie hanno filosofie
diametralmente opposte e sono mantenute anche nelle controparti mobile:
JQuery Mobile e Sencha Touch, rispettivamente.
3.3.1 JQuery Mobile
Avendo come base JQuery, ne segue la filosofia e gli aspetti applicativi: è
progettata per la compatibilità, sfruttando al meglio i componenti standard
di Html e lasciando piena leggibilità al codice applicativo.
La libreria è un’estensione di JQuery, pertanto richiede la presenza del-
la libreria “madre” prima della “figlia”. Inoltre, è necessario includere un
CSS personalizzato, che andrà ad applicare lo stile necessario ai com-
ponenti per farli diventare simili ai componenti presenti nelle applicazioni
dei dispositivi mobili. La struttura di una Web-App mobile realizzata con
JQuery mobile attinge ampiamente dalla sintassi Html, proponendo tag DIV
personalizzati attraverso attributi dedicati.
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Oltre agli attributi personalizzati, è presente un set di eventi dedicati,
che stigmatizzano il comportamento delle applicazioni.
È importante capire la struttura di una applicazione JQuery mobile. Per-
dendo in leggibilità (ma guadagnando in prestazioni), è possibile racchiu-
derne il codice in una sola pagina Html, in quanto una schermata dell’app
non coincide necessariamente ad una pagina html, ma è formata da un tag
DIV contenente l’attributo personalizzato “data-role=’page”’, che specifica
al sistema che tutto ciò cge è contenuto all’interno del tag è visualizzato in
una schermata.
All’interno della pagina JQuery Mobile, sono disponibili DIV persona-
lizzati ulteriori, che consentono di realizzare la classica suddivisione della
pagina a header, body, footer; è possibile impostare il footer fisso, icone
da mostrare nei tasti. Tutti i componenti Html sono estesi attraverso lo stile
Mobile ed esiste un sistema di theming che consente la creazione di temi
automatici, semplicemente scegliendo i colori più appropriati.
Sembrano tutte rose e fiori, in realtà ci sono numerosi problemi con cui
si deve avere a che fare:
comportamenti non standard: alcuni oggetti non si comportano bene,
spariscono e appaiono a seconda dell’animazione (è tipico il proble-
ma con le persistent toolbar che abbinate a liste di elementi seguono
lo scrolling della lista in modo anomalo).
rendering cross-browser: non tutti i dspositivi supportati riescono a ren-
derizzare i temi perfettamente (occhio ai blackberry più vecchi, alcuni
palm non supportano il gradiente webkit correttamente)
ajax: la navigazione tra le pagine è realizzata attraverso ajax, precaricando
le pagine per velocizzare le animazioni e renderle più fluide: alcuni
dispositivi digeriscono male questo comportamento.
le figure 3.3.1-3.3.2 mostrano esempi di pagine realizzate con JQuery Mo-
bile, mentre la 3.3.3 mostra il sistema di theming Theme-roller per JQuery
Mobile
3.3.2 Sencha Touch
Il nucleo di sencha touch è composto dalla famosa libreria javascript Ext.js,
ed è la sua evoluzione in direzione “mobile”. Diametralmente opposto a
JQuery, Sencha Touch fonda le sue radici nel Javascript e programmare
un’applicazione per questo framework è analogo a programmare un’appli-
cazione per qualsiasi linguaggio di programmazione di alto livello, avente i
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Figura 3.3.1: Pagina JQuery Mobile: persistent footer e lista con immagini
Figura 3.3.2: Pagina JQuery Mobile con elementi Forms Avanzati
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Figura 3.3.3: Theme Roller JQuery Mobile
propri componenti grafici per interfacce ed addirittura un IDE dedicato per
la realizzazione di applicazioni (Sench Touch Designer.
È arrivato alla sua versione 2.0, che contiene significative modifiche
e miglioramenti alle prestazioni. Quando si incomincia ad imparare tale
framework si è stupiti da quanto riesca a rendere realistiche le interfacce e
fluide le animazioni.
Non si specifica alcun componente html, ma tutto viene impostato gra-
zie ad oggetti JSON, che, annidati ad arte, compongono l’intera interfaccia;
la libreria SenchaTouch.js che si deve includere nel file html (unico file html
necessario) genera dinamicamente il codice html necessario alla visualiz-
zazione dell’applicazione e al suo sviluppo: questo ne fa un framework
estremamente performante, tuttavia difficile da imparare inizialmente.
Il listato 3.1-3.2 mostra il codice necessario alla realizzazione dello
screenshot 3.3.4.
Tutto è estremamente configurabile, sfruttando in modo estremo le po-
tenzialità dei browser webkit nei css; inoltre viene fornito un sistema com-
pletamente autonomo per scrivere il codice che fa da engine all’applicazio-
ne, implementando il design pattern MVC in modo mirabile: esiste un con-
troller (uno o più) tramite il quale vengono selezionate le viste da rendere
a video, vari modelli di dati, completamente specificabili attraverso oggetti
java che estendono una classe base (Model), e gestiti attraverso compo-
nenti chimati DataStores, che possono essere di tipo diverso (ad esempio
possono essere di tipo JSONP per caricare dati da internet in ajax, o di
tipo local storage, per sfruttare la specifica HTML5 che prevede spazio di
memoria in locale per la webapp).
3.3. FRAMEWORK JAVASCRIPT: JQUERYMOBILE E SENCHA TOUCH21
Algoritmo 3.1 codice della pagina di prova I
1 Ext.define(’MyApp.view.MyTabPanel ’, {
2 extend: ’Ext.tab.Panel ’,
3 config: {
4 ui: ’light ’,
5 layout: {
6 animation: ’slide ’,
7 type: ’card ’
8 },
9 items: [
10 {
11 xtype: ’container ’,
12 title: ’home ’,
13 iconCls: ’home ’,
14 items: [
15 {
16 xtype: ’toolbar ’,
17 docked: ’top ’,
18 title: ’HOME ’
19 },
20 {
21 xtype: ’textfield ’,
22 label: ’’,
23 labelWidth: 0,
24 value: ’TEXT\n’
25 },
26 {
27 xtype: ’togglefield ’,
28 label: ’Field ’,
29 value: 1
30 },
31 {
32 xtype: ’spinnerfield ’,
33 label: ’Field ’
34 }
35 ]
36 },
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Algoritmo 3.2 codice della pagina di prova II
1 {
2 xtype: ’container ’,
3 title: ’dashboard ’,
4 iconCls: ’download ’,
5 items: [
6 {
7 xtype: ’toolbar ’,
8 docked: ’top ’,
9 title: ’DASHBOARD ’
10 }
11 ]
12 },
13 {
14 xtype: ’container ’,
15 title: ’store ’,
16 iconCls: ’favorites ’,
17 items: [
18 {
19 xtype: ’toolbar ’,
20 docked: ’top ’,
21 title: ’STORE ’
22 }
23 ]
24 }
25 ],
26 tabBar: {
27 docked: ’bottom ’
28 }
29 }
30
31 });
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Figura 3.3.4: prova di pagina Sencha Touch
Tutto questo ne fa il framework per dispositivi touch più avanzato esi-
stente. Il sistema di theming sfrutta una tecnologia utile per qualsiasi Web
developer, SASS (Sintactically Awesome Style Sheets).
SASS è un sistema di scrittura di CSS più simile ad un linguaggio di
programmazione che a un sistema di descrizione di stili: l’idea alla base è
che quando si scrive un css e quindi una classe css, scriviamo un mucchio
di righe quasi identiche, per mantenere la compatibilità; inoltre se immagi-
niamo di dover specificare classi simili ma che differiscono ad esempio per
colore, oppure per poter mantenere una coerenza di colori tra classi pen-
sare do poter scurire un elemento di una certa percentuale, perderemmo
un mucchio di tempo cercando il colore e scrivendo comandi simili molte
volte.
SASS ci consente di creare variabili, procedure che, una volta compilato
il listato d’ingresso, genereranno il css definitivo, risparmiando molto tempo:
maggiori informazioni all’indirizzo: http://sass-lang.com/.
Sencha touch è molto avanzato ma difficile da imparare, inoltre, come
si intuisce dal nome è tarato per i dispositivi touch e webkit: funziona quindi
su IOS, Android, Blackberry 6 o superiore; tuttavia risulta il framework che
a mio parere ha più native-feel tra tutti quelli presenti sul mercato (e free).
Le figure 3.3.4-3.3.6 mostrano esempi di applicazioni realizzate con
Sencha Touch e alcuni temi che rendono l’idea della sua potenza.
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Figura 3.3.5: Sencha Touch Example
Figura 3.3.6: Sencha Touch Example II
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Figura 3.3.7: Sencha Touch Example III
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Capitolo 4
Struttura di una App Android
Cerchiamo di vedere più in dettaglio come potrebbe essere strutturato un
wrapper html5+css: si suppone che il lettore abbia una certa dimestichezza
con il linguaggio Java, poiché in questa parte ci occuperemo di realizzare
il “motore” che poi consentirà allo sviluppatore web di programmare le sue
App nei linguaggi che conosce meglio.
Partiamo dalle basi della programmazione Java per Android; in rete
troviamo ottimi tutorial per cominciare a programmare e la risorsa fonda-
mentale in questo caso è ovviamente il sito ufficiale di Android:
http://developer.android.com/.
4.1 Fondamenti
Poiché l’applicazione web che andremo a scrivere fonda le sue basi in una
applicazione android, la struttura base della stessa deve essere comunque
chiara, come devono essere chiari i sgnificati dei file contenuti nel pacchetto
base che PhoneGap ci propone per cominciare a programmare. Il sistema
Android è, di per sé, un sistema Linux multiutente, in cui ogni applicazione
è una utenza diversa: il sistema assegna ad ogni app un Id (esattamente
come se fosse un utente); così ogni app ha il suo ambiente di esecuzio-
ne(viene infatti implementata con un proprio processo), i propri permessi di
accesso alle risorse, la propria Java Virtual Machine (ecco perché le app
android sono scritte in linguaggio Java).
Questo sistema consente una notevole sicurezza, in quanto per ac-
cedere alle risorse protette occorre una specifica autorizzazione, data a
tempo di installazione: il principio è quello dei privilegi “minimi” in cui l’ap-
27
28 CAPITOLO 4. STRUTTURA DI UNA APP ANDROID
plicazione ha accesso alle risorse che gli servono per funzionare e non
oltre.
Esiste comunque la possibilità di far condividere a 2 o più applicazioni lo
stesso ambiente di esecuzione, in modo che esse condividano lo stesso Id
e possano accedere agli stessi files: questo significa che tali applicazioni
sono eseguite all’interno dello stesso processo Linux e usano la stessa
JVM.
4.2 Componenti
Un’applicazione Android è composta da quattro tipi di componenti, ciascu-
no dei quali definisce un comportamento a sè stante e può essere un punto
di avvio della nostra App. Alcuni componenti possono dipendere dagli altri,
ma comunque in linea generale, ognuno è indipendente e modella una spe-
cifica componente che contribuisce a costituire il comportamento generale
dell’applicazione.
Chiaramente, non è necessario che una applicazione contenga tutti i
componenti (vedremo infatti che per il wrapper html+css non ci occorreran-
no tutti), ma è buona norma conoscerne i significati. Di seguito, esaminia-
mo ogni tipo di componente in linea generica, approfondiremo solamente
ciò che ci interessa.
ACTIVITY: Una Activity rappresenta una singola schermata di una GUI:
una singola applicazione può essere composta da diverse ac-
tivities, ad esempio, una chat può essere composta da una
activity per effettuare il login, una per scegliere il contatto con
cui chattare, una per poter scrivere e ricevere messaggi ecc.
Queste activities, pur essendo indipendenti l’una dall’altra, for-
mano insieme l’intero comportamento dell’applicazione. Inol-
tre, se l’applicazione lo permette, è possibile invocare una o
più activities da applicazioni esterne: nel nostro esempio di
chat, supponiamo di utilizzare l’applicazione di rubrica del te-
lefono; supponiamo inoltre di avere un contatto in rubrica che
ha a sua volta un account nella nostra chat; sulla base di que-
ste ipotesi, l’applicazione di rubrica potrebbe poter invocare
l’activity di scrittura e ricezione di messaggi per poter chattare
direttamente con il contatto in questione. Una activity è imple-
mentata attraverso una sottoclasse di Activity e ne vedremo
l’utilizzo più avanti.
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SERVICE: Un Service è un componente che non ha interfaccia grafica,
viene eseguito “in background” per compiere lunghe elabora-
zioni o eseguire compiti, senza bloccare l’utente con una acti-
vity. Un esempio può essere la riproduzione di musica mentre
l’utente svolge una qualsiasi altra attività. Un service può esse-
re invocato da una activity, oppure una activity può effettuare il
cosiddetto “bind” per legarsi ad esso ed interagire. Un service
viene implementato derivando la classe Service.
CONTENTPROVIDER: Un content provider gestisce un insieme di informa-
zioni condivise: è possibile salvare informazioni in qualsiasi
modo, attraverso il file system, un database SQLite, nel web,
o in qualunnque altro modo la nostra applicazione possa rag-
giungerle. Il content provider permette l’accesso a tali informa-
zioni, rendendolo disponibile per le altre applicazioni e anche
(se lo permette) la modifica delle stesse. Un esempio chia-
ro è la lista contatti del telefono: il content provider associa-
to permette a tutte le applicazioni di vedere e modificare ove
possibile i dati di un contatto. Anche il content provider può
essere implementato da una sottoclasse di ContentProvider,
con l’obbligo di implementare un insieme minimo di metodi che
permettano alle altre applicazioni di effettuare transazioni.
BROADCASTRECEIVER: questo componente permette la ricezione di mes-
saggi di broadcast. La maggiornaza dei messaggi di broad-
cast proviene dal sistema operativo, notificando che è avve-
nuto qualcosa: un broadcast receiver non fa altro che riceve-
re quest’informazione e notificarla all’applicazione o all’utente
mostrando una barra di notifica, la quale è l’unica interazio-
ne con l’utente, non avendo possibilità di implementare alcu-
na interfaccia grafica. Un Broadcast receiver non dovrebbe
espletare elaborazioni pesanti, di solito è solo un gateway per
richiamare activity o service (un esempio tipico di messaggio
di broadcast è la notifica, da parte del sistema, della ricezione
di una mail, della connessione ad un dispositivo, del cambio
di dimensione di una finestra, ecc...) Un’applicazione può, a
sua volta, generare messaggi di broadcast che possono esse-
re ricevuti da broadcast receivers. Per implementare un Broa-
dcastReceiver occorre derivare la classe BroadcastReceiver,
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inoltre, in messaggio di broadcast è consegnato come oggetto
di tipo Intent
Un aspetto fondamentale delle applicazioni Android, è di avere molti entry
point: questo significa che è possibile invocare parte di una applicazio-
ne da un’altra applicazione, come si faceva accenno in precedenza per
l’applicazione di chat.
Abbiamo anche detto però che un’applicazione vive all’interno di un
proprio ambiente di esecuzione, una sorta di sigillo che non può essere
oltrepassato: allora non è possibile invocare direttamente una activity da
una applicazione, ma se ne può fare richiesta al sistema operativo e questi
poi si occuperà di avviarla ed alla fine rendere disponibile il risultato al
chiamante.
Il modo in cui tale richiesta viene effettuata è proprio grazie ai messaggi
di broadcast: si comunica al sistema sovrastante l’intent di avviare una
activity di un’altra applicazione.
4.3 Attivazione dei Componenti
Tutti i componenti sono attivabili tramite messaggi asincroni chiamati In-
tent, tranne i ContentProvider, che invece hanno uno schema di flusso di-
verso. Gli Intent possono essere visti come “messaggeri” che richiedono
azioni da altri componenti, indipendentemente da quali applicazioni essi
appartengano.
Un Intent può essere creato inzializzando un oggetto di tipo Intent, che
definisce un messaggio per attivare uno specifico componente o uno spe-
cifico tipo di componente (un Intent può essere rispettivamente esplicito
o implicito). Per una attività o un servizio, un Intent definisce l’azione da
eseguire, ad esempio, la creazione o l’invio di oggetti, specificando l’URI
del dato da utilizzare, oltre ad altre informazioni che il componente che de-
ve essere avviato deve sapere. In alcuni casi, si deve avviare una Activity
per ricevere un risultato, il quale ci viene restituito anch’esso in un Intent
appropriato, che include l’URI del risultato nel caso sia disponibile.
Per i Broadcast Receivers l’Intent semplicemente definisce l’annuncio
di broadcast: per essere più chiari, se il broadcast in questione si riferi-
sce ad un evento conosciuto, come ad esempio “memoria esaurita”, l’In-
tent conterrà semplicemente una stringa nota che rappresenterà l’evento
in questione.
I Content Providers invece sono attivati da richieste, che provengono
direttamente da oggetti di tipo ContentResolver. Il Content resolver ge-
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stisce direttamente tutte le transazioni con il Content Provider, cosicchè il
componente che deve effettuare azioni sul Content Provider non deve in-
teragire direttamente con lui, ma resta ad un livello di astrazione inferiore,
per ragioni di sicurezza.
Per attivare un qualsiasi componente quindi occorre interagire con i
seguenti metodi:
• Avviare un’Activity passando un Intent a startActivity() o a startActi-
vityForResult() (quandoetichetta si desidera avere un risultatoMatteo
Burgassi)
• Avviare un Service passando un Intent a startService() o legarsi ad
un Service esistente passando un Intent a bindService()
• Avviare un Broadcast passando un Intent a metodi come sendBroad-
cast(), sendOrderedBroadcast(), o sendStickyBroadcast().
• Eseguire una richiesta su un Content Provider chiamando query() su
un Content Resolver.
4.4 Il File Manifest
Prima di far partire una applicazione Android, il sistema ha bisogno di infor-
mazioni preliminari, contenute nel File AndroidManifest.xml: l’applicazione
deve dichiarare qui tutti i componenti di cui è composta. Il file deve essere
nella directory radice dell’applicazione stessa.
Le informazioni contenute nel Manifest sono, in generale:
• Identificare i permessi sulle risorse di cui l’applicazione ha bisogno,
come ad esempio l’accesso ad internet, la lista rubrica contatti;
• Dichiarare il livello minimo di API utilizzate dall’applicazione;
• Dichiarare il tipo di hardware e software che l’applicazione usa
• API di terze parti che l’applicazione usa, oltre all’Android Framework
(ad esempio librerie crittografiche ecc...)
• altre
Il file Manifest quindi si presenta come un qualsiasi file XML, nel quale
prima di tutto dichiariamo i componenti dell’applicazione
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Algoritmo 4.1 AndroidManifest.xml in generale
1 <?xml version="1.0" encoding="utf -8"?>
2 <manifest ... >
3 <application android:icon="@drawable/app_icon.png"
... >
4 <activity
5 android:name="com.example.project.
ExampleActivity"
6 android:label="@string/example_label" ... >
7 </activity >
8 ...
9 </application >
10 </manifest >
Nell’elemento application, l’attributo android:icon punta alla risorsa di
tipo icona che identifica l’applicazione.
Nell’elemento activity l’attributo android:name specifica il nome comple-
to e qualificato della sottoclasse di Activity, mentre l’attributo android:label
invece identifica l’Activity con una stringa per visibiltà all’utenza.
In base all’esempio precedente occorre dichiarare tutti i componenti
dell’applicazione in questo modo:
• <activity> per le Activity
• <service> per i Service
• <receiver> per i Broadcast Receivers
• <provider> per i Content Providers
Tutte le Activity, Services e Content providers devono obbligatoriamente es-
sere dichiarati nel file manifest, altrimenti non potranno mai essere attivati;
tuttavia i Broadcast Receivers possono invece essere dichiarati dinamica-
mente attraverso istanze della classe BroadcastReceiver e registrati nel
sistema attraverso il metodo registerReceiver().
Un altro elemento fondamentale del file Manifest è la possibilità di de-
finire degli Intent Filters: si tratta di elementi tramite i quali il sistema può
identificare i tipi di componenti avviabili tramite intents; immaginiamo di
avere un’applicazione che serve ad inviare mail, in essa abbiamo un intent
filter che gestisce gli intent di tipo “send”. Immaginiamo adesso di costruire
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un’altra applicazione che ad un certo punto del suo utilizzo, debba invia-
re una mail: può dichiarare di aver bisogno di utilizzare un intent di tipo
“send”; ecco che il sistema può avviare l’applicazione (o meglio l’attività)
precedentemente creata per inviare la mail in questione.
E’ possibile dichiarare un Intent Filter come elemento figlio di un qual-
siasi component (<intent-filter>); nel caso in cui ci siano più componenti in
grado di eseguire il compito descritto dall’intent, Android lascia all’utente la
responsabilità di scegliere quale avviare.
Una applicazione Android può venire eseguita su numerosi dispositivi
hardware, ognuno diverso dall’altro per caratteristiche, hardware disponi-
bile, dispositivi di puntamento, ecc. Per questo motivo, una sezione molto
importante del file manifest riguarda proprio i requisiti hardware richiesti
dalla nostra applicazione. Questa parte è molto spesso ignorata dall’ap-
plicazione, ma è importante in sede di pubblicazione, in quanto l’Android
Market, da cui l’utente finale scaricherà il programma, può leggere queste
informazioni e provvedere a filtrarle in base all’hardware disponibile.
Un banale esempio riguarda un’aplicazione che per funzionare ha biso-
gno di hardware con fotocamera: l’Android Market nasconderà la disponi-
bilità dell’App sui dispositivi sprovvisti di tale accessorio. Di seguito, elen-
chiamo alcune caratteristiche hardware che in sede di progettazione di una
applicazione devono essere ben considerate:
• Screen:
si tratta di categorizzare i dispositivi hardware in base al tipo di scher-
mo su di essi montato. Gli attributi fondamentali che determiano la
dimensione di uno schermo sono 2, grandezza (n° di pixel) e densità
degli stessi (dot per inch, dpi). Data la vastità degli schermi montati
sui dispositivi Android, essi vengono suddivisi in gruppi:
– Grandezza:
◦ small
◦ normal
◦ large
◦ extra large
– Densità:
◦ low density
◦ medium density
◦ high density
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◦ extra high density
di default, una applicazione è compatibile per tutti i titpi di schermo;
tuttavia, se si vogliono realizzare layout specifici per determinati ti-
pi di schermo, occorre dichiararlo nel manifest attraverso l’elemento:
<supports-screen>
• Input
Molti dispositivi utilizzano meccanismi di input diversi, come tastiere
fisiche, tastiere virtuali, trackpad, navigation-pad; se l’applicazione
richiede un particolare tipo di meccanismo di input, lo si dichiara nel
Manifest attraverso l’elemento <uses-configuration>.
• Device
Vi sono molti tipi di hardware che vengono montati su dispositivi An-
droid, come fotocamere, accellerometri, bluetooth, wifi, ecc. Se l’ap-
plicazione per funzionare correttamente necessita di una qualsiasi di
queste “feature”, ciò deve essere dichiarato nel Manifest, attraverso
l’elemento <uses-feature>
• Platform
Dispositvi che montano La piattaforma Android possono utilizzare di-
verse versioni della stessa, come Android 1.6 o Android 2.1; ciascuna
versione successiva può contenere diverse funzioni aggiuntive, non
disponibili nelle precedenti. Per indicare quale insieme di funzioni vie-
ne adottato nella nostra App, viene usato l’elemento <uses-sdk>, nel
quale si specifica il livello di API utilizzato, ad esempio: Android 1.0
è API Level 1, Android 2.1 è API Level 7. Ovviamente, è un insieme
minimo di funzioni, i livelli successivi di API saranno compatibili.
4.5 Risorse di una Applicazione
Un’applicazione Android (ma vale per qualsiasi altra applicazione) è com-
posta non soltanto da mere linee di codice: suoni, immagini, filmati, ecc.
Sono risorse che vanno a comporre il risultato finale.
Per una maggiore comodità, queste risorse vengono dichiarate utiliz-
zando files XML, includendo stili, layouts, icone, colori, stringhe.
L’utilizzo di queste “Application Resources” rende semplice l’aggiorna-
mento, la sostituzione di determinate caratteristiche dell’applicazione sen-
za modificare il codice e rende possibile l’ottimizzazione dell’applicazione
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per l’utilizzo con diversi tipi di dispositivi (grazie all’inserimento di risorse
alternative).
L’SDK Android attribuisce ad ogni risorsa che aggiungiamo (l’immagi-
ne background.png, salvata nella directory di progetto res/drawables per
esempio) un intero univoco con relativo nome (R.drawable.background), a
tempo di compilazione, che consente al codice o ad altre risorse di identifi-
carne ciascuna, per poi poterle utilizzare nel progetto.
La cosa più utile di questo sistema è senz’altro la possibilità di utiliz-
zare risorse specifiche per specifiche configurazioni dell’applicazione: ogni
risorsa, oltre che da se stessa, nome ed ID univoco, ha come attributo una
specifica qualifica (qualifier), che consente all’applicazione di utilizzarla nel
caso di una specifica condizione; per essere più chiari, immaginiamo di
avere una applicazione che ha un layout preciso se il dispositivo è in mo-
dalità portrait (telefono in posizione verticale) ed un altro se si è in modalità
landscape (orizzontale): se aggiungiamo ai due layout un qualifier, si spe-
cifica per quale delle due configurazioni devono essere utilizzati i rispettivi
layout.
4.6 Android WebView & co.
Abbiamo cominciato a grattare la superficie di un mondo più ampio, ma i
fondamenti appresi in precedenza sono le basi per programmare una qual-
siasi applicazione Android. Come sappiamo, la programmazione Android
in genere non è l’obiettivo primario per quanto ci interessa, tuttavia è un
passo fondamentale per cominciare a programmare la versione Android di
una qualsiasi applicazione realizzata all’interno del framework PhoneGap.
Infatti, quando andremo ad installare la versione Android di PhoneGap,
ci troveremo all’interno di uno scheletro di progetto di applicazione Android,
ritrovando i componenti di cui abbiamo parlato in precedenza.
4.7 L’ambiente di Sviluppo
Seguiamo ancora le linee guida di android.com per mettere in piedi l’am-
biente si sviluppo ideale per programmare. Utilizziamo L’IDE Eclipse, ma
questo non è indispensabile, potremmo anche usare un semplice editor di
testo ed affidarci ai tools da riga di comando.
Eclipse è comodo perché è stato creato un ottimo plugin (ADT) da in-
tegrare nell’IDE per lavorare al meglio, (ne esiste anche una versione per
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NetBeans, a voi la scelta). Seguendo la documentazione, i passi da seguire
sono i seguenti:
1. Scaricare ed Installare l’Eclipse IDE
2. Una volta installato l’IDE, occore scaricare l’Android Starter SDK: dal
sito http://developer.android.com/sdk/index.html selezioniamo la ver-
sione adatta al nostro sistema operativo, quindi decomprimiamo il
pacchetto e lo copiamo in una locazione nota (di solito una cartella
dal nome “android-sdk-<piattaforma>” dove piattaforma è il sistema
di sviluppo, ad esempio Windows o Linux)
3. Adesso, siamo pronti per installare l’ADT plugin per Eclipse:
(a) Avviare Eclipse, selezionare Help->Install New Software...
(b) Click su Add, in alto a sinistra
(c) Nella casella di testo Add Repository inseriamo “ADT Plugin”
come nome, e il seguente URL come indirizzo:
https://dl-ssl.google.com/android/eclipse/
(d) Click su OK
(e) Nella finestra di dialogo Available Software, selezionare Develo-
per Tools, poi Next
(f) Accettare la licenza e cliccare su Finish
(g) Una volta completata l’installazione riavviare Eclipse
4. L’ultimo passo consiste nell’effettuare il setup dell’SDK Android all’in-
terno di Eclipse: questo dovrebbe essere avviato automaticamente
al riavvio di Eclipse; altrimenti è possibile avviarlo attraverso il tasto
“android“ che si trova sulla toolbar di Eclipse in alto a destra oppure
dal menu Window->AndroidSDK and AVD manager. Questa opera-
zione è possibile farla anche fuori da Eclipse,avviando direttamente
gli eseguibili nella directory dove è stato installato l’SDK.
Una volta che abbiamo installato e configurato l’ambiente di sviluppo, pos-
siamo cominciare a programmare la nostra Android App. Solitamente, il
flusso che si segue dopo aver messo in piedi l’ambiente di sviluppo, è di
creare una nuova macchina virtuale android per il simulatore. Una AVD
viene creata attravreso l’AVD manager, per il quale viene spiegato nei det-
tagli il funzionamento su:
http://developer.android.com/guide/developing/devices/index.html.
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Adesso creiamo un nuovo progetto Android: questa fase, nel caso di
utilizzo di PhoneGap è diversa: una volta scaricato, PhoneGap ci mette
a disposizione un template di progetto da cui partire; basterà importarne
i sorgenti dal menu File. Parleremo in dettaglio del setup di PhoneGap
più avanti, adesso ci concentreremo sul come funziona internamente il fra-
mework, cercando di realizzarne i concetti in termine di codice Java per
Android: creiamo un nuovo progetto Android da zero, seguendo il wizard.
Fondamentalmente, per chi vuole solo realizzare web applications che
sembrino native e che possano girare su tutte le piattaforme, i paragrafi
successivi non interessano molto; tuttavia nella pratica, conoscere come
funzionano le cose dietro le quinte è fondamentale in quanto ci si trova in
situazioni in cui poche linee di codice nativo possono risolverci problemi
apparentemente insormontabili.
4.8 Hello World WebView
Quello che vogliamo è poter programmare una applicazione web che possa
girare come una nativa: il framework Android ci mette a disposizione un
oggetto che è la base di partenza fondamentale: la WebView.
Una WebView è un oggetto, sottoclasse di View di Android e ci con-
sente di visualizzare pagine web come parte di una Activity di una nostra
applicazione. Non contiene nessuna caratteristica di un completo browser
web, come la barra degli indirizzi, o un controllo completo di navigazione,
né preferiti ecc. Si occupa soltanto di visualizzare una pagina web.
Questa caratteristica è stata creata come parte di una applicazione,
non per svilupparne una completa al suo interno, casi tipici di utilizzo sono
quando si vogliono mostrare delle informazioni che devono essere conti-
nuamente aggiornate da web: è più semplice utilizzare una pagina web
realizzata ad hoc, che effettuare una richiesta da codice e fare il parsing
della risposta per valorizzare campi di una UI in una Activity.
Noi, invece la utilizzeremo come motore base per renderizzare la nostra
interfaccia. Partiamo dal progetto Android: nel wizard, diamogli un nome
(noi abbiamo scelto IambOOGap) ed il nome al package (com.IambOO.iambOOGap).
Creiamo una prima Activity, che conterrà la WebView, nel file Manife-
st, inseriamo gli elementi come descritto in percedenza: l’elemento activity
contiene l’attributo android:theme, a cui è stato associato lo stile “NoTitle-
Bar” per evitare che venisse visualizzata la barra del titolo e avere spazio
pieno sullo schermo.
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Algoritmo 4.2 AndroidManifest.xml
1 <?xml version="1.0" encoding="utf -8"?>
2 <manifest xmlns:android="http:// schemas.android.com/
apk/res/android"
3 package="com.iambOO.iambOOGap"
4 android:versionCode="1" algorithm
5 android:versionName="1.0" >
6 <uses -sdk android:minSdkVersion="14" />
7 <application android:icon="@drawable/ic_launcher
"
8 android:label="@string/app_name">
9 <activity android:name=".IambOOGap"
10 android:label="@string/app_name"
11 android:theme="@android:style/Theme
.NoTitleBar" >
12 <intent -filter >
13 <action android:name="android.intent.
action.MAIN" />
14 <category android:name="android.
intent.category.LAUNCHER" />
15 </intent -filter >
16 </activity >
17 </application >
18 </manifest >
L’Activity adesso deve essere inserita nelle risorse dell’applicazione:
da Eclipse, all’interno del package explorer, apriamo la cartella resources,
quind nei Layout, modifichiamo il file main.xml, nel quale specifichiamo che
la WebView deve riempire tutto lo spazio disponibile, in altezza e in lar-
ghezza dell’elemento contenitore (layout_width, layout_height=fill_parent)
dove in questo caso il contenitore è tutto lo schermo.
Adesso, procediamo a scrivere il codice vero e proprio. Nel package
explorer, i sorgenti di programma sono proprio dove ci aspetteremmo, nella
cartella SRC, dove il wizard ha creato una classe Java che estende Activity,
all’interno della quale scriveremo il codice che avvia l’applicazione.
Queste poche linee di codice ci consentono di avviare una semplice
applicazione base, il cui contenuto è dato dalla pagina HTML “index.html”.
Questa pagina si trova all’interno della cartella “www” contenuta a sua volta
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Algoritmo 4.3 File main.xml all’interno della cartella Layout
1 <?xml version="1.0" encoding="utf -8"?>
2 <WebView
3 xmlns:android="http: // schemas.android.com/apk/res/
android"
4 android:id="@+id/webview"
5 android:layout_width="fill_parent"
6 android:layout_height="fill_parent"
7 />
nella cartella Assets nel package explorer. Questa struttura è stata creata
appositamente in fase di progetto per contenere le pagine web che poi
saranno visualizzate come interfaccia dell’applicazione.
In poche parole, la cartella www è, familiarmente con i siti web, la cartel-
la radice del progetto e al suo interno può essere progettata l’applicazione
web come più ci piace. Il metodo loadUrl ci consente di indicare quale
pagina viene caricata per prima, mentre l’oggetto webSettings ci consente
di impostare i settaggi standard della WebView: fondamentale è abilitare
l’esecuzione del codice Javascript all’interno delle pagine, che di base è di-
sabilitato, così come settare il motore di rendering delle pagine in modo che
riesca a visualizzare gli Alert Javascript, utili a livello di debug. Il metodo
setWebChromeClient(...) serve proprio a questo.
La pagina index html è una semplice pagina html, non occorre conosce-
re il linguaggio di markup degli ipertesti per capire di che cosa si tratta. Il
tag h1 serve semplicemente per evidenziare il titolo Hello World. Una volta
creata, possiamo eseguire il progetto appena creato e vedere il risultato sul
simulatore AVD incluso nell’ambiente di sviluppo.
4.9 Interfaccia Javascript
Ciò che appare fondamentale per programmare su di un dispositivo mobi-
le è, naturalmente, poter sfruttare tutto l’hardware a disposizione: poichè
siamo all’interno di una WebView, in cui le tecnologie utilizzate sono quelle
del web, ci occorre un’interfaccia tra il linguaggio javascript ed il back-end
sottostante, il linguaggio Java su cui tutto il Framework Android di basa.
Fortunatamente, Android ci mette a disposizione un sistema comodo
per poter invocare codice Java da Javascript: possiamo creare una classe
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Algoritmo 4.4 Classe IambOOGap che implementa l’activity WebView
1 package com.iambOO.iambOOGap;
2
3 import android.app.Activity;
4 import android.os.Bundle;
5 import android.webkit.JsResult;
6 import android.webkit.WebChromeClient;
7 import android.webkit.WebSettings;
8 import android.webkit.WebView;
9
10 public class IambOOGap extends Activity {
11 WebView iambOOView;
12 @Override
13 public void onCreate(Bundle savedInstanceState) {
14 super.onCreate(savedInstanceState);
15 setContentView(R.layout.main);
16 iambOOView = (WebView) findViewById(R.id.webview
);
17 iambOOView.setWebChromeClient(new
WebChromeClient (){
18 @Override
19 public boolean onJsAlert(WebView view , String
url , String message , JsResult result) {
20 return super.onJsAlert(view , url , message ,
result);
21 }
22 });
23 WebSettings webSettings = iambOOView.getSettings
();
24 webSettings.setJavaScriptEnabled(true);
25 iambOOView.loadUrl("file :/// android_asset/www/
index.html");
26
27 }
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Figura 4.8.1: package explorer WebView
Algoritmo 4.5 pagina index.html per HelloWorld
1 <html>
2 <header >
3 </header >
4 <body>
5 <h1>Hello World</h1>
6 </body>
7 </html>
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Figura 4.8.2: Hello World su Simulatore Android
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Java, un “POJO”, (Plain Old Java Object) che servirà da server per così
dire: le elaborazioni da effettuare in linguaggio nativo, saranno eseguite
qui. L’oggetto WebView ci mette a disposizione il metodo addJavascriptIn-
terface, che ci consente di rendere disponibile l’oggetto con i relativi metodi
all’interno della WebView: esso sarà semplicemente un oggetto Javascript,
il cui nome è deciso in fase di chiamata (è uno dei parametri da passare al
metodo addJavascriptInterface) dal programmatore.con
Giusto per capire come possiamo sfruttare quest’infrastruttura, modifi-
chiamo la hello world per interagire con il sistema sottostante. Se seguiamo
la documentazione di PhoneGap, vediamo che ci mette a disposizione di-
versi oggetti, i quali rappresentano diversi aspetti del sistema Android, e la
fotocamera, la rubrica contatti, ecc. Concentriamoci su uno di essi per cer-
care di implementarne l’interfaccia che poi sarà disponibile lato Javascript
nella WebView.
Un’operazione comune, quando si scrive un’applicazione mobile, è in-
terrogare il sistema per sapere se è disponibile una connessione di rete,
UMTS, GPRS, WIFI, specie se ci occorre caricare delle informazioni at-
traverso la rete, onde evitare di fare inutili richieste di rete o far aspettare
inutilmente l’utente (se non si riesce a sapere se è disponibile una connes-
sione è pratica comune realizzare un timeout, fissato di solito a 60 secondi,
oltre il quale si avverte l’utente che non è disponibile una connessione).
Dunque, in base alla documentazione disponibile per Android, la con-
nessione del sistema è controllabile tramite la classe ConnectivityManager,
all’interno del package Android.Net; in base a quanto accennato in prece-
denza, creiamo una classe Java che realizzerà l’oggetto Network, interfac-
cia attraverso la quale il programmatore javascript potrà interagire con il
linguaggio nativo per testare la rete di sistema.
la classe conterrà un unico metodo richiamabile da Javascript, che ci
ritornerà una stringa contenente tutte le informazioni relative alla connes-
sione di rete del dispositivo: getNetworkStatus(); mentre all’interno della
pagina index, costruiremo uno script Javascript con una funzione che ese-
gue la chiamata a getNetworkStatus() e ne elabora la risposta per render-
la più leggibile. Parleremo di Javascript avanzato in seguito, per adesso
ci limitiamo a funzioni molto semplici, comprensibili anche a chi non ha
dimestichezza con il linguaggio.
Oltre all’interfaccia Network, come esempio, realizziamo anche un’altra
interfaccia utile nella realizzazione di applicazioni mobile: Globalization. Si
tratta semplicemente di una classe che ci mette a disposizione un metodo
che ritorna la lingua impostata sul dispositivo (Locale) attraverso una strin-
ga standard: infatti non possiamo utilizzare direttamente i framework di Lo-
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Figura 4.9.1: locale and network app
calizzazione forniti dal sistema, poichè, in effetti, ne vogliamo uno comune
da poter utilizzare su tutte le piattaforme.
Adesso modifichiamo il codice della pagina html per testare le interfacce
appena prodotte. Inseriamo uno script javascript per invocare i metodi ge-
tLocale() e getNetworkStatus() mostrandone il risultato sfruttando l’evento
onClick() di tasti creati ad hoc. Il risultato è mostrato in fig. 4.3.1.
Siamo quindi in grado di progettare una applicazione il cui front-end è
scritto completamente in html 5 e javascript per android. Quello che ci serve
adesso è avere la stessa possibilità anche sulle altre piattaforme: occorre
un back-end nativo per interfacciarci con la macchina su cui andremo a
programmare.
4.9. INTERFACCIA JAVASCRIPT 45
Algoritmo 4.6 Classe Network
1 package com.iambOO.iambOOGap;
2
3 import android.content.Context;
4 import android.net .*;
5
6 public class Network {
7
8 private ConnectivityManager manager;
9 private Context context;
10
11 public Network(Context context) {
12 super ();
13 this.context = context;
14 manager = (ConnectivityManager) context
15 .getSystemService(Context.
CONNECTIVITY_SERVICE);con
16 }
17
18 public String getNetworkStatus () {
19 NetworkInfo info[] = manager.getAllNetworkInfo
();
20 String result = new String ();
21 for (int i = 0; i < info.length; i++) {
22 if (i == info.length - 1)
23 result += info[i]. getTypeName () + ":"
24 + info[i]. getState ().toString ();
25 else
26 result += info[i]. getTypeName () + ":"
27 + info[i]. getState ().toString () +
",";
28 }
29 return result.replace("UNKNOWN", "␣NOT␣
CONNECTED");
30 }
31
32 }
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Algoritmo 4.7 Classe Globalization
1 package com.iambOO.iambOOGap;
2
3 import java.util.Locale;
4
5 public class Globalization {
6
7 public Globalization () {
8 super ();
9 }
10
11 public String getLocale (){
12 return Locale.getDefault ().toString ();
13 }
14
15 }
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Algoritmo 4.8 Pagina index.html
1 <html>
2 <head>
3 <script type="text/javascript">
4 function testLocale () {
5 var el = document.getElementById("locale");
6 el.innerHTML = "Current␣Locale␣is:␣" +
Globalization.getLocale ();
7 }
8
9 function testNetwork () {
10 var el = document.getElementById("net");
11 var stat = Network.getNetworkStatus ().split(",")
;
12 el.innerHTML = "Network␣status:<br/>"
13 for (i = 0; i < stat.length; i++) {
14 el.innerHTML += stat[i]. split(":")[0] +":␣"+
stat[i]. split(":")[1]+"<br/>";
15 }
16 }
17 </script >
18 </head>
19 <body>
20 <h1>Locale and Network </h1>
21 <button onClick="testLanguage ()">Locale </button >
22 <br />
23 <span id="locale"></span><br/>
24 <button onClick="testNetwork ()">Network </button >
25 <br />
26 <span id="net"></span>
27 </body>
28 </html>
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Capitolo 5
Struttura di una App
BlackBerry
Dato il nostro target, una App scritta totalmente nei linguaggi del web, i ra-
gazzi di Research In Motion ci mettono a disposizione un framework open
source, per poter sviluppare dei Web Widget, cioè esattamente ciò che ci
serve, applicazioni, distribuibili sull’App World esattamente come applica-
zioni native. Il framework è estensibile ed oltre al già nutrito insieme di API,
possiamo costruirne di nuove.
E’ da notare che al programmatore finale, questo livello o layer sarà tra-
sparente; egli vedrà solo le API che sono disponibili per tutte le piattaforme,
con piccole correzioni di adattamento ai singoli device, aspetto che verrà
approfondito successivamente. L’enorme varietà di device Blackberry esi-
stenti sul mercato, dalle caratteristiche hardware più disparate, impone una
certa cautela nell’utilizzo delle risorse a disposizione: si è sempre vincolati
al browser del Telefono su cui gira l’App.
L’utilizzo di CSS3 ed HTML5 va ponderato: le versioni inferiori alla 6.0
del sistema operativo Blackberry non hanno estensioni Webkit per il proprio
browser, quindi occorre realizzare interfacce ad hoc, evitando effetti come
gradienti di colore, bordi arrotondati, ombre ecc., possibili a runtime tramite
attributi CSS3 Webkit. Inoltre, occorre evitare elaborazioni troppo comples-
se e grosse quantità di dati da scambiare via web nelle versioni dedicate
ai telefoni più vecchi, poiché si rischia di “ingolfare” il telefono di richieste
http, con il risultato di tempi di attesa inaccettabilmente lunghi e la classica
frustrazione dell’utente finale che clicca disperatamente a destra e sinistra
su tutti i tasti, peggiorando naturalmente la situazione.
I Web Widget WebWorks sono compatibili con tutte le versioni di Blac-
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kBerry OS a partire dalla 5.
5.1 L’ambiente di sviluppo
Per programmare un Widget WebWorks, ci occorrono:
• Ambiente IDE
• Server Web
• Emulatore Ripple + Chrome Browser
• WebWorks SDK
Come IDE va bene uno qualsiasi (si può farne anche a meno usando un
qualsiasi editor), noi abbiamo cominciato con eclipse e vi restiamo. Uni-
ca condizione è sul sistema operativo utilizzato: per Android, potevamo
rimanere in ambiente open source, ma l’SDK WebWorks ha bisogno di
Windows, mentre ripple ha problemi di gioventù: è ancora in fase Beta, al
momento della stesura di questo testo, è disponibile la versione 0.9.16, la
quale ha ancora molti problemi (tra cui il più grave è che in determinate
condizioni irrisolvibili, non parte neanche); nel caso non molto remoto che
Ripple abbia problemi, ne esiste una versione che funziona meglio, come
estensione di Chrome (il noto browser di Google).
Per cercare di evitare questi problemi, è stato messo in piedi un ambien-
te di sviluppo composto da una macchina Virtuale WindowsXP 32Bit, su cui
poi è stato installato tutto. Questa configurazione è pratica, poiché ci con-
sente comunque di continuare a lavorare all’interno dello stesso sistema
operativo su cui eravamo in precedenza.
Prima dell’esistenza di Ripple, vi era un pratico plugin per eclipse, che
inglobava il Webworks SDK, tramite il quale era possibile anche gestire i
vari emulatori di Blackberry per testare le applicazioni; tuttavia, non per-
metteva il debug funzionale delle applicazioni sviluppate, costringendo lo
sviluppatore ad effettuare moltissimi log a video per capire ciò che stava
succedendo.
Ripple, a parte i problemi, è un emulatore scritto in Javascript, consente
quindi il debug dell’applicazione in modo consueto con conseguenti minori
tempi di sviluppo, anche se i test vanno comunque effettuati sugli emulatori
RIM in primo luogo ed infine su un device fisico, obbligatoriamente: non è
affatto escluso che un’App perfettamente funzionante su di un emulatore,
abbia lo stesso comportamento su uno SmartPhone vero e proprio!!!
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Dopo aver scaricato ed installato l’IDE, il WebWorks SDK, Ripple o
l’estensione di Chrome relativa, dobbiamo installare il server web: è ne-
cessario perché Ripple (ma soprattutto Chrome) può avere dei problemi
nell’accedere ai file sul disco fisso (protocollo file:///) quindi, bisogna de-
ployare il progetto sun server web qualsiasi: nel nostro caso abbiamo op-
tato per rimanere nella piattaforma Microsoft ed abbiamo installato IIS dal
disco di installazione di WindowsXP. Basterà copiare la root directory del
progetto nella directory “c:\inetpub\” e poi configurare il server convertendo
la root in un nuovo sito web, accessibile attraverso il browser all’indirizzo
http://localhost/nomeprogetto.
Conclusa la parte di configurazione, possiamo cominciare a scrivere
davvero. . .
5.2 Config.xml
Le linee guida per realizzare una applicazione WebWorks sono indicate sul
sito
https://bdsc.webapps.blackberry.com/html5/documentation/ww_getting_started/creating_an_app_1885567_11.html.
Occorre una directory, che fungerà da radice per il progetto, nella quale
andranno tutti i files componenti e subcartelle. L’unico altro accorgimento
è la presenza di un file di configurazione, il config.xml che deve essere
posizionato obbligatoriamente nella root.
Il config.xml contiene elementi che definiscono una applicazione Web-
Works, come il namespace, il nome dell’applicazione, i permessi, la pagina
di partenza, le icone ed altri elementi generali.
L’elemento radice del file config è <widget>, che come attributi, contiene
i namespace per i widget dal W3C per i widget WebWorks specifici (ricor-
diamo che il namespace consente di riferirsi ad una grammatica specifica
che definisce un oggetto xml, in questo caso l’oggetto widget).
I namespace sono rispettivamente http://www.w3.org/ns/widgets (de-
fault) e xmlns:rim http://www.blackberry.com/ns/widgets; (con prefisso rim).
All’interno dell’elemento widget possono trovarsi:
• Un elemento <name>
• Un elemento <description> (opzionale)
• Un elemento <icon> (opzionale)
• Un elemento <author> (opzionale)
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• Un elemento <access> (opzionale)
• Un elemento <content>
• Zero o più elementi <feature>
• Un elemento <rim:loadingScreen> (opzionale)
• Un elemento <rim:navigation> (opzionale)
• Un elemento <rim:orientation> (opzionale)
• Un elemento <rim:permission> (opzionale)
L’elemento name specifica un nome comprensibile ad un umano dell’appli-
cazione WebWorks; tramite i due attributi è possibile specificare il linguag-
gio dell’elemento (xml:lang) e la direzionalità (its:dir=”rtl”: rtl significa da
destra a sinistra, right to left).
L’elemento description specifica una descrizione comprensibile da un
umano dell’applicazione. Ha gli stessi attributi dell’elemento name.
Icon specifica un’icona personalizzata per l’applicazione: è possibile
specificare più di un elemento icon. Per i Tablet Blackberry è obbliga-
torio, mentre per gli smartphones è opzionale; inoltre le regole, per gli
smartphone sono:
• Se non è specificato, il packager WebWorks usa un’icona di default
• Il primo elemento icon che non ha l’attributo rim:hover viene utilizzata
nella home del telefono per identificare l’applicazione
• E’ possibile specificare l’icona a runtime attraverso una API dedicata
(blackberry.app.setHomeScreenIcon(src, rim:hover)) Gli attributi per
l’elemento icon sono src (specifica il percorso contenente l’icona dal-
la radice ed è obbligatorio) e rim:hover, che è un booleano che spe-
cifica l’icona nello stato evidenziato e se non è specificato il valore, si
assume come false.
Author specifica informazioni su persone ed organizzazioni coinvolte nella
realizzazione dell’applicazione; viene mostrato nel device tra le proprietà di
una applicazione installata ed è accessibile a runtime attraverso la variabile
blackberry.app.author. Attributi di author sono: href (specifica un sito inter-
net correlato all’autore o all’organizzazione), rim:copyright, email, xml:lang,
its:dir.
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L’elemento access specifica un dominio esterno a cui l’applicazione può
avere accesso, tramite gli attributi uri e subdomains, che è un booleano
indicante la possibilità di accedere a sottodomini di quello especificato in
uri.
Content specifica la pagina iniziale dell’applicazione tramite l’attributo
src: se questa è esterna occorre specificare anche l’elemento access per
permetterne l’accesso.
L’elemento feature è fondamentale: specifica una API Blackberry We-
bWorks che l’applicazione intende usare e se non si specifica, chiamate
a tali API non funzioneranno. Se si specificano all’interno di un elemento
access, si intendono usare tali API in risorse esterne, altrimenti saranno
disponibili nel dominio locale. Gli attributi sono:
• Id: specifica il nome dell’API case insensitive, è richiesto
• Required: booleano opzionale e serve come conformità ai requisiti
w3c
• Version: versione di libreria dell’API, opzionale.
Rim:loadingScreen indica l’immagine che viene visualizzata durante il cari-
camento del widget. Tramite i relativi attributi è possibile specificare un’im-
magine di sfondo, png o jpg, che verrà ridimensionata a schermo intero
(backgroiundImage), un’immagine in primo piano, png, bmp, jpg o gif, che
verrà centrata sullo schermo (foregroundImage), un colore di sfondo (back-
groundColor), se visualizzare l’immagine nel caricamento di pagine loca-
li (onLocalPageLoad) o esterne (onRemotePageLoad) tramite valori boo-
leani, se visualizzare l’immagine di caricamento ogni volta che si avvia
l’applicazione (onFirstLaunch=”true”); tutti gli attributi sono opzionali.
All’interno dell’elemento loadingScreen è possibile annidare un elemen-
to <rim:transitionEffect> che specifica gli effetti tra una pagina e l’altra tra-
mite attributi:
• Type: è il tipo di transizione ed è obbligatorio, il valore può essere uno
dei seguenti:
– slideOver
– fadeIn
– fadeOut
– wipeIn
– wipeOut
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– zoomIn
per gli smartphones sono disponibili anche:
– slidePush
– zoomOut
• duration: è la durata della transizione in millisecondi, opzionale (de-
fault 250)
• direction: left, right, up, down; valido per i seguenti type:
– wipeIn
– wipeOut
per i tablet si può specificare anche slideOver, mentre per gli smart-
phone slideIn o slideOut.
l’elemento <rim:navigation>, disponibile per tutti i device con dispositivo di
puntamento trackball/trackpad consente di specificare il tipo di navigazio-
ne tra le pagine: l’attributo mode può avere come valore focus, nei quali
lo spostarsi nella pagina avviene per elementi sensibili (specificabili in fa-
se di design) senza il classico puntatore a freccia, altrimenti se non viene
indicato la navigazione è classica con puntatore.
Questo elemento obbliga a specificare anche la feature avente come id
“blackberry.ui.dialog” Rim:orientation, opzionale e disponibile nelle versioni
più recenti di WebWorks (2.3 o successive), specifica l’orientamento delle
schermate dell’applicazione tramite l’attributo mode: può essere portrait,
nel quale lo schermo ha il lato più lungo in verticale, landscape in orizzon-
tale, auto che è il comportamento di default in cui si lascia al sistema di
decidere ed aggiustare se possibile l’orientamento.
Rim:permission specifica i permessi per accedere a diverse features,
atxxxtraverso i sottoelementi <rim:permit>nome_feature</rim:permit>:
• access_shared (lettura e scrittura di file condivisi)
• record_audio (accesso al microfono come stream)
• read_geolocation (accesso alla localizzazione via gps)
• read_device_identifying_information (leggere informazioni identifica-
tive come il PIN)
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Algoritmo 5.1 config.xml di base
1 <?xml version="1.0" encoding="UTF -8"?>
2 <widget xmlns="http://www.w3.org/ns/widgets"
3 xmlns:rim="http: //www.blackberry.com/ns/widgets"
4 version="2.0.0.0">
5
6 <name>Hello World</name>
7 <description >Widget Hello World</description >
8 <content src="Index.html"/>
9
10 </widget >
• use_camera (accesso alla fotocamera)
il comportamento delle permission non è uniforme, in alcuni casi se non
si specificano, l’utente riceve una richiesta di permesso per poter accede-
re (record_audio ad esempio), in altri casi non si riceve alcun avviso e la
feature non funziona.
La conoscenza di questo file è fondamentale, in quanto buona parte del
comportamento di una applicazione è qui specificata.
5.3 il Progetto
Come si intuisce in precedenza, programmare un widget WebWorks è mol-
to simile a scrivere una web application, le cui parti di logica sono scritte
interamente in Javascript lato client (non ci sono script lato server), creiamo
quindi un nuovo progetto Web statico dal menu File.
In questa fase ripercorriamo quanto fatto nel capitolo dedicato ad An-
droid, cercando di sviscerare gli aspetti tecnici che poi permetteranno di
capire e gestire l’utilizzo di PhoneGap e di estenderne le funzionalità per
adattarsi (ed adattarci) di volta in volta al sistema in cui stiamo program-
mando.
Nella root del progetto, creiamo una nuova pagina web, Index.html; il
codice è identico a quanto mostrato nell’algoritmo 3.4; successivamente ci
occorre un file config.xml, mostrato nel listato 5.1.
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Figura 5.3.1: Struttura del widget WebWorks
5.3.1 Libreria Javascript
Nella sezione dedicata ad Android abbiamo creato a livello di back-end in-
terfacce Java che implementavano oggetti Javascript nel front-end Web.
Per fare in modo che questi stessi oggetti siano disponibili nel Widget Blac-
kBerry, creiamo un file Javascript (estensione js) all’interno del progetto
(magari in una cartella appropriata).
A titolo esemplificativo, chiamiamo il file iambOOgap.js (ma può esse-
re un nome qualsiasi), questo file conterrà tutto il codice che fungerà da
“wrap”, rendendo disponibili solo gli oggetti e i relativi metodi.
All’interno del file IambOOGap.js, costruiamo l’oggetto Globalization:
l’istanza di una classe Javascript all’interno della quale sono dichiarate le
proprietà, siano esse metodi (function()) o altre variabili, in un meccanismo
semplificato al massimo, ma potente, secondo la sintassi di un oggetto
JSON (Javascript Serialization Object Notation).
Per realizzare il metodo getLocale, possiamo utilizzare l’oggetto na-
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Figura 5.3.2: Localizzazione & Network su Ripple
vigator, che viene reso disponibile dal browser del BlackBerry, indicando
esattamente il linguaggio che è impostato sul dispositivo.
L’oggetto Network conterrà il metodo getNetworkStatus(), che restituirà
una stringa contenente lo stato di tutte le reti disponibili sul dispositivo,
come coppie nome: valore, separate da virgole, esattamente come per
Android.
Il contenuto del file IambOOGap.js è mostrato nell’algoritmo 5.2. Il file
deve essere incluso nella pagina Index.html, dopodiché dobbiamo modifi-
care il codice scritto per la versione Android, poichè la versione Blackberry
di getNetworkStatus è asincrona, e il codice da eseguire una volta conclu-
sa l’elaborazione nativa deve essere passato come argomento alla getNet-
workStatus, implementando il meccanismo di callback. Il codice è mostrato
nel listato 5.3
Testiamo il risultato su Ripple.
Perché tutto funzioni nel modo corretto occorre modificare il file con-
fig.xml, per includere la feature blackberry.system, necessaria all’invoca-
zione del metodo hasCapability() utilizzato in congiunzione con blackber-
ry.network per ottenere lo stato della rete all’istante in cui si preme il tasto
Network.
Siamo in grado a questo punto di scrivere una applicazione in HTML+CSS
e Javascript, anche per BlackBerry. Se avessimo bisogno di aggiunge-
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Algoritmo 5.2 IambOOGap.js
1 var Globalization = {
2 getLocale: function (){
3 return navigator.language;
4 }
5 };
6
7 var Network = {
8 getNetworkStatus: function(callback){
9 var result = "";
10 var networkType =["Wi -Fi", "CDMA", "3GPP", "
iDEN"];
11 if(typeof blackberry === "undefined")
12 result.error = "error:␣not␣ready";
13 else{
14 if(blackberry.system.hasDataCoverage ()){
15 var netConnection = blackberry.
network;
16
17 for(var i=0; i<networkType.length; i
++){
18 result += networkType[i] + ":␣";
19 if(netConnection === networkType[i])
20 result += "Connected";
21 else
22 result += "Not␣connected";
23 if(i != networkType.length -1)
24 result +=",";
25 }
26 callback(result);
27 }
28 else result.error = "warning:␣not␣under␣
coverage";
29 }
30 return;
31 }
32 };
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Algoritmo 5.3 index.html
1 <!DOCTYPE html >
2 <html >
3 <head >
4 <script type="text/javascript" src="IambOOGap.js"></
script >
5 <script type="text/javascript">
6
7 function testLocale () {
8 var el = document.getElementById("locale");
9 el.innerHTML = "Current␣Locale␣is:␣" +
Globalization.getLocale ();
10 }
11
12 function testNetwork () {
13 Network.getNetworkStatus(function(res){
14 var el = document.getElementById("net");
15
16 if(typeof res.error != "undefined"){
17 el.innerHTML = "Network␣status:" + res.
error;
18 return;
19 }
20 res=res.split(",");
21 el.innerHTML = "Network␣status:<br/>"
22 for (i = 0; i < res.length; i++) {
23 el.innerHTML += res[i]. split(":")[0] +":
␣"+ res[i].split(":")[1]+"<br/>";
24 }
25 });
26 }
27 </script >
28 </head >
29 <body >
30 <h1>Locale and Network </h1 >
31 <button onClick="testLocale ()">Locale </button >
32 <br />
33 <span id="locale"></span >
34 <br />
35 <button onClick="testNetwork ()">Network </button >
36 <br />
37 <span id="net"></span >
38 </body >
39 </html >
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re features, o effettuare elaborazioni complesse, per cui ci serve tutta la
potenza di calcolo dell’elaboratore, dovremmo sfruttare l’estensibilità del
framework WebWorks, passando per una parte di codice in linguaggio
nativo.
5.3.2 Estendere WebWorks
Un Plug-In WebWorks è una parte di applicazione, scritta in linguaggio na-
tivo, invocabile dal layer javascript. Le strade che ci vengono proposte sono
due: creare un’estensione del framework o una dedicata all’applicazione;
la differenza è semplice, in quanto un’estensione del framework rende di-
sponibile a tutte le applicazioni che lo utilizzeranno le API di estensione,
mentre viceversa abbiamo un’estensione dedicata all’applicazione che si
va a a sviluppare.
Possiamo capire meglio, con un esempio: pensiamo ad una applicazio-
ne multimediale, come un videogioco, nella quale convivono in pratica due
applicazioni: una interfaccia 2D che potrebbe essere realizzata con Web-
Works in html ed una 3D composta da un motore grafico, che ha bisogno
di tutta la potenza dell’hardware a disposizione, scritta in linguaggio nati-
vo Java tramite un plugin WebWorks; è un classico esempio di estensione
personalizzata.
Immaginiamo invece un dispositivo hardware nuovo, che non ha sup-
porto WebWorks e realizziamo il plugin come serie di API, installate a livello
del framework. Queste API saranno disponibili per ogni successiva appli-
cazione (e volendo, poiché WebWorks è OpenSource, si può candidarle a
far parte di una release successiva del framework stesso).
Basilarmente, un Plug-In è formato da quattro classi componenti:
• una classe che implementa l’interfaccia WidgetExtension
• una classe che estende Scriptable
• una classe che estende ScriptableFunction
• un file library,xml che conterrà la feature ID e il Class Name interno.
5.3.2.1 WidgetExtension
Contiene quattro metodi per caricare e togliere l’estensione dall’applicazio-
ne o dal framework, oltre ad accedere al file di configurazione config.xml e
all’oggetto BrowserField associato.
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Figura 5.3.3: WebWorks Extension Layer
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La struttura base è mostrata nella figura 5.3, dove il nome dell’estensio-
ne è a scelta. Il metodo getFeatureList() viene chiamato all’inizializzazione
dell’estensione, il suo scopo è dire al framework quali features vengono
estese; veiene chiamato quando il parser del Packager WebWorks legge il
file config.xmlche richiede la feature.
Il metodo loadFeature(String feature, String version, Document doc,
ScriptEngine scriptEngine) viene chiamato quando l’applicazione richiede
una risorsa a cui è associata una feature ID che viene fornita nell’estensio-
ne.
Qui vi si istanzia un nuovo oggetto nello scriptEngine, attraverso il me-
todo scriptEngine.addExtension(string, Object), dove l’argomento stringa è
la feature id aggiunta, Object è la nuova istanza da aggiungere.
Public void register(WidgetConfig widgetConfig, BrowserField browser-
Field) fornisce l’accesso al config o all’oggetto BrowserField qui si inizializ-
zano le variabili _widgetNameForFutureUse e _browserFieldForFutureUse.
Public void unloadFeatures(Document doc) serve per invocare codice
di cleanup prima l’estensione venga deallocata.
5.3.2.2 Scriptable
Si estende la classe Scriptable per implementare il meccanismo di callback
in cui si invoca il codice nativo dal Javascript: qui infatti si definiscono le
firme dei metodi che poi saranno esportati nelle pagine web del Widget
WebWorks.
Per prima cosa si importano le classi necessarie, quindi si crea la classe
nel modo familiare
quindi, per ogni metodo che si vuole esportare via javascript, viene
specificata una variabile di tipo stringa, contenente il nome del metodo
invocabile dall’applicazione WebWorks.
Come membri vengono dichiarati gli oggetti nella quale verrà scritto il
codice applicativo vero e proprio dell’estensione (private NewObject _scrip-
tableFunctionObject;) verranno inizializzati nel costruttore; infine, il metodo
getField è responsabile dell’invocazione del metodo corretto: occorre quin-
di effettuare il parsing del nome del metodo ed invocare il corrispondente
Java all’interno dell’oggetto NewObject (metodo invoke()).
E’ possibile anche invocare direttamente del codice nativo in questa
fase.
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Algoritmo 5.4 Classe WidgetExtension
1 import net.rim.device.api.browser.field2.
BrowserField;
2 import net.rim.device.api.script.ScriptEngine;
3 import net.rim.device.api.web.WidgetConfig;
4 import net.rim.device.api.web.WidgetExtension;
5 import org.w3c.dom.Document;
6
7 public final class NomeExtension implements
WidgetExtension
8 {
9 String _widgetNameForFutureUse;
10 BrowserField _browserFieldForFutureUse;
11
12 public String [] getFeatureList ()
13 {
14 }
15
16 public void loadFeature(String feature , String
version , Document doc , ScriptEngine
scriptEngine) throws Exception
17 {
18 }
19
20 public void register(WidgetConfig widgetConfig ,
BrowserField browserField)
21 {
22 }
23
24 public void unloadFeatures(Document doc)
25 {
26 }
27 }
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Algoritmo 5.5 Classe che estende Scriptable
1 import net.rim.device.api.script.Scriptable;
2 import "altre␣classi␣necessarie ...";
3
4 public final class Sample extends Scriptable
5 {
6 public static final String FIELD_METODO1 = "
jsMetodo1";
7 public static final String FIELD_METODO2 = "
jsMetodo2";
8
9 private NewObject _scriptableFunctionObject;
10
11 public Sample ()
12 {
13 _scriptableFunctionObject = new NewObject ();
14 }
15
16 public Object getField(String name) throws
Exception
17 {
18 if(name.equals(FIELD_METODO1))
19 {
20 return new Object ();
21 }
22 else if(name.equals(FIELD_METODO2))
23 {
24 return this._scriptableFunctionObject;
25 }
26 return super.getField(name);
27 }
28
29 }
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Algoritmo 5.6 ScriptableFunction
1 import net.rim.device.api.script.ScriptableFunction;
2 import "altre␣classi␣o␣package␣necessari"
3
4 public final class NewObject extends
ScriptableFunction
5 {
6 public Object invoke(Object obj , Object [] args)
throws Exception
7 {
8 /* CODICE NATIVO */
9 return UNDEFINED;
10 }
11 }
5.3.2.3 ScriptableFunction
La classe che estende ScriptableFunction contiene un solo metodo, invo-
ke(Object obj, Object[args]): questo viene eseguito dal framework. Even-
tuali argomenti sono passati attraverso il vettore args.
Ogni oggetto figlio di ScriptableFunction realizza un metodo chiamato
dall’applicazione WebWorks.
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Capitolo 6
IOS
L’Apple IPhone è, in questo momento lo Smartphone touchscreen più diffu-
so, nonché in possesso di una configurazione hardware inavvicinabile per
la maggior parte dei concorrenti, specie nella sua versione ultima, la 4s. Il
display Retina, consente una visione chiara, con colori profondi, una riso-
luzione altissima (960×640 pixel) in una misura di 3,5 pollici arrivando ad
una densità di 326 ppi (pixel-per-inch, pixel per pollice), con il risultato che
lo schermo appare come "stampato" con i colori delle immagini "spalmati"
in completa continuità, come se si guardasse, appunto, un foglio di carta
stampata.
Tutto ciò unito ad un processore Apple A5 dual core a 1Ghz, fotocamera
da 8Mpx 512 MB di ram ddr2 con una grossa integrazione tra hardware e
software. Solo alcuni modelli che montano android arrivano a questo livello.
Non siamo qui per decantare comunque le lodi del gioiellino di casa Apple,
ma semplicemente cercare di capire che sviluppare applicazioni mobile si-
gnifica in primis relazionarsi con questo smarphone che da solo copre più
del 50% del mercato.
Programmare App per IPhone significa imparare un linguaggio che af-
fonda le sue radici negli anni ’80, l’objective-c è figlio di SmallTalk ed è un
superset delle istruzioni che compongono il linguaggio C, integrato in un
framework avanzato, il Cocoa.
Occorre un pc con un sistema operativo Apple, Leopard o Lion ed una
versione del suo ambiente di sviluppo, X-Code, scaricabile dall’app store
gratuitamente.
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6.1 Struttura di un’App IPhone
Un’applicazione per IPhone è racchiusa in un contenitore, un archivio dove
sono immagazzinati tutti i file necessari al funzionamento (file con esten-
sione .ipa, IPhone Application). Il cuore dell’applicazione è il file main.m,
dove sono contenute le istruzioni che consentono il codice d’avvio dell’ap-
plicazione, attraverso la funzione int main(...).
È all’interno della cartella di progetto supporting files e se l’apriamo
troviamo che il codice è racchiuso all’interno di quella che sembra un’an-
notazione java. Il linguaggio di programmazione che specifica le istruzioni
dell’applicazione non è java e neanche c/c++, nonostante anche la fun-
zione main somigli proprio al main del c/c++. In effetti, come accennato
in precedenza Objective-c è un superset del C, quindi parte del codice è
proprio c.
Fatta questa doverosa distinzione, troviamo che l’istruzione @autore-
leasepool che racchiude il codice di invocazione main dell’interfaccia grafi-
ca dell’applicazione (UIApplicationMain, UserInterfaceApplicationMain) con-
sente al sistema di applicare il meccanismo di gestione della memoria a
referncing count, ossia a contatore di riferimenti, che quindi si occupa di
rimuovere gli oggetti dalla memoria quando non sono più necessari.
È diverso dal meccanismo di garbage collection che è presente nel lin-
guaggio java, in quanto lascia libertà al programmatore di eliminare gli og-
getti quando vuole, in una gestione della memoria che può anche essere
più efficiente, ma anche più pericolosa (generando memory leaks).
Abbiamo una piccola idea del punto di partenza e del meccanismo di
gestione della memoria, descriviamo adesso il significato di alcuni altri file
fondamentali.
6.2 Il file Info.plist
La chiamata ad UIApplicationMain contiene oltre al caricamento dell’inter-
faccia grafica, anche la scansione del file info.plist. Questo file contiene
tutte le proprietà dell’applicazione (è l’alter ego del manifest di android),
strutturate come coppie di nome/valore.
Tutto ciò che IOS ha bisogno di sapere sull’applicazione è contenu-
to qui, come l’icona da usare per l’applicazione, l’orientamento in cui far
partire l’applicazione (portrait o landscape), un URL per poter avviare l’ap-
plicazione programmaticamente da un’altra, semplicemente cme se fosse
un link. ecc.
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L’IDE xcode contiene un ottimo editor grafico per Info.plist, accessibile
o direttamente aprendo il file, o attraverso le proprietà del progetto: da
quest’ultima strada si ottiene anche un’ulteriore descrizione delle proprietà
che andiamo a modificare.
Il file è tipicamente codificato UTF-8 ed è scritto in linguaggio XML, la
cui radice è un elemento dictionary, padre delle coppie nome/valore. Il
nome Info.plist è case sensitive, quindi è importante mantenere l’iniziale
maiuscola.
La posizione del file Info.plist è al livello radice del Bundle (in Mac OSX
un bundle è una directory che racchiude tutti i file di un’app, il file ipa è
quindi il bundle della nostra applicazione) e viene creato solitamente all’atto
di creazione di un nuovo progetto, automaticamente.
Tipicamente, un Info.plist contiene:
• Il nome dell’applicazione
• URL dell’app (come accennato in precedenza) della forma:
“com.yourcompany.appname”
• Tipo del bundle (applicazione, framwork, plugin)
• informazioni sulla versione
• Informazioni su come avviare il bundle e caricarlo in memoria
• l’ambiente di sviluppo preferito dall’applicazione
• Informazioni sui tipi di documento supportati dal bundle (se ce ne
sono)
• per le applicazioni iphone, come i contenuti vengono presentati ini-
zialmente.
Informazioni sulle singole chiavi presenti nel file possono essere consultate
sul sito:
“https://developer.apple.com/library/mac/#documentation/
General/Reference/InfoPlistKeyReference/Introduction/
Introduction.html#//apple_ref/doc/uid/TP40009247”
Ciò che segue, se si intende cominciare a programmare direttamente
attraverso Phone-Gap, può essere saltato: tutto ciò che si deve sapere è
la struttura dell’Info.plist e la struttura di directory del progetto, che sarà
spiegata nel capitolo relativo a Phone-Gap.
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Figura 6.2.1: Info.plist graphic editor
6.3 Architettura
6.3.1 Introduzione
Ogni tipo di Device che abbiamo incontrato fino ad ora ha il proprio og-
getto che consente di utilizzare il linguaggio javascript, l’html5 e i css nelle
proprie applicazioni native (ricordiamo la WebView di Android, l’interfaccia
WebWorks per Blackberry).
IOS non fa eccezione, l’elemento che ci serve è l’UIWebView. Quindi,
avremo per il front-end un’applicazione Single View con un singolo UIWeb-
View a tutto schermo, mentre per il back-end, sfortunatamente, la cosa si
fa più complicata rispetto agli altri tipi di hardware.
Il motivo è da ricercare nel fatto che non è possibile creare interfacce
Javascript per il back-end utilizzando le API disponibili. È possibile iniettare
codice javascript dal codice nativo sottostante, ma diventa molto complicato
poter invocare del codice nativo dal front-end UIWebView.
Occorrerebbe fare richieste http attraverso URL falsi ed intercettarle
dal codice nativo attraverso l’evento locationChange, utilizzando una UI-
WebView Delegate, poi cancellando le richieste una volta intercettate ed
utilizzate.
Il problema è che questa operazione incorre nei limiti imposti dal fra-
mework: tutto il codice javascript asincrono che abbiamo in esecuzione (le
timeout per esempio) si ferma; inoltre le elaborazioni javascript che durano
più di 10 secondi vengono fermate in quanto il pericolo è che causino il
crash del thread principale.
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Il limite è però aggirabile, utilizzando al posto delle richieste in proto-
collo http (es. http://globalization/getLocale.) un protocollo fittizio, che noi
assumeremo IambOOGap (IambOOGap://globalization/getLocale) abbina-
te all’utilizzo di un iframe creato dinamicamente per poter generare l’evento
locationChange, senza che venga veramente cambiata l’URL e caricata
una nuova pagina.
6.3.2 Front-End
A livello javascript, costruiamo una libreria che renda trasparente al pro-
grammatore ogni aspetto relativo alla chiamata ed all’interazione con il
back-end. Vi sarà un oggetto per ogni elemento hardware che verrà re-
so disponibile al programmatore: ogni oggetto incapsulerà tutta la logica di
connessione al livello sottostante e le funzionalità previste dalle specifiche.
A livello esemplificativo, realizziamo gli stessi oggetti che abbiamo creato
per i precedenti hardware, Globalization e Network.
Ricordiamo che Globalization consente di ricavare il linguaggio impo-
stato nel dispositivo, così da poter rendere l’applicazione sensibile alla lin-
gua e localizzarla. Network, invece ci consente di capire la disponibilità
di segnale wifi o 3g, o qualsiasi altro tipo di connessione che consenta
l’accesso ad internet.
Per qualunque funzionalità hardware ci occorre aggiungere, dovremmo
seguire questo approccio e creare le relative classi per poi istanziarle. Per
le funzionalità più comuni, cerchiamo di scrivere routine di utility per sup-
portare il sistema. Schematizzando, avremo un Layer (Livello) Javascript,
contenente oggetti che realizzano in modo trasparente al programmatore
l’Hardware sottostante in modo da poter richiamare le routine dell’IPhone
o dell’IPad semplicemente chiamando i metodi sui relativi oggetti, passan-
do i dati come argomenti e leggendo i risultati nele proprietà degli oggetti
stessi.
il lavoro principale in effetti è svolto dalla libreria Javascript IambOO-
Gap.js, unico file che viene incluso nelle pagine che intendono utilizza-
re le funzionalità sottostanti. Per applicazioni che non intendano sfruttare
specifiche funzionalità hardware, è possibile omettere quest’inclusione. Il
contenuto di questo file è mostrato nel listato 6.1.
La parte interessante concerne l’utilizzo di javascript per creare dinami-
camente un Iframe, il cui attributo src è valorizzato attraverso un indirizzo
fittizio che consente:
1. attivazione dell’evento location change a livello del device sottostante
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Algoritmo 6.1 Libreria javascript per Front-End IPhone
1 // function to create an iframe to communicate to
native side
2 function iframeToNative(methodName){
3 var iframe = document.createElement("IFRAME");
4 iframe.setAttribute("src", "iamboogap ://" +
methodName);
5 document.documentElement.appendChild(iframe);
6 iframe.parentNode.removeChild(iframe);
7 iframe = null;
8 };
9 // Object that represents language on the device
10 var Globalization = {
11 // current language
12 locale: "",
13 // private callback called by native side
14 callback: function(language){
15 this.locale = language;
16 console.log("setting␣language␣" + this.locale
);
17 },
18 // method to obtain the language on the device
19 getLocale: function (){
20 iframeToNative("get/getLocale");
21 return this.locale;
22 }
23 };
24 // Object that represents Network on the device
25 var Network = {
26 // private callback called by native side
27 callback: ""
28 // method to obtain the network status of the device
29 getNetworkStatus: function(callback){
30 Network.callback=callback;
31 iframeToNative("get/getNetworkStatus");
32 return;
33 }
34 };
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2. attivazione della giusta sezione di codice nativo per avere in risposta
i dati richiesti (ad esempio lo status della rete).
attraverso questo sistema è possibile evitare che venga ricaricata la pagina
html, eliminando gli effetti collaterali che tale azione comporterebbe, ossia
l’azzeramento di tutti i timeout impostati in precedenza (il codice asincrono
smetterebbe completamente di funzionare), così come le elaborazioni più
lunghe (<10sec).
Ogni oggetto contiene un metodo che chiama la funzione iframeToNa-
tive, così da incapsulare questa chiamata trasparentemente al program-
matore: il motivo di tale incapsulamento è evidente: il programmatore de-
ve semplicemente poter chiamare il metodo per azionare il codice nativo,
come questo venga fatto è nascosto.
Inoltre, ogni oggetto contiene un metodo di callback: questo serve per
ricevere i risultati dal Back-End nativo: in X-Code, l’oggetto UIWebView
consente l’esecuzione di codice javascript chiamato dal codice nativo: le
callback servono esattamente a questo scopo, vengono chiamate dal Back-
End alla fine dell’elaborazione, per scrivere i risultati nelle variabili relative
(es. Network.status).
Alla fine, il sistema è analogo al funzionamento di un web service, do-
ve le chiamate vengono fatte attraverso il sistema Ajax: ci si può chiedere
quindi perché non venga utilizzato proprio ajax per effettuare richieste al
sub sistema nativo: il motivo è perché, per una ragione a chi scrive, poco
comprensibile, una chiamata Ajax non genera un evento di location chan-
ge sul lato nativo, quindi non verrebbe intercettato e tutto il sistema non
funzionerebbe, pur offrendo una soluzione più elegante.
Possiamo schematizzare il tutto per rendere più comprensibile il la-
to Front-End, che in definitiva, possiamo assimilare al lato client di una
architettura client-server, come mostrato in figura 6.3.1.
All’interno di ogni file html, è opportuno includere la libreria javascript
per comunicare con il Back-End, se necessario; i componenti sono mostrati
nella figura 6.3.2 e sono visibili anche nel listato 6.1.
6.3.3 Back-End
Il Front-End qui descritto si basa sul noto componente del framework Co-
coa UIWebView, il quale costituisce l’unico oggetto dell’interfaccia grafica
realizzato in linguaggio nativo X-Code. La base da cui partire è quindi la
stessa di qualsiasi applicazione IPhone: un progetto MVC standard a single
view.
74 CAPITOLO 6. IOS
Figura 6.3.1: Architettura Front-End IPhone
Avviamo X-Code 4.2 o superiore, selezioniamo un nuovo progetto e
quindi Single View Project. Abbiamo adesso un’intelaiatura di progetto,
che come per le precedenti, chiamiamo IambooGap.
Selezioniamo, nell’albero di visualizzazione dei files, il file ViewControl-
ler_iPhone.xib: questo contiene una visualizzazione grafica dell’interfaccia
utente e ne consente la modifica (Editor); ciò che dobbiamo fare è iden-
tificare, dall’elenco in basso a destra, il componente WebView, contenuto
nella scheda oggetti (fig. 6.3.3), quindi trascinarlo sulla view, finché non si
adatta automaticamente alla grandezza dello schermo disponibile.
Abbiamo adesso una webWiew, ma dobbiamo connetterla al ViewCon-
troller: semplicemente, passiamo all’editor “assistant”, cliccando sul tasto
a forma di smoking in alto a destra, per passare alla visualizzazione sia
dell’editor grafico sia del file ViewController.h; clicchiamo col tasto destro
sulla rappresentazione grafica della webview nel file xib, trasciniamo fino al
corpo della classe ViewController: ciò equivale a dire a X-Code che deve
scrivere la proprietà webView (specificata in una dialog che X-Code mostra
una volta rilasciato il tasto destro).
A questo punto abbiamo una UIWebView connessa all’applicazione.
Dobbiamo dire però ad essa cosa mostrare all’avvio e specificarne il com-
portamento standard: nel nostro caso, il Front-End realizzato in preceden-
za, è composto da una cartella (mostrata in figura 6.3.1): questa dovrà
OBBLIGATORIAMENTE essere trascinata dal file system sull’albero dei fi-
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Figura 6.3.2: Interazioni e componenti dei files html
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les che compongono il progetto (fig. 6.3.4), pena l’impossibilità da parte
del sistema di poter accedere ai files contenuti.
Il file index.html, che contiene la nostra applicazione (o la prima pagina
della stessa) deve essere caricato inizialmente e deve essere visibile, inol-
tre sarà nostra premura disabilitare lo zoom (le applicazioni di solito non si
comportano come pagine web) che invece è utile per le pagine web non
ottimizzate per la risoluzione dell’IPhone. Per ottenere questo risultato oc-
corre modificare il controller, come mostrato nel listato di programma 6.2,
in cui viene mostrato il corpo del metodo viewDidLoad.
Per chi non ha molta dimestichezza con Objective C, premettiamo che
le notazioni tra parentesi quadre esprimono in tale linguaggio la chiama-
ta ad un metodo appartenente ad un oggetto, il quale è specificato come
prima istruzione (ad esempio, in [super viewDidLoad] l’oggetto è super,
che non è altro che il puntatore al padre della classe: questa scrittura è
equivalente al super.viewDidLoad() che si scriverebbe in Java).
Dunque, per prima cosa viene chiamato il metodo della classe padre,
dopodiché viene assegnata questa classe (self) all’attributo delegate della
webView: in questo modo si delega questo controller a gestire gli eventi
generati dalla webView.
Dopodiché impostiamo le proprietà base della nostra webView, ossia
eliminiamo l’effetto “molla” che si avrebbe normalmente scorrendo fino in
fondo alla pagina e continuando oltre, mentre la proprietà di zoom è di-
sabilitata attraverso l’editor grafico della UIWebView (figura 6.3.6) abili-
tando il checkbox “scales pages to fit”; le successive istruzioni sono di
fondamentale importanza per il corretto funzionamento dell’interfaccia:
la prima crea un oggetto di tipo dataFilePath, in cui viene imagazzinato il
percorso di una risorsa all’interno del Bundle (che ricordiamo è il contenito-
re di tutti i files per una applicazione IOS), notiamo il percorso e l’estensio-
ne del file nell’elenco degli argomenti passati al metodo pathForResource
richiamato sul mainBundle;
Poichè la WebView per visualizzare correttamente un documento web
ha bisogno del suo URl, incapsulato in una richiesta http, creiamo un nuo-
vo URL assegnandogli il precedente dataFilePath, specificando che non è
una directory (è infatti un file html), infine, generiamo una richiesta HTTP
attraverso l’URL appena creato.
Utilizziamo la richiesta così formata per caricare il documento index.html
contenuto nella directory HtmlFiles all’interno del main Bundle nella Web-
View che compone la User Interface dell’applicazione.
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Figura 6.3.3: Scheda Oggetti
Figura 6.3.4: WebView sulla ViewController_iPhone.xib
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Algoritmo 6.2 Caricamento della pagina index.html nella WebView
all’avvio dell’App
1 - (void)viewDidLoad
2 {
3 [super viewDidLoad ];
4 webWiew.delegate=self;
5 [[ webWiew.subviews objectAtIndex :0] setBounces:false
];
6 NSString *dataFilePath = [[ NSBundle mainBundle]
pathForResource:@"HtmlFiles/index" ofType:@"html"
];
7 NSURL *url = [NSURL fileURLWithPath:dataFilePath
isDirectory:NO];
8 NSURLRequest *request = [NSURLRequest requestWithURL:
url];
9 [webWiew loadRequest: request ];
10
11 }
Figura 6.3.5: Albero files con cartella Front-End
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Figura 6.3.6: Properties WebView
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6.3.4 Gestione delle richieste della WebView
Abbiamo una applicazione che mostra una pagina web all’interno di una
UIWebView. Occorre adesso gestire le richieste generate dalla pagina,
attraverso la libreria Front-End che abbiamo proposto nel paragrafo 6.3.2.
Come discusso in precedenza, queste richieste vengono generate at-
traverso un iframe nascosto, che scatena l’evento locationChange della
UIWebView: questo evento è gestito dal metodo shouldStartLoadWithRe-
quest della WebViewDelegate. Dato che il controller è anche la WebView
delegate, possiamo sovrascrivere il metodo direttamente: in sostanza inter-
cettiamo l’evento, leggiamo la URI della richiesta e, se corrisponde ad una
appartenente al protocollo iambOOGap, passiamo il controllo al gestore in-
terno, che altro non è che un grosso switch agente sul nome del metodo
invocato: in caso di match esatto, non viene fatto altro che chiamare il me-
todo appropriato che gestisce quella particolare richiesta, oppure eseguire
del codice inline, se di elaborazione breve.
Il risultato dell’elaborazione viene poi iniettato nella WebView, grazie al
metodo stringByEvaluatingJavaScriptFromString che consente di esegui-
re del codice javascript direttamente contenuto nella stringa passata come
argomento, oppure del codice contenuto nella UIWebView (ad esempio in
una funzione di uno script): è proprio questo secondo caso che ci vie-
ne utile, in quanto consente la chiamata della callback, passando come
argomento i risultati dell’elaborazione serializzati in array JSON.
Questo sistema, consente la comunicazione tra Front-End e Back-End
in un meccanismo client-server. Il codice nel listato 6.3-6.6 mostra quanto
qui brevemente illustrato in forma più ampia per gli oggetti Globalization e
Network.
6.3.5 Porting dell’applicazione
Una volta realizzata l’intelaiatura, è possibile programmare direttamente
l’applicazione come se fosse una qualsiasi Web Application all’interno della
cartella HtmlFiles: a tale scopo, portiamo quanto già scritto per Android e
Webworks in questa versione IPhone.
Dato che l’interfaccia è comune, possiamo semplicemente trasferire il
codice così come è da Android a IPhone. Occorreranno alcuni piccoli adat-
tamenti, il primo dei quali è estetico: data l’altissima risoluzione disponibile
sullo smartphone di Cupertino, dovremo aumentare le dimensioni dei font
per rendere maggiormente visibile la gui; a tale scopo utilizziamo una sem-
plice classe css per impostare il tipo di carattere per tutto il documento
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Algoritmo 6.3 Controller IambOOGap I
1 @implementation ViewController
2
3 @synthesize webWiew;
4
5 - (void)didReceiveMemoryWarning
6 {
7 [super didReceiveMemoryWarning ];
8 // Release any cached data , images , etc that aren ’t
in use.
9 }
10
11 #pragma mark - View lifecycle
12
13 - (void)viewDidLoad
14 {
15 [super viewDidLoad ];
16 webWiew.delegate=self;
17 [[ webWiew.subviews objectAtIndex :0] setBounces:false
];
18 NSString *dataFilePath = [[ NSBundle mainBundle]
pathForResource:@"HtmlFiles/index" ofType:@"html
"];
19 NSURL *url = [NSURL fileURLWithPath:dataFilePath
isDirectory:NO];
20 NSURLRequest *request = [NSURLRequest requestWithURL:
url];
21 [webWiew loadRequest: request ];
22
23 }
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Algoritmo 6.4 Controller IambOOGap II
1 - (void)viewDidUnload
2 {
3 [super viewDidUnload ];
4 // Release any retained subviews of the main view.
5 // e.g. self.myOutlet = nil;
6 }
7
8 - (void)viewWillAppear :(BOOL)animated
9 {
10 [super viewWillAppear:animated ];
11 }
12
13 - (void)viewDidAppear :(BOOL)animated k j
14 {
15 [super viewDidAppear:animated ];
16 }
17
18 - (void)viewWillDisappear :(BOOL)animated
19 {
20 [super viewWillDisappear:animated ];
21 }
22
23 - (void)viewDidDisappear :(BOOL)animated
24 {
25 [super viewDidDisappear:animated ];
26 }
27
28 - (BOOL)shouldAutorotateToInterfaceOrientation :(
UIInterfaceOrientation)interfaceOrientation
29 {
30 // Return YES for supported orientations
31 if ([[ UIDevice currentDevice] userInterfaceIdiom] ==
UIUserInterfaceIdiomPhone) {
32 return (interfaceOrientation !=
UIInterfaceOrientationPortraitUpsideDown);
33 } else {
34 return YES;
35 }
36 }
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Algoritmo 6.5 Controller IambOOGap III
1 - (BOOL)webView :( UIWebView *) webView
shouldStartLoadWithRequest :( NSURLRequest *) request
navigationType :( UIWebViewNavigationType)
navigationType{
2 NSString *requestUrl = [[ request URL] absoluteString
];
3
4 if([ requestUrl hasPrefix:@"iamboogap :"]){
5 NSLog(@"iambOOGap request type");
6 // richiesta del linguaggio impostato sul
Dispositivo
7 if([ requestUrl hasSuffix:@"getLocale "]){
8 NSLog(@"user requested language ");
9 // obtain device language
10 NSUserDefaults *defaults = [NSUserDefaults
standardUserDefaults ];
11 NSArray *languages = [defaults objectForKey:@
"AppleLanguages "];
12 NSString *currentLanguage = [languages
objectAtIndex :0];
13 NSString *jsCall = [NSString stringWithFormat
: @"Globalization.callback(’%@’)",
currentLanguage ];
14 [webWiew
stringByEvaluatingJavaScriptFromString:
jsCall ];
15 return NO;
16
17 }
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Algoritmo 6.6 Controller IambOOGap IV
1 if([ requestUrl hasSuffix:@"getNetworkStatus"]){
2 NSLog(@"user␣requested␣network␣status");
3 // obtain network status
4 NSMutableString *networkStatus = [
NSMutableString stringWithString:@"{\n"];
5 Reachability* conn = [Reachability
reachabilityForInternetConnection ];
6 switch ([conn currentReachabilityStatus ]) {
7 case NotReachable:
8 [networkStatus appendString: @"WIFI:␣
\"not␣connected \",\ nWWAN:␣\"not␣
connected \",\n}"];
9 break;
10 case ReachableViaWiFi:
11 [networkStatus appendString: @"WIFI:␣
\" connected \",\ nWWAN:␣\"not␣
connected \",\n}"];
12 break;
13 case ReachableViaWWAN:
14 [networkStatus appendString: @"WIFI:␣
\"not␣connected \",\ nWWAN:␣\"
connected \",\n}"];
15
16 default:
17 break;
18 }
19 NSString *jsCall = [NSString
stringWithFormat: @"Network.callback (%@)
", networkStatus ];
20 [webWiew
stringByEvaluatingJavaScriptFromString:
jsCall ];
21 return NO;
22 }
23 };
24 return YES;
25 }
26
27 @end
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(è chiaramente una prassi standard, in quanto ogni device ha un proprio
Look&Feel, realizzare quindi un css personalizzato per ogni tipo di hard-
ware diventa una scelta obbligata, analogamente a quanto viene fatto per
le Web Application per ogni tipo di browser).
Le elaborazioni interne al controller sono eseguite asincronamente ri-
spetto al codice javascript, quindi la versione IOS della libreria iambOOGap
contiene il metodo Network.getNetworkStatus() asincrono, con la specifica
della callback passata per argomento.
Il risultato, lanciato sul simulatore IPhone, è mostrato in figura 6.3.7.
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Figura 6.3.7: Risultato del porting dell’applicazione su Simulatore IPhone
Capitolo 7
Windows Phone 7
7.1 Introduzione
Windows Phone 7 (Mango) è l’ultimo nato di casa Microsoft, un sistema
operativo per dispositivi mobili che porta una piccola ventata di freschezza
nell’ambiente mobile.
Questo SO è stato scelto da alcune delle più importanti aziende pro-
duttrici per accompagnare i propri smartphones, tra cui Nokia, Lg. Nokia
è stato, prima dell’avvento di IPhone ed Apple, il più grande produttore di
telefonini e smartphone al mondo, dominando il mercato fin dagli albori
delle tecnologie mobili GSM, in cui competeva con Motorola, Ericcson, per
citarne alcuni tra i più famosi.
Tuttavia, negli ultimi anni la diffusione dei terminali Nokia ha visto una
copiosa flessione, nonostante per numero di dispositivi resti ancora in testa
alle classifiche, per quanto riguarda gli smartphones ha perso la leadership
in favore della casa di Cupertino e, in minor parte, di Research In Motion
padre dei Blackberry e Android con in testa Samsung (e lo zampino di
Google).
Dopo vari periodi di adattamento, con modifiche sostanziali al proprio
Sistema Operativo, il Symbian, Nokia decise di recidere completamente i
legami e puntare, per i suoi nuovi dispositivi smartphone, sul colosso di Bill
Gates.
Per quanto una scelta del genere sembri una garanzia di affidabilità no-
tevole, il mercato mobile è comunque già abbastanza maturo e comprende
soluzioni già ampiamente sperimentate: Windows Phone 7 deve ancora
affermarsi e solo il tempo ci dirà quanto la scelta abbia pagato.
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Figura 7.1.1: Architettura software di Windows Phone 7
WP7 poggia le sue basi sull’ampia scelta di ambienti di sviluppo Micro-
soft e sull’IDE più conosciuto, Visual Studio, giunto alla sua decima edizio-
ne ed in incubazione la undicesima: in tale ordine di cose, programmare
applicazioni WP7 diventa relativamente semplice se si conoscono alcune
tecnologie che Microsoft ha portato avanti nelle ultime edizioni di Visual
Studio.
Gli sviluppatori Web avranno piacere nel sentire che il framework su cui
si basa l’SDK WP7 è Silverlight, naturalmente con possibilità di utilizzare
uno dei due linguaggi di programmazione, che sono il visual basic e il c#,
scegliendo in base a quale sia il vostro background di sviluppo.
Microsoft ha quindi portato un set delle API di Silverlight su piattaforma
Phone 7, rendendo più semplice l’apprendimento per chi ha familiarità con
tale framework. Non finisce qui: lo sviluppo di App su WP7 comprende
anche la possibilità di utilizzare il framework di sviluppo che è stato pensato
per XBox, (o meglio una versione di esso) per sviluppare videogiochi e
applicazioni che necessitano un uso intensivo di grafica e I/O, lo XNA.
Questi framework possono essere combinati insieme per avere il meglio
di entrambi, nell’ultima versione, la 7.5 mango. Per i nosti propositi, ci
occorre conoscere solo Silverlight, per cui nel proseguimento, lasceremo
da parte XNA.
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7.2 Struttura di un’applicazione WP7
Windows Phone 7 sfrutta, come accennato, Silverlight come framework
di sviluppo, nella sua versione 4. Per chi ha qualche dimestichezza con
lo sviluppo di web applications attraverso visual studio, Silverlight risulterà
familiare: ogni schermata che compone l’applicazione è descritta da una
coppia di files, uno dedicato alla visualizzazione grafica, uno dedicato al
comportamento di tale schermata.
Ogni schermata è quindi come una pagina web .asp per esempio, ed
il comportamento dinamico di tale pagina è determinato da un listato di
codice (una classe) C# o VB, denominato “code behind”.
Le pagine sono descritte in un linguaggio di markup la cui base è XML,
denominato XAML. Tag personalizzati consentono l’inserimento di oggetti
quali textbox, textarea e quant’altro, gli attributi di tali oggetti consentono
di impostare le proprietà statiche quali posizionamento, dimensioni, ecc...
suona familiare come l’HTML vero?
In linea con la tradizione Microsoft e Visual Studio, un buon editor gra-
fico consente la costruzione grafica delle pagine, così come l’impostazione
delle proprietà, diminuendo i tempi di sviluppo considerevolmente. Per la
regolazione fine dei componenti comunque alla fine si è sempre costretti a
modificare il codice sottostante.
Per creare un’applicazione WP7 e Silverlight occorre Visual Studio 2010
e il plugin SDK per Windows Phone. Una volta installato il software di svi-
luppo, (la versione express è completamente gratuita e liberamente sca-
ricabile dal sito di Microsoft) è possibile creare un nuovo progetto windo-
ws phone 7: dal menù files possiamo scegliere l’autocomposizione che ci
porta diretta ad uno scheletro di applicazione WP7.
I files fondamentali dell’applicazione sono contenuti nella root e nella
cartella Properties, oltre che nella cartella Riferimenti. Se scegliamo un
modello vuoto, troviamo una sola view e due files Xaml, app.xaml, che
contiene elementi di inizializzazione dell’applicazione (il code behind con-
tiene operazioni di costruzione e distruzione e cleanup dell’applicazione) e
mainPage.xaml, che contiene la pagina principale che verrà visualizzata.
E’ possibile aggiungere altre view esattamente come faremmo per pagine
HTML.
La root contiene anche alcune immagini, queste sono parte integrante
dell’applicazione in quanto costituiscono la splash screen (SplashScreenI-
mage.jpg) 700x480px; l’icona dell’applicazione (ApplicationIcon.png) que-
sta deve essere di dimensioni minime 62x62px, è possibile anche includer-
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ne una versione più grande, 173x173px; infine un’immagine utilizzata come
sfondo (Background Panorama), 1000x800px (Background.png).
La cartella Properties contiene i file di specifica delle proprietà dell’ap-
plicazione, un po’ come il manifest per Android e l’info.plist per Apple; questi
files sono AppManifest.xml, AssemblyInfo.cs, WMAppManifest.xml:
• AppManifest.xml contiene elementi per il deploy dell’app
• WMAppManifest è l’equivalente del file manifest di Android e per-
tanto deve essere ben conosciuto anche da chi intende utilizzare il
framework HTML5+Javascript&CSS
• AssemblyInfo.cs contiene informazioni sull’assembly prodotto dalla
compilazione dei sorgenti
La cartella Riferimenti contiene un elenco di tutti gli assembly caricati e lin-
kati al progetto, come librerie e API aggiuntive, contiene anche le dll del
framework base utilizzato. Di solito, questa cartella non viene utilizzata dal
programmatore Web, in quanto i suoi framework saranno inclusi all’inter-
no della struttura di directory del progetto HTML, come file *.js in caso di
javascript frameworks o *.css per fogli di stile ecc.
7.2.1 WMAppManifest.xml
In questa sezione, spiegheremo l’architettura del file WMAppManifest.xml,
che contiene tutte le proprietà che possono essere specificate in una appli-
cazione windows phone 7.
Dopo il preambolo xml, l’elemento radice è Deployment, che contiene
il namespace xml e la versione della piattaforma Windows Phone. Il primo
elemento contenuto è APP, che contiene informazioni sull’autore, una de-
scrizione dell’applicazione, il tipo di hub e il genere a cui appartiene: sono
caratteristiche importanti in quanto vengono sfruttate dal Windows Phone
App Store.
Altre informazioni del tag App riguardano il runtime type, il Publisher,
la versione dell’ app, se è in versione beta o meno. una volta specificato
tale tag, si passa ai figli dello stesso: iconpath, capabilities, requirements,
tasks, tokens, extensions.
• Iconpath: contiene il percorso per ottenere l’icona dell’applicazione:
come già accennato questa si trova, di default, nella root dell’app, con
il nome ApplicationIcon.png
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• Capabilities: questo elemento funge come le permission di blackber-
ry, è un elemento di sicurezza in cui ogni feature che si vuole utilizzare
nell’applicazione deve essere qui specificata:
– ID_CAP_APPOINTMENTS dà accesso ai dati sugli appuntamen-
ti
– ID_CAP_CAMERA dà accesso alla fotocamera, ma è riservato
agli operatori e produttori di HW
– ID_CAP_CONTACTS dà accesso alla rubrica contatti
– ID_CAP_GAMERSERVICES dà accesso alle API XBox LIVE
– ID_CAP_IDENTITY_DEVICE dà accesso all’UUID che identifica
il dispositivo
– ID_CAP_IDENTITY_USER dà accesso all’anonimo LiveID per
identificare l’utente
– ID_CAP_ISV_CAMERA dà accesso alla fotocamera (retro o fron-
tale)
– ID_CAP_LOCATION dà accesso ai servizi di localizzazione
– ID_CAP_MEDIALIB dà accesso alla libreria multimediale
– ID_CAP_MICROPHONE dà accesso al microfono
– ID_CAP_NETWORKING dà accesso ai servizi internet
– ID_CAP_PHONEDIALER dà accesso alla funzione di chiamate
telefoniche
– ID_CAP_PUSH_NOTIFICATION l’applicazione può sfruttare le
notifiche push
– ID_CAP_SENSORS dà accesso ai sensori disponibili
– ID_CAP_WEBBROWSERCOMPONENT l’applicazione può uti-
lizzare il web browser component
– ID_HW_FRONTCAMERA serve per notificare l’utente nel caso
in cui non sia presente la fotocamera frontale sul dispositivo, ma
l’applicazione lo richiede.
• Requirements: deve seguire immediatamente Capabilities, serve per
indicare che l’applicazione per funzionare correttamente ha bisogno
di un certo tipo di hw collegato o disponibile. E’ un elemento opzio-
nale.
92 CAPITOLO 7. WINDOWS PHONE 7
Figura 7.2.1: Tile (piastra) Standard
– Requirement: specifica il requisito, attraverso l’attributo name
• Tasks: viene utilizzato per specificare se l’applicazione usa task mul-
tipli e quali sono, attraverso l’attributo name e quale pagina viane
mostrata quando un task parte (attributo NavigationPage)
– figlio di Tasks è EXTENDEDTASKS, che contiene elementi BACK-
GROUNDSERVICEAGENT: questi specificano tasks che vengo-
no eseguiti in background
• Tokens: ogni applicazione è formata da “piastre” (tiles) che posso-
no essere aggiunte alla schermata start di WP7, l’elemento tokens
consente la specifica delle piastre che compongono l’applicazione, o
meglio, delle loro proprietà iniziali.
– PRIMARYTOKEN: specifica la piastra principale che compone
l’applicazione, ha due attributi: TokenID (nome della piastra) e
TaskName (nome del task invocato dalla piastra)
◦ figlio di PRIMARYTOKEN è TEMPLATETYPE5, che specifi-
ca un template standard che controlla i tiles dell’applicazio-
ne: gli attributi sono backgroundimageuri (sfondo del tile),
counter (mostra un numero da 0 a 99, e se è 0 non vie-
ne visualizzato: è il badge di IPhone), title (il titolo del tile)
fig.7.2.1
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Figura 7.2.2: Integrazione tra app e Bing
• Extensions: questo elemento consente di specificare l’integrazione
tra l’applicazione ed il motore di ricerca Bing, attraverso il tasto fisi-
co presente sul dispositivo; in questo modo, l’utente può effettuare
una ricerca web e verrà mostrata una pagina con le applicazioni che
estendono l’esperienza di ricerca: per apparire in questa pagina, oc-
corre specificare un elemento relativo qui e nel file Extras.xml (fig.
7.2.2).
– EXTENSION: specifica una estensione di ricerca supportata dal-
l’applicazione attraverso gli attributi ConsumerID (restringe l’e-
stensione agli utenti che rispondono ad uno specifico hardware);
ExtensionName (tipo dell’estensione); ExtraFile (specifica la po-
sizione del file extras.xml); TaskID (indica quale task viene in-
vocato dall’attivazione dell’estensione nella pagina di risultato
ricerca)
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7.3 Il WebBrowser Component
Una volta che abbiamo chiara l’architettura di una applicazione per Win-
dows Phone 7, possiamo procedere a costruire il framework di svilup-
po in Html5. Sulla base di quanto già fatto per altre piattaforme, il nu-
cleo dell’applicazione è una unica pagina, nella quale dovremmo inseri-
re il componente che realizza un “browser” integrabile e gestibile in modo
programmatico.
Il componente in questione per Windows Phone 7 è il Web Browser
Component: quindi, all’interno dell’editor grafico di visual studio, apriamo il
MainPage.xaml e ci troviamo di fronte alla prima pagina dell’applicazione,
da cui togliamo i componenti superflui, come il titolo e gli altri standard inse-
riti dall’autocomposizione iniziale. Dal tool Explorer (Casella degli strumen-
ti) selezioniamo il componente Web Browser, lo trasciniamo sulla pagina
ed ecco che ci appare graficamente il simbolo di Internet Explorer (infatti,
il Web Browser Component non è altro che il motore di IE sviluppato per
WP7).
Dobbiamo impostare le proprietà statiche di tale componente per ren-
derlo compatibile con le specifiche del framework: deve essere a tutto
schermo, orientabile a seconda della posizione del telefono, deve esse-
re disabilitato lo zoom via pinch (con 2 dita) e deve auto adattarsi alle di-
mensioni dello schermo. Questo è impostabile attraverso gli attributi del
componente VerticalAlignment=”stretch”, HorizontalAlignment=”stretch” (il
componente si adatta alle dimensioni dello schermo), poichè ogni compo-
nente è contenuto in una griglia, dobbiamo renderla grande quanto tutto
lo spazio disponibile (elemento ColumnDefinition con attributi width=”Auto”
e “*”); inoltre occorre che la pagina supporti gli orientamenti Portrait e
Landscape attraverso l’attributo SupportedOrientations dell’elemento pho-
ne:PhoneApplicationPage che va impostato a PortraitOrLandscape.
Ci resta da impostare la pagina html che verrà visualizzata all’avvio
dell’applicazione, che da specifiche è index.html e da abilitare gli script (di
default disabilitati). Due ulteriori attributi controllano la sorgente html del
componente (source) e gli script (IsScriptEnabled), source conterrà una
stringa con il percorso (“HtmlFiles\index.html”) mentre IsScriptEnabled è
un booleano e sarà impostato a true.
Provando ad eseguire il codice appena prodotto e mostrato nel listato
7.1, ci aspettiamo che il simulatore di WP7 ci mostri la pagina index.html,
che preventivamente avremo incluso nel progetto insieme alla sua cartella
madre HtmlFiles. Purtroppo non è così: occorre un ulteriore approfondi-
mento, mostrato nel successivo paragrafo.
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Algoritmo 7.1 Pagina MainPage.xaml
1 <phone:PhoneApplicationPage
2 x:Class="PhoneApp1.MainPage"
3 xmlns="http: // schemas.microsoft.com/winfx /2006/ xaml/presentation"
4 xmlns:x="http: // schemas.microsoft.com/winfx /2006/ xaml"
5 xmlns:phone="clr -namespace:Microsoft.Phone.Controls;assembly=
Microsoft.Phone"
6 xmlns:shell="clr -namespace:Microsoft.Phone.Shell;assembly=
Microsoft.Phone"
7 xmlns:d="http: // schemas.microsoft.com/expression/blend /2008"
8 xmlns:mc="http: // schemas.openxmlformats.org/markup -compatibility
/2006"
9 mc:Ignorable="d" FontFamily="{StaticResource␣PhoneFontFamilyNormal
}"
10 FontSize="{StaticResource␣PhoneFontSizeNormal}"
11 Foreground="{StaticResource␣PhoneForegroundBrush}"
12 SupportedOrientations="PortraitOrLandscape" Orientation="Portrait"
13 shell:SystemTray.IsVisible="True" DataContext="{Binding}"
d:DesignHeight="768" d:DesignWidth="480">
14
15 <!--LayoutRoot è la griglia radice in cui viene inserito tutto il
contenuto della pagina -->
16 <Grid x:Name="LayoutRoot" Background="Transparent">
17 <Grid.RowDefinitions >
18 <RowDefinition Height="Auto"/>
19 <RowDefinition Height="*"/>
20 </Grid.RowDefinitions >
21 <!--ContentPanel -->
22 <Grid x:Name="ContentPanel" Grid.RowSpan="2">
23 <Grid.ColumnDefinitions >
24 <ColumnDefinition Width="Auto" />
25 <ColumnDefinition Width="*" />
26 </Grid.ColumnDefinitions >
27 <phone:WebBrowser HorizontalAlignment="Stretch" Name="
webBrowser1"
28 VerticalAlignment="Stretch"
IsScriptEnabled="True" Grid.
ColumnSpan="2"
29 Source="/HtmlFiles/index.html"
ScriptNotify="nativeRequestsHandler"
Opacity="1" />
30 </Grid>
31 </Grid>
32
33 </phone:PhoneApplicationPage >
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7.4 Isolated Storage
Ogni applicazione Windows Phone 7 vive in un proprio spazio, denominato
SandBox, per ragioni di sicurezza: è così per tutti i moderni smartphone ed
è un politica comprensibile. A differenza delle altre piattaforme, per WP7 la
sandbox comprende anche una parte della memoria di massa, che non può
essere gestita staticamente: più chiaramente, significa che includere un file
nel progetto (copiandolo o importandolo) non implica che sia disponibile
allo stesso modo per l’applicazione quando è in esecuzione.
Lo spazio di memoria di massa allocabile per una applicazione WP7 è
denominato Isolated Storage ed è accessibile a tempo di esecuzione da
parte del programmatore; la dimensione di tale spazio non è prefissata
ed in teoria è possibile anche occupare quasi tutta la memoria disponibile
(ricevendo un relativo warning).
Creando, nella directory root del progetto la cartella HtmlFiles, a sua
volta root del framework per poi popolarla con i files necessari all’applica-
zione finale non ha alcun effetto a tempo di esecuzione sul package che
verrà installato sul dispositivo. Ciò che deve essere fatto è la copia dei files
dalla struttura di directory del progetto a quella nell’Isolated Storage.
Se l’intento fosse quello di realizzare una ed un’unica applicazione, sa-
rebbe possibile utilizzare il tool che l’SDK mette a disposizione (ISoSto-
re Explorer) che consente di vedere il contenuto dell’Isolated Storage e
modificarlo come una cartella qualsiasi.
Nell’intento di realizzare invece un Framework, in cui i files che verranno
a costituire l’applicazione non sono noti a priori e si deve rendere traspa-
rente al programmatore finale tutta questa gestione, la soluzione via tool
non è praticabile.
La soluzione sta nel creare dinamicamente, prima di compilare il sor-
gente, un file di testo, o xml, o con qualsiasi altra forma leggibile da pro-
gramma, dove poter salvare il contenuto della directory HtmlFiles, o meglio
i percorsi dei files contenuti. In tal modo, conoscendo il nome di tale fi-
le ed avendo cura nel mantenerlo inalterato, sarà possibile all’avvio del
programma ricreare i files di progetto all’interno dell’Isolated Storage.
Visual Studio mette a disposizione degli eventi di pre e post compila-
zione che fanno al caso nostro: è possibile eseguire comandi da linea di
comando, al lancio di uno di questi eventi, inoltre sono disponibili variabi-
li di scripting (macro) che possono venire utilizzate in combinazione con i
comandi.
Sarebbe stato possibile utilizzare qualsiasi linguaggio di programmazio-
ne per creare un programma da linea di comando che scrivesse su file, ma
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Algoritmo 7.2 Script FileIndexer.js
in sede progettuale è stato ritenuto più semplice utilizzare uno script per la
piattaforma Windows Scripting Host, il cui tool è presente in tutti i sistemi
operativi a partire da Windows XP e consente l’utilizzo di Visual Basic o
JScript in combinazione con qualsiasi oggetto ActiveX presente nel siste-
ma: l’ideale è l’oggetto FileSystemObject che consente la manipolazione
in forma nativa del file system. Lo Script è mostrato nel listato 7.2.
Per abilitare gli eventi di precompilazione occorre accedere alle proprie-
tà del progetto (click con il tasto destro del mouse sul nome del progetto
nel Project Explorer), quindi accedere alla categoria Eventi di compilazione:
qui occorre cliccare su Modifica pre-compilazione per accedere al mini edi-
tor di linea di comando, da cui è possibile selezionare le macro da utilizzare
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Figura 7.4.1: Eventi di pre-compilazione
in modo del tutto grafico(fig. 7.4.1).
In questo modo, ad ogni compilazione, viene generato il file FileIn-
dex.xml, che contiene tutto l’albero di directory del progetto. La seconda
parte della soluzione sta a livello di inizializzazione dell’applicazione: se
apriamo il code behind della MainPage, troviamo la struttura della classe
MainPage che realizza la schermata principale.
È qui che dobbiamo aggiungere tutto il codice che gestisce in modo
personalizzato la pagina. Il costruttore contiene le istruzioni che vengono
utilizzate per inizializzare i componenti: creiamo quindi un metodo che ser-
virà a copiare i files dalla memoria di massa all’isolated storage, attraverso
ciò che è indicato nel file FileIndex.xml.
Il codice è mostrato nel listato 7.3, 7.4, 7.5.
A questo punto, possiamo creare un qualunque tipo di struttura proget-
tuale nella directory HtmlFiles, che fungerà da root dell’applicazione: se
eseguiamo il progetto, inserendo una pagina html statica qualunque nella
root con nome index.html, verrà aperta come pagina principale.
7.5 Libreria Javascript
Come per IPhone, siamo adesso pronti a realizzare un’infrastruttura Java-
script per poter interagire con il sottosistema formato dal dispositivo hard-
ware, ma anche per poter utilizzare certe primitive Javascript che sono di-
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Algoritmo 7.3 MainPage.xaml.cs e metodo CreateProjectFiles I
1 public void CreateProjectFiles ()
2 {
3 // obtain the isolated storage for the application
4 using (IsolatedStorageFile myStore = IsolatedStorageFile.
GetUserStoreForApplication ())
5 {
6 // create the base folder in the Isolated Storage:
7 myStore.CreateDirectory("HtmlFiles");
8 // obtain access to the file xml FileIndex
9 StreamResourceInfo file = Application.GetResourceStream
(new Uri("fileIndex.xml", UriKind.Relative));
10 if (file != null)
11 {
12 XmlReader reader = XmlReader.Create(file.Stream);
13 // create files tree -----
14 while (reader.Read())
15 {
16 if (reader.Name == "file")
17 {
18 string name = reader.GetAttribute("name");
19 int trim = name.IndexOf("HtmlFiles");
20 string relativePath = name.Substring(trim);
21 StreamResourceInfo fileToCopy = Application
.GetResourceStream(new Uri(relativePath
, UriKind.Relative));
22 if (fileToCopy != null)
23 {
24 using (BinaryReader br = new BinaryReader(
fileToCopy.Stream))
25 {
26 byte[] data = br.ReadBytes ((int)
fileToCopy.Stream.Length);
27 using (IsolatedStorageFileStream
outFile = myStore.OpenFile(
relativePath , FileMode.Create))
28 {
29 using (var writer = new
BinaryWriter(outFile))
30 {
31 writer.Write(data);
32 }
33 }
34 }
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Algoritmo 7.4 MainPage.xaml.cs e metodo CreateProjectFiles II
1 }
2 }
3 if (reader.Name == "folder")
4 {
5 string name = reader.GetAttribute("
name");
6 int trim = name.IndexOf("HtmlFiles")
;
7 string relativePath = name.Substring
(trim);
8 myStore.CreateDirectory(relativePath
);
9 }
10 }
11 }
12 }
13 }
sabilitate all’interno del componente WebBrowser, per citarne una, il clas-
sico metodo alert() che ci consente di mostrare una finestra di dialogo
modale con un messaggio.
Il Componente WebBrowser mette a disposizione un completo set di
API lato C# (o VB) per poter interagire con ciò che è mostrato all’inter-
no: il Layer javascript invece ha una sola possibilità per comunicare con
l’esterno: l’oggetto window.external.
Window.external contiene un metodo per notificare all’esterno un even-
to, attraverso la stringa che viene passata come argomento. Sulla base di
questa funzione possiamo costruire un meccanismo di callback asincrone
come avevamo fatto per IPhone, con la differenza che stavolta non possia-
mo costruire callback personalizzate annegate nei vari oggetti che astrag-
gono gli elementi hardware del telefono, in quanto non possono essere
chiamati dal sottostrato C#(VB).
Le funzioni che possono essere chiamate dall’esterno non devono ave-
re nomi composti: allora, scriviamo una sola funzione callback, che attra-
verso gli argomenti passati identificherà l’oggetto e la giusta elaborazione
da effettuare.
Per poter adattare completamente la WebBrowser Component alla pro-
grammazione Javascript, occorre sovrascrivere quelle primitive che sono
disabilitate: per quanto riguarda l’alert, facciamo in modo che venga visua-
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Algoritmo 7.5 MainPage.xaml.cs e Costruttore
1 using System;
2 using System.Collections.Generic;
3 using System.Linq;
4 using System.Net;
5 using System.Windows;
6 using System.Windows.Controls;
7 using System.Windows.Documents;
8 using System.Windows.Input;
9 using System.Windows.Media;
10 using System.Windows.Media.Animation;
11 using System.Windows.Shapes;
12 using Microsoft.Phone.Controls;
13 using System.IO.IsolatedStorage;
14 using System.Windows.Resources;
15 using System.Xml;
16 using System.IO;
17 using System.Diagnostics;
18 using System.Globalization;
19
20 namespace PhoneApp1
21 {
22 public partial class MainPage : PhoneApplicationPage
23 {
24 // Costruttore
25 public MainPage ()
26 {
27 CreateProjectFiles ();
28 InitializeComponent ();
29 }
30 //copy all project files into the Isolated
Storage
31 public void CreateProjectFiles ();
32 }
33 }
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lizzata una msgBox in linguaggio nativo, passando la funzione chiamata
come argomento alla window.external.notify.
Allo stesso modo, sovrascriviamo il metodo console.log che consente
di mostrare messaggi di debug in console. La libreria è salvata nel file
iambOOGap.js e deve essere inclusa all’interno delle pagine html per poter
utilizzare correttamente le API fornite (algoritmo 6.6).
L’architettura della liberia è rimasta invariata, qualsiasi dispositivo hard-
ware montato sugli smartphone dotati di sistema operativo Microsoft può
essere astratto in un oggetto Javascript, utilizzaibile poi all’interno di appli-
cazioni scritte in HTML + Javascript + CSS, a patto che:
• l’hardware sia manipolabile attraverso le librerie silverlight sviluppate
per WP7 o librerie ad hoc importabili nel progetto
• gli argomenti ed i dati siano serializzabili, in modo da poter essere
passati tra i Layer componenti.
7.6 Gestore delle richieste in linguaggio nativo
Abbiamo accennato ad un set di API esposte dall’oggetto WebBrowser per
manipolare l’html contenuto. In realtà a noi non interessa manipolare diret-
tamente il codice delle applicazioni che vive all’interno del componente, ci
basta insturare un dialogo con queste, trasparente al programmatore.
Il metodo window.external.notify() genera un evento catturabile dal co-
dice nativo: occorre specificare un handler, un gestore che si occuperà di
eseguire le opportune istruzioni in base al tipo di richiesta, per poi passare
i risultati di nuovo indietro attraverso la callback.
Questo Handler deve essere specificato all’interno delle proprietà del-
l’oggetto WebBrowser attraverso l’attributo ScriptNotify = "NativeRequests-
Handler" che è il gestore scritto in linguaggio nativo all’interno della pagina
MainPage.xaml.
L’handler riceve l’evento e come argomento, la cui proprietà Value con-
tiene l’argomento della funzione window.external.notify() consentendo il pas-
saggio di parametri serializzati (value è una stringa). Tutto ciò che occorre
è un protocollo di serializzazione per i metodi e i relativi argomenti.
Il protocollo scelto è formato dal nome del metodo nativo da chiamare
ed i relativi argomenti sono espressi separati da virgole: esattamente co-
me se si passasse la firma di una funzione completa di argomenti attuali,
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Algoritmo 7.6 IambOOGap.js per WP7
1
2 // function to communicate to native side
3 function callNativeSide(methodName){
4 window.external.notify(methodName)
5 };
6
7 // overridde alert() to native msgbox
8 function alert(msg){
9 window.external.notify("alert("+msg+")");
10 };
11 // overridde console.log() to native log
12 function console.log(msg){
13 window.external.notify("console.log("+msg+")");
14 };
15
16 // Object that represents language on the device
17 var Globalization = {
18 // current language
19 locale: "prova",
20 // method to obtain the language on the device
21 getLocale: function (){
22 callNativeSide("getLocale ()");
23 return this.locale;
24 }
25 }
26 var Network = {
27 // current Network status
28 callback: "",
29 // method to obtain the network status of the device
30 getNetworkStatus: function(callback){
31 Network.callback=callback
32 callNativeSide("getNetworkStatus ()");
33 return this.status;
34 }
35
36 };
37
38 // public callback called by native side
39 function callback(method , args){
40 if(method =="getLocale"){
41 Globalization.locale = args;
42 }
43 if(method =="getNetworkStatus"){
44 Network.callback(args);
45 }
46 }
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Figura 7.6.1: MVC
passati per valore: il passaggio per riferimento non è possibile, in quanto gli
spazi di memoria non sono direttamente indirizzabili (il motore javascript ne
ha uno suo, diverso da quello del linguaggio nativo, sono insiemi disgiunti).
All’interno, l’handler effettua il parsing degli argomenti, selezionando la
porzione di codice da utilizzare: se l’elaborazione è semplice, è possibile
effettuare le chiamate all’API direttamente da qui, altrimenti, è consigliabi-
le allocare un oggetto istanza di una classe che realizzi un’astrazione delle
API che si vogliono rendere disponibili sul Layer Javascript e semplicemen-
te chiamare il metodo giusto: questo per mantenere la leggibilità del codice,
evitando un “Fat controller” ossia un handler troppo voluminoso.
Questa soluzione strizza l’occhio al pattern Model View Controller, dove
il modello è realizzato dalle astrazioni degli oggetti, il controller è l’handler
dell’evento ScriptNotify, la View è il componente WebBrowser (schematiz-
zato nella figura 6.6.1).
Il Controller è Modellato dal metodo NativeRequestsHandler, il cui co-
dice è mostrato nel listato 6.7-6.8.
7.7 Applicazione di esempio
Portiamo l’applicazione di prova su windows phone 7. la pagina index.html
è mostrata nel listato 7.1, contiene un piccolo accorgimento che consente
la disabilitazione dello zoom via pinch (pizzico dello schermo), il meta-tag
<meta name="viewport" content="user-scalable=no" />. è consigliabile uti-
lizzarlo ove lo zoom non è necessario, in quanto il sistema di zoom auto-
matico è un po’ approssimativo e rende la user experience meno valida.
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Algoritmo 7.7 NativeRequestsHandler I
1 // handler to dispatch native requests to the
underneath logic
2 public void nativeRequestsHandler(object sender ,
NotifyEventArgs e)
3 {
4 string request = e.Value.Remove(e.Value.
IndexOf("("));
5 if (request.Equals("getLocale"))
6 {
7 string CurrentLanguage = CultureInfo.
CurrentCulture.ToString ();
8 webBrowser1.InvokeScript("callback", new
string [] { "getLocale",
CurrentLanguage });
9 return;
10
11 }
12 if (request.Equals("getNetworkStatus"))
13 {
14 bool NetStat = System.Net.
NetworkInformation.NetworkInterface.
GetIsNetworkAvailable ();
15 string res = "not␣connected";
16 if (NetStat) res = "connected";
17 this.webBrowser1.InvokeScript("callback",
new string [] { "getNetworkStatus",
res });
18 return;
19
20 }
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Algoritmo 7.8 NativeRequestHandler II
1 if (request.Equals("alert"))
2 {
3 string [] args = ((e.Value.Remove(0, (e.
Value.IndexOf("(")+1))).TrimEnd(")".
ToCharArray ())).Split(",".ToCharArray
());
4 MessageBox.Show(args[0], "Javascript␣
Alert", MessageBoxButton.OK);
5 return;
6
7 }
8 if (request.Equals("console.log"))
9 {
10 string [] args = ((e.Value.Remove(0, (e.
Value.IndexOf("(")+1))).TrimEnd(")".
ToCharArray ())).Split(",".ToCharArray
());
11 System.Diagnostics.Debug.WriteLine(args
[0]);
12 return;
13 }
14
15 }
7.7. APPLICAZIONE DI ESEMPIO 107
Algoritmo 7.9 index.html
1 <!DOCTYPE html>
2 <html>
3 <head>
4 <meta name="viewport" content="user -scalable=no" />
5 <title >
6 iambOOgap
7 </title >
8 <script type="text/javascript" src="Javascript/
iambOOGap.js"></script >
9 <script type="text/javascript">
10 function testLocale (){
11 var el = document.getElementById("locale");
12 el.innerHTML = "Current␣language␣is:␣" +
Globalization.getLocale ();
13 };
14
15 function testNetwork () {
16 Network.getNetworkStatus(function(res){
17 var el = document.getElementById("net");
18
19 if(typeof res.error != "undefined"){
20 el.innerHTML = "Network␣status:" + res.error;
21 return;
22 }
23 res=res.split(",");
24 el.innerHTML = "Network␣status:<br/>"
25 for (i = 0; i < res.length; i++) {
26 el.innerHTML += res[i].split(":")[0] +":␣"+
res[i]. split(":")[1]+"<br/>";
27 }
28 });
29 }
30 </script >
31 </head>
32 <body>
33 <h1>Locale and Network </h1>
34 <button onClick="testLocale ()">Locale </button >
35 <br />
36 <span id="locale"></span>
37 <br/>
38 <button onClick="testNetwork ()">Network </button >
39 <br />
40 <span id="net"></span>
41 <br />
42 <button onClick="alert(document.getElementById(’alert ’)
.value)">Alert </button >
43 <input type="text" id="alert" placeholder="alert␣msg"><
/input >
44 </body>
45 </html>
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creiamo una cartella Javascript all’interno di HtmlFiles e vi salviamo
IambOOGap.js, creiamo anche una cartella che ospiterà i fogli di stile.
Adesso siamo pronti ad eseguire il codice prodotto ed il risultato è mo-
strato nella figura 6.7.1. Se clicchiamo sui tasti Network e Locale testiamo
dinamicamente le API del framework che vanno ad eseguire direttamente
codice nativo, mentre il tasto Alert mostra il funzionamento della primitiva
ridefinita alert(), il cui messaggio è settabile attraverso la textbox a destra.
Se orientiamo il dispositivo in posizione orizzontale (landscape) vediamo
come il contenuto venga adattato automaticamente, come mostra la figura
6.7.4
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Figura 7.7.1: WP7 Application
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Figura 7.7.2: WP7 Application Alert I
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Figura 7.7.3: WP7 Application Alert II
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Figura 7.7.4: WP7 Application Landscape
Capitolo 8
WebOS
8.1 Introduzione
WebOS è un sistema operativo per dispositivi mobili creato per equipaggia-
re gli smartphone e tablet HP, i “Palm” per intenderci. Purtroppo la vita di
WebOs è molto travagliata, in quanto è stato lanciato con notevole ritardo
rispetto ad Android e IOS, inoltre i dispositivi Palm non hanno avuto una
migliore fortuna, portando HP a decisioni molto dure, quali cambiamenti al
vertice nella divisione mobile, fino all’apertura dei framework e di WebOS
all’open source.
Tuttavia, WebOs è un sofisticato sistema operativo, basato completa-
mente su tecnologie Web: il linguaggio di programmazione è il Javascript
ed il motore che interpreta le istruzioni è, a scelta, il famigerato node (il
motore Javascript di google Chrome, il più potente sul mercato) o il triton,
quindi, abbiamo potenzialmente il più potente motore disponibile.
Il nucleo del sistema è linux (kernel 2.6), quindi esiste un ponte c/c++
- Javascript che traduce le chiamate native in linguaggio macchina (fig.
7.1.1). WebOS ha due framework proprietari per la programmazione di ap-
plicazioni in linguaggio Javascript: questi non fanno altro che creare dinami-
camente gli oggetti HTML, quindi l’interfaccia è ancora HTML5, Javascript
e css.
Questo non fa altro che venirci in aiuto: il framework, come per Black-
berry Webworks, non è altro che un Wrapper che mappa le chiamate native
della nostra libreria su quella nativa: Mojo o Enyo. Un’applicazione scritta
in questo modo è quindi paragonabile ad una nativa, anche se gli elementi
sono statici, creati a mano o dinamici, creati attraverso una ulteriore libreria,
come sencha touch o jQuery mobile.
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Figura 8.1.1: WebOs Software Layers
Il browser dei Palm è molto evoluto, supporta quasi tutte le istruzioni
css webkit, (qualche piccolo problema con le immagini mask, risolvibile at-
traverso piccoli aggiustamenti); è basato su QTWebkit, per mostrare le pa-
gine web e applicazioni. Il nome in codice è "Isis Project", usa il paradigma
client-server per separare il processo di rendering dalla user interface.
Questo approccio architetturale migliora la user experience e consente
animazioni fluide. L’Isis Browser usa l’altamente portabile Qt framework per
con l’obiettivo di compatibilità cross browser (fondamentale per un progetto
open source). Su queste basi abbiamo la possibilità di realizzare applica-
zioni che si comportano veramente bene e dovremo solo preoccuparci di
aggiustare qualcosa dal punto di vista grafico.
La documentazione presente sul sito di WebOS è molto ben realiz-
zata e permette di impratichirsi in fretta sulla programmazione per que-
sto Sistema, inoltre è possibile anche imparare ad utilizzare i framework
originali: per uno sviluppatore web è abbastanza semplice impararne il
funzionamento per realizzare app native.
8.2 Struttura di una applicazione WebOS
A prescindere da quale framework venga utilizzato, la struttura base di una
applicazione è la stessa, così come sono gli stessi i files di configurazione.
Nella root troviamo i seguenti files:
• account_template.json Contiene callbacks e metadata che consento-
no al Synergy service diu interagire con l’Account Manager service.
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• appinfo.json Contiene informazioni sull’applicazione e su come viene
installata.
• framework_config.json Opzionale, contiene informazioni sul framework
utilizzato.
• packageinfo.json Definisce il contenuto del package contenente l’app,i
servizi, account templates, e altri files speciali.
• pluginname_appinfo.json File di configurazione richiesto da PDK Plug-
ins.
• services.json Contiene informazioni su come opera ed è costruito un
servizio
• sources.json Configura i sorgenti di un’applicazione
Troviamo anche il file index.html, che è l’entry point standard di una app,
una cartella per le immagini ed una di nome app, contenente i file dell’ap-
plicazione del framework utilizzato.
Il file più importante è l’appinfo.json, la cui struttura è mostrata nel listato
7.2: vediamo a cosa servono i campi più significativi.
• dockmode: settato a true, implica la possibilità di avviare l’applicazio-
ne quando il telefono è attaccato ad un dock
• icon: è il percorso del file icona (default icon.png) relativo rispetto
all’appinfo.json file.
• id: id dell’applicazione, unico, creato attraverso reverse DNS, una
volta pubblicata l’applicazione, non può essere più cambiato
• keywords: meta data che identificano l’app
• main: l’entry point dell’ app (index.html)
• miniicon: come icon, solo che stavolta è un’icona più piccola, default:
miniicon.png
• noDeprecatedStyles: true per eliminare dal caricamento i css depre-
cati del framework
• noWindow: true per avviare l’applicazione senza interfaccia grafica
(in background)
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• plugins: true per indicare che l’app usa PDK plugins
• requiredMemory: uso massimo della memoria in MB
• tapToShareSupported: true per indicare il supporto a tapToShare
• theme: indica il css del framework utilizzato
• title: titolo dell’app
• type: web indica una app Sdk, pdk una app Pdk based
• uiRevision: settato a 2 indica di sfruttare tutto il touchpad
• vendor: il proprietario dell’app
• vendorurl: url del proprietario
• version: versione dell’applicazione
• universalSearch: oggetto JustType Integration: serve per integrare
l’app con il motre di ricerca, maggiori info su
https://developer.palm.com/content/api/dev-guide/mojo/just-type.html
Algoritmo 8.1 framework_config.json
1 {
2 debuggingEnabled : boolean ,
3 escapeHTMLInTemplates : boolean ,
4 logEvents : boolean ,
5 logLevel : number ,
6 timingEnabled : boolean ,
7 useNativeJSONParser : boolean
8 }
Il file framework_config.json ha una struttura mostrata nell’algoritmo
7.1, contiene informazioni su come si deve comportare il framework e con-
sente di impostare il debug (con firebug lite), se effettuare l’escape del co-
dice html in automatico, se abilitare il logging degli eventi, il livello di log, se
misurare il tempo tra le transizioni di scena, se usare il JSON parser nativo.
gli altri files di configurazione sono di importanza inferiore e non verranno
trattati approfonditamente.
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Algoritmo 8.2 appinfo.json
1 {
2 "dockmode" : boolean ,
3 "icon" : string ,
4 "id" : string ,
5 "keywords" : string array ,
6 "main" : string ,
7 "miniicon" : string ,
8 "noDeprecatedStyles" : boolean ,
9 "noWindow" : boolean ,
10 "plug -ins" : boolean ,
11 "requiredMemory" : number ,
12 "tapToShareSupported" : boolean ,
13 "theme" : string ,
14 "title" : string ,
15 "type" : string ,
16 "uiRevision" : string ,
17 "vendor" : string ,
18 "vendorurl" : string ,
19 "version" : string ,
20 "universalSearch" : {
21 "action" : {
22 "displayName" : string ,
23 "url" : string ,
24 "launchParam" : string | any object
25 },
26 "dbsearch": {
27 "displayName" : string ,
28 "url" : string ,
29 "launchParam" : string ,
30 "launchParamDbField" : string ,
31 "displayFields" : string array ,
32 "dbQuery" : db8 Query object array
33 },
34 "search" : {
35 "displayName" : string ,
36 "url" : string ,
37 "launchParam" : string | any object
38 }
39 }
40 }
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8.3 L’ambiente di sviluppo
Per sviluppare applicazioni WebOs, scegliamo un ambiente di sviluppo
adeguato: occorre un IDE con supporto Web, javascript, css ed una buona
scelta può essere di nuovo Eclipse, corredato da due plugin: Aptana Studio
(che ha un ottimo supporto web) e il WebOs SDK Plugin. Prima di tutto oc-
corre scaricare l’SDK, dal sito di WebOs, dopodiché avviare il simulatore;
questo è un’immagine hardware virtuale, progettata per virtualbox, quindi
ci occorrerà anche una versione del sistema di virtualizzazione di Oracle .
Una volta che abbiamo tutto a posto, avviamo il simulatore, riconoscen-
do l’avvio del kernel di linux, fino a quanto mostrato in figura 7.3.1. L’emula-
tore mostra una risoluzione elevata, poiché emula il TouchPad HP, tuttavia è
in grado di eseguire tutte le applicazioni, ache quelle configurate come web,
per i dispositivi più piccoli (palmPre2, 3 ecc...). possiamo configurare una
applicazione in modo che comunque sfrutti tutto lo schermo del TouchPad
anche se nata per un dispositivo più piccolo, semplicemente impostando a
2 il valore della voce uiRevision nel file appinfo.json.
8.4 Il Framework
Essendo WebOs un sistema operativo completamente web, in cui le appli-
cazioni di per sé sono già scritte in javascript e html +css, iambOOGap per
gestire le chiamate al livello hardware non deve fare altro che rivolgersi al
framework Javascript nativo che consentirebbe anche di creare applicazioni
ex novo.
Poichè il sistema che stiamo sviluppando deve lasciare libero il pro-
grammatore di scegliersi l’interfaccia grafica e deve poterla scrivere in html5
standard, ciò che faremo è creare una applicazione vuota, includendo il file
javascript del framework nativo (ci servirà per le chiamate ai componen-
ti hardware) nelle pagine html, le quali saranno tutte incluse nella cartella
HtmlFiles, creata appositamente.
La libreria IambOOGap.js conserverà l’interfaccia creata per tutte le
altre piattaforme, ma chiamerà le funzioni di libreria del framework Mojo
sottostante, rendendolo, di fatto, trasparente.
La scelta di Mojo ai danni si Enyo è dovuta ad una questione di retro-
compatibilità con le versioni 1 e 2 dei Palm, che altrimenti non sarebbero
supportate. Per creare una applicazione vuota da Aptana Studio, installia-
mo il plugin WebOs, dal menu help->Install new software: qui clicchiamo
su add e inseriamo l’indirizzo:
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Figura 8.3.1: emulatore WebOs
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Figura 8.4.1: project explorer WebOs
https://cdn.downloads.palm.com/sdkdownloads/eclipse-update-site/site.xml
A questo punto, finita l’installazione, possiamo creare un nuovo progetto
WebOs dal menu files ed attivare la prospettiva dell’IDE associata. Sce-
gliamo una applicazione basic nel wizard, diamo il nome all’applicazione
e poi clicchiamo su finish: ci ritroviamo lo scheletro di una applicazione
WebOs, mostrato in figura 7.4.1.
Scriviamo una pagina html standard all’interno di index.html, inseriamo
un’intestazione HelloWorld e poi proviamo a eseguire il comando run dal
menu omonimo: otteniamo la schermata principale in figura 7.4.2, che è
stata ruotata per leggibilità.
8.5 Mojo
Mojo è un framework di programmazione Javascript che consente la crea-
zione di applicazioni per il sistema operativo WebOs, al pari di Enyo che è
la sua naturale evoluzione.
La scelta di Mojo è come già accennato per la sua compatibilità con le
versioni più vecchie di WebOs. Il Design Pattern che sta dietro a Mojo è il
ben Noto MVC, dove quindi troviamo una parte relativa al modello dei dati,
una relativa al controller ed una relativa all’interfaccia Grafica. Non sfrutte-
remo il framework al completo, ma solo una parte, quella che ci consente
di sfruttare l’hardware sottostante.
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Figura 8.4.2: HelloWorld WebOS
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Individuiamo quindi tutto quel set di API che fanno al caso nostro ed
escludiamo il resto: vogliamo che il programmatore possa portare le sue
applicazioni scritte per altre piattaforme tranquillamente su WebOs, mante-
nendo le chiamate alle API native, grazie ad una libreria ponte che chiame-
remo IambOOGap e che sarà presente ovviamente anche sugli altri Sistemi
Operativi.
Dalla API reference di Mojo troviamo:
• oggetto Mojo.Locale: sarà utilizzato dalla libreria per ottenere il lin-
guaggio impostato nel telefono
• oggetto Mojo.Environnment: contiene informazioni utili a livello hard-
ware, come dimensione dello schermo in pixel utili per dimensionare
correttamente le finestre.
• oggetto Mojo.Service: è fondamentale, in quanto è un webservice
che dialoga direttamente con l’hardware ed in quanto tale deve esse-
re utilizzato per astrarre la maggior parte dei componenti, come l’og-
getto network ad esempio, ma anche il browser, la rubrica contatti, il
lettore multimediale, la fotocamera ecc...
Non utilizziamo l’architettura MVC del framework Mojo, in quanto non con-
sentirebbe lo sviluppo di applicazioni con oggetti e pagine html standard ed
impedirebbe l’utilizzo di qualsiasi altro framework, vanificando l’obiettivo di
utilizzare lo stesso codice per tutte le applicazioni.
In realtà, per sfruttare il Mojo.Service occorrerà modificare l’API iam-
bOOGap.js, in quanto si tratta di un servizio con callback asincrone, chia-
mate alla risposta dal framework: per fare in modo che il programma segua
l’asincronia correttamente, occorrerà passare per argomento il codice che
viene eseguito al momento del callback, attraverso una funzione.
Il framework metterà il risultato della chiamata nell’argomento di tale
funzione, consentendo quindi l’esecuzione del codice al momento opportu-
no, evitando che venga eseguito del codice successivo alla chiamata che
magari ha bisogno del risultato, finendo per generare un errore in quanto il
risultato non è ancora definito.
L’utilizzo generico dell’ oggetto Service si basa sulla costruzione di un
oggetto di tipo Mojo.Service.Request: è in realtà un oggetto che consente
le chiamate di tipo AJAX al webservice che si trova nel layer sottostante, a
livello c++. Lo schema Ajax è mostrato nella figura 7.5.1.
All’oggetto Mojo.Service vengono passati vari argomenti:
1. l’URI del servizio che si intende chiamare;
8.5. MOJO 123
Figura 8.5.1: Ajax
2. Un array JSON contenente:
(a) il metodo da chiamare
(b) i parametri del metodo
(c) la callback da chiamare in caso di successo
(d) la callback da chiamare in caso di fallimento
(e) la callback da chiamare in caso di completamento della chiamata
Dunque, WebOs prevede per ogni servizio hardware un URI della for-
ma: “palm://com.palm.nomeservizio” dove nomeservizio va sostituito ov-
viamente con il nome del servizio che si vuole ottenere. La tabella 7.1
mostra l’elenco dei servizi disponibili, gli ultimi due hanno bisogno della
creazione di un account tramite la com.palm.accounts.crud.
Il servizio application Manager consente la chiamata alle applicazioni
presenti sul telefono e ad effettuare richieste alle stesse: utilizziamo que-
sto servizio per avviare il lettore multimediale o avviare la forocamera, per
intenderci.
Il servizio connection manager consente il test delle funzionalità di rete,
location invece dà accesso al GPS, downloadmanager al sistema di do-
124 CAPITOLO 8. WEBOS
URI Servizio
palm://com.palm.applicationManager
palm://com.palm.connectionmanager
palm://com.palm.location
palm://com.palm.downloadmanager/
palm://com.palm.bluetooth/gap
palm://com.palm.db/
palm://com.palm.systemProperties
palm://com.palm.systemservice
palm://com.palm.power/timeout
palm://com.palm.accounts/crud
palm://com.palm.contacts/crud
palm://com.palm.calendar/crud
Tabella 8.1: servizi WebOS
wnload, timeout per impostare (cancellare) un allarme (una sveglia e.g),
bluetooth consente l’accesso al dispositivo bluetooth, db è l’accesso al da-
tabase interno, system e systemProperties consentono l’accesso a dati di
sistema.
8.6 PalmSystem
Il framework Mojo per effettuare chiamate al sottosistema hardware non
sfrutta solamente il protocollo di servizi Mojo.Service, ma anche l’oggetto
PalmService, esposto nel browser come membro di window. Questo con-
tiene dei metodi per ottenere direttamente informazioni dallo strato Hard-
ware, utile nei casi in cui sia necessaria velocità di risposta che Service
non dà.
Ecco il caso dell’accelerometro, a cui possiamo chiedere l’orientamen-
to del telefono semplicemente leggendo la proprietà windowOrientation di
PalmService. attraverso PalmService è possibile impostare l’esecuzione
dell’applicazione a schermo intero (la finestra dell’applicazione copre la
barra di stato), grazie al metodo enableFullScreenMode(true).
PalmSystem è comunque un oggetto nascosto, che viene utilizzato dai
Framework Enyo e Mojo ma non si trova una documentazione esaustiva su
tutte le sue funzionalità. Il metodo principale per individuarne le funzionalità
è cercare tra le API di Mojo funzionalità che non coinvolgono Mojo.Service,
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quindi aprire, all’interno delle directory dell’SDK, quella del framework Mojo
e quindi il file javascript associato, cercando all’interno il codice che effettua
la chiamata al PalmSystem per avere un feedBack sull’architettura di tale
metodo.
Possiamo quindi, quando ci è utile, scavalcare Mojo.js puntando diret-
tamente a PalmSystem, a patto di sapere quale metodo chiamare e come
chiamarlo.
8.7 La libreria Javascript
IambOOGap.js in versione WebOs non ha la controparte in linguaggio nati-
vo, ma sfrutta il sistema già presente di Framework Mojo.Js e PalmSystem.
Partendo dall’esempio mostrato di Hello World, costruiamo quello che è
un Wrapper che incapsula le chiamate al framework e a PalmSystem negli
oggetti che abbiamo già conosciuto nelle versioni precedenti.
Per rendere possibile una programmazione in Javascript, è naturale vo-
ler utilizzare le primitive fornite dal sistema, come le alert (le confirm), i
console.log per il logging, ma purtroppo non siamo all’interno di un browser
standard e quindi certe cose non funzionano. L’alert (e le confirm) sono pro-
gettate per funzionare solo all’interno del framework, sia esso Mojo o Enyo,
come dialog modali. quindi se proviamo a scrivere alert(“messaggio”); non
avremo risposte.
Inoltre non possiamo sfruttare il framework stesso per mostrare le dia-
log, in quanto occorrerebbe utilizzare il controller e le viste dedicate, che
spazzerebbero via tutto l’htmlstatico scritto e la convivenza con altri fra-
mework non funzionerebbe.
Si aprono allora due strade:
1. L’utilizzo di PalmSystem per creare un alert fittizio: PalmSystem ha un
metodo che consente la visualizzazione di un banner con un messag-
gio, che automaticamente viene fatto sparire dopo qualche istante, il
PalmSystem.addBannerMessage(“messaggio”).
2. L’utilizzo di Html, javascript e css per creare una finestra di dialogo ad
Hoc. È la soluzione che viene realizzata nel framework mojo, ed è
anche quella che viene realizzaa per iambOOGap.
Il listato 7.3 mostra il codice della libreria. La funzione alert genera il codice
necessario a mostrare la finestra di dialogo, il cui aspetto è regolato da un
css, appositamente strutturato (algoritmo 7.4)
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Algoritmo 8.3 IambOOGap.js
1 PalmSystem.enableFullScreenMode(false);
2 function alert(msg) {
3 // PalmSystem.addBannerMessage(msg);
4 var overlay = document.createElement("div");
5 overlay.innerHTML = "<div␣class =\" __alertDiv\"><p>" + msg +
"</p></br ><button␣onclick =\" removeAlert ()\">OK </button
></div >"
6 overlay.setAttribute("class", "__alert");
7 overlay.setAttribute("id", "__alert");
8 document.body.appendChild(overlay);
9 }
10
11 function removeAlert () {
12 document.body.removeChild(document.getElementById("__alert")
);
13 }
14
15 var Globalization = {
16 getLocale : function () {
17 return Mojo.Locale.getCurrentLocale ();
18 }
19 }
20
21 var Network = {
22 e : "",
23 getNetworkStatus : function(result) {
24 var Obj = new Mojo.Service.Request(’palm :// com.palm.
connectionmanager ’, {
25 method : ’getstatus ’,
26 parameters : {
27 subscribe : true
28 },
29 onSuccess : function(res){
30 var net={
31 success: true ,
32 wifi: res.wifi.state ,
33 wan: res.wan.state ,
34 bridge: res.bridge.state ,
35 };
36 result(net);
37 },
38 onFailure : function(e) {
39 var net = {
40 success: false ,
41 reason: "failed␣to␣obtain␣network␣object",
42 }
43 result(net);
44 }
45 });
46
47 return Network.e;
48
49 }
50 }
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Algoritmo 8.4 iambOOGap.css
1 .__alert{
2 position: absolute;
3 left: 0px;
4 top: 0px;
5 width :100%;
6 height :100%;
7 text -align: center;
8 z-index: 1000;
9 background -image: url (../ images/alertBG.png);
10 }
11
12 .__alertDiv{
13 width :50%;
14 margin: 20% auto;
15 background -color: #fff;
16 border :1px solid #000;
17 padding :5%;
18 text -align: center;
19
20 }
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Il difetto più grande di queste soluzioni è che un alert nativo blocca l’e-
secuzione del codice Javascript, che viene ripreso una volta toccato l’ok;
invece, un alert così costruito, o anche la versione via banner, non bloc-
cano l’esecuzione del programma: bisogna tenere conto di questo quando
scriviamo i nostri programmi.
Il metodo getNetworkStatus è fatto in modo da sfruttare l’asincronicità
del servizio sottostante, gli si passa la callback, la funzione che deve essere
eseguita una volta che il dialogo con il servizio è finito.
Prevediamo in caso di successo che il risultato della richiessa venga
passato alla callback come argomento ed avente la proprietà result fissata
a true. Se la richiesta non avesse successo, result sarebbe a false e la
proprietà reason conterrebbe una breve spiegazione dell’errore.
8.8 La pagina di Test
il listato 7.5 contiene il codice che realizza la pagina di test, mentre gli
screenshots successivi mostrano l’utilizzo delle API fornite sul simulatore
del Palm OS.
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Algoritmo 8.5 pagina index.html
1 <!DOCTYPE html>
2 <html>
3 <head>
4 <title >iamboogap </title>
5 <script src="/usr/palm/frameworks/mojo/mojo.js" type="
text/javascript" x-mojo -version="1"></script >
6 <!-- application stylesheet should come in after the one
loaded by the framework -->
7 <link href="stylesheets/iamboogap.css" media="screen" rel
="stylesheet" type="text/css">
8 <script type="text/javascript" src="app/iambOOGap.js"></
script >
9 </head>
10 <body>
11 <h1>API Test Application </h1>
12 </br>
13 <button onClick="showLocale ()">
14 Test Language
15 </button >
16 </br> <span id="locale"></span>
17 </br>
18 <button onClick="showNetworkStatus ()">
19 Test Network
20 </button >
21 </br> <span id="network"></span>
22 </br>
23 <button onClick="testAlert ()">
24 Test Alert
25 </button >
26 <input type="text" id="alertText"/>
27 </body>
28 </html>
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Algoritmo 8.6 script per index.html
1 <script type="text/javascript">
2 function showLocale () {
3 var el = document.getElementById("locale");
4 if( typeof Globalization == "undefined") {
5 el.innerHTML = "error ,␣cannot␣connect␣to␣
Globalization␣API";
6 } else {
7 el.innerHTML = "Current␣Language␣is:␣" +
Globalization.getLocale ();
8 }
9 }
10
11 function showNetworkStatus () {
12 var el = document.getElementById("network");
13 if( typeof Network == "undefined") {
14 el.innerHTML = "error ,␣cannot␣connect␣to␣
Network␣API";
15 } else {
16 Network.getNetworkStatus(function(result)
{
17 if(result.success){
18 el.innerHTML = "Network␣status␣is␣wlan:
␣" + result.wifi +
19 ";␣wan:␣"+ result.wan +
20 ";␣bridge:␣" + result.bridge +";";
21 }
22 else{
23 el.innerHTML = result.reason;
24 }
25 });
26 }
27 }
28
29 function testAlert () {
30 var text = document.getElementById("alertText
").value;
31 alert(text);
32 }
33 </script >
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realizzare
Figura 8.8.1: Test Page sul simulatore WebOs
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Figura 8.8.2: Test Page e alert
realizzare
Capitolo 9
Nokia Symbian
9.1 Introduzione
In precedenza, abbiamo accennato alla situazione di Nokia, in ambito Win-
dows Phone. La maggior parte degli smartphones del colosso finlandese
in possesso dei clienti monta ancora il sistema operativo Symbian ed è una
fetta non indifferente, in quanto Nokia per numero di telefoni venduti era
leader di mercato fino all’anno passato, anche se in netta flessione.
Lo sviluppatore mobile non può trascurare quindi questa ancora nutri-
ta fetta di mercato e Nokia mette a disposizione ottimi strumenti per rea-
lizzare applicazioni per i propri dispositivi. Concentrandoci sullo sviluppo
Web, è possibile realizzare applicazioni web impacchettate, che si installa-
no direttamente sul telefono e non hanno bisogno obbligatoriamente della
connessione internet attiva: sono i Widget, che successivamente sono stati
standardizzati dal W3C su una base molto simile ai nokia.
Nokia ha realizzato un proprio framework per i widget, quindi come per
quanto fatto per WebOs e Blackberry, possiamo partire come base da que-
sto per derivare la libreria-framework alternativa, come già realizzato per
blackberry Webworks e WebOs. Dunque, per i possessori di telefoni co-
me Nokia N-8, C-7 astound ecc., a partire dalla versione di symbian^3,
è possibile utilizzare il kit WRT, che contiene oggetti e API dedicate alla
realizzazione di widget applications.
Come complemento, è possibile integrare un framework javascript rea-
lizzato appositamente per i Nokia, basato sul noto JQuery, Guaranà con-
sente di dare un aspetto “nativo” ai widget WRT, tuttavia si perderebbe una
fondamentale utilità che un framework globale come IambOOGap, cioè di
133
134 CAPITOLO 9. NOKIA SYMBIAN
utilizzare un solo codice sorgente e poterlo portare, sia pure con piccoli
adattamenti sul maggior numero di piattaforme.
9.2 Struttura di un Widget WRTKit
Un widget è in tutti i sensi una vera e propria applicazione stand alone che
gira in locale sullo smartphone, sfruttando come motore grafico il browser
integrato nel telefono e quindi le interfacce sono scritte nel linguaggio del
web ed il motore di elaborazione in Javascript.
In base a questa premessa, possiamo descrivere l’architettura di un
widget Nokia WRTKit. Il punto di partenza è una cartella base, la radice
dove verranno salvati tutti i files che comporranno la nostra applicazione.
All’interno della radice sono obbligatori:
• file info.plist: è un file xml, che contiene informazioni fondamentali sul-
l’esecuzione e l’architettura del widget stesso, un po’ come il manifest
di android
• file <name>.html è un file html che fa da radice al progetto: è il file
che viene aperto all’avvio del widget, il cui nome deve essere indicato
nel file info.plist e deve essere unico
• icon.png è un file png che contiene un’icona, la quale rappresenta
l’applicazione nel menu delle applicazioni dello smartphone. Secon-
do le linee guida delle applicazioni Nokia, la grandezza consiglia-
ta è 88x88 pixel e se omesso questo file è inserito dall’ambiente di
sviluppo in modalità standard.
Gli altri files contenuti sono tutti opzionali, sono altri files html, css, java-
script (anche all’interno di directory dedicate).
9.2.1 File info.plist
Gli elementi del file info.plist sono:
• DisplayName: è una stringa, obbligatoria, nella quale è contenuto il
nome del widget, mostrato nel menu delle applicazioni;
• Identifier: una stringa che identifica univocamente l’applicazione.
• MainHTML: una stringa che specifica il nome del file HTML che farà
da main e verrà caricato all’avvio del Widget
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Algoritmo 9.1 info.plist
1 <?xml version="1.0" encoding="UTF -8"?>
2 <!DOCTYPE plist PUBLIC " -//Nokia //DTD␣PLIST␣1.0// EN" "
http: //www.nokia.com/DTDs/plist -1.0. dtd">
3 <plist version="1.0">
4 <dict>
5 <key>DisplayName </key>
6 <string >iambOOGap </string >
7 <key>Identifier </key>
8 <string >com.iambOOGap.widget </string >
9 <key>Version </key>
10 <string >1.0.0</string >
11 <key>AllowNetworkAccess </key>
12 <true/>
13 <key>MainHTML </key>
14 <string >index.html</string >
15 <key>MiniViewEnabled </key>
16 <true/>
17 </dict>
18 </plist>
• Version: una stringa opzionale che specifica la release version del
Widget
• AllowNetworkAccess: un booleano che dà il diritto di accesso a risor-
se remote accessibili via rete
• MiniViewEnabled: un booleano opzionale che se attivato, specifica la
visualizzazione del Widget nella pagina principale dello smartphone,
come accade nei widget da desktop
il listato 8.1 mostra un esempio di info.plist.
9.2.2 L’ambiente sviluppo
Per sviluppare widget Symbian, è sufficiente una copia dell’ambiente di svi-
luppo integrato IDE distribuito dal sito nokia develop: è semplicemente una
versione personalizzata di Eclipse, a cui è stato aggiunto Aptana studio e
infine l’integrazione con l’emulatore Symbian. Il tutto è liberamente scarica-
bile dal sito http://www.developer.nokia.com/info/sw.nokia.com/id/054b94d5-
4cdf-4b17-b268-bedcfc421ba6/Nokia_Web_Tools_1_2_for_Symbian.html.
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Figura 9.3.1: Struttura Progetto base WRT
9.3 IambooGap.js
Al solito, partiamo da uno scheletro di progetto: semplicemente creiamo un
nuovo progetto Widget dal menu file->new->Symbian Web App (WGZ) (da
qui è possibile anche creare un widget per seriers 40, ma ciò esula dalla
presente trattazione).
Il Wizard ci chiederà il nome dell’applicazione, compilando per noi il file
info.plist di base e creando la struttura di base del progetto.
Una volta che abbiamo il nostro progetto base possiamo creare un nuo-
vo file, quello che conterrà la libreria vera e propria: iambOOGap.js. Ovun-
que si voglia utilizzare per sfruttare l’hardware sottostante, occorrerà inclu-
derlo, altrimenti dovremmo sfruttare il complicato sistema creato da nokia
per i Widget, imparando ancora una volta un nuovo framework.
Implementiamo i due oggetti consueti: Globalization e Network. Il pro-
blema principale di questo wrapper per WRTKit sottostante è che WRTKit
non è progettato per essere estensibile: non possiamo passargli come ar-
gomento in più una callback nel caso di chiamate asincrone, dobbiamo tro-
vare un artifizio per poter nascondere al programmatore la chiamata vera
e propria.
Ciò che è stato architettato è che la callback viene passata come argo-
mento al metodo getNetworkStatus() (come da specifiche), ma viene mes-
sa in una variabile di appoggio (chiameremo questa callback “esterna”),
mentre una prima callback (che chiameremo “interna”), già pronta viene
chiamata dal framework WRT, attraverso la primitiva getInfo() che consente
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Algoritmo 9.2 iambOOGap.js I
1 var Globalization = {
2 getLocale: function (){
3 try {
4 systemServiceObj = device.getServiceObject("Service.
SysInfo", "ISysInfo");
5 // Initialize the criteria for the service object and
obtain the
6 // information
7 var criteria = new Object ();
8 criteria.Entity = "General";
9 criteria.Key = "InputLanguage";
10 var result = systemServiceObj.ISysInfo.GetInfo(criteria);
11 return this.convertLangCode(result.ReturnValue.Status);
12 }
13 catch (ex) {
14 alert(ex);
15 return;
16 }
17
18 },
19 convertLangCode: function(code){}
20 }
di leggere le proprietà di sistema dello smartphone.
Una volta in esecuzione la callback interna, questa genererà un ogget-
to JSON contenente il risultato dell’elaborazione, quindi lo passerà come
argomento alla callback esterna, invocandola. È importante che la callback
interna sia nello stesso scope di quella esterna, così da poterla invocare
correttamente.
Il codice prodotto è mostrato nel listato 8.2-8.3-8.4. Un’altra cosa im-
portante riguarda la conversione delle risposte di WRT in quelle specifiche
di iambOOGap.js, poiché le informazioni che provengono da WRT sono
in forma numerica, mentre quelle che ci servono sono stringhe: i costrutti
Switch presenti servono a questo, così come il metodo convertLangCode().
9.4 Test Application
Una volta che la libreria è pronta possiamo portare la test application sui
dispositivi Nokia. Il file index.html è mostrato nel listato 8.6, mentre le
successive immagini mostrano il risultato sull’emulatore.
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Algoritmo 9.3 iambOOGap.js II
1 var Network = {
2 status: "unknown",
3 getNetworkStatus: function(cback){
4 try {
5 Network.callback=cback;
6 systemServiceObj = device.getServiceObject ("
Service.SysInfo", "ISysInfo ");
7 var criteria = new Object ();
8 criteria.Entity = "Connectivity ";
9 criteria.Key = "ActiveConnections ";
10 var cb = function(transId , eventCode , result)
{
11 var r;
12 r = "{\n";
13 while (true) {
14 var i = result.ReturnValue.
ConnectionList.getNext ();
15 if (typeof i == "undefined ")
16 break;
17 switch (i.ConnectionType) {
18 case -1:{
19 r += "\" unknown \":";
20 break;
21 }
22 case 0:{
23 r += "\"CSD \":";
24 break;
25 }
26 case 1:{
27 r += "\" WCDMA \":";
28 break;
29 }
30 case 2:{
31 r += "\"LAN \":";
32 break;
33 }
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Algoritmo 9.4 iambOOGap.js III
1 case 3:{
2 r += "\" CDMA2000 \":";
3 break;
4 }
5 case 4:{
6 r += "\"GPRS \":";
7 break;
8 }
9 case 5:{
10 r += "\" HSCSD \":";
11 break;
12 }
13 case 6:{
14 r += "\" EGPRS \":";
15 break;
16 }
17 case 7:{
18 r += "\"WLAN \":";
19 break;
20 }
21 case 8:{
22 r += "\" bluetooth \":";
23 break;
24 }
25 case 9:{
26 r += "\"VPN\":";
27 break;
28 }
29 }
30 switch (i.ConnectionStatus) {
31 case 0:{
32 r += "␣\" disconnected \",\n";
33 break;
34 }
35 case 1:{
36 r += "␣\" connected \",\n";
37 break;
38 }
39 }
40
41 }
42 r += "}";
43 r = r.replace(" ,\n}", "\n}");
44 Network.callback(r);
45 }
46 systemServiceObj.ISysInfo.GetInfo(criteria , cb);
47
48 }
49 catch (e) {
50 alert(e);
51 return;
52 }
53 },
54 callback: ""
55
56 }
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Algoritmo 9.5 iambOOGap.js IV
1 convertLangCode: function(code){
2 switch (code) {
3 case 0:{
4 return "NA"
5 }
6 case 1:{
7 return "EN"
8 }
9 case 2:{
10 return "FR"
11 }
12 case 3:{
13 return "GE"
14 }
15 case 4:{
16 return "SP"
17 }
18 ...
19
20 case 62:{
21 return "KK";
22 }
23 ...
24
25 case 326:{
26 return "MA";
27 }
28
29 }
30
31 }
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Algoritmo 9.6 index.html
1 <!DOCTYPE html>
2 <html>
3 <head>
4 <title >Sample web app</title >
5 <meta http -equiv="Content -Type" content="text/
html;␣charset=UTF -8" />
6 <script language="javascript" type="text/
javascript" src="iambOOGap.js">
7 </script >
8 <link rel="stylesheet" href="basic.css" type="
text/css" />
9 <script type="text/javascript">
10 function testLanguage (){
11 var el = document.getElementById("locale"
);
12 el.innerHTML = "Current␣Language␣is:␣" +
Globalization.getLocale ();
13
14 };
15
16 function testNetwork (){
17 Network.getNetworkStatus(function(result)
{
18 var el = document.getElementById("net
");
19 el.innerHTML = "Network␣status:␣<br/>
" + JSON.stringify(result);
20 });
21 }
22 </script >
23 </head>
24 <body>
25 <h1>Test Application </h1>
26 <br/>
27 <button onclick="testLanguage ()">Test Language </
button >
28 <br/>
29 <span id="locale"></span>
30 <br/>
31 <button onclick="testNetwork ()">Test Network </
button >
32 <br/>
33 <span id="net"></span>
34 </body>
35 </html>
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Figura 9.4.1: Test Application su Nokia simulator I
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Figura 9.4.2: Test Application su Nokia simulator II
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Capitolo 10
Conclusioni
10.1 Prestazioni
Ciò che si deve tener presente, quando si programma un’applicazione è
sempre lo scopo per cui viene programmata. Di solito, esistono requi-
siti prestazionali che devono essere soddisfatti per garantire una qualità
soddisfacente.
Se l’applicazione ha requisiti di elaborazione elevati, è meglio scegliere
una soluzione nativa, in quanto si è sempre legati non solo all’hardware
disponibile, ma a maggior ragione al browser disponibile.
Per chiarire meglio la questione, ricordiamo che Javascript è un linguag-
gio interpretato, ossia non tradotto in linguaggio macchina, ma è letto dal
browser o dal programma che lo fa girare, che a sua volta viene poi esegui-
to (di solito) in linguaggio macchina, ma a volte viene interpretato di nuovo
(pensiamo ad Android dove la base è linux ma tutto gira all’interno di una
macchina virtuale Java).
Questo ulteriore Layer rallenta tutta l’elaborazione, nonché ne danneg-
gia la stabilità; tuttavia, per applicazioni classiche, nelle quali il peso mag-
giore sta nell’I/O tra dispositivo e utente, mentre magari, nello stile più at-
tuale le elaborazioni vere e proprie vengono effettuate on the cloud, remo-
tamente, la soluzione Framework Wrapper è l’ideale.
Ci sono delle eccezioni: WebOs è l’unico SO basato direttamente su
Javascript, in cui il layer sottostante è node (o triton) un motore Javascript
che esegue il codice direttamente in linguaggio macchina, è anche l’unico
in grado di soppportare elaborazioni pesanti.
Tuttavia, per i suddetti motivi, occorre pensare in sede di progetta-
zione molto bene a cosa si intende fare prima di scegliere iambOOGap
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(o PhoneGap) come soluzione implementativa per la propria applicazione
mobile.
10.2 Conclusioni
Alla luce dei fatti qui esposti, non possiamo negare l’affascinante sogno di
poter programmare unificando i linguaggi e le piattaforme esistenti, astraen-
doci dall’hardware e concentrandoci quindi su sviluppo e progettazione,
contraendo i tempi di sviluppo di circa 4 volte.
Un’altro vantaggio da considerare notevolmente è la minor spesa in ri-
sorse umane, in quanto non occorre studiare altro che le tecnologie Web e
SQL (la trattazione dei dati resta fondamentale) e sicuramente gli sviluppa-
tori web sono più numerosi degli sviluppatori ad esempio Objective-c.
Siamo sull’orlo di una rivoluzione ulteriore nello sviluppo di applicazioni
mobili? lo sviluppo delle tecnologie mobili grazie ai linguaggi del Web è
il futuro? Non siamo ancora in grado di rispondere a queste domande,
possiamo solo notare come le App sviluppate con queste tecnologie stiano
piano piano conquistandosi una fetta importante nel mercato e quanto il
time to market condizioni anche i prodotti software.
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