A predicate that appears in specification or code can implement a condition. In this paper, we propose a Predicate-Driven Petri Net(PDPN) 
Introduction
Software testing is one of key technologies to guarantee quality and reliability of software [1] . A predicate that appears in specification or code can implement a condition that describes a requirement of the software system under development. Predicate testing, which requires certain types of tests for each predicate, can guarantee to detect certain faults in the coding of conditions, and ensure that there are no errors in the implementation of conditions [2, 3] . Predicate testing targets three classes of fault: Boolean operator fault, relational operator fault, and arithmetic expression fault [4] . In this paper, we focus on the detection of Boolean operator faults in a general form Boolean expression.
Test cases generation criteria or strategies for Boolean expression have been proposed by software researchers in the past two decade. Tai [5] devised BOR-, BRO-adequate tests strategies for generating test cases, but they restricted their works to the testing of singular Boolean expressions. Weyuker et al. [6] designed a MI (Meaning Impact) strategy for automatically generating test cases that can be applied to singular or nonsingular Boolean expressions. Paradkar et al. [7] proposed a BOR-MI strategy that can generate more effective and less test cases than the original MI strategy. Chen et al. [8, 9, 10] proposed a set of more efficient test case generation strategies called MUMCUT. Kaminski et al. [11] introduced an extension of MUMCUT, called Minimal-MUMCUT, which guarantees to detect the same types of faults with fewer test cases.
All these fault-based strategies only select a subset of an exhaustive test set and achieve a higher fault-detection capability [12, 13, 14] . However, these strategies, which are referred to as IDNF-oriented test strategies [15] , are applicable only to some restricted forms such as Irredundant Disjunctive Normal Form (IDNF) of Boolean expression, and not to the original expression. This means that faults are introduced in the context of a general form Boolean expression that is implemented by a designer or programmer [16] . The corresponding equivalent IDNF may change some faults of the original expression, and may miss detection of some faults of the original Boolean specifications, too.
In this paper, we propose a Predicate-Driven Petri Nets (PDPN) that is a high-level formalism of Petri Nets [17] , one of techniques can be applied to analyze and test the behavior for the interaction between predicate operators and predicate individuals or variables or expressions. By using PDPNs, we present an generalized BOR-MI strategy called as Meaning Match Search approach, or simply MeMS, for testing general form Boolean expressions. In our strategy, a Boolean expression can be partitioned into several sub-expressions by using the iteration partition of PDPNs. Each sub-expression will be abstracted into a place of the PDPN in next iteration. The MeMS strategy of test case generation can guarantee the detection of Boolean operator faults. This paper is organized as follows. Section 2 formally defines PDPNs model. Section 3 describes the dynamic properties of a PDPN by the behavior function. In section 4, an iterative partition approach for PDPNs and the algorithm that generates test cases are described. Section 5 discusses an example for generating test suite. Finally, a conclusion is given in Section 6.
In the following, similarly proposed by Lau and Yu [18, 19] , we will use "·", "+" and "ˉ" to denote the Boolean operators AND (or "  "), OR (or "  ") and NOT (or "﹁"), respectively. Moreover, we will omit the "·" symbol whenever it is clear from the context. The truth values "TRUE" and "FALSE" are denoted by "t" and "f", respectively. We use "β" to denote the set of all truth values, i.e. β = {t, f}. The 
Predicate-Driven Petri Nets
where ⑴ P is a finite set of predicate places modeling states of a system; T is a finite set of transitions involving operations of predicate expressions, and
is a flow relation, or simply a set of arcs. ⑵ V is a set of predicate formulae including individuals (constants), variables and first order logic formulae built from individuals, variables and operations. ⑶ B represents the infinite set of all values for corresponding variables in V, and
is a labeling function on arcs. Given an arc
, is a set of labels, which are n-tuple of the element in V' that is a subset of V, and only embraces individuals, variables in V. The tuples in L(f) have the same length, representing the arity of the predicate connected to the arc f. -
V T  :
 is a mapping. The inscription formula on transition 
, where
is the set of tokens residing in predicate p. Each token is described as l b , where
is a set of events, and represents the firing of enabled transition t w.r.t
is a set of input, and denotes input actions associated with the transition. ⑺
is a set of output, and denotes output actions associated with the transition. ⑻In a PDPN, there is initial node s 0 and terminal node s f , and
denote outdegree and indegree of the node p, respectively.
Automatic Figure 1 .
In Figure 1 , each single variable or its negation is directly described in the predicate node, and each inscription formula
, is represented in angle brackets near predicate node p. A sub-PDPN denoted in a dotted frame is supplied for iteration. 
Behavior Description of PDPNs
be the input (precondition) tokens and output (post-condition) tokens of firing  t , respectively [20] . A behavior function ρ of a PDPN Σ maps a transition to a set of all possible scenarios developed, and is formal defined as follows: 
Where M denotes a marking of the PDPN Σ before the firing  t , and 
Test Cases Generation Based on PDPNs

Iterative partition for PDPNs
As we all know, the weighted EDPN is a high-level formalism of Petri Nets [21] . In [22] , using iteration of the weighted EDPN, an approach that partitions a system of OOP into several subsystems was proposed. Similarly, a Boolean expression can be partitioned into several sub-expressions by using the iteration of PDPNs, too. A sub-expression 1 p will be abstracted into a place of the PDPN in next iteration. The new place is denoted using a literal that is the complementary of any literal in another sub-expression 2 p . However, we generate a test suite TS from a given Boolean expression p such that TS is minimal. The complementary literal replacing 1 p should firstly be chosen from literals simultaneously occurring in both 1 p and 2 p .
For example, we consider the general form Boolean expression
. As shown in a dotted frame in Figure 1 , the sub-PDPN of sub-expression 
All predicate places satisfy a first order logic formula 
Test Cases Generation Algorithms
In order to generate minimal test suites, the set product must be considered firstly. The onto set product operator, which is written as "  ", can be defined as follows: for finite sets P and Q, Q P  is a minimal set of pairs ) ,
, and each element of P appears at least once as p and each element of Q appears at least once as q [2] . Boolean operator such as "  ", "  " and "﹁" in a 
Step 2 For
, we initialize each predicate place p with its constraint set
, and
Step 3 Under TP, in accordance with the order of firing dictionary sort, it is easy to see that  is the
