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FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF INFORMATION SYSTEMS
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AUTHOR
BRNO 2008
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Tato bakalářská práce představuje agilńı metodologii zvanou vývoj ř́ızený testy a ilu-
struje jej́ı použit́ı na ukázkovém př́ıkladě pomoćı testovaćıho nástroje. Během ilustrace
jsou vysvětleny techniky slouž́ıćı k dosažeńı ćıle softwarového projektu. Dále je diskutován
vliv vývoje ř́ızeného testy na kvalitu sofwarového produktu.
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Abstract
This bachelor’s thesis introduces an agil method called test-driven development and illustra-
tes it by an example using a testing tool. The way to reach objectives of software project
is explained during the illustration. Further, the effect of test-driven development on the
quality of software product is discussed.
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4.2.10 Odkloněńı . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
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Softwarové inženýrstv́ı je poměrně mladý obor, který se neustále vyv́ıj́ı. Vznikl jako re-
akce na softwarovou krizi, jej́ıž následky jsou patrné i v současnosti. Softwarové inženýrstv́ı
nabývá na d̊uležitosti a hledá nové zp̊usoby vývoje softwaru. Klasické metodologie se pre-
diktivńım zp̊usobem snaž́ı plánovat detaily vývoje. Tento plán je optimalizován pro p̊uvodńı
zadáńı projektu a jakékoliv změny či výchylky od p̊uvodńıho ćıle pro něj mohou zname-
nat zahozeńı veškeré práce a nutnost zač́ıt znovu. Striktńı odděleńı fáźı vývoje zp̊usobuje,
že závazky v̊uči zákazńıkovi jsou usneseny př́ılǐs brzo a je poté těžké reagovat na změny
v požadavćıch.
Naproti ”plány ř́ızenými“ metodikami vznikáj́ı koncem minulého stolet́ı metodologie,
které se snaž́ı řešit tyto problémy. Narozd́ıl od klasických metodik neplánuj́ı vývoj na měśıce
dopředu. Jejich snahou je uspokojit měńıćı se požadavky zákazńıka a zároveň udržet náklady
projektu na předem stanovené hranici.
V druhé kapitole se seznamı́me s agilńımi metodikami. Zd̊urazńıme jejich rozd́ıly oproti
tradičńım postup̊um. Zaměř́ıme se na jednoho ze zastupc̊u těchto metodik – vývoj ř́ızený
testy. Poṕı̌seme proces a př́ınos TDD1.
Ve třet́ı kapitole si uvedeme dostupné prostředky na podporu vývoje ř́ızeného testy.
Jedná se o hlavně o rodinu testovaćıch rámc̊u xUnit.
V čtvrté kapitole si názorně demonstrujeme použit́ı TDD v praxi. Ukázková aplikace
bude implementována v programovaćım jazyce C++. Uvedeme si techniky typické pro
TDD. Předvedeme si také použit́ı testovaćıho rámce cppUnit.
1Test Driven Development - testy ř́ızený vývoj
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Kapitola 2
Testy ř́ızený vývoj (TDD)
V této kapitole charakterizuji základńı rysy testy ř́ızeného vývoje. Nejdř́ıve se zmı́ńım
obecně o agilńıch metodologíıch, z nichž TDD vycháźı. Při zpracováńı této kapitoly jsem
čerpal hlavně z [7] a [9].
2.1 Agilńı metodiky
Jeden z d̊uležitých požadavk̊u na vývoj softwaru je rychlost dodáńı softwarového produktu.
Klasické metodiky softwarového inženýrstv́ı ale kladou akcent na specifikaci požadavk̊u,
podrobnou analýzu a perfektńı návrh. Tento př́ıstup znatelně zpomaluje vývoj softwarového
produktu. Tyto fáze totiž obvykle trvaj́ı dlouhou dobu a jakékoliv pochybeńı v některé z nich
může mı́t v pokročilých fáźıch projektu fatálńı d̊usledky. Přesto tyto metodiky pomohly
překonat softwarovou krizi v 70. a 80. letech. Nicméně ukázalo se, že nedovedou řešit určité
typy problemů. Situace na trhu byla tehdy jiná než dnes. Požadavek na rychlost nebyl
tak markantńı. Dodavatele sofwaru často nedodržovali termı́n dodávky a zákazńık si raději
počkal na kvalitńı produkt. Vývoj softwarového produktu se také rapidně prodražoval.
Když to srovnáme se současnou situaćı na trhu, všimneme si mnoha rozd́ıl̊u, které nás
nut́ı pohĺıžet na vývoj softwaru z jiného úhlu. Konkurence na poli softwarových produkt̊u
je nyńı č́ım dál v́ıce. Vývojem se zabývá mnohem v́ıce lid́ı. Vytvořit dokonalou aplikaci už
často neńı t́ım nejd̊uležitěǰśım vod́ıtkem při vývoji softwaru. Použit́ım klasických metodik
můžeme sice vytvořit aplikaci se skvělou funkcionalitou, ale než projdeme kroky klasického
vývoje softwaru, konkurence může mı́t již dávno vyvinutou aplikaci, na kterou byly kla-
deny stejné požadavky. Pro určité typy produktu (např. webová aplikace) je požadavek
na rychlost velice d̊uležitý a může často rozhodnout o tom, bude-li mı́t produkt úspěch či
nikoli. Je d̊uležité si uvědomit, že př́ıčina př́ıpadného neúspěchu projektu pak ale netkv́ı
v softwarovém inženýrstv́ı ale v managementu projektu, zvoleńı nevhodného postupu či
metodiky.
Klasické softwarově-inženýrské techniky jsou založeny na rigorózńıch postu-
pech, které vycházej́ı z d̊ukladné analýzy problému a propracovaného, nepr̊ustřelného
návrhu. Nelze zpochybnit, že tento model je v obecném př́ıpadě nejlepš́ı. Vždy lze
očekávat, že výsledek vzešlý z podrobného splynut́ı s problémem bude kvalitněǰśı
než plod vypěstovaný na neprozkoumané p̊udě. [7]
Naproti klasickým metodikám existuj́ı metodiky agilńı, které se nesnaž́ı plánovat vývoj
dopředu. U těchto metodik je analýza samozřejmě také velice d̊uležitá. Zp̊usob, jak se k ńı
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přistupuje, je ale odlǐsný. Agilńı metodiky se snaž́ı, aby analýza byla kvalitńı a zároveň
rychlá, a tvrd́ı že se tyto př́ıvlastky nevylučuj́ı. Typicky se nejdř́ıve vytvoř́ı hrubý návrh
- zakladńı objekty. Pr̊uběžně se tento návrh i konkrétńı funkčnost měńı podle pozadavk̊u
klienta. Klasické fáze jako analýzu a návrh se snaž́ı integrovat s implementaćı a otevř́ıt tak
vývoj změnám, které mohou znamenat jednodušš́ı přesto funguj́ıćı variantu.
Tyto metodiky vycháźı z přirozených princip̊u, které jsou vývojář̊um bĺızké. Dobrý
pocit z vykonané práce je pro programátora d̊uležitý, podporuje jeho sebed̊uveru a odvahu
provádět změny.
2.1.1 Rozd́ıl oproti tradičńımu př́ıstupu
Odlǐsné př́ıstupy lze nejlepé ilustrovat následuj́ıćım obrázkem, který porovnává pohled na
základńı proměnné při vývoji softwaru.
Obrázek 2.1: Rozd́ılné pojet́ı proměnných při vývoji softwaru(převzato z [7])
Při vývoji použit́ım klasických metodik jsou požadavky na funkcionalitu od začátku
přesně definovány a hlavńım ćılem je splnit tyto požadavky. U takového projektu se těžko
odhaduje cena výsledného produktu a doba potřebná pro vývoj.
Naopak u agilńıho vývoje jsou stanoveny nejvyšš́ı možné náklady a termı́n, kdy nej-
později má být aplikace hotova. Požadavky na aplikaci se pr̊uběžně konzultuj́ı se zákazńıkem,
který má tak možnost je přehodnotit a určit priority tak, aby se projekt vešel do předem
definovaných atribut̊u.
2.1.2 Základńı principy
Na základě manifestu1 agilńıho vývoje softwaru se v následuj́ıćıch odstavćıch pokuśım for-
mulovat zakladńı principy agilńıch metodik, které jsou společné pro konkrétńı zástupce.
Inkrementálńı vývoj s častými dodávkami Hlavńım ćılem je uspokojit zákazńıka.
Vývoj je prováděn inkrementálně s krátkými iteracemi. Fungujićı software je dodáván často,
aby zákazńık mohl mı́t z něho již nějaký užitek a poskytoval nám zpětnou vazbu. Vývoj je
otevřen změnám, neprovád́ı nic, co neńı nutné. Změny mohou totiž pro zákazńıka znamenat
konkurečńı výhodu.
Spolupráce se zákazńıkem Narozd́ıl od tradičńıch př́ıstup̊u se specifikace požadavk̊u
nepovažuje za nějaký neměnný dokument. Agilńı metodiky kladou d̊uraz na spolupráci
zákazńıka s vývojáři. Ideálńım zp̊usobem, jak toho doćılit, je zařazeńı zákazńıka do vývojového
týmu. T́ım nemůže doj́ıt k tomu, že by výsledný produkt nesplňoval očekáváńı zákazńıka.
1Přesné zněńı je uvedeno v [1]
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Zdrojový kód jako nositel informace K dokumentaci vývoje a aktuálńıho návrhu
nejsou použ́ıvány UML diagramy či jiné modelovaćı techniky. Jediným spolehlivým nosite-
lem informace je zdrojový kód. S jeho psańım se zač́ıná již velmi brzy, ihned po vytyčeńı
základńıch požadavk̊u na produkt potřebných pro hrubý návrh. Z tohoto d̊uvodu je do-
poručeno použ́ıvat jednotná pravidla pro psańı kódu.
Vzájemná konverzace v týmu Narozd́ıl od psańı rozsahlých dokumentaćı, se poro-
zuměńı problému doćıĺı vzájemnou konverzaćı. Vyvojáři muśı být schopni př́ımé a osobńı
komunikace v týmu. Naprostá většina problémů spojená s vývojem tkv́ı právě v nefun-
gujićı komunikaci. V některých agilńıch metodikách je dokonce jeden člen týmu pověřen
udržováńım komunikace a d̊uvery v týmu a odstraněńım komunikačńıch bariér.
Kvalitńı návrh I v agilńım vývoji je perfektńı návrh velice d̊uležitý. Neńı však samo-
statnou etapou procesu ale je integrován do každodenńı činnosti. Je nutné jej měnit a to se
samozřejmě projev́ı i ve zdrojovém kódu. S ohledem na tuto skutečnost je snaha, aby byl
návrh co nejjednodušš́ı. Proto je implementováno jenom to, co je opravdu potřeba, o nic
v́ıce, o nic méně.
Předv́ıdatelný vývoj Tyto metodiky maj́ı za ćıl udržet vývoj se stanovenými atri-
buty(čas a náklady). Nepoč́ıtá s presčasy, pretěžováńım pracovńı śıly, které nakonec vedou
k nižš́ı produktivitě.
Metodiky nejsou přesně definovány, protože se neustále vyv́ıjej́ı. Častou praktikou v týmech
bývá organizováńı sch̊uzek, na kterých se diskutuj́ı možnosti efektivněǰśı práce.
2.2 Testy ř́ızený vývoj
Testováńı je zajisté nezbytná činnost při vývoji softwaru, at’ již použ́ıváme jakoukoli meto-
diku. Nemůžeme dovolit aby výsledný produkt otestoval až zákazńık. Je snaha zajistit jeho
kvalitu a testovańı je pro tento účel jedna z nejúčinněǰśıch metod. Můžeme na testováńı
nahĺıžet ze dvou r̊uzných pohled̊u. Zat́ımco tradičńı metodiky chápou testováńı jako jednu
z fáźı vývoje, u TDD je testováńı spjato s celým procesem a je základńı technikou pro
dosažeńı ćıle.
V klasickém vodopádovém modelu je testováńı zasazeno jako předposledńı fáze vývoje,
která v porovnáńı s ostatńımy fázemi trvá dlouhou dobu. Na obr.2.2 je vidět graf křivky,
která znázorňuje ”cenu změny“ požadavk̊u na softwarový produkt. Tedy pokud by zákazńık
změnil požadavky na aplikaci, nebo by se zjistilo, že analýza problému neproběhla korektně
a návrh tud́ıž neodpov́ıdá požadavk̊um na aplikaci, cena na ”překopáńı“ projektu by byla
dosti vysoká.
TDD pomáhá tuto cenu pomoćı agilńıch technik redukovat. Je to, jako bychom obrázek
otočili o 90◦, ale přesto postupovali zleva doprava. To znamená, že bychom provedli z každé
etapy vývoje vždy jen malou část. Testováńı, stejně jako i třeba návrh, je proloženo celým
vývojem. TDD nám tedy dovoĺı být flexibilněǰśı v̊uči změnám.
2.2.1 Charakteristika TDD
Základńı činnost́ı při použit́ı metodiky TDD je psańı test̊u. TDD zacháźı v tomto smyslu
až do takových d̊usledk̊u, kdy ř́ıká, že prvńı krokem k přidáńı nové funkcionality je přidáńı
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Obrázek 2.2: Růst ceny SW produktu v jednotlivých fáźıch klasického vývoje
testu, který přislušný kód ověř́ı. Ačkoliv tento krok připadá zdánlivě nelogický, má sv̊uj
opodstatněný d̊uvod. Jakmile totiž muśıme napsat nejprve test, nut́ı nás to promyslet ar-
chitekturu, predt́ım než začneme ”zběsile“ programovat. Tento krok pomáhá uvědomit si,
co si vlastně pod danou funkčnosti představujeme, a vede tak ke kvalitněǰśımu návrhu.
Jakmile je přidán nový test, můžeme zač́ıt resp. pokračovat s implementaćı. Kód uprav́ıme
tak, aby pokryl pouze tento test, o nic v́ıce, o nic méně. Snaž́ıme se naj́ıt co nejrychleǰśı
zp̊usob jak napsat př́ı̌slušný kód tak, aby test prošel úspěšně.
V porovnáńı s tradičńım testováńım, se TDD snaž́ı u rizikových projekt̊u o d̊usledné
testováńı každé řádky kódu. Takové jistoty mohou tradičńı metodiky dosáhnout jen stěž́ı.
Pokud jde o pokryt́ı testy, má TDD lepš́ı výsledky než klasický vývoj.
Ron Jeffries vyjadřuje vztah TDD k návrhu a testováńı takto:
” Cı́lem TDD je čistý kód, který funguje.“ [5]
Pravidla pro vývoj TDD jsou možná jednoduchá k porozuměńı, ale neńı tak snadné si
na ně navyknout a dodržovat je. Programátory často svád́ı připsat kousek kódu bez toho,
aniž by pro něj nejdř́ıve napsali test a spustili jej. To znamená, že je velice d̊uležité mı́t
discipĺınu a odhodláńı použ́ıvat TDD.
2.2.2 Cyklus TDD
Proces TDD procháźı nasledujićımi kroky:
1. Přidáńı testu
Prvńım krokem je vytvořeńı testu, který by měl být jednoduchý a u kterého v́ıme, že
selže. Mělo by být na prvńı pohled zřejmé, co testuje, jaké jsou jeho spravné výstupy
k odpov́ıdaj́ıćım vstup̊um. Pokud se nám zdá kód testu př́ılǐs dlouhý (např. dlouhé
nastavováńı objekt̊u), indikuje to nekvalitńı návrh programu.
2. Spuštěńı všech test̊u
Tento krok by měl sloužit k utvrzeńı toho, že test selže, a že je tedy potřeba upravit
kód tak, aby při př́ı̌st́ım spuštěńı test prošel. Vzhledem k rozsáhlosti projektu je často
lepš́ı spouštět jen sadu test̊u týkajićıch se jen jednoho menš́ıho celku aplikace.
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Obrázek 2.3: TDD cyklus (převzato z [3])
3. Úprava kódu
Máme selhávaj́ıćı test. Nyńı ho potřebujeme co nejrychleji zprovoznit. Tento krok
by neměl trvat př́ılǐs dlouho. Snaž́ıme se jen o to, abychom co nejrychleji źıskali
”zelený ukazatel“. Přidaný kód ve skutečnosti nemuśı představovat akce prováděj́ıćı
výpočet. Často se v tomto kroku použ́ıvaj́ı techniky jako falešná implementace či
triangulace. Tyto techniky budou popsány a demonstrovány v kapitole 4 při ilustraci
vývoje použit́ım TDD.
V zásadě nejde o to, aby byl kód elegantńı. Vyčǐstěńı kódu a odstraněńı duplicit nalezá
v cyklu TDD také své mı́sto, ale ne zde.
Kent Beck v [5] uvád́ı tyto zásady na pravou mı́ru s t́ım, že délku tohoto kroku
si můžeme zvolit podle toho, jak si věŕıme. Někdy si budeme jisti, jaký kód danou
funkčnost představuje. Potom neńı d̊uvod nenapsat zřejmou implementaci. Techniky
jako falešná implementace tu nejsou od toho, aby nás zpomalovaly, ale proto, aby
nám pomohly provádět menš́ı a stabilněǰśı kroky. Často jsme ale nemile překvapeni,
když je následné spuštěńı testu neúspěšné. Poté je potřeba se opět vrátit k malým
kr̊učk̊um.
4. Spuštěńı automatizovaných test̊u
Tento krok oveřuje, zda provedená úprava kódu byla úspěšná či nikoli. Pokud test
selhal muśıme opravit implementaci tak, aby test prošel. Jinak nemůžeme pokračovat
dále.
5. Refaktorizace
Do této fáze vstupujeme s pocitem, že máme zdánlivě funkčńı kód. Prvotńı imple-
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mentace funkčnosti byla provedena s ćılem co nejdř́ıve źıskat ”zelený ukazatel“. Kód
obsahuje duplicity, použ́ıvá konstanty mı́sto proměnných apod. Refaktorizace zna-
mená jakoukoli změnu, která přispěje k čitelnosti či lepš́ı struktuře.
Refaktorizace je prováděńı změn v již existuj́ıćım, funkčńım kódu bez
změny jeho vněǰśıho chováńı. Ćılem je zlepšit vnitřńı strukturu. [4]
TDD poj́ımá refaktorizaci zajimavým, trochu odlǐsným zp̊usobem. Odporuje pravi-
dlu, že refaktorizace neměńı sémantiku programu, a zachovává pouze sémantiku tes-
tovaćıch př́ıpad̊u. Uvažuje pouze testy, které máme napsané a které prošly a ostatńı
testy, které by neprošly, jsou pro tuto chv́ıli nezaj́ımavé. To znamená, že když refak-
torováńım chceme odstranit nějaký problém, který je nám zřejmý i bez použit́ı test̊u,
nezabýváme se t́ım, dokud nebudeme mı́t tento problém pokrytý testem.
Pro prováděńı těchto krok̊u je k dispozici mnoho nástroj̊u, které umožňuj́ı automati-
zaci těchto činnost́ı. Mnoho z nich je př́ımo integrováno do vývojových prostřed́ı. Pro
efektivńı refaktorizaci je výhodou znalost alespoň základńıch návrhových vzor̊u.
2.2.3 Červený vs. zelený ukazatel
TDD nám pomoćı test̊u dává možnost vidět, v jaké fázi se nachaźıme. Na obrázku 2.4 je
stavový diagram, znazorňuj́ıćı přechody mezi zeleným a červeným stavem.
Obrázek 2.4: Přechody mezi stavy TDD (převzato z [3])
Na začátku vývoje nemáme vytvořen žádný test a vstupujeme tedy do ”zeleného stavu“,
který nám ř́ıká, že všechny testy proběhly úšpěšně. Napsáńım a spuštěńım nového testu se
dostáváme do ”červeného stavu“, kdy nám alespoň jeden test neprošel. Úpravou kódu a tedy
zprovozněńım testu se dostaneme zpátky. Při refaktorizaci se snaž́ıme provádět malé změny
tak, aby daľśı spuštěńı testu bylo úspěšné. Pokud ale některý z test̊u neprojde, vraćıme se do
”červeného“ stavu a muśıme kód upravit tak, aby test prošel. Testovaćı proces je ukončen,
když nás již nenapadá nějaký daľśı test.
2.2.4 Testy jako dokumentace
TDD jakožto zástupce agilńıch metodik vycháźı z princip̊u, které jsou vyvojáři bĺızké.
Programátor často nerad čte dokumentaci, aby zjistil co dělá daný modul, tř́ıda či funkce.
Raději poohlédne po nějakém ukázkovém př́ıkladě, který si může spustit a z jehož zápisu se
dozv́ı, jak se tato tř́ıda použ́ıvá. Testovaćı př́ıpad je přesně takovým ukázkovým př́ıkladem.
Zároveň mohou testy představovat součást specifikace požadavk̊u. Deklaruj́ı přesně to, co
od dané aplikace zákazńık požaduje.
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Testy možná nemohou zcela nahradit dokumentaci ale zajisté mohou být jej́ım d̊uležitým
doplňkem. Zvyšuj́ı efektivitu čteńı dokumentace a porozuměńı obsahu.
2.2.5 Omezeńı
Použit́ı TDD je obt́ıžné při programováńı uživatelského rozhrańı, kdy je nutný nějaký
nástroj pro automatizované spouštěńı test̊u založených na uživatelských událostech. Jeden
z dostupných nástroj̊u uvád́ım v 3.2.
Daľśı obt́ıž naskytne v př́ıpadech, kdy neńı možné oddělit programové jednotky a testo-
vat je izolovaně. Př́ıkladem může být např́ıklad použit́ı databáze, webové služby či nějakého
jiného exterńıho procesu. Tento problém lze řešit pomoćı rozhrańı pro exterńı př́ıstup. Toto
rozhrańı bude implementováno dvěma zp̊usoby: jedna implementace bude přistupovat ke
skutečnému zdroji, např. databázi, ta druhá bude bude využ́ıvat falešný objekt. V anglickém
žargónu se falešný objekt rozlǐsuje na:
Fake object implementuje stejné rozhrańı jako objekt, který simuluje, a vraćı předem
připravené výsledky.
Mock object se lǐśı t́ım, že nav́ıc obsahuje aserce, které kontroluj́ı např. validitu vstupńıch
argument̊u při voláńı nějaké metody.
Oba typy objekt̊u, vracej́ıćı zdánlivě data zadaná uživatelem, či data z databáze, můžeme
použ́ıt k izolaci testovaného kódu od exterńıho př́ıstupu.
Ačkoli t́ımto zp̊usobem dosáhneme lépe testovatelného a znovupoužitelného kódu, nevýhodou
tohoto řešeńı je to, že implementace exterńıho př́ıstupu neńı pokryta testy. Proto je za-





Smysluplné použ́ıváńı TDD požaduje nějaký specifický nástroj pro testováńı. V této kapitole
se zaměř́ım na to, jakou podporu by měl takovýto nástroj poskytovat a s jakými druhy test̊u
se v TDD setkáváme. Výběr kvalitńıho testovaćıho rámce má při vývoji zajisté velký vliv,
protože nám může ušetřit spoustu času.
Dále uvedu dostupné nástroje, jejich výhody a nevýhody oproti ostatńım. Nakonec
přibĺıž́ım koncept asi nejpouž́ıvaněǰśıho testovaćıho rámce – xUnit.
3.1 Požadavky na nástroj TDD
U testováćıho nástoje použ́ıváného pro TDD je potřeba, aby umožnil při spuštěńı provést
všechny testy. Takový automatizovaný nástroj je pro programátora nepostradatelný, nebot’
mu ulehčuje pravidelné a časté spouštěńı test̊u.
Daľśım d̊uležitým hlediskem je strukturalizace test̊u. V rámci TDD mluv́ıme o testováńı
jednotek. Jde o zp̊usob, jakým testovat individuálńı jednotky zdrojového kódu. Ćılem je izo-
lovat jednotlivé části programu a otestovat funkčnost každé této části zvlášt’. Programovou
jednotkou se rozumı́ nejmenš́ı testovatelná část aplikace. Obvykle zálež́ı na použ́ıvaném pro-
gramovaćım paradigmatu, jakou jednotku máme přesně na mysli. V procedurálńım progra-
mováńı si pod t́ımto pojmem můžeme představit funkci, proceduru nebo samotný program.
V objektově orientovaném programováńı je to většinou tř́ıda. Testy pro určitou programo-
vou jednotku by nikdy neměly překročit hranice této jednotky. Jiným zp̊usobem je testováńı
spolupráce jednotlivých část́ı systému neboli test integrity.
Testy se mohou také lǐsit na základě viditelnosti vnitřńı struktury. Black-box testy
(také funkčńı) kontroluj́ı pouze, jestli výstupy dané funkce či metody odpovidaj́ı zadaným
vstup̊um. Již se nezaj́ımaj́ı o to, jakým zp̊usobem bylo těchto vysledk̊u dosaženo. Neńı
známo, kterými větvemi běh programu procházel. Naproti tomu, se white-box testy (také
strukturńı) snaž́ı odstranit pomyslnou roušku dané jednotky. Testuje všechny cesty, které
mohou být vykonány. A to i odezvu na chybné vstupy. Psańı těchto test̊u je mnohem
náročněǰśı avšak poskytuj́ı v́ıce informaćı. Při ilustraci vývoje TDD v kap. 4 se pod́ıváme
na některé techniky, které takové testováńı umožňuj́ı.
Testováńı integrity představuje ověřeńı spravného propojeńı menš́ıch celk̊u aplikace –
modul̊u, jednotek. Následuje po testováńı jednotek a předcháźı testováńı systému. Při tes-
továńı integrovaných část́ı je použita metoda black-box testing.
TDD nástroj se často využ́ıvá v kombinaci se systémem správy verźı. Pokud testy selžou,
je možné se vrátit k dř́ıvěǰśı verzi programovaćıho kódu, která úspěšně prošla testy. Tento
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zp̊usob může být často produktivněš́ı než použit́ı lad́ıćıho nástroje. [8]
3.2 Dostupné nástroje
Pro vývoj ř́ızený testy je zřejmě nejúspěšněǰśım zástupcem rodina testovaćıch nástroj̊u
xUnit. Tento nástroj je integrován do některých vývojových prostřed́ı. Typickým př́ıkladem
je NetBeans, který je určen hlavně pro programovaćı jazyk Java. Komponenta jUnit je však
př́ıtomna pouze v komerčńım baĺıku. Od společnosti Microsoft je možné použ́ıt nástroj
NUnit pro programovaćı jazyk C#. Komponeta je integrována do vývojového prostřed́ı
Visual Studio, kde kromě podpory testováńı, je prostor i pro snadnou a automatickou re-
faktorizaci. Existuj́ı vsak i open-source projekty. Jako připojitelná knihovna pro jazyk C++
je imlementován cppUnit. Je možnost tyto knihovny zavést do vývojových prostřed́ı jako
např́ıklad C++ Builder. Podobně je tomu tak i u phpUnit pro jazyk PHP nebo Test::Unit
pro Ruby.
Použ́ıváńı TDD je často trochu závislé na vývojovém prostřed́ı, ve kterém aplikaci
vytvář́ıme. Dále se lǐśı typem projektu. Pokud se jedná o webovou nebo formulářovou
aplikaci, je dobré mı́t testy pro uživatelské rozhrańı, které bychom mohli spouštět automa-
tizovaně. Takovéto rozš́ı̌rené možnosti testováńı nab́ıźı např́ıklad MS Visual Studio Team
System. Návod, jak jednoduše vytvořit testový př́ıpad webové aplikace, je uveden v [10].
Princip spoč́ıvá v záznamu událost́ı vyvolaných uživatelem a jejich přehráńı při spuštěńı
testu.
3.2.1 xUnit
Rodina testovaćıch ramc̊u xUnit je již v oblasti testováńı jednotek známa dlouho. Koncept
xUnit je jednoduchý, přesto poskytuje spoustu možnost́ı pro efektivńı a d̊ukladné testováńı.
Mnoho nástroj̊u(viz [11]) pro testováńı jednotek je založeno právě na tomto konceptu.
Obvykle poskytuje tyto prostředky:
Test case: Jde o př́ıpad, který testuje konkrétńı chováńı části aplikace. Typicky je prezen-
tován jako funkce, v jejimž těle se vyskytuj́ı r̊uzné druhy aserćı.
Test fixture: tvoř́ı jakousi základnu – př́ıpravu pro testovaćı př́ıpady. Jej́ı součást́ı jsou me-
tody setUp() a tearDown(). Metoda setUp() slouž́ı k inicializaci společných objekt̊u
pro v́ıce test̊u a k alokaci zdroj̊u. Je spuštěna vždy před samotnou sadou testovaćıch
př́ıpad̊u. Naopak metoda tearDown() je provedena po ukončeńı sady test̊u a slouž́ı
k uvolněńı zdroj̊u.
Test suite: je sada či množina sad test̊u. Poskytuje možnost shromáždit testy, které se
váž́ı k dané programové jednotce.
Test runner zajǐst’uje vykonáváńı test̊u a zobrazeńı výsledk̊u v textovém nebo grafickém
režimu.
Ukázka použit́ı těchto prostředk̊u v jazyce C++ bude uvedena v kapitole 4 při ilustraci
vývoje ř́ızeného testy. Konkrétńım nástrojem bude knihovna cppUnit (viz [2]).
Snahou xUnit je jednoduché použ́ıváńı. Jeho implementace by neměla být př́ılǐs složitá.
Kent Beck v [5] dokonce dopuručuje při seznamováńı s novým programovaćım jazykem
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implementovat vlastńı xUnit i v př́ıpadě, existuje-li již dostupná verze. Pokud si totiž vy-
tvoř́ıme takový nástroj, jeho ovládáńı pro nás určitě nebude problémem. T́ımto zp̊usobem
se lze také rychle seznámit s nástroji a vlastnostmi daného jazyka.
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Kapitola 4
Ilustrace vývoje TDD na ukázkové
aplikaci
Následuj́ıćı ukázková aplikace je implemetována výhradně pro demonstračńı účely. Jej́ı
funkčnost proto nebude úplná. Pro praktické použit́ı by byla nutná optimalizace pro výkon.
Taktéž by bylo nutné zajistit bezproblémový překlad na v́ıce překladač́ıch.
Implementace některých úsek̊u aplikace bude přeskakována, aby nedošlo ke zbytečnému
opakováńı postup̊u. Následuj́ıćı výklad je pouze část́ı aplikace. Vývoj aplikace resp. některých
jeho část́ı se může zdát poněkud zdlouhavý a některé obraty triviálńı a trochu zbytečné,
avšak ćılem této kapitoly je ukázat zp̊usob, jak TDD dokáže postupovat po malých imple-
mentačńıch změnách. Porozuměńı hlubš́ıho smyslu těchto technik lze poté využ́ıt i v náročněǰśıch
projektech.
Ilustračńı výklad je členěn tak, že každá podkapitola představuje určitou techniku TDD,
doporučeńı nebo pouze prováděńı typického implementačńıho postupu. Pro názvy identi-
fikátor̊u jsem zvolil český jazyk, aby byl výklad lépe čitelný a bylo snadněǰśı jej porozumět.
Následuj́ıćı úseky kódu slouž́ı zároveň jako demonstrace testovaćıho rámce cppUnit.
Vzhledem k typu ukázkové aplikace, je nutná pouze znalost programovaćıho jazyka C++
a matematická znalost lineárńı algebry.
Metodika TDD je úzce spjata s implementaćı. Proto uvedeńı alespoň jednoduché ukázky
programovaćıho kódu, zejména psańı testových př́ıpad̊u, je pro správné pochopeńı dosti
d̊uležité. Návrh se vyv́ıj́ı postupně. Neńı proto na začátku uveden žádný UML diagram
ale výklad obsahuje konkrétńı úseky kódu z ukázkové aplikace. Pro představu je alespoň
uvedena velmi stručná specifikace požadavk̊u. Ta ale ovšem při vývoji použit́ım TDD nebude
brána jako pevná směrnice, ale bude možné ji v procesu vývoje měnit.
Během ilustrace vývoje se dopust́ım několika programátorských chyb. Neopomenu však
demonstrovat, jakým zp̊usobem TDD s těmito chybami zacháźı a jak je řeš́ı.
Potřebné informace o předvedených technikách jsem čerpal z [5]. Jejich souhrn je uveden
na konci kapitoly společně s uvedeńım možného pokračováńı vývoje aplikace. Dále jsou
zde diskutovány dosažené výsledky na základě osobńıch zkušenost́ı s TDD během vývoje
ukázkové aplikace.
4.1 Specifikace požadavk̊u
Je požadováno vytvořeńı dynamicky připojitelné knihovny, která poskytuje základńı ope-
race s vektory a maticemi. Tato knihovna je určena pro práci s celými č́ısly. Pro uchováńı
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dat má být použit datový typ integer.
Budeme předpokládat, že fiktivńı zákazńık nemá přesnou představu o aplikaci a tak se
budou daľśı konkrétněǰśı požadavky na aplikaci rysovat až v pr̊uběhu vývoje knihovny na
základě konzultaćı s t́ımto zákazńıkem.
Prvně by knihovna měla splňovat tyto základńı požadavky:
• Možnost př́ıstupu(čteńı resp. zápis) k vektor̊um a matićım.
• Př́ıtomnost základńıch operaćı – sč́ıtáńı, odč́ıtáńı, součin matic resp. vektor̊u. Dále
velikost vektor̊u.
• Porovnáńı na rovnost vektor̊u resp. matic.
• Použit́ı vektorových operaćı u řádku, resp. sloupce matice.
4.2 Postup implementace knihovny
Aplikace je vyv́ıjena ve Visual Studiu 2005. Podpora pro testováńı v této verzi neńı in-
tegrována, takže bylo nutné použ́ıt knihovnu pro testovaćı rámec – cppUnit. Koncept
xUnit je popsán v 3.2.1. K testováńı jednotky bude sloužit jako testovaćı př́ıpravek tř́ıda
TestFixture. Jej́ı metody představuj́ı jednotlivé testovaćı př́ıpady. Specializaćı této tř́ıdy
dostaneme tedy náš vlastńı testovaćı př́ıpravek. Př́ıkladem může být tř́ıda Vektor_Test,
která testuje metody tř́ıdy Vektor.
4.2.1 Úvodńı test
Jako prvńı test, kterým zač́ınáme cyklus TDD, je dobré zvolit něco jednoduchého. Operace,
kterou budeme testovat by neměla být náročná na implementaci. Nejlepš́ı je zvolit operaci,
která nic nepoč́ıtá. Při psańı úvodńıho testu chceme řešit co nejméně otázek. Krok TDD by
měl zab́ırat pouze minuty. To, co muśıme řešit téměř vždy, je otázka: ”Kam operace patř́ı?“.
Můžeme se ale vyhnout úvaze nad výpočtem, který operace ukrývá. Krok TDD cyklu tak
můžeme zkrátit volbou vstup̊u a výstup̊u, které je jednoduché odhadnout. V ukázkové
aplikaci chceme např́ıklad nejdř́ıv implementovat operaci, která nám vrát́ı rozměr daného
vektoru. Nezapomeňme, že prvńı, co v TDD cyklu provedeme, je psańı nového testu. Při
tomto kroku si představ́ıme základńı strukturu aplikace.
void Vektor_Test::TestRozmeruVektoru()
{
CPPUNIT_ASSERT( 1 == Vektor(1).Rozmer() );
}
Nyńı spust́ıme test a sledujeme, jak selže. Na prvńı dojem se spuštěńı testu, který
nemůže fungovat, zdá dosti nesmyslné. Kent Beck v [5] ř́ıká, že tento krok nám pomůže
nalézt konkrétńı měř́ıtko neúspěchu. Naš ćıl se zúž́ı na zprovozněńı tohoto testu.
Tento test dokonce ani nejde zkompilovat. Z výpisu překladače zjist́ıme, které chyby
muśıme odstranit a co je potřeba k tomu, aby se kód zkompiloval.
Vektor_test.cpp(12) : error C2228:
left of ’.Rozmer’ must have class/struct/union type is ’’unknown-type’’
Vektor_test.cpp(12) : error C3861:
’Vektor’: identifier not found
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Muśıme zavést tř́ıdu Vektor a jej́ı konstruktor. Dále je nutné přidat ke tř́ıdě Vektor
metodu Rozmer(). Provád́ıme co nejmenš́ı kroky, a tak implementuje jen to nejnutněǰśı,










Nyńı po úspěšném spuštěńı testu můžeme provést úpravu kódu zavedeńım soukromé
složky rozmer. V implementaci metody Rozmer() vrát́ıme hodnotu této složky. Pokud test
projde, můžeme se pustit do daľśıho testu.
4.2.2 Testováńı výjimek
Z definice vektoru je známo, že rozměr vektoru může být pouze přirozené č́ıslo. V našem
př́ıkladě bychom tedy chtěli aby byla při zadáńı záporného nebo nulového rozměru vektoru
vyvolána výjimka.
Testováńı výjimky se trochu lǐśı od klasických test̊u. Jeden ze zp̊usob̊u, jak toto chováńı
naimplementovat, je zachytit konkrétńı výjimku a ignorovat ji. Pokud operace nevyvolá
očekávanou výjimku, necháme test ”selhat“ zavoláńım cppUnit metody fail(). Obdobného
výsledku lze dosáhnout také použit́ım makra CPPUNIT_ASSERT_THROW.
CPPUNIT_NS::Message cpputMsg_( "ocekavana vyjimka nebyla vyvolana" );
try {
Vektor v(0);
CPPUNIT_NS::Asserter::fail( cpputMsg_, CPPUNIT_SOURCELINE() );
}
catch (NeplatnyRozmerVektoru &) {
}
Test při spuštěńı selže a jako př́ıčina neúspěchu se objev́ı námi zadaná chybová zpráva.
Tělo konstruktoru doplńıme o if konstrukci a se zprovozněným testem můžeme pokračovat
dál.
Vektor::Vektor(int rozmer) : rozmer(rozmer)
{
if (rozmer < 1) trow NeplatnyRozmerVektoru();
}
Vektor již obsahuje d̊uležitou vlastnost ”rozmer“ ale zat́ım neobsahuje žádné složky.
Zkuśıme to otestovat. Použijeme metodu setUp tř́ıdy TestFixture, abychom alokovali po-
mocné pole, které budeme použ́ıvat i v daľśıch testech. Připomenu, že tato metoda je volána
před spuštěńım sady test̊u. Je tedy vhodná k př́ıpravě a nastaveńı zdroj̊u(např. otevřeńı sou-
boru nebo alokace paměti). Jej́ı použit́ı ale neńı vždy vhodné. Často nechceme aby se stav
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alokovaných objekt̊u měnil podle toho, v jakém pořad́ı jsou spuštěny testy. Testové př́ıpady











CPPUNIT_ASSERT_EQUAL( 4, v1.slozky[0] );
CPPUNIT_ASSERT_EQUAL( 3, v1.slozky[1] );
}
Rychle zprovozńıme test tak, že přidáme veřejnou položku slozky do tř́ıdy Vektor.







Vektor::Vektor(int rozmer, int *pole) : rozmer(rozmer), slozky(pole)
{ ... }
Oba testy proběhly úspěšně. Naše implementace se oṕırá o vytvořeńı mělké kopie pole
č́ısel reprezentuj́ıćıch vektor. Vytvořeńı mělké kopie může být promyšleným záměrem, ale
často bývá sṕı̌se programátorskou chybou. Jelikož v́ıme, že závislost mezi pomocným polem
a nově vytvořeným vektorem bude s největš́ı pravděpodobnost́ı dělat v budoucnu problémy,
měli bychom ihned implementaci opravit. Při vývoji softwaru pomoćı TDD neńı striktńım
pravidlem refaktorovat po každém zprovozněńı testu. Nev́ıme dopředu, jak bude naše tř́ıda
Vektor vypadat v budoucnu a jestli se závislost skutečně negativně projev́ı. Zat́ım nám to
totiž žádný test nepotvrdil. Budeme tedy ignorovat možné d̊usledky tohoto činu a necháme
vývoj pokračovat dál s přesvědčeńım, že nás na to jeden z budoućıch test̊u upozorńı.
Abychom mohli dále pokračovat, neńı nutné mı́t správný návrh, ale je nutné mı́t zpro-
vozněné všechny testy. Dále jsme nechali atribut slozky verejně př́ıstupný, což odporuje
pravidlu správného návrhu v OOP – zapouzdřeńı objektu. Tento atribut nám bude prozat́ım
užitečný pro testováńı, dokud nebudeme mı́t implementovány vlastńı př́ıstupové metody.




Technika triangulace patř́ı mezi metody, kdy se snaž́ıme rychle ”źıskat zelený ukazatel“ a
abstrahovat výpočet po malých kroćıch.
Daľśı operaćı, kterou bude tř́ıda Vektor vybavena, bude rovnost dvou vektor̊u. Můžeme
využ́ıt vlastnost jazyka C++ – přetěžováńı operátor̊u. Nejdř́ıve budeme postupovat od té






CPPUNIT_ASSERT_EQUAL( true, v2 == v1 );
}
V tělu funkce vrát́ıme očekávaný výsledek abychom si byli jisti, že test projde úspěšně.




Princip triangulace je velice podobný falešné implementaci demonstrované v 4.2.4. Jedná
se o techniky už́ıvané pro úpravu kódu po neúspěšném spuštěńı nově přidaného testu.
Jakmile nám však všechny testy proběhly úspěšně, cyklus nekonč́ı. Nastává čas na skutečnou
implementaci. V triangulaci abstrahujeme výpočet pouze tehdy, když máme dva a v́ıce
př́ıklad̊u. Pro náš test rovnosti vektoru to tedy znamená, že muśıme napsat daľśı aserci. Ta





CPPUNIT_ASSERT_EQUAL( false, v2 == v1 );
}
Test selhal. Nyńı je potřeba zobecnit implementaci:
bool Vektor::operator==(Vektor & v)
{
if (rozmer != v.rozmer) return false;
return true;
}
Potřebný počet př́ıklad̊u pro testováńı nás utvrzuje v tom, že máme správnou abstrakci
pro náš výpočet. Triangulace je hojně využ́ıvána pro svou jednoduchost. Častěji se ale
použ́ıvá falešná nebo zřejmá implementace.
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4.2.4 Falešná implementace
Jedná se zřejmě o nejrychleǰśı zp̊usob, jak zprovoznit test a přitom se nezabývat skutečným
výpočtem testovaného kódu.
V ukázkovém př́ıkladě přistouṕıme k porovnáváńı obsahu složek. Test pro porovnáńı
dvou vektor̊u na základě jejich rozměr̊u máme již napsaný. V metodě, kterou testujeme,
vrát́ıme jako výsledek konstantu.





Všimněme si, že hodnota kterou vraćıme z metody se přesně shoduje s očekávaným
výstupem v testu. To znamená duplicitu mezi testem a kódem, kterou muśıme v daľśım
kroku TDD cyklu odstranit. Falešná implementace je pouze technika, jak se dostat do
pevného bodu, od kterého se můžeme ”odrazit“ a refaktorovat. Tělo metody můžeme po-
stupně zobecňovat, abychom dostali kód, který provád́ı skutečný výpočet.
Zkusme tedy napsat skutečnou implementaci metody jako rovnost složek:
bool Vektor::operator==(Vektor & v)
{
...
if (this->slozky != v.slozky ) return false;
return true;
}
Test byl úspěšný. V dobré v́ı̌re jsme se pokusili implementovat porovnávaćı operátor.
Docháźı ale k porovnáváńı ukazatel̊u, nikoli k porovnáváńı jednotlivých složek vektoru.
Tuto chybu, která se projev́ı až za běhu programu, můžeme lehce přehlédnout. Ukážeme si
daľśı často použ́ıvanou techniku v TDD, která hlavně pomáhá odhalit chyby v implementaci
a jejimž ćılem je opět co nejdř́ıve źıskat ”zelený ukazatel“.
4.2.5 Návratový test
Přidáme test, který porovnává dva vektory, jejichž složky jsou od sebe r̊uzné. Složku





CPPUNIT_ASSERT_EQUAL( false, v2 == v1 );
}
Zjist́ıme, že tento test při spuštěńı neuspěl. Implementaci přet́ıženého operátoru oprav́ıme.
Uděláme však jen to nejnutněǰśı, aby test prošel. Pozměńıme implementaci tak, abychom
měli jistotu, že př́ı̌stě test dopadne úspěšně. ”Oṕı̌seme“ to z testu. Omeźıme se na složku,
která je u těchto dvou vektor̊u r̊uzná:
19
bool Vektor::operator==(Vektor & v)
{
...
if (this->slozky[0] == v.slozky[0] ) return true;
else return false;
}
I po tomto kroku test selhal. Jsme si jisti, že test je napsán správně, ale nev́ıme, jak jej
zprovoznit. Můžeme test rozdělit, abychom se dozvěděli, ve které části kódu je chyba. Náš
test, který porovnává dva nestejné vektory, je část́ı testovaćıho př́ıpadu TestRovnosti. Na
prvńım řádku nastavujeme nultou složku prvńıho vektoru tak, aby byla odlǐsná od nulté
složky druhého vektoru. Očekávanou sémantiku tohoto př́ıkazu můžeme otestovat přidáńım
daľśıho testovaćıho př́ıpadu do naš́ı sady test̊u. Jednodušš́ım zp̊usobem bude přidáńı daľśı
aserce. Zároveň otestujeme, zda-li hodnota nulté složky druhého vektoru je opravdu jiná.
Ćılem této techniky je rychle analyzovat mı́sto v kódu, kde docháźı k neočekávanému
chováńı. Rozděĺıme-li test na menš́ı části – tzv. dceřiné testy, pomůže nám to zaměřit
pozornost na menš́ı část kódu, kde se chyba vyskytuje a rychleji ji opravit. Jinými slovy,





CPPUNIT_ASSERT_EQUAL( 5, v1.slozky[0] );
CPPUNIT_ASSERT_EQUAL( 4, v2.slozky[0] );
...
}
Aserce neuspěla a výpis testováćıho rámce cppUnit nás upozorńı, že nultá složka vek-
toru v2 je ve skutečnosti rovna 5, tedy stejné hodnotě nulté složky vektoru v1. Tento jev
v nás nutně evokuje podezřeńı na závislost těchto dvou objekt̊u na jednom zdroji, v tomto
př́ıpadě paměti. Vrát́ıme se tedy k části kódu tam, kde je objekt inicializován, tedy k im-
plementaci konstruktoru. Zde vid́ıme, že ukazatel slozky je inicializován pomoćı jiného
ukazatele. Nejsme-li si jisti, že náš předpoklad p̊uvodu chyby je správný, můžeme pro utvr-
zeńı přidat daľśı testovaćı př́ıpad. Závislost odstrańıme tak, že kazdý nově vytvořený objekt
bude mı́t alokovaný sv̊uj vlastńı prostor, který v destruktoru objektu uvolńıme. Oprav́ıme
tedy implementaci:
Vektor::Vektor(int rozmer, int *pole) : rozmer(rozmer)
{
if (rozmer < 1) throw NeplatnyRozmerVektoru();




Všechny testy proběhly úspěšně. Všimněme si, že nemáme pokrytou situaci, když bude
hodnota parametru pole NULL. Následný př́ıstup přes NULL ukazatel, by zp̊usobil zhrouceńı
programu. Měli bychom tento př́ıpad nějak ošetřit. Pravidla TDD ale ř́ıkaj́ı něco jiného.
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Máme implementovat pouze to, pro co jsme napsali test. Zat́ım ani nemáme definované
chováńı pro tuto situaci, nebudeme ji tedy prozat́ım řešit. Tuto skutečnost si pouze pozna-
menáme, abychom na ni během vývoje nezapomněli.
Jelikož se nám vyskytuje duplicita mezi přǐrazeńım nulté a prvńı složky vektoru, refakto-
rujeme. Pokud chceme postupovat po opravdu malých kroćıch, můžeme si nejdř́ıv vytvořit
proměnnou, kterou inicializujeme a použijeme ji jako index v poli slozky. Zkontrolujeme,
zda testy proběhnou úspěšně a teprve poté př́ıkaz přǐrazeńı obaĺıme do cyklu. Po úspěsném
spuštěńı testu lze pokračovat v implementaci přet́ıženého operátoru pro porovnáńı, kde
provedeme tutéž refaktorizaci.
bool Vektor::operator==(Vektor & v)
{
...
for (int i = 0; i < rozmer; i++)
if (this->slozky[i] != v.slozky[i] ) return false;
return true;
}
4.2.6 Změna př́ıstupu ke složkám
Př́ıstup ke složkám vektoru pomoćı veřejného atributu slozky neńı znakem kvalitńıho
návhu a již jsme se přesvědčili o tom, že takovéto obcházeńı zapouzdřeńı může zp̊usobit
těžko odhalitelné chyby. Vytvoř́ıme tedy př́ıstupovou metodu pro źıskáńı složky vektoru.
Nejdř́ıve však pro tuto metodu naṕı̌seme test. Postupujeme nejdř́ıve od té jednodušš́ı ope-
race - tedy čteńı. Implementujeme metodu Slozka() tak, aby vrátila hodnotu složky na
určitém indexu. Poté naṕı̌seme daľśı test, který očekává při zadáńı indexu mimo rozsah
vyvoláńı výjimky. Uprav́ıme kód tak, aby pokryl tento test.
Teprve poté otestujeme zápis do složky vektoru. Až nebudeme mı́t již daľśı test pro tuto
metodu a budeme si tedy jisti, že je máme implementovány správně, nahrad́ıme všechny
výskyty př́ıstupu k veřejnému atributu za nově implementovanou metodu. Během nahra-
zováńı spoušt́ıme naši sadu test̊u, abychom si byli jisti, že refaktorizace je prováděna ko-
rektně. Teprve poté můžeme viditelnost atributu slozky změnit na soukromou.
Protože snadno můžeme při refaktorizaci udělat chybu, takto provedený postup je ty-
pickým př́ıkladem refaktorováńı pomoćı menš́ıch krok̊u. Také to zvyšuje naši sebed̊uvěru
při ”čǐstěńı“ kódu.
4.2.7 Zpět ke konstruktoru
Při použ́ıváńı TDD nemáme od počátku přesnou představu, jak maj́ı být objekty stavěny.
Na začátku jsme vývoj nezačali testováńım konstruktoru. Neměli jsme představu o tom,
jak má vypadat. Vědeli jsme pouze, že tř́ıda Vektor by měla poskytnout informace o svém
rozměru. A tak jsme do konstruktoru tř́ıdy přidali parametr, který inicializuje rozměr vek-
toru. Stejně jsme to provedli s obsahem složek. Chtěli bychom pokrýt situaci, kdy je v pa-
rametru konstruktoru zadán NULL tak, že složky vektoru budou inicializovány nulou. Při
nezadáńı tohoto parametru bude NULL implicitńı hodnotou. Bude to elegantńı zp̊usob vy-
tvořeńı nulového vektoru. Až ted’ tedy přidáme pro konstruktor daľśı test a implementaćı
jej pokryjeme.
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4.2.8 Od jednoho objektu k v́ıce
Následuj́ıćı technika demonstruje zp̊usob, jak obecně pracovat s kolekcemi objekt̊u pokud
chceme postupovat opatrně. Ve tř́ıdě Vektor budeme cht́ıt implementovat metodu pro
výpočet velikosti vektoru. Nejdř́ıve si vytvoř́ıme metodu, která nepracuje s polem, v našem
př́ıpadě se složkami vektor̊u. Budeme cht́ıt zač́ıt od jediné hodnoty, kterou předáváme v pa-





CPPUNIT_ASSERT_EQUAL( 1.0, v.Velikost(1) );
}
Nejdř́ıve použijeme falešnou implementaci k zprovozněńı tohoto testu:
double Vektor::Velikost(int slozka) {
return static_cast<double>(slozka);
}
Postupně abstrahujeme výpočet pro tuto jedinou hodnotu:
double Vektor::Velikost(int slozka) {
return sqrt(static_cast<double>(slozka*slozka));
}
Tento zp̊usob testováńı je možnost, jak izolovat změny v implementaci od testovaćıho
př́ıpadu. V metodě máme nyńı př́ıstupné jak složky daného vektoru, tak náš parametr
slouž́ıćı k testováńı jediné hodnoty. Můžeme tedy upravovat kód bez vlivu na testovaćı
př́ıpad.
Uprav́ıme metodu tak, aby pracovala s v́ıce složkami:
double Vektor::Velikost(int slozka) {
int suma = 0;




Nyńı odstrańıme nepouž́ıvaný parametr z metody a tedy i z testovaćıho př́ıpadu. Na
provedený krok můžeme také nahĺıžet jako na izolovanou změnu. Provedli jsme změnu




CPPUNIT_ASSERT_EQUAL( 1.0, v.Velikost() );
}
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Ted již můžeme pokračovat v testováńı operace nad kolekćı t́ım, že budeme testovat




CPPUNIT_ASSERT_EQUAL( 5.0, v.Velikost() );
}
Podobným zp̊usobem můžeme implementovat i daľśı operace pro vektor – součin, skalárńı
součin dvou vektoru apod.
4.2.9 Operace s řádkem matice
Pokud již máme většinu operaćı pro vektor hotových, můžeme se pustit do složitěǰśıho
shématu – matice. Na základě předem vytvořených test̊u implementujeme základńı metody
jako konstruktor, př́ıstupovou metodu, metody pro źıskáńı základńıch informaćı o matici.
Postup jejich implementace bude obdobný jako u vektoru, proto jej zde nebudu uvádět.







Matice(int, int, int *pole = NULL);
int pocetSloupcu() {return _sloupcu;}
int pocetRadku() { return _radku;}




Nyńı bychom chtěli naimplementovat spolupráci matice s vektorem. Konkrétně bychom
chtěli, abychom mohli s řádkem nebo sloupcem pracovat jako s vektorem. Nejdř́ıve budeme
uvažovat pouze manipulaci s řádkem. Naše prvotńı představa může být taková, že jeden
z konstruktor̊u tř́ıdy Vektor by byl inicializován odkazem na matici. Nechceme vytvořit
kopii řádku a vytvořit z něj vektor, ale chceme, aby ostatńı operace dokázaly rozpoznat,
jestli jde o opravdový vektor nebo odkaz na řádek matice. Testový př́ıpad bude náležet




int pole[] = {1, 2, 3, 4, 5, 6, 7, 8, 9};





Kompilace neproběhla úspěšně. Neńı implementován konstruktor s takovými parametry.
Ve skutečnosti potřebujeme provést i daľśı úpravy kódu, aby se nám test nezhroutil.
4.2.10 Odkloněńı
Při práci s takto vytvořeným vektorem, který reprezentuje řádek v matici, je nutné zajistit
správnou komunikaci s matićı. Ćılem TDD je provádět co nejmenš́ı kroky. Budeme cht́ıt
nejdř́ıve otestovat tuto komunikaci tak, že testovaný objekt bude komunikovat se samotným
testem mı́sto objektem. V našem př́ıpadě chceme, aby vektor volal metodu testu, mı́sto toho,




CPPUNIT_ASSERT_EQUAL( 7, v.Slozka(0) );
}
Nejdř́ıve implementujeme nový konstruktor ve tř́ıdě Vektor. Přidáme to této tř́ıdy nový
atribut, který bude obsahovat odkaz na objekt, se kterým bude komunikovat. V konstruk-






Vektor(int rozmer, int *pole) : rozmer(rozmer),
ukMatice(NULL) {...}





V př́ıstupové metodě Slozka() uprav́ıme implementaci tak, aby všechny předchoźı testy
prošly bez problémů a zároveň uspěl i nově napsaný test:
int & Vektor::Slozka(int index) {







Použili jsme falešnou implementaci v metodě Slozka() k tomu, abychom test zpro-
voznili. Vektor prozat́ım ale s žádným objektem nekomunikuje. Pomoćı malých krok̊u se
budeme bĺıžit s ćılenému záměru a během postupu se utvrzujeme spouštěńım test̊u:
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1. Implementujeme požadovanou metodu v testovaćım př́ıpadu resp. př́ıpravku1. V tomto
př́ıpadě se jedná o př́ıstupovou metodu Prvek().




2. V př́ıstupové metodě Slozka() tř́ıdy Vektor nahrad́ıme falešnou implementaci voláńım
metody přes uložený odkaz na objekt.
int & Vektor::Slozka(int index) {







Ted’ po spuštěńı testu jsme naprosto přesvědčeni, že vektor komunikuje správným
zp̊usobem s objektem, v tomto př́ıpadě testem. Neńı totiž žádná jiná možnost, jak by
vektor vrátil správný výsledek. Nav́ıc se samotný testovaćı př́ıpad stává čitelněǰśı, nebot’
volaná metoda je součást́ı testu.
Pokud nechceme měnit typ předávaného ukazatele, je možné vyčlenit rozhrańı. Vytvořili
bychom tedy abstraktńı tř́ıdu, která by obsahovala metodu, přes kterou chceme komunikaci
s objektem testovat. Testový př́ıpad i náš objekt by tuto tř́ıdu dědil. Vytvořili bychom tak
prostor pro polymorfńı chováńı a mohli bychom tak testovat komunikaci s objektem pomoćı
testu kdykoli potřebujeme.
Nyńı se můžeme vrátit k testu, který testuje komunikaci vektoru př́ımo s matićı, ne
tedy s testem. Parametry metody Prvek() abstrahujeme na př́ıslušné proměnné. Nejprve
přidáme do tř́ıdy Vektor atribut cisloRadku, reprezentuj́ıćı č́ıslo řádku v odkazované ma-
tici. Inicializujeme jej v konstruktoru. A poté postupně nahrad́ıme parametry voláńı metody
Prvek():






Máme implementován zp̊usob, jak pracovat s řádkem matice jako s vektorem. Nyńı bychom
mohli upravit daľśı metody tř́ıdy Vektor. Všude bychom použili if konstrukci k tomu,
abychom odlǐsili, zda se jedná o opravdový vektor nebo o řádek matice. Těchto podmı́nek
1Testovaćı př́ıpravek v cppUnit je implementován jako tř́ıda TestFixture.
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by bylo docela dost a čitelnost těchto metod by se výrazně sńıžila. Kdybychom chtěli im-
plementovat práci se sloupcem, bylo by nutné přidat daľśı větev. Následovalo by přidáváńı
atribut̊u a naše p̊uvodńı tř́ıda Vektor by se nepř́ıjemně rozrostla. Jak vid́ıme, takto vy-
tvořený model určitě neńı indikátorem správného návrhu. Bude proto nutné provést re-
faktorizaci, protože se tento model vymyká kontrole. Potřebujeme někde uchovat druhou
implementaci operaćı pro vektor. Zp̊usobem, jak to provést, je vytvořit rozhrańı2 obsahuj́ıćı
sd́ılené operace. Toto rozhrańı poté použijeme v implemetaci nové tř́ıdy, která představuje
odlǐsné chováńı operaćı.
Postup bude následuj́ıćı:







virtual ~iVektor(void) = 0;
};
2. Existuj́ıćı tř́ıda bude implementovat toto rozhrańı:
class Vektor : public iVektor
{ ... }
3. Přidáme do rozhrańı nezbytné metody. V našem př́ıpadě se bude jednat o virtuálńı




virtual int & Slozka(int) = 0;
...
}
class Vektor :public iVektor {
public:
...
virtual int & Slozka(int);
...
}
4. Změńıme typ deklaraćı ze tř́ıdy na rozhrańı. Zat́ım to v některých př́ıpadech nebude
možné – např. v testu pro velikost vektoru, protože v rozhrańı tuto metodu ještě
nemáme.
2pojem rozhrańı je v této pasáži použit pro vysvětleńı ilustrované techniky. Jelikož se pohybujeme v C++,




iVektor *v = new Vektor(2, poleCisel);
CPPUNIT_ASSERT_EQUAL( 3, v->Slozka(1) );
...
}
Takto připravené rozhrańı nám umožńı vytvořit druhou implementaci metod.
4.2.12 Použit́ı návrhových vzor̊u
Odlǐsný pohled TDD oproti klasickým metodologíım vyžaduje i použit́ı návrhových vzor̊u.
Většinou se totiž návrhové vzory(v́ıce v [6]) použ́ıvaj́ı pouze ve fázi návrhu aplikace a
potlačuj́ı se tak jejich možnost́ı ve fázi refaktorizace. Nicméně i to je možné a toto refak-
torováńı lze provádět po malých kroćıch tak, abychom si byli jisti, že provedené změny
v návrhu nemaj́ı vliv na již funguj́ıćı testy.
Nyńı můžeme vytvořit novou tř́ıdu, která bude implementovat operace s řádkem matice
a zároveň se bude chovat jako vektor. Bude tedy obsahovat rozhrańı definované abstraktńı
tř́ıdou iVektor.
Model, který postav́ıme vytvořeńım tř́ıdy implementuj́ıćı rozhrańı iVektor, se nápadně
podobá návrhovému vzoru Adapter. Nová tř́ıda Radek bude přizp̊usobovat chováńı již exis-
tuj́ıćı tř́ıdy Vektor a komunikovat s objekty tř́ıdy Matice bez nutnosti měnit tuto tř́ıdu. Dá
se ř́ıct, že objekt tř́ıdy Radek deleguje zprávy na objekt tř́ıdy Matice. Jelikož použ́ıváme
př́ıstup k prvk̊um matice přes př́ıstupovou metodu Prvek(), nemuśıme ošetřovat indexaci
mimo rozsah.
Při budováńı tř́ıdy Radek postupujeme takto:
1. Vytvoř́ıme novou tř́ıdu. Bude implementovat rozhrańı dané abstraktńı tř́ıdou iVektor:
class Radek : public iVektor { ... }
2. Ze tř́ıdy Vektor zkoṕırujeme konstruktor, pracuj́ıćı s odkazem na matici, do tř́ıdy
Radek. Aby se kód zkompiloval, budeme muset přidat i atributy ukMatice a cisloRadku.









3. Vytvoř́ıme ve tř́ıdě Radek metodu pro př́ıstup ke složce řádku a tělo if větve metody
Slozka() tř́ıdy Vektor tam zkoṕırujeme.
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4. Uprav́ıme náš test, aby použ́ıval naš́ı nově vytvořenou tř́ıdu:
void linearniAlgebra_Test::TestPraceSRadkemMatice()
{
int pole[] = {1, 2, 3, 4, 5, 6, 7, 8, 9};
Matice *m = new Matice(3, 3, pole);
iVektor *radek = new Radek(m, 2);
CPPUNIT_ASSERT_EQUAL( 7, radek->Slozka(0) );
}
5. Nakonec smažeme if větev metody Slozka() tř́ıdy Vektor a následně i konstruktor
použ́ıvaj́ıćı odkaz na matici. Poté můžeme odstranit z této tř́ıdy i atributy ukMatice
a cisloRadku.
Pokud testy neselhávaj́ı, jsme si jisti, že jsme během postupu neudělali chybu a vše
funguje korektně. Nyńı můžeme tak pracovat jak se skutečným vektorem, tak s řádkem
v matici pomoćı rozhrańı iVektor. Použit́ım návrhových vzor̊u jsme odstranili nar̊ustaj́ıćı
větveńı a nečitelnost tř́ıdy Vektor.
4.2.13 Odstraněńı duplicit
Všimněme si, že jsme do rozhrańı přidali pouze jednu metodu – metodu pro př́ıstup ke
složce, ačkoliv v́ıme, že bude potřeba přidat i daľśı metody, např. Velikost(). V TDD




int pole[] = {1, 2, 3, 4};
Matice *m = new Matice(2, 2, pole);
iVektor *radek = new Radek(m, 1);
CPPUNIT_ASSERT_EQUAL( 5.0, radek->Velikost() );
}
Pro zprovozněńı testu muśıme rozhrańı iVektor rozš́ı̌rit o novou metodu. Ve tř́ıdě Radek
poté implementujeme metodu Velikost():
double Radek::Velikost() {
int suma = 0;
for (int i = 0; i < ukMatice->pocetSloupcu(); i++)




Vid́ıme, že implementace této metody ve tř́ıdě Radek je velice podobná, jak tomu bylo
ve tř́ıdě Vektor. Odlǐsný je pouze př́ıstup k vlastnostem objektu. Metoda funguje zcela
správně, přesto tento zp̊usob zápisu nemuśı být t́ım nejvhodněǰśım. S pocitem, že již v́ıme
jak implementovat daľśı chováńı tř́ıdy Radek, bychom přidávali daľśı metody podobné těm
ze tř́ıdy Vektor. Brzy bychom zjistili, že tento zp̊usob přinese duplicitu v kódu a z toho
následuj́ıćı nevýhody:
• Při implementaci tř́ıdy Sloupec, která by reprezentovala sloupec v matici, by bylo
nutné opět implementovat metody rozhrańı iVektor tak, aby bylo možné se sloupcem
v matici pracovat jako s vektorem. Množstv́ı kódu by se tak opět rapidně zvětšilo.
• Při pozděǰśım přidáńı resp. úpravě operace pro vektor ve tř́ıdě Vektor bychom museli
tuto metodu přidat resp. upravit ve všech tř́ıdách implementuj́ıćıch rozhrańı iVektor.
• Bude-li změněn př́ıstup k matici (např. implementace zachytáváńı výjimek), bude
potřeba provést rozsáhleǰśı úpravu kódu týkaj́ıćı se všech metod přistupuj́ıćıch k ma-
tici.
Mohli jsme na to myslet již při vytvářeńı abstraktńı tř́ıdy iVektor anebo možná ještě
dř́ıve - při implementaci tř́ıdy Vektor. V TDD se refaktorizace týká vždy momentálńıho
stavu vývoje aplikace. To znamená, že duplicitu neodstraňujeme před jej́ım výskytem ale
až když ji odhaĺıme. V našem př́ıpadě nyńı řeš́ıme duplicitu metody Velikost() s krátkým
výhledem na implementaci daľśıch metod.
Postup, jak odstrańıme duplicitu, spoč́ıvá v převedeńı podobných úsek̊u kódu na stejné:
1. Nejdř́ıve přeṕı̌seme metodu Velikost() ve tř́ıdě Vektor tak, aby nepřistupovala
k soukromým atribut̊um své tř́ıdy. Na mı́sto př́ıstupu k atributu slozky použijeme
metodu Slozka() implementovanou v dané tř́ıdě. Pro zjǐstěńı rozměru vektoru použijeme
metodu Rozmer():
double Vektor::Velikost() {
int suma = 0;




2. Podobně to provedeme s implementaćı metody ve tř́ıdě Radek. Pro zjǐstěńı rozměru
vektoru ale nemáme vytvořenou metodu Rozmer(), a tak necháme zjistit rozměr
počtem sloupc̊u v matici.
3. Muśıme neǰŕıv implementovat metodu Rozmer() ve tř́ıdě Radek. Předt́ım samozřejmě
naṕı̌seme pro tuto metodu test. Pro jednoduchost v tomto př́ıpadě stač́ı přidat do tes-
tovaćı metody TestPraceSRadkemMatice() aserci. Jakmile jsme udělali vše potřebné
pro jej́ı úspěšné zprovozněńı, můžeme pokračovat dále v odstraňováńı duplicity t́ım,
že v metodě Radek::Velikost() použijeme nově přidanou metodu Rozmer().
4. Nyńı máme dvě metody s naprosto stejným tělem. Pokud chceme, aby obě tř́ıdy
použ́ıvaly společnou metodu, muśıme metodu přesunout výše - do jejich společného
předka. V tomto př́ıpadě se jedná o abstraktńı tř́ıdu iVektor. Nejdř́ıve tedy zkoṕırujeme




virtual int & Slozka(int) = 0;
virtual double Velikost();
virtual int Rozmer() = 0;
... };
Poté odebereme metodu jedné ze tř́ıd, např. Radek. Pokud se úspěšnost test̊u neměńı,
můžeme odebrat metodu i z tř́ıdy Vektor. Nakonec provedeme změnu deklarace me-





T́ımto postupem jsme odstranili duplicitu a nevýhody z ńı vyplývaj́ıćı. Zároveň jsme nasměrovali
daľśı vývoj k lepš́ımu návrhu. Daľśı operace jako součin vektoru s č́ıslem nebo skálárńı součin
vektor̊u již můžeme psát s použit́ım metody Slozka() a metody Rozmer() do tř́ıdy iVektor
a vyhnout se tak v́ıcenásobné implementaci.
4.2.14 Test pro zhrouceńı
Když jsme implementovali metodu Slozka() ve tř́ıdě Radek, odmı́tli jsme ošetřovat př́ıstup
k matici s t́ım, že to již bylo provedeno v metodě Prvek() tř́ıdy Matice. V př́ıpadě př́ıstupu
mimo rozsah matice, bude vyvolána výjimka patř́ıćı do množiny výjimek vyvolaných při
práci s matićı. Taková výjimka ale nebude nic ř́ıkat o tom, že k chybě došlo při použit́ı ob-
jektu tř́ıdy Radek. Proto bychom chtěli vyvolat výjimku popisuj́ıćı chybu při práci s řádkem
matice. Zaroveň ale nechceme ošetřovat rozsah matice dvakrát - jednou ve tř́ıdě Radek a po-
druhé ve tř́ıdě Matice, což by jednak přineslo duplicitu v kódu, ale také plýtváńı strojovým
časem.
Při napsáńı testu bychom chtěli použ́ıt model pro zhrouceńı, který spoč́ıvá ve vytvořeńı
falešného objektu simuluj́ıćıho určité chováńı. Slouž́ı hlavně k testováńı ošetřeńı chyby,
u které je dost nepravděpodobné, že nastane. V mnohých př́ıpadech je použit́ı falešného ob-
jektu jediným zp̊usobem, jak takový př́ıpad otestovat – např. zaplněńı disku nebo vyčerpáńı
paměti. V našem př́ıpadě bude sloužit k odkloněńı od implementace metody Prvek(). Test
se tak může stát čitelněǰśı. Alternativou by bylo vytvořit skutečnou matici a př́ıstoupit
k prvku matice, o kterém v́ıme, že neexistuje. My ale nechceme testovat, zda je ošetřen
př́ıstup k prvk̊um matice. Proto vytvoř́ıme falešný objekt, který simuluje chováńı potřebné
pro test.
Takto by mohl vypadat náš falešný objekt pro matici:
class falesnaMatice : public Matice {
public:
falesnaMatice(): Matice(1,1) {}
virtual int & Prvek(int, int) { throw MimoRozsahMatice(); }
};




Matice *m = new falesnaMatice();
Radek *radek = new Radek(m, 0);
CPPUNIT_ASSERT_THROW(radek->Slozka(0), ChybaRadku);
}
Test při spuštěńı selže. Mı́sto očekávané výjimky ChybaRadku je vyvolána výjimka
MimoRozsahMatice. Uprav́ıme tedy implementaci metody Slozka():





catch (MimoRozsahMatice &) {
throw ChybaRadku("Radek: Pristup k~matici je mimo rozsah!");
}
}
Model pro test zhrouceńı je technika, která nám pomáhá napodobit chybu, kterou
chceme odzkoušet. Toho dosáhneme překryt́ım metody, jež má vyvolat chybu. V našem
př́ıkladu jsme překryli metodu Prvek() tř́ıdy Matice, abychom otestovali zachyceńı výjimky
v metodě Slozka() tř́ıdy Radek. T́ımto se náš test stal nezávislý na testu př́ıstupu k matici.
4.3 Shrnut́ı ukázkové aplikace
V této části se pokuśım shrnout demonstrované techniky použité při vývoji ukázkového
př́ıkladu knihovny a klasifikovat je do skupin podle jejich ćıl̊u. Následuje pak nástin možného
pokračováńı vývoje knihovny pomoćı TDD postup̊u. Tato daľśı rozš́ı̌reńı jsou př́ıtomna
v implementaci knihovny.
Dále je diskutována analýza frekvence spouštěńı test̊u a tedy d̊uležitost častého spouštěńı
test̊u.
Nakonec jsou uvedeny poznatky źıskané během vývoje knihovny charakterizuj́ıćı vliv
TDD metodiky.
4.3.1 Použité techniky
Techniky použité při implementaci ukázkové aplikace bychom mohli rozdělit do následuj́ıćıch
skupin:
Techniky pro rychlé zprovozněńı testu se použ́ıvaj́ı zejména ve třet́ım kroku cyklu
TDD(prvotńı úprava kódu). Nefunguj́ıćı test je potřeba co nejdř́ıve spravit i na úkor
návrhu. Ćılem je provádět co nejkratš́ı kroky.
Falešná implementace (4.2.4) je zřejmě nejznáměǰśı metodou, jak rychle zpro-
voznit test. Charakterizuje ji použ́ıváńı konstant namı́sto proměnných.
Triangulace (4.2.3) je metodou, kdy tvoř́ıme skutečnou implementaci až tehdy, když
máme v́ıce test̊u.
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Skutečná implementace. Pokud jsme si jisti správnou abstrakci výpočtu, neńı
d̊uvod ”zdržovat se“ falešnou implementaćı a nic nám nebráńı psát kód repre-
zentuj́ıćı výpočet.
Od jednoho objektu k v́ıce (4.2.8) objekt̊um postupujeme, pokud potřebujeme
pracovat s kolekćı objekt̊u. Nejdř́ıve otestujeme operaci s jedńım objektem.
Techniky pro psańı test̊u nám pomohou testovat konkrétńı chováńı, kterého chceme
doćılit.
Testováńı výjimek (4.2.2) spoč́ıvá v zachyceńı výjimky v testu. V př́ıpadě, že se
nevyvolá, test selže.
Odkloněńı (4.2.10) je zp̊usob, jak testovat komunikaci s jiným objektem. Nejdř́ıve
bude náš testovaný objekt komunikovat s testem, až poté s objektem.
Test pro zhrouceńı (4.2.14) použ́ıvá falešný objekt k simulováńı určitého chováńı,
v tomto př́ıpadě chyby.
Úvodńı test (4.2.1) jako technika nám doporučuje zač́ıt těmi nejjednodušš́ımi testy
a vyb́ırat vstupńı data, u kterých je ihned patrný výsledek.
Návratový test (4.2.5) pomáhá vrátit se zpět k ”zelenému ukazateli“ t́ım, že rozděĺıme
test na menš́ı části.
Techniky pro refaktorováńı př́ıcháźı na řadu často až v posledńıch fáźıch vývoje TDD.
Jejich ćılem je nejen abstrahovat výpočet a vytvořit skutečnou implementaci, ale i
zformovat návrh a odstranit duplicitu.
Vyčleněńı rozhrańı (4.2.11) využijeme, pokud chceme vytvořit druhou implemen-
taci metod s ćılem polymorfńıho chováńı objekt̊u.
Návrhové vzory (4.2.12) dokážou řešit určité problémy obecným zp̊usobem. Ne-
muśıme se striktně držet ”učebnicových“ schémat ale často nás inspiruj́ı ke vzniku
kvalitněǰśıho návrhu.
4.3.2 Možné pokračováńı
Když se v TDD zamysĺıme nad pokračováńım projektu, většinou nás napadne nějaký daľśı
test, který bychom chtěli zprovoznit. A když už máme všechno potřebné chováńı imple-
mentované, stále je na čem pracovat. Můžeme refaktorovat, odstranit překážej́ıćı duplicitu,
pokrýt kód bohatou sadou test̊u. Následně uvád́ım stručným zp̊usobem možné pokračováńı
vývoje naš́ı ukázkové aplikace a také použit́ı technik.
• Vytvořeńı objektu reprezentuj́ıćıho řádek matice je výhodné nejen pro práci s ńım
jako s vektorem, ale může sloužit i jako zp̊usob procházeńı matice po řádćıch. In-
spirujeme se návrhovým vzorem Iterator a ve tř́ıdě Radek implementujeme metodu,
která zp̊usob́ı, že objekt bude ukazovat na daľśı řádek matice.
• Při implementaci přǐrazovaćıho operátoru a koṕırovaćıho konstruktoru ve tř́ıdě Matice
nám vznikne duplicita v alokaci paměti a inicializaci datové reprezentace matice.
Abychom tuto duplicitu odstranili, můžeme vytvořit strukturu zapouzdřujićı data
matice. Objekt tř́ıdy Matice by uchovával ukazatel na tuto strukturu, která by pak
měla na starosti alokaci paměti a inicializaci datových složek.
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• Součin matice s vektorem můžeme imlementovat ve tř́ıdě Matice jako daľśı přet́ıžený
operátor. Tělo výpočtu bude ale velice podobné součinu dvou matic. Pokud dokážeme
těla těchto dvou přet́ıžených operátor̊u přibĺıžit tak, aby se shodovaly, postač́ı nám
implementace jedna. Jedńım ze zp̊usob̊u, jak toho doćılit, je použit́ı konverze vektoru
na jednosloupcovou matici.
Pokryt́ı testy v naš́ı ukázkové aplikaci určitě neńı dostatečné. Testy jsou v TDD nástroj
na źıskáńı d̊uvery v kód. Poskytuj́ı zpětnou vazbu, takže jejich množstv́ı záviśı na tom, jak
moc jsme si jisti svou implementaćı.
4.3.3 Frekvence spouštěńı test̊u
Pro zhodnoceńı výsledk̊u TDD je frekvence spouštěńı určitě vypov́ıdaj́ıćı hodnotou. Pro
zjǐstěńı této hodnoty jsem upravil aplikaci pro vykonáváńı test̊u(Test runner) tak, aby
při stisknut́ı tlač́ıtka pro spuštěńı test̊u došlo k zaznamenáńı aktuálńıho času a výsledku
spouštěné sady. Ze zapsaných hodnot lze poté určit intervaly mezi běhy test̊u.
Z naměřených údaj̊u vyplývá, že během implementace nových metod se interval po-
hyboval kolem 1-2 minut. To se týká během typického cyklu TDD, kdy spuštěńı nového
testu selhalo, následovalo rychlé zprovozněńı testu a postupná refaktorizace na skutečnou
implementaci. Interval tak z̊ustával konstantńı. Rozd́ıl byl patrný zejména při refaktorizaci.
Pokud jsem prováděl rozsáhleǰśı refaktorizaci najednou a interval se prodloužil na 4-6 min,
typicky následovalo několik neúspěšných spuštěńı test̊u. Zprovozněńı obvykle vyžadovalo
vrátit se na začátek a provádět refaktorizaci po částech s častěǰśım spouštěńım test̊u, které
neselhávaj́ı.
Použ́ıváńı TDD tedy skutečně stav́ı na častém spouštěńı test̊u a prováděńı menš́ıch
krok̊u při implementaci.
4.3.4 Účinky TDD
Zhodnotit účinky TDD na základě tohoto jednoduchého ukázkového př́ıkladu se nemuśı
zdát věrohodné. Přesto bych zmı́nil několik źıskaných poznatk̊u podle r̊uzných hledisek,
přičemž všechny tyto poznatky spolu úzce souviśı:
Produktivita Pro kvalitńı posouzeńı z tohoto hlediska by bylo vhodné implementovat
stejné zadáńı klasickou metodikou a porovnat dobu vývoje. Psańı test̊u může být dosti
zpomaluj́ıćı činnost́ı. Na druhou stranu má ale sv̊uj opodstatněný smysl. T́ım, že ṕı̌seme
testy dopředu, odhaĺıme př́ıpadnou chybu již při jej́ım prvńım vzniku, kdy operujeme v jej́ı
bĺızkosti. Pomoćı test̊u jednotek chybu lehce lokalizujeme a můžeme j́ı ihned opravit. Vy-
hneme se tak častému použ́ıváńı lad́ıćıch nástroj̊u k odhaleńı skrytých chyb, což vývoj učińı
svižněǰśım.
Kvalita programu Program je pokryt v́ıce testy než při klasickém vývoji. Pokud totiž
opravdu ṕı̌seme testy před každou novou funkčnost́ı, nejsme my a ani zákazńık překvapeni
nežádoućım chováńım. Kvalita programu se tak částečně odv́ıj́ı od počtu test̊u, které naṕı̌seme.
Kvalita návrhu záviśı na mı́̌re refaktorováńı. TDD nám ukazuje zp̊usob, jak provádět
rozsáhleǰśı refaktorizace po malých kroćıch t́ım, že budeme změny provádět postupně a
zároveň neustále kontrolovat úspěšnost test̊u. Takový př́ıstup nám znemožńı udělat chybu
nebo něco opomenout, jak by k tomu došlo, kdybychom chtěli tuto refaktorizaci provést
v jednom kroku. Důsledkem tohoto př́ıstupu je také větš́ı d̊uvěra a jistota v prováděné
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změny. Když totiž programátor při refaktorizaci přinese do kódu spoustu chyb, často jej to
odrad́ı a na refaktorizaci nebude mı́t př́ı̌stě odvahu.
Pochopeńı programu Častým psańım test̊u a refaktorováńım pomoćı menš́ıch krok̊u
se programátor v́ıce přibĺıž́ı k implementaci. Lépe dokáže odhadnout chováńı programu a




Záměrem této práce bylo ilustrovat vývoj ř́ızený testy a ukázat tak techniky, kterými TDD
dosahuje ćıle projektu. V prvńıch kapitolách seznamuji čtenáře s agilńımi metodikami,
zejména TDD metodikou, jej́ımi principy a použ́ıvanými nástroji, z nichž nejznáměǰśı je
rodina testovaćıch rámc̊u xUnit.
Implementace knihovny pro vektory a matice slouž́ı jako ukázkový př́ıklad TDD v praxi.
Zejména je zde demonstrován jeho cyklus, zp̊usoby psańı test̊u a implementace. V nepo-
sledńı řadě je na př́ıkladu ukázáno, jakým zp̊usobem se TDD stav́ı k návrhu. Tyto techniky
jsou ilustrovány na jednoduchých problémech. Jejich smysl a princip je však nápomocný i
v náročněǰśıch projektech.
Vývoj software ř́ızený testy má ale i svá omezeńı. Nevýhodou použ́ıváńı TDD je problém
s testováńım samostatných jednotek a automatizovaného testováńı uživatelského rozhrańı.
I pro tyto problémy však TDD nab́ıźı řešeńı uvedena v 2.2.5. Také je obt́ıžné udržet dis-
cipĺınu při použ́ıváńı TDD. Ze začátku neńı jednoduché si na cyklus TDD zvyknout a
dodržovat jeho pravidla. Zejména jde o psańı test̊u před samotnou implementaćı. Pro-
gramátor je velice zvyklý psát rovnou kód.
Aplikováńım testy-̌ŕızeného vývoje můžeme dosáhnout předv́ıdatelného chováńı pro-
gramu. Použ́ıváńı lad́ıćıch nástroj̊u se výrazně minimalizuje. Vývoj ř́ızený testy umožňuje
často odhalit chybu již při jej́ım prvńım vzniku. Psychologický efekt na vývojáře hraje
také d̊uležitou roli. Častým spouštěńım test̊u se programátor utvrzuje, že program se chová
podle jeho představ. To mu dodává odvahu provádět refaktorizaci, která zjednoduš́ı návrh
a zároveň odstrańı duplicitu.
Podle mého mı́něńı nelze tvrdit, že vývoj ř́ızený testy je univerzálńı metodologie pro
všechny typy projekt̊u. Zvláště pro rozsáhlé projekty může být problémem testováńı systému
před samotnou implementaćı a jeho restrukturalizace během vývoje. Naproti tomu může být
TDD lepš́ım řešeńım při realizaci menš́ıch projekt̊u s měńıćımi se požadavky. Aplikováńı
vývoje ř́ızeného testy na práci v týmu určitě předpokládá méně početný tým složený ze
zkušených vývojář̊u.
Zaj́ımavým pokračováńım projektu by mohla být implementace ukázkové aplikace sku-
pinou vyvojář̊u, z nichž jedna podmnožina by použila při vývoji klasické metodiky a druhá
vývoj ř́ızený testy. Výsledkem by mohla být studie porovnávaj́ıćı vliv TDD na produktivitu
vývojář̊u, kvalitu implementace a daľśı faktory d̊uležité pro úspěch softwarového produktu.
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