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Introducció i objectius 
 
 
1.1.   Entorn del projecte 
 
En termes d’ensenyament, avui en dia és molt important per a l’alumne poder 
seguir la seva formació i ampliar els seus coneixements fora de les hores de classe. 
Fa pocs anys, el material d’estudi del que disposava l’alumne era majoritàriament 
apunts propis que s’havien pres a classe. Ara, l’ensenyament està evolucionant de 
manera que l’alumne pugui treballar a casa seva, per tal que quan vagi a classe ja 
tingui uns coneixements assolits, i per tant, poder incidir en coses més 
específiques. 
 
Això, unit amb l’evolució de les comunicacions i més en concret, d’Internet, ha fet 
que aparegui el terme de e-learning, que engloba els conceptes d’estudi mitjançant 
Internet, i també dels cursos online. 
 
A la UDL, des de fa un parell d’anys que ja es comencen a utilitzar aquestes noves 
tecnologies, concretament amb el portal sakai. Sakai és un gestor de continguts 
que permet als professors pujar els seus apunts i qualsevol arxiu per tal que els 
alumnes se’ls puguin descarregar al seu ordenador. També implementa l'entrega 
d’activitats, calendaris i altres funcions didàctiques. Però, el que no permet Sakai és 
presentar els apunts com a pàgina web, de manera que l’usuari no es tingui que 
descarregar el fitxer, i per tant poder incloure qualsevol contingut de manera més 
pràctica i més estructurada. 
 
D’una altra banda, i centrant el problema en l’àmbit de la física, una bona eina per 
tal que els alumnes puguin visualitzar millor els problemes físics, són els applets. 
Els applets permeten interactuar amb l’usuari de manera que es poden fer una 
sèrie de problemes veient quin serà el resultat. Això ajuda a no tenir que fer un 
esforç extra d’abstracció del problema, i per tant, a entendre-ho millor. Però, ens 
trobem amb el problema que la majoria d’applets que circulen per Internet, poden 
ser matemàticament bastant potents, però gràficament pobres, el que fa que 
l’alumne sovint no acabi de relacionar el que està veient amb la realitat. Per 
exemple, existeixen una gran quantitat d’applets de física anomenats Physlets, amb 
els quals es poden resoldre molts tipus de problemes físics, però es mostren 
gràficament en dos dimensions, i sovint amb imatges molt simples, i per tant, tot i 
que l’objectiu és disminuir el nivell d’abstracció a l’alumne, a vegades això fa que 
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l’alumne encara tingui més dificultat per entendre el problema ja que la 
visualització no és del tot òptima. 
 
Per tal de resoldre aquests problemes, primer de tot intentarem escollir un gestor 
de continguts adequat que permeti als professors afegir qualsevol tipus de 
contingut sense cap tipus de problema, que s’adapti millor a les seves necessitats i 
,a la vegada, sigui un complement didàctic a l’eina sakai. 
 
I en segon terme, intentarem resoldre el problema de la poca qualitat gràfica dels 
applets existents, utilitzant la tecnología Java3D, i per tant, incorporant un grau 
més de realisme als problemes, de manera que facilitem la feina a l’alumne. 
 
1.2.   Objectius 
 
Aquest treball de fi de carrera, està inclòs dins d’un projecte d’innovació docent que 
intentarà millorar la qualitat en la docència de les assignatures de física. Per tant, 
aquest treball serà una petita part d’aquest projecte més ambiciós, l’objectiu del 
qual, és desenvolupar una sèrie d’eines informàtiques, gràficament potents, ficant 
èmfasi en les representacions gràfiques i la seva manipulació, de  manera que 
facilitin als futurs alumnes de les assignatures de física la comprensió dels principis 
fonamentals de l’electromagnetisme. 
 
Per tal de dur a terme això, primer de tot haurem d’entrar en el món dels gestors 
de continguts. Haurem de saber que són, per a que s’utilitzen, fer un estudi 
comparatiu de tots els tipus de gestors de continguts que existeixen actualment, 
per tal de poder escollir el gestor més adequat a les nostres necessitats, i 
finalment, ser capaç d’installar i configurar un gestor de continguts per tal 
d’obtenir un portal de física que sigui vàlid per a que els professors de les 
assignatures puguin afegir els seus propis apunts, i que a la vegada suporti les 
aplicacions en Java3D. 
 
La segona part, tracta d’implementar un seguit d’aplicacions multiplataforma 
executables a través d’Internet amb l’ajut d’un navegador, per tal que l’estudiant 
pugui utilitzar-les de forma autònoma, i així poder ajudar-se en els seus estudis. 
Això ho farem intentant assolir el màxim nivell de realisme gràfic per tal que sigui 
molt més fàcil per l’alumne assolir els conceptes i reduir el nivell d’abstracció 
conceptual. 
 
Per poder fer aquestes aplicacions, haurem d’entrar dins de la tecnologia Java3D, 
conèixer la seva API i tot el seu seguit de característiques per tal de poder fer una 
sèrie d’aplicacions que siguin gràficament potents, i que puguin ser interactives, és 
a dir, que l’usuari (l’alumne en aquest cas), no només es limiti a veure una 
animació, sinó que pugui interactuar amb ella, per exemple ficant diversos valors 
per tal de generar un tipus d’animació diferent, poder veure les figures des de 
diferents punts, etc.  
 
Aquestes aplicacions intentaran ser usables i intuïtives, i hauran de tenir un requisit 
important que serà el de disposar d’un accés universal, per a que es pugui accedir 











Com hem vist, el primer dels problemes és poder disposar d’un portal propi per tal 
que els professors puguin penjar els seus apunts de manera fàcil i senzilla. 
 
La idea general és que tindrem dos tipus d’usuaris. Per un costat, tindrem els 
professors de les assignatures de física, que seran els que introduiran les dades 
dins de les pàgines, i per un altre costat, hi haurà els alumnes que utilitzaran la 
web per consultar els apunts, i també per utilitzar la segona part d’aquest projecte, 
que seran les aplicacions de simulacions de processos físics en 3D. 
 
Per tal d’allotjar aquesta informació, utilitzarem un gestor de continguts que ens 
facilitarà molt aquesta tasca. Però primer de tot, anem a veure què és exactament 
un gestor de continguts. 
 
 
2.1.   Què és un gestor de continguts? 
 
 
Un gestor de continguts (CMS, Content Management System) és una eina software 
que s’utilitza per a facilitar la gestió de pàgines web. Amb un gestor de continguts, 
tenim la possibilitat d’actualitzar continguts fàcilment i manipular els continguts 
dins de la nostra pàgina web. El sistema ens permet diferenciar entre disseny i 
contingut, per tant, ens serà molt fàcil canviar tot el disseny de la web, sense tenir 
que tocar res del contingut. 
 
La funcionalitat d’un CMS, es pot dividir en quatre fases o categories: Creació del 












Creació del contingut: 
 
Els CMS aporten unes eines per a la creació de l’estructura, com pot ser l’ús de 
templates (plantilles) predefinides en les que sense coneixements de llenguatge 
HTML podem definir la nostra web. També tenim la possibilitat de definir les nostres 
pròpies plantilles i utilitzar-les posteriorment, així com poder editar estructures amb 
XML, etc. 
 
Un cop tenim una estructura definida, un CMS ens ajuda a afegir continguts gràcies 
a editors WYSIWYG (What You See Is What You Get, El que veus és el que obtens). 
Aquests editors incorporats, faciliten molt la feina ja que podem definir els títols, 
format de les pàgines, afegir imatges, etc. En resum, és com tenir un editor de 
textos qualsevol com el MS Word, OpenOffice, etc., de manera que mentre 
introduïm un nou contingut, veiem el resultat final que es mostrarà al nostre lloc 
web. 
 
Gestió del contingut: 
 
Un cop creada la pàgina, es guarda dins de la base de dades central del CMS. Aquí 
és on s’emmagatzema tot el contingut juntament amb altres propietats. 
 
Disposem d’eines que ens permeten veure el nostre lloc web amb la seva 
estructura jeràrquica per carpetes. A partir d’aquí nosaltres podem modificar els 
continguts, afegir rols amb diferents permisos, definir cicles de treball (workflow), 
etc. El workflow s’utilitza sovint en el cas que en un projecte estiguin involucrats 
diferents persones. Per exemple, si una pàgina ha de passar per diferents persones 
des de la fase de creació, fins a donar l’aprovació final i publicar-la, en cada pas el 





La publicació la podem fer un cop tenim tots els continguts que volem ja definits. 
Molts CMS, diferencien entre el que es mostra a l’usuari final, i el que tu estàs 
modificant, és a dir, nosaltres podem modificar continguts, però mentrestant, 
l’usuari final no pot veure aquests canvis fins que l’administrador publiqui finalment 




Quant a la presentació, un CMS gestiona diferents tipus de mòduls que permeten 
canviar l’aspecte de la nostra pàgina web. Podem definir mòduls de notícies, 
mòduls de publicitat, de menús desplegables, etc. Això ens permet grans 
possibilitats per a la nostra pàgina web, ja que un cop desenvolupat aquest mòdul, 
el podem utilitzar molt fàcilment les vegades que ens facin falta. 
 
 




Una de les preguntes més freqüents, és si nosaltres necessitem un gestor de 
continguts per la web que pretenem fer. 
 
Si volem fer una pàgina estàtica, amb pocs continguts, i que pràcticament no 
necessiti actualització, segurament no caldrà que utilitzem cap gestor, però si 
volem tenir una pàgina que cada cop vagi creixent, que necessitem actualitzar-la 
bastant, que tingui continguts dinàmics, etc., aleshores l’ús d’un gestor de 
continguts ens aportarà molts beneficis. 
 
Un d’aquests beneficis, és que amb un gestor de continguts podem anar millorant 
la nostra web sense haver de realitzar massa canvis. Per exemple, si volem afegir 
un gestor de cerca a la nostra web, només ens farà falta desenvolupar un mòdul, o 
utilitzar-ne un de ja creat per altres persones, i afegir-lo al nostre lloc web. 
D’aquesta manera tenim molta llibertat de millora i possibilitat d’afegir altres 
funcionalitats. 
 
I el mateix podem dir del disseny, si volem canviar l’aspecte del nostre lloc web, 
només ens cal seleccionar un altre template (plantilla) i automàticament tindrem un 
lloc web totalment diferent, sense necessitat d’haver fet cap canvi. 
 
Un altre gran factor per a elegir un CMS, és que facilita el manteniment de moltes 
pàgines. Si tenim un lloc web amb molta quantitat d’informació, es farà 
absolutament necessari disposar d’un gestor per tal de poder organitzar 




Gestió de rols i control d’accés. Amb un CMS podem gestionar diferents rols 
amb diferents permisos, per tal de definir uns tipus d’usuaris, que puguin tenir 
diferents permisos d’accedir al nostre lloc web, o permisos de modificar els 
continguts. Així per tant podem definir un administrador que pugui accedir a tot 
arreu i modificar continguts, un director que pugui accedir a tots els continguts però 
no els pugui modificar, i un usuari final que només pugui accedir a unes 




Possibilitat de tenir pàgines interactives. Un CMS ens aporta la possibilitat de 
generar pàgines interactives creades pel propi gestor, és a dir, que no existeixen 
com a pàgines en si, però que s’han generat automàticament per una petició de 
l’usuari. Per exemple, si l’usuari fa una cerca amb un cercador, si es genera una 
enquesta, si es puntua una notícia, etc. 
 
Desprès de dir tot això, penso que els gestors de continguts suposen una gran 
aportació en el disseny i gestió de continguts per a webs, ja que abans si volíem 
crear el nostre portal web, normalment s’havia de crear a partir de zero mitjançant 
eines com per exemple el DreamWeaver que fins ara segurament ha sigut l’eina 
més utilitzada en aquest àmbit, però amb el creixement dels CMS, això fa que 
canviï, ja que és molt més fàcil i útil buscar un gestor de continguts adequat a les 
nostres necessitats (que n’hi han molts de diferents), que ja ens estalviarà 
moltíssima feina. L’única dificultat d’un gestor de continguts pot ser la part 
d’installació i configuració, però un cop fet per un especialista, els avantatges d’un 


















2.3.   Tipus de CMS 
 
 
Existeixen diferents tipus de gestors de continguts, alguns reuneixen unes 
característiques específiques que fan que es puguin agrupar en diferents grups: 
 
• Fòrums: És un lloc on es permet als usuaris discutir sobre diferents 
temàtiques. A diferència d’un xat, en un fòrum la informació queda fixa de 
manera que els usuaris poden discutir sense tenir que estar connectats al 
mateix moment, utilitzant un sistema de respostes. 
Exemples: bbPress, DeluxeBB, Phorum, phpBB, QuickSilver, UseBB, XMB, 
etc. 
 
• Wikis: Lloc web on l’elaboració del mateix està obert a els usuaris. 
D’aquesta manera es pot anar complementant la informació. Normalment 
s’utilitzen per a crear una web informativa sobre algun tema de manera que 
vagi evolucionant i millorant amb l’ajuda dels usuaris. Ideal per a 
comunitats. 
Exemples: DocuWiki, MediaWiki, UniWakka, WackoWiki, Wikepage, 
WikkaWiki, etc. 
 
• Blogs: Pàgina per a publicar articles de diferent temàtica, i amb un espai 
obert per a comentaris o discussions. 
Exemples: b2evolution, Dotclear, Eggblog, SimplePHPBlog, WB News, 
Wheatblog, WordPress, etc. 
 
• eCommerce: Lloc web basat en el comerç electrònic. 
Exemples: cpCommerce, osc2nuke, osCMax, osCommerce, phpShop, 
ZenCart, etc. 
 
• Galeria d’imatges: Pàgina per a ficar contingut audiovisual, generalment 
galeries de fotografies. 
Exemples: 4Images, Coppermine, DAlbum, iFoto, LinPHA, PhpWebGallery, 
Pixelpost, Singapore, WEBAlbum, Zen Photo, etc. 
 
• Llocs web: Lloc web en general, on pot haver-hi diferent tipus de contingut 
i funcionalitats. No té un caràcter tant específic com els anteriors ja que és 
pot utilitzar per moltes coses, i per tant també sol ser el més utilitzat. 
Evidentment, serà el tipus de gestor de continguts que utilitzarem en aquest 
projecte. 
Exemples: Joomla, Mambo, PHP-Nuke, Typo3, Xaraya, XOOPS, etc. 
 
 
A part d’aquests grups, també podríem diferenciar entre gestors de continguts de 
codi obert (Open Source), i els CMS comercials. 
  
Els gestors comercials, normalment estan distribuïts per empreses, i tenen el codi 
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font en propietat, és a dir, que en general no es pot utilitzar ni distribuir lliurement. 
Ens interessen més els gestors amb llicència lliure, per tant, ens centrarem en els 
CMS d’Open Source (codi obert). 
 
Hi ha molta quantitat de gestors de contingut de codi obert, i de gran qualitat. Un 
avantatge d’aquests tipus, és que sovint hi ha comunitats dedicades a millorar i a 
compartir els seus coneixement amb els altres d’una forma altruista, i per tant, 
estan sempre en continua evolució. 
 
Tot i això, en alguns casos en que aquestes comunitats són més petites, ens 
trobem en els inconvenients de escassa documentació, poca actualització, etc. 
 
 
2.3.1.   Els LCMS 
 
 
Els LCMS (Learning Content Management System), o també anomenats LMS 
(Learning Management System), són un tipus de gestor de continguts especialment 
orientats a la docència virtual. 
 
Aquests tipus de gestors, ens venen amb una gran quantitat d’opcions orientades a 
l’interacció professor-alumne, o també alumne-alumne. 
 
Per posar un exemple d’aquestes funcionalitats, podríem dir que un professor 
disposarà de les eines suficients per a ficar els seus apunts a la web, afegir arxius, 
ficar tests que l’alumne podrà resoldre, avaluar exercicis que l’alumne podrà fer 
online, etc. 
 
Un alumne, podrà tenir la possibilitat de resoldre tests online, veient el seu resultat 
final al finalitzar el test, podrà pujar els seus exercicis resolts, veure les seves 
notes, interactuar amb el professor o els alumnes a través de xats, fòrums, 
missatges al correu, etc. 
 
Per tant, aquests gestors de contingut orientats a la docència virtual, ens seran 
molt útils sobretot per a cursos no presencials, on el professor i l’alumne poden 
desenvolupar totes les tasques d’un curs, exclusivament utilitzant aquesta eina. 
 









2.4.   Criteris de Selecció 
 
Actualment, hi ha centenars de gestors de contingut Open Source, cadascun amb 
unes característiques diferents, i també amb uns requeriments diferents, per tant, 
nosaltres hem centrat la cerca, en gestors que complissin uns requeriments previs 
per tal de que s’adaptessin al màxim a la configuració del servidor al que el volíem 
installar. Aquests requeriments són: 
 
• Servidor d’aplicacions: Tomcat 
• Base de Dades: PostgreSQL 
• Llicència: GNU GPL / LGPL 
• Llenguatge de programació: Java. 
 
Tot i aquests requeriments, també hem mirat alguns que només acceptessin MySQL 
com a Base de Dades, i també hem tingut en compte algun gestor de continguts 
amb llenguatge de programació php. 
 
 
2.5.  Llista i comparativa: 
 
 
2.5.1.   eXo Platform 1.0: 
 
 
eXo Platform és un gestor de continguts que complia amb els requisits del 
llenguatge de programació Java, i servidor d’aplicacions Tomcat. Disposa d’una 
llicència GPL, tot i tenir també la seva versió comercial. En quant a la base de 
dades, funciona amb la majoria de les utilitzades normalment. Per tant, compleix 
els requeriments bàsics que demanem. 
 
Els problemes d’aquest gestor, són que al ser produïts per una companyia que 
també elabora versions comercials, ens trobem en que hi ha poca documentació, i 
poca informació sobre la versió lliure. A més, dins la seva web podem trobar 
diferents productes de la companyia, i es barreja la informació sobre aquests 
productes. 
 
Per tant, hem vist que degut a la mala informació, i mala organització que hi ha 







2.5.2.   eAdmin/OWX: 
 
 
eAdmin/OWX també compleix tots els nostres requisits principals, treballa amb 




• Còmoda interfície web d’administració. 
• Cercador multillenguatge. 
• Gestor per a la pujada d’arxius. 
• Administració d’usuaris. 
• Diferents sistemes de plantilles. 
• Generador automàtic de usuaris/contrasenyes 
• Suport multiusuari 
• Suport multillenguatge. 
• Editor WYSIWYG. 
• Generació automàtica de taules a la base de dades. 
• Arquitectura flexible i extensible. 
• Arquitectura Model Vista Controlador (MVC), utilitzant Struts. 
 
A simple vista, sembla un gestor de continguts força interessant, senzill, simple, 
però ens trobem en que té dos grans inconvenients. El primer de tots, és que 
disposa d’una documentació incompleta, i el segon, és que no hi ha novetats del 
projecte a partir de 2003. Per tant, ens trobem amb la possibilitat que sigui un 
projecte oblidat, i sense possibilitat de millores. 
 
Això fa que el descartem automàticament, ja que ens interessa un gestor que poc a 
poc pugui millorar, amb una comunitat activa, per tal de poder solucionar errors, i 
seguir millorant en el desenvolupament del CMS. 
 
 
2.5.3.   WebCT95 2.4.1: 
 
WebCT95 és una altra aplicació Java que respon a les característiques demanades 
per nosaltres: Tomcat, PostgreSQL, llicència GPL. 
 
WebCT disposa d’una interfície intuïtiva, molt simple per tal que usuaris no 
acostumats a utilitzar sistemes de gestió de continguts puguin fer-ne ús. 
 
• Permet crear i afegir continguts 
• Permet accedir al sistema des de qualsevol indret. 
• Gestionar drets d’accés al sistema de gestió de continguts. 
• Configurar un estil i format homogeni per tot el lloc web. 
• Crear diferents tipus de continguts amb presentacions diferents. 
• Restringir l’accés als continguts segons el tipus d’usuari que hi vol accedir. 
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• Recerca de contingut mitjançant paraules clau. 
• Gestionar dinàmicament els menús i submenús. 
• Consultar estadístiques del lloc web. 
• Gestionar fòrums. 
• Crear i gestionar formularis. 
• Editor WYSISYG. 
 
 
A part d’aquestes característiques, WebCT95 en tenia moltes altres, i era una de les 
aplicacions amb més funcionalitats disponibles. 
 
Tot i això, els problemes d’aquest CMS eren que disposava de tota la documentació 
en francès. Això no eś un problema estrictament pel llenguatge, sinó perquè creiem 
que una aplicació ambiciosa ha de disposar d’una documentació ben completa en 
anglès. A més d’això, la documentació també semblava una mica obsoleta, ja que 
fa referència a versions de software que ja no s’utilitzen, i a més, sembla que 
l’última actualització del programa data de mitjans del 2006. 
 
 
2.5.4.   AtLeap: 
 
• Simple d’usar. L’administrador pot navegar pel lloc web i escollir les àrees 
editables simplement fent un doble click. 
• Editor WYSIWYG. 
• Contingut multillenguatge. Es poden definir ràpidament continguts en els 
diferents llenguatges que nosaltres vulguem. 
• Cercador de text. 
• Basat en les noves tecnologies de codi obert: Hibernate, Spring, Xdoclet, 
Struts, FCKEditor, Lucene, Quartz, Acegi, TinyMCE, etc. 
 
Tot i poder crear la nostra pròpia solució, AtLeap ens ve per defecte amb una 
interfície gràfica ja creada, per tal que la puguem utilitzar i ens puguem oblidar 
d’aspectes com el disseny. A més, en aquest disseny ja ens incorpora funcionalitats 
com els fòrums, discussions, etc. 
 
A més, també disposa d’una molt bona i àmplia documentació. Es tracta doncs d’un 










2.5.5.   Drupal 
 
 
Drupal és un gestor de continguts en llenguatge de programació php. Ja que en 
l’entorn web, el php és un dels llenguatges més utilitzats, vam decidir mirar també 
algun gestor amb php, per veure si ens oferia alguna millora important respecte els 
gestors amb Java. 
 
Drupal pot funcionar amb PostgreSQL, té llicència GPL, i com ja hem dit, utilitza 
php. 
 
• Una de les avantatges de Drupal és que compta amb una gran comunitat 
d’usuaris que elaboren mòduls. Per tant, tenim a la nostra disposició noves 
funcionalitats elaborades pels usuaris. 
• Utilitza sistemes d’autenticació per la gestió d’usuaris. 
• Funciona amb un sistema de templates (plantilles) que permet diferenciar el 
disseny amb el contingut, de manera que podem canviar tot el disseny 
sense tenir que vigilar de modificar el contingut. 
• Gran varietat de templates. Com que hi ha una gran comunitat, et pots 
descarregar diferents plantilles per aplicar-les al teu projecte. 
• Incorpora sistema de blogging per agregar notícies. 
• És multiplataforma. 
• Internacionalització. Està creat en diferents idiomes. 
• Mostra el seguiment i estadístiques del lloc web. 
• Es captura tota l’activitat en un registre d’events. 
• Posa èmfasis en la usabilitat i consistència del sistema. 
 
 
Penso que és un gestor força interessant, amb una bona comunitat en espanyol, i 
en la que disposem de una gran quantitat de plantilles per tal de poder aplicar 
fàcilment diferents dissenys. Tot i això, penso que Drupal està més orientat a blogs 
personals o de comunitats i no respon exactament al que estem buscant. 
 
 
2.5.6.   OLAT 
 
Olat és un tipus de CMS orientat al e-learning, anomenats LCMS (Learning Content 
Management System). El nom de OLAT, correspon a les sigles Online Learning And 
Training. 
 
Olat respon també als requisits que demanem, ja que és 100% Java, treballa amb 
Tomcat, PostgreSQL i té llicència GNU GPL. 
 
Aquest sistema de gestió de continguts disposa d’una gran quantitat de 
característiques orientades a l’ensenyament online: 
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• Editor de cursos per tal de crear nous cursos online. 
• Editor WYSIWYG per afegir qualsevol tipus de contingut al curs. 
• Administrador d’arxius per a poder pujar qualsevol arxiu que vulguem. 
• Possibilitat d’assignar grups entre alumnes. 
• Missatger instantani. Possibilitat de veure quins alumnes estan connectats i 
xatejar amb ells. 
• Fòrums de discussió. 
• Carpeta d’arxius compartits per a que els alumnes intercanviïn fitxers. 
• Possibilitat de fer testos per a que els alumnes s’autoavaluïn. 
• Previsualització del curs. 
 
 
Amb tot això, veiem que OLAT és un gestor molt interessant, amb moltíssimes 
característiques interessants, però que considerem que s’escapen de les nostres 
necessitats. La part de gestió i introducció de continguts és força interessant, però 
totes les altres característiques com poden ser els xats, els fòrums, no són 
necessaris pel que nosaltres volem. 
 
Per tant, creiem que no és necessari tenir un gestor amb tantes possibilitats, ja que 
no les usarem, i no és el que nosaltres realment volem. 
 
2.5.7.   ATutor 
 
ATutor és un altre tipus de LCMS (Learning Content Management System), en 
aquest cas, parlem d’un gestor dissenyat en PHP, Apache i MySQL. Per tant, no 
compleix els requisits que demanàvem, però igualment li hem donat una ullada per 
tal de veure si seria interessant decantar-nos per una solució LCMS. 
 
ATutor no és tant potent com ho podria ser OLAT, però tenim un panell de control 
amb unes opcions semblants: fòrum, chats, tests, calendari, enquestes, etc. 
 
Per tant, hem vist que els LCMS són força interessants si el que volem és donar un 
curs íntegrament online i interactuar amb els alumnes. Però pel nostre cas, no 
s’adapta exactament al que volem, donant funcionalitats extres que no necessitem, 













2.6.   OpenCms 
 
 
2.6.1.    Introducció 
 
OpenCms és un gestor de continguts Open Source que treballa majoritàriament 
amb el llenguatge Java i XML. Pot treballar amb diferents tipus de bases de dades 
com per exemple MySQL, PostgreSQL, Oracle, etc. Disposa d’una llicència LGPL, i 
l’empresa encarregada del seu desenvolupament i distribució és Alkacon Software. 
Com que OpenCms és una aplicació de codi lliure, existeixen diferents comunitats 
per Internet que ajuden a desenvolupar i millorar el software. D’aquesta manera, 
tot i que l’empresa Alkacon Software és la que fa la gran part de la feina, afavoreix 
a que es detectin abans alguns possibles errors, que es proposin millores, millorar 
documentació, desenvolupar nous mòduls, i en definitiva, això produeix que el 
producte estigui en continua millora. 
A més, es tracta d’una eina relativament jove, ja que el projecte OpenCms, va 
començar al 1999, quan es va crear el MhtCms, un gestor de continguts que en 
aquell moment no era de codi lliure. No va ser fins un any més tard, amb la creació 
de CeBit, que ja va passar a ser lliure. 
El creador de la primera versió d’OpenCms, va ser Alexander Kandzior, que va 
començar amb diferents idees una mica descollocades, però que poc a poc va anar 
creant un sistema potent. 
Al 2002, el projecte OpenCms va sofrir una petita crisis, ja que els principals 
membres, van decidir abandonar. Però, Alexander Kandzior no es va donar per 
vençut, i va crear la companyia Alkacon Software, que va ser a partir de llavors 
l’encarregada del desenvolupament del software d’OpenCms. 
Actualment la versió més recent és la 7.0, tot i que encara està en fase de proves i 
la versió més estable és la 6.2.3. 
Poc a poc el projecte ha anat creixent, fins al punt que actualment existeixen més 
de 1000 persones subscrites a llistes de correu i fòrums repartits per tot el món. A 
més també hi ha uns 100 proveïdors oficials de solucions, i sobre unes 200 webs 
que ofereixen ajuda, i també hi ha llibres creats per membres de la comunitat. 
Per a fer-nos una idea de la magnitud d’aquesta eina, segons càlculs de l’aplicació 
SLOCCount, farien falta 30 mesos i 23 programadors treballant en parallel per a 




2.6.2.   Característiques 
 
Algunes de les seves característiques principals són: 
 
• Entorn de treball web: Tot l’entorn de treball està basat en web, de 
manera que únicament cal installar-lo al servidor web, i desprès podem 
accedir-hi des de qualsevol màquina mitjançant un navegador. 
• Edició directa: Una de les característiques que fa que editar continguts 
sigui molt fàcil, és l’edició directa. Amb aquesta propietat, podem tenir la 
pàgina web oberta amb la vista prèvia, i a partir d’allí podem editar els 
continguts que vulguem simplement fent un click en l’àrea que volem editar 
i ens apareixerà un editor de text per a ficar el nou contingut. 
• Gestió d’usuaris i permisos: L’accés a tots els continguts, pot ser 
controlat per OpenCms mitjançant restriccions d’usuaris i permisos. 
D’aquesta manera, podem controlar l’accés a determinades zones i crear 
fàcilment àrees protegides. 
• Publicació de continguts basada en projectes: OpenCms treballa en un 
entorn basat en projectes. Tots els continguts han d’estar dins d’un projecte, 
i podem crear tants projectes com vulguem. A més, es treballa amb els 
modes “offline” i “online”. El mode offline és l’utilitzat per a fer canvis i 
modificacions, i el mode online és la vista que tindrà l’usuari. D’aquesta 
manera, podem estar fent canvis en la web, però, fins que no publiquem el 
projecte i el passem a online, el usuari no veurà aquests canvis. Amb això 
evitem que algú pugui accedir quan encara no haguem fet tots els canvis. 
• Administració de tasques i workflow: Podem crear diferents tasques, 
nivells de prioritats, dates de finalització de tasca, també podem fer que si 
tenim diferents usuaris, se’ls hi notifiqui via e-mail en el moment de creació 
d’una nova tasca. Això pot ser molt útil si parlem de projectes importants on 
han de treballar diferents persones. 
• Editor WYSIWYG: Una de les característiques importants és l’editor 
WYSIWYG (What You See Is What You Get), que permet editar els 
continguts fàcilment com si tinguéssim un editor de textos qualsevol. Podem 
ficar imatges, definir estructures, taules, empegar documents de Word, etc. 
El més important és que no es necessita cap tipus de coneixement de 
llenguatge HTML per a poder dur a terme aquestes tasques. 
• Editor de formularis per a contingut estructurat: Podem crear diferents 
tipus de contingut estructurat gràcies a plantilles XML que incorpora 
OpenCms. Amb aquestes plantilles podem definir noticies, ofertes de feina, 
events, etc. Aleshores, si nosaltres volem editar aquests continguts, no ens 
apareixerà l’editor WYSIWYG, sinó que ens apareixerà un formulari amb tots 
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els camps necessaris que has d’emplenar. És a dir, que si volem editar una 
notícia, ens apareixerà un formulari on haurem d’escriure el títol de la 
notícia, el subtítol, i la notícia. 
D’aquesta manera, totes les notícies tindran el mateix format i només ens 
haurem de preocupar d’escriure el text. 
• Plantilles XML i JSP: OpenCms incorpora algunes plantilles per a poder fer 
molt més fàcil la nostra web. Amb aquestes plantilles predefinides, podem 
crear un lloc web consistent amb el mateix disseny. A més de les que ja 
incorpora el gestor, nosaltres podem crear les nostres pròpies plantilles JSP. 
• Multi-idioma: L’entorn de treball OpenCms suporta diferents idiomes. Amb 
la distribució general s’incorporen l’anglès i l’alemany, però podem installar 
fàcilment altres idiomes (p.ex: castellà) mitjançant mòduls creats per les 
comunitats. 
• Mòduls i extensions: Utilitzant la API de OpenCms es poden crear nous 
mòduls per incorporar noves funcionalitats al gestor. D’aquesta manera, si 
es té alguna necessitat concreta és pot crear i integrar-la dins del nostre 
gestor. A més, això és el que afavoreix a que les comunitats d’usuaris 
puguin crear nous mòduls i compartir-los lliurement, de manera que si tenim 
una necessitat específica, podem mirar si algú ja l’ha desenvolupat i ficat a 
disposició de tothom. 
• Seguretat / Protocol SSL: Amb OpenCms podem fer el nostre lloc web 
segur utilitzant el protocol https que utilitza una encriptació segura de les 
dades. Podem marcar qualsevol recurs com a https, i per tant d’aquesta 
manera podem mostrar formularis (o qualsevol altre contingut) de forma 
segura.  
• Programar el sistema: OpenCms integra un sistema de programació 
automàtica. D’aquesta manera podem programar que determinades accions 
es vagin produint en un temps determinat. Per exemple, podem fer que les 
pàgines es publiquin en un temps determinat, que s’elimini contingut 
obsolet, etc. 
• Cercador integrat: Dintre de les propietats del gestor tenim un cercador de 
text completament integrat que fàcilment podem integrar a la nostra web 
fàcilment. 
• Meta informació: Es poden adjuntar diferents propietats a cada recurs, 
aquestes propietats poden per exemple definir aspectes del disseny d’una 
plantilla, seleccionar quin contingut volem mostrar dins la pàgina, informació 






Altres propietats poden ser: 
• Gestió d’arxius. 
• Importació i exportació de continguts. 
• Ajuda online. 
• Integració JSP. 
• Image scaling integrat. 
• Sistema de caché. 
• Mecanisme de sincronització. 





















2.6.3.   Guia d’OpenCms 
 
En aquesta secció intentarem donar una visió global dels apartats dels que disposa 
OpenCms. No es pretén que sigui una guia precisa d’OpenCms, però si que 
intentarem que es pugui donar una idea general de les funcions principals i de com 
funciona l’aplicació. Anem a veure les parts més importants del programa. 
2.6.3.1. La vista d’explorador 
 
Aquí tenim la vista d’explorador d’OpenCms. Des d’aquesta vista, podem gestionar 
tots els arxius. Funciona com qualsevol gestor d’arxius normal, podent moure els 
arxius entre carpetes, etc. Des d’aquí també podem crear nous continguts, carregar 
imatges, definir propietats de les pàgines, o també borrar el que vulguem. Però, els 
canvis no faran efecte fins que publiquem el projecte. És a dir, nosaltres des de la 
vista d’explorador, podem fer els canvis que vulguem, i els veurem reflectits, però, 








2.6.3.2.   La funció d’edició directa 
 
Un dels aspectes més importants des del meu punt de vista, és la funció d’edició 
directa. Gràcies a aquesta funció, podem editar els continguts de la pàgina 
fàcilment, sense tenir que saber cap coneixement d’HTML. En el cas de continguts 
no estructurats, l’usuari pot accedir a un editor de text semblant a qualsevol editor 
com per exemple OpenOffice, i a partir d’allí escriure el text que vulgui que 
aparegui a la pàgina. Simplement fent això, un usuari pot actualitzar qualsevol 
tipus de contingut. 
També tenim l’opció d’editar continguts estructurats. Quan parlem de continguts 
estructurats ens referim a continguts que segueixen un tipus d’estructura 
determinat, prèviament creats per OpenCms. Per exemple, podrien ser les notícies, 
amb un títol, subtítol, cos de notícia, etc. A més, aquests continguts tenen la 
propietat que es poden ordenar per data, i altres propietats. 
Com veiem en la imatge, a la dreta tenim un seguit de continguts estructurats. En 
aquest cas, són articles. Veiem com tenim l’opció per editar cada tipus d’article, o 
també poder borrar-lo. A més, al principi ens apareix l’opció d’afegir-ne un altre. 
Per tant, veiem com afegir, borrar o modificar continguts és molt senzill gràcies a 




Figura 2.2: Edició directa 
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2.6.3.3.   L’editor WYSIWYG 
 
Aquí tenim l’editor WYSIWYG utilitzat per a editar continguts no estructurats. Com 
veiem, disposa de les opcions típiques de qualsevol editor de text. Podem escollir 
diferents tipus de lletres, donar format al text, afegir imatges, taules, afegir símbols 
especials, etc. 
També incorpora una funció que és empegar des de Word. Amb aquesta funció, 
s’intenta que si tenim un document creat en Word o OpenOffice, el puguem 
importar simplement copiant el contingut, i empegant-lo amb aquesta eina. Però, 
els resultats no sempre són perfectes, i no sempre queda el document exactament 
com el teníem. Per tal que els resultats siguin més òptims, cal mirar el document 











2.6.3.4.   Editar continguts estructurats 
 
Aquí tenim un formulari del que seria un contingut estructurat. En aquest cas, 
tenim una notícia. Els camps que ens demana, són: Títol, títol addicional, autor, 
correu de l’autor, capçalera, text, prioritat (per tal d’ordenar la notícia), data de 
creació, data de llançament, data d’expiració, contacte, imatge, etc. 
Com veiem, tota aquesta informació ens pot facilitar molta feina, ja que podem per 
exemple ficar una notícia, i definir quan volem que aquesta notícia aparegui, i a 
quina data volem que desaparegui. D’aquesta manera, gestionem els continguts 
d’una forma molt eficient, i sense tenir que fer pràcticament res. A més, d’aquesta 











2.6.3.5.   Vista d’administració 
 
Des de la vista d’administració es poden fer una gran quantitat de coses, tot i que 
no sempre ha de ser necessari tocar gaire aquestes opcions. Aquesta vista s’utilitza 
normalment per a opcions més avançades i projectes importants, ja que tenim les 
opcions de gestionar nous mòduls, gestionar la base de dades, crear i gestionar 
nous comptes d’usuaris, per tal de controlar els permisos de cada un dels tipus, o 
fins i tot disposar d’una agenda d’activitats. També podem fer altres coses com 
administrar les galeries d’imatges, o exportar o importar parts del nostre projecte. 
Evidentment, només usuaris amb permisos d’administrador podran accedir a 
aquesta part. És a dir, podem tenir usuaris amb permisos d’edició dels continguts 












2.6.3.6.   Workflow 
 
Per a projectes on tinguin que intervenir una bona quantitat de persones, tenim 
l’opció de controlar el Workflow. D’aquesta manera, podem portar un control de les 
tasques, en quines dates s’assoleixen, i també portar un control automàtic dels 
usuaris, és a dir, si un usuari necessita que un altre usuari finalitzi una tasca abans 
de poder treballar ell, això ho podem fer amb el workflow, que avisarà a l’usuari 
quan la tasca estigui acabada i per tant ell pugui començar. 
En aquesta imatge tenim una pantalla que ens mostra com es crea una nova tasca, 
indicant a qui va adreçada, una descripció de la tasca, la data de finalització, el 
tipus de prioritat, i si volem que sen’s notifiqui amb un missatge quan la tasca sigui 














Tecnologies per al desenvolupament 





3.1.   Introducció 
 
3.1.1.   Applets VS Aplicacions 
 
 
Inicialment, un dels objectius era desenvolupar una sèrie d’applets per tal de fer 
simulacions de processos físics. Aquest objectiu s’ha vist modificat una mica a 
mesura que el projecte ha anat avançant, i finalment hem passat dels applets, a 
aplicacions multiplataforma executables a través d’Internet amb l’ajut d’un 
navegador. 
 
Un applet, és un component d’una aplicació que s’executa en el context d’un altre 
programa, en el nostre cas, dins d’un navegador. És a dir, que per exemple 
nosaltres podíem tenir una pàgina d’apunts dintre del nostre gestor de continguts, i 
a la mateixa pàgina tenir un applet que ens mostrés una simulació del que s’està 
parlant en aquell tema. 
 
Això és interessant ja que l’alumne disposa dels apunts i de l’applet tot a la mateixa 
pàgina, però ens ha comportat diferents inconvenients. El principal inconvenient, és 
que com l’applet s’executa dins del navegador, aquest navegador ha de suportar les 
característiques de l’applet. Per exemple, els nostres applets necessiten tenir 
installat el Plug-in de Java, i a més, tenir installat Java3D. Això comporta que 
cada usuari s’hauria d’installar aquests components abans de poder utilitzar els 
applets. Això comporta que no tothom pugui saber com s’installa, i que pugui tenir 
problemes i per tant no pugui veure l’applet, fet que seria desastrós. A més, fer 
això en entorn Linux era encara més complicat, de tal manera que un usuari mitjà 





Un altre problema era la velocitat d’execució dels applets. Si nosaltres volem 
carregar la pàgina d’apunts, però no tenim intenció de veure l’applet, haurem 
d’esperar igualment a que l’applet es carregui, i això sovint fa que el fet d’anar 
mirar diferents pàgines es pugui fer més lent i pesat. 
 
Per tant, buscant solucions a aquests problemes vam veure que la solució ideal era 
no fer applets incrustats dins del navegador, sinó que era fer aplicacions 
independents que es carreguessin a la màquina local i s’executessin 
independentment de la pàgina web. Amb això guanyem velocitat, ja que les 
aplicacions s’executaven més ràpid que els applets, i responien més ràpidament a 
les interaccions de l’usuari. Però, d’aquesta manera seguim amb el problema de 
tenir que installar-se els components necessaris a cada màquina. 
 
La solució a aquest últim problema és utilitzar la tecnologia Java Web Start. 
D’aquesta manera, Java Web Start s’encarrega d’installar tots els requisits 
necessaris sense que l’usuari tingui que fer res i ens assegurem que tothom 
aconsegueixi veure les aplicacions a qualsevol ordenador. 
 
Per tant, a partir d’ara ja no parlarem més d’applets, sinó que parlarem d’ 





3.1.2.   Utilitzant la tecnologia 3D 
 
Un dels aspectes clau d’aquestes aplicacions, és l’ús de la tecnologia de 3 
dimensions. El que volem és millorar l’aspecte gràfic que ofereixen les aplicacions 
semblants que existeixen actualment, que donen una visió poc real del problema. 
 
En canvi, amb la visió 3D, oferim un aspecte molt més real a la vegada que atractiu 
per l’usuari, de manera que l’alumne pugui comprendre molt millor i ràpidament els 
conceptes que es pretenen assolir. 
 
Per a fer tot això, utilitzarem la llibreria Java3D que incorpora Java. Aquesta 
llibreria, ens aporta totes les funcions necessàries per a poder crear objectes en 3 
dimensions, donar una aparença desitjada a aquests objectes, definir 











3.2.   Java3D 
 
3.2.1.   Introducció 
 
 
En aquest apartat intentarem descriure les parts més importants de Java3D. 
L’objectiu no és aprofundir excessivament, ja que l’API de Java3D és molt extensa, 
i per Internet podem trobar tutorials de fins a 400 pàgines, però com a mínim 
donar un repàs general sobretot als aspectes que s’han tingut més en compte per 
tal d’elaborar les posteriors aplicacions. 
 
Per començar, hem de saber que és exactament Java3D. Java3D, és un paquet 
(javax.media.j3d) que extén el JDK 2 de Java amb una interfície per a crear 
aplicacions que utilitzen gràfics en 3D. L’API de Java3D ens proporciona una gran 
quantitat de funcions i constructors d’alt nivell per tal de poder crear geometries en 
3D, crear animacions, i en definitiva, poder fer aplicacions interactives amb gràfics 
en tres dimensions. 
 
Tots els objectes geomètrics que creem amb els constructors d’alt nivell, es situen 
dins d’un univers virtual. Aquest univers pot tenir el tamany que nosaltres vulguem, 
des de tamanys subatòmics, fins a tamanys astronòmics. Per tant, ens aporta 
molta flexibilitat a l’hora de fer un gràfic amb dimensions reals. Un cop hem situat 
els objectes dins de l’univers virtual, aquests es renderitzen amb un procés 
automàtic. El procés de renderització (rendering), és el procés de càlcul necessari 
per tal de generar una imatge en 2D a partir d’una imatge en 3D, ja que el 
programador està treballant en 3D, però evidentment, per veure els resultats a la 
pantalla aquests s’hauran d’interpretar i passar-los a 2D però de manera que 
produeixi un efecte visual en 3 dimensions. 
 
Finalment, podem utilitzar Java3D tant per crear aplicacions, com per crear applets 
que podem visualitzar dins d’un navegador. Per tal de decidir si programar applets 
o aplicacions, ja hem vist en l’apartat anterior els avantatges i inconvenients de 
cadascun d’ells. 
 
3.2.2.   API de Java3D 
 
 
L’API de Java3D està formada per unes 100 classes que estan incloses dins del 
paquet javax.media.j3d. Però, podem crear un senzill univers de Java3D 
simplement utilitzant una petita part de tot aquest arbre de classes. 
 
A més del paquet javax.media.j3d, també s’utilitzen els paquets com.sun.j3d.utils, 
conegut com a paquet d’utilitats de Java, el java.awt, que defineix les classes per 
tal de crear una finestra per mostrar el contingut renderitzat, i el paquet 
javax.vecmath, que s’utilitza per al càlcul matemàtic de punts, vectors, etc.. 
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3.2.2.1.   Escenari gràfic 
 
Un escenari gràfic és una estructura de dades formada per nodes i arcs. El node 
representa els components de Java3D, i els arcs representen la relació que hi ha 
entre dos nodes. Els components de l’escenari gràfic són els que descriuen l’univers 
virtual. Poden haver objectes de geometria, llums, sons, objectes que defineixen la 
localització o rotacions, etc. 
 
Hi ha dos tipus de relacions entre els nodes. La principal és la relació pare-fill, i 
també hi ha la relació de referència. Les relacions de referència s’utilitzen per a 
relacionar objectes NodeComponent, que defineixen la geometria i l’aparença dels 
objectes, amb altres nodes de l’escenari. 
 
El graf d’escena té forma d’arbre, començant per un objecte Group, que pot tenir 
tots els fills que vulgui, i podent acabar (no necessàriament) amb un node Leaf 
(fulla), que ha de tenir només un pare i no pot tenir fills. Els nodes d’un arbre no 
poden crear bucles, i només pot haver-hi un camí des de l’arrel del graf fins a les 
fulles, per tant, també podem dir que cada fulla tindrà el seu propi camí. 
 
El camí que hi ha entre l’arrel, i cada fulla, defineix exactament l’estat de la fulla, és 
a dir, que aspectes com la localització, orientació, o el tamany de l’objecte, vindran 
determinats pels nodes que formen part del camí fins a la fulla. 
 
Per tal de poder utilitzar els grafs com a documentació extra de les aplicacions 
Java3D, s’ha creat un conjunt de símbols per tal de fer servir una nomenclatura 
estàndard per a tots els grafs d’escena. Podem veure els diferents objectes que 










Els components Group, Leaf i NodeComponent, poden representar també diferents 
subclasses, per exemple, algunes subclasses de Group poden ser BranchGroup o 
TransformGroup, i per tant, per a diferenciar-les es faran servir diferents 
anotacions. Però, dins d’un graf d’escena, cada node representarà un sol objecte. 
 






Cada escenari gràfic té un únic univers virtual, tot i que és tècnicament possible 
definir-ne més d’un, però no podria haver comunicació entre ells, i per tant no és 
recomanable. 
 
Dins de l’univers virtual, es pot tenir una sèrie d’objectes Locale. Els objectes Locale 
proporcionen una referència a un punt de l’univers virtual, i determina la 
localització dels objectes virtual en l’univers. 
 
Tot i això, el més normal és definir un únic objecte Locale, i definir els subgràfics 
com a branques de Locale. Això és fa mitjançant objectes BranchGroup, que són les 
arrels dels subgràfics. Hi ha dos tipus de subgràfics, una és la branca de contingut 
gràfic, que especifica el contingut de l’univers virtual, com per exemple la 
geometria, l’aparença, comportaments, localitzacions, sons, llums, etc., i l’altra 
branca és la de vista gràfica, que defineix els paràmetres de visualització com són 














En aquest gràfic es mostren els tres primers nivells de l’arbre de classes de Java3D. 
Veiem com apareixen les classes VirtualUniverse, Locale, Node, Group i Leaf, que 
són algunes de les que hem anomenat anteriorment. 
 
Anem a descriure la classe SceneGraphObject, que és la més important a l’hora de 
construir un escenari gràfic, ja que és la superclasse de la majoria de classes 
d’utilitat de Java3D. Està formada per dos subclasses, Node i NodeComponent. La 
subclasse Node és la que conté la majoria de objectes d’un escenari gràfic, i alhora 
conté les subclasses Group i Leaf. 
 
La classe Group, és una de les més importants, ja que s’utilitza en l’especificació de 
la localització i orientació dels objectes en l’univers virtual. La classe Group conté 
les subclasses BranchGroup (BG) i TransformGroup (TG). 
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La classe Leaf s’utilitza per definir formes, sons, i diferents comportaments dels 
objectes. Per exemple, per definir formes utilitzem la subclasse Shape3D, per 
definir sons utilitzem la subclasse Sound, la classe Light per afegir llums, i la 
subclasse Behaviour s’encarrega de definir els diferents comportaments que es 
poden crear amb Java3D. 
NodeComponent és la classe utilitzada per especificar l’aparença, geometria, 
textura i propietats de material d’un node Shape3D. Els NodeComponents són 
referenciats pels objectes Shape3D, podent ser referenciats per més d’un. Aquests 
components no formen part de l’escenari gràfic. 
 
 
3.2.2.3.   Passos per a crear un programa Java3D 
 
 
Existeix un patró comú per a la creació de programes Java3D. Aquest patró segueix 
unes línies bàsiques que s’han de seguir per tal que el programa pugui funcionar. 
Evidentment es poden afegir més coses, però els passos bàsics són els següents: 
 
1. Crear l’objecte Canvas3D 
2. Crear l’objecte VirtualUniverse  
3. Crear un objecte Locale i vincular-lo al VirtualUniverse. 
4. Construir la branca de vista gràfica seguint els següents passos: 
• Crear un objecte View 
• Crear un objecte ViewPlatform 
• Crear un objecte PhysicalBody 
• Crear un objecte PhysicalEnvironment 
• Vincular els objectes creats ViewPlatform, PhysicalBody, 
PhysicalEnvironment, i Canvas3D al objecte View 
5. Construir la branca gràfica de contingut 
6. Compilar la branca gràfica 




Aquests són els passos bàsics per tal de crear un programa Java3D, però fins i tot 
podem simplificar-ho. La construcció de la branca de vista gràfica, normalment 
segueix unes regularitats que fan que sempre sigui el mateix, i aquesta mateixa 
regularitat l’incorpora la classe SimpleUniverse. Per tant, veiem que utilitzant 
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aquesta classe, podem reduir els passos, i així poder programar més ràpidament. 
És a dir, que podem ometre el pas de creació de la branca de vista gràfica creant 
una branca estàndard SimpleUniverse. 
 
Per tant, els passos a seguir serien: 
 
1. Crear un objecte Canvas3D 
2. Crear un objecte SimpleUniverse vinculat a Canvas3D. 
• Personalitzar l’objecte SimpleUniverse 
3. Construir la branca de contingut. 
4. Compilar la branca de contingut gràfic 





En aquesta imatge veiem a la part blava la branca de vista gràfica que crea 
SimpleUniverse. Creant un objecte SimpleUniverse, ens fa tots aquestos passos 
sense que nosaltres pràcticament ens en tinguem de preocupar. Ens crea un entorn 
d’usuari mínim, però suficient per a executar la majoria de programes Java3D. 
 
Crea els objectes bàsics per a una branca de vista gràfica com són els objectes 







A més, també ens crea un plató d’imatge. Un plató d’imatge seria un rectangle 
conceptual on es projecta la imatge que ha de ser renderitzada. Aquesta funció la 
faria l’objecte Canvas3D. 
 
Per defecte, tenim que el punt de vista inicial està situat a (0,0,0), que seria el 
centre del plató d’imatge, on l’eix X seria les coordenades horitzontals, l’eix Y les 
coordenades verticals, i l’eix Z la profunditat. 
 
Per tant, per a poder veure correctament els objectes, hauríem de moure el punt de 
vista a una distància òptima per tal que l’ull de l’usuari pugui captar tota la 
dimensió de la imatge. Per a fer això, la classe ViewingPlatform disposa d’un 
mètode anomenat setViewingPlatform, que varia el centre de l’ull de l’observador a 
les coordenades (0,0,2.41), el que faria que tinguéssim l’objecte a 2.41 metres, 
que seria una distància estàndard per tal de poder veure correctament els objectes. 
 
Un cop creat la branca de vista gràfica, només ens queda crear la branca de 
contingut gràfic. Per a aquesta branca no existeix cap procediment estàndard, ja 
que aquí variarà segons cada programa i segons les nostres necessitats. 
 
Aquesta branca l’inserirem dins de l’univers amb el mètode addBranchGraph de 
SimpleUniverse, que ens crearà un BranchGroup que serà fill de Locale i que serà 
l’arrel de tot el nostre programa. En l’exemple de la figura anterior simplement hi 
ha un objecte Shape3D que es mostraria per pantalla, però podem tenir l’estructura 
que nosaltres decidim. 
 
 
3.2.2.4. Capacitats i rendiment 
 
Qualsevol tipus d’escenari gràfic creat podria ser directament renderitzat, però això 
crearia alguns problemes. Aquesta representació no seria massa eficient. Java3D té 
una representació interna per a un univers virtual, i per tal d’intentar renderitzar 
l’escenari de la forma més eficient possible, primer hauríem de fer un pas intermig 
per tal de passar de la representació gràfica que nosaltres hem creat, a la 
representació interna de Java3D. Per a fer aquesta conversió, el més habitual és 
compilar les branques gràfiques. 
 
Els objectes BranchGroup tenen un mètode compilador per tal de convertir tota la 
branca que hi ha davall del BranchGroup a la representació interna més òptima de 
Java3D, ja que a part de convertir l’escena, intenta optimitzar-la. 
Una optimització molt típica és l’agrupament de dos o més TransformGroups. 
Sovint necessitarem més d’un TransformGroup per tal de moure els objectes, rotar-
los, etc. Per això, compilant la branca podem optimitzar el graf d’escena convertint 
aquests diferents TransformGroups en un de sol. 
En aquesta figura podem veure un exemple d’un cub que necessita de dos 







Un cop compilat, cada SceneGraphObject (superclasse de Group, Leaf i 
Component), té una llista de propietats de les capacitats de cada objecte. Aquestes 
capacitats determinen quin tipus de transformacions podem dur a terme un cop 
compilat el graf d’escena. 
 
Anem a veure unes quantes capacitats de la classe Group: 
 
• ALLOW_CHILDREN_EXTEND: Permet que es puguin afegir fills 
 
• ALLOW_CHILDREN_READ: Permet que es puguin llegir les referències als 
fills del node Group. 
 
• ALLOW_CHILDREN_WRITE: Permet que es pugui escriure referències als 
fills del node Group. 
 
 
Ara imaginem el cas que vulguem fer una animació que per exemple mogui una 
figura en l’espai. Per a poder fer aquesta animació, necessitarem que es pugui 
canviar el valor del TransformGroup que determina la posició de l’objecte desprès 




• ALLOW_TRANSFORM_READ: El node TransformGroup permet accedir a la 
informació de transformació del seu objecte. 
 
• ALLOW_TRANSFORM_WRITE: El node TransformGroup permet escriure 
informació de transformació del seu objecte. 
Per exemple, en el cas de l’animació hauríem d’activar aquesta capacitat per 
tal que puguem escriure la nova ubicació de l’objecte. Si no ho féssim, 
podríem tenir el programa perfectament programat, però a l’hora de 
visualitzar l’animació veuríem que l’objecte no es mou. 
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3.2.3.   Geometries en Java3D 
 
 
Les llibreries de Java3D, incorporen un seguit de classes predefinides que 
defineixen diferents objectes geomètrics, com per exemple, un cub, un con, un 
cilindre, i una esfera. Amb la combinació d’aquestes classes pot ser suficient per tal 
de crear escenaris complets, però, si necessitem crear formes més complexes, 
podem crear els nostres propis objectes donant les coordenades dels seus vèrtexs, 
o també, podem utilitzar alguns loaders (carregadors) que ens facilita Java3D per 
tal d’importar objectes creats amb altres programes de disseny gràfic (p.ex: 
AutoCAD), tot i que aquesta opció no la considerarem ja que no l’he utilitzat en 
l’elaboració d’aquestes aplicacions. 
 
3.2.3.1.   La classe Shape3D 
 
Una manera de crear objectes visuals, és a partir de la classe Shape3D. La classe 
Shape3D, és subclasse de la classe Leaf, i per tant, no podrà tenir cap fill, és a dir, 
només podrà ser una fulla en l’escenari gràfic. 
 
Però, un objecte Shape3D pot referenciar a objectes NodeComponent, que 
emmagatzemen la informació de la forma, colors, etc. Així, normalment, cada 
Shape3D podrà tenir una referència a un NodeComponent Appearance, que 
emmagatzemarà els colors, i totes les propietats d’aparença, i a un altre 
NodeComponent Geometry, que disposarà de la informació de la forma de l’objecte. 
No necessàriament cal definir una aparença, però llavors el Shape3D es mostraria 
amb una aparença per defecte. 
 
Els constructors de Shape3D poden ser: 
 
• Shape3D() : Inicialitza el Shape3D sense cap tipus de referència a un 
NodeComponent. 
 
• Shape3D(Geometry geometria): Construeix i inicialitza un objecte 
Shape3D amb una referència al NodeComponent geometria que especificarà 
la forma que tindrà el Shape3D. 
 
• Shape3D(Geometry geometria, Appearance aparença): Construeix i 
inicialitza l’objecte Shape3D amb una referència al NodeComponent que 
especificarà la forma que tindrà el Shape3D, i a un altre NodeComponent 






3.2.3.2.   Classes d’utilitats geomètriques 
 
Com ja havíem dit anteriorment, una altra manera de crear objectes visuals és 
utilitzant les classes primitives d’utilitat que ens aporta Java3D. Aquestes classes 
defineixen la forma dels objectes, però donen força flexibilitat alhora de utilitzar-les 
per crear els nostres objectes personalitzats, ja que no defineixen l’aparença 
(excepte una aparença per defecte), i els hi podem donar les dimensions que 
nosaltres vulguem. 
 

























La classe Box ens crea per defecte una caixa en 3D amb unes dimensions de 2 
metres d’alçada, longitud i amplada. Evidentment podem canviar aquests valors 
alhora de crear l’objecte, així com definir una aparença. 
 
Els constructors són: 
 
• Box(): Crea una caixa amb una aparença per defecte i unes dimensions de 
2 metres d’alçada, longitud i amplada. 
 
• Box(float amplada, float alçada, float longitud, Appearance 





Aquesta classe crea cons situats per defecte en l’origen i alineats amb l’eix Y, amb 




• Cone(): Construeix un con amb les dimensions i aparença per defecte. 
 
• Cone(float radi, float alçada): Crea un con amb les dimensions donades. 
 
• Cone(float radi, float alçada, Appearance aparença): Crea un con amb 





La classe Cylinder crea cilindres amb l’eix central alineat amb l’eix Y, amb uns 




• Cylinder(): Construeix un cilindre amb les dimensions i aparença per 
defecte. 
 
• Cylinder(float radi, float alçada): Crea un cilindre amb les dimensions 
donades. 
 
• Cylinder(float radi, float alçada, Appearance aparença): Crea un 













• Sphere(): Construeix una esfera amb les dimensions i aparença per 
defecte. 
 
• Sphere(float radi): Crea una esfera amb el radi especificat. 
 
• Sphere(float radi, Appearance aparença): Crea una esfera amb el radi 
donat i l’aparença especificada. 
 
3.2.3.3.   Classes matemàtiques 
 
Com hem dit anteriorment, qualsevol tipus de geometria, està formada per una 
figura amb diferents vèrtexs, punts, línies que uneixen aquests punts i vèrtexs, etc.  
Per tant, per a poder definir les geometries, cal tenir unes classes adequades per 
tal de poder definir aquests vèrtexs o punts. El paquet javax.vecmath, ens 








Com veiem, tenim força varietat d’estructures. Les més utilitzades són la classe 
Point per a definir coordenades, la classe Color per a definir colors, la classe Vector 
per a superfícies normals, i la classe Quat s’utilitza per tal de definir matrius 
avançades (quaternions). 





Les classes Point generalment s’utilitzen per tal de definir coordenades que indiquin 
un vèrtex. Tot i que també poden definir la posició d’algun objecte. 
 
La diferència entre les classes PointXY (Point2d, Point3d, Point2f, Point3f, Point4f, 
etc.) recau en que el valor de X significa el nombre de valors que tindrà el punt, és 
a dir, per a un valor de 2, les coordenades seran x-y, per a un valor de 3, seran x-
y-z, i per a un valor de 4 seran x-y-z-w. Per altra banda, el valor de Y indica el 
tipus de valor que han de ser les coordenades, és a dir, d = double, f = float, i = 
int. 
 
Per a mostrar els exemples, utilitzarem les classes 3f. 
 
Ara anem a veure algun dels constructors de Point3f: 
 
• Point3f(): Construeix un punt amb coordenades (0,0,0). 
 
• Point3f(float[] coords): Construeix e inicialitza un punt amb els valors 
donats en el vector coords. 
 
• Point3f(float x, float y, float z): Construeix e inicialitza un punt amb els 





La classe Color defineix el valor d’un color. Els objectes Color es creen a partir de 
coordenades per tal de crear combinacions RGB. Això vol dir que el valor de la 
primera coordenada serà la quantitat de color vermell, la segona coordenada serà 
el valor del color verd, i per últim, la tercera indicarà la quantitat de color blau. La 
combinació d’aquests tres colors, serà el que produeixi el color final. 
 
• Color3f(): Inicialitza un color amb els valors (0,0,0). 
 
• Color3f(float[] color): Construeix e inicialitza el color amb els valors del 
vector color. 
 
• Color3f(float vermell, float verd, float blau): Construeix e inicialitza el 
color amb les quantitats de color donades. 
 
• Color3f(java.awt.Color color): Construeix e inicialitza el Color3f amb el 






Els objectes Vector representen superfícies normals en vèrtexs, així com també 
poden representar direccions de llum o de sons. Veiem que els constructors són 
molt semblants als de les classes anteriors: 
 
 
• Vector3f(): Construeix e inicialitza el Vector3f amb coordenades (0,0,0). 
 
• Vector3f(float[] coords): Construeix e inicialitza el Vector3f amb els 
valors donats en el vector coords. 
 
• Vector3f(float x, float y, float z): Construeix e inicialitza el Vector3f amb 
els valors x-y-z donats. 
 
 
3.2.3.4.   Els objectes Appearance 
 
 
Els objectes Appearance serveixen per a definir de quina manera es mostrarà algun 
objecte Shape3D. Però, els objectes Appearance no contenen aquesta informació, 
sinó que disposa de subclasses que tenen tot aquest tipus d’informació. 
 



















Els objectes LineAttributes indiquen la manera en que es renderitzen les línies 
primitives dels objectes. Els atributs que poden ser definits són: 
 
Patró disseny (Pattern):  
 
• PATTERN_SOLID: Dibuixa una línia solida. 
• PATTERN_DASH: Dibuixa una línia discontinua, amb un tamany de cada 
línia de 8px i un espai entre línies de 8 px. 
• PATTERN_DOT: Dibuixa una línia puntejada, amb un patró de 1px per punt 
i 7 px d’espai entre ells. 
• PATTERN_DASH_DOT: Dibuixa una barreja entre línia puntejada i 
discontínua. El patró és de 7px per a la línia discontinua, espai de 4px, 1px 
per al punt, espai de 4px. 




Les opcions poden ser activat o desactivat (per defecte). Si està activat, les línies 




Defineix el tamany de la línia. 
 
Els constructors són: 
 
• LineAttributes(): Crea la línia amb els paràmetres per defecte, que són un 
patró sòlid, una amplada de 1px, i sense Antialiasing. 
 
• LineAttributes(float ampladaLínia, int pattern, boolean Antialiasing): 






La classe PolygonAttributes gestiona la manera en que es renderitzen els polígons 




Es defineix la manera com els polígons seran dibuixats. 
 
• POLYGON_FILL: Mode per defecte. Es dibuixa el polígon emplenant tot el 
contingut interior dels vèrtexs. 
• POLYGON_POINT: Dibuixa el polígon, dibuixant els punts dels vèrtexs. 
• POLYGON_LINE: El polígon es mostra dibuixant línies que uneixen els 
vèrtexs consecutius. 
     
 46 
   
Face culling: 
 
Defineix si hi ha alguna cara del polígon que no es vol mostrar i per tant no es 
renderitzarà. 
 
• CULL_FACE: Oculta les cares frontals. Per defecte.  
• CULL_BACK: Oculta les cares posteriors.  
• CULL_NONE: No amaga cap cara. 
 
   
Back-face normal flip: 
 
Determina si els vèrtexs dels polígons de les cares posteriors haurien de ser negats 





Desplaçament de l’espai de pantalla per tal d’ajustar el valor de la profunditat dels 
polígons. 
 
Un cop hem vist les propietats, anem a veure els constructors de la classe: 
 
 
• PolygonAttributes(): Crea un objecte PolygonAttributes amb els 
paràmetres per defecte. 
 
 
• PolygonAttributes(int polygonMode, int cullFace, float 
polygonOffset): Crea el PolygonAttributes amb els valors donats. 
 
 
• PolygonAttributes(int polygonMode, int cullFace, float 
polygonOffset, boolean backFaceNormalFlip): Crea el PolygonAttributes 
amb els valors donats. 
 
 
• PolygonAttributes(int polygonMode, int cullFace, float 
polygonOffset, boolean backFaceNormalFlip, float 
















La classe ColoringAttributes serveix per tal de definir un color i un tipus de sombra 





• FASTEST: S’utilitza el mètode més ràpid per aplicar un tipus de sombra, 
depenent del tipus de hardware. Prioritza la rapidesa d’execució. 
• NICEST: Utilitza el mètode visualment amb més qualitat. Prioritza el 
disseny. 
• SHADE_FLAT: Utilitza un sombrejat llis. Sovint és el sombrejat més ràpid 
(fastest). 
• SHADE_GOURAUD: Utilitza un sombrejat suau. Sovint és el de més 
qualitat (nicest). 
 
Els constructors són: 
 
• ColoringAttributes(): Crea un objecte ColoringAttributes amb els valors 
per defecte. 
 
• ColoringAttributes(Color3f color, int shadeModel): Crea un 
ColoringAttributes amb el color definit pel Color3f color, i amb una sombra 
del tipus shadeModel. 
 
• ColoringAttributes(float vermell, float verd, float blau, int 





Defineix els atributs per tal de donar un tipus de transparència determinada. 




• FASTEST: Utilitza el mode de transparència més efectiu. 
• NICEST: Utilitza el mode de transparència amb més qualitat. 
• SCREEN_DOOR: Aquest tipus de transparència utilitza un patró que fica un 
percentatge de píxels transparents equivalent al valor especificat pel 
paràmetre de transparència. 
• BLENDED: Utilitza un mode de transparència alpha. Aquest tipus de 
transparència ve definit per la equació: alphasrc*src + (1-alphasrc)*dst 








• TransparencyAttributes(): Crea un objecte amb el mode de transparència 
per defecte: fastest. 
 
• TransparencyAttributes(int tMode, float tVal): Crea un objecte amb el 
mode de transparència definit per tMode, i amb una opacitat del objecte 
tVal, on 0.0 indica que l’objecte és completament opac, i 1.0 indica que 







L’objecte Material defineix l’aparença d’un objecte que ha d’estar sotmès a un 
efecte de llum. Si no definim l’objecte material, encara que tinguem un efecte de 
llum, aquest no podrà ser aplicat sobre aquest objecte, ja que per a que els efectes 
de llum es puguin visualitzar, l’Appearance d’aquest objecte ha de estar vinculat a 
un Material. 
 
Les propietats de Material són: 
 
• Ambient color: Defineix el color d’ambient reflectit sobre la superfície del 
material. Per defecte (0.2,0.2,0.2). 
• Diffuse color: Color del material quan aquest està illuminat. Per defecte 
(1,1,1). 
• Specular color: Color especular del material. Per defecte (1,1,1). 
• Emissive color: Color de la llum que emet el material, interessant per a fer 
brillar objectes en la foscor. Per defecte (0,0,0). 
• Shininess: Brillantor del material, sobre un rang a partir de 1.0 fins a 





• Material(): Construeix un material amb els valors per defecte. 
 
• Material(Color3f ambientColor, Color3f emissiveColor, Color3f 
diffuseColor, Color3f specularColor, float shininess): Crea i inicialitza 













3.2.4.   Interacció amb l’usuari 
 
Un dels aspectes importants de Java3D és que no tansols permet fer uns bons 
gràfics en tres dimensions, sinó que també ens permet interactuar amb l’usuari. 
L’interacció amb l’usuari és important, ja que no només tenim la possibilitat que 
l’usuari vegi una imatge en 3D, sinó que per exemple la pugui moure, canviar els 
punts de vista, el tamany, etc. 
 
Per tal de poder fer totes aquestes coses, Java3D utilitza diferents comportaments 
(Behaviors), que són els que permeten implementar la resposta a accions de 
l’usuari. 
3.2.4.1.   La classe Behavior 
 
La classe Behavior és una subclasse abstracta. Aquesta classe incorpora un 
mecanisme per tal d’incloure codi que sigui capaç de modificar el graf d’escena.  
 
L’objectiu principal de Behavior és poder modificar l’escenari gràfic, de manera que 
es pugui donar resposta de forma gràfica a les accions de l’usuari. Aquestes accions 
de l’usuari, poden ser per exemple una acció amb el mouse, o amb el teclat. La 
classe Behavior també respon a accions que no siguin de l’usuari, com per exemple 
pot respondre a la collisió d’alguns objectes o a el pas del temps (animacions). 
 
Evidentment, el graf d’escena es modificarà segons aquestes accions, podent 
eliminar objectes, canviar-los de posició, etc. 
 







Com podem veure, la classe Behavior conté una bona quantitat de subclasses, però 
ens aquest apartat simplement ens centrarem en els comportament de interacció 
amb el Mouse. 
 
3.2.4.2.   Interaccions amb el Mouse 
 
El salt qualitatiu que comporta Java3D, amb qualsevol animació o gràfic en 2D, és 
que podem tenir una aproximació a la realitat. Però, realment el que estem veient 
és una imatge en un plànol en dos dimensions, i segons quin punt de vista tingui el 
gràfic, pot ser que vegem la imatge igual que si fos en 2D. 
 
Una bona eina per tal de millorar això, és la interacció amb el mouse, ja que 
gràcies al paquet com.sun.j3d.utils.behaviors.mouse, podem canviar el punt de 
vista, i per tant, és com si ens poguéssim moure entorn la figura. D’aquesta 
manera, es pot aconseguir un major efecte de tridimensionalitat, ja que és com si 
tinguéssim l’objecte al nostre abast i el poguéssim veure des de tots els punts de 
vista possibles. 
 
La classe encarregada de permetre això, és la classe abstracta MouseBehavior, que 
a la vegada conté les classes MouseZoom, MouseTranslate i MouseRotate. 
 
Per tal de poder afegir aquest comportament a la nostra escena, simplement cal 
seguir aquests passos: 
 
• Assegurar-nos que el TransformGroup font, tingui les capacitats de lectura i 
escriptura activades, ja que sinó no ens permetria modificar-lo un cop 
compilat. 
• Crear qualsevol dels objectes MouseBehavior. 
• Crear una regió d’influència (BoundingSphere), que serà la regió on s’apliqui 
el comportament, i vincular-la al MouseBehavior. 
• Finalment, afegir el comportament al graf d’escena. 
 




Aquest comportament ens permet poder rotar l’escena o el objecte especificat 
simplement fent clic amb el botó esquerra del ratolí i movent-lo cap al lloc on 




MouseTranslate permet moure l’escena a la posició que vulguem clicant amb el 







Aquest comportament és força interessant perquè ens permet canviar el zoom de 
l’escena, és a dir, podem apropar-nos o allunyar-nos d’un objecte (o de tota 
l’escena), apretant el botó central del mouse, i mantenint-lo apretat, acostar-nos o 
allunyar-nos a la imatge. 
 
Un altre tipus de comportament amb el mouse, són els comportaments 
PickMouseBehavior, que s’assemblen molt als anteriors, però amb la particularitat 






Igual que la interacció amb l’usuari, les animacions s’implementen a partir de la 
classe Behavior. Podem crear qualsevol tipus d’animació personalitzada amb la 
classe Behavior, però també podem utilitzar les subclasses ja creades per tal de 
que en sigui molt més fàcil. 
 
Una de les subclasses més utilitzades per a fer animacions, és la classe 
Interpolator. Interpolator i les seves subclasses permet fer animacions ajudant-se 








Veiem com hi ha altres subclasses de Behavior com Billboard o LOD, que són 
animacions que es produeixen responent a canvis de vista i orientació, però no en 





3.2.5.1.   Crear animacions amb Interpolator i Alpha 
 
La classe Interpolator permet fer canvis de localització, orientació, tamany, color o 
transparència d’un objecte visual. Gràcies a Interpolator, ens facilita el no tenir que 
dissenyar subclasses específiques de Behavior per tal de dur a terme aquests 
comportaments. 
 
Els interpoladors, s’ajuden d’un component Alpha, que és un valor creat entre 0 i 1, 
que es crea depenent de l’hora de creació i de segons quins paràmetres donats. 
 
Aquest objecte Alpha, podem fer que es repeteixi de forma infinita, que faci tansols 
un cicle, o que faci un nombre de cicles determinats. A més, quan el creem, també 
podem indicar la duració total que volem que tingui cada fase. 
 
L’objecte Alpha passa per quatre fases diferents (tot i que no necessàriament s’han 
de complir totes). Primer de tot s’incrementa el valor inicial, arriba al màxim de 1, 
comença a decréixer, i torna a zero. D’aquest conjunt de fases, se n’anomena cicle 
de forma d’ona. Cada una d’aquestes fases, correspon a un paràmetre concret 
d’Alpha. 
 
Però, mitjançant diferents atributs, podem modificar aquest cicle d’ona. Per 
exemple, podem afegir un TriggerTime, que farà que passi un temps determinat 
abans de començar aquesta ona, o que hi hagi un temps de marge entre dues fases 
amb l’atribut PhaseDelayDuration. 
 
En el següent gràfic podem veure aquest atributs, a més de poder distingir les 








Alguns dels constructors de Alpha poden ser: 
 
• Alpha(): Constructor per defecte que crea un objecte Alpha amb valors per 
defecte. 
 
• Alpha(int loopCount, long increasingAlphaDuration): Crea un objecte 
Alpha que es repetirà tantes vegades com indica loopCount i tindrà una 
duració indicada per AlphaDuration. Els altres valors es fiquen per defecte. 
 
Hi ha constructors més complets, que deixen determinar totes les propietats 
possibles d’Alpha, però amb aquests dos constructors normalment en tindrem 
suficient. 
 
Un cop hem vist que és l’objecte Alpha, podem passar a veure quins són els passos 
a seguir per tal de crear una animació utilitzant Interpolator i Alpha: 
 
• Primer, creem un objecte font sobre el qual volem aplicar l’animació. Cal 
assegurar-se que disposa de les capacitats necessàries per tal de poder 
modificar l’objecte font un cop compilada la branca. 
• Creem un objecte Alpha, indicant el nombre de repeticions i la duració. 
• Crear l’objecte Interpolador que farà referència a l’objecte font i a l’objecte 
Alpha. 
• Afegir una regió d’influència a l’interpolador. 
• Finalment, afegir l’objecte interpolador a la branca de l’escenari gràfic. 
 
 
3.2.5.2.   Tipus d’Interpolators 
 
En aquesta secció, veurem els diferents tipus de Interpolators que existeixen per tal 












Amb aquest interpolador podem fer rotar un objecte sobre un eix determinat. L’eix 
de rotació per defecte és l’eix Y, tot i que ho podem variar. Mitjançant l’objecte 
Alpha, podem definir la velocitat de rotació, ja que segons el temps que li donem a 
Alpha, haurà de fer la rotació més o menys ràpidament. 
 
Internament, el que fa l’interpolador, és definir dos angles origen i destí, i anar 
interpolant el seu valor fins arribar des de l’origen al destí. 
 
El constructor més utilitzat és: 
 
• RotationInterpolator(Alpha alpha, TransformGroup target): Crea un 






L’objecte font d’un TransparencyInterpolator ha de ser un NodeComponent 
TransparencyAttributes. El que fa aquest interpolador, és canviar el valor de la 
transparència que tenia anteriorment el objecte. 
 
Podem indicar els valors de transparència inicial i final, d’aquesta manera podem 
fer que un objecte estigui inicialment transparent, i acabi estant completament 
sòlid, o també podríem fer que arribés a un punt màxim d’una determinada 
transparència. Evidentment, l’ordre es pot invertir. 
 
Així doncs, els constructors que utilitzarem seran: 
 
• TransparencyInterpolator(Alpha alpha, TransparencyAttributes 
target): Crea un TransparencyInterpolator vinculat a un objecte alpha i a 
un objecte font target que serà un NodeComponent TransparencyAttributes. 
 
• TransparencyInterpolator(Alpha alpha, TransparencyAttributes 
target, float transparènciaInicial, float transparènciaFinal): En aquest 
constructor també indiquem el nivell inicial de transparència, i el nivell final 










3.2.6.    Il·luminació 
 
Per tal de poder fer uns gràfics i animacions el més real possible, la illuminació 
juga un paper clau. Gràcies a la illuminació, podem fer que els objectes tinguin 
sombres, que la part que doni al focus de llum sigui més brillant, etc. En definitiva, 
donem un nivell més alt de definició gràfica i de realisme. 
 
En el món real, nosaltres veiem els colors, segons una sèrie de models illuminació, 
que depèn de les característiques de la font de llum, de les característiques físiques 
de l’objecte, de la posició relativa de l’objecte sobre la font de llum, etc. Per tant, 
amb Java3D intentarem imitar aquest model, per tal que s’apropi el màxim possible 
a la realitat. 
 
El model utilitzat per Java3D, depèn de tres vectors: la superfície normal (n), la 
direcció del focus de llum, i la direcció de la visió de l’espectador, a més de les 















Per tal d’illuminar un objecte, cal que seguim els següents passos: 
 
 
o Tenir l’objecte que volem illuminar creat, i tenint en compte que ha de tenir 
el NodeComponent Material, ja que sinó la llum no farà cap efecte. 
 
o Crear un objecte focus de llum i determinar una regió d’influència. 
 





3.2.6.1.   Tipus de llums 
 
Tenim diferents tipus de llum que deriven de la classe Light. Segons quin tipus de 
llum seleccionem, visualitzarem l’objecte illuminat de diferent manera. Aquí tenim 











La classe AmbientLight simula l’acció d’una llum ambient. Aquesta llum illumina a 
totes les localitzacions amb la mateixa intensitat i amb el mateix efecte. Aquest 
tipus de llum, modela la llum que és reflexada des de altres objectes. Un exemple 
el podem tenir quan estem en una habitació tancada illuminada. Hi ha parts de 
l’habitació on la llum no toca directament, però, les veiem igual. Això passa perquè 
altres objectes de l’habitació que si que reben la llum directament, la reflexen i per 
tant illuminen als altres objectes que no reben la llum de forma directa. 
 
Els constructors d’aquesta classe són: 
 
• AmbientLight(): Constructor per defecte. Fica els valors per defecte lighOn 
= true, i el color de la llum amb valor (1,1,1). 
 
• AmbientLight(Color3f color): Crea una llum ambient amb un color de 
valor color, i lightOn = true. 
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• AmbientLight(Color3f color, boolean lightOn): Crea una llum ambient 





Amb DirectionalLight, podem crear una llum que faci un efecte similar al Sol. Es 
tracta d’una llum que té una direcció determinada. Com que simula una font de 
llum que està a molta distància, la intensitat no varia segons la distància de 
l’objecte visual. 
 
Com que és un focus de llum amb una direcció determinada, tindrem que la part de 
l’objecte que rebi illuminació es veurà d’una manera, i per contra, la part que no 
rebi tanta llum, es veurà més fosca. 
 
Constructors de DirectionalLight: 
 
• DirectionalLight(): Crea un focus de llum amb els valors per defecte. Són 
els mateixos valors que AmbientLight, però afegint el paràmetre direction 
que estarà situat a (0,0,-1). 
 
• DirectionalLight(boolean lightOn, Color3f color, Vector3f direction): 






Aquest tipus de llum és tot el contrari que DirectionalLight. En aquest cas, la 
intensitat varia segons la localització, ja que s’atenua segons la distància, i en 
comptes de tenir una direcció determinada, aquesta llum és omnidireccional, i té 
una localització determinada. 
 
Aquesta llum faria l’efecte de algun focus de llum proper, com per exemple una 
bombeta, una vela, una llum d’escriptori, etc. 
 
Constructors de PointLight: 
 
• PointLight(): Crear un objecte PointLight amb els valors per defecte. 
 
• PointLight(boolean lightOn, Color3f color, Point3f position, Point3f 












3.3.   Java Web Start 
 
 
3.3.1.   Què és Java Web Start? 
 
 
Java Web Start és la implementació de l’especificació JNLP (Java Networking 
Launching Protocol) i ha estat desenvolupada per Sun Microsystems. Permet 
descarregar i executar aplicacions Java amb tansols un clic de manera que els 
usuaris poden descarregar-se o obrir les aplicacions sense tenir que passar per 
complicats procediments d’installació.  A més, Java Web Start assegura que et 
descarreguis l’última versió disponible de l’aplicació, i també pot servir per a 
controlar les versions del Runtime de Java (JRE, Java Runtime Enviroment), ja que 
quan l’usuari obre l’aplicació, primerament es comprova si el client té l’última versió 
actualitzada. Si és així, l’executa, i si no, descarrega l’última versió disponible. 
Un cop l’aplicació s’ha obert a través de Java Web Start, aquesta s’integra a 
l’entorn de treball de l’usuari com si fos una aplicació local normal i corrent. Una 
altra ventatja de Java Web Start és que les aplicacions s’inicien més ràpidament, ja 
que són emmagatzemades a la màquina client, i poden ser arrencades offline. A 
més, hereta l’arquitectura de seguretat de la plataforma de Java, el que fa que 
l’execució local sigui segura. 
També s’incorpora la utilitat Java Application Manager, que permet organitzar totes 
les aplicacions que tens descarregades, i permet executar-les directament. El Java 
Application Manager es pot iniciar des del Panell de Control dins de la secció de 
Java. Un cop dins es mostren el llistat d’aplicacions disponibles que pots executar. 
El disseny i implementació de les aplicacions per a Java Web Start és pràcticament 
el mateix que per a qualsevol altra aplicació Java, i migrar una aplicació que ja 
teníem, per a adaptar-la a Java Web Start, és molt senzill. Simplement haurem 
d’adaptar algun petit detall i crear un arxiu amb extensió jnlp, que sigui 
l’encarregat de cridar a l’aplicació i de emmagatzemar la informació dels paquets 











3.3.2.   Diferències entre Java Web Start i el Java Plug-in 
 
L’objectiu de Java Web Start i del Java Plug-in és bàsicament el mateix, i no és 
altre que permetre l’execució segura d’aplicacions Java per a qualsevol tipus de 
plataforma i des de qualsevol lloc. 
 
Les dues tecnologies disposen d’un entorn segur des del qual les aplicacions Java 
poden ser executades, a més de poder emmagatzemar localment les aplicacions i 
especificar el JRE (Java Runtime Enviroment) a utilitzar. 
 
Però, la principal diferència és que el Java Plug-in, restringeix la capacitat 
d’executar aplicacions Java fora d’un entorn web, és a dir, que només permet 
executar les aplicacions/applets dins d’un navegador. Això no passa amb Java Web 
Start, ja que pot obrir les aplicacions amb un clic dins d’una pàgina web, o des del 
Java Application Manager, o fins i tot també podem crear un accés directe al nostre 
escriptori. 
 
Per tant, resumint, el Java Plug-in només ens serveix per a executar aplicacions 
dins d’un navegador web, amb el perill que el navegador no tingui el JRE adequat 
installat, i que per tant l’aplicació no pugui córrer, i el Java Web Start ens dona 
més llibertat al poder-lo executar des de diferents llocs i amb la capacitat d’incloure 
quins paquets s’han d’installar, o si s’ha d’actualitzar el JRE. 
 
 
3.3.3.   Utilitzant Java Web Start  des del punt de vista de 
l’usuari 
 
Java Web Start ha estat dissenyat bàsicament per a fer més fàcil als usuaris 
l’execució d’aplicacions Java.  
 
Un usuari estàndard, normalment no sabrà que és el JRE de Java, quina versió és la 
idònia per installar, etc. I sovint aquests dubtes fan que l’usuari opti per a no 
installar res, i per tant, per a desistir de l’intent d’executar l’aplicació. Si arribem a 
aquest punt, és un punt tràgic pel desenvolupador de l’aplicació, ja que ell ha fet un 
esforç per a fer una aplicació útil, però que finalment pocs usuaris gaudiran per 
culpa d’aquest desconeixement, i d’aquesta dificultat per executar-los.  
 
En canvi, ara anem a mirar el procediment que hauria de fer l’usuari per a executar 
una aplicació Java que utilitza Java Web Start: 
 
Fiquem un escenari en que un alumne de física està mirant els apunts 
d’electromagnetisme i veu que hi ha un enllaç a una aplicació que mostra el camp 
elèctric produït per un imant. 
 




Un cop l’usuari ha fet clic, Java Web Start mira si aquest usuari ja ha installat 
prèviament aquesta aplicació, o si en el cas d’haver-la installat, si disposa de 
l’última versió actualitzada. Si no la té, Java Web Start es disposa a installar 
l’aplicació. 
 
D’aquesta manera s’eliminen les hores i els complicats processos de tenir que 
actualitzar les diferents versions que van sortint, a vegades tenint que desinstalar 
les versions prèvies per a que no hi hagi incompatibilitats. Java Web Start 
automatitza aquest procés de manera que facilita encara més la feina a l’usuari, i 
d’altra banda el desenvolupador s’assegura que sempre s’executi la última versió. 
 
Però a més de controlar la versió de l’aplicació, amb Java Web Start també 
controlem la versió del JRE. 
 
Per exemple, imaginem que l’aplicació del camp elèctric produït per un imant, 
necessita tenir el JRE installat, però a més, necessita que com a mínim tingui una 
versió en concret que el desenvolupador ha especificat, per exemple, podem ficar 
JRE 5.0. 
 
Aleshores ens podem trobar amb diferents casos: 
 
• L’alumne no disposa de cap tipus de JRE installat. Aleshores quan executa 
Java Web Start, aquest s’encarrega installar el JRE amb l’última versió 
disponible, que actualment seria la 6.1 
 
• L’alumne disposa de la versió del JRE 5.0. Com que és la mínima que 
necessita l’aplicació, aquesta s’executa sense cap problema. 
 
• L’alumne disposa d’una versió anterior a la 5.0. Aleshores, s’installa l’última 
versió disponible sense que això alteri cap tipus de configuració ni afecta a 
la versió anterior de la que l’usuari disposava, i la nova versió només serà 
utilitzada per a arrancar aquesta aplicació. 
 
• L’alumne arranca diferents aplicacions que necessiten JRE diferents. Java 
Web Start s’encarrega d’executar cada aplicació amb el JRE adequat, sense 




Veiem per tant que també és molt interessant aquest aspecte per tal de poder 
administrar les versions corresponents del JRE sense que s’hagi de modificar la 













Per a fer una aplicació compatible amb Java Web Start, s’ha de fer gairebé el 
mateix que si dissenyessis qualsevol altra aplicació Java, només s’han de tenir en 
comptes algunes consideracions. 
 
• Tots els recursos de l’aplicació han d’estar comprimits dins d’un o més arxius 
JAR. Hem de tenir en compte que si necessitem tenir accés no restringit al 
sistema local, hem de tenir els arxius JAR firmats digitalment, ja que sinó 
ens donarà error per motius de seguretat. 
• Si necessitem fer algun accés per a carregar algun recurs, ho haurem de fer 




//Obtain the current classloader 
ClassLoader classLoader = this.getClass().getClassLoader(); 
//Load the company logo image 





• Crear un arxiu JNLP que sigui l’encarregat de tenir totes les direccions dels 
recursos que s’han installar. 
 
 




L’arxiu JNLP (Java Networking Launching Protocol) no és més que un arxiu XML on 
s’hi defineixen diferents propietats que diuen al Java Web Start com ha de executar 
l’aplicació. 
 
Aquí podem veure un exemple d’arxiu JNLP: 
 




     <title>This is my company's Java client application</title> 
     <vendor>Company name</vendor> 
     <icon href="companyLogo.gif"/> 
     <homepage ref="reference/tips.html"> 




     <j2se version=1.3/> 












Ara anem a explicar les parts més importants de l’arxiu 
 
 
jnlp-codebase: Aquí s’ha de ficar la direcció URL on està allotjada l’aplicació. La 





 title: Podem ficar el títol que vulguem a l’aplicació. 
vendor: S’utilitza per definir el nom de la companyia o del desenvolupador 
que ha creat l’aplicació. 
 icon: Per si volem definir algun logo determinat com a icona de l’aplicació. 
homepage ref: Aquí podem ficar la direcció d’alguna pàgina a la que 
l’usuari pugui accedir per a trobar informació addicional sobre l’aplicació. 
offline allowed: Aquesta segurament és la propietat més important, ja que 
determina si podem accedir a l’aplicació quan estiguem offline. 
 
resources: En l’etiqueta resources és on definim on estan els arxius JAR de 
l’aplicació. També podem definir dos formes de descarregar aquests recursos. Hi ha 
el mode “eager” i “lazy”. El primer és el tipus per defecte, i descarrega els recursos 
abans de que l’aplicació s’executi. El mode lazy, se sol utilitzar per a recursos que 
no són imprescindibles, i només és descarreguen si l’usuari els ha de fer servir. 
D’aquesta manera, l’execució és més ràpida ja que no es carreguen recursos 
innecessaris. Un exemple d’algun recurs que es podria ficar en mode lazy són els 
recursos d’ajuda. Fins que l’usuari no demani un determinat arxiu d’ajuda, aquest 
no serà descarregat, agilitant tot el procés. 
 
security: Amb aquesta etiqueta podem definir els permisos amb els que volem que 
s’executi l’aplicació. Si per exemple volem tenir accés total a la màquina local, 
haurem de definir “all permissions”, però llavors recordem que haurem de tenir els 
arxius JAR firmats digitalment. Per defecte, no es donen tots els permisos, ja que 





3.3.5.   Seguretat 
 
 
Un dels factors més importants a l’hora de decidir-se si utilitzar la tecnologia Java 
Web Start en les nostres aplicacions, és la seguretat. Java Web Start permet que 
l’aplicació accedeixi a recursos de la màquina local. Per exemple, si fem una 
aplicació que sigui un bloc de notes, i volem copiar i empegar imatges o text, 
aquesta aplicació tindrà que tenir accés al portafolis. 
 
Però per defecte, l’aplicació s’executa dins un entorn restringit, que s’anomena 
sandbox. El model de sandbox ha estat definit per l’arquitectura de seguretat de 
Java 2 Platform, ja que Java Web Start l’hereta. Aquest model consisteix en que tot 






Els objectius bàsics del sandbox són: 
 
• Protegir els usuaris de codi maliciós que pugui afectar a fitxers locals. 
• Protegir a les companyies de codi que pugui accedir a dades valuoses o 
destruir la seva xarxa. 
 
Però, tot i que l’entorn és restringit, Java Web Start dóna flexibilitat als 
desenvolupadors per tal que puguin resoldre algunes tasques bàsiques, com per 
exemple: 
 
• Accedir a la impressora local, demanant primer permís. 
• Utilitzar la xarxa per accedir al host des d’on s’ha descarregat l’aplicació. 
• Utilitzar l’API de JNLP per a interactuar amb el sistema local. 






Però, com que Java Web Start suporta arxius JAR signats digitalment, podem fer 
que l’aplicació s’executi fora d’aquest sandbox. 
 
D’aquesta manera, si tenim una aplicació que requereix tots els permisos, Java 
Web Start el que farà és comprovar si aquesta aplicació ha sigut modificada 
desprès d’haver sigut signada. En el cas que hi hagués alguna modificació, Java 
Web Start no executarà l’aplicació, assegurant-nos així que l’aplicació sigui 
totalment segura. 
 
En el cas que no hi hagi cap tipus de modificació, aleshores li apareix a l’usuari una 
finestra indicant el certificat digital que certifica que aquesta aplicació és totalment 
segura i que requereix permisos locals per a la seva correcta execució. Aleshores, 
l’usuari pot decidir si confia en aquest certificat i per tant executa l’aplicació, o en 
cas contrari no executar-la. 
 
Per tal de determinar si volem que l’aplicació s’executi dins del sandbox de 
seguretat, o si per el contrari volem que tingui tots els permisos locals, això ho 
farem indicant-ho al arxiu JNLP com ja hem vist anteriorment. Si volem indicar tots 
els permisos, afegirem l’etiqueta “all-permissions”, i en cas contrari no ens caldrà 


































Una altra part important de l’aplicació és la part d’interfície gràfica. La interfície 
gràfica d’usuari (GUI), serveix per a que l’usuari pugui interaccionar amb l’aplicació, 
per exemple, per tal d’introduir dades, o per tal de seleccionar determinades 
opcions. Dins d’una GUI, podem ficar diferents opcions, com per exemple botons 
per a fer determinades accions, text, imatges, disseny gràfic, etc. 
 
Però per tal de situar totes aquestes coses dins l’espai, necessitarem utilitzar 
diferents gestors de disseny. En l’entorn Java, no podem fixar un objecte a una 
posició determinada, alinear-los, etc. En altres entorns Windows, això si és 
possible, però Java utilitza uns algoritmes determinats per a fer això.  
 
Algunes organitzacions de disseny són: FlowLayout, BorderLayout, GridLayout i 
GridBagLayout. La primera és la més senzilla de totes, i l’última (GridBagLayout), 
és la més complexa. 
 
Cada una d’aquestes organitzacions, pot tenir moltes opcions i no pretenem fer una 
descripció detallada de cada una d’elles, però si que intentarem donar una visió 
global de cadascuna per tal de tenir una petita idea. 
 
L’organització FlowLayout és la més senzilla de totes. Bàsicament el que fa és ficar 
tots els controls en la mateixa línia. Si la finestra no fos prou gran com per que 
capiguin tots els objectes, FlowLayout els passa a una segona filera. En les seves 
propietats, podem definir l’espai entre objecte i objecte, tant en vertical com en 
horitzontal. 
 
Una organització diferent, és l’anomenada BorderLayout. Amb ella podem collocar 
els objectes indicant la posició que han d’ocupar. Però ja hem dit que no s’utilitzen 
posicions precises, sinó que utilitzarem les propietats North, South, East, West, 
Center, etc. D’aquesta manera ficarem els objectes a la zona que nosaltres li 
diguem. Igual que FlowLayout, també podem definir l’espai entre els objectes amb 
les propietats hgap i vgap. 
 
Tal i com indica el seu nom, l’organització GridLayout disposa els components en 
forma de matriu. Podem seleccionar el nombre de files i de columnes en que volem 
distribuir els objectes, i com en els altres, el vgap i hgap (distància vertical i 
horitzontal). Un cop definit, els components sempre ocuparan tot l’espai disponible 
de la pantalla, per tant, si maximitzem l’aplicació, els controls també es faran més 
grans. 
 
Finalment, GridBagLayout és sens dubte la més complicada. Amb aquest tipus 
d’organització podem mostrar els controls de moltes formes, però els primers 
passos poden resultar una mica difícils i desesperants. Mitjançant les propietats 
gridx i gridy, definim la posició que volem que ocupi el component. Aleshores, dins 
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d’aquesta posició, podem moure el component en diferents orientacions, mitjançant 
la propietat Anchor, que per exemple la podem definir en diferents orientacions 
com North, NorthWest, South, etc.. Una altra propietat és el valor fill. Amb fill, 
definim si volem que el component utilitzi tot el seu espai disponible, tant sigui cap 
a només un costat, com als dos. I finalment, una altra propietat és insets, on es 









































3.5.   JFreeChart 
JFreeChart és una llibreria addicional de Java que permet crear diferents tipus de 
gràfiques fàcilment per tal de poder-les afegir dins de les nostres aplicacions. 
Disposa de llicència LGPL (GNU Lesser General Public License), per tant ens permet 
copiar i distribuir el seu codi. 
Amb JFreeChart, podem fer qualsevol tipus de gràfic (gràfic de barres, pastís, 
lineals, diagrames de Gantt, etc.). Per tant, veiem que és una eina molt útil si el 
que volem és fer aquest tipus de gràfics. 
A més, un cop representat el gràfic, podem interactuar amb ell, ampliant la zona 
del gràfic que desitgem, podem imprimir només el gràfic, permet canviar a l’usuari 
els colors amb els que es representa i altres propietats com el títol, i podem 
exportar al gràfic a arxiu d’imatge (.png, .jpg). 
L’únic inconvenient de JFreeChart, és que tot i que podem utilitzar la llibreria 
lliurement, no hi ha pràcticament documentació gratuïta. Si volem la guia d’usuari 
s’ha de fer una aportació econòmica. Tot i això, disposem de l’API de JFreeChart, 
que és prou extensa i ben documentada per tal de poder utilitzar JFreeChart en les 


















Aplicacions implementades: Càlcul 
del camp elèctric en distribucions 
contínues de càrrega mitjançant la 
Llei de Gauss 
 
 
4.1.   Objectius generals 
 
 
Aquestes aplicacions estan orientades a la comprensió del procediment del càlcul 
del camp elèctric. Concretament, ens basarem en el cas de distribucions contínues 
de càrrega quan es donen les condicions de simetria adequades per tal d’aplicar la 
llei de Gauss. Prendrem com geometria concreta, la d’un fil infinit carregat 
uniformement. 
 
L’objectiu d’aquestes aplicacions, serà poder comprendre la Llei de Gauss, basant-
nos en el cas concret del fil infinit, però mostrant pas a pas tots el procediment a 
seguir per tal d’elegir una superfície gaussiana adequada, de manera que l’alumne 
pugui comprendre els conceptes generals, i així poder resoldre els problema per a 
casos diferents al cas proposat. 
 
En aquests passos, intentarem discutir com ha de ser el vector E
ur
 en un punt 
concret a partir de les consideracions de simetria que es puguin deduir de la 
geometria de la distribució de càrrega. 
 
Un altre objectiu és que l’alumne assoleixi els coneixement de què significa el 
concepte de superfície gaussiana, i que sigui capaç d’elegir la geometria correcta 
que ha de tenir aquesta superfície d’acord amb els arguments de simetria. 
 
L’experiència docent en aquest àmbit, indica clarament que aquests objectius són 
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bàsics per tal de que l’alumne pugui comprendre perfectament el problema. A més, 
gràcies a la potència gràfica de la representació geomètrica en 3D, podem reduir la 
dificultat de l’alumne ja que no tindrà que fer un esforç tant alt d’abstracció 
conceptual. 
 
Finalment, l’altre objectiu és que un cop hem elegit i tenim definida la superfície 
gaussiana adequada, veure com s’avalua el flux del camp elèctric a través 
d’aquesta superfície, i el camp elèctric. 
 
 
4.2.   Aplicació 1: Característiques del camp elèctric al 
voltant d’un fil infinit 
  
4.2.1.    Objectius 
 
En aquesta aplicació, veurem un primer pas que serà el càlcul del camp elèctric a 
una distància r i una densitat lineal de càrrega concretes. Els objectius que tenim 
són que l’alumne pugui veure les característiques del camp elèctric, com es van 
formant els vectors de camp a partir de les contribucions dels elements de càrrega, 
quins components s’eliminen, quins s’acaben sumant un al altre, fins arribar al 
determinar el camp elèctric final. 
Finalment, l’alumne haurà de fer el raonament de que aquest camp elèctric serà el 
mateix a tots els punts que estiguin a la mateixa distància r. 
 
 
4.2.2.   Funcionament de l’aplicació 
 
 
Aquesta aplicació constarà de diferents pantalles per a que l’usuari pugui anar 
veient pas a pas quina és l’evolució del problema i per tant ho pugui comprendre 
millor. Primer de tot l’usuari haurà d’introduir unes dades (radi i valor de la densitat 
lineal de càrrega), i a partir d’allí, l’usuari podrà controlar en tot moment quan vol 
passar al següent pas, o si vol tornar enrere. Anem a descriure més detalladament 
tots els passos: 
 
• Demanar el valor de densitat de càrrega i valor del radi r 
(perpendicular al fil) al qual volem calcular el camp elèctric. 
 
En aquest pas, el usuari haurà d’elegir per a quins valors vol que es calculi l’il-
lustració. Per tal de mostrar el gràfic el millor possible, hem limitat el valor del radi 
a un màxim de 50 metres, ja que sinó podríem tenir diferents problemes de visió. 
En el cas que l’usuari s’equivoqui i fiqui un radi negatiu, o una càrrega o radi amb 
valor 0, el mateix programa ens avisarà que hi ha un error al introduir les dades, i 
no ens deixarà continuar. D’aquesta manera ho podem corregir i començar amb 
l’execució de l’animació. 
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• Mostrar el punt seleccionat a una distància r. 
 
En el primer pas, simplement mostrarem el fil uniformement carregat (en vermell si 
la càrrega és positiva i blau si la càrrega és negativa), situarem un punt a l’origen 
O, i ficarem un altre punt al punt de distància r que hem elegit. 
 
 
• Mostrar primera contribució del camp elèctric 
 
En el segon cas, mostrarem la construcció del camp elèctric. En aquest moment, el 
camp només disposarà de component radial, i per tant dibuixem el vector dEr 
perpendicular al fil. 
 
 
• Afegim 2 elements de càrrega dq 
 
Afegim dos elements simètrics dq, marquem aquestes càrregues sobre del fil i fem 
aparèixer els vectors corresponents de camp dE i les seves components paralleles 
dEt. Sempre que mostrem algun vector nou, el fem aparèixer progressivament, de 
forma que doni la sensació que s’està creant en aquell moment. 
 
 
• Descomposició dels vectors 
 
Aquest pas mostra la descomposició dels vectors. En el pas anterior, teníem tots els 
components dels vectors, els components parallels dEt, els components dEr 
perpendiculars al fil, i els vectors de camp diagonals dE. Però, si descomponem els 
vectors, tenim que les components paralleles s’anullen entre elles, i els 
components perpendiculars es sumen entre si, quedant un component únic amb 
valor 2dEr. 
En l’animació, veiem com els vectors que teníem en el pas anterior van 




• Afegir dos càrregues addicionals dq’ 
 
Un cop tenim el vector amb valor 2dEr, afegim dues càrregues simètriques 
addicionals dq’. Aquestes càrregues estaran més separades del punt O que les 
càrregues dq, i aleshores tornarem a dibuixar totes les components del camp que 
provoquen les dues càrregues. 
 
 
• Descomposició final de vectors 
 
Finalment, tornem a fer la descomposició de vectors, on tornem a veure que les 
components paralleles al fil s’eliminen entre si, i les components perpendiculars es 
sumen fent aparèixer un vector de camp amb longitud igual a la suma. 
 
D’aquesta manera veiem que les components paralleles al fil dEt, es compensen i 
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s’anullen mútuament per a cada parella d’elements de càrrega simètrics, i que 
finalment sempre obtenim un vector que té com a única component Er. 
 
 
• Raonament final 
 
L’últim pas, està fet per tal que l’alumne s’adoni que tot el que hem fet no només 
passaria en el punt concret que hem dibuixat, sinó que passa per a qualsevol punt 
que estigui a una distància r. Per això dibuixem un cilindre amb un radi r i com a 
eix el fil infinit, i dibuixem diferents vectors Er igual al que hem obtingut en l’últim 
pas. 
 
A la vegada, també mostrem el valor numèric final que tindrà el camp elèctric per a 
els valors que hem volgut calcular. 
 
Un cop aquí, l’usuari podrà triar si torna enrere per tornar a veure els últims 
passos, o si vol tornar a començar i introduir uns altres valors. 
 
4.2.3.   Disseny i implementació 
 
4.2.3.1.    Introducció  
 
Per tal de poder realitzar aquesta aplicació, hem necessitat definir tres tipus de 
classes diferents. El primer tipus, serà una classe que defineixi l’entorn gràfic. Amb 
aquesta classe, definim una interfície on veurem els resultats finals, tindrem els 
panells de controls, etc. Un altre tipus de classes, seran les dedicades a les 
animacions en 3D. Aquestes classes utilitzaran l’API de Java3D, i seran les 
encarregades de crear totes les animacions, els seus objectes, comportaments, etc. 
També tindrem una classe de càlcul, on simplement ficarem les fórmules 
necessàries per tal de fer els càlculs per obtenir els resultats. I finalment tindrem la 








4.2.3.2.   Interfície gràfica 
 
 
Per tal de poder interactuar amb aquesta aplicació, primer de tot hem dissenyat 
una interfície gràfica molt senzilla, per a que l’usuari pugui introduir les seves dades 
i fer funcionar l’aplicació. La interfície es divideix bàsicament en dos parts. En una 
part de la pantalla, serà on visualitzarem l’animació en 3D, i en una altra part, 









La part de l’animació, sempre serà fixa, però, la part del panell de botons, podrà 
variar ja que en primera instància, tindrem un panell d’introducció de dades, 
desprès, tindrem un panell on podrem navegar per l’aplicació, és a dir, avançar o 
retrocedir en els passos de l’animació, i finalment, tindrem un panell on veurem els 
resultats. 
 
En el primer pas, tindrem l’espai de l’animació on no ens sortirà res, simplement un 
text informant que hem introduir les dades. En la part inferior, tindrem l’espai 
d’introducció de dades, on haurem de ficar el valor del radi i de la càrrega, per tant, 







Un cop seleccionat les dades d’entrada i començat l’aplicació, es mostrarà una 
pantalla molt semblant, però amb l’animació ja inicialitzada, i el que variarà serà el 
panell de botons. Ja no tindrem en panell dadesEntrada, sinó que en tindrem un 








Segons anem avançant els passos, també es modificarà l’animació, que anirà des 
d’Anima1 fins a Anima7, que són tots els passos dels que consta aquesta aplicació. 
 
Finalment, en l’última pantalla el panel1 canvia una mica, ja que dins seu s’hi creen 
dos nous panells. Un d’ells, conté els botons per tal de reiniciar l’aplicació, o per 
tornar al pas anterior. En l’altre panell (sortida), es mostraran els resultats finals 







4.2.3.3.   Animacions 3D 
 
 
Per tal de poder reproduir l’animació de la formació dels vectors del camp elèctric, 
he dissenyat una sèrie de classes que defineixen cada pas. Tal i com hem vist en la 
secció de Java3D, les animacions en 3D és construeixen a partir de diagrames 
d’escena en forma d’arbre. Per tant, res millor per a veure l’estructura que hem 










Veiem que podem distingir entre dues parts. El primer quadre emmarca els 
objectes fixes en cada animació, és a dir, que totes les animacions tindran aquesta 
part. En aquesta part, definim l’estructura típica de cada animació en Java3D 
(VirtualUniverse, Locale, SimpleUniverse). Un cop aquí, definim un BranchGroup 
d’escena, i a partir d’aquí definim l’Arrel principal de l’aplicació. 
 
Un dels fills de l’Arrel, és el BranchGroup pantallaInicial, que apareixerà només 
quan inicialitzem l’aplicació, ja que en aquell moment no podem mostrar cap altra 
animació ja que encara no s’han introduït les dades. Definim un BackGround per 
ficar el color de fons, i tres Behaviours (comportaments), que definiran el 
comportament en cada acció del ratolí. Això ens servirà per a poder fer zoom amb 
el ratolí, i rotar i moure l’animació per la pantalla. Desprès, definim un 
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TransformGroup visió, que serveix per a definir el punt de vista de l’usuari, és a dir, 
situem el gràfic a una distància determinada de la pantalla de manera que l’usuari 
pugui visualitzar l’animació correctament. 
 
Com a fill de visió, definim també un DirectionalLight que anomenarem llum. Això 
ens serveix per tal de definir un focus de llum que prové d’una posició determinada, 
i ens aporta un efecte molt millor de 3D, ja que la part dels objectes que doni 
frontalment a la llum, quedarà més illuminada, i la part de darrere quedarà més 
fosca. Un altre fill de visió serà una segona arrel, que és d’on penjaran tots els 
gràfics que mostraran l’animació. Aquestes fulles variaran segons el pas de 
l’animació on estiguem, ja que per exemple en el pas 1 només tindrem el fil, dos 
punts que defineixin l’origen i el punt del radi, i una línia discontinua que uneixi 
aquests dos punts. 
 
Evidentment, totes aquests fulles, tenen un altre arbre associat, que anirem veient 
per separat. 
 
Primer veurem el graf d’escena del fil: 
 
Figura 4.7 
Amb aquest graf definim el component del fil infinit. Simplement tenim un TG 
(TransformGroup) on rotem el fil per tal que el tinguem disposat a la pantalla de la 
manera que volem, i creem un cilindre que és l’objecte que utilitzarem per mostrar 
el fil. Per últim, definim una aparença per tal de fixar els colors i diferents atributs. 
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A continuació definim els dos punts que apareixeran al gràfic. Colloquem cadascun 
a la seva posició determinada amb tgMoure, i creem l’esfera que representarà el 







El següent graf és el de lletres3D, que és on creem totes les lletres que fem servir 
per a definir la notació. Movem la lletra a la seva posició del gràfic, i creem un 
Shape3D. Aquest Shape estarà format per una geometria i una aparença. En la 
geometria, definirem la lletra que vulguem, i en aparença, els colors. 
En el cas que la lletra que vulguem crear sigui utilitzada per definir la notació d’un 
vector, collocarem una fletxa damunt de la lletra, que estarà formada per un 
cilindre i un con. 
Fiquem els punts suspensius, ja que segons l’animació en que estiguem pot haver 








Aquí definim les línies discontinues que aniran des del punt d’origen i els punts dels 
diferencials fins al punt on estarà la distància del radi seleccionat. Com veiem és 
molt senzill, simplement hi ha un Shape3D, amb una geometria que defineix la 






En el següent graf mostrem el cilindre amb radi r. Té la particularitat que hi ha un 
Interpolator, on definim la transparència del cilindre. Amb això fem que al carregar-
se l’animació comenci a un nivell de transparència determinada, i que acabi en un 
altre nivell diferent mitjançant un objecte Alpha que determina el temps que 








Aquí veiem els dos diferencials dels que podem tenir, creats utilitzant dos cilindres 










Per últim veiem els diferents tipus de vectors dels que podem disposar. També 
tenen un interpolador de transparència, que segons en l’animació que estiguem, 
farà l’efecte de que el vector aparegui, o pel contrari que desaparegui. D’aquesta 
manera, si tenim una animació on uns vectors desapareixen, i a la vegada un altre 
apareix, dona la sensació que els que desapareixen ho fan perquè s’anullen i creen 












4.3.   Aplicació 2: Simetria radial del camp elèctric al 
voltant d’un fil infinit 
 
 
4.3.1.  Objectius 
 
Aquesta aplicació seria la segona part del raonament de la construcció del camp 
elèctric en el cas concret d’una distribució lineal de càrrega. En la primera aplicació, 
hem vist com es construeix el camp elèctric, quins són els seus components, etc. 
Un cop vist això, el que ens interessa és que l’alumne sigui conscient que aquest 
raonament que ha fet per a un punt concret, també és vàlid per a qualsevol punt 
que estigui a la mateixa distància r del fil. 
 
Per tant, el que mostrarem en aquesta aplicació, serà que si agafem diferents punts 
a una mateixa distància r, i els unim, el que obtenim serà una superfície cilíndrica, i 
per tant això ajudarà al raonament de l’alumne per a saber quina és la superfície 
gaussiana adequada per a aquest cas concret. 
 
A més, en el pas final també mostrarem els gràfics de la variació de camp elèctric 
E(r) i la variació de potencial V(r), en funció de la distància r.  
 
4.3.2.   Funcionament de l’aplicació 
 
Com en la primera aplicació, en aquesta també anirem pas per pas per tal de poder 
anar veient poc a poc cada un dels passos i per tant que l’alumne pugui 
comprendre millor el problema. Anem a veure els diferents passos que composen 
l’aplicació: 
 
• Demanar el valor de densitat de càrrega i valor del radi r 
(perpendicular al fil) al qual volem calcular el camp elèctric. 
 
Aquest pas és idèntic al que tenim a la primera aplicació. Demanem les dades a 
l’usuari, amb les mateixes restriccions, i també controlem que l’usuari no 
introdueixi dades no vàlides. 
 
• Mostrar vector dEr en un punt concret. 
 
En la primera gràfica, veurem simplement un vector dEr en un punt concret a 
distància r. Aquest pas enllaça amb l’aplicació 1, ja que comencem a partir del 




• Afegir altres punts a una distància r. 
 
En aquest pas afegim diferents punts a la mateixa distància r del fil. D’aquesta 
manera veiem que el valor del camp elèctric és idèntic per a qualsevol punt que 
estigui a aquella mateixa distància. 
 
• Dibuixar superfície cilíndrica que passa per tots els punts 
 
Aquest últim pas serveix per veure que si unim tots aquests punts, obtenim una 
superfície cilíndrica. Per tant, arribem al raonament final en que veiem que la 
superfície gaussiana adequada per a aquest cas concret és el cilindre. 
 
Com a informació addicional, afegim també dos gràfics. El primer mostra la variació 
del camp elèctric segons el radi (E(r)), i el segon mostra la variació de potencial 
segons el radi (V(r)). 
 
I per últim, obtenim també el valor concret del camp elèctric i del potencial en els 
punts donats. 
 
Aquests càlculs requeriran el desenvolupament posterior d’un altre mòdul dins de 
l’aplicació per a una millor comprensió. 
 
4.3.3.   Disseny i implementació 
4.3.3.1.   Introducció  
 
En aquesta aplicació seguirem l’esquema bàsic que hem seguit en la primera. 
Utilitzarem una classe per les animacions en 3D, una classe pel càlcul dels 
resultats, i una classe per a controlar la interacció amb l’usuari. També haguéssim 
pogut crear una classe separada per als gràfics, però per qüestions de disseny, he 
considerat incloure les funcions dins de la classe d’interacció i representació de la 
interfície. 
Per tal de crear les gràfiques, hem utilitzat una llibreria de Java per tal de crear 








4.3.3.2.   Interfície gràfica 
 
La interfície d’aquesta aplicació consta de dues parts. La primera, és per als primers 
passos, i respondrà a la mateixa estructura que l’aplicació anterior, és a dir, 
disposarem de l’animació, i a baix tindrem els controls. 
 
Però, en aquesta aplicació incorporarem una nova part, que seran gràfiques. Per 
tant, en l’últim pas tindrem una disposició diferent per tal de poder ficar les 
gràfiques. 
 
Primer de tot, tenim la pantalla d’introducció de dades, com veiem i com ja havíem 






















Un cop seleccionat les dades d’entrada i començat l’aplicació, es mostrarà una 
pantalla molt semblant, però amb l’animació ja inicialitzada, i el que variarà serà el 
panell de botons. Ja no tindrem en panell dadesEntrada, sinó que en tindrem un 











I finalment, tindrem una pantalla que disposarà de les següents parts. Primer de tot 
tindrà l’animació, desprès tindrà un panell on estaran els dos gràfics, i finalment, un 
últim panell on hi hauran els resultats. Però, aquest últim panell estarà dividit en 
dues parts, la primera serà un altre panell on tindrem els botons per tal de reiniciar 
l’aplicació o de tornar al pas anterior, i per altra banda, tindrem el panell que ens 
indicarà els resultats. 
 
Veiem per tant que l’estructura és molt semblant en tots els passos, però que hi 









4.3.3.3.   Animacions 3D 
 
En aquesta secció tornarem a mostrar els grafs que conformen les escenes 
gràfiques de l’aplicació. Com que aquesta aplicació no és res més que una 
continuació del problema de l’aplicació, veurem que la majoria dels grafs són 
pràcticament idèntics. 
 
Com que en aquest cas també disposem de diferents passos, seria una mica 
repetitiu mostrar els grafs per a cada pas, i per tant, hem de tenir en compte que 
els grafs mostren l’estructura global de les animacions en 3D, però que els diferents 
components que es mostren, no sempre han d’aparèixer en totes les pantalles. 
 
Començarem per tant amb el graf d’escena general, com en l’aplicació anterior 
mostrem en un quadre els objectes generals, i en un altre els que poden variar 
















































El següent pas mostra els punts que serviran per indicar la distància r que hi ha 
entre el fil i els punts on volem calcular el camp elèctric. Com que en podem tenir 









El graf que ve a continuació, mostra com creem les lletres que mostrem dins de 
l’animació. Utilitzarem exactament la mateixa estructura que l’aplicació 1, per tant 







En aquest graf mostrem com creem les línies que uneixen el fil infinit amb els 
punts. Cada línia està formada per un Shape3D, on a la seva geometria li definirem 
la forma de la línia, que serà una línia puntejada, i a l’aparença li definirem els 












I finalment, tindrem la representació dels diferents vectors, on s’inclouen els dos 








4.4. Aplicació 3: Il·lustració de l’aplicació de la Llei de 
Gauss 
 
4.4.1.   Objectius  
 
Un cop arribat a aquest punt, l’alumne haurà pogut entendre com és el camp 
elèctric al voltant del fil infinit, haurà vist que aquest valor és el mateix a tots els 
punts que estan a distància r del fil, i per tant, que la superfície gaussiana correcta 
per aquest cas és el cilindre. 
 
L’objectiu d’aquesta aplicació serà que l’alumne pugui determinar el valor del camp 
fent ús de la llei de Gauss. Haurà d’introduir valors concrets dels paràmetres que 
intervenen en el càlcul: densitat de càrrega, distància r, i longitud del cilindre. A 
partir d’aquestes dades l’aplicació calcula la càrrega interior a la superfície 
gaussiana, el flux del camp elèctric a través de la superfície, i el valor del camp 
elèctric. A més, també servirà com a problema per l’alumne, ja que haurà d’elegir 
quina superfície gaussiana seria l’adequada per a aquest cas. Si escull una opció 
incorrecta, l’aplicació li notificarà. 
 
 
4.4.2.   Funcionament de l’aplicació 
 
 
Aquesta aplicació és més senzilla que les dos anteriors ja que no disposa d’un 
funcionament pas a pas. Simplement consta d’una fase d’entrada de dades, i la 
segona fase de sortida de resultats i visualització de l’animació. 
 
Com ja hem dit, tindrem que introduir el valor de la distància a la qual volem 
calcular E, la longitud, el valor de densitat de càrrega, i escollir una superfície 
gaussiana. L’aplicació ens dona una llista de 4 possibles solucions ( cilindre tancat, 
esfera buida, esfera massissa o cilindre obert). Només la solució del cilindre tancat 
és la correcta, ja que és la superfície adequada per a calcular el camp elèctric en un 
fil infinit carregat uniformement. 
 
Un cop introduïdes les dades i escollida la superfície Sg correcta, veurem els 
resultats. La part més important és la de l’animació, on veurem la superfície 
gaussiana escollida que envolta el fil, i mostrarem també els vectors de camp 
elèctric. Gràcies a aquest gràfic, l’alumne podrà veure perfectament com s’aplica la 
Llei de Gauss i quin són els resultats, obtenint també els resultats numèrics del 
valor de càrrega, flux, i valor de camp elèctric. 
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4.4.3.   Disseny i implementació 
4.4.3.1.   Introducció  
 
En aquesta aplicació tornem a tenir la mateixa estructura que en les anteriors. La 
diferència és que l’animació és més senzilla ja que només n’hi ha una. Per tant, 
comptarem també amb la classe principal que arranca l’aplicació, una interfície 
gràfica que mostrarà els resultats i agafarà les dades de l’usuari, una animació en 





4.4.3.2.   Interfície gràfica 
 
L’estructura de la interfície gràfica és molt similar a les interiors. La diferència és 
que l’estructura de la GUI no canviarà en cap moment, ja que sempre visualitzarem 
els mateixos panells. La diferència és que dins el panell inferior, tindrem dues 
parts. Per un costat tindrem la part d’entrada de dades, i en l’altre costat tindrem la 






Dins de la part d’introducció de dades, tindrem una part que serà la part on 
demanarem les dades, deixant un espai per a que l’usuari fiqui els valors que 
desitgi, i tindrem una segona part amb un panell de botons, que serà per tal 
d’elegir quan l’usuari ha introduït totes les dades i vol iniciar l’execució, o si per el 
contrari vol borrar tots els valors que ha introduït i també els resultats. 
 
En la part de sortida simplement tindrem els 3 valors dels resultats que ens 
apareixeran quan haguem introduït tots els valors i haguem donat l’ordre de 
començar. 
 
I finalment, tindrem l’animació, on ens sortirà el dibuix en 3D de la llei de Gauss, 






4.4.3.3.   Animacions 3D 
 
 
Per últim, tornarem a veure el graf d’escena de la part de l’animació en Java3D. 
Primer de tot veiem el graf general, que és molt semblant als anteriors, però en 
aquest cas aquest graf és únic ja que sempre és mostraran tots els components 
(excepte abans d’introduïr les dades). També tenim els comportaments del mouse, 
el punt de visió per a poder-ho veure perfectament dins la pantalla, i per últim la 
segona arrel, de la que pengen tots els components com són el fil infinit, el cilindre, 









Veiem com els components principals de l’animació seran el fil infinit, el cilindre que 
serà la superfície gaussiana, els vectors de la tapa, els vectors laterals de camp 









En la pantalla inicial, simplement hem de mostrar un text que indiqui que s’han 






En el següent graf veiem com està construït el fil infinit. Veiem que hi ha dos 
cilindres, i això és perquè en la part en que el fil estigui dintre del cilindre, ficarem 
el fil amb una mica més de gruix. Desprès com sempre definim l’aparença per tal 
que per exemple puguem ficar el fil de color vermell en càrregues positives, i de 






Per tal de fer les lletres creem diferents TransformGroups de manera que puguem 
collocar la lletra en el lloc exacte que vulguem. Un cop fet això, simplement ens cal 
crear l’aparença i la geometria de la lletra, i incluir-ho dintre un objecte Shape3D. 












Tindrem 4 vectors en les tapes del cilindre. Dos vectors aniran en direcció positiva, i 
els altres en direcció contrària. Per a fer això haurem de rotar-los segons la nostra 
conveniència, i per tal de ficar-los al lloc de la tapa corresponent, els mourem dins 
de posicionarFletxa. Un cop fet això, creem la fletxa amb un con i un cilindre, i li 






















Aquí veiem com creem el cilindre que representa la superfície gaussiana. El creem 
mitjançant dos cilindres. El primer, serà el cilindre en si, el que es veurà més i al 
que li afectaran les sombres de la llum. El segon, serà una espècie de carcassa, que 
farem que mitjançant una aparença determinada, representi el contorn del cilindre, 
és a dir, que només és veuran unes línies que delimitaran el cilindre principal. 









Els vectors laterals, seguiran la mateixa estructura, però amb la diferencia que 
tindrem 16 vectors laterals, ja que en ficarem 8 en dos punts diferents. A més 

















Tenint en compte els objectius fixats inicialment, penso que s’han complert en la 
seva gran majoria satisfactòriament. 
 
S’ha elegit un gestor de continguts que penso que és el més adequat a les 
característiques fixades, ja que després d’haver fet un treball d’investigació i de 
comparació entre diferents gestors i d’haver escollit OpenCms com a gestor de 
continguts, he seguit veient que efectivament aquest gestor és el més utilitzat per 
a complir aquest tipus de requisits. 
 
En segon terme, s’han assolit els coneixements del paquet Java3D correctament, 
sabent quines funcions ens aporta aquesta llibreria per tal de poder implementar 
les aplicacions, i de quina manera es podrien representar d’una forma gràficament 
més potent, i a la vegada, intentant que les aplicacions siguin el més eficient 
possibles. 
 
També s’ha assolit un objectiu important que era el de tenir unes aplicacions que es 
poguessin executar des de qualsevol màquina. Això no hagués sigut possible sense 
utilitzar la tecnologia Java Web Start, ja que primerament havíem tingut molts 
problemes ja que per visualitzar les aplicacions, s’havia d’installar un Plug-in per 
tal de poder visualitzar correctament Java3D, i també hi havien problemes segons 
la versió de la màquina virtual de Java que disposés cada ordenador. Això feia que 
la visualització dels aplicatius estigués condicionada a una correcta installació 
manual de tots aquests requisits, però amb Java Web Start hem eliminat tot aquest 
procés, fent-ho automàtic, i assegurant la seva execució en qualsevol entorn. 
 
I a nivell personal, crec que he assolit uns coneixements importants en aquestes 
tecnologies, de les que moltes eren pràcticament noves per a mi, a més d’haver 
tingut que enfrontar-me a diferents problemes, i adonar-me de les dificultats que 
comporta un projecte d’aquest tipus. 
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5.2. Treball futur 
 
Aquest projecte està ubicat dins d’un altre projecte més gran i ambiciós que és el 
de crear un seguit d’aplicacions destinades a la simulació de problemes físics en 
l’àmbit de l’electromagnetisme. Per tant, hi ha diferents aspectes a treballar en un 
futur. 
 
En primer terme, un aspecte a millorar seria el de la installació i configuració del 
gestor de continguts, ja que per problemes tècnics aquest apartat encara està en 
desenvolupament. Per tant, en el futur s’haurà de treballar en això, ja que és la 
base del projecte i on han d’estar ubicades les aplicacions. 
 
D’altra banda, podríem pensar en millorar les actuals aplicacions. En primer lloc, es 
podria intentar millorar el codi per tal de fer-lo més òptim, i també podríem incloure 
altres millores. Una millora significativa, seria que en el moment que l’aplicació 
presenti els resultats, puguem tenir l’opció d’accedir a una informació addicional 
sobre els resultats. Per exemple, si en l’aplicació obtenim el resultat del camp 
elèctric, dons que si cliquem en aquest resultats, aparegui una finestra on ens 
indiqui l’expressió del camp elèctric i potser podríem afegir algun petit comentari. 
D’aquesta manera podríem complementar les aplicacions amb petits apunts. 
 
Una altra millora en les aplicacions que vulguem representar gràfiques, podria ser 
que apareguessin només quan l’usuari pitgés un botó i aparegués en una finestra a 
part, en comptes de mostrar-ho tot a la mateixa finestra. D’aquesta manera, a part 
de tenir la pantalla molt més senzilla, podríem també ampliar la informació en 
aquesta finestra. També hauríem de millorar algun altre aspecte de les gràfiques, 
com pot ser la representació d’escales, la possibilitat d’elegir sobre quins valors 
volem que es representi el gràfic, o intentar buscar alguna altra llibreria que ens 
pugui oferir eines per a realitzar gràfiques que incorporin alguna altra millora. 
 
I finalment, seguir creant diferents aplicacions en altres àmbits de la física. Per 
exemple, seguir creant aplicacions del camp elèctric, i fer-ne del potencial elèctric, 
conductors i condensadors, camp magnètic i forces magnètiques, llei d’inducció 
Faraday-Lenz, i ones electromagnètiques. 
 
I tot això, englobat dins de la pàgina creada amb el gestor de continguts, i amb els 
















Apèndix: Manual d’usuari per a la 




1.   Introducció 
 
Per tal de poder carregar arxius Word a pàgines d’OpenCms utilitzant l’editor de 
text, hem de tenir en compte que al ser editors de text diferents, hi han certes 
coses que no seran compatibles entre ells. Per això, hem d’intentar redactar 
documents el més estandarditzats possible, i de manera bàsica, per a que així no hi 
hagin conflictes d’estils. 
 
En aquest document s’explicaran algunes normes bàsiques per tal de redactar 
documents Word compatibles amb l’editor de text d’OpenCms, i també el 
procediment per a desprès poder passar el nostre document a la nostra web. 
 
2.   Com crear documents Word 
 
2.1.   Idea general 
 
Abans de tot, hem de tenir en compte que si el que volem és crear un arxiu en 
Word, per a desprès passar-lo a la nostra pàgina, hem d’intentar crear simplement 
els continguts bàsics, sense fixar-nos en colors, estils, tipus de lletres, etc. ja que 
això si volem ho podrem fer posteriorment en l’editor de text d’OpenCms, o fins i 
tot, no ens ho caldrà fer, ja que és possible que la pàgina on volem inserir el 
document, ja tingui les seves normes d’estil creades, i que per tant, inserint 
nosaltres el text pla, automàticament ja hi posi un tipus determinat de color, 








2.2.   Com crear documents estàndard 
 
Si el que volem és crear una estructura de documents que sigui homogènia en tota 
la web, i és dona el cas que els documents poden ser generats per més d’una 
persona, hem d’intentar que tots els documents estiguin fets de la mateixa forma. 
 
Per això,  el que no podem fer és que cadascú faci servir uns tipus de lletres 
diferents, uns títols més grans que uns altres, etc. Per tal d’evitar aquests errors, el 
que podem fer és utilitzar els estils predefinits que ens dóna el Word o qualsevol 
processador de textos. 
 
Per tant, si tenim un document en que tenim un títol d’apartat, i uns subtítols, 
utilitzarem l’estil predefinit titol1/encapçalament1, i per al subtítol farem servir 
titol2/encapçalament2. D’aquesta manera no tansols farem que tots els documents 
s’assemblin, sinó que ajudarem a que posteriorment, aquests documents s’adaptin 




Nosaltres estem fent un document en Word i volem ficar un títol i un text explicatiu, 




Se considera que la Selva Amazónica, o Amazonía llega a los seis millones de 
km² y constituye la selva tropical más extensa del mundo y es considerada una 
"Gran Reserva Verde". 
 
 
Aleshores, decidim passar-ho a la nostra pàgina mitjançant l’editor d’OpenCms, 
però resulta que a la nostra web el desenvolupador havia definit al full d’estils que 
els encapçalaments surtin amb un tipus de lletra Verdana, color taronja, i tamany 
18, i el text sigui amb lletra Arial tamany 14, aleshores, al copiar el text a la pàgina 
veuríem: 
 
- Selva Amazónica 
 
Se considera que la Selva Amazónica, o Amazonía llega a los seis 
millones de km² y constituye la selva tropical más extensa del 
mundo y es considerada una "Gran Reserva Verde". 
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Per tant, veiem que no tansols ens ajuda a unificar els criteris, sinó que també ens 
estalvia una pèrdua de temps en intentar ficar tipus de lletres o colors que desprès 
podria ser que no fossin així. 
També cal dir que l’exemple no sempre ha de ser així, pot ser perfectament que 
nosaltres fem un document amb uns colors i uns tipus de lletres i que desprès 
nosaltres ho puguem conservar en el nostre document web. Però, si més no, si fem 
d’aquesta manera els documents, ens evitem possibles ensurts i agafem una bona 
costum per tal de poder fer documents que tinguin la mateixa estructura. 
 
2.3.   Tractament d’imatges 
 
Un dels aspectes més delicats és sens dubte la inserció d’imatges dins del 
document. En Word, hi ha la possibilitat de alinear les imatges de varies formes, 
podem fer que s’ajustin amb el text, que siguin flotants, etc. Però, aquests 
ajustaments es perden en el moment en que ho passem a l’editor d’OpenCms, i per 
tant, un document en Word molt ben ordenat, pot arribar a passar ser un document 
caòtic amb imatges desordenades. 
 
Per tant, per evitar això, intentarem que les imatges no estiguin mai juntes amb el 
text, per tant, si volem escriure un paràgraf, i afegir una imatge de mostra, en 
comptes de fer que la imatge estigui barrejada amb el text, escriurem primer el 
text, i desprès, a baix ficarem la imatge. Intentarem fer això sempre que la imatge 




A part de intentar no barrejar imatges i text, ens hem d’assegurar que la imatge 
tingui l’ajustament correcte. L’ajustament que més ens convé és el de “En línia amb 
el text”. Si no sabem si la nostra imatge compleix això, ho podem mirar fent clic 
amb el botó dret dins la imatge, anant a “Format d'imatge” i desprès entrar a la 
pestanya “Disseny”. Aquesta opció és la que be predefinida per Word, per tant, si 




2.3.1.   Inserir diferents imatges en una mateixa fila 
 
 
Amb aquest tipus d’alineació, tenim el problema que si el que volem és inserir 2 o 3 
imatges juntes, segurament quedaran totes empegades, i no és el resultat que 
volem. Potser també ens interessa afegir un text al peu d’imatge per tal de 




Per tal de poder fer això, el que farem és crear una taula, de les dimensions que 
necessitem, i inserir cada imatge dins d’una cela. D’aquesta manera podem fer que 
les imatges tinguin una distància entre elles, i que a més, puguem afegir text davall 
seu. 
 
El que no hem de fer és intentar fer això mitjançant quadres de text, ja que llavors 
tenim el mateix problema que amb les imatges flotants, i en el cas de utilitzar-los, 
sempre haurem de tenir l’ajustament “en línia amb el text”. 
 
 
2.4.   Tractament de taules 
 
 
Normalment no hi ha cap tipus de conflicte amb les taules, però el que hem de tenir 
en compte és el seu tamany, ja que nosaltres quan escrivim amb Word, tenim tot 
l’ample de pantalla per a ficar la taula, però hem de pensar que dins de la web 
podem tenir diferents menús que facin que l’espai central pel text sigui més petit, 
per tant ho hem de tenir en compte. 
 
En el cas que les fem massa grans, tenim la possibilitat de desprès editar-les amb 
l’editor d’OpenCms, però val la pena tenir-ho present. 
 
Un altre aspecte important és intentar centrar sempre les imatges o les taules, ja 
que en la vista de Word potser nosaltres creiem que està centrat, però desprès al 
passar-ho pot quedar malament, per tant, sempre que tinguem imatges soles o 
taules, el millor és centrar-ho per a que desprès és visualitzi millor a la web. 
 
 
2.5.   Tractament de fórmules 
 
 
Si volem pujar continguts científics, moltes vegades ens trobarem amb el problema 
que els nostres documents contenen fórmules. Si aquestes fórmules estan creades 
a base de símbols de Word, no tenim cap problema, ja que si copiem el text 
directament també ens copia els símbols. 
 
Però, per tal de fer fórmules més complexes sovint s’utilitza programes especials 
com per exemple MathType que permeten crear qualsevol tipus de fórmula i inserir-
la al document Word que estem creant. 
 
Aquests programes el que fan són crear la fórmula i ficar-la al document com si fos 
una imatge, per tant, si volem pujar documents que contenen fórmules, haurem de 
seguir els mateixos passos que en l’apartat 2.3, ja que les fórmules les tractarem 




3.   Pujar els continguts a la web 
 
 
Un cop elaborat el document en Word, l’únic que ens falta és pujar els continguts a 
la nostra pàgina web. Si el nostre document no conté imatges, ho tenim molt fàcil: 
Només tenim que obrir la nostra pàgina des d’OpenCms, i entrar a l’editor de text. 
Un cop allí, anem al document Word, seleccionem el que volem copiar, ho copiem, i 
un cop a l’editor d’OpenCms ho empeguem. Aleshores ja tindrem el nostre text 
preparat, el revisem per mirar si hi ha algun error, i ja ho podem guardar. 
 
Però, en el cas que tinguem moltes imatges, la cosa es complica una mica. 
Nosaltres no podem fer un copiar-empegar directament, ja que les imatges les 
tenim localment al nostre ordenador, i per tant al empegar, les imatges no es 
veurien correctament. 
 
Aleshores, el que hauríem de fer prèviament, és pujar les imatges al servidor. Si 
tenim poques imatges, pot ser fàcil guardar-les una per una, però si tenim moltes 
imatges, fórmules, etc., guardar-les una per una pot convertir-se en una tasca una 
mica feixuga. 
 
Però, podem utilitzar una alternativa que fa que puguem tenir totes les imatges que 
es fan servir en el document, guardades en una mateixa carpeta. Per aconseguir 
això, el que hem de fer és guardar el document com una pàgina web. Els passos 
són els següents: 
 
Arxiu -> Guardar com  
 
Un cop allí, seleccionem la pestanya on fica “Guardar com tipus” i seleccionem 
Pàgina web (*.htm,*.html), i ho guardem. 
 
També hi ha l’opció de ficar directament: 
 
Arxiu -> Guardar com pàgina web 
 
Al fer això, el Word et diu una sèrie d’ajustaments que haurà de fer per tal de 
convertir el document a pàgina web. Són aquests ajustaments els que fan que 
després el document no es vegi bé, o que les imatges estiguin mal collocades, per 
tant, cal prestar atenció en el canvis que ha de fer. Sobretot hem de parar compte 
amb els avisos que ens parlen sobre imatges i els seus ajustaments. Si ens surt 
alguna cosa així, haurem de revisar que haguem ficat totes les imatges amb 
l’ajustament “En línia amb el text”. Altres avisos comuns, poden ser el que 
transforma el text elevat en superíndex, i el text enfonsat en subíndex, però 
aquests no ens donaran cap problema. 
 
Un cop fet això, i si per exemple li hem ficat com a nom d’arxiu “apunts”, ens 
generarà un arxiu apunts.htm i una carpeta apunts_arxius, on hi haurà totes les 
imatges (fórmules incloses) que necessitem. Pot ser convenient revisar el contingut 
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d’aquesta carpeta. Normalment, es guarden simplement totes les imatges 
enumerades a partir del 001, però a vegades, es guarden dos arxius per a cada 
imatge. Això passa a vegades, perquè es guarda una imatge amb tamany reduït, i 
una imatge amb tamany més gran. Per tant, per tal de no ocupar espai innecessari, 
si ens passa això, eliminarem les imatges duplicades que ocupin més espai, o fins i 
tot algun arxiu amb extensió que no sigui d’imatge. 
 
Aleshores, el següent pas és pujar aquesta carpeta al servidor. Dins del nostre 
projecte, podem tenir una carpeta que es digui “contingut apunts”, que serà la 
carpeta on ficarem tots aquests recursos. Un cop allí, seleccionem la icona 
“Subida”, que ens obrirà un gestor de pujada d’arxius. Des d'allí, podem navegar 
fins al nostre directori, i seleccionem la carpeta “apunts_arxius” i li donem a OK. El 
gestor s’encarregarà de pujar tots els arxius automàticament. 
 
Ara ja tenim les imatges al servidor, per tant, ja podem anar a pujar el document. 
Fem el mateix que hem dit en el cas de que no tinguem imatges, és a dir, obrim la 
pàgina que vulguem, seleccionem l’opció d’editar, i entrem al editor de text. Un cop 
allí, anem al document de Word, i seleccionem tot el que vulguem copiar, ho 
copiem, i ho enganxem al editor d’OpenCms. 
 
En el cas que no ens empegués bé el document des de Word o OpenOffice, també 
podríem obrir el mateix document amb html que hem creat, i copiar-ho directament 
des d'allí. 
 
Ara, ja tindrem tot el document empegat, però seguirem sense veure les imatges. 
Ara bé el procés més pesat de tot, ja que haurem d’anar imatge per imatge, i 
definir-li on és la ruta de la imatge. Això ho farem d’aquesta manera: 
 
 
Seleccionem la primera imatge, cliquem amb el botó dret i seleccionem 
“Propiedades de Imagen”. Un cop allí, mirem on fica URL, i cliquem a “Ver 
Servidor”. Ara, naveguem per les carpetes fins arribar a la nostra carpeta 
“contingut apunts” i un cop allí entrem a la carpeta d’imatges “apunts_arxius”. Ara 
ja veurem totes les nostres imatges, i si en el cas que estiguessin duplicades, les 
hem suprimit prèviament, ens facilitarà molt la feina ja que estaran per ordre i ens 
ajudarà a no perdre’ns. Un cop seleccionada, acceptem, i ja tindrem la nostra 
imatge correctament pujada al document. 
 
És recomanable fixar-se si hem pujat la imatge que volíem, ja que al no poder 
veure la imatge en el gestor d’arxius, pot ser que ens equivoquem. 
 
Finalment, fem això per cada imatge que tinguem, i un cop acabat ja tindrem el 









4.   Últims retocs 
 
 
Sovint ens trobarem en que tot i haver seguit aquests passos, hi ha alguna cosa 
que no es veu com nosaltres volíem, per tant, és recomanable revisar tot el 
document i retocar el que faci falta, ajustar el tamany de les imatges o taules, etc. 
 
Una cosa que hem de tenir bastant en compte, és que sovint els símbols pot ser 
que no s’importin correctament, per tant si hem fet servir operadors o algun símbol 
de Word, és recomanable revisar que estiguin correctament, o sinó, ficar-los 
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