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RESUM 
En el món de l’automatització industrial hi ha tres grans elements de control: els PLC –
Programmable Logic Controler–, els Sistemes Embedded –Embedded System– i, cada cop 
més, els PC. En matèria d’eines de programació, els PLC han avançat molt gràcies a l’aparició 
de l’estàndard IEC 61131; però els Sistemes Embedded segueixen programant-se, 
generalment, en C. 
Aquest projecte vol ser un pont per aplicar les eines de programació dels PLC a la 
programació de Sistemes Embedded, per tal de reduir els costos associats a la manca d’eines 
en l’especificació, la codificació i el manteniment del Software Embedded, i augmentar-ne les 
prestacions i la flexibilitat. 
Primer s’analitza l’estat de l’art de la programació dels Sistemes Embedded i els PLC. 
Coneguts els punts forts de cada sector, es traça un camí entre els dos sistemes de control: 
del GRAFCET dels PLC –llenguatge d’un alt poder descriptiu molt potent per especificar 
processos seqüencials amb seqüències en paral·lel– al llenguatge C dels Sistemes Embedded. 
Els PLC compten amb softwares per programar autòmats dissenyats mitjançant SFC –
Sequential Flunction Chart–, una variant del GRAFCET. Un cop analitzades les prestacions 
d’aquests softwares per a PLC, es desenvolupa una metodologia sistemàtica per traduir les 
especificacions d’un sistema definides en GRAFCET al llenguatge C. 
Per tal d’augmentar les prestacions i les eines en l’especificació mitjançant GRAFCET, 
s’introdueix la guia GEMMA –un diagrama que contempla tots els estats possibles del sistema 
de control d’una màquina– i una metodologia per programar-la sobre GRAFCET. 
S’ha desenvolupat una guia metodològica per implementar automatismes dissenyats en 
GRAFCET per traduir-los en microprocessadors que es programen en C, que s’ha anomenat 
GeCé. 
Tot i que s’ha augmentat lleugerament la complexitat i l’extensió del codi en C del programa, 
mitjançant el GeCé es redueixen considerablement els temps de programació, es milloren les 
prestacions i s’augmenta la fiabilitat dels processos d’especificació, implementació i 
manteniment del programa, reduint la càrrega econòmica associada al disseny i 
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1. INTRODUCCIÓ 
Els microprocessadors han experimentat, des de la seva creació els anys 70, un creixement 
espectacular en la indústria. Una de les aplicacions amb més sortida d’aquests xips han estat 
els sistemes embedded. 
Tot i que els microprocessadors han evolucionat molt, les tècniques de programació no han 
crescut al mateix ritme. Les metodologies actuals per programar els microprocessadors 
encara es basen, en general, en el llenguatge C o algun dels seus derivats. El programador de 
sistemes embedded es troba limitat per un llenguatge molt potent en la manipulació del 
programa, però poc eficient a l’hora d’especificar, implementar i modificar el comportament 
del sistema. 
Per altra banda, els microprocessadors s’han implantat de forma massiva en els Autòmats 
Programables Industrials –PLC– i, alhora, aquests han tingut un creixement massiu en 
l’automatització industrial. Arrel d’aquest creixement la IEC redactà un estàndard –IEC 
61131– per unificar els llenguatges de programació dels PLC, impulsant el creixement d’eines 
per facilitar la programació dels autòmats. 
Una de les eines desenvolupades a arrel de l’estirada dels autòmats programables és el 
GRAFCET. Es tracta d’un llenguatge derivat de les Xarxes de Petri molt potent per 
especificar i descriure el comportament de qualsevol procés seqüencial. Té especial interès 
en la descripció de processos seqüencials que han de desenvolupar diferents tasques en 
paral·lel. La seva primera edició internacional fou el 1988 –IEC 848– i l’any 2002 es reedita 
una segona edició –IEC 60848– incorporant modificacions fruit de la seva implantació en els 
PLC en forma de SFC –Sequential Flunction Chart–, un derivat del GRAFCET. 
Una altra eina desenvolupada per als automatismes industrials és la guia GEMMA, un 
diagrama que conté tots els possibles estats en què un sistema de control es pot trobar en 
l’automatització d’un sistema. 
 
Aquest projecte aprofita les eines desenvolupades en el camp dels PLC per a programar els 
sistemes embedded. S’ha desenvolupat una guia metodològica per implementar un 
automatisme descrit amb el GRAFCET en un microprocessador que es programa en 
llenguatge C. Aquesta guia metodològica denominada GeCé permet concebre els sistemes 
embedded amb les mateixes prestacions amb les que es dissenyen els automatismes dels 
PLC, introduint, a més a més, el concepte de control total de la guia GEMMA. 
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S’inicia el projecte descrivint els microprocessadors i els sistemes embedded. Tot seguit 
s’analitza el camp de l’automatització industrial, que portarà a comentar els PLC i el seu 
estàndard de programació, l’IEC 61131-3; i també s’introdueix la segona versió del GRAFCET, 
l’IEC 60848. Després d’equiparar els PLC i els sistemes embedded es descriu la traducció del 
GRAFCET a un esquema seqüencial. El capítol següent descriu com el GeCé implementa els 
diagrames seqüencials en llenguatge C. Finalment es presenta una sèrie de regles per 
implementar una guia GEMMA mitjançant el GRAFCET i poder-la programar en C. 
En els Annexos s’inclouen els diagrames seqüencials per implementar un Grafcet, seguit d’un 
exemple de traducció de GRAFCET a C i del pressupost del projecte. 
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2. PROGRAMAR MICROPROCESSADORS 
INDUSTRIALS. 
En aquest capítol es citen breument els orígens dels microprocessadors, així com la seva 
estructura bàsica i les seves aplicacions actuals a nivell industrial.  Per això caldrà introduir 
també els sistemes embedded –Embedded Systems–. 
Tot seguit s’indaga en les diferents metodologies actuals a l’hora de programar aquests 
components. 
2.1. Introducció als microprocessadors 
El microprocessador neix a la dècada dels setanta, a partir del descobriment el 1948 del 
transistor, i la millora dels processos de producció industrial.  En particular, la tecnologia 
planar del silici va permetre l’aparició dels Circuits Integrats de silici –IC: Integrated Circuit– a 
finals dels anys cincuanta, principis dels seixanta. 
Amb la tecnologia dels IC, ja es podia disposar de circuits complexos en xips de silici, 
permetent la integració en un únic xip de diversos circuits interconnectats, formant registres, 
comptadors i sumadors. [1]
Un microprocessador és un Circuit Integrat que incorpora una Unitat Central de Procés –CPU: 
Central Processing Unit–, i tot un conjunt d’elements lògics per connectar-la a altres 
dispositius com memòries, ports d’Entrada i Sortida (E/S o I/O: In/Out), etc. [2]
Alhora, la CPU està formada pels següents grups funcionals interconnectats [1]: 
¤ Registres i comptadors. 
¤ Unitat Aritmètico-Lògica (ALU: Arithmetic and Logic Unit). 
¤ Circuits de temps i control. 
En sentit estricte, quan aquests elements externs –memòries, E/S, conversors Analògic/Digital 
(A/D), etc.– estan inclosos dins un mateix xip amb el microprocessador, aquest passa a 
anomenar-se microcontrolador, adquirint un concepte de major autosuficiència i eficiència en 
el control de dispositius [3]. És adir: un microcontrolador, és un microprocessador amb tots 
els components necessaris per acomplir una funció determinada, integrats en el mateix xip. 
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Industrialment s’implementen en l’actualitat dues arquitectures diferents de 
microprocessadors: 
¤ Arquitectura Von Neumann: Tal i com es mostra a la Fig. 2.1a es tracta d’un 
computador on les dades i les instruccions de memòria s’emmagatzemen i 
s’accedeixen per igual. 
¤ Arquitectura Harvard: Arquitectura més complexa –com es pot veure a la Fig. 2.1b–, en 
què les dades i les instruccions de programa s’emmagatzemen en espais físics 







































Fig. 2.1. Arquitectures (a)Von Neumann i (b)Harvard. 
Mitjançant una arquitectura Harvard es pot, en un mateix cicle de programa, accedir 
simultàniament a les instruccions de programa i a les dades pertinents, disminuint els temps 
de còmput respecte l’arquitectura Von Neumann per a una mateixa instrucció, a costa 
d’augmentar la complexitat del dispositiu. 
Degut a que han augmentat les velocitats de procés de les CPU, però no tant la velocitat 
d’accés als registres de memòria, actualment s’acostuma a disposar d’una memòria cache 
integrada amb la CPU, que disminueix el temps d’accés a memòria per a dades o instruccions 
d’ús freqüent. Aquesta memòria cache pot separar físicament les dades de les instruccions de 
programa. 
Existeixen al mercat xips amb ambdues arquitectures. Així, en l’accés i emmagatzematge de 
dades i instruccions de programa a la memòria cache segueixen una arquitectura Harvard; 
però quan cal accedir a la memòria convencional –per pèrdues d’informació a la cache, per 
accés a instruccions o dades poc comunes, etc.– segueixen una arquitectura Von Neumann, 
compartint els busos i els registres per a dades i instruccions. 
Per deformació del llenguatge i degut a que es tracta de dos elements que s’interfereixen en 
molts camps i aplicacions, és acceptable tractar els mots microprocessador i microcontrolador 
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com a sinònims; i així s’ha fet en aquest projecte citant-los indistintament al llarg de tot el 
document. 
2.2. Evolució dels microprocessadors. 
El primer microprocessador programable s’atribueix, el 1971, a la companyia americana Intel 
sota encàrrec de la japonesa Busicom Corporation per fabricar un conjunt de circuits integrats 
per a les calculadores que la marca japonesa fabricava, per tal de substituir la gran quantitat 
de components que necessitaven aquests aparells per un únic xip. 
Des d’aleshores els microprocessadors han crescut en prestacions: 
¤ El nombre de bits ha passat dels 4 bits inicials de l’i4004 als 64 bits actuals d’un 
AMD Athlon 64. 
¤ La freqüència de treball ha augmentat dels 750 Hz als 2.500 MHz. 
¤ El nombre d’instruccions per cicle de clock en el i4004 era de 0,125, i actualment es 
treballa a 6 instruccions per cicle. 
¤ S’ha passat d’un xip amb 2.300 transistors a quantitats de 2,2·107 transistors. 
2.3. El microcontrolador industrial: sistemes embedded. 
El microcontrolador en el camp industrial ha experimentat un creixement molt gran, paral·lel 
al dels microprocessadors per a ordinadors, així com una implantació massiva. 
De fet, només un 2% dels 4 bilions de microprocessadors venuts al món durant el 2004, 
estaven destinats a ordinadors (tot i que generen un 50% dels beneficis). El 98% restant, són 
microprocessadors destinats als sistemes embedded, i comprenen tot el rang de tecnologies i 
aplicacions industrials. [4]
Així, es troben actualment al mercat microprocessadors de 4 a 32 bits, a més dels DSP –
Digital Signal Processor–, per a aplicacions tan vàries com: electrònica de consum –càmeres 
digitals, DVD, telèfons mòbils, microones, etc.–; automoció –el BMW, sèrie 7 incorpora més 
de 65 microprocessadors–; electrònica industrial; etc. 
Però tots aquests microcontroladors necessiten d’un seguit de components que els connectin i 
adaptin a les seves aplicacions corresponents.  El conjunt de microcontrolador –un de sol o 
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varis– i components per adequar-lo acostuma a anar muntat en una placa electrònica, i se 
l’anomena sistema embedded –Embedded System–. 
2.3.1. Característiques dels sistemes embedded. 
Un sistema embedded –Embedded System– és una solució electrònica basada en un o varis 
microprocessadors i tot un seguit de components electrònics connectats que pretén adaptar-
se a unes necessitats de control força particulars. 
Els sistemes embedded es caracteritzen per ser solucions particulars per acomplir unes 
funcions específiques en una aplicació específica.  Normalment, treballen amb poca interacció 
humana (a diferència dels ordinadors genèrics) i sotmesos a restriccions molt severes de 
temps, tasques repetitives, imprevistos, reacció ràpida a interrupcions externes, etc. 
Algunes de les prestacions dels sistemes embedded són: 
¤ Seguretat. ¤ Manteniment. ¤ Baix cost. 
¤ Mides i pes. ¤ Rendiment de processament. ¤ Resposta ràpida. 
¤ Testejable. ¤ Baix consum. ¤ Fiabilitat. 
La part hardware consisteix en un IC computador (microprocessador, DSP, ASIP –Application 
Specific Integrated Processor–), memòries, circuits integrats –ASIC–, i d’altres dispositius, 
connectats mitjançant un circuit elèctric, normalment en una placa de circuit imprès. 
Aquests sistemes requereixen d’un software, un programa emmagatzemat en les memòries 
(del computador o externes) per desenvolupar les tasques de l’aplicació.  El software no està 
a disposició de l’usuari i ofereix flexibilitat i reprogramabilitat al sistema. 
Els sistemes embedded acostumen a desenvolupar una funció específica dins un sistema més 
complex, dins el qual estan integrats.  Interactuen constantment amb l’entorn, captant dades, 
processant-les a temps real i generant sortides mitjançant actuadors o altres perifèrics. 
Les aplicacions d’aquests sistemes en l’enginyeria actual són moltes; es podrien classificar en 
[5]: 
¤ Electrònica de consum: rentadores, neveres, rellotges, consoles de jocs, fax, GPS, 
televisió digital, CD, DVD, microones, … 
¤ Sistemes de comunicacions: sistemes de telefonia, contestadors, PDA, routers, switch, 
infrastructura de xarxes, etc. 
¤ Automoció: injecció electrònica, frens, eleva vidres, seguretat, airbags, … 
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¤ Automatització: instrumentació, monitorització, control, robòtica, control de trànsit, 
ascensors, etc. 
¤ Procés de senyal: codificadors i decodificadors d’àudio i vídeo, imatges mèdiques. 
¤ Medicina: monitors cardíacs, renals i d’apnea, marcapassos, màquines de diàlisi. 
¤ Sistemes de computació: targes de vídeo; unitats de disc dur, CD, DVD, etc.; ratolins; 
impresores; escàners; dispositius USB; etc. 
Els sistemes embedded contrasten amb els sistemes computacionals genèrics –o de propòsit 
general–.  Aquests es basen en microprocessadors d’altes prestacions amb gran quantitat de 
recursos físics –memòria RAM, disc dur, pantalles, etc.–.  Aquests sistemes es poden 
programar i són capaços d’executar tasques molt diferents amb el mateix hardware –i 
compartint molts recursos software–.  A més, l’usuari té accés al processador i pot decidir les 
aplicacions a executar, així com modificar-les, agregar-ne de noves o eliminar-les.  Són 
sistemes amb una gran flexibilitat però sovint no responen a molts dels requisits de la 
indústria –seguretat, baix cost, robustesa, etc.–. 
2.3.2. Disseny de sistemes embedded. 
Els sistemes embedded també es caracteritzen per la complexitat dels seus dissenys.  
Dissenyar un sistema embedded implica fer un estudi en paral·lel de: 
¤ Microcontrolador. 
¤ Perifèrics electrònics. 
¤ Software embedded. 
¤ Eines de desenvolupament. 
Aquests quatre elements estan completament lligats i la modificació de qualsevol d’ells pot 
afectar els altres tres.  A més, al tractar-se de dissenys molt específics i adaptats de forma 
diferent a cada sistema, no responen a estàndards generalitzats i no s’avenen a l’intercanvi 
de components. Tota modificació s’ha d’adaptar a cada sistema embedded de forma 
particular. 
Atesa aquesta complexitat i les característiques del disseny, així com la massiva implantació 
d’aquests dispositius, es troben al mercat una multitud de productes que assisteixen el 
disseny de sistemes embedded. Són les eines de desenvolupament –o development tools–. 
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Aquests productes poden tractar totes les parts del disseny, des del nivell electrònic fins a 
l’emulació del sistema acabat, passant per la programació, i l’optimització del codi.  També es 
troben productes específics per a la programació de microcontroladors específics, amb 
funcions afegides com programació gràfica, debug, simulació, etc. O productes per un 
correcte disseny de la placa electrònica; etc. 
Cal tenir present que cada versió de microprocessador requereix un compilador diferent.  A 
més, també poden variar algunes particularitats en la programació –tant si la programació és 
en llenguatge ensamblador, com si és en C, ADA, etc.–, com poden ser: 
¤ Adreçament dels ports I/O. 
¤ Conversions A/D. 
¤ Accés a les memòries externes (amb o sense diferents protocols: IIC, RS232, etc.). 
¤ Gestió de les interrupcions. 
¤ Etc. 
És per això que el disseny embedded també comporta l’elecció entre un o altre software de 
programació dels microcontroladors en joc o, de forma més general, l’elecció de l’eina de 
desenvolupament. 
2.4. Metodologies de programació de microprocessadors i 
sistemes embedded. 
Tal i com s’ha comentat, el mercat de la programació de sistemes embedded –sinònim de 
programació de microcontroladors–, està molt dispers, segregat i mancat de procediments 
estandaritzats. 
A més dels entorns de programació que ofereixen els fabricants de microprocessadors per a 
cada component que desenvolupen, apareixen al mercat un seguit d’empreses alienes al 
fabricant –third-party products–. 
Per exemple, per programar el seus DSP TMS320C24xTexas Instruments posa a disposició el 
Code Composer Studio IDE.  Però aquests processadors també es poden programar amb 
programes d’altres companyies com Hyperception, Visual Solutions Incorporated, Technosoft, 
Schmidhauser AG, Starbase Corporation, etc.; programes oferts des del mateix portal 
d’internet de Texas Instruments –www.ti.com–. 
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La gran competència entre fabricants, la gran varietat de microprocessadors en actiu, la 
inexistència d’un òrgan regulador o estàndards d’arquitectura –entre d’altres– fan molt difícil 
la unificació de criteris de programació. 
Tot plegat fa que en el món de la programació de microcontroladors existeixin multitud de 
metodologies, tècniques i variants dels llenguatges de programació. 
2.5. Xarxes de Petri en els sistemes embedded. 
No és l’objectiu d’aquest projecte descriure ni analitzar de forma exhaustiva les diferents 
metodologies de programació existents, implícites en la multitud de productes de 
programació del mercat.  Emperò es descriurà alguna proposta de programació de sistemes 
embedded fent ús de Xarxes de Petri, degut a la similitud entre aquestes i el GRAFCET, 
llenguatge d’especificació pivot d’aquest projecte. 
2.5.1. Les Xarxes de Petri. 
Les Xarxes de Petri neixen el 1962 de la mà d’Adam Petri, i la seva tesi doctoral 
kommunikation mit automaten –comunicació amb autòmats–.  
Es tracta d’una eina gràfica per al modelatge, estudi i execució de sistemes discrets i 
concurrents.  Té uns importants fonaments matemàtics basats en la Teoria de Grafs. És molt 
potent a l’hora de modelar el comportament en sistemes robòtics, de producció flexible i 
automatismes en general, perquè permet simular els sistemes amb nivells d’abstracció 
elevats, i duent-los a situacions límits inviables per als sistemes reals. [13]
Les Xarxes de Petri són grafs bipartits que consten de dos nodes: llocs i transicions. Els llocs 
es representen gràficament en forma de cercle i les transicions en forma de rectangle –Fig. 
2.2, a la pàgina següent–. 
¤ Un lloc representa una part de l’estat assolible pel sistema. Si un lloc està marcat, 
significa que és una part de l’estat en què el sistema està en aquest moment. 
¤ Una transició indica la possibilitat  que un esdeveniment alteri l’estat del sistema. 
Les transicions i els llocs estan connectats mitjançant arcs orientats. 
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Es diu que una transició està activada si estan marcats els seus 
llocs. Un cop activada, la transició pot ser disparada al verificar-se 
l’esdeveniment que té associat.  El dispar d’una transició implica 
eliminar una marca dels llocs d’entrada i afegir una marca als llocs 
de sortida. [14]. 
 
Fig. 2.2. Exemple de 
Xarxa de Petri. 
Tot aquest comportament –extremament simplificat– es pot 
modelar mitjançant productes de matrius, permetent un 
tractament sistemàtic del sistema molt potent. 
En molts sentits, es tracta d’una eina molt desenvolupada a nivell 
teòric i acadèmic –sobre tot en el camp de l’organització industrial–, amb moltes possibilitats 
dins el camp de l’automatització industrial. 
2.5.2. Programació mitjançant Xarxes de Petri. 
En el món acadèmic es poden trobar molts estudis, articles i referències respecte al disseny, 
programació, optimització i verificació de sistemes embedded mitjançant Xarxes de Petri.  
Respecte a l’objectiu d’aquest projecte –programació de microprocessadors programats en C–
, es troben uns quants treballs [15][16][17][18][14] que estudien sistemes de traduir –de 
forma automàtica i eficient– un sistema modelat amb Xarxes de Petri al llenguatge C, o 
d’altres equivalents. També es troben treballs per al modelat de Xarxes de Petri mitjançant 
MATLAB [19]. 
Més centrats en el camp de l’automatització industrial, i mirant de relacionar les Xarxes de 
Petri amb els PLC –Programmable Logic Controller–, hi ha els treballs de Georg Frey i altres: 
[20][21][22][23][24][25][26].  En ells es proposen programes per dissenyar gràficament les 
Xarxes de Petri per als automatismes, i l’automàtica traducció als llenguatges del PLC; 
metodologies de traducció (sense editors gràfics); verificació dels programes obtinguts; etc. 
En general, en quant a PLC, es fa ús de les Xarxes de Petri Interpretades amb Senyal –ISPN: 
Signal Interpreted Petri Nets–, una branca de les Xarxes de Petri en què les marques de les 
etapes són estrictament binàries –Interpreted– i la influència de l’entorn es basa en senyals, 
no en esdeveniments –Signal– [22]. Aquesta branca és molt similar a l’altre llenguatge 
d’especificació força estès en l’àmbit de l’automatització industrial: el GRAFCET. 
El GRAFCET, prové de les Xarxes de Petri, tot i que és anterior a les ISPN.  El GRAFCET, com 
les ISPN, conté etapes binàries i transicions, permet seqüències que es desenvolupen en 
paral·lel i és molt potent a l’hora d’especificar el comportament general d’un procés. A la Fig. 
2.3 es mostren una Xarxa de Petri i un Grafcet equivalents. 
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Fig. 2.3. Xarxa de Petri i Grafcet equivalents. [22]
2.6. Programació en C: Programació a cegues. 
En general, els programadors de microcontroladors treballen amb llenguatge C o C++ i/o 
Ensamblador –aquest últim, sobretot per aplicacions crítiques, en temps i/o en memòria–. 
El llenguatge C és un llenguatge de programació de nivell mig, capaç de gestionar rutines 
d’alt nivell, però també operacions de baix nivell, com la gestió de les posicions de memòria, 
o les operacions amb bits.  Es caracteritza per la seva generalitat, absència de restriccions i 
una àgil manipulació dels punters. Des dels seus inicis els anys 70 –i la posterior 
estandardització per l’ANSI [American National Standars Institute] el 1983–, va destacar per 
les seves qualitats i ja s’apuntava com el llenguatge principal de programació de 
microprocessadors de propòsit general: «Como lenguaje compacto de alto nivel que no 
impide el acceso a hardware del sistema, el C no tiene prácticament rival». [6]
El C té multitud d’aplicacions –sistemes operatius, ensambladors, administradors de bases de 
dades, compiladors, etc.– i forces variants –C++, TurboC, BorlandC, Microsoft C–.  Això fa 
que es tracti d’un llenguatge que disposa de molts recursos de programació: manuals, llibres, 
tutorials; i també metodologies, tàctiques, algorismes; multitud d’editors, compiladors, 
debuggers. 
Per tant, per abordar qualsevol programa escrit en C, cal conèixer una gran quantitat de 
variants, particularitats i excepcions; tècniques, algorismes, tipus d’especificacions, 
descripcions, etc.  No hi ha un estàndard de disseny de programes, per tal de poder treure 
l’entrellat d’un programa fent un sol cop d’ull.   
Els mètodes actuals d’especificació de programes en C per a aplicacions industrials són, en 
general, difícils de manipular –sinó inexistents– i, per tant, no formen part de les eines 
quotidianes de treball amb software dels enginyers [7]. Així, habitualment, totes les 
especificacions d’un programa escrit en C es troben en forma de comentaris barrejats amb el 
codi del programa. Això si l’enginyer programador –que és qui té tot l’entrellat del programa 
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dins el cap, amb més o menys encert– ha considerat oportú comentar les diferents línies del 
programa.  Encara que hi hagi certa bibliografia encarada a definir metodologies en el disseny 
de sistemes embedded [8][9][1][10], aquestes són insuficients per a l’ambient industrial. 
Manca, doncs, un sistema eficient d’especificació a l’hora de programar en C [7]. 
Per a aplicacions industrials, un aspecte important és la programació de tasques en paral·lel, 
terreny en el que el codi escrit en C no és molt intuïtiu [11]. 
Tot plegat: el C és un llenguatge molt potent –la seva presència massiva n’és la prova–, però 
aspre i gens gràfic; molt intuïtiu per a rutines senzilles però de difícil manteniment. 
Un  exemple de programació d’un sistema embedded, fent ús d’un microprocessador 
programat en C++ es troba a [12], on a més es pot veure com no s’apliquen, en el disseny 
del software, metodologies ni especificacions per al programa. 
2.7. Conclusions respecte l’estat actual de la programació 
de microcontroladors. 
Com s’ha comentat anteriorment, els sistemes embedded –i per extensió els 
microcontroladors– tenen una implantació massiva a la indústria [capítol §2.3]. 
Gaire bé tots els softwares de programació d’aquests dispositius –nivell màquina– usen el 
llenguatge C (o derivats) com a eina de programació –nivell disseny– [capítol §2.6]. 
Però el codi C no és útil per especificar el comportament del sistema que hom vol programar. 
A més, no incorpora facilitats en la programació de seqüències en paral·lel, tan demandades 
en moltes de les aplicacions industrials.  És a dir: el llenguatge C no és suficient per 
especificar, programar i fer el manteniment del software dels microprocessadors de forma 
eficient. 
Tot i que s’ha fet molta recerca per apropar les Xarxes de Petri als sistemes embedded en 
aplicacions industrials, encara no són una eina comú dels dissenyadors, degut a la seva 
aparent complexitat i a què, de moment, segueixen molt lligades a l’entorn acadèmic –§2.5–. 
  
Es pot concloure –tal i com s’ha anunciat per al codi C al capítol §2.6– que no existeixen, en 
general, eines eficients per especificar el comportament que han de tenir els sistemes 
embedded. I aquest fet és molt important, perquè evidencia un buit molt important en la 
programació de microprocessadors. 
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El cost associat a la concepció, desenvolupament i manteniment d’un software embedded 
s’incrementa enormement quan no hi ha una eina eficient d’especificació.  Si no hi ha cap 
llenguatge que descrigui i plasmi de forma eficient les idees dels dissenyadors –que no tenen 
perquè ser els tècnics que programin el microcontrolador– respecte al comportament del 
sistema, es perd molta informació.  I aquesta pèrdua és en forma de dificultat a l’hora de: 
¤ Descriure i especificar el comportament del sistema. 
¤ Analitzar del comportament concebut (discussió del disseny, replantejament, 
assoliment d’obectius, etc.). 
¤ Mantenir el programa (modificacions, localització d’errors, actualitzacions del sistema, 
etc.). 
¤ Dotar el sistema embedded d’una relativa flexibilitat. 
¤ Adaptar la solució implementada a altres sistemes embedded. 
¤ Etc. 
I en el món industrial les pèrdues d’informació i les dificultats en el disseny es tradueixen en 
un sistema ineficient, que és el mateix que parlar de pèrdues econòmiques. 
Per tant, valgui com a conclusió que per tal de millorar l’eficiència en el procés de 
programació d’un microprocessador, impera la necessitat de disposar d’un llenguatge 
d’especificació eficient, unívoc i fàcilment intel·ligible. 
Tot i que l’ús de les Xarxes de Petri podria donar resposta a aquestes necessitats, s’opta pel 
llenguatge GRAFCET –que compleix tots aquests requisits i està més orientat a 
l’automatització industrial– per tal d’omplir el forat existent en la programació de 
microprocessadors programats en C.  
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3. EL GRAFCET I L’AUTOMATITZACIÓ DE 
PROCESSOS. 
3.1. Concepte de procés automatitzat. 
S’entén per procés automatitzat aquell tipus de procés en què un seguit de successos 
s’esdevenen sense intervenció humana, tant a nivell de manufactura, com a nivell de decisió. 
La intervenció humana en aquests processos es troba en forma de programació de les 
tasques a desenvolupar, de les decisions a prendre, de muntatge, etc.; i també en forma de 
supervisió, manteniment, desmantellament, etc. 
En un procés automatitzat es detecten tres grans parts Fig. 3.1: 
¤ Part operativa: és la part del sistema que actua directament sobre el procés.  Són els 
elements que fan moure la màquina o els components i que aquesta desenvolupi les 
accions desitjades. 
Els elements que formen part de la part operativa són els captadors (detectors de 
tot tipus com fotodíodes, sensors inductius, termòmetres, etc.) i els actuadors o 
sortides (accionaments i preaccionaments de les màquines com motors, 
compressors, etc; vàlvules –elèctriques, per aire comprimit, …–; etc.). [14]
¤ Part de comandament (o sistema de control): és la part encarregada d’interpretar la 
informació obtinguda dels captadors, processar-la, i donar les ordres corresponents 
de forma unívoca als diferents actuadors o sortides. [14] 
¤ Part d’interfície: és el conjunt de dispositius encarregat de mostrar adequadament la 
informació processada i de subministrar de forma adequada les directrius dels 
operaris o d’altres sistemes de control (visualitzadors, com ara pantalles, leds, 
impressores, dades, etc.; i comandaments, com serien polsadors, interruptors, 
missatges via Ethernet, etc.)  
Entre aquestes tres parts, hi ha una quarta part, que és el mitjà que les connecta.  Aquest 
acostuma a ser un sistema de cablejat (element a element, o mitjançant diferents estructures 
de busos de comunicació) o, més recentment, sistemes wireless.  Cal no menystenir aquesta 
part de comunicació interna dels automatismes, atès que és el camp d’automatització en què 
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actualment s’estan llençant més productes nous al mercat, junt amb les comunicacions dels 





















Fig. 3.1. Esquema d’un sistema automatitzat 
Es poden definir tres graus d’automatització d’un sistema, atenent a la naturalesa i 
objectius del projecte, la seva complexitat, etc.  Això és [28]:  
¤ Vigilància de magnituds.  L’òrgan de control adquireix dades mitjançant els captadors, 
les analitza i produeix informes i balanços periòdics del servei. 
¤ El mode guia operador complementa el grau anterior amb tractaments més elaborats 
de les dades i proposa accions a realitzar.  Aquest mode encara consisteix en un llaç 
obert, que es tanca amb la presa de decisions dels operadors. 
¤ El comandament, que té una estructura amb llaç tancat, es correspon amb 
l’automatització complerta de certes funcions.  El sistema adquireix dades i les 
processa; paral·lelament pot generar informes per als responsables de 
l’automatització; i finalment executa –o no– una sèrie d’accions sobre el procés. 
A més es poden definir també diferents nivells d’automatització, segons el procés o la 
part del procés als que estan assignats aquests automatismes [28]: 
¤ En un nivell més elemental, es parla de màquina senzilla, o part d’una màquina.  Es 
tracta de funcions de seguretat, control de temps morts, posicionament de peces, 
etc. 
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¤ Tot seguit es descriu una màquina més complexa, o un conjunt de màquines senzilles. 
Els comandaments d’aquestes màquines estan vinculats a la seva explotació per part 
d’un operari.  Es correspon al domini clàssic de l’automatisme industrial. 
¤ Un tercer nivell es correspon a un procés complert.  L’automatització adquireix 
complexitat i pot manejar paràmetres tècnics, optimitzacions econòmiques, 
especificacions particulars dels productes, etc. 
¤ En un quart nivell es troba la gestió integrada, unint la producció i la gestió de 
l’empresa –amb les seves limitacions econòmiques. 
A mesura que augmenta el nivell d’automatització, augmenta també la complexitat del 
sistema, sent menester –per norma general– major nombre de captadors i actuadors. 
Tot i que de forma generalitzada es considera que l’automatització de processos implica una 
reducció dels llocs de treball lligats al procés, a [27] s’afirma que, en general, l’automatització 
de processos requereix de la mateixa quantitat d’operaris, per dur a terme les tasques de 
manteniment i supervisió. Emperò, aquest personal requereix un grau de formació més 
elevat. 
3.2. Estat actual de l’automatització industrial: el PLC. 
La competitivitat econòmica imposa a la indústria la necessitat de produir amb major qualitat i 
quantitat per respondre a la demanda en un entorn molt competitiu.  Automatitzant un 
procés es pot aconseguir [28]: 
¤ Producció de qualitat constant. 
¤ Capacitat per proveir les quantitats requerides al moment adient. 
¤ Increment de la productivitat i la flexibilitat. 
¤ Millora de les condicions de treball del personal, suprimint treballs penosos i 
augmentant la seguretat del personal. 
Per donar resposta a aquestes prestacions, el 1968 un grup d’enginyers de la General Motors 
va concebre el PLC (PLC: Programmable Logic Controller, o API: Autòmats Programables 
Industrials, o senzillament autòmats).  Una màquina destinada a substituir els armaris de 
relés i els circuits elèctrics, augmentant la flexibilitat en la programació, disminuint el pes i el 
tamany de la part de control, reduint el temps i el cost de disseny, posta a punt i 
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manteniment.  Però també capaç de treballar correctament en ambients agressius (sorolls, 
vibracions, pertorbacions electromagnètiques, etc.) [28][30]. 
Un PLC és un equip electrònic digital amb 
memòria programable dissenyat per 
controlar, en temps real i en ambient 
industrial, processos seqüencials 
mitjançant entrades i sortides analògiques 
i/o digitals. Fig. 3.2. 
La seva funció bàsica és donar resposta a 
les necessitats de la part de control dels 
sistemes automatitzats.  Això és: detecció 
d’entrades, comandament de les sortides, interacció amb els operaris i programació de 
l’autòmat. Però també, més recentment, gestionar xarxes de comunicació, implementar 
sistemes de supervisió, control de processos continus i d’entrades/sortides distribuïdes o 
gestionar busos de camp, entre altres. 
 
Fig. 3.2. PLC de SIEMENS: SIMATIC S7-317 
La potència dels PLC ha augmentat considerablement, sent capaços de desenvolupar 
aplicacions de control complicades amb temps de còmput molt baixos i amb una alta fiabilitat. 
Les gammes d’autòmats incorporen, a més, nous mòduls (interns o connectables) per a 
funcions especials: control d’eixos, comunicacions, servidors d’internet, llaços de control, etc. 
[14] que augmenten la seva aplicació i flexibilitat en el terreny industrial. 
 
Fig. 3.3. PLC de IFM: AS-i 
Master, amb connexió CANopen 
gestiona fins a 868 E/S. 
Si bé anteriorment el número d’entrades i sortides que es 
podien connectar a un PLC eren una xifra representativa del 
volum d’un PLC, amb l’aparició al mercat dels busos de 
comunicació, aquest concepte ha canviat. Actualment es 
poden connectar centenars d’I/O a un PLC amb només tres 
cables mitjançant, per exemple, un bus CAN –Controller 
Area Network–. Fig. 3.3. 
Actualment, no sols es pot afirmar que la majoria dels 
processos automatitzats estan controlats per autòmats 
programables i, de forma minoritària, per ordinadors de 
control de procés i sistemes embedded [14], sinó que, a 
més, els camps d’aplicació dels PLC són cada cop més 
nombrosos [29].  És a dir, el mercat dels PLC està creixent 
en vàries direccions noves, sobretot per als sectors de 
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micros i petits PLC (PLC de capaços de gestionar fins a 100 E/S i de 100 a 200 E/S, 
respectivament). [31]
3.3. L’estàndard IEC 61131 per a la programació de PLC. 
Des dels inicis del PLC, aquests es programen (entre altres) amb diagrames de contactes 
–ladder–, que és un llenguatge d’origen americà molt semblant als diagrames elèctrics –amb 
els que fins aleshores s’implementaven els automatismes–, basat en la presentació gràfica de 
la lògica de relés [35].  Ha estat un llenguatge d’una gran acceptació perquè facilita 
l’entrenament dels operadors [32] i permet traçar els errors amb molta facilitat [31]. 
3.3.1. Orígens i motivacions de l’IEC 61131. 
El gran creixement dels PLC al mercat per a aplicacions industrials va comportar que cada 
fabricant –i per a cada model– implementés el seu propi diagrama de contactes, amb 
lleugeres modificacions.  De resultes l’únic que se’n deriva és que existien multitud de 
llenguatges, tots diferents. 
Atès que per qualsevol planta industrial passen molts tipus diferents de PLC –simultàniament i 
al llarg del temps–, la disparitat de llenguatges comportava una pèrdua significativa de 
recursos humans i disminució de la competitivitat del sistema, costos elevats, escassa 
flexibilitat i falta de normalitzacions per al control industrial. [31]
Però els diagrames de contactes tenen més mancances: a mesura que ha augmentat la 
complexitat dels processos a automatitzar, el ladder ha demostrat quedar-se curt en: poques 
facilitats per a programes estructurats o jerarquitzats; dificultat per reaprofitar un software 
donat; dificultat en el direccionament i la manipulació d’estructures de dades; control limitat 
sobre l’execució del programa; poques possibilitats per construir seqüències complexes. [31]
Tampoc permetien, ni el ladder ni cap altre llenguatge estès, la implementació de blocs 
funcionals: seccions de codi reaprofitable en més d’un procés. I tampoc es podien 
implementar macros: funcions amb molt paràmetres d’entrada i sortida que, enlloc de 
generar una interrupció en el programa, enviar els paràmetres, executar la funció i retornar 
tots els paràmetres, es limiten a introduir els seu codi al mig del programa, estalviant el 
procés d’enviar paràmetres. En C, les macros es defineixen escrivint inline davant una 
acció o funció. El flux de gran quantitat de paràmetres entre funcions o accions és un pas 
crític en microprocessadors, on el temps d’execució pot estar molt ajustat. 
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El 1979 un grup de l’IEC –International Electro-technical Comission– es posa a treballar en el 
disseny complert dels PLC –incloent hardware, instal·lació, proves, documentació, 
programació i comunicacions–.  D’aquest treball se’n deriva un estàndard –IEC 61131 o IEC 
1131– que afecta tots els àmbits dels PLC, separat en les vuit parts que mostra la Taula 3.1: 
Part Títol Contingut Publ. 
Part 1 Informació general Definicions de la nomenclatura bàsica i 
conceptes de l’estàndard. 
1992 
Part 2 Requisits d’equip i proves Construcció elèctrica i mecànica i proves 
de verificació. 
1992 
Part 3 Llenguatges de programació Estructura del software, llenguatges i 
execució de programes amb PLC. 
1993 
Part 4 Manuals d’ajuda a l’usuari Guies per a la selecció, instal·lació i 
manteniment dels PLC. 
1995 
Part 5 Serveis de comunicació Serveis de comunicació per facilitar la 
interacció amb altres dispositius, basada 
en serveis de missatgeria en sistemes de 
manufactura. 
2000 
Part 6 Comunicacions amb busos 
de camp 
Serveis de comunicació mitjançant els 
busos de camp IEC. 
– 
Part 7 Programació de control difús Software –incloent blocs funcionals 
estàndards– per tractar la lògica difusa 
amb PLC. 
2001 
Part 8 Pautes per a la 
implementació de 
llenguatges per a 
controladors programables 
Pautes d’aplicació i implementació per als 
llenguatges de l’IEC 61131-3. 
2003 
Taula 3.1. Parts de l’estàndard IEC 61131. 
Aquest document es limita a comentar la tercera part de l’estàndard, concernent als 
llenguatges de programació, que és el tema principal del projecte. 
3.3.2. L’IEC 61131-3. 
L’IEC 61131-3 resulta del treball de 7 multinacionals amb molts anys d’experiència en el 
camp de l’automatització industrial.  Tracta les especificacions de sintaxi i semàntica dels 
llenguatges de programació, incloent el model de software i l’estructura del llenguatge. [35]
L’ànim d’aquest estàndard és ampliar l’intel·ligibilitat dels programes de PLC. Amb un únic 
conjunt de llenguatges de programació (prou ampli i potent per no limitar les capacitats dels 
autòmats ni els programadors), s’agilita el procés de seguiment d’un programa. Es redueix el 
temps d’aprenentatge en llenguatges de programació –si es disposa d’autòmats de marques 
diferents–. 
L’estàndard es pot dividir en dues parts [35]: 
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¤ Elements comuns. 
¤ Llenguatges de programació. 
Elements Comuns: 
Hi ha un seguit d’elements que són propis del programa i comuns per a tots els llenguatges 
de programació.  Són: 
Tipus de dades: per evitar errors amb les manipulacions incongruents de dades (dates amb 
enters, reals amb caràcters, etc.) es defineixen uns tipus de dades (enters, booleans, 
caràcters, dates, etc.), a més de permetre la creació de nous tipus de dades. 
Variables: per tal d’identificar els tipus de dades amb valor variable. Per exemple les dades 
associades als canals d’entrada i sortida, o a estats interns de l’autòmat. 
Unitats d’Organització de Programa (POU: Program Organisation Unit): s’anomena POU a les 
funcions: operacions sense informació d’estat intern, com serien ADD [suma], SQRT 
[arrel quadrada], etc.; 
els blocs funcionals: equivalents als Circuits Integrats, representen funcions de control 
especialitzades –llaços PID, filtres, rampes de senyal, etc.–, poden contenir variables 
internes, i permeten separar clarament els diferents nivells de programació; 
i els programes: conjunt lògic de tots els elements i construccions del llenguatge de 
programació necessaris per al tractament de senyal per tal de controlar una màquina o 
procés mitjançant un PLC. 
Llenguatges de programació: 
Es defineixen cinc llenguatges de programació normalitzats, prohibint explícitament les 
particularitats distintives en sintaxi o semàntica –dialectes–.  Tots cinc llenguatges estan 
interrelacionats i permeten ser emprats conjuntament. 
Dos dels llenguatges són literals –IL: Llista d’Instruccions i ST: Text Estructurat–, i els altres 
tres són gràfics –SFC: Organigrama Seqüencial, LD: Diagrama de Contactes i FBD: Diagrama 
de Blocs Funcionals–: 
Organigrama Seqüencial (SFC: Sequential Function Chart): derivat del Grafcet, ajuda a 
estructurar la organització interna d’un programa i descompondre un problema en parts 
manejables, mantenint una visió global.  Permet subdividir una POU –excepte les 
funcions– en un conjunt d’etapes i transicions connectades. 
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Cada etapa du associats un conjunt de blocs d’accions, i cada transició va associada a 
una condició que, al complir-se, causa la desactivació de l’etapa anterior i l’activació de 
l’etapa següent. Els blocs d’accions de les etapes permeten realitzar el control del procés. 
Cada element pot estar programat en algun dels llenguatges de l’IEC, incloent el propi 
SFC. 
Es poden fer servir seqüències alternatives i paral·leles. Són molt interessants per a 
seqüències de control marcades per esdeveniments i temporitzacions. 
Text Estructural (ST): llenguatge d’alt nivell amb orígens en l’Ada, el Pascal i el C que facilita 
la programació estructurada: expressions complexes i instruccions encapsades. 
Diagrames de Blocs Funcionals (FBD): molt comú en aplicacions que impliquen flux 
d’informació o dades entre components de control. Les funcions i blocs funcionals 
apareixen com Circuits Integrats. 
Diagrama de Contactes (LD): ja s’ha comentat a l’inici del capítol §3.3, pàgina 28. 
Llista d’instruccions (IL): un llenguatge de baix nivell similar a l’Ensamblador basat en un 
acumulador simple. Prové de l’alemany Anweisungliste, AWL. 
Un petit exemple de la forma d’aquests llenguatges es mostra a la Fig. 3.4. 
Instruction List  (IL)                 Structured Text (ST)




C:= A   AND  NOT B
 A   B                    C
-| |--|/|----------------(  )
AND
A                  C
B
 
Fig. 3.4. Quatre dels cinc llenguatges definits per l’estàndard IEC 61131-3. Tots quatre 
executen la mateixa instrucció. 
A [31] i [32] es consideren aquests cinc llenguatges de programació, però es consideren els 
Blocs Funcionals com una unitat bàsica dels sistemes de control, un subprograma encapsat. 
Però a [35] i [32] es consideren els quatre llenguatges de programació de la Fig. 3.4 i es 
considera el SFC com un llenguatge d’especificació, més aviat per definir, amb caràcter 
general, els diferents comportaments del programa. És a adir, com un llenguatge director del 
programa. 
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A més de tot el que s’ha descrit fins ara, s’incorporen tot un conjunt de dispositius per tal de: 
evitar programacions errònies, permetre el control total d’execució; facilitar els 
comportaments seqüencials complexos; facilitar la definició d’estructures de dades; permetre 
una selecció del llenguatge de programació molt sensible; emprar estructures top-down o 
bottom-up i, sobre tot, disposar d’un software independent del proveïdor. [31]  
3.3.3. Conseqüències de l’IEC 61131 en la programació de PLC. 
La publicació de l’estàndard IEC 61131 ha suposat un avenç molt important per al mercat 
dels PLC, abaratint els costos de disseny, programació, manteniment, etc. en definitiva: 
abaratint l’autòmat com a producte final. 
L’estàndard ha agrupat tots els dialectes de programació de PLC i ha fet que es concentressin 
tots els esforços a nivell acadèmic, comercial, industrial –la recerca a tots els nivells– en un 
únic conjunt de llenguatges. 
Aquesta concentració d’esforços ha generat un augment molt important de les prestacions 
dels autòmats, augmentant la competitivitat i la qualitat del producte. I conseqüentment, el 
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Fig. 3.5. Unitats i Beneficis del mercat dels PLC al món, 
anys 1990-2000. [33]
Fig. 3.6. Previsions de creixement del 
mercat dels PLC al món, anys 2003-2008. 
[34]
 
Comparats amb els sistemes embedded, els PLC estan molt avançats en matèria 
d’especificació, programació i manteniment del software. Aquest avenç destaca en tres 
aspectes importants: 
¤ Reducció dels costos associats a la programació (softwares de programació, personal 
especialitzat, tecnologies de programació, etc.) 
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¤ Reducció dels temps de programació del dispositiu. 
¤ Augment de les prestacions del software desenvolupat. 
 
Així, després de veure les característiques de la programació de microcontroladors per una 
banda, i l’estàndard IEC 61131 i els beneficis industrials que se’n deriven per l’altra, es pot 
afirmar que fora desitjable disposar d’un estàndard de programació similar al dels autòmats 
per tal de programar sistemes embedded amb les mateixes prestacions amb què es 
programen els PLC. 
I ja es pot introduir que un dels objectius d’aquest projecte és apropar el mon dels sistemes 
embedded cap el dels PLC, perquè, al cap i a la fi, ambdós tenen estructures similars. I així, 
reduir els costos i els temps de la programació i augmentar les prestacions del software 
desenvolupat també en els microprocessadors programats en C. 
3.4. El GRAFCET i l’estàndard IEC 60848 Ed.2. 
El GRAFCET –Graphe Fonctionnel de commande etapes-transitions– és un estàndard 
internacional per a l’especificació de controladors lògics en sistemes automatitzats [36].  És 
un mètode de representació de sistemes seqüencials i concurrents [14], un llenguatge 
descriptiu d’alt nivell, adequat a les aplicacions de control industrial, per especificar en 
diferents nivells el comportament del sistema embedded de forma clara, unívoca i exhaustiva. 
3.4.1. Orígens del GRAFCET. 
A mitjans dels 70, un cop implantats els primers autòmats en la indústria, sorgí la necessitat 
de descriure automatismes amb diverses etapes simultànies, atès que els llenguatges 
aleshores existents –ladder, diagrames de fluxos, el C i similars, etc.– no eren suficients. 
Així, el 1977 un grup de treball de l’AFCET –Association Française por la Cybernétique 
Economique et Technique– conceb el GRAFCET, que seria adoptat el 1982 per la norma 
francesa UTE NF C 03-190 amb el nom Diagramme fonctionnel “GRAFCET” pour la 
description des systèmes logiques de commande. I sis anys més tard fou acollida i 
internacionalitzada per l’IEC , amb el nom de IEC 848: Diagramme fonctionnel –Function 
Chart– [37]. Però fins la segona edició del 2002 no es reconeix el nom de GRAFCET: IEC 
60848 Ed.2 Langage de spécification GRAFCET pour diagrammes fonctionnels en séquence . 
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En aquest projecte es nomena GRAFCET al llenguatge, Grafcet –amb majúscula– a un 
programa dissenyat amb GRAFCET, i grafcet –sense majúscula– a cada un dels diagrames 
particulars que componen un Grafcet. 
3.4.2. Introducció al GRAFCET. 
Un Grafcet es pot concebre com una seqüència d’etapes separades per transicions [14] 
[37]: 
¤ Cada etapa té un seguit d’accions associades, de manera que quan l’etapa està activa, 
aquestes accions es duen a terme. Es representa mitjançant un quadrat numerat. 
¤ La transició permet evolucionar o no d’una etapa a una altra. Es representa gràficament 
mitjançant un traç horitzontal. 
Sempre s’ha de complir l’alternància etapa-transició i transició-etapa.  Dues etapes no poden 
estar mai unides directament, sinó que han d’estar separades per una transició. [14]  










Fig. 3.7. Exemple de grafcet elemental per al 
control de salt d’un gat domèstic automàtic. 
3.4.3. Etapes, transicions, accions, estructures i estructuració. 
Etapes. 
Una etapa activa es denota amb una marca –equivalent a una marca binària en una Xarxa de 
Petri– dins el seu rectangle. Les etapes inicials –aquelles úniques etapes que s’han d’activar 
quan el sistema s’engega– es denoten amb un rectangle de línia doble. 
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Transicions. 
A cada transició li correspon una receptivitat –una condició que s’ha de complir per poder 
passar la transició–.  Una transició és vàlida quan l’etapa immediatament anterior a ell està 
activa. Finalment, si una transició és vàlida i la seva receptivitat es compleix, es té una 
transició franquejable. [37]
Les receptivitats poden ser de tipus lògic booleà, sempre certes, associades a flancs de 
pujada o baixada d’alguna variable, de tipus temporal, o de qualsevol combinació lògica de 
totes elles que retorni un valor booleà. 
Accions. 
Les accions associades a les etapes poden ser contínues o puntuals; dins les primeres es 
tenen: 
¤ Bàsica: s’executa mentre l’etapa està activa. 
¤ Condicional: acció contínua sotmesa a una condició lògica. 
¤ Temporitzada: acció condicionada a una condició temporal –retard en l’activació, en la 
desactivació, en ambdues, temporització respecte una altra etapa, …–. 
Les accions puntuals són una novetat de la segona edició del GRAFCET, i poden ser: 
¤ A l’activació: l’acció es realitza un únic cop quan l’etapa s’activa. 
¤ A la desactivació: el mateix quan l’etapa es desactiva. 
¤ Al franqueig: aquesta és una acció associada al franqueig d’una transició. 
¤ A l’esdeveniment: accions associades a qualsevol esdeveniment puntual –activació o 
desactivació d’etapes, franqueig de transicions, flancs de pujada d’una entrada o 
variable interna, etc.–. 
Cada una d’aquestes accions té una representació particular descrita a la norma, de la que 
se’n recullen certs exemples a la Fig. 3.8. 
 













21 A2 := 2
Acció Puntual
A l’activació
16 A3 := 3
Acció Puntual
A la desactivació












Fig. 3.8. Exemples d’accions del Grafcet. 
Estructures. 
L’estàndard posa a disposició del dissenyador tot un seguit d’estructures, a unes les anomena 
bàsiques, i a les altres, particulars. 
Són estructures bàsiques: 
¤ Seqüència: estructura elemental d’etapes consecutives sense bifurcacions. 
¤ Cicle d’una seqüència: repetició indefinida d’una seqüència. 
¤ Selecció de seqüències: es mostra una elecció per a l’evolució del sistema. 
¤ Salt d’etapes: cas particular d’una selecció de seqüències en què una d’elles consisteix 
en saltar-se una o vàries etapes. 
¤ Salt d’etapes endarrera: es tracta d’un salt d’etapes que enlloc de saltar les etapes cap 
endavant, les salta cap enrera, per tal de repetir la seqüència. 
¤ Activació de seqüències paral·leles: de forma simultània i lligades a una única transició, 
s’activa més d’una seqüència. 
¤ Sincronització de seqüències: Inversament al cas anterior, un seguit de seqüències han 
d’haver assolit la darrera etapa –sincronització– per tal d’activar una única etapa 
següent, amb una única transició associada. 
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¤ Sincronització i activació de seqüències paral·leles: es sincronitza un seguit de 
seqüències per activar una altre seguit de seqüències d’una tirada i amb una única 
transició associada. 
I s’entén per seqüències particulars: 
¤ Inici de seqüència mitjançant una etapa font: la seqüència s’activa mitjançant una 
etapa sense etapes precedents, només activada en tant que etapa inicial.  
¤ Fi de seqüència per etapa pou: la seqüència s’acaba al desembocar en una etapa sense 
continuació, que roman activa indefinidament. 
¤ Inici de seqüència mitjançant una transició font: és una seqüència amb una transició 
sense etapa anterior associada. Cada cop que la receptivitat de la transició és certa, 
s’activa l’etapa o les etapes següents a la transició font. 
¤ Fi de seqüència mitjançant una transició pou: la seqüència s’acaba al franquejar-se una 
transició sense etapa següent, que comporta la desactivació de l’etapa precedent. 
Talment com s’ha fet per a les accions, es recullen alguns dels diferents exemples proposats a 
l’estàndard per a cada una de les estructures descrites. És a la Fig. 3.9. 
Estructuració. 
També es defineixen eines per tal de dissenyar grafcets estructurats. La idea és permetre la 
construcció del programa en Grafcet com a un conjunt de grafcets parcials. 
Les eines defineixen quines poden ser i com cal descriure les diferents relacions entre aquests 
grafcets parcials. Són tres: 
¤ Forçament de grafcets parcials: entesa com una acció contínua, es permet a una etapa 
forçar l’estat de les etapes –actives o no– d’un altre grafcet, i es diu que aquest 
roman congelat. Un grafcet congelat, no pot evolucionar. Es pot forçar un seguit 
d’etapes actives; que romangui congelat en la situació actual; desactivar totes les 
etapes o congelar-lo a la posició inicial. 
 





Skip d’etapes Skip d’etapesendarrera
Activació de seqüències
paral·leles












Fi de seqüència per etapa pou
 
Fig. 3.9. Exemples d’estructures del Grafcet. 
 
Cal tenir molta cura –a nivell de disseny– amb la jerarquia establerta amb els 
grafcets forçats, per no entrar en forçats mutus –directes o indirectes– que generin 
situacions conflictives o bloquegin el programa. 
¤ Grafcets encapsats: un grafcet parcial està encapsat dins una etapa capsa. Quan l’etapa 
capsa s’activa, el grafcet encapsat s’inicia i, mentre l’etapa capsa romangui activa, 
evoluciona paral·lelament i de forma independent; quan l’etapa capsa es desactiva, 
totes les etapes del grafcet encapsat es desactiven immediatament. 
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¤ Macro etapes: per millorar l’aspecte dels grafcets, es poden representar les 
especificacions a varis nivells. Les macro etapes permeten la descripció gradual del 
general al particular. Una macro etapa és una etapa que conté una seqüència amb 
una única etapa d’entrada i una única etapa de sortida –E i S–. L’etapa E s’activa al 
activar-se la macro etapa i les transicions següents a la macro etapa no són 
validades fins que s’activi l’etapa S.  
A la Fig. 3.10 es mostren uns exemples d’estructuració extrets de l’estàndard. 
3.4.4. Regles d’evolució. 
Són cinc regles elementals que garanteixen que l’evolució d’un Grafcet sigui unívoca. 
¤ Regla 1: la situació inicial triada pel dissenyador és la situació activa a l’instant inicial. 
¤ Regla 2: Una transició és vàlida quan totes les etapes immediatament anteriors a ella 
estan actives. Per franquejar una transició cal que aquesta sigui vàlida i que la seva 
receptivitat sigui certa. 
¤ Regla 3: El franqueig d’una transició provoca de forma simultània l’activació de totes les 
etapes immediatament posteriors i la desactivació de totes les etapes 
immediatament anteriors. 
¤ Regla 4: Si vàries transicions poden ser franquejades simultàniament, cal que siguin 
franquejades simultàniament. 
¤ Regla 5: Si per qualsevol motiu una etapa activa ha de ser activada i desactivada 
simultàniament, ha de romandre activa. 
3.4.5. El GRAFCET en l’automatització industrial, a dia d’avui. 
Si bé és cert que la segona edició del GRAFCET és encara molt recent per valorar el seu 
impacte en l’automatització industrial, és de suposar que segueix amb la tendència del 
GRAFCET anterior i del SFC definit en l’IEC 61131-3; i això és el que es comenta a 
continuació. 
El GRAFCET ha estat rebut de forma diferent en el món acadèmic i en el món industrial. 
A nivell acadèmic el GRAFCET ha estat tractat com a una eina molt potent per especificar 
controls industrials, en gran part estirada pel fet de ser una derivació industrial i molt 
aplicable de les Xarxes de Petri, que tenen una acceptació i un seguiment molt fort. 
 






Fig. 3.10. Exemples d’estructuració del Grafcet. 
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Destaquen la quantitat d’articles fomentat l’ús del GRAFCET per al disseny de controls 
genèrics [11][29], optimització de controls implementats amb Grafcet [36], verificació de 
sistemes embedded programats amb SFC [38], supervisió i disseny del control d’aplicacions 
[39], per a l’especificació de sistemes de control en temps real [40]. Així com exemples 
d’aplicacions implementades amb Grafcets [41][42][43]; aportacions per millorar la 
interpretació i qualitat del llenguatge [44][45][46] i tècniques per traduir el llenguatge 
GRAFCET en d’altres llenguatges de programació [47][48][13][49], entre els quals també hi 
ha el llenguatge C [50][51][52]. 
Amb aquest seguit de referències, es vol deixar palès que el suport, recolzament i atenció que 
el Grafcet té en el món acadèmic és important. No és un llenguatge mort ni està en desús, 
sinó que gaudeix de reconeixement i és mereixedor d’estudis, anàlisis i propostes de millora. 
A nivell industrial, en canvi, aquest seguiment potser no és tan evident. Per començar, el 
GRAFCET es distribueix en el món industrial en forma de SFC i junt amb 4 llenguatges de 
programació –dins l’IEC 61131-3–; per tant, cal assumir que en la indústria, en general,  es 
troba el SFC, i no el GRAFCET. Però a més, degut que d’entre els 5 llenguatges de 
l’estàndard, el SFC és el que posseeix una relació complexitat-innovació més elevada, resulta 
ser dels llenguatges més desconeguts de la norma. 
En la indústria el SFC només es fa servir com a estructuració general de l’automatisme, on 
cada etapa és sempre programada amb algun dels altres llenguatges de l’estàndard. En 
general, es desconeixen les possibilitats del SFC com a llenguatge de programació, limitant-se 
a ser una eina per especificar i estructurar el programa. 
Per altra banda, la segona edició de l’estàndard del GRAFCET publicada per l’IEC fa només 2 
anys, demostra que es tracta d’un llenguatge en ús, en evolució i en vies de creixement. 
A més cal considerar que no es trigarà gaire en aplicar les eines matemàtiques d’optimització 
de processos de les Xarxes de Petri al seu derivat en control industrial –el GRAFCET–, i que 
aleshores aquest augmentarà la seva potència de forma considerable. 
Es pot concloure, doncs, que el GRAFCET no s’aplica actualment de forma massiva en el món 
de l’automatització industrial –com seria el ladder, o el llenguatge C en els sistemes 
embedded– però gaudeix de bona salut i té moltes possibilitats de créixer i imposar-se als 
altres llenguatges dels PLC –s’entén: en el terreny de les especificacions, concepte global del 
procés, etc.– en els propers anys. 
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3.5. El GRAFCET en l’automatització total: la guia GEMMA. 
Tot i que el Grafcet és molt útil en la descripció detallada d’una màquina o automatisme, no 
és del tot capaç de donar, per si sol, una visió general i global de l’automatisme [53][28]. 
És prioritat en l’automatització de màquines i processos industrials contemplar tots els 
possibles estats que pot assolir una màquina o procés; no només el funcionament normal 
automàtic desitjat, sinó les situacions de fallada, aturada d’emergència, processos de 
rearmament, posada en funcionament, mode de proves i control manual [14]. Però de 
sempre que ha estat difícil definir de forma verbal o literal tots aquests estats, així com les 
conseqüències d’una aturada d’emergència, una aturada segura o ràpida per a la màquina, 
els operaris o l’entorn [53]. 
Per tal d’omplir el forat entre el Grafcet i la concepció global de l’automatisme, l’ADEPA –
Agence Nationale por le Développement de la Productique Appliquée à la Industrie– idea la 
guia GEMMA –Guide d'Etude des Modes de Marches et d'Arrêts–. 
La guia GEMMA és una representació organitzada i entenedora de tots els modes o estats 
assolibles per un procés de producció automatitzat, així com els salts o transicions entre els 
diferents estats [37]. 
És una eina indispensable per una bona planificació total de l’automatisme emprant un 
mètode top-down. Aquest mètode planteja de cop totes les dificultats en la programació del 
sistema, però redueix els riscos d’errors de concepció, fent ús d’arquitectures modulars. Les 
proves realitzades a cada nivell del programa garanteixen la coherència del conjunt. Permet el 
repartiment del treball i facilita el manteniment de l’aplicació. [28]
Característiques principals. 
La guia GEMMA s’aplica sobre el programa de control del procés, per tant comença distingint 
dues situacions: control alimentat i control no alimentat. 
Sobre el control no alimentat no es diu res, només interessa com fa el pas al control 
alimentat. Ja sigui a un mode d’arrancada normal o bé realitzar un procés en casos de fallada 
d’alimentació de la part operativa. Però això ja correspon al control alimentat. 
El control alimentat ha de vetllar perquè el procés produeixi. Per una banda, aquesta 
producció es pot donar en vàries circumstàncies (durant la posada en funcionament i fins 
assolir el règim nominal, en mode normal, o amb certes fallades en el sistema). I per l’altra, 
el control d’un procés ha de contemplar altres situacions a més de la producció. 
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Tot aquest conjunt d’estats possibles del control d’un procés es mostren en la Fig. 3.11 i es 
descriuen a continuació. 
Es fan tres subdivisions del control alimentat: 
¤ Processos d’aturada i posada en funcionament: Engloba els processos d’aturada 
activats explícitament per l’operari. Però també els processos previs necessaris per a 
la posada en funcionament normal. 
¤ Processos de fallada de la Part Operativa: Conjunt dels processos de fallada, activats 
per fallades pròpies de la màquina, o a petició de l’operari en cas d’emergència. 
¤ Processos de funcionament: Designa els processos necessaris per la producció i 
obtenció de productes. A més de l’estat de producció normal , també engloba els 
estats de preparació i tancament, mode de proves i verificació. 
Com s’ha dit, pot existir producció tan en processos de funcionament com en processos de 
posada en funcionament i tancament, o aquells amb fallades a la part operativa. Són els 
estats que estan dins el requadre de Producción. 
La potència de la guia GEMMA consisteix en facilitar la feina conceptual al programador del 
procés, atès que només ha d’anar omplint els diferents estats del procés –representats pels 
requadres més petits– i el motiu i manera –transicions– de passar d’un estat a l’altre. 
Es pot trobar una bona documentació i explicacions en detall de la guia GEMMA a [14] i [37]; 
i també a [55], [54] i [53]. 
N’hi ha prou amb concloure que de la mateixa manera que s’ha presentat el GRAFCET com 
una eina molt potent per especificar el funcionament de la màquina des d’un nivell molt 
general fins a l’últim detall; dir que cal seguir la guia GEMMA per assegurar-se des de bon 
començament un disseny exhaustiu del programa de control.  
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Fig. 3.11. Diagrama de la guia GEMMA. [54]
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4. EL MICROPROCESSADOR COM A PLC. 
Un cop explicat l’estat de l’art en el món de la programació de microcontroladors en els 
sistemes embedded –capítol §2.4, pàgina 18– i dels PLC –capítol §3.3, pàgina 28–, es pretén, 
en aquest capítol, traçar un pont entre aquestes dues tecnologies. 
4.1. Similituds entre els sistemes embedded i els PLC. 
És clar que els sistemes embedded es diferencien en molts aspectes dels PLC. Però no tindria 
gaire sentit ni benefici enumerar cada una d’aquestes diferències. 
Tenint en compte que l’objectiu del capítol és apropar les tecnologies, només s’enumeraran 
un parell de similituds, les més rellevants. 
Esquemes equivalents. 
A la Fig. 4.1 es mostra l’esquema de connexions del dispositiu de control als diferents sensors 
i actuadors d’un procés automatitzat. El sistema de control s’ha representat com una caixa 
negra que ha de complir una sèrie de requisits respecte les seves entrades i sortides, però tan 
es podria tractar d’un PLC, com d’un sistema embedded, com d’un PAC, o un PC. 
 
Fig. 4.1. Esquema elèctric d’un procés automatitzat. 
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És a dir, que vistos des de fora, un autòmat i un sistema embedded tenen el mateix 
comportament: executar un seguit de sortides en funció d’un seguit d’entrades. 
L’exemple mostrat en la Fig. 4.1 és d’un procés automatitzat, però el mateix es pot fer amb 
l’esquema d’un despertador, d’un rentavaixelles o d’una porta de garatge controlada per 
control remot. 
Sistemes basats en microprocessadors. 
El cor d’un sistema embedded i el d’un PLC és un microprocessador. Aquest és l’element més 
important d’ambdós sistemes, i és el que determina moltes de les limitacions del producte. 
Algunes d’aquestes limitacions són: 
¤ Freqüència interna de treball: temps de cicle, retràs de les sortides, velocitat de 
processament de dades, … 
¤ Resolució de treball: per a uns sensors, actuadors i conversors A/D donats, el nombre 
de bits amb què treballi el microprocessador indicarà la resolució del sistema. 
¤ Memòria de dades i de programa: la capacitat d’albergar un programa extens, i per 
tant la necessitat d’optimitzar el codi de programa, o de tractar grans quantitats de 
dades*. 
Algunes d’aquestes característiques són complementades i estan molt interrelacionades amb 
els components electrònics que envolten el microprocessador –memòries externes, 
conversors A/D, mòduls de comunicació, etc.–, però no deixen de basar-se en ell. 
És a dir, donats un sistema embedded i un PLC amb microprocessadors semblants, les 
prestacions o característiques tècniques que poden oferir un i altre són també semblants.   
Per tant, vist que hi ha motius significatius per relacionar conceptualment un sistema 
embedded i un PLC i, tal com s’ha comentat anteriorment –cap. §2.7, pàg.22–, el que es 
pretén a continuació és trobar una forma per poder programar els microcontroladors 
programats en C amb la mateixa facilitat amb la que es programen els PLC. 
                                           
* La memòria RAM –Random Access Memory–, destinada a albergar les dades temporals durant 
l’execució d’un programa, en un microprocessador industrial convencional com és el NEC 784036 de 
16 bits, és de 2.048 bytes.  Aquest és l’espai que ocuparia una matriu 32x32 de nombres de 16 bits.  
 
Metodologia per implementar automatismes GRAFCET en microprocessadors programats en C Pàg. 47 
4.2. Programar un microcontrolador com un PLC. 
En primera aproximació, l’ideal seria poder fer servir un software genèric de programació de 
PLC –com l’IsaGRAF, el CoDeSys, …– i en el menú desplegable de «selecció de l’autòmat» 
escollir d’una llista el microcontrolador que es desitja programar –Fig. 4.2–. Aquesta opció és 
tècnicament possible –existia un compilador de Grafcet per als microcontroladors Motorola de 
la sèrie 68HC11 [13]–, atès que, com s’ha comentat al principi del capítol, qualsevol autòmat 
és semblant a un sistema embedded, només que particularment obert, reconfigurable i 
flexible; amb els seus llenguatges de programació i les seves particularitats, totes elles 
recollides en fitxers de configuració, que fixen certs paràmetres del compilador del PLC. I 
cada PLC té el seu arxiu de configuració per al compilador, sense el qual l’estàndard no tindria 
gaire utilitat. 
Per tant, hom es pot posar en contacte 
amb els responsables dels softwares de 
desenvolupament per a PLC i, un cop 
acordada una remuneració, aquests 
poden estudiar les particularitats del 
microprocessador per adaptar el seu 
compilador al xip demandat, recollint-
les en un d’aquests fitxers de 
configuració. 
Però aquesta opció, inicialment ideal, 
és molt cara; perquè aquesta solució 
en forma de fitxer de configuració és 
única per a cada tipus de 
microprocessador i la placa electrònica que l’envolta. Variar la funció d’una entrada del 
microcontrolador, o el valor d’una interrupció interna, significa haver d’encarregar un nou 
fitxer de configuració per al compilador.  
 
Fig. 4.2. Entorn de treball de l’ISaGRAF. 
Així que no es disposa de la flexibilitat, la versatilitat i la potència que tindria el mateix 
programa sobre un PLC. No és, per norma general, una opció econòmica. I no ho és perquè 
no casen les característiques de sistema embedded –solució molt òptima per a necessitats 
molt particulars– amb les dels PLC –màquina molt oberta i reprogramable per a múltiples 
aplicacions–. 
És rentable generar un arxiu de configuració per un autòmat que serà programat de milers de 
maneres completament diferents –20 o 30 per a cada unitat venuda–. Però no és rentable 
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generar el mateix arxiu per un sistema embedded que en tota la seva vida, serà programat 
amb 3 a 30 programes lleugerament diferents –encara que després se’n fabriquin centenars 
de milers d’unitats–. Entre els dos casos, hi ha varis ordres de magnitud. 
La solució econòmica i industrial, doncs, no passa per adaptar els softwares de programació 
d’autòmats a cada un dels microcontroladors. Degut a les particularitats que presenten els 
sistemes embedded, és inevitable invertir un temps important en la configuració dels ports, 
les freqüències, els comptadors, els conversors A/D, els ports de comunicacions, etc. de cada 
microcontrolador [9]. Però tampoc és aquesta la xacra de la programació de 
microprocessadors, perquè és un temps relativament petit comparat amb el temps 
d’especificació, programació, manteniment, depuració, etc. 
La solució proposada en aquest projecte és la utilització d’un llenguatge descriptiu d’alt nivell, 
adequat a les aplicacions de control industrial, per especificar el comportament del sistema 
embedded de forma clara, unívoca i exhaustiva. I l’ús d’una metodologia àgil i sistemàtica per 
traduir aquest llenguatge al llenguatge del microprocessador; això és: un compilador a C. 
El llenguatge descriptiu d’alt nivell que s’ha triat ha estat el GRAFCET explicat en el capítol 
§3.4. 
 
Per tant, el títol del capítol «El microprocessador com a PLC» no implica aplicar els 
microprocessadors al camp que ocupen els PLC, sinó concebre’ls, dins els seu camp de 
treball, com si d’autòmats es tractessin. Abordar el microprocessador des del punt de vista de 
l’enginyer industrial que automatitza una procés –una joguina, un televisor, una assecadora, 
una màquina tallabosses o un telèfon sense fil– amb vistes al manteniment del programa, la 
flexibilitat del producte o la qualitat total; i no des d’una perspectiva informàtica, donant 
prioritat a l’optimització del codi i augmentant la illegibilitat del programa.  
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5. CONVERSIÓ DEL GRAFCET A UN ESQUEMA 
SEQÜENCIAL. 
La conversió del GRAFCET a un esquema seqüencial no és cap novetat. Tot Grafcet 
implementat en una màquina basada en un microprocessador té un esquema seqüencial 
associat. Els programadors de PLC incorporen un compilador que tradueix els SFC en el 
llenguatge màquina corresponent a cada PLC. Les diferents propostes de compilació del 
GRAFCET a altres llenguatges publicades en articles [47][48][13][49][50][51][52] o en llibres 
[37], tenen el seu esquema seqüencial associat, perquè els microcontroladors no poden 
executar tasques paral·leles en la mesura que exigeix el GRAFCET. 
El que s’explica a continuació és una conversió del GRAFCET a un esquema seqüencial com 
tants altres hi ha al mercat; però aquest es diferencia en diferents aspectes: 
¤ Es cenyeix a la nova normativa de l’IEC 60848 Ed.2, i no al SFC. 
¤ Es contemplen, segueixen i verifiquen totes les normes d’estructuració, explicades al 
capítol §3.4.3, pàgina 34. 
¤ Es manté la jerarquia per a grafcets forçats. 
¤ Es garanteixen les cinc regles d’evolució del GRAFCET. 
¤ Les accions puntuals s’executen sense interseccions amb les accions contínues. 
¤ Es garanteix l’estabilitat del sistema abans d’executar les accions contínues. Les accions 
contínues activades al llarg de vàries etapes consecutives no sofreixen interrupcions. 
¤ És un esquema obert a ampliacions de capacitat. 
¤ Capacitat per treballar de forma síncrona i asíncrona. 
 
El primer pas en la conversió del GRAFCET a un esquema seqüencial ha estat realitzar un 
esquema de flux del programa. Així és disposa d’un gràfic amb les etapes lògiques per a la 
solució del problema [1]. D’aquesta manera és més eficient dissenyar el programa 
compilador, fer modificacions, discutir diferents aspectes, millorar-ne les prestacions, etc. 
 
Pàg. 50  Memòria 
El diagrama de flux realitzat –i adjunt a l’Annex A– és el que es farà servir al llarg de tot el 
capítol per explicar cada una de les particularitats de la solució adoptada. 
Un cop enllestit el diagrama de flux, es procedirà a la traducció automàtica a C dels elements 
de l’ordinograma; però això no serà fins el darrer capítol –capítol §6, pàgina 77–. Tot seguit 
es comenta amb quins paràmetres es defineixen els grafcets, la configuració asíncrona del 
sistema –capítol §5.2, pàgina 51–, l’esquema general que segueix el programa –capítol §5.3, 
pàgina 51–, les variables auxiliars per disposar de paràmetres constants al llarg del cicle –
capítol §0, pàgina 53–, l’explicació de cada una de les rutines que componen l’esquema 
general –capítol §5.5, pàgina 55–, la implementació dels comptadors –capítol §5.6, pàgina 
68– i la de les rutines síncrones –capítol §5.7, pàgina 73–, l’adaptació necessària per als 
grafcets encapsat –capítol §5.8, pàgina 74– i la necessitat de jerarquitzar els grafcets quan hi 
ha forçaments o etapes capsa –capítol §5.9, pàgina 75–. 
5.1. Definició dels grafcets. 




 bit Forçat; // per forçar el grafcet. 
 bit EtapaActiva nEtapes; // estat futur de les etapes. 
 bit EtapaActivaAux nEtapes; // estat anterior de les etapes. 
 bit FlagIniciEtapa nEtapes; // si l’etapa s’acaba d’activar. 
 bit FlagFiEtapa nEtapes; // si l’etapa s’acaba de desactivar. 
 bit Receptivitat nTrans; // estat de les receptivitats. 
} G[nGRAFCET]; 
On: 
nEtapes, és la quantitat d’etapes del grafcets del programa amb més etapes. 
nTrans, és la quantitat de transicions del grafcet del programa amb més transicions. 
nGRAFCET, és el número de grafcets que componen el Grafcet. 
Al llarg del text les figures fan referència a aquesta estructura, accedint als camps en notació 
Pascal. Així, G[3].EtapaActivaAux[5] es refereix al 5è bit de les etapes actives auxiliars 
del grafcet número 3. Els números de grafcets, etapes i receptivitats poden ser substituïts per 
mots si la comprensió del text així ho aconsella –i.e. G[GEMMA].FlagFiEtapa[5]–. 
                                           
* Si bé l’estàndard C no contempla el tipus de dada bit, aquí es fa servir per denotar una taula de bits. 
En el capítol §6 es comentarà com s’implementa en C aquesta estructura i les “taules de bits”. 
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5.2. Configuració síncrona / asíncrona. 
Atès que l’estàndard del GRAFCET no fixa si el comportament d’aquest ha de ser síncron o 
asíncron, resta a decisió del programador optar per una configuració o altra. 
Una configuració síncrona permet la possibilitat de preveure amb exactitud l’evolució del 
sistema, de naturalesa discreta, donada una seqüència d’entrades i un estat determinat.  
També permet introduir, en el cos del cicle de programa, tasques síncrones de control, per 
disposar de sortides sincronitzades. 
Per altra banda, una configuració asíncrona no és del tot predictible, però és la màxima 
aproximació a un sistema no discret. Els cicles són de durada variable, però aquesta sempre 
és la mínima possible. Per altra banda, cal vigilar que la durada dels cicles no sigui 
excessivament gran. 
En l’actualitat, els fabricants de PLC comercialitzen només autòmats amb cicles de programa 
–anomenat PLCscan– asíncrons: just quan acaben el cicle de programa, el tornen a 
començar. Si bé disposen de blocs funcionals capaços d’executar rutines síncrones –com els 
controls PID, lectures de busos de comunicació, etc.–. Actualment, just es comencen a 
introduir PLC al mercat amb PLCscan de temps fix; és a dir, autòmats síncrons. 
 
En aquest projecte es proposa una configuració asíncrona, perquè dóna més facilitats de 
programació i no demana estudiar la durada màxima del cicle, per associar-la a la interrupció 
adequada. 
Si l’aplicació precisa accions o rutines síncrones, es poden programar de forma paral·lela, 
associades a interrupcions de prioritat i freqüència adequades i activades per una etapa del 
grafcet, d’evolució asíncrona. 
Tot i això, implementar una configuració síncrona, lligant l’inici del cicle de programa a una 
interrupció del microprocessador configurada adequadament no suposa modificacions 
importants en l’esquema que es proposa. 
5.3. Esquema general. 
L’esquema general mostra quin és el cicle d’accions i funcions que haurà de realitzar el 
microprocessador per tal de simular el comportament ideal d’un Grafcet. El principi bàsic 
d’estructura és semblant al que es pot trobar en llibres i articles: 
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1. Iniciar el Grafcet. 
2. Llegir les entrades. 
3. Gestionar l’evolució dels comptadors. 
4. Còpia auxiliar de l’estat actual de les etapes del Grafcet. 
5. Per als grafcets no forçats, calcular les transicions associades i fer-los evolucionar. 
6. Execució d’accions lligades a esdeveniments (accions puntuals). 
7. Comprovar si el sistema és estable. Si no ho és, tornar al punt 2. Si ho és, seguir al 
punt següent. 
8. Executar els forçaments dels grafcets i les sortides associades a les etapes actives. 
9. Activar les sortides físiques i tornar un altre cop al punt 2. 
Ressaltats en negreta estan alguns dels trets distintius de l’esquema proposat en aquest 
projecte. 
El diagrama de flux general es mostra a la Fig. 5.1 –pàgina següent–. 
A continuació s’explicaran en detall cada un dels blocs, així com la importància de la seva 
posició en el cicle; i més endavant s’explicaran en detall la implementació dels comptadors, 
l’activació de sortides síncrones i la resolució de certs conflictes, com la jerarquia del Grafcet i 
la implementació de grafcets encapsats. Però primer es descriu la necessitat de mantenir 
constants les variables d’entrada al sistema al llarg del cicle de programa. 
 


















Fig. 5.1. Diagrama de flux general d’execució d’un Grafcet 
5.4. Variables constants. 
Per poder assegurar una evolució unívoca del Grafcet, independent de l’ordre en què variïn 
les variables al llarg d’un cicle de programa, és imprescindible que totes les variables 
d’entrada del sistema –ja siguin externes o internes– romanguin constants durant el cicle de 
programa. És a dir, que el Grafcet implementat no pot permetre que cap paràmetre depengui 
del moment ni l’ordre en què es llegeix una variable, dins un mateix cicle de programa. 
Per tal de mantenir constants aquestes entrades, es defineix una variable interna auxiliar per 
a cada variable del sistema, a fi i efecte d’enregistrar-ne el valor en un moment donat i 
mantenir-lo constant al llarg de tot el cicle de programa. Així el valor d’aquesta no variarà en 
funció del moment de lectura, la quantitat de lectures, la durada de la lectura, etc. 
 
Pàg. 54  Memòria 
Però a més a més, per activar totes les sortides físiques del sistema al mateix moment, també 
calen un seguit de variables que enregistrin el valor que haurà de prendre la sortida física al 
final de cicle. 
Es defineixen variables auxiliars per als següents grups de dades: 
¤ Variables externes del sistema: entrades digitals o analògiques externes al 
microprocessador –un valor de temperatura, estat d’un clixon, un interruptor, …– 
¤ Estat de les etapes dels Grafcets: cal registrar l’estat de les etapes de tots els Grafcets a 
l’inici del cicle. L’evolució dels Grafcets es calcula a partir d’aquests estats auxiliars, 
per deslligar l’evolució dels Grafcets de l’ordre en què es processin, mentre es 
calculen els valors corresponents a l’estat següent. Al capítol §5.5.5, pàgina 58, es 
mostra en detall la necessitat de disposar d’aquestes variables auxiliars. Al capítol 
§5.9, pàgina 75, es veurà com les variables d’estat es modifiquen i es llegeixen 
simultàniament en el forçament de grafcets, i quines mesures cal prendre perquè 
això no afecti la correcta evolució del Grafcet. 
¤ Estat dels comptadors: variables binàries que indiquen si el comptador en qüestió està 
comptant o no. S’expliquen en detall al capítol de comptadors –§5.6, pàgina 68–. 
¤ Flancs de pujada i baixada: una variable binària per cada flanc de pujada i cada flanc 
de baixada que calgui considerar, indicant si aquest esdeveniment ha succeït. Un cas 
especial són els flancs d’inici i fi d’etapa dels estats dels Grafcets, perquè 
s’encarreguen de disparar les accions puntuals. 
¤ Sortides físiques del sistema: són aquelles sortides del sistema que el Grafcet determina 
durant el cicle, però que cal activar totes de cop al final del cicle –per exemple un 
actuador, un led o un contactor–. 
¤ Estat de les receptivitats: Les transicions tenen unes receptivitats associades que 
depenen de les entrades del sistema i de l’estat d’aquest. Per a cada grafcet, es 
calculen de cop totes les receptivitats de les seves transicions. 
No tots els grups de variables auxiliars es determinen en el mateix instant. Emperò, es 
determinen de tal manera que romanguin constants al llarg del cicle, sobre tot en els 
moments que han de ser previsiblement llegides. 
Per il·lustrar com varien algunes variables del sistema –externes, estat de les etapes, 
comptadors, transicions i flancs–,es mostra, a la Fig. 5.2, un exemple amb l’evolució de 
diferents variables al llarg d’un cicle de programa. 
 






























































































Fig. 5.2. Evolució de les variables de programa al llarg d’un cicle.  
Nota1: per simplificar el cicle, no es considera l’estabilitat del Grafcet. 
Nota2: 
   
en_real_temper: Lectura real de la temperatura. 
EA_temper: Var. auxiliar de temperatura. 
flancP[temper]: Var. del flanc de pujada de la temperatura. 
BitTimer[temper]: Estat del comptador associat al valor de la temperatura. 
sor_contactor: Sortida real de la senyal cap al contactor. 
SortidaFísica[contactor]: Var. auxiliar pel contactor. 
Les zones ombrejades indiquen que la variable és susceptible a canvis. 
També caldrà disposar de variables que romanguin constants al llarg de varis cicles, per 
permetre les accions realitzades amb memòria –equivalents als relés de memòria del 
llenguatge ladder– 
5.5. Rutines: particularitats i casos conflictius. 
A continuació s’expliquen cada un dels blocs de l’esquema general, amb les seves 
particularitats i com s’ha resolt certs casos conflictius. Després s’explicaran els aspectes de 
major envergadura –comptadors, jerarquia, rutines síncrones, etc.–. 
 
Pàg. 56  Memòria 
5.5.1. Inici. 
Abans d’implementar el Grafcet, tot microprocessador necessita que s’executin un seguit de 
comandes: obrir i tancar ports, definir si aquests són d’entrada o sortida, activant i 
configurant les interrupcions internes i externes, les conversions A/D, els busos de 
comunicació, etc. Aquestes comandes són particulars de cada microprocessador, cada 
sistema embedded i de les particularitats del software que es vol implementar. 
Aquest és doncs, l’espai destinat a realitzar totes aquestes rutines de configuració del 
microprocessador. 
5.5.2. Inicialització del Grafcet. 
El seguit d’accions que es realitzen en aquest bloc es mostra a la Fig. 5.3. Són les accions 
inicials que cal dur a terme abans de fer evolucionar el programa, com són posada a punt 
dels grafcets, posada a punt de les entrades, assignacions de valors inicials, inicialització dels 
temporitzadors … 
G[nG].Forçat = {0, 1}






Tlimit[i] = {valor límit del tempor. i}
Inicialització de variables internes
 
Per a cada grafcet es realitzen les següents 
instruccions: 
1. Es forcen i alliberen els grafcets que el 
dissenyador hagi especificat. El forçament 
inicial de grafcets té especial importància 
quan es vol implementar la guia GEMMA. 
2. S’activen les etapes inicials de cada 
grafcet, si és que en té. 
3. Es defineixen quines han de ser les etapes 
que caldrà activar quan s’activi el grafcet 
encapsat. Si no es tracta d’un grafcet 
encapsat, s’assigna el valor nul. 
 
Fig. 5.3. Diagrama de flux detallat de la 
Inicialització del Grafcet, per a cada grafcet. 
4. Com que les etapes inicials s’acaben d’activar, també cal activar els flags d’inici 
d’etapa a cada una de les etapes inicials, per si algun temporitzador el necessités. 
5. Cal eliminar ambigüitats a l’inici respecte els flags de fi d’etapa, per això es posen tots 
a zero. 
6. Es carrega, per a cada temporitzador, el valor límit fins al que ha de comptar. 
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7. Si escau, s’inicialitzen variables internes definides pel programador. 
8. Es fa una lectura de les entrades físiques per no obtenir falses lectures de flancs de 
pujada o baixada en la lectura d’entrades dins del cicle. 
5.5.3. Lectura d’Entrades. 
Aquest bloc té la funció d’assignar a les variables auxiliars el valor que romandrà constant al 
llarg de tot el cicle. Aquí només es registren les variables externes, i els flancs de pujada i 
baixada associats a aquestes. 
Per poder detectar els flancs de pujada i baixada de les 
variables externes, cal disposar de l’estat anterior 
d’aquestes. Per això es fa una còpia l’estat actual de les 
entrades, que esdevindrà l’estat anterior en el cicle següent. 
Aquesta és la funció que realitza el Recorda Entrades que es 
mostra a la Fig. 5.4.  
Si bé només cal disposar d’una variable de flanc per a cada 
variable; que tant serviria per registrar els flancs de pujada 
com els de baixada –l’estat del flanc, junt amb l’estat 
actual de la variable, ja determinen si el flanc és de pujada o baixada–, s’opta per disposar 
de dues variable –una per al flanc de pujada i l’altra per al de baixada– per estalviar temps de 
còmput comparant variables en cada condició, a costa de disposar de poca quantitat més de 








Fig. 5.4. Diagrama de flux 
detallat de la Lectura d’Entrades. 
És important disposar d’aquest bloc a l’inici del cicle perquè en les entrades, junt amb l’estat 
del sistema, es basa l’evolució del sistema. A partir d’aquestes entrades es poden activar i 
desactivar els temporitzadors, avaluar les transicions i executar les accions condicionades –
puntuals o contínues–. 
5.5.4. Gestió dels temporitzadors. 
Tot i que per la seva complexitat aquest bloc serà ampliat al capítol §5.6, pàgina 68, 
s’avancen certes característiques. 
Els temporitzadors tenen la funció de comptar un temps fix a partir d’un esdeveniment. 
Aquest esdeveniment ve donat pel flanc de pujada o baixada d’una variable o una etapa del 
Grafcet. 
 
Pàg. 58  Memòria 
Per exemple, la condició temporal 3s / abc / 5s indica que la condició és certa 3 s després de 
l’activació de la variable abc –flanc de pujada– i es manté certa fins passats 5 s de la seva 
desactivació –flanc de baixada–. Si abc no es manté almenys durant els 3 s del primer 
temporitzador, la condició no esdevé mai certa. Un gràfic temporal de la condició, així com 









Fig. 5.5. Representació temporal d’una condició 
temporal a l’activació i la desactivació. 
Condició: t1 / abc / t2, amb t1 = 3s i t2 = 5s. 
És a dir, que la tasca dels temporitzadors és activar-se amb el flanc de pujada de la variable o 
l’estat d’una etapa i, si es correspon, activar un segon temporitzador amb el flanc de baixada. 
Per a condicions temporals únicament a l’activació, només cal registrar el flanc de pujada. 
Per això s’han implementat dos tipus de comptadors: 
¤ Comptadors associats a flancs de pujada. 
¤ Comptadors associats a flancs de pujada i baixada. 
El seu tractament, tot i que molt similar, es fa de forma independent. 
En la gestió dels temporitzadors, la configuració del microcontrolador és molt important, 
perquè cal calcular correctament el temps. Cal fer una configuració precisa coordinant la 
freqüència de treball amb els pre-escaladors, el valor dels comptadors i les interrupcions. 
5.5.5. Assignació Auxiliar del Grafcet. 
Abans de calcular els nous estats actius del Grafcet es fa una còpia de l’estat actual de tots 
els frafcets, que serveix de referència per al càlcul de l’evolució del Grafcet al llarg del cicle. 
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L’estat de cada grafcet es llegeix de la variable auxiliar, però les modificacions es fan sobre la 
variable activa*. 
Procedir amb una variable de lectura i una d’escriptura és molt important per garantir una 
evolució del Grafcet independent de l’ordre en què es calculen les evolucions –per al cas de 
grafcets no forçats, que com es veurà més endavant, es tracten diferent–, tal i com marquen 
les regles d’evolució del GRAFCET, exposades al capítol §3.4.4, pàgina 39. 
La necessitat de disposar d’una variable de lectura per a la correcta evolució del Grafcet es 
pot veure clarament amb el següent exemple: 
Consideri’s el grafcet de la Fig. 5.6 i que el valor de les variables tete i jau és 1. Les regles 
d’evolució del GRAFCET –en concret les regles 3 i 4– exigeix que l’etapa 4 es desactivi i que 


























Fig. 5.6. Evolució incorrecta i correcta d’una selecció de seqüències. 
Si es segueix de l’esquema d’evolució sense disposar de variables de lectura, l’activació de 
l’etapa 8 comporta la desactivació de l’etapa 4. Tot seguit, al calcular si cal activar l’etapa 9, la 
resposta seria negativa, atès que la seva etapa precedent estaria desactivada. 
Si en canvi es disposa de variables de lectura i de variables d’escriptura, el càlcul d’evolució 
llegeix l’etapa 4 activa i escriu que cal activar l’etapa 8 i desactivar la 4. Seguidament, es 
llegeix que com l’etapa 4 està activa, cal activar l’etapa 9 i desactivar la 4. L’evolució s’ha fet 
correctament. 
                                           
* També es podria parlar, respectivament, de variable d’estat actual i variable d’estat futur. En 
ambdues notacions es fa referència a una variable de lectura i una variable d’escriptura, 
respectivament. 
 
Pàg. 60  Memòria 
Com es veurà, també la correcta aplicació de la 5a regla depèn de les variables auxiliars. 
Tot el procés d’activació i desactivació d’etapes, càlcul de transicions i dependència amb els 
grafcets forçats s’explica al capítol següent. 
5.5.6. Evolució del Grafcet. 
Sistematitzar l’evolució del Grafcet és un dels punts claus del programa. En aquesta rutina cal 
garantir que es compleixen les 5 regles d’evolució que defineix l’estàndard. L’esquema 
detallat es mostra a la Fig. 5.8.  
Es recorren tots els grafcets del programa i, per cada un, es posa a zero l’estat de les 
receptivitats. Així es garanteix que no hi ha dades que facin referència a cicles anteriors. 
Tot seguit, per a cada grafcet no forçat, es calcula l’estat de totes les receptivitats associades 
a les transicions. Amb el valor fixat de les receptivitats, es recorren totes les etapes i es 
procedeix a desactivar aquelles que estan actives i la receptivitat associada també està activa. 
Es tornen a recórrer totes les etapes per activar les etapes que tinguin la transició precedent 
activa –això és: que l’etapa anterior estigui activa i que la receptivitat de la transició també–. 
Executant primer totes les desactivacions i després les activacions, s’assegura que una etapa 
que es desactiva i activa simultàniament en el mateix cicle, romandrà activa, tal com exigeix 
la 5a regla d’evolució. És el que es mostra a la Fig. 5.7 
 
 
Fig. 5.7. Evolució correcta i incorrecta d’una seqüència. 
Nota: fit = sot = 1. 
El compliment de la 3a regla ja es compleix mitjançant aquest esquema; però cal afegir una 
condició pels casos en què hi ha sincronització de seqüències –i per tant, una transició té més 
d’una etapa immediatament precedent–. En aquests casos, caldria afegir com a condició de 
franqueig, que totes les etapes immediatament precedents a la transició han 
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G[nG].EtapaActiva





































Fig. 5.8. Diagrama de flux de l’Evolució del Grafcet. 
 
Pàg. 62  Memòria 
d’estar actives. El més convenient és introduir aquesta condició en l’avaluació de receptivitats. 
La solució proposada consisteix en transformar les sincronitzacions en sincronitzacions 




Fig. 5.9. Transformació del sincronisme de seqüències en 
sincronisme interpretat per a una correcta evolució del Grafcet. 
Amb l’esquema actual l’activació de seqüències paral·leles es desenvolupa correctament. 
Com s’ha comentat, totes les lectures d’estat es fan sobre variables auxiliars, i les escriptures 
dels estats següents es fan  sobre les variables actuals. 
Finalment, per a cada grafcet no forçat, es comparen els estats abans i després d’evolucionar. 
A partir d’aquesta comparació es determinen i enregistren els flags d’inici i fi d’etapa, que 
poden ser utilitzats per les funcions d’accions puntuals i dels comptadors. Aquests flags no es 
modifiquen per als grafcets forçats, perquè és necessari que la informació dels flags, 
provinent d’Evolucions Forçades, arribi fins l’Execució d’Accions Puntuals. Al capítol §5.5.9, 
pàgina 65, s’explica en més profunditat quina evolució segueixen aquests flags en els grafcets 
forçats. 
Si bé seria més intuïtiu, a l’hora de programar, calcular les evolucions recorrent les transicions 
i no les etapes, es considera el fet que en quasi tots els cicles, la quantitat d’etapes actives és 
molt menor que la quantitat de receptivitats actives. Així que recórrer les etapes, descartant 
la majoria d’elles per inactives, permet estalviar temps de còmput respecte recórrer les 
transicions.   
5.5.7. Execució d’accions puntuals. 
Les accions puntuals s’executen lligades a algun dels següents esdeveniments: activació o 
desactivació d’una etapa, franqueig d’una transició o qualsevol combinació d’aquests tres junt 
amb altres variables, contínues o no, i tot lligat a una etapa activa. 
Tal i com especifica l’estàndard IEC 60848 les accions puntuals poden anar lligades 
directament a sortides físiques –que esdevenen independents de l’estat actiu–, però aleshores 
aquestes sortides no poden ser manipulades per accions contínues. Per això es fan servir 
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variables separades per a les accions puntuals –variables de memòria– i per les accions 
contínues –variables contínues, que es resetegen cada cicle–. 
Les accions puntuals poden generar conflictes en les assignacions a les sortides físiques, és 
responsabilitat del dissenyador del programa evitar aquestes interferències. 
Tot i això, l’ús més habitual de les accions puntuals –i l’objectiu per al qual s’introdueixen en 
la segona edició de l’estàndard– és actuar sobre variables internes del sistema, com per 
exemple l’increment d’un comptador, la manipulació d’un bit de memòria, assignacions entre 
variables, … Tot i que l’estàndard no és explícit en aquest sentit, també es poden efectuar 
aquí forçaments de grafcets, però cal tenir una cura extrema i dissenyar el programa de 
forma coherent, consistent i clara. 
A més a més, a diferència de les accions contínues, les accions puntuals no requereixen 
l’estabilitat del sistema per executar-se. És per això que aquest bloc està situat després de fer 
evolucionar el Grafcet i abans de comprovar-ne l’estabilitat (veure Fig. 5.1). 
El diagrama de flux detallat de les accions puntuals és a la Fig. 5.10.  
Es pot veure com per a cada grafcet s’executen primer les accions associades a les 
desactivacions d’etapa, tot seguit al franqueig de transicions, a les activacions d’etapes i, 
finalment, a les accions lligades a un esdeveniment. Tots aquests esdeveniments són, 
idealment, simultanis i per tant s’haurien d’executar simultàniament. Degut a què no és 
possible una execució simultània i l’estàndard no diu res al respecte, s’ha establert un ordre 
arbitrari i, com s’ha comentat anteriorment, és responsabilitat del dissenyador del programa 
que no hi hagi conflictes en les accions puntuals. 
Com no totes les etapes tenen accions puntuals associades, enlloc de recórrer-les totes 
comprovant l’estat dels seus flancs, només es comproven aquelles etapes amb accions 
puntuals –Fig. 5.10–. 
Per estalviar temps de còmput, primer es comprova l’estat de la variable de flancs del Grafcet 
–FlagIniciEtapa o FlagFiEtapa, en què cada bit es correspon amb el flag d’una etapa, d’inici o 
de fi– per descartar que calgui comprovar les etapes una per una. 
En el cas de les accions associades al franqueig de les transicions, primer es comprova que el 
grafcet no estigui forçat, perquè si ho estigués no tindria sentit buscar franqueig de 
transicions. Per a les accions lligades a un esdeveniment, no hi ha drecera: cal recórrer totes 
les etapes. 
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G[nG].FlagFi
Etapa != 0nG < nGRAFCET Sí Sí
nG++;
G[nG].FlagFi





G[nG].Forçat == 0 Sí
G[nG].FlagFi
Etapa[nE-] == 1 Sí
Accions associades

















Etapa != 0 Sí
G[nG].FlagInici




∀ (nE < nEtapa)
    tq ∃ ActDac[nE]
∀ (nE < nEtapa)
    tq ∃ ActAct[nE]No
∀ (nT < nTrans)
    tq ∃ ActClr[nT]
∀ (nE < nEtapa)
    tq ∃ ActEsd[nE]
 
 
Fig. 5.10. Diagrama de flux de l’Execució d’Accions Puntuals. 
5.5.8. Grafcet Estable. 
Es diu que el Grafcet és estable si cap dels grafcets no evoluciona, això és: si l’estat de totes 
les etapes de tots els grafcets és el mateix que en el cicle anterior. És necessari que el Grafcet 
romangui estable quan s’activin les accions contínues, perquè aquestes no s’han d’activar si 
l’etapa associada s’activa i es desactiva immediatament. L’estabilitat ha de durar almenys un 
cicle de programa. 
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Per comprovar si un Grafcet és estable es comparen tots els estats de tots els grafcets 
després de fer-los evolucionar –Evolució dels Grafcets– amb la còpia dels estats que s’ha 
realitzat just abans. Si les variables tenen continguts diferents, el Grafcet ha evolucionat, si 
no, és que el Grafcet és estable. 
5.5.9. Forçament de grafcets i Execució d’Etapes Contínues. 
En aquest bloc es desenvolupen dues operacions diferents: el forçament de grafcets i 
l’execució d’etapes contínues. Si es tracten juntes és perquè un forçament de grafcet no deixa 
de ser una acció contínua amb certes particularitats, però com hi ha possibles col·lisions entre 
les dues operacions, primer es calculen els forçaments i després les accions contínues. 
El forçament de grafcets permet a una etapa activa imposar l’estat de qualsevol etapa en 
qualsevol grafcet impedint, a més a més, que aquest evolucioni. Tal i com s’explica amb 
detall a [44], hi hauria dues formes possibles –i coherents– d’implementar els forçaments: a) 
executar els forçaments a mesura que es fa evolucionar el Grafcet, o b) executar l’Evolució 
del Grafcet i, un cop aquest ha evolucionat, emetre les ordres de forçament. Igual que en 
l’article de referència s’opta per la opció b) perquè permet que el forçament només s’executi 
amb estabilitat i perquè l’evolució del Grafcet esdevé més fàcil de preveure. 
L’ordinograma d’aquest bloc es mostra a la Fig. 5.11. 
Com que el forçament d’un grafcet només s’ha d’efectuar –en cada cicle– si alguna etapa ho 
ordena, cal començar posant tots els forçats a zero perquè a mesura que es recorren les 
etapes actives, aquestes els forcin. 
El mateix es fa més endavant per a les variables auxiliars de les sortides físiques –
SortidesFísiques–, perquè si no hi ha cap etapa que les activi en el cicle actual, han de 
romandre inactives al final del cicle. 
Per a cada grafcet es recorren totes les etapes comprovant si estan actives. Si així és, 
s’executen els forçaments i les modificacions dels grafcets i les etapes actives corresponents. 
Els forçaments de grafcets han de modificar l’estat de les variables actuals, no les auxiliars, i 
al llegir l’estat de les etapes cal llegir també les actuals, per si ja han estat modificades en el 
cicle actual. 
Ja es veu que cal imposar un ordre en la lectura i el forçament de grafcets, per evitar 
interpretacions ambigües en l’evolució del Grafcet. D’aquesta manera, hi haurà un primer 
grafcet que no podrà ser forçat per cap altre grafcet, i el següent només podrà haver estat  
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  G[nG].Forçat = 0;∀ nG[encapasat]




















Fig. 5.11. Diagrama de flux del Forçament de grafcets i Execució d’Accions Contínues. 
modificat pel seu anterior, i així fins l’últim grafcet. Cal establir una jerarquia entre els 
grafcets. Aquesta jerarquia i els conflictes associats es comenten en detall al capítol §5.9, 
pàgina 75. 
El forçament d’un grafcet activa la variable de forçat del grafcet i li activa i desactiva les 
etapes corresponents. En la figura Fig. 5.12 es mostra un exemple de forçament de grafcet i 
el seu diagrama de flux associat.  
 






















Fig. 5.12. Exemple de diagrama de flux en un forçament de grafcet. 
Nota: Es considera que, inicialment, lou = 1 i soap = 0. 
La marca en negre indica l’estat inicial; la marca en gris indica l’estat següent. 
També és possible que s’hagin modificat els estats anteriors. Per tant, cal activar els flags 
d’inici i fi d’etapa corresponents per si tenen temporitzadors o accions puntuals associades. 
Els flags d’inici i fi d’etapa dels grafcets forçats no es modifiquen en el bloc d’Evolució del 
Grafcet perquè arribin al bloc d’accions puntuals. 
Quan hi ha forçament de grafcets no cal comprovar l’estabilitat del sistema, perquè un grafcet 
forçat és tan estable com l’etapa que el força, i aquesta només executa el forçament si s’ha 
assolit l’estabilitat. Això justifica que es modifiquin estats d’etapes i no es recalculin les 
evolucions del Grafcet abans d’executar les accions contínues. 
 
Un cop enllestits els forçaments de grafcets i calculada la nova situació del Grafcet es 
procedeix a l’execució d’accions contínues. Igual que amb el forçament, es recorren totes les 
etapes de tots els grafcets comprovant si estan actives. A la que es detecta una etapa activa, 
es procedeix a executar-ne les accions corresponents. 
Aquestes accions poden tenir condicions associades. Les condicions es calculen a partir de 
qualsevol de les variables definides no lligades a esdeveniments –com serien els flancs de 
pujada o baixada, franqueig d’una transició, activació o desactivació d’etapes–. Es poden fer 
servir els valors auxiliars de les variables d’entrada, condicions temporals, estat de les etapes, 
etc. 
Justament per poder fer un ús coherent i clar de l’estat de les etapes en les accions 
condicionades, l’execució d’accions contínues es realitza un cop s’ha executat l’evolució 
normal i forçada del Grafcet sencer. 
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La forma correcta de formular les condicions temporals, tal i com s’han concebut els 
comptadors, es troba al capítol de comptadors –§5.6, pàgina 68–. 
5.5.10. Activació de les Sortides Físiques. 
El darrer bloc del cicle pren els valors de les variables auxiliars referents a les sortides reals –
SortidesFísiques– i les relaciona amb les sortides físiques. 
És a dir, que si la variable auxiliar corresponent a l’estat d’un led està a u, en aquest bloc, i 
només en aquest, s’activa el led. Si la variable està a zero, el led roman inactiu. I així per a 
totes les sortides. 
Com en el cas de la lectura d’entrades, per programar aquest bloc cal conèixer les 
característiques del sistema embedded, per tal de direccionar les variables auxiliars cap als 
ports corresponents del microprocessador. 
L’agrupament de totes les sortides físiques del sistema en un únic bloc facilita la feina de 
posta en marxa, i la implementació de modificacions en el direccionament dels ports del 
microprocessador. 
5.6. Els Temporitzadors. 
Com ja s’ha comentat, és molt important una correcta configuració del microcontrolador per a 
un bon funcionament dels comptadors. Comptar el temps no és cap dificultat –tots els 
rellotges ho fan–, però cal fer una configuració precisa coordinant la freqüència externa del 
microcontrolador amb els pre-escaladors, el valor dels comptadors i les interrupcions. 
5.6.1. Configuració del microprocessador. 
Sense voler entrar massa en detall en la configuració interna d’un microcontrolador, aquests 
disposen de les següents estructures per a controlar el temps, si no és que ja tenen una 
funció específica a tal efecte: 
¤ Pre-escalador: capaç de filtrar la freqüència externa de treball, generant un pols cada z 
polsos del clock. 
¤ Comparador: enregistren la quantitat de flancs –de pujada i/o de baixada– d’un senyal 
concret, com una entrada externa, un bit d’estat, etc. En aquest cas, compta els 
flancs del pre-escalador. 
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¤ Interrupcions: generen un salt al programa cap a una funció definida cada cop que 
succeeix l’esdeveniment configurat, com el flanc d’una entrada externa, el senyal del 
buffer de conversions A/D, etc. En aquest cas, es genera una interrupció quan el 
comptador ha assolit un valor determinat. 









Fig. 5.13. Esquema del procés del senyal per a comptar el temps a 
partir del senyal de freqüència del rellotge del sistema. 
En funció de la freqüència del rellotge, es fa un pre-escalat que divideix aquesta freqüència; 
cada f flancs del pre-escalador, s’incrementa una unitat del comptador, i quan aquest 
assoleix el valor desitjat, envia un senyal que genera una interrupció al programa. 
Per exemple, si es disposa d’un rellotge de 5 MHz i es volen generar interrupcions cada 
1 ms, cal que es generi una interrupció cada [10-3 s]·[5 MHz] = 5.000 flancs del 
rellotge. 
Pre- Es pot fer un pre-escalat del senyal, dividint la 
freqüència per 128 –múltiple de 2n– i que el 
comptador compti fins a 39. Així es generaria una 
interrupció cada 4.992 flancs del rellotge, és a dir, 
que la interrupció es dispararia cada 0,9984 ms. 
Altres combinacions de pre-escalat i comptador 
generen altres temps de dispar –Fig. 5.14–, i 
aquesta és la més pròxima al temps desitjats si es 








2 2.500 256 0,1024 
4 1.250 256 0,2048 
8 625 256 0,4096 
16 312,5 256 0,8192 
32 156,25 156 0,9984 
64 78,1250 78 0,9984 
128 39,0625 39 0,9984 
256 19,5313 20 1,0240 
    
Fig. 5.14. Combinacions del pre-
escalat i el comptador per aconseguir 
interrupcions d’1 ms amb un rellotge 
de 5 MHz. 
Aquesta configuració és molt general i pot variar 
segons els bits amb què treballen el pre-escalador i el comptador, i amb les diferents 
característiques d’aquests, així com de tants altres factors. 
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5.6.2. Implementació software dels temporitzadors. 
Un cop es disposa de la interrupció cada t misilisegons –per exemple–, s’executa una rutina 
que permetrà comptar el temps. 
En aquest projecte es proposa disposar d’una taula Timer de nTemp elements enters, on 
nTemp és el número de temporitzadors que necessita el Grafcet i Timer el nom de la taula. 
En cada interrupció cada un dels elements de la taula s’incrementa una unitat; així que es 
disposa de nTemp comptadors de t milisegons.  
Junt amb aquesta taula es genera una variable –a poder ser binària per optimar els recursos– 
associada a cada un dels elements; és a dir: nTemp variables binàries. Aquestes variables 
serviran per indicar si s’està fent ús del comptador respectiu. Es té, agrupades, una taula 
BitTimer de nTemp elements binaris. 
Com que es disposa de dos tipus de comptadors –comptadors de flanc de pujada i 
comptadors de flanc de pujada i baixada–, nTemp es descomposa en nTempP i nTempPB, 
número de temporitzadors de pujada i de pujada i baixada, respectivament; i el mateix per la 
taula de Timer i BitTimer. 
5.6.3. Gestió de les temporitzacions. 
Les taules dels temporitzadors i els bits d’activitat es consulten i es modifiquen, si escau, en el 
bloc Gestió dels Temporitzadors. El diagrama de flux detallat de la gestió que es realitza és a 
la Fig. 5.15, on estan separats els dos tipus de comptadors. 
Els temporitzadors de pujada i baixada estan formats per dos temporitzadors, agrupats en 
parelles, això és: 
{j = 2·i, i ∈ ℵ; TimerPB[j] és de pujada i TimerPB[j+1] és de baixada}. 
Els flancs de les variables associades als temporitzadors –denotades a la Fig. 5.15 com ↑vari 
i ↓vari– han estat determinats prèviament al bloc Lectura d’Entrades, si es tracta de 
variables externes, o estan contingudes en els flags d’inici i fi d’etapa si es tracta de l’estat de 
les etapes. 
L’evolució al llarg del temps de les variables que entren en joc en la gestió de temporitzadors, 
es mostra a la Fig. 5.16. 
 




≥ TlímitP[i]sí sí BitTimersP[i] = 0
no









≥ TlímitPB[j]sí sí BitTimersPB[j] = 0
no
TimersPB[j] = 0x00↑varj sí BitTimersPB[j] = 1
no
Temporitzador de
flanc de pujada i
baixada










i < nTempP sí
i++
i = 0








Fig. 5.15. Diagrama de flux de la Gestió dels Temporitzadors. 
Nota: 
   
vari : variable que controla el temporitzador i. 
TlímitP[i]: element i-èssim de la taula de nTempP elements que indica el valor límit de comptatge del 
temporitzador de pujada i. 
TlímitPB[j]: element i-èssim de la taula de nTempPB elements que indica el valor límit de comptatge del 
temporitzador pujada o baixada j.   
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Fig. 5.16. Variació temporal de variables relacionades amb els temporitzadors. 
Nota: abc: Variable a temporitzar. 
BitTimerPB[4]: Bit del timer 4, associat al flanc de pujada d’abc. 
BitTimerPB[5]: Bit del timer 5, associat al flanc de baixada d’abc. 
roma: valor que pren la condició temporal. 
flancP[abc], flancB[abc]: Variables que registren els flancs de pujada i baixada de la 
variable abc –respectivament–. 
TimerPB[i]: Valor real del comptador del timer i. 
TlímitPB[i]: Valor límit del comptador del timer i, equivalent a ti. 
Noti’s que si la durada del senyal abc és menor de t1, la condició no pot esdevenir certa. 
Noti’s també que el valor dels comptadors, allotjats a TimerP i TimerPB, compten 
indefinidament. L’únic que es fa amb ells és posar-los a zero quan convé emprar-los i 
comprovar si han assolit el valor consigna. Un cop han assolit la consigna, els comptadors 
segueixen comptant. Els diferents microcontroladors, quan es produeix un overflow –es vol 
incrementar el valor d’una variable de manera que aquesta es surt del seu rang–, actuen de 
formes diferents. Un DSP TMS320C24x, per exemple, té bits comandant l’acumulador que 
determinen què cal fer en cas d’overflow: deixar la variable en el valor màxim del rang o 
donar-li un caràcter modular. Altres microprocessadors tindran formes diferents de tractar i 
especificar els overflows, així que caldrà estudiar aquest aspecte en cada un d’ells perquè no 
afecti el desenvolupament del programa. 
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5.6.4. Formulació de les condicions temporals. 
Finalment, a partir de l’evolució temporal de les variables de temporització, contingudes a les 
taules BitTimerP i BitTimerPB, la formulació de les condicions temporals contemplades 
en l’estàndard IEC 60848 es pot fer de la següent manera: 
Siguin: 
abc, variable a temporitzar. 
i, índex del temporitzador de pujada associat a abc. 
j, índex del temporitzador de baixada associat a abc. 
t1, t2, valor de les condicions temporals. 
Aleshores: 
IEC 60848 Traducció 
t1/abc/t2 : (abc && !BitTimerPB[i]) || BitTimerPB[j] 
t1/abc: abc && !BitTimerP[i] 
t1/abc : abc && BitTimerP[i] 
Aquestes relacions es poden seguir en detall a la Fig. 5.16. 
5.7. Gestió d’accions síncrones. 
Si el programa dissenyat necessita sortides o rutines síncrones cal implementar unes funcions 
especials perquè, com ja s’ha comentat a la introducció del capítol, l’evolució del Grafcet és 
asíncrona. 
L’element síncron dels microprocessadors és el que s’ha fet servir per als temporitzadors: les 
interrupcions lligades al rellotge del sistema. 
Per tant, cal configurar una interrupció amb la freqüència adequada, seguint els passos amb 
què s’han configurat les interrupcions per calcular el temps –capítol §5.6.1, pàgina 68–. Dins 
d’aquesta interrupció, s’escriu el codi corresponent a l’acció síncrona. 
Ara només cal gestionar aquesta acció síncrona que s’acaba d’implementar, és adir: activar-la 
i desactivar-la. Els microcontroladors amb interrupcions disposen d’unes variables per activar i 
desactivar les interrupcions. La funció d’aquestes és controlar si cal executar el codi associat a 
una interrupció o aquesta ha de ser menystinguda. 
Així que la gestió d’accions síncrones es redueix a modificar aquestes variables que activen i 
desactiven les interrupcions en les etapes del Grafcet que el dissenyador consideri oportú. 
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5.8. Implementació de grafcets encapsats. 
De les tres estructuracions contemplades en l’estàndard del GRAFCET, la dels grafcets 
Encapsats és l’única que requereix una especial atenció; perquè la implementació de les 
Macro Etapes no té més complicació que integrar-les exteses en el Gracet, i la del Forçament 
de grafcets, com ja s’ha explicat, està equiparada a l’Execució d’Accions Contínues. 
Al cap i a la fi una etapa capsa té la funció d’activar el grafcet encapsat en un estat inicial –
fixat pel dissenyador– i permetre’n l’evolució quan aquesta està activa; i forçar-lo a l’estat de 
cap etapa activa quan aquesta no està activa. 
Per a la correcta evolució dels Grafcets amb grafcets encapsat, cal transformar les etapes 
capses en etapes amb les següents accions puntuals a l’activació i desactivació: 
¤ A l’activació: carregar l’estat inicial del grafcet encapsat, així com els flags d’inici 
d’etapa. Alliberar el grafcet encapsat posant la variable Forçat a zero. 
¤ A la desactivació: carregar l’estat auxiliar del grafcet encapsat als flags de fi d’etapa, 
anul·lar-ne totes les etapes i forçar-lo. 
Noti’s que per als flags de fi d’etapa en la desactivació d’un grafcet encapsat, es pren 
l’estat auxiliar de les etapes, i no l’actual. Això és perquè en el mateix cicle que l’etapa capsa 
es desactiva, el grafcet encapsat pot haver evolucionat. Atès que l’operació de desactivar el 
grafcet encapsat –comandada per l’etapa capsa– té prioritat sobre l’evolució normal del 
grafcet encapsat, cal desfer la possible evolució d’aquest en el cicle actual. Això es fa accedint 
a l’estat del grafcet encapsat en el cicle anterior. 
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Fig. 5.17. Etapa transformada, equivalent a una etapa 
capsa. 
5.9. La importància de la jerarquia en les estructuracions. 
La importància de la jerarquia en els estructuracions és un dels problemes més documentats 
que té GRAFCET –junt amb la recerca d’estabilitat del sistema– i que tampoc en la seva 2a 
Edició, està explícitament solucionat. 
La formulació del conflicte en les evolucions en funció de l’ordre 
en què es processen els grafcets ja es troba a [52][44], on 
s’evidencia que cal tractar els grafcets per ordre i, a més a més 
[44], fer un estudi previ amb un diagrama d’influència entre els 
grafcets per assegurar que no hi ha cap cercle tancat. Tal i com 
es mostra a la Fig. 5.18, un cercle tancat en el diagrama 
d’influències implicaria que un grafcet s’està forçant a si mateix, 
el qual pot portar al bloqueig del programa i, per tant, ha de ser 
evitat. 
 
Fig. 5.18. Exemple de 
fiagrama d’influències entre 
grafcets. [44]
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L’estat de l’art indica que cal definir una jerarquia entre els grafcets, on cap grafcet pugui 
forçar un altre grafcet d’un nivell superior. Això comporta que cal establir un ordre en el 
processat de grafcets a l’hora d’executar els forçaments, i que cap grafcet forci un grafcet que 
ja ha estat processat. A l’hora de programar, com que els grafcets es processen un per un i 
sempre en el mateix ordre, només cal garantir que l’ordre que s’implementa compleixi la 
jerarquia; notant que no importa l’ordre entre dos grafcets que no s’influeixen entre ells. 
Prenent l’exemple de la Fig. 5.18, es pot assegurar una correcta implementació si es 
representa l’ordre en què seran processats els grafcets i es comprova que la direcció dels arcs 
d’influència sempre va en el mateix sentit que el temps. Dos exemples de diagrames es 
mostren a la Fig. 5.19. 
 
Fig. 5.19. Representació de l’ordre de processat dels grafcets i les 
direccions d’influència. Per evitar conflictes no hi poden haver influències 
a contratemps. 
D’aquesta forma es resol el conflicte que representa el llegir i escriure les variables d’estat en 
el mateix bloc de Forçament de grafcets: assegurant sobre la marxa que tota variable llegida 
ja ha estat prèviament escrita.  
Finalment, notar que si no hi ha cap tipus de forçament de grafcets –grafcets encapsats 
inclosos–, tampoc hi ha problemes de jerarquia. El Grafcet evolucionaria unívocament fos 
quin fos l’ordre en què es processessin els grafcets. Això és degut a què el problema bé donat 
única i exclusivament per llegir i escriure les variables d’estat en el mateix bloc.  
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6. GeCé: COMPILADOR DE GRAFCET A C. 
El GeCé és el producte acabat d’aquest projecte. Pretén explicar amb la major brevetat i 
claredat possible tots els passos a seguir per implementar el Grafcets.  Es tracta d’un llibre 
d’estil  de com aplicar la conversió de GRAFCET a esquema seqüencial al llenguatge C per a la 
programació de microcontroladors de sistemes embedded. 
El GeCé és un document per homogeneïtzar les diferents conversions de GRAFCET a C que es 
fan en un centre on es programen diferents microcontroladors. Però també forma part de la 
documentació que ha d’acompanyar les especificacions d’un sistema embedded –el 
comportament del sistema definit amb GRAFCET i la resta d’especificacions pertinents–, 
destinada al manteniment del programa. Es podria dir, doncs, que pretén servir d’estàndard 
de compilació. 
Perquè el programa acabat un cop aplicat el 
GeCé, per a una persona que no disposa ni 
coneix el GeCé, té un codi C més il·legible que 
un programa qualsevol. És a dir: és evident que 
el GeCé augmenta la complexitat del programa. 
La virtut és, doncs, que la complexitat que 
genera és exactament igual per a tots els 
programes de tots els microcontroladors –Fig. 
6.1– i, per tant, la complexitat total d’un conjunt 
de programes és menor, perquè tenen moltes 
coses en comú. 
Per tant, és important per ordenar la complexitat 
dels programes especificats mitjançant 
GRAFCET, que es segueixin les pautes del GeCé, 
tant en la concepció com en els següents 
manteniments. 
Programa u Programa tresPrograma dos
Programa




GeCé u GeCé tresGeCé dos
GeCé quatre GeCé cinc GeCé sis
ELEMENTS ORIGINALS A CADA GeCé
ELEMENTS EN COMÚ
 
Fig. 6.1. Complexitat dels programes sense i 
amb GeCé i complexitat total del conjunt. 
6.1. Acotaments del GeCé. 
A l’hora d’escriure l’esquema seqüencial en llenguatge C, cal prendre una sèrie de mesures 
acotant l’envergadura del projecte a les característiques dels microprocessadors i a les 
necessitats més probables que pot tenir un programador. 
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En l’elaboració d’aquest plec de condicions, s’ha considerat la majoria dels microcontroladors 
comercials –de 8 o 16 bits– i poden variar força amb lleugeres modificacions en certs punts 
del programa. 
La solució adoptada és la que es descriu en els punts següents. 
6.1.1. Quantitats màximes de variables. 
Per a una correcta i àgil implementació del GeCé, es limiten els següents paràmetres als 
valors següents, en funció de si es treballa amb un microcontrolador de 8 o de 16 bits. Taula 
6.1. 
 
Paràmetre val.màx. 8 bits 
val.màx. 
16 bits Observacions 
grafcets Il·limitat Il·limitat Limitat per RAM 
Etapes 16 32 - 
Transicions 16 32 - 
Entrades digitals 16 32 - 
Flancs de pujada 16 32 - 
Flancs de Baixada 16 32 - 
Entrades Analògiques Il·limitat Il·limitat - 
Sortides Analògiques Il·limitat Il·limitat - 
Sortides digitals 16 32 - 
Comptadors de pujada 16 32 - 
Comptadors de pujada 
i baixada 
8 16 8/16 de pujada i 8/16 de baixada 
Variables de memòria 16 32 variables binàries 
Taula 6.1. Acotaments del GeCé. 
6.1.2. Interrupcions. 
Per poder programar els comptadors dissenyats i explicats al capítol §2.3, pàgina 15, cal que 
el microprocessador disposi d’interrupcions capaces de gestionar el temps, i que estiguin a 
l’abast del programador. Aquesta condició no és gens restrictiva perquè tots els 
microcontroladors destinats a sistemes adequats disposen d’aquesta funció. 
6.1.3. Funcions addicionals al GRAFCET. 
Es poden introduir en el programa funcions complementàries al GRAFCET, tal com gestió de 
comunicacions amb perifèrics mitjançant protocols específics, llaços de control d’una sortida, 
control de motors mitjançant PWM, etc. 
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L’únic requisit és que han d’estar comandats únicament des del Grafcet, que no en 
consumeixin els recursos (memòria de dades, temps d’execució de programa, …) i que 
s’especifiquin per escrit –junt amb el GeCé i la resta de documentació del programa–. 
6.2. Definició de variables. 
En aquest capítol es defineixen totes les variables que requereix el GeCé, així com els noms i 
les declaracions corresponents. 
El llenguatge C contempla la definició de diferents tipus de dades, entre elles nombres enters 
–int, de 16 bits–, reals –float, de 32 bits– o caràcters –char, de 8 bits–. 
És aconsellable, per aconseguir un millor rendiment per al microcontrolador, treballar amb 
variables de la mateixa resolució que els bits amb què treballa. En particular, és desaconsella 
treballar amb variables de 32 bits en microcontroladors de 16 bits, per les dificultats de gestió 
que li suposen. 
Per a les variables binàries, es fan servir variables enteres o reals i es gestiona cada un dels 
seus bits de forma independent. 
Degut a què moltes variables seran tractades a nivell de bit, també és aconsellable definir-les 
sense signe –unsigned float– per evitar resultats inesperats en la manipulació de bits. 
La descripció que segueix, per facilitat de comprensió, s’adequa a les característiques dels 
microcontroladors de 8 bits, però és completament anàloga per als de 16 bits. 
Les variables necessàries es troben a la Taula 6.2: 
 
variable nom Declaració 
Observacions. 
grafcet G Declaració* 
Cada un dels elements de la taula conté les característiques d’un grafcet. En les variables de cada 
grafcet es defineixen l’estat de les etapes, l’estat de les receptivitats, els flancs de pujada i baixada 
associats a l’estat de les etapes i si el grafcet està forçat o no. 
L’ordre que ocupen els grafcets dins la taula és molt important, perquè s’ha d’ajustar a la jerarquia 
que, com s’ha comentat, han de mantenir els grafcets. Així, la taula sempre es processa de 0 a 
nGRAFCET, per tant, el grafcet de menor número, és el primer en ser processat –i el més gran en la 
jerarquia–. 
Entrades digitals EntradaDig unsigned int EntradaDig; 
Cada bit de la variable s’associa a una entrada digital del sistema. 
Còpia de les entrades digitals EntradaDigAux unsigned int EntradaDigAux; 
Una còpia de la variable anterior per poder detectar els flancs de pujada i baixada de les entrades. 
sortides digitals SortidaDig unsigned int SortidaDig; 
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Cada bit de la variable s’associa a una sortida digital del sistema. És la variable corresponent a 
SortidesFísiques que s’ha fet servir al llarg de la memòria. 
Entrades Analògiques EA_* unsigned # EA_*; 
Les variables de les entrades analògiques poden tenir qualsevol nom –*–, però han d’anar precedides 
de EA_. La declaració de la variable –#–dependrà dels conversors A/D de cada microcontrolador. 
Sortides Analògiques SA_* unsigned # SA_*; 
Les variables de les sortides analògiques poden tenir qualsevol nom –*–, però han d’anar precedides 
de EA_. La declaració de la variable –#–dependrà dels conversors D/A de cada microcontrolador. 
Flancs de Pujada FlancP unsigned int FlancP; 
Cada bit de la variable controla el flanc de pujada d’una dada qualsevol –entrada digital, condició 
booleana, comparació d’una entrada analògica amb un valor, etc.–. 
Flancs de Baixada FlancB unsigned int FlancB; 
Cada bit de la variable controla el flanc de baixada d’una dada qualsevol –entrada digital, condició 
booleana, comparació d’una entrada analògica amb un valor, etc.–. S’aconsella relacionar la posició 
dels bits amb FlancP, encara que no se’n faci ús. 
Comptadors dels Temporitzadors de 
Pujada 
TimerP unsigned int TimerP [nTempP]; 
Taula de nTempP nombres de 16 bits que serveix per comptar les interrupcions periòdiques; per als 
flancs de pujada. 
Comptadors dels Temporitzadors de 
Pujada i Baixada 
TimerPB unsigned int TimerPB [nTempPB]; 
Taula de nTempPB nombres de 16 bits que serveix per comptar les interrupcions periòdiques; per als 
flancs de pujada i baixada. 
Límit dels comptadors de Pujada TLímitP unsigned int TLimitP [nTempP]; 
Taula on s’emmagatzemen els valors fins on ha de comptar cada comptador de pujada. 
Límit dels comptadors de Pujada i 
Baixada 
TLímitPB unsigned int TLimitPB [nTempPB]; 
Taula on s’emmagatzemen els valors fins on ha de comptar cada comptador de pujada i baixada. 
Estat dels temporitzadors de Pujada BitTimerP unsigned int BitTimerP 
Cada bit es refereix a l’estat de cada un dels comptadors de pujada de què es disposa. 
Estat dels temporitzadors de Pujada i 
Baixada 
BitTimerPB unsigned int BitTimerPB 
Cada bit es refereix a l’estat de cada un dels comptadors de pujada i baixada de què es disposa. 
Variables de memòria B_Bit unsigned int B_Bit 
En cada bit de la variable es guarda una variable binària de memòria que no es reseteja en tot el cicle. 
Taula 6.2. Variables que empra el GeCé. 
*Nota: La Declaració de la variable de grafcets es mostra a continuació al cos del text. 
L’estructura que defineix els grafcets no és a la taula, sinó a continuació: 
struct grafcetGENERAL 
{ 
 unsigned char Forçat;  // per forçar el grafcet. 
 unsigned int EtapaActiva;  // estat futur de les etapes. 
 unsigned int EtapaActivaAux; // estat anterior de les etapes. 
 unsigned int FlagIniciEtapa; // si l’etapa s’acaba d’activar. 
 unsigned int FlagFiEtapa;  // si l’etapa s’acaba de desactivar. 
 unsigned int Receptivitat; // estat de les receptivitats. 
} G[nGRAFCET]; 
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Aquestes variables fan referència a l’evolució del cicle de programa, i s’han de llegir i escriure 
al llarg de funcions diferents. Per això es considera més oportú definir-les com a globals per a 
totes les funcions que està passant contínuament les dades d’una funció a l’altra. 
Per a un bon desenvolupament de la redacció del programa, així com per a un manteniment 
eficient, cal fer una relació de les variables externes del sistema amb la seva corresponent 
variable en el programa. El mateix per a les sortides i les variables internes. Un exemple de 
com pot ser aquesta taula es mostra a l’exemple de l’Annex C. 
6.3. Definició de constants. 
Per facilitar la concepció, i manteniment del programa, es fan servir una sèrie de paràmetres 
constants que substitueixin, en el cos del programa, els valors numèrics. 
En el GeCé es considera l’ús de les constants de la Taula 6.3, i resta obert a noves definicions 
–que no trepitgin les ja definides–, animant a afegir un nom identificador a cada constant. 
 
Nom Valor Definició 
nGRAFCET - número de grafcets del programa 
nEtapes - número d’etapes del grafcet amb més etapes 
nTempP - número de Temporitzadors de Pujada 
nTempPB - número de Temporitzadors de Pujada i Baixada (junts) 
nBBits - número de bits de memòria 
GEMMA 0 grafcet principal del programa; ocupa la major jerarquia dels 
grafcets. 
G# 0..nGRAFCET la resta dels grafcets, endreçats jeràrquicament. Cal substituir # 
pel nom o número de cada grafcet.  
ETAPA0 0x0001 Constant per accedir al bit menys significatiu de les variables 
d’etapes. 
ETAPA1 0x0002 Constant per accedir al segon bit menys significatiu de les 
variables d’etapes. 
ETAPA2 0x0004 Constant per accedir al tercer bit menys significatiu de les variables 
d’etapes. 
ETAPA3 0x0008 Constant per accedir al quart bit menys significatiu de les variables 
d’etapes. 
...   
ETAPA15 0x8000 Constant per accedir al bit més significatiu de la variable d’etapa 
de 16 bits. 
TRAN0 0x0001 Constant per accedir al bit menys significatiu de la variable de 
receptivitats. 
..   
TRAN15 0x8000 Constant per accedir al bit més significatiu de la variable de 
receptivitats. 
TIMER0 0x0001 Constant per accedir al bit 0 de BitTimerP i BitTimerPB 
ED0 0x0001 Constant per accedir al bit 0 d’EntradaDig. 
SD3 0x0008 Constant per accedir al bit 0 de SortidaDig. 
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FLANC0 0x0001 Constant per accedir al bit 0 de FlancP i de FlancPB. 
BIT 0x0001 Constant per accedir al bit 0 de qualsevol variable de 16 bits. 
BIT12 0x1000 Constant per accedir al bit 12 de qualsevol variable de 16 bits. 
ENC_INI_G#  Constant amb el valor de les etapes inicials del grafcet encapsat #. 
Quan calgui carregar les etapes inicials, s’assignarà aquest valor a 
les etapes actives. 
Taula 6.3. Constants que empra el GeCé. 
Les constants definides a la Taula 6.3 estan així definides per accedir fàcilment a qualsevol bit 
d’una variable de 16 bits. Així que l’objectiu d’aquestes constants és tenir un únic bit situat en 
la posició que el nom de la constant indica. En la Taula 6.4 es mostren els valors decimal, 
hexadecimal i binari per a cada una de les constants amb el nom TRAN i BIT –i per extensió 
FLANC, ETAPA, etc.–. Totes aquestes constants són iguals, però tenen un nom diferent per 
facilitar la comprensió del programa en C a l’hora d’accedir als bits de les variables 
corresponents. 
 
CONSTANTS HEX DEC bin 
TRAN0 BIT0 FLANC0 0x0001 1 0000 0000 0000 0001 
TRAN1 BIT1 FLANC1 0x0002 2 0000 0000 0000 0010 
TRAN2 BIT2 FLANC2 0x0004 4 0000 0000 0000 0100 
TRAN3 BIT3 FLANC3 0x0008 8 0000 0000 0000 1000 
TRAN4 BIT4 FLANC4 0x0010 16 0000 0000 0001 0000 
TRAN5 BIT5 FLANC5 0x0020 32 0000 0000 0010 0000 
TRAN6 BIT6 FLANC6 0x0040 64 0000 0000 0100 0000 
TRAN7 BIT7 FLANC7 0x0080 128 0000 0000 1000 0000 
TRAN8 BIT8 FLANC8 0x0100 256 0000 0001 0000 0000 
TRAN9 BIT9 FLANC9 0x0200 512 0000 0010 0000 0000 
TRAN10 BIT10 FLANC10 0x0400 1024 0000 0100 0000 0000 
TRAN11 BIT11 ... 0x0800 2048 0000 1000 0000 0000 
TRAN12 BIT12  0x1000 4096 0001 0000 0000 0000 
TRAN13 BIT13  0x2000 8192 0010 0000 0000 0000 
TRAN14 BIT14  0x4000 16384 0100 0000 0000 0000 
TRAN15 BIT15  0x8000 32768 1000 0000 0000 0000 
Taula 6.4. Representació hexadecimal, decimal i binària de les constants per 
accedir als bits de les variables de 16 bits. 
6.4. Manipulació dels bits de les variables. 
Un cop s’han presentat les variables i les constants, ja es pot introduir la tècnica per 
manipular els diferents bits d’una variable de 16 bits. Emperò, els exemples que es 
mostraran, per facilitar la lectura, seran amb variables de 8 bits. 
Primer però, cal recordar que en llenguatge C tot nombre diferent de 0 s’avalua com a cert, 
i que una variable amb tots els bits iguals a 0 s’avalua com a  fals. 
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La modificació de l’estat d’un bit en C es pot fer de dues maneres segons si s’hi vol accedir de 
forma automàtica –per poder implementar rutines– o manual. Es comença explicant la 
segona que és la més senzilla. 
6.4.1. Manipulació manual dels bits d’una variable. 
Per disposar de l’estat d’un bit d’una variable n’hi ha prou amb fer una operació AND bit a bit 
–&– amb una variable que contingui un únic 1 a la mateixa posició que el bit que es vol 
accedir. 
Per tant, per conèixer el 5è bit de la variable rai, n’hi ha prou fent una operació AND bit a 
bit amb el valor 0x20 o, el que seria el mateix, BIT5. 
Quedaria així: 
rai 0110 0110 
0x20, BIT5 0010 0000 
rai = rai & BIT5 0010 0000 
Com que el resultat és diferent de 0, el resultat seria cert. És a dir, la operació 
rai & BIT5 retorna que el 5è bit de rai està a 1 si s’avalua lògicament. 
Si el que es vol és fixar el valor del bit, l’operació binària és la OR bit a bit –|– si es vol posar 
el bit a 1, o la AND bit a bit del complement –&~– si es vol posar a zero. 
Amb un exemple es veurà molt bé. Es procedeix a modificar el 6è bit de la variable tou. 
Primer es posa el bit a 1. Després es posa el bit a 0. Per això caldrà comparar-la amb la 
constant BIT6. 
tou 1100 1100 
BIT6 0100 0000 
tou |= BIT6 1100 1100   // el 6è bit es posa a 1 
~BIT6 1011 1111 
tou &= ~BIT6 1000 1100   // el 6è bit es posa a 0 
Noti’s que les operacions imposen l’estat del bit independentment del seu estat anterior, i que 
no modifiquen l’estat dels altres bits. 
Aquestes manipulacions permeten modificar varis bits simultàniament, si bé cal saber què 
s’està fent per no embolicar-se. En la taula següent es posen a 1 el 3er i 5è bit de la variable 
blai. 
blai 1110 0100 
BIT3 0000 1000 
BIT5 0010 0000 
blai = blai | BIT3 | BIT5 1110 1100 
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6.4.2. Manipulació automàtica de bits d’una variable. 
La manipulació automàtica es basa exactament en els mateixos principis que la manual, però 
afegint la generació del bit adient, capaç de tenir un únic 1 en la posició adequada. 
La idea és molt senzilla i es basa en la operació de bits en C de córrer els bits –<< , >>–. Amb 
aquesta operació només cal disposar d’un BIT –0x01– que es farà córrer tants espais com 
calgui per situar-lo a la posició que es vol manipular. Per posar a 1 el 4rt bit de la variable 
cranc, es té:  
cranc 1100 1100 
BIT 0000 0001 
BIT << 4 0001 0000 
cranc |= BIT << 4 1101 1100 
Noti’s que el 4 pot ser substituït per qualsevol variable amb un significat enter. Així es pot 
modificar el bit i de la variable cranc, permetent un procés iteratiu o passar el bit al què es 
vol accedir a una acció o funció. 
6.4.3. Manipulació directa de tots els bits de la variable. 
Aquesta manera de gestionar els bits mitjançant variables, permet gestionar els bits d’una 
forma relativament semblant a la gestió d’elements d’una taula i, a més de reduir espai 
consumit en memòria de dades, permet accedir i modificar amb una única operació, tots els 
bits d’una variable, o comparar i fer assignacions de variables. 
Per exemple, si es vol carregar sobre clau, l’estat dels bits de ham, només cal fer una 
assignació; o resetejar tots els bits de ham, o posar-los en un estat determinat: 
clau 1100 1100 
ham 1101 0110 
clau = ham 1101 0110 
ham = 0 0000 0000 
ham = 0x5B 0101 1011 
6.5. Introducció a l’exemple d’aplicació. 
D’ara en endavant, per comentar amb més agilitat com s’ha fet la conversió de l’esquema 
seqüencial a C es farà una explicació basada en l’exemple de l’Annex C. Allà es pot trobar un 
Grafcet completament traduït a C –excepte la part directament relacionada amb el 
microprocessador–.  
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6.6. Traducció de l’esquema general a C. 
Així com l’esquema seqüencial està estructurat jeràrquicament, el programa en C que 
proposa el GeCé, també. I l’estructura que segueixen ambdós llenguatges és exactament la 
mateixa. 
Eludint les definicions de variables, constants i funcions –que es pot trobar en l’exemple 
complert a l’Annex C– i, seguint l’esquema general, la corresponent versió en C és com 
segueix –els comentaris es corresponen amb el nom de l’esquema seqüencial–: 
IniciMicro();   // Inicialitzacions pròpies del 
       // microcontrolador. 
IniciGrafcet();   // Inicialització del Grafcet. 
while(1)    // Bucle asíncron indefinit. 
{ 
 LecturaEntrades();  // Lectura d’Entrades. 
 GestioTempo(); // Gestió dels Temporitzadors. 
 AssignaAux();   // Assignació Auxiliar del Grafcet. 
 EvolucioGrafcet();  // Evolució del Grafcet. 
 AccionsPuntuals();  // Execució d’Accions Puntuals. 
 if (GrafcetEstable()) // Grafcet Estable? Recerca d’estabilitat 
 { 
  AccionsContinues(); // Forçament de grafcets i Execució 
                        // d’Accions Contínues. 
  SortidesFisiques(); // Activació de les sortides Físiques. 
 }      // fi de l’if(GrafcetEstable()) 
}       // fi del while(1) 
S’han convertit tots els blocs de l’esquema en accions sense paràmetres d’entrada ni sortida; 
perquè totes les variables que calen per al desenvolupament del cicle de programa s’han 
definit d’àmbit global. 
6.7. Traducció de les rutines a C. 
Les diferents rutines que s’han vist en forma de diagrama de flux al capítol §5, pàgina 49, 
seran ara traduïdes a C. 
S’obvia la rutina d’inicialitzacions del microprocessador entenent que serà particular de cada 
model, fabricant i sistema embedded i que no té gaire sentit introduir una guia o camí a 
seguir. 
6.7.1. IniciGrafcet(); 
Com s’ha comentat, cal forçar i alliberar els Grafcets adients, activar les etapes inicials, i els 
flags d’inici de les etapes que s’acaben de carregar. També assegurar-se que els flags d’inici 
estan a zero. Per a tots els grafcets és: 
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void IniciGrafcet() 
{ 
 /* grafcet G2 */ 
 G[G2].Forçat = 0; 
 G[G2].EtapaActiva = 0x0001; 
 G[G2].FlagIniciEtapa = G[G2].EtapaActiva; 
 /* ... */ 
 
 /* grafcet G3 */    /* G3 comença forçat i sense etapes actives. */ 
 G[G3].Forçat = 1; 
 G[G3].EtapaActiva = 0x0000; 
 G[G3].FlagIniciEtapa = G[G1].EtapaActiva; 
        // i així per tots els grafcets. 
I cal inicialitzar els valors dels temporitzadors i el de les variables internes: 
 /* Inicialitzar els comptadors! */ 
 TLimitP[n] = 10.000; // per a cada comptador n 
 
 /* Inicialitzar les variables internes */ 
 C_act = 0; 
 C_al = 0; 
I executar la lectura d’entrades físiques per evitar falses lectures de flancs en la primera 
lectura; i fi de la rutina: 
 /* mòdul de lectura d’entrades del sistema */ 
 LecturaEntradesFisiques(); 
}  // fi de l’IniciGrafcet() 
La funció LecturaEntradesFisiques es comentarà junt amb el mòdul de Lectura 
d’Entrades. 
6.7.2. LecturaEntrades(); 
En aquest mòdul s’executen conjuntament tres funcions de forma consecutiva. Les dues 
darreres –seguint la Fig. 5.4– s’implementen directament, mentre que la primera, com que 
també s’executa en la inicialització del Grafcet, s’implementa per separat: 
void LecturaEntrades() 
{ 
 /* Aquesta funció s’encarrega de llegir el valor de les entrades i 
    emmagatzemar-lo en les variables a tal efecte. */ 
 LecturaEntradesFisiques(); 
Els flancs de pujada i baixada estan directament relacionats amb les entrades i baixades 
digitals. Si cal detectar flancs d’altres variables –diferents de les digitals– com per exemple 
una comparació respecte una entrada analògica, o la variació d’una variable interna, es 
calculen a continuació: 
 /* mòdul «Busca Flancs» */ 
 FlancP = EntradaDig & ~EntradaDigAux; // per detectar els 
         // flancs de pujada. 
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 FlancB = ~EntradaDig & EntradaDigAux; // pels de baixada. 
  
 if ((variableZ > VALORZ) && (variableZAux < VALORZ)) 
  FlancP |= FLANC14;  // s’activa el flag si la variable ha 
 else      // superat el valor límit VALORZ. 
  FlancP &= ~FLANC14;  // si no, s’anul•la. 
 if ((variableZ < VALORZ) && (variableZAux > VALORZ)) 
  FlancB |= FLANC14;   // s’activa el flag si la variable ha 
 else      // baixat del valor límit VALORZ. 
  FlancB &= ~FLANC14;   // si no, s’anul•la. 
Cal vigilar, perquè aquesta operació trepitja els flancs de l’Entrada Digital del bit seleccionat. 
Finalment es fa la còpia de les entrades digitals i d’altres variables que requereixin la detecció 
de flancs: 
 /* mòdul «Recorda les Entrades» */ 
 EntradaDigAux = EntradaDig;  // es guarden els valors de les 
            // entrades per al mòdul 
            // següent. 
}       // fi del LecturaEntrades(). 
El mòdul de Lectura d’Entrades Físiques relaciona cada entrada física del sistema amb una 
variable del programa: 
void LecturaEntradesFisiques(); 
{ 
 /* Primer, es llegeixen les entrades digitals, però abans es posen 
    totes a zero*/ 
 EntradaDig = 0x0000; 
 if (P12)   // cmd_Fre 
  EntradaDig |= ED0; 
 if (P13)   // cmd_Acc 
  EntradaDig |= ED1; 
 /* ... */ 
 
 /* tot seguit les entrades analògiques */ 
 EA_vbus = A2;   // tensió del bus de contínua. 
}       // fi del mòdul. 
Posar a zero la variable EntradaDig abans de llegir les entrades permet manipular els bits 
només en cas que l’entrada estigui activa. 
6.7.3. GestioTempo(); 
Aquesta rutina és aparentment complicada, però es limita a seguir l’esquema seqüencial. Si 
cada flanc de pujada i baixada està directament relacionat amb un comptador –al tercer flanc 
li correspon el tercer comptador– es pot automatitzar la rutina. Si això no és possible perquè 
es fan servir temporitzadors de pujada i baixada, cal implementar-la un a un. 
A l’exemple de l’Annex C es mostren les dues versions –una automatitzada i una manual–. A 
continuació es mostra com seria la implementació manual per a un temporitzador de pujada i 
baixada: 
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void GestioTempo() 
{ 
 /* només s’implementa un comptador de pujada i baixada associat als 
bits 4 i 5 dels Temporitzadors, i a partir del 7è bit de la variable de 
flancs. */ 
 
  if (BitTimerPB & TIMER4)  // es comprova si està actiu. 
  { 
   if (TimerPB[4] >= TLimitPB[4]) // i si ja ha comptat prou. 
    BitTimerPB &= ~TIMER4;  // es posa el bit a zero. 
  } 
  else if (FlancP & FLANC7) {  // o es comprova el FlancP.7. 
   BitTimerPB |= TIMER4; // s’activa el temporitzador. 
   TimerP[4] = 0x0000;   // i es reseteja el comptador. 
  } 
  else if (BitTimerPB & TIMER5) { // es comprova el temporitzador 
   if (TimerPB[5] >= TLimitPB[5]) // de baixada. 
    BitTimerPB &= ~TIMER5;  // i si cal es reseteja. 
  } 
  else if (FlancB & FLANC7) {  // es comprova el FlancB.7 
   BitTimerPB &= ~TIMER5;  // s’activa el temporitzador. 
   TimerB[5] = 0x0000;   // i es reseteja el comptador. 
  }       // fi de l’if dels temporitzadors. 
}      // fi del void GestioTempo. 
I això és el que caldria fer per a cada temporitzador, si bé tots són exactament iguals, variant 
només els flancs i el temporitzadors a considerar. És important seguir les condicions en C 
paral·lelament amb el diagrama de flux. 
6.7.4. AssignaAux(); 




 unsigned char nG; 
 
 /* es recorren tots els grafcets */ 
 for (nG = 0; nG < nGRAFCET; nG++) 
  G[nG].EtapaActivaAux = G[nG].EtapaActiva; 
}     // fi del mòdul de copiar l’estat de les etapes. 
6.7.5. EvolucioGrafcet(); 
Aquest és, sens dubte, el més particular de tots els blocs. Aquí es defineix l’estructura del 
Grafcet i cal anar en compte a l’hora de programar les etapes i transicions que entren en joc. 
Per a Grafcets relativament petits, es pot escriure tot el codi junt. Per a Grafcets més grans, 
s’aconsella disposar d’un arxiu a part, des del que s’accedeixi mitjançant una acció que 
inclogui les operacions d’evolució de cada grafcet fent servir un switch idèntic al que es 
mostrarà per avaluar les receptivitats. 
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Cal fer un seguiment visual de cada grafcet i traduir les evolucions en condicions en C: 
void EvolucioGrafcet(); 
{ 
 unsigned char nG; 
  
 /* primer de tot es posen totes les receptivitats a zero */ 
 for (nG = 0; nG < nGRAFCET; nG++) 
  G[nG].Receptivitat = 0x0000; 
  
 /* i es recorren tots els grafcets, etapa per etapa */ 
 
 /* grafcet G2 */ 
 if (G[G2].Forcat) // primer es comprova si cal evolucionar-lo. 
  { 
   AvaluaReceptivitats(G2);  //s’avaluen les receptivitats.  
 
   /* desactivació d’etapes actives amb receptivitats certes. */ 
   if (G[G2].EtapaActivaAux & ETAPA0) // G2.Etapa20 
   { 
    if (G[G2].Receptivitat & (TRAN0 | TRAN1))   // E20>T0/T1 
     G[G2].EtapaActiva &= ~ETAPA0; // es desactiva l’etapa. 
   } 
   if (G[G2].EtapaActivaAux & ETAPA1) // G2.Etapa21 
   { 
    if (G[G2].Receptivitat & (TRAN2 | TRAN3))   // E21>T2/T3 
     G[G2].EtapaActiva &= ~ETAPA1; // es desactiva l’etapa. 
   } 
   /* ... */ 
   /* activació d’etapes per a G2. */ 
   if (G[G2].EtapaActivaAux & ETAPA0) // G2.Etapa20 
   { 
    if (G[G2].Receptivitat & TRAN0) // E20>T0>E21 
     G[G2].EtapaActiva |= ETAPA1); // s’activa l’etapa. 
    if (G[G2].Receptivitat & TRAN1) // E20>T1>E22 
     G[G2].EtapaActiva |= ETAPA2); // s’activa l’etapa. 
   } 
  /* ... */ 
  /* un cop desactivades i activades les etapes, es calculen 
     els flags d’inici i fi d’etapa */ 
  G[G2].FlagsIniciEtapa = G[G2].EtapaActiva & ~G[G2].EtapaActivaAux; 
  G[G2].FlagsFiEtapa = ~G[G2].EtapaActiva & G[G2].EtapaActivaAux; 
 
  }  // fi de l’if(forçat) pel G2. 
 /* ... i es segueix el mateix procediment per a tots els grafcets. */ 
 
}   // fi del mòdul de fer evolucionar. 
 
Noti’s que l’etapa 20 del grafcet G2 es desactiva si a) està activa i b) alguna de les 
receptivitats de les seves transicions també –la transició 0 o la 1–. I noti’s també que al 
activar etapes, es comprova la mateixa condició per activar l’etapa següent en funció de la 
transició. Si estava activa la transició 0, s’activa l’etapa 21, i/o si ho estava la transició 1, 
s’activa l’etapa 22. 
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Finalment es realitza la comparació bit a bit dels estats anterior i actuals de les etapes per 
enregistrar els flags d’inici i fi d’etapa. 
La funció AvaluaReceptivitats registra el valor de les receptivitats del grafcet que se li 
demana mitjançant nG: 
void AvaluaReceptivitats(unsigned char nG)  
{ 
 switch (nG) 
 { 
 case G2: 
 /* ... */ 
 case G3: 
  // G3.T0 
  if (EA_vbus > VLIM) 
   G[G1].Receptivitat |= TRAN0; 
  // G3.T1 
  if (EA_vbus <= VLIM) 
   G[G1].Receptivitat |= TRAN1; 
  break; 
 }    // fi del switch(nG). 
 
} fi de la funció que avalua les receptivitats. 
Si es segueix una metodologia i es té molta cura en especificar quines transicions i etapes 
s’estan manipulant per poder fer una relació constant amb el Grafcet, es té un procediment 
altament eficient. 
6.7.6. AccionsPuntuals(); 
En les accions puntuals cal implementar aquelles accions que només s’executen en els 
esdeveniments, però també els forçaments i activacions de grafcets corresponents a les 
etapes capsa. 
La comprovació del flag d’inici i fi d’etapa és opcional, depenent de la quantitat d’accions que 
tingui cada grafcet i la probabilitat de que els flags estiguin actius. 
Atès que en aquest bloc es manipulen 
les etapes actives com a lectura i 
escriptura, cal conservar la jerarquia, 
tractant primer els de major rang. 
Degut que, en general, les accions 
puntuals no són complexes, es poden 
escriure totes juntes en la mateixa 
funció. 
 
Fig. 6.2. Exemple del grafcet G17 amb accions 
puntuals. 
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En el grafcet de la Fig. 6.2 es tenen els quatre tipus d’accions puntuals, que s’executarien en 
aquest ordre per a cada grafcet: 
void AccionsPuntuals() 
{ 
/* ...entenent que es conserven les jerarquies... */ 
 /* accions a la desactivació */ 
 if (G[G17].FlagFiEtapa & ETAPA1) 
  A3++;   // increment del comptador A3. 
 
 /* accions al franqueig de transicions */ 
 if (G[G17].FlagFiEtapa & ETAPA1) // es comprova si s’ha  
 {        // desactivat l’etapa1. 
  if (G[G17].Receptivitat & TRAN1) // i es franqueja T1. 
   A8 = 9;  // s’executa l’acció. 
 } 
  
 /* accions a l’activació */ 
 if (G[G17].FlagIniciEtapa & ETAPA2) // a l’etapa 2 
  A3 = 3;       // s’assigna un valor a A3. 
 
 /* accions a l’esdeveniment */ 
 /* l’exemple especifica que cal assignar el valor 0 a A6 si, mentre 
      l’etapa 3 està activa, l’etapa 0 es desactiva (Deactivation). */ 
 if (G[G17].EtapaActiva & ETAPA3) // comprovació de l’estat de 
 {           // l’etapa 3. 
  if (G[17].FlagFiEtapa & ETAPA0) // comprovació del flag E0 
   A6 = 0;      // execuió de l’acció puntual. 
 } 
 
}  // fi del bloc d’accions puntuals. 
I fer el mateix per a totes les accions puntuals de tots els grafcets. 
Per a les accions a realitzar associades amb el forçament i activació d’etapes en un grafcet 
encapsat, l’exemple de l’Annex C és molt il·lustratiu. 
6.7.7. GrafcetEstable(); 
Aquest bloc és quasi tan senzill com el d’AssignaAux. Només consisteix en recórrer tots els 
grafcets i comprovar si tots els valors de les etapes actives coincideixen amb els respectius 
valors de les etapes actives auxiliars. Si el Grafcet és estable, retorna un 1; si no, retorna un 
0: 
unsigned char GrafcetEstable() 
{ 
 unsigned char nG; 
 unsigned char estable; 
 
 nG = 0; 
 estable = 1; 
 
 while ((nG < nGRAFCET) && estable) 
 {      // es recorren tots els grafcets 
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  estable = (G[nG].EtapaActiva == G[nG].EtapaActivaAux) 
  nG++; 
 }  // fi del while  
 return(estable);  // si s’arriba al final del bucle sense que 
         // es modifiqui el valor d’estable, serà que 
         // cap grafcet ha evolucionat. 
} // fi de la comprovació. 
6.7.8. AccionsContinues(); 
Aquest és l’altre bloc en què cal particularitzar les característiques del Grafcet. Es recorren 
totes les etapes de tots els grafcets i, si estan actives, s’executa l’acció que tenen associades. 
En casos de programes molt grans, es pot fer com en el bloc d’EvolucióGrafcet, en què 
una part del codi es separa en una acció a part mitjançant una estructura switch. 
Primer es recorren tots els grafcets executant les accions referents exclusivament a 
forçaments. Després es tornen a recórrer per executar la resta d’accions contínues. 
Per assegurar que els grafcets només seran forçats si alguna etapa activa –seguint la 
jerarquia– així ho imposa, es comença per posar tots els forçaments a 0. Atès que el 
comportament dels grafcets encapsats és completament al revés, el que es fa és forçar-los 
per defecte. 
L’estructuració en C de la part de forçament d’aquesta funció té el següent aspecte: 
void AccionsContinues(); 
{ 
 unsigned char nG; 
 
 /* Primer de tot es desforcen tots els grafcets, excepte els 
    encapsats */ 
 for (nG = 0; nG < nGRAFCET; nG++) 
  G[nG].Forcat = 0; 
 G[G3].Forcat = 1; 
 
 /* aleshores es recorren els grafcets i s’executen els forçaments 
    adients */ 
 /* primer el G2 */ 
 if (G[G2].EtapaActiva & ETAPA1) // G2.Etapa21 
 { 
  G[G1].Forcat = 1;  // es força el G1 perquè no evolucioni 
  G[G1].EtapaActiva = (ETAPA1 | ETAPA5); // s’activen només les 
             // etapes adients. 
  // es comprova si s’acaben d’activar o desactivar les etapes. 
  G[G1].FlagsIniciEtapa = G[G1].EtapaActiva & ~G[G1].EtapaActivaAux; 
  G[G1].FlagsFiEtapa = ~G[G1].EtapaActiva & G[G1].EtapaActivaAux; 
 } // fi de l’if de forçat d’etapes 
 if (G[G2].EtapaActiva & ETAPA2) // G2.Etapa22 
  /* ... */ 
 
 // el desforçament d’una etapa capsa: 
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 if (G[G1].EtapaActiva & ETAPA5) 
  G[G3].Forcat = 0; 
 
Un cop modificades totes les etapes dels grafcets forçats, ja es poden executar les accions 
contínues, però primer cal posar a zero la variable auxiliar de les sortides digitals i 
analògiques perquè, igual que amb els forçaments de grafcets, només s’activin les sortides 
expressament activades per alguna etapa activa. A més així també es garanteix que una 
sortida activada per etapes consecutives romandrà activada sense interrupcions durant 
l’evolució del grafcet. 
El que es té per a les accions contínues és: 
 SortidaDig = 0x0000; 
 
 /* G1 */ 
 if (G[G1].EtapaActiva & ETAPA0) // G1.Etapa10 
  SortidaDig |= SD3; // resistència de precàrrega. 
 
 if (G[G1].EtapaActiva & ETAPA1) // G1.Etapa11 
  SortidaDig |= SD0; // led_on, indicant mode normal. 
 
 if (G[G1].EtapaActiva & ETAPA2) // G1.Etapa12 
  SortidaDig |= (SD4 | SD1 | SD2); // Fre mecànic, Led d’alarma i 
          //  alarma sonora. 
  
/* ... el mateix per a tots els grafcets... */ 
 
} // fi dels forçaments de grafcets i les accions contínues. 
6.7.9. SortidesFisiques(); 
Finalment s’arriba al final del PLCscan amb l’activació de les sortides físiques –en funció de 
com hagin estat les entrades i l’estat del sistema–. 
El que es fa aquí és relacionar cada una de les sortides digitals i analògiques amb la seva 
variable del sistema embedded corresponent. Activant-les si la variable auxiliar així ho indica i 
desactivant-les si està a zero. 
Per complir amb la relació entre variables auxiliars i sortides físiques, cal anar seguint la taula 
de variables que s’ha definit a l’inici del procés de programació: 
void SortidesFisiques() 
{ 
 if (SortidaDig & SD0) // led_on 
  P40 = 1; 
 else 
  P40 = 0; 
 
 if (SortidaDig & SD1_ledAL) // led_al 
  P41 = 1;   // led_al encès. 
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 else     // o 
  P41 = 0;   // led_al apagat. 
 
 /* ... */ 
 
}  // fi de l’últim bloc del programa. 
6.8. Els comptadors. 
Per poder gestionar els bits de temporització encara manca que la taula de comptadors 
TimerP i TimerPB s’incrementin en cada interrupció. 
Un cop configurada la interrupció a la freqüència adequada, el codi en C que cal inserir dins al 
cos de la interrupció és: 
interrupt T_1ms(void) 
{ 
 unsigned char nT; 
 /* es pren la taula de comptadors de pujada i s’incrementen els 
    valors –tants com temporitzadors– actuals en una unitat */ 
 for (nT = 0; nT < nTimerP; nT++) 
  TimerP[nT]++; 
 
 /* i el mateix per als de baixada */ 
 for (nT = 0; nT < nTimerPB; nT++) 
  TimerPB[nT]++; 
 
} // fi de la interrupció. 
6.9. Documentació del programa. 
Aplicant el GeCé és imprescindible tant a nivell d’especificacions, a l’hora de programar, com 
a l’hora de fer un manteniment del software embedded, generar una documentació adequada 
de tot el sistema i el software. 
Les parts que han de constar per a un correcte manteniment en la documentació d’un 
software embedded programat amb GeCé són, com a mínim: 
¤ Grafcet del sistema a nivell de programació. 
¤ Relació de les variables del Grafcet amb les variables internes del sistema. 
¤ Relació de les diferents variables definides, a part de les predefinides en el GeCé. 
¤ Paràmetres d’entrada i sortida i especificacions de les funcions especials –
presumptament paral·leles al cicle del Grafcet– per tal d’activar-les, desactivar-les o 
executar-les. 
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¤ Valor de la freqüència de les interrupcions per a la implementació de temporitzadors. 
Si escau, també s’acompanyarà la documentació amb una còpia del GeCé i el corresponent 
diagrama de la guia GEMMA. 
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7. EL GeCé I LA GUIA GEMMA. 
En el capítol §3.5, pàgina 42, s’ha introduït la guia GEMMA com un complement ideal –i en 
certs casos imprescindible– per a l’especificació de processos automatitzats programats en 
GRAFCET. 
És per això que després d’elaborar un protocol per convertir els Grafcets al llenguatge C, fóra 
igual d’interessant elaborar una metodologia per incorporar la guia GEMMA al disseny de les 
especificacions de sistemes embedded. Aquesta incorporació de la guia GEMMA consta de 
dues parts: 
¤ Elaboració de la guia GEMMA per al sistema especificat. 
¤ Implementació i manteniment de la guia GEMMA elaborada. 
La primera de les dues parts no es comentarà en aquest projecte perquè ja està definida en 
el si de la pròpia guia GEMMA. Es poden trobar metodologies d’elaboració de la guia GEMMA 
atenent a les particularitats de l’automatisme que es desitja especificar a [37], [14], [53] i 
[55]. 
La segona part, de programació aplicada de la guia GEMMA es pot trobar a [14] aplicada als 
SFC d’un autòmat TSX37. El que aquí es presentarà és una programació de la guia GEMMA 
mitjançant GRAFCET, completament compatible amb el GeCé. 
7.1. Programació de la guia GEMMA sobre GRAFCET. 
La intenció d’aquest capítol és donar les eines per convertir la guia GEMMA adequada a 
l’automatisme, determinada mitjançant una metodologia adequada, en un grafcet que 
comandi l’activació i desactivació de tots els altres grafcets. 
Partir de la guia GEMMA de la Fig. 3.11 i pretendre convertir-la en un gran Grafcet equivalent 
és una quimera assequible, però que no porta enlloc. No és tant eficient fer servir només 
certes etapes d’un Grafcet equivalent a una guia GEMMA, com ho és elaborar una guia 
GEMMA per a cada automatisme i, un cop simplificada, convertir-la en un Grafcet. 
El que es mostra a continuació és una línia orientativa per convertir la guia GEMMA en el seu 
Grafcet equivalent. 
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La guia GEMMA mostra tots els possibles estats en els que es pot trobar el control d’un 
procés automatitzat. El primer que cal fer és dissenyar un grafcet –grafcet GEMMA– que 
tindrà el rang màxim, i  que s’encarregui de gestionar l’activació i desactivació de les rutines 
de cada estat. 
De tots els possibles estats de la guia GEMMA, només es pot estar en un a cada moment. La 
segona conclusió que es pot treure és que el grafcet resultant que es correspongui a la guia 
GEMMA, només podrà tenir una etapa activa simultàniament. 
La guia compta amb què a l’interior de cada estat s’hi programen un seguit d’accions o 
procediments a realitzar. Aquesta idea casa molt bé amb el concepte d’etapes capsa que 
s’introdueix a la segona edició del GRAFCET. La tercera conclusió és que cada bloc de la guia 
GEMMA s’ha de correspondre amb una etapa capsa del grafcet GEMMA, i que contindrà les 
rutines que s’han d’executar en forma de grafcets encapsats. 
Les transicions entre estats de la guia es tradueixen en transicions del grafcet GEMMA. Com a 
quarta conclusió, les transicions entre estats de la guia GEMMA es poden i s’han d’expressar 
de la mateixa manera que qualsevol transició vàlida en GRAFCET. Això comprèn condicions 
temporals, valors d’entrades digitals, l’estat d’una etapa qualsevol del Grafcet, flancs de 
variables, etc. 
Aquestes quatre normes s’agrupen en la llista següent: 
¤ L’esquema de la guia GEMMA es tradueix en un grafcet anomenat GEMMA, i que ha de 
tenir el màxim rang dels grafcets del programa. 
¤ Només una etapa del grafcet GEMMA pot estar activa en tot moment. 
¤ Els estats de la guia GEMMA es corresponen a etapes capsa, encarregades d’activar les 
rutines pertinents. 
¤ Les transicions entre estats de la guia es formulen igual que les transicions del 
GRAFCET. 
A partir d’aquestes quatre normes es pot traduir qualsevol guia GEMMA en un grafcet capaç 
de comandar totes les rutines d’un sistema automatitzat. Com exemple de traducció de guia 
GEMMA a grafcet, es mostren a continuació –Fig. 7.1, Fig. 7.2 i Fig. 7.3–les traduccions 
corresponents a les guies GEMMA dissenyades en un llibre d’Automatització Industrial amb 
GRAFCET: [37]
 


































































Fig. 7.2. Traducció a GRAFCET d’una guia GEMMA de Marxa de verificació amb 
ordre. 
 


































Fig. 7.3. Traducció a GRAFCET d’una guia GEMMA de Marxa de verificació sense ordre. 
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CONCLUSIONS 
Davant la creixent necessitat d’eines per descriure i especificar el comportament dels sistemes 
embedded, s’ha desenvolupat el GeCé, una guia metodològica per implementar 
automatismes dissenyats en GRAFCET i traduir-los al C, el llenguatge en què majoritàriament 
es programen els microprocessadors. 
Un cop adquirida la dinàmica de traducció del GRAFCET a C proposada en el GeCé, la 
programació en C de sistemes seqüencials esdevé àgil, versàtil i molt sistemàtica, 
augmentant la fiabilitat i flexibilitat del programa, i reduint els temps de programació i de 
detecció i correcció d’errors. Això comporta una reducció dels recursos necessaris i la càrrega 
econòmica del projecte. 
El GeCé s’ha aplicat en la programació d’un microcontrolador NEC D780078, de 8 bits i d’un 
DSP TMS320LF2403A de Texas Instruments, de 16 bits, i ha donat resultats molt positius, 
demostrant la robustesa dels sistema. Ha agilitzat tota la part d’especificació i descripció del 
comportament seqüencial dels processadors, i les modificacions que es duen a terme no 
impliquen una reestructuració del codi del programa, sinó que es limiten a modificar les 
especificacions en GRAFCET. També ha permès dissenyar els automatismes seguint la guia 
GEMMA adequada al procés i a les necessitats del sistema de control, permetent tenir un 
control dels diferents modes de funcionament de marxa i aturada dels sistemes. 
 
Com a línies futures d’actuació, es proposa realitzar un model simplificat del GeCé: a partir 
d’un GRAFCET amb restriccions –no permetre forçaments, limitar el número de 
temporitzadors, ...– desenvolupar una guia metodològica que generi una quantitat de codi C 
menor per a aplicacions crítiques en memòria de programa. 
També es considera la confecció d’un editor gràfic de grafcets capaç de compilar 
automàticament de GRAFCET a C, seguint l’esquema general i les rutines descrites en el 
projecte, i generant un codi interpretable pel microprocessador. 
A nivell acadèmic es pot aprofundir en la necessitat d’establir jerarquies entre els diferents 
grafcets. Estudiant metodologies i dissenys que aportin una major fiabilitat i un caràcter més 
unívoc al GRAFCET. En aquesta línia es pot aprofitar el gran avenç en l’anàlisi matemàtic de 
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1. INTRODUCCIÓ. 
El GeCé és una guia per compilar manualment del llenguatge GRAFCET definit en l’estàndard 
IEC 60848 Ed.2 al llenguatge en què es programen molts microcontroladors del mercat: el 
codi C. 
El codi C és molt potent a l’hora d’implementar programes i algorismes, però del tot 
insuficient en les etapes d’especificació, definició i manteniment d’un programa. L’objectiu 
d’aquesta guia és dotar els sistemes embedded d’una eina tant potent com és el GRAFCET en 
l’especificació, la descripció i la definició del comportament i evolució del sistema de control. 
D’aquesta manera es pot disposar d’un software embedded amb unes especificacions i una 
descripció del comportament del sistema molt clars. Això dota el sistema embedded de 
flexibilitat, facilitat de programació i manteniment, claredat en les etapes de definició del 
control, etc. Totes aquestes virtuts es tradueixen en una disminució important dels costos 
associats al desenvolupament i manteniment del software embedded. 
Així, la concepció d’un software embedded amb aquesta guia consisteix en desenvolupar la 
guia GEMMA i el seguit de grafcets corresponents al comportament desitjat del sistema de 
control –atenent-se a certes interpretacions en l’evolució del GRAFCET adoptades en el GeCé– 
per tot seguit traduir els grafcets resultants seguint pas a pas el GeCé. En les posteriors 
etapes de modificació i manteniment del Grafcet de control, cal mantenir de forma estricta la 
coordinació entre la documentació en llenguatge GRAFCET i el codi de programa en C, 
seguint les pautes del GeCé. 
 
Si bé la compilació de GRAFCET a C es podria executar mitjançant diferents algorismes, 
variables o funcions, s’ha optat per una solució determinada completament operativa amb 
l’estàndard IEC 60848 Ed.2. La solució adoptada és un equilibri entre la necessitat d’un codi 
òptim i eficient i la necessitat de rutines senzilles de baixa complexitat, per facilitar la 
programació, manteniment i detecció d’errors del programa. 
L’estàndard esmentat concep el GRAFCET amb un seguit de successos ideals, lligats a temps 
d’execució nuls. Atès que això no és possible d’implementar en un microcontrolador, El GeCé 
ha d’interpretar certs aspectes en l’evolució del GRAFCET a l’hora d’implementar-los. En cada 
cas s’ha intentat prendre la interpretació més intuïtiva possible, i serà convenientment 
comentada al llarg del document quan escaigui. 
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Finalment, comentar que el GeCé té caràcter d’estandardització. Per tant, es desaconsellen 
enèrgicament les variacions a qualsevol nivell de la solució presentada. D’aquesta manera, el 
codi en C obtingut serà fàcilment intel·ligible per tots els coneixedors del GeCé, reduint la 
complexitat i dificultat del programa. 
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2. ESPECIFICAIONS DEL GECÉ. 
En aquest capítol s’especifiquen certes característiques dels programes resultants mitjançant 
el GeCé, tals com el número màxim d’etapes i transicions per a cada grafcet, quantitat de 
comptadors de temps i de flancs de pujada i baixada de les variables del sistema, 
comportament síncron o asíncron del cicle de programa, etc. 
En tota la guia es denomina GRAFCET –amb majúscules– al llenguatge de programació 
especificat en l’estàndard IEC 60848 Ed.2; Grafcet –amb la inicial en majúscula– al conjunt 
d’un programa definit mitjançant el llenguatge GRAFCET; i grafcet –tot en minúscules– a 
cada un dels diagrames que conformen un Grafcet. 
2.1. Configuració síncrona / asíncrona. 
Atès que l’estàndard del GRAFCET no fixa si el comportament d’aquest ha de ser síncron o 
asíncron, resta a decisió del programador optar per una configuració o altra. 
Una configuració síncrona permet la possibilitat de preveure amb exactitud l’evolució del 
sistema, de naturalesa discreta, donada una seqüència d’entrades i un estat determinat.  
També permet introduir, en el cos del cicle de programa, tasques síncrones de control, per 
disposar de sortides sincronitzades. 
Per altra banda, una configuració asíncrona no és del tot predictible, però és la màxima 
aproximació a un sistema no discret. Els cicles són de durada variable, però aquesta sempre 
és la mínima possible. Per altra banda, cal vigilar que la durada dels cicles no sigui 
excessivament gran. 
Si s’opta per una configuració asíncrona, el cicle de programa es ficarà dins un bucle sense fi 
dins el cos del programa principal. Si pel contrari es requereixen o es prefereixen les 
prestacions d’una evolució síncrona, el cicle de programa haurà d’estar lligat a una interrupció 
del microcontrolador convenientment configurada. 
2.2. Quantitat d’etapes i transicions. 
Com es veurà en el capítol §3, en què es defineixen les variables del programa, l’estat de 
cada etapa d’un grafcet es defineix mitjançant un únic bit dins una variable de 1, 2 o 4 bytes 
(depenent del microcontrolador del sistema embedded amb què es treballi). Per tant, hi 
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poden haver en cada grafcet tantes etapes com bits tingui la variable amb què es treballi. I 
exactament el mateix passa per a les transicions i els flags d’inici i fi d’etapa lligats a cada 
etapa, i les etapes auxiliars. 
Degut a què els microcontroladors o els compiladors acostumen a incloure mecanismes per 
gestionar els diferents tipus de variables definits, atenent als bits amb què treballa realment 
el microcontrolador, s’opta per limitar el GeCé als següents paràmetres de la Taula 2.1, 
segons siguin microcontrolador de 8, 16 o 32 bits: 
Paràmetre val.màx. 8 bits 
val.màx. 
16 o 32 
bits 
Constant Observacions 
grafcets Il·limitat Il·limitat nGRAFCET Limitat per RAM 
Etapes 16 32 nETAPES - 
Transicions 16 32 - - 
Entrades digitals 16 32 - - 
Flancs de pujada 16 32 - - 
Flancs de Baixada 16 32 - - 
Entrades Analògiques Il·limitat Il·limitat - - 
Sortides Analògiques Il·limitat Il·limitat - - 
Sortides digitals 16 32 - - 
Comptadors de pujada 16 32 nTempP - 
Comptadors de pujada 
i baixada 
8 16 nTempPB 8/16 de pujada i 8/16 de 
baixada 
Variables de memòria 16 32 - variables binàries 
Taula 2.1. Acotaments del GeCé. 
En tot cas, aquests límits s’atendran a les capacitats de cada microcontrolador i compilador a 
l’hora de treballar amb cada un d’aquests tipus de dades. 
Per a aplicacions que requereixin més recursos que els descrits a la Taula 2.1, es proposaran 
solucions òptimes i coherents al capítol §10. 
2.3. Interrupcions. 
Per poder programar els comptadors dissenyats i explicats al capítol §5.4, cal que el 
microprocessador disposi d’interrupcions capaces de gestionar el temps, i que estiguin a 
l’abast del programador. 
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2.4. Funcions addicionals al GRAFCET. 
Es poden introduir en el programa funcions complementàries al GRAFCET, tal com gestió de 
comunicacions amb perifèrics mitjançant protocols específics, llaços de control d’una sortida, 
control de motors mitjançant PWM, etc. 
L’únic requisit és que han d’estar comandats únicament des del Grafcet, que no en 
consumeixin els recursos (memòria de dades, temps d’execució de programa, …) i que 
s’especifiquin per escrit –junt amb el GeCé i la resta de documentació del programa, capítol 
§8–. 
2.5. Temps d’execució i ordre del programa. 
Els temps d’execució està estretament lligat a la velocitat de procés del microcontrolador, i a 
la freqüència del rellotge associat. 
Per altra banda, el programa només realitza bucles dins altres bucles per recórrer les etapes 
de tots els grafcets. Considerant que el número d’etapes de tots els grafcets es troba limitat, 
el temps d’execució només dependrà de la quantitat de grafcets amb què treballi, per tant 
l’ordre del programa serà 1: O(n) = 1. 
2.6. Transformacions inicials. 
Degut a la solució particular adoptada en la interpretació i evolució del Grafcet, cal 
transformar l’estructura de sincronisme de seqüències en estructures de sincronisme 




Fig. 2.1. Transformació del sincronisme de seqüències en 
sincronisme interpretat per a una correcta evolució del Grafcet. 
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3. DEFINICIÓ DE VARIABLES I CONSTANTS. 
Per obtenir una relació unívoca entre les diferents variables físiques del sistema i les seves 
variables corresponents dins el programa, el GeCé estableix una sèrie de variables i constants 
per fer referència a l’estat dels grafcets, les variables d’entrada o sortida, variables internes de 
memòria, etc. Però també estableix un seguit de constants el valor de les quals facilita la 
redacció i comprensió del codi C. 
3.1. Definició de variables. 
En aquest capítol es defineixen totes les variables que requereix el GeCé, així com els noms i 
les declaracions corresponents. 
El llenguatge C contempla la definició de diferents tipus de dades, entre elles nombres enters 
–int, de 16 bits–, reals –float, de 32 bits– o caràcters –char, de 8 bits–. 
Per a les variables binàries, es fan servir variables enteres o reals i es gestiona cada un dels 
seus bits de forma independent. 
Degut a què moltes variables seran tractades a nivell de bit, també és aconsellable definir-les 
sense signe –unsigned float– per evitar resultats inesperats en la manipulació de bits. 
La descripció que segueix, per facilitat de comprensió, s’adequa a les característiques dels 
microcontroladors de 8 bits, però és completament anàloga per als de 16 bits. 





Cada un dels elements de la taula conté les característiques d’un grafcet. En les variables de cada 
grafcet es defineixen l’estat de les etapes, l’estat de les receptivitats, els flancs de pujada i baixada 
associats a l’estat de les etapes i si el grafcet està forçat o no. 
L’ordre que ocupen els grafcets dins la taula és molt important, perquè s’ha d’ajustar a la jerarquia 
que, com s’ha comentat, han de mantenir els grafcets. Així, la taula sempre es processa de 0 a 
nGRAFCET, per tant, el grafcet de menor número, és el primer en ser processat –i el més gran en la 
jerarquia–. 
Entrades digitals EntradaDig unsigned int EntradaDig;
Cada bit de la variable s’associa a una entrada digital del sistema. 
Còpia de les entrades digitals EntradaDigAux unsigned int EntradaDigAux; 
Una còpia de la variable anterior per poder detectar els flancs de pujada i baixada de les entrades. 
sortides digitals SortidaDig unsigned int SortidaDig;
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Cada bit de la variable s’associa a una sortida digital del sistema. És la variable corresponent a 
SortidesFísiques que s’ha fet servir al llarg de la memòria. 
Entrades Analògiques EA_* unsigned # EA_*;
Les variables de les entrades analògiques poden tenir qualsevol nom –*–, però han d’anar precedides 
de EA_. La declaració de la variable –#–dependrà dels conversors A/D de cada microcontrolador. 
Sortides Analògiques SA_* unsigned # SA_*;
Les variables de les sortides analògiques poden tenir qualsevol nom –*–, però han d’anar precedides 
de EA_. La declaració de la variable –#–dependrà dels conversors D/A de cada microcontrolador. 
Flancs de Pujada FlancP unsigned int FlancP;
Cada bit de la variable controla el flanc de pujada d’una dada qualsevol –entrada digital, condició 
booleana, comparació d’una entrada analògica amb un valor, etc.–. 
Flancs de Baixada FlancB unsigned int FlancB;
Cada bit de la variable controla el flanc de baixada d’una dada qualsevol –entrada digital, condició 
booleana, comparació d’una entrada analògica amb un valor, etc.–. S’aconsella relacionar la posició 
dels bits amb FlancP, encara que no se’n faci ús. 
Comptadors dels Temporitzadors de 
Pujada 
TimerP unsigned int TimerP [nTempP];
Taula de nTempP nombres de 16 bits que serveix per comptar les interrupcions periòdiques; per als 
flancs de pujada. 
Comptadors dels Temporitzadors de 
Pujada i Baixada 
TimerPB unsigned int TimerPB [nTempPB];
Taula de nTempPB nombres de 16 bits que serveix per comptar les interrupcions periòdiques; per als 
flancs de pujada i baixada. 
Límit dels comptadors de Pujada TlímitP unsigned int TlimitP [nTempP];
Taula on s’emmagatzemen els valors fins on ha de comptar cada comptador de pujada. 
Límit dels comptadors de Pujada i 
Baixada 
TLímitPB unsined int TlimitPB [nTempPB];
Taula on s’emmagatzemen els valors fins on ha de comptar cada comptador de pujada i baixada. 
Estat dels temporitzadors de Pujada BitTimerP unsigned int BitTimerP
Cada bit es refereix a l’estat de cada un dels comptadors de pujada de què es disposa. 
Estat dels temporitzadors de Pujada i 
Baixada 
BitTimerPB unsigned int BitTimerPB
Cada bit es refereix a l’estat de cada un dels comptadors de pujada i baixada de què es disposa. 
Variables de memòria B_Bit unsigned int B_Bit
En cada bit de la variable es guarda una variable binària de memòria que no es reseteja en tot el cicle. 
Taula 3.1. Variables que empra el GeCé. 
*Nota: La Declaració de la variable de grafcets es mostra a continuació al cos del text. 
L’estructura que defineix els grafcets no és a la taula, sinó a continuació: 
struct grafcetGENERAL 
{ 
 unsigned char Forcat;  // per forçar el grafcet. 
 unsigned int  EtapaActiva; // estat futur de les etapes. 
 unsigned int EtapaActivaAux; // estat anterior de les etapes. 
 unsigned int FlagIniciEtapa; // si l’etapa s’acaba d’activar. 
 unsigned int FlagFiEtapa; // si l’etapa s’acaba de desactivar. 
 unsigned int Receptivitat; // estat de les receptivitats. 
} G[nGRAFCET]; 
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Aquestes variables fan referència a l’evolució del cicle de programa, i s’han de llegir i escriure 
al llarg de funcions diferents. Per això es considera més oportú definir-les com a globals per a 
totes les funcions que estar passant contínuament les dades d’una funció a l’altra. 
Per a un bon desenvolupament de la redacció del programa, així com per a un 
manteniment eficient, cal fer una relació de les variables externes del sistema 
amb la seva corresponent variable en el programa. El mateix per a les sortides i 
per a les variables internes. 
3.2. Definició de constants. 
Per facilitar la concepció, i manteniment del programa, es fan servir una sèrie de paràmetres 
constants que substitueixin, en el cos del programa, els valors numèrics. 
En el GeCé es considera l’ús de les constants de la Taula 3.2, i resta obert a noves definicions 
–que no trepitgin les ja definides–: 
 
Nom Valor Definició 
nGRAFCET - número de grafcets del programa 
nEtapes - número d’etapes del grafcet amb més etapes 
nTempP - número de Temporitzadors de Pujada 
nTempPB - número de Temporitzadors de Pujada i Baixada (junts) 
nBBits - número de bits de memòria 
GEMMA 0 grafcet principal del programa; ocupa la major jerarquia dels 
grafcets. 
G# 0..nGRAFCET la resta dels grafcets, endreçats jeràrquicament. Cal substituir # 
pel nom o número de cada grafcet.  
ETAPA0 0x0001 Constant per accedir al bit menys significatiu de les variables 
d’etapes. 
ETAPA1 0x0002 Constant per accedir al segon bit menys significatiu de les 
variables d’etapes. 
ETAPA2 0x0004 Constant per accedir al tercer bit menys significatiu de les variables 
d’etapes. 
ETAPA3 0x0008 Constant per accedir al quart bit menys significatiu de les variables 
d’etapes. 
...   
ETAPA15 0x8000 Constant per accedir al bit més significatiu de la variable d’etapa 
de 16 bits. 
TRAN0 0x0001 Constant per accedir al bit menys significatiu de la variable de 
receptivitats. 
..   
TRAN15 0x8000 Constant per accedir al bit més significatiu de la variable de 
receptivitats. 
TIMER0 0x0001 Constant per accedir al bit 0 de BitTimerP i BitTimerPB 
ES0 0x0001 Constant per accedir al bit 0 d’EntradaDig i de SortidaDig. 
FLANC0 0x0001 Constant per accedir al bit 0 de FlancP i de FlancPB. 
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BIT 0x0001 Constant per accedir al bit 0 de qualsevol variable de 16 bits. 
BIT12 0x1000 Constant per accedir al bit 12 de qualsevol variable de 16 bits. 
ENC_INI_G#  Constant amb el valor de les etapes inicials del grafcet encapsat #. 
Quan calgui carregar les etapes inicials, s’assignarà aquest valor a 
les etapes actives. 
Taula 3.2. Constants que empra el GeCé. 
Les constants definides a la Taula 3.2 estan així definides per accedir fàcilment a qualsevol bit 
d’una variable de 16 bits. Així que l’objectiu d’aquestes constants és tenir un únic bit situat en 
la posició que el nom de la constant indica. En la Taula 3.3 es mostren els valors decimal, 
hexadecimal i binari per a cada una de les constants amb el nom TRAN i BIT –i per extensió 
FLANC, ETAPA, etc.–. Totes aquestes constants són iguals, però tenen un nom diferent per 
facilitar la comprensió del programa en C a l’hora d’accedir als bits de les variables 
corresponents. 
 
CONSTANTS HEX DEC bin 
TRAN0 BIT0 FLANC0 0x0001 1 0000 0000 0000 0001 
TRAN1 BIT1 FLANC1 0x0002 2 0000 0000 0000 0010 
TRAN2 BIT2 FLANC2 0x0004 4 0000 0000 0000 0100 
TRAN3 BIT3 FLANC3 0x0008 8 0000 0000 0000 1000 
TRAN4 BIT4 FLANC4 0x0010 16 0000 0000 0001 0000 
TRAN5 BIT5 FLANC5 0x0020 32 0000 0000 0010 0000 
TRAN6 BIT6 FLANC6 0x0040 64 0000 0000 0100 0000 
TRAN7 BIT7 FLANC7 0x0080 128 0000 0000 1000 0000 
TRAN8 BIT8 FLANC8 0x0100 256 0000 0001 0000 0000 
TRAN9 BIT9 FLANC9 0x0200 512 0000 0010 0000 0000 
TRAN10 BIT10 FLANC10 0x0400 1024 0000 0100 0000 0000 
TRAN11 BIT11 ... 0x0800 2048 0000 1000 0000 0000 
TRAN12 BIT12  0x1000 4096 0001 0000 0000 0000 
TRAN13 BIT13  0x2000 8192 0010 0000 0000 0000 
TRAN14 BIT14  0x4000 16384 0100 0000 0000 0000 
TRAN15 BIT15  0x8000 32768 1000 0000 0000 0000 
Taula 3.3. Representació hexadecimal, decimal i binària de les constants per 
accedir als bits de les variables de 16 bits. 
I a continuació es mostra la declaració de totes les constants que empra el GeCé. 
/* Definició de constants */ 
/* constants per accedir als bits de les variables (en columnes) */ 
#define ETAPA0 0x0001 
#define ETAPA1 0x0002 
#define ETAPA2 0x0004 
#define ETAPA3 0x0008 
#define ETAPA4 0x0010 
#define ETAPA5 0x0020 
#define ETAPA6 0x0040 
#define ETAPA7 0x0080 
#define ETAPA8 0x0100 
#define ETAPA9 0x0200 
#define ETAPA10 0x0400 
#define ETAPA11 0x0800 
#define ETAPA12 0x1000 
#define ETAPA13 0x2000 
#define TRAN0 0x0001 
#define TRAN1 0x0002 
#define TRAN2 0x0004 
#define TRAN3 0x0008 
#define TRAN4 0x0010 
#define TRAN5 0x0020 
#define TRAN6 0x0040 
#define TRAN7 0x0080 
#define TRAN8 0x0100 
#define TRAN9 0x0200 
#define TRAN10 0x0400 
#define TRAN11 0x0800 
#define TRAN12 0x1000 
#define TRAN13 0x2000 
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#define ETAPA14 0x4000 
#define ETAPA15 0x8000 
 
#define TIMER0 0x0001 
#define TIMER1 0x0002 
#define TIMER2 0x0004 
#define TIMER3 0x0008 
#define TIMER4 0x0010 
#define TIMER5 0x0020 
#define TIMER6 0x0040 
#define TIMER7 0x0080 
#define TIMER8 0x0100 
#define TIMER9 0x0200 
#define TIMER10 0x0400 
#define TIMER11 0x0800 
#define TIMER12 0x1000 
#define TIMER13 0x2000 
#define TIMER14 0x4000 
#define TIMER15 0x8000 
 
#define FLANC0 0x0001 
#define FLANC1 0x0002 
#define FLANC2 0x0004 
#define FLANC3 0x0008 
#define FLANC4 0x0010 
#define FLANC5 0x0020 
#define FLANC6 0x0040 
#define FLANC7 0x0080 
#define FLANC8 0x0100 
#define FLANC9 0x0200 
#define FLANC10 0x0400 
#define FLANC11 0x0800 
#define FLANC12 0x1000 
#define FLANC13 0x2000 
#define FLANC14 0x4000 
#define FLANC15 0x8000 
 
#define TRAN14 0x4000 
#define TRAN15 0x8000 
 
#define ES0 0x0001 
#define ES1 0x0002 
#define ES2 0x0004 
#define ES3 0x0008 
#define ES4 0x0010 
#define ES5 0x0020 
#define ES6 0x0040 
#define ES7 0x0080 
#define ES8 0x0100 
#define ES9 0x0200 
#define ES10 0x0400 
#define ES11 0x0800 
#define ES12 0x1000 
#define ES13 0x2000 
#define ES14 0x4000 
#define ES15 0x8000 
 
#define BIT0 0x0001 
#define BIT1 0x0002 
#define BIT2 0x0004 
#define BIT3 0x0008 
#define BIT4 0x0010 
#define BIT5 0x0020 
#define BIT6 0x0040 
#define BIT7 0x0080 
#define BIT8 0x0100 
#define BIT9 0x0200 
#define BIT10 0x0400 
#define BIT11 0x0800 
#define BIT12 0x1000 
#define BIT13 0x2000 
#define BIT14 0x4000 
#define BIT15 0x8000 
 
/* I un bit per fer-lo córrer. */ 
#define BIT 0x0001 
En aquest llistat manquen les definicions de constants particulars de cada Grafcet, referents al 
número d’etapes, transicions i grafcets, estats inicials de grafcets encapsats, etc. 
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4. ESQUEMA GENERAL DEL PROGRAMA. 
L’esquema general mostra quin és el cicle d’accions i funcions que haurà de realitzar el 
microprocessador per tal de simular el comportament ideal d’un Grafcet –Fig. 4.1 a la pàgina 
següent–: 
1. Iniciar el Grafcet. 
2. Llegir les entrades. 
3. Gestionar l’evolució dels comptadors. 
4. Còpia auxiliar de l’estat actual de les etapes del Grafcet. 
5. Per als grafcets no forçats, calcular les transicions associades i fer-los evolucionar. 
6. Execució d’accions lligades a esdeveniments (accions puntuals). 
7. Comprovar si el sistema és estable. Si no ho és, tornar al punt 2. Si ho és, seguir al 
punt següent. 
8. Executar els forçaments dels grafcets i les sortides associades a les etapes actives. 
9. Activar les sortides físiques i tornar un altre cop al punt 2. 
La seva corresponent declaració en C és com segueix: 
void main(void){ 
IniciMicro();    // Inicialitzacions pròpies del 
         // microcontrolador. 
IniciGrafcet();   // Inicialització del Grafcet. 
while(1)      // Bucle asíncron indefinit. 
{ 
 LecturaEntrades();  // Lectura d’Entrades. 
 GestioTempo();    // Gestió dels Temporitzadors. 
 AssignaAux();    // Assignació Auxiliar del Grafcet. 
 EvolucioGrafcet();  // Evolució del Grafcet. 
 AccionsPuntuals();  // Execució d’Accions Puntuals. 
 if (GrafcetEstable()) // Grafcet Estable? Recerca d’estabilitat 
 { 
  AccionsContinues(); // Forçament de grafcets i Execució   
          // d’Accions Contínues. 
  SortidesFisiques(); // Activació de les sortides Físiques. 
 }      // fi de l’if(GrafcetEstable()) 
}     // fi del while(1) 
}     // fi del main 
 
   


















Fig. 4.1. Diagrama de flux general d’execució d’un Grafcet 
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5. SUBRUTINES DEL PROGRAMA. 
Cada una de les funcions que apareixen al codi principal i als diagrames –expressats 
gràficament en forma de blocs– seran descrites i explicades en aquest capítol. 
5.1. Inici: IniciMicro(); 
Abans d’implementar el Grafcet, tot microprocessador necessita que s’executin un seguit de 
comandes: obrir i tancar ports, definir si aquests són d’entrada o sortida, activant i 
configurant les interrupcions internes i externes, les conversions A/D, els busos de 
comunicació, etc. Aquestes comandes són particulars de cada microprocessador, cada 
sistema embedded i de les particularitats del software que es vol implementar. 
Aquest és doncs, l’espai destinat a realitzar totes aquestes rutines de configuració del 
microprocessador. 
S’obvia la traducció a C d’aquesta rutina entenent que serà única per a cada model, fabricant 
i sistema embedded i que no té gaire sentit introduir una guia o camí a seguir. 
5.2. Inicialització del Grafcet: IniciGrafcet(); 
El seguit d’accions que es realitzen en aquest bloc es mostra a la Fig. 5.1. Són les accions 
inicials que cal dur a terme abans de fer evolucionar el programa, com són posada a punt 
dels grafcets, posada a punt de les entrades, assignacions de valors inicials, inicialització dels 
temporitzadors … 
Per a cada grafcet es realitzen les següents instruccions: 
1. Es forcen i alliberen els grafcets que el dissenyador hagi especificat. El forçament 
inicial de grafcets té especial importància quan es vol implementar la guia GEMMA. 
2. S’activen les etapes inicials de cada grafcet, si és que en té. 
3. Es defineixen quines han de ser les etapes que caldrà activar quan s’activi el grafcet 
encapsat. Si no es tracta d’un grafcet encapsat, s’assigna el valor nul. 
4. Com que les etapes inicials s’acaben d’activar, també cal activar els flags d’inici 
d’etapa a cada una de les etapes inicials, per si algun temporitzador el necessités. 
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5. Cal eliminar ambigüitats a l’inici respecte els flags de fi d’etapa, per això es posen tots 
a zero. 
I per la resta de variables internes del sistema: 
6. Es carrega, per a cada temporitzador, el valor límit fins al que ha de comptar. 
7. Si escau, s’inicialitzen variables internes definides pel programador. 
8. Es fa una primera lectura de les entrades físiques per no obtenir falses lectures de 
flancs de pujada o baixada en la lectura d’entrades dins del cicle. 
G[nG].Forçat = {0, 1}






Tlimit[i] = {valor límit del tempor. i}
Inicialització de variables internes
 
 
Fig. 5.1. Diagrama de flux detallat de la 
Inicialització del Grafcet, per a cada grafcet. 
Per a tots els grafcets és: 
void IniciGrafcet() 
{ 
 /* grafcet GEMMA */ 
 G[GEMMA].Forçat = 0; 
 G[GEMMA].EtapaActiva = 0x0001; 
 G[GEMMA].FlagIniciEtapa = G[GEMMA].EtapaActiva; 
 G[GEMMA].FlagFiEtapa = 0x0000; 
 /* ... */ 
 
 /* grafcet G3 */ 
 /* Si G3 és un grafcet encapsat, comença forçat i sense etapes 
    actives. */ 
 G[G3].Forçat = 1; 
 G[G3].EtapaActiva = 0x0000; 
 G[G3].FlagIniciEtapa = G[G1].EtapaActiva; 
 G[G3].FlagFiEtapa = 0x0000; 
 /* i així per tots els grafcets. */ 
I cal inicialitzar els valors dels temporitzadors i el de les variables internes: 
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 /* Inicialitzar els comptadors! */ 
 TLimitP[n] = 10000;  // per a cada comptador n 
 
 /* Inicialitzar les variables internes */ 
 C_act = 0; 
 C_al = 0; 
I executar la lectura d’entrades físiques per evitar falses lectures de flancs en la primera 
execució del cicle de programa; i fi de la rutina: 
 /* mòdul de lectura d’entrades del sistema */ 
 LecturaEntradesFisiques(); 
}  // fi de l’IniciGrafcet() 
La funció LecturaEntradesFisiques es comentarà junt amb el mòdul de Lectura 
d’Entrades. 
5.3. Lectura d’Entrades: LecturaEntrades(); 
Aquest bloc té la funció d’assignar a les variables auxiliars el valor que romandrà constant al 
llarg de tot el cicle. Aquí només es registren les variables externes, i els flancs de pujada i 







En aquest mòdul s’executen conjuntament tres funcions de 
forma consecutiva. Les dues darreres s’implementen 
directament, mentre que la primera, com que també 




 /* Aquesta funció s’encarrega de llegir el 
valor de les entrades i 
 
Fig. 5.2. Diagrama de flux 
detallat de la Lectura d’Entrades.     emmagatzemar-lo en les variables a tal 
efecte. */ 
 LecturaEntradesFisiques(); 
Els flancs de pujada i baixada es relaciones directament amb les entrades i baixades digitals. 
Si cal detectar flancs d’altres variables –diferents de les digitals– com per exemple una 
comparació respecte una entrada analògica, o la variació d’una variable interna, es calculen a 
continuació: 
 /* mòdul «Busca Flancs» */ 
 FlancP = EntradaDig & ~EntradaDigAux; // per detectar els 
            // flancs de pujada. 
 FlancB = ~EntradaDig & EntradaDigAux; // pels de baixada. 
  
 if ((variableZ > VALORZ) && (variableZAux < VALORZ)) 
  FlancP |= FLANC14;  // s’activa el flag si la variable ha 
   
Pàg. 130  Annexos 
 else         // superat el valor límit VALORZ. 
  FlancP &= ~FLANC14;  // si no, s’anul•la. 
 if ((variableZ < VALORZ) && (variableZAux > VALORZ)) 
  FlancB |= FLANC14;   // s’activa el flag si la variable ha 
 else         // baixat del valor límit VALORZ. 
  FlancB &= ~FLANC14;   // si no, s’anul•la. 
 
Quan s’assigna un valor a un flanc de pujada i/o de baixada, es trepitja els 
flancs de l’Entrada Digital del bit seleccionat. 
Finalment es fa la còpia de les entrades digitals i d’altres variables que requereixin la detecció 
de flancs: 
 /* mòdul «Recorda les Entrades» */ 
 EntradaDigAux = EntradaDig; // es guarden els valors de les 
           // entrades per al mòdul 
           // següent. 
}  // fi del LecturaEntrades(). 
El mòdul de Lectura d’Entrades Físiques relaciona cada entrada física del sistema amb una 
variable del programa: 




 /* Primer, es llegeixen les entrades digitals, però abans es posen 
    totes a zero*/ 
 EntradaDig = 0x0000; 
 if (P12)   // cmd_Fre 
  EntradaDig |= ES0; 
 if (P13)   // cmd_Acc 
  EntradaDig |= ES1; 
 /* ... */ 
 
 /* tot seguit les entrades analògiques */ 
 EA_vbus = A2;   // tensió del bus de contínua. 
}       // fi del mòdul. 
Posar a zero la variable EntradaDig abans de llegir les entrades permet manipular els bits 
només en cas que l’entrada estigui activa. 
5.4. Gestió dels temporitzadors: GestioTempo(); 
La tasca dels temporitzadors és activar-se amb el flanc de pujada de la variable o l’estat d’una 
etapa i, si es correspon, activar un segon temporitzador amb el flanc de baixada. 
Per a condicions temporals únicament a l’activació, només cal registrar el flanc de pujada. 
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Per això simplementen dos tipus de comptadors: 
¤ Comptadors associats a flancs de pujada. 
¤ Comptadors associats a flancs de pujada i baixada. 
El seu tractament, tot i que molt similar, es fa de forma independent. 
En la gestió dels temporitzadors, la configuració del microcontrolador és molt important, 
perquè cal calcular correctament el temps. Cal fer una configuració precisa coordinant 
la freqüència de treball amb els pre-escaladors, el valor dels comptadors i les 
interrupcions. 
5.4.1. Configuració del microprocessador. 
Sense entrar massa en detall en la configuració interna d’un microcontrolador, aquests 
disposen de les següents estructures per a controlar el temps, si no és que ja tenen una 
funció específica a tal efecte: 
¤ Pre-escalador: capaç de filtrar la freqüència externa de treball, generant un pols cada z 
polsos del clock. 
¤ Comparador: enregistren la quantitat de flancs –de pujada i/o de baixada– d’un senyal 
concret, com una entrada externa, un bit d’estat, etc. En aquest cas, compta els 
flancs del pre-escalador. 
¤ Interrupcions: generen un salt al programa cap a una funció definida cada cop que 
succeeix l’esdeveniment configurat, com el flanc d’una entrada externa, el senyal del 
buffer de conversions A/D, etc. En aquest cas, es genera una interrupció quan el 
comptador ha assolit un valor determinat. 
Així, el càlcul del temps es fa seguint l’esquema de la Fig. 5.3. 
En funció de la freqüència del rellotge, es fa un pre-escalat que divideix aquesta freqüència; 
cada f flancs del pre-escalador, s’incrementa una unitat del comptador, i quan aquest 
assoleix el valor desitjat, envia un senyal que genera una interrupció al programa. 
Aquesta configuració és molt general i pot variar segons els bits amb què treballen el pre-
escalador i el comptador, i amb les diferents característiques d’aquests, així com de tants 
altres factors. 
   









Fig. 5.3. Esquema del procés del senyal per a comptar el temps a 
partir del senyal de freqüència del rellotge del sistema. 
5.4.2. Implementació software dels temporitzadors. 
Un cop es disposa d’una interrupció cada t misilisegons –per exemple–, s’executa una rutina 
que permetrà comptar el temps. 
En aquesta guia es proposa disposar d’una taula Timer de nTemp elements enters, on 
nTemp és el número de temporitzadors que necessita el Grafcet i Timer el nom de la taula. 
En cada interrupció cada un dels elements de la taula s’incrementa una unitat; així que es 
disposa de nTemp comptadors de t milisegons.  
Junt amb aquesta taula es genera una variable binària associada a cada un dels elements; és 
a dir: nTemp variables binàries. Aquestes variables serviran per indicar si s’està fent ús del 
comptador respectiu. Es té, agrupades, una variable BitTimer amb nTemp elements 
binaris. 
Com que es disposa de dos tipus de comptadors –comptadors de flanc de pujada i 
comptadors de flanc de pujada i baixada–, nTemp es descomposa en nTempP i nTempPB, 
número de temporitzadors de pujada i de pujada i baixada, respectivament; i el mateix per la 
taula Timer i la variable BitTimer. 
5.4.3. Gestió de les temporitzacions. 
Les taules dels temporitzadors i els bits d’activitat es consulten i es modifiquen, si escau, en el 
bloc Gestió dels Temporitzadors. El diagrama de flux detallat de la gestió que es realitza és a 
la Fig. 5.4, on estan separats els dos tipus de comptadors. 
 




≥ TlímitP[i]sí sí BitTimersP[i] = 0
no









≥ TlímitPB[j]sí sí BitTimersPB[j] = 0
no
TimersPB[j] = 0x00↑varj sí BitTimersPB[j] = 1
no
Temporitzador de
flanc de pujada i
baixada










i < nTempP sí
i++
i = 0








Fig. 5.4. Diagrama de flux de la Gestió dels Temporitzadors. 
Nota: 
   
vari : variable que controla el temporitzador i. 
TlímitP[i]: element i-èssim de la taula de nTempP elements que indica el valor límit de 
comptatge del temporitzador de pujada i. 
TlímitPB[j]: element i-èssim de la taula de nTempPB elements que indica el valor límit de 
comptatge del temporitzador pujada o baixada j. 
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Els temporitzadors de pujada i baixada estan formats per dos temporitzadors, agrupats en 
parelles, això és: 
{j = 2·i, i ∈ ℵ; TimerPB[j] és de pujada i TimerPB[j+1] és de baixada}. 
Els flancs de les variables associades als temporitzadors –denotades a la Fig. 5.4 com ↑vari 
i ↓vari– han estat determinats prèviament al bloc Lectura d’Entrades, si es tracta de 
variables externes, o estan contingudes en els flags d’inici i fi d’etapa si es tracta de l’estat de 
les etapes. 
L’evolució al llarg del temps de les variables que entren en joc en la gestió de temporitzadors, 
es mostra a la Fig. 5.5. 
 
Fig. 5.5. Variació temporal de variables relacionades amb els temporitzadors. 
Nota: abc: Variable a temporitzar. 
BitTimerPB[4]: Bit del timer 4, associat al flanc de pujada d’abc. 
BitTimerPB[5]: Bit del timer 5, associat al flanc de baixada d’abc. 
roma: valor que pren la condició temporal. 
flancP[abc], flancB[abc]: Variables que registren els flancs de pujada i baixada de la variable abc 
–respectivament–. 
TimerPB[i]: Valor real del comptador del timer i. 
TlímitPB[i]: Valor límit del comptador del timer i, equivalent a ti. 
Noti’s que si la durada del senyal abc és menor de t1, la condició no pot esdevenir certa. 
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Per als comptadors de pujada i baixada, seguint la implementació dels 
comptadors realitzada en el GeCé, si la durada del senyal abc és igual a t1, el 
comptador del flanc de baixada no s’activarà. És a dir, només s’activarà el 
comptador de baixada ssi abc > t1. 
El valor dels comptadors, allotjats a TimerP i TimerPB, compten 
indefinidament. L’únic que es fa amb ells és posar-los a zero quan convé 
emprar-los i comprovar si han assolit el valor consigna. Un cop han assolit la 
consigna, els comptadors segueixen comptant. Els diferents microcontroladors, 
quan es produeix un overflow –es vol incrementar el valor d’una variable de 
manera que aquesta es surt del seu rang–, actuen de formes diferents, així que 
caldrà estudiar aquest aspecte en cada un d’ells perquè no afecti el 
desenvolupament del programa. 
 
5.4.4. Formulació de les condicions temporals. 
Finalment, a partir de l’evolució temporal de les variables de temporització, contingudes a les 
taules BitTimerP i BitTimerPB, la formulació de les condicions temporals contemplades 
en l’estàndard IEC 60848 es pot fer de la següent manera: 
Siguin: 
abc, variable a temporitzar. 
i, índex del temporitzador de pujada associat a abc. 
j, índex del temporitzador de baixada associat a abc. 
t1, t2, valor de les condicions temporals. 
Aleshores: 
IEC 60848 Traducció
t1/abc/t2 : (abc && !BitTimerPB[i]) || BitTimerPB[j] 
t1/abc: abc && !BitTimerP[i] 
!(t1/abc): abc && BitTimerP[i] 
Aquestes relacions es poden seguir en detall a la Fig. 5.5. 
5.4.5. Formulació definitiva dels temporitzadors en codi C. 
Primer es tracten els temporitzadors associats a flancs de pujada, i després els 
temporitzadors associats a flancs de pujada i baixada: 
   




 /*** COMPTADOR DE PUJADA ***/ 
 /* Per als comptadors de pujada, s’usa el comptador 0 lligat al flanc 
de pujada número 3. */ 
  if (BitTimerP & TIMER0)   // es comprova si està actiu. 
  { 
   if (TimerP[0] >= TLimitP[0]) // i si ja ha comptat prou. 
    BitTimerP &= ~TIMER0;  // es posa el bit a zero. 
  } else if (FlancP & FLANC3)  // o es comprova el flanc. 
  { 
   BitTimerP |= TIMER0;   // s’activa el temporitzador. 
   TimerP[0] = 0x0000;   // i es reseteja el comptador. 
  }      // fi de l’else if. 
 
 /* Si el comptador està lligat a l’activació d’una etapa, es fa el 
mateix amb la variable FlagIniciEtapa del grafcet corresponent: */ 
  /* S’associa el comptador 12 a l’activació de l’etapa 7 
     del grafcet G7 */ 
  if (BitTimerP & TIMER12) // es comprova si el 12 està actiu. 
  { 
   if (TimerP[12] >= TLimitP[12]) // i si ja ha comptat prou. 
    BitTimerP &= ~TIMER12;  // es posa el seu bit a zero. 
  } else if (G[G7].FlagIniciEtapa & ETAPA7)// o es comprova el flanc. 
  { 
   BitTimerP |= TIMER12; // s’activa el temporitzador. 
   TimerP[12] = 0x0000;   // i es reseteja el comptador. 
  }      // fi de l’else if. 
 
 /*** COMPTADOR DE PUJADA I BAIXADA ***/ 
 /* només s’implementa un comptador de pujada i baixada associat als  
    bits 4 i 5 dels Temporitzadors, i a partir del 7è bit de la  
    variable de flancs. */ 
 
  if (BitTimerPB & TIMER4)  // es comprova si està actiu. 
  { 
   if (TimerPB[4] >= TLimitPB[4]) // i si ja ha comptat prou. 
    BitTimerPB &= ~TIMER4;  // es posa el bit a zero. 
  } 
  else if (FlancP & FLANC7) {  // o es comprova el FlancP[7]. 
   BitTimerPB |= TIMER4; // s’activa el temporitzador. 
   TimerP[4] = 0x0000;   // i es reseteja el comptador. 
  } 
  else if (BitTimerPB & TIMER5) { // es comprova el temporitzador 
   if (TimerPB[5] >= TLimitPB[5]) // de baixada. 
    BitTimerPB &= ~TIMER5;  // i si cal es reseteja. 
  } 
  else if (FlancB & FLANC7) {  // es comprova el FlancB[7] 
   BitTimerPB &= ~TIMER5;  // s’activa el temporitzador. 
   TimerB[5] = 0x0000;   // i es reseteja el comptador. 
  }       // fi de l’if dels temporitzadors. 
}     // fi del void GestioTempo. 
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5.4.6. Implementació dels comptadors: interrupcions de programa. 
Per poder gestionar els bits de temporització encara manca que la taula de comptadors 
TimerP i TimerPB s’incrementin en cada interrupció. 
Un cop configurada la interrupció a la freqüència adequada –temps_adeq–, el codi en C que 
cal inserir dins al cos de la interrupció és: 
interrupt temps_adeq(void) 
{ 
 unsigned char nT; 
 /* es pren la taula de comptadors de pujada i s’incrementen els 
    valors –tants com temporitzadors– actuals en una unitat */ 
 for (nT = 0; nT < nTimerP; nT++) 
  TimerP[nT]++; 
 
 /* i el mateix per als de baixada */ 
 for (nT = 0; nT < nTimerPB; nT++) 
  TimerPB[nT]++; 
 
} // fi de la interrupció. 
5.5. Assignació Auxiliar del Grafcet: AssignaAux(); 
Abans de calcular els nous estats actius del Grafcet es fa una còpia de l’estat actual de tots 
els frafcets, que serveix de referència per al càlcul de l’evolució del Grafcet al llarg del cicle. 
L’estat de cada grafcet es llegeix de la variable auxiliar, però les modificacions es fan sobre la 
variable activa1. 
Procedir amb una variable de lectura i una d’escriptura és molt important per garantir una 
evolució del Grafcet independent de l’ordre en què es calculen les evolucions –per al cas de 
grafcets no forçats, que com es veurà més endavant, es tracten diferent–, tal i com marquen 
les regles d’evolució del GRAFCET. 
La seva transcripció en C és: 
void AssignaAux(); 
{ 
 unsigned char nG; 
 
 /* es recorren tots els grafcets */ 
 
                                           
1 També es podria parlar, respectivament, de variable d’estat actual i variable d’estat futur. En 
ambdues notacions es fa referència a una variable de lectura i una variable d’escriptura, 
respectivament. 
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 for (nG = 0; nG < nGRAFCET; nG++) 
  G[nG].EtapaActivaAux = G[nG].EtapaActiva; 
}     // fi del mòdul de copiar l’estat de les etapes. 
5.6. Evolució del Grafcet: EvolucioGrafcet(); 
Sistematitzar l’evolució del Grafcet és un dels punts claus del programa. En aquesta rutina cal 
garantir que es compleixen les 5 regles d’evolució que defineix l’estàndard. L’esquema 
detallat es mostra a la Fig. 5.7.  
Es recorren tots els grafcets del programa i, per cada un, es posa a zero l’estat de les 
receptivitats. Així es garanteix que no hi ha dades que facin referència a cicles anteriors. 
Tot seguit, per a cada grafcet no forçat, es calcula l’estat de totes les receptivitats associades 
a les transicions. Amb el valor fixat de les receptivitats, es recorren totes les etapes i es 
procedeix a desactivar aquelles que estan actives i la receptivitat associada també està activa. 
Es tornen a recórrer totes les etapes per activar les etapes que tinguin la transició precedent 
activa –això és: que l’etapa anterior estigui activa i que la receptivitat de la transició també–. 
Executant primer totes les desactivacions i després les activacions, s’assegura que una etapa 
que es desactiva i activa simultàniament en el mateix cicle, romandrà activa, tal com exigeix 
la 5a regla d’evolució. És el que es mostra a la Fig. 5.6 
 
 
Fig. 5.6. Evolució correcta i incorrecta d’una seqüència. 
Nota: fit = sot = 1. 
 
 
Totes les lectures d’estat es fan sobre variables auxiliars, i les escriptures dels 
estats següents es fan  sobre les variables actuals. Així s’evita que l’ordre en el 
processat dels grafcets afecti l’evolució del programa. 
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G[nG].EtapaActiva





































Fig. 5.7. Diagrama de flux de l’Evolució del Grafcet. 
Finalment, per a cada grafcet no forçat, es comparen els estats abans i després d’evolucionar. 
A partir d’aquesta comparació es determinen i enregistren els flags d’inici i fi d’etapa, que 
poden ser utilitzats per les funcions d’accions puntuals i dels comptadors. Aquests flags no es 
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modifiquen per als grafcets forçats, perquè és necessari que la informació dels flags, 
provinent d’Evolucions Forçades, arribi fins l’Execució d’Accions Puntuals. 
 
Cal fer un seguiment visual de cada grafcet i traduir les evolucions en condicions en C: 
void EvolucioGrafcet(); 
{ 
 unsigned char nG; 
  
 /* primer de tot es posen totes les receptivitats a zero */ 
 for (nG = 0; nG < nGRAFCET; nG++) 
  G[nG].Receptivitat = 0x0000; 
  
 /* i es recorren tots els grafcets no forçats, etapa per etapa */ 
 
 /* grafcet G2 */ 
 if (G[G2].Forcat) // primer es comprova si cal evolucionar-lo. 
  { 
   AvaluaReceptivitats(G2);  //s’avaluen les receptivitats.  
 
   /* desactivació d’etapes actives amb receptivitats certes. */ 
   if (G[G2].EtapaActivaAux & ETAPA0) // G2.Etapa20 
   { 
    if (G[G2].Receptivitat & (TRAN0 | TRAN1))   // E20>T0/T1 
     G[G2].EtapaActiva &= ~ETAPA0; // es desactiva l’etapa. 
   } 
   if (G[G2].EtapaActivaAux & ETAPA1) // G2.Etapa21 
   { 
    if (G[G2].Receptivitat & (TRAN2 | TRAN3))   // E21>T2/T3 
     G[G2].EtapaActiva &= ~ETAPA1; // es desactiva l’etapa. 
   } 
   /* ... */ 
   /* activació d’etapes per a G2. */ 
   if (G[G2].EtapaActivaAux & ETAPA0) // G2.Etapa20 
   { 
    if (G[G2].Receptivitat & TRAN0) // E20>T0>E21 
     G[G2].EtapaActiva |= ETAPA1); // s’activa l’etapa. 
    if (G[G2].Receptivitat & TRAN1) // E20>T1>E22 
     G[G2].EtapaActiva |= ETAPA2); // s’activa l’etapa. 
   } 
  /* ... */ 
  /* un cop desactivades i activades les etapes, es calculen 
     els flags d’inici i fi d’etapa */ 
  G[G2].FlagsIniciEtapa = G[G2].EtapaActiva & ~G[G2].EtapaActivaAux; 
  G[G2].FlagsFiEtapa = ~G[G2].EtapaActiva & G[G2].EtapaActivaAux; 
 
  }  // fi de l’if(forçat) pel G2. 
 /* ... i es segueix el mateix procediment per a tots els grafcets. */ 
 
}   // fi del mòdul de fer evolucionar. 
 
Noti’s que l’etapa 20 del grafcet G2 es desactiva si a) està activa i b) alguna de les 
receptivitats de les seves transicions també –la transició 0 o la 1–. I noti’s també que al 
activar etapes, es comprova la mateixa condició per activar l’etapa següent en funció de la 
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transició. Si estava activa la transició 0, s’activa l’etapa 21, i/o si ho estava la transició 1, 
s’activa l’etapa 22. 
Finalment es realitza la comparació bit a bit dels estats anterior i actuals de les etapes per 
enregistrar els flags d’inici i fi d’etapa. 
La funció AvaluaReceptivitats registra el valor de les receptivitats del grafcet que se li 
demana mitjançant nG: 
void AvaluaReceptivitats(unsigned char nG)  
{ 
 switch (nG) 
 { 
 case G2: 
 /* ... */ 
 case G3: 
  // G3.T0 
  if (EA_vbus > VLIM) 
   G[G1].Receptivitat |= TRAN0; 
  // G3.T1 
  if (EA_vbus <= VLIM) 
   G[G1].Receptivitat |= TRAN1; 
  break; 
 }    // fi del switch(nG). 
 
} fi de la funció que avalua les receptivitats. 
Si es segueix una metodologia i es té molta cura en especificar quines transicions i etapes 
s’estan manipulant per poder fer una relació constant amb el Grafcet, es té un procediment 
altament eficient. 
5.7. Execució d’accions puntuals: AccionsPuntuals(); 
Les accions puntuals s’executen lligades a algun dels següents esdeveniments: activació o 
desactivació d’una etapa, franqueig d’una transició o qualsevol combinació d’aquests tres junt 
amb altres variables, contínues o no, i tot lligat a una etapa activa. 
Tal i com especifica l’estàndard IEC 60848 les accions puntuals poden anar lligades 
directament a sortides físiques –que esdevenen independents de l’estat actiu–, però aleshores 
aquestes sortides no poden ser manipulades per accions contínues. Per això es fan servir 
variables separades per a les accions puntuals –variables de memòria– i per les accions 
contínues –variables contínues, que es resetegen cada cicle–. 
 
Les accions puntuals poden generar conflictes en les assignacions a les sortides 
físiques, és responsabilitat del dissenyador del programa evitar aquestes 
interferències. 
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L’ús més habitual de les accions puntuals –i l’objectiu per al qual s’introdueixen en la segona 
edició de l’estàndard– és actuar sobre variables internes del sistema, com per exemple 
l’increment d’un comptador, la manipulació d’un bit de memòria, assignacions entre variables, 
…  
 
Tot i que l’estàndard no és explícit en aquest sentit, també es poden efectuar 
aquí forçaments de grafcets, però cal tenir una cura extrema i dissenyar el 
programa de forma coherent, consistent i clara. 
A diferència de les accions contínues, les accions puntuals no requereixen l’estabilitat del 
sistema per executar-se. És per això que aquest bloc està situat després de fer evolucionar el 
Grafcet i abans de comprovar-ne l’estabilitat –veure Fig. 4.1–. 
El diagrama de flux detallat de les accions puntuals és a la Fig. 5.8.  
Com no totes les etapes tenen accions puntuals associades, enlloc de recórrer-les totes 
comprovant l’estat dels seus flancs, només es comproven aquelles etapes amb accions 
puntuals –Fig. 5.8–. 
Per estalviar temps de còmput, primer es comprova l’estat de la variable de flancs del Grafcet 
–FlagIniciEtapa o FlagFiEtapa, en què cada bit es correspon amb el flag d’una etapa, d’inici o 
de fi– per descartar que calgui comprovar les etapes una per una. Aquesta comprovació és 
opcional, i depenèn de la quantitat d’accions que tingui cada grafcet i la probabilitat de que 
els flags estiguin actius. 
Atès que en aquest bloc es manipulen les etapes actives com a lectura i escriptura, cal 
conservar la jerarquia, tractant primer els de major rang. 
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G[nG].FlagFi
Etapa != 0nG < nGRAFCET Sí Sí
nG++;
G[nG].FlagFi





G[nG].Forçat == 0 Sí
G[nG].FlagFi
Etapa[nE-] == 1 Sí
Accions associades

















Etapa != 0 Sí
G[nG].FlagInici




∀ (nE < nEtapa)
    tq ∃ ActDac[nE]
∀ (nE < nEtapa)
    tq ∃ ActAct[nE]No
∀ (nT < nTrans)
    tq ∃ ActClr[nT]
∀ (nE < nEtapa)
    tq ∃ ActEsd[nE]
 
 
Fig. 5.8. Diagrama de flux de l’Execució d’Accions Puntuals. 
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En el grafcet de la Fig. 5.9 es tenen els quatre tipus d’accions puntuals, que s’executarien en 
aquest ordre per a cada grafcet: 
 




/* ...entenent que es conserven les jerarquies... */ 
 /* accions a la desactivació */ 
 if (G[G17].FlagFiEtapa & ETAPA1) 
  A3++;   // increment del comptador A3. 
 
 /* accions al franqueig de transicions */ 
 if (G[G17].FlagFiEtapa & ETAPA1) // es comprova si s’ha  
 {        // desactivat l’etapa1. 
  if (G[G17].Receptivitat & TRAN1) // i es franqueja T1. 
   A8 = 9;  // s’executa l’acció. 
 } 
  
 /* accions a l’activació */ 
 if (G[G17].FlagIniciEtapa & ETAPA2) // a l’etapa 2 
  A3 = 3;       // s’assigna un valor a A3. 
 
 /* accions a l’esdeveniment */ 
 /* l’exemple especifica que cal assignar el valor 0 a A6 si, mentre 
      l’etapa 3 està activa, l’etapa 0 es desactiva (Deactivation). */ 
 if (G[G17].EtapaActiva & ETAPA3) // comprovació de l’estat de 
 {           // l’etapa 3. 
  if (G[17].FlagFiEtapa & ETAPA0) // comprovació del flag E0 
   A6 = 0;      // execuió de l’acció puntual. 
 } 
 
}  // fi del bloc d’accions puntuals. 
I fer el mateix per a totes les accions puntuals de tots els grafcets. 
Per a les accions a realitzar associades amb el forçament i activació d’etapes en un grafcet 
encapsat, l’exemple de l’Annex C és prou il·lustratiu per no ser tractat aquí. 
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5.8. Grafcet Estable: GrafcetEstable(); 
Es diu que el Grafcet és estable si cap dels grafcets no evoluciona, això és: si l’estat de totes 
les etapes de tots els grafcets és el mateix que en el cicle anterior. És necessari que el Grafcet 
romangui estable quan s’activin les accions contínues, perquè aquestes no s’han d’activar si 
l’etapa associada s’activa i es desactiva immediatament. L’estabilitat ha de durar almenys un 
cicle de programa. 
Per comprovar si un Grafcet és estable es comparen tots els estats de tots els grafcets 
després de fer-los evolucionar –Evolució dels Grafcets– amb la còpia dels estats que s’ha 
realitzat just abans. Si les variables tenen continguts diferents, el Grafcet ha evolucionat, si 
no, és que el Grafcet és estable. 
Si el Grafcet és estable, retorna un 1; si no, retorna un 0: 
unsigned char GrafcetEstable() 
{ 
 unsigned char nG; 
 unsigned char estable; 
 
 nG = 0; 
 estable = 1; 
 
 while ((nG < nGRAFCET) && estable) 
 {      // es recorren tots els grafcets 
  estable = (G[nG].EtapaActiva == G[nG].EtapaActivaAux) 
  nG++; 
 }  // fi del while  
 return(estable);  // si s’arriba al final del bucle sense que 
         // es modifiqui el valor d’estable, serà que 
         // cap grafcet ha evolucionat. 
} // fi de la comprovació. 
5.9. Forçament de grafcets i Execució d’Etapes Contínues: 
AccionsContinues(); 
En aquest bloc es desenvolupen dues operacions diferents: el forçament de grafcets i 
l’execució d’etapes contínues. Si es tracten juntes és perquè un forçament de grafcet no deixa 
de ser una acció contínua amb certes particularitats, però com hi ha possibles col·lisions entre 
les dues operacions, primer es calculen els forçaments i després les accions contínues. 
L’ordinograma d’aquest bloc es mostra a la Fig. 5.10. 
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Com que el forçament d’un grafcet només s’ha d’efectuar –en cada cicle– si alguna etapa ho 
ordena, cal començar posant tots els forçats a zero perquè a mesura que es recorren les 
etapes actives, aquestes els forcin. 

















  G[nG].Forçat = 0;∀ nG[encapasat]




















Fig. 5.10. Diagrama de flux del Forçament de grafcets i Execució d’Accions Contínues. 
Per a cada grafcet es recorren totes les etapes comprovant si estan actives. Si així és, 
s’executen els forçaments i les modificacions dels grafcets i les etapes actives corresponents. 
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Els forçaments de grafcets han de modificar l’estat de les variables 
actuals, no les auxiliars, i al llegir l’estat de les etapes cal llegir també les 
actuals, per si ja han estat modificades en el cicle actual. 
 
Cal imposar un ordre en la lectura i el forçament de grafcets, per evitar 
interpretacions ambigües en l’evolució del Grafcet. D’aquesta manera, hi haurà 
un primer grafcet que no podrà ser forçat per cap altre grafcet, i el següent 
només podrà haver estat modificat pel seu anterior, i així fins l’últim grafcet. Cal 
establir una jerarquia entre els grafcets. 
El forçament d’un grafcet activa la variable de forçat del grafcet i li activa i desactiva les 
etapes corresponents. En la figura Fig. 5.11 es mostra un exemple de forçament de grafcet i 






















Fig. 5.11. Exemple de diagrama de flux en un forçament de grafcet. 
Nota: Es considera que, inicialment, lou = 1 i soap = 0. 
La marca en negre indica l’estat inicial; la marca en gris indica l’estat següent. 
També és possible que s’hagin modificat els estats anteriors. Per tant, cal activar els flags 
d’inici i fi d’etapa corresponents per si tenen temporitzadors o accions puntuals associades. 
Els flags d’inici i fi d’etapa dels grafcets forçats no es modifiquen en el bloc d’Evolució del 
Grafcet perquè arribin al bloc d’accions puntuals. 
Quan hi ha forçament de grafcets no cal comprovar l’estabilitat del sistema, perquè un grafcet 
forçat és tan estable com l’etapa que el força, i aquesta només executa el forçament si s’ha 
assolit l’estabilitat. Això justifica que es modifiquin estats d’etapes i no es recalculin les 
evolucions del Grafcet abans d’executar les accions contínues. 
Per assegurar que els grafcets només seran forçats si alguna etapa activa –seguint la 
jerarquia– així ho imposa, es comença per posar tots els forçaments a 0. Atès que el 
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comportament dels grafcets encapsats és completament al revés, el que es fa és forçar-los 
per defecte. 
L’estructuració en C de la part de forçament d’aquesta funció té el següent aspecte: 
void AccionsContinues(); 
{ 
 unsigned char nG; 
 
 /* Primer de tot es desforcen tots els grafcets, excepte els 
    encapsats */ 
 for (nG = 0; nG < nGRAFCET; nG++) 
  G[nG].Forcat = 0; 
 G[G3].Forcat = 1; 
 
 /* aleshores es recorren els grafcets i s’executen els forçaments 
    adients */ 
 /* primer el G2 */ 
 if (G[G2].EtapaActiva & ETAPA1) // G2.Etapa21 
 { 
  G[G1].Forcat = 1;  // es força el G1 perquè no evolucioni 
  G[G1].EtapaActiva = (ETAPA1 | ETAPA5); // s’activen només les 
             // etapes adients. 
  // es comprova si s’acaben d’activar o desactivar les etapes. 
  G[G1].FlagsIniciEtapa = G[G1].EtapaActiva & ~G[G1].EtapaActivaAux; 
  G[G1].FlagsFiEtapa = ~G[G1].EtapaActiva & G[G1].EtapaActivaAux; 
 } // fi de l’if de forçat d’etapes 
 if (G[G2].EtapaActiva & ETAPA2) // G2.Etapa22 
  /* ... */ 
 
 // el desforçament d’una etapa capsa: 
 if (G[G1].EtapaActiva & ETAPA5) 
  G[G3].Forcat = 0; 
 
Un cop enllestits els forçaments de grafcets i calculada la nova situació del Grafcet es 
procedeix a l’execució d’accions contínues. Igual que amb el forçament, es recorren totes les 
etapes de tots els grafcets comprovant si estan actives. A la que es detecta una etapa activa, 
es procedeix a executar-ne les accions corresponents. 
Aquestes accions poden tenir condicions associades. Les condicions es calculen a partir de 
qualsevol de les variables definides no lligades a esdeveniments –com serien els flancs de 
pujada o baixada, franqueig d’una transició, activació o desactivació d’etapes–. Es poden fer 
servir els valors auxiliars de les variables d’entrada, condicions temporals, estat de les etapes, 
etc. 
La forma correcta de formular les condicions temporals, tal i com s’han concebut els 
comptadors, es troba al capítol de comptadors. 
primer cal posar a zero la variable auxiliar de les sortides digitals i analògiques perquè, igual 
que amb els forçaments de grafcets, només s’activin les sortides expressament activades per 
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alguna etapa activa. A més així també es garanteix que una sortida activada per etapes 
consecutives romandrà activada sense interrupcions durant l’evolució del grafcet. 
El que es té per a les accions contínues és: 
 SortidaDig = 0x0000; 
 
 /* G1 */ 
 if (G[G1].EtapaActiva & ETAPA0) // G1.Etapa10 
  SortidaDig |= SD3; // resistència de precàrrega. 
 
 if (G[G1].EtapaActiva & ETAPA1) // G1.Etapa11 
  SortidaDig |= SD0;  // led_on, indicant mode normal. 
 
 if (G[G1].EtapaActiva & ETAPA2) // G1.Etapa12 
  SortidaDig |= (SD4 | SD1 | SD2); // Fre mecànic, Led d’alarma i 
            //  alarma sonora. 
  
/* ... el mateix per a tots els grafcets... */ 
 
} // fi dels forçaments de grafcets i les accions contínues. 
5.10. Activació de les Sortides Físiques: SortidesFisiques(); 
El darrer bloc del cicle pren els valors de les variables auxiliars referents a les sortides reals –
SortidesFísiques– i les relaciona amb les sortides físiques. 
És a dir, que si la variable auxiliar corresponent a l’estat d’un led està a u, en aquest bloc, i 
només en aquest, s’activa el led. Si la variable està a zero, el led roman inactiu. I així per a 
totes les sortides. 
El que es fa aquí és relacionar cada una de les sortides digitals i analògiques amb la seva 
variable del sistema embedded corresponent. Activant-les si la variable auxiliar així ho indica i 
desactivant-les si està a zero. 
Per complir amb la relació entre variables auxiliars i sortides físiques, cal anar seguint la taula 
de variables que s’ha definit a l’inici del procés de programació: 
void SortidesFisiques() 
{ 
 if (SortidaDig & SD0) // led_on 
  P40 = 1; 
 else 
  P40 = 0; 
 
 if (SortidaDig & SD1_ledAL) // led_al 
  P41 = 1;   // led_al encès. 
 else     // o 
  P41 = 0;   // led_al apagat. 
 
 /* ... */ 
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}  // fi de l’últim bloc del programa. 
L’agrupament de totes les sortides físiques del sistema en un únic bloc facilita la feina de 
posta en marxa, i la implementació de modificacions en el direccionament dels ports del 
microprocessador. 
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6. IMPLEMENTACIÓ DE GRAFCETS ENCAPSATS. 
De les tres estructuracions contemplades en l’estàndard del GRAFCET, la dels grafcets 
Encapsats és l’única que requereix una especial atenció; perquè la implementació de les 
Macro Etapes no té més complicació que integrar-les exteses en el Gracet, i la del Forçament 
de grafcets, com ja s’ha explicat, està equiparada a l’Execució d’Accions Contínues. 
Al cap i a la fi una etapa capsa té la funció d’activar el grafcet encapsat en un estat inicial –
fixat pel dissenyador– i permetre’n l’evolució quan aquesta està activa; i forçar-lo a l’estat de 
cap etapa activa quan aquesta no està activa. 
Per a la correcta evolució dels Grafcets amb grafcets encapsat, cal transformar les etapes 
capses en etapes amb les següents accions puntuals a l’activació i desactivació: 
¤ A l’activació: carregar l’estat inicial del grafcet encapsat, així com els flags d’inici 
d’etapa. Alliberar el grafcet encapsat posant la variable Forçat a zero. 
¤ A la desactivació: carregar l’estat auxiliar del grafcet encapsat als flags de fi d’etapa, 
anul·lar-ne totes les etapes i forçar-lo. 
Noti’s que per als flags de fi d’etapa en la desactivació d’un grafcet encapsat, es pren 
l’estat auxiliar de les etapes, i no l’actual. Això és perquè en el mateix cicle que l’etapa capsa 
es desactiva, el grafcet encapsat pot haver evolucionat. Atès que l’operació de desactivar el 
grafcet encapsat –comandada per l’etapa capsa– té prioritat sobre l’evolució normal del 
grafcet encapsat, cal desfer la possible evolució d’aquest en el cicle actual. Això es fa accedint 
a l’estat del grafcet encapsat en el cicle anterior. 
D’aquesta manera, els dos grafcets de la Fig. 6.1 esdevenen equivalents. 
   



























Fig. 6.1. Etapa transformada, equivalent a una etapa 
capsa. 
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7. LA IMPORTÀNCIA DE LA JERARQUIA EN LES 
ESTRUCTURACIONS. 
S’ha de definir una jerarquia entre els grafcets, on cap grafcet 
pugui forçar un altre grafcet d’un nivell superior. Es proposa fer 
un estudi previ amb un diagrama d’influència entre els grafcets 
per assegurar que no hi ha cap cercle tancat. Tal i com es 
mostra a la Fig. 7.1, un cercle tancat en el diagrama 
d’influències implicaria que un grafcet s’està forçant, de forma 
indirecta, a si mateix; el qual pot portar al bloqueig del 




Cal establir un ordre en el processat de grafcets a l’hora d’executar els 
forçaments, per tal  que cap grafcet forci un grafcet que ja ha estat processat en 
el mateix PLCscan. 
Fig. 7.1. Exemple de 
fiagrama d’influències entre 
grafcets.  
A l’hora de programar, com que els grafcets es processen un per un i sempre en el mateix 
ordre, només cal garantir que l’ordre que s’implementa compleixi la jerarquia; notant que no 
importa l’ordre entre dos grafcets que no s’influeixen entre ells. 
Prenent l’exemple de la Fig. 7.1, es pot assegurar una correcta implementació si es 
representa l’ordre en què seran processats els grafcets i es comprova que la direcció dels arcs 
d’influència sempre va en el mateix sentit que el temps. Dos exemples de diagrames es 
mostren a la Fig. 7.2. 
D’aquesta forma es resol el conflicte que representa el llegir i escriure les variables d’estat en 
el mateix bloc de Forçament de grafcets: assegurant sobre la marxa que tota variable llegida 
ja ha estat prèviament escrita.  
 
Si no hi ha cap tipus de forçament de grafcets –grafcets encapsats 
inclosos–, tampoc hi ha problemes de jerarquia. 
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Fig. 7.2. Representació de l’ordre de processat dels grafcets i les direccions 
d’influència. Per evitar conflictes no hi poden haver influències a contratemps. 
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8. DOCUMENTACIÓ DEL PROGRAMA. 
Aplicant el GeCé és imprescindible tant a nivell d’especificacions, a l’hora de programar, com 
a l’hora de fer un manteniment del software embedded, generar una documentació adequada 
de tot el sistema i el software. 
Les parts que han de constar per a un correcte manteniment en la documentació d’un 
software embedded programat amb GeCé són: 
1. Grafcet del sistema a nivell de programació. 
2. Relació de les variables del Grafcet amb les variables internes del sistema. 
3. Relació de les diferents variables definides, a part de les predefinides en el GeCé. 
4. Paràmetres d’entrada i sortida i especificacions de les funcions especials –
presumptament paral·leles al cicle del Grafcet– per tal d’activar-les, desactivar-les o 
executar-les. 
5. Valor del període de les interrupcions per a la implementació de temporitzadors. 
Si escau, també s’acompanyarà la documentació amb una còpia del GeCé i el corresponent 
diagrama de la guia GEMMA. 
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9. EL GeCé I LA GUIA GEMMA. 
La guia GEMMA és un complement ideal –i en certs casos imprescindible– per a l’especificació 
de processos automatitzats programats en GRAFCET. 
Per això, s’incorpora una metodologia per expressar un diagrama de la guia GEMMA en forma 
de Grafcet. Aquesta incorporació de la guia GEMMA consta de dues parts: 
¤ Elaboració de la guia GEMMA per al sistema especificat. 
¤ Implementació i manteniment de la guia GEMMA elaborada. 
La primera de les dues parts no es comentarà en aquesta guia perquè ja està definida en el si 
de la pròpia guia GEMMA. 
En quant a la segona part, es presentarà una programació de la guia GEMMA mitjançant 
GRAFCET, completament compatible amb el GeCé. 
9.1. Programació de la guia GEMMA sobre GRAFCET. 
La intenció d’aquest capítol és donar les eines per convertir la guia GEMMA adequada a 
l’automatisme, determinada mitjançant una metodologia adequada, en un grafcet que 
comandi l’activació i desactivació de tots els altres grafcets. 
Partir de la guia GEMMA i pretendre convertir-la en un gran Grafcet equivalent és una 
quimera assequible, però que no porta enlloc. No és tant eficient fer servir només certes 
etapes d’un Grafcet equivalent a una guia GEMMA, com ho és elaborar una guia GEMMA per 
a cada control automatitzat i, un cop simplificada, convertir-la en un Grafcet. 
El que es mostra a continuació és una línia orientativa per convertir la guia GEMMA en el seu 
Grafcet equivalent. 
La guia GEMMA mostra tots els possibles estats en els que es pot trobar el control d’un 
procés automatitzat. El primer que cal fer és dissenyar un grafcet –grafcet GEMMA– que 
tindrà el rang màxim, i  que s’encarregui de gestionar l’activació i desactivació de les rutines 
de cada estat. 
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De tots els possibles estats de la guia GEMMA, només es pot estar en un a cada moment. La 
segona conclusió que es pot treure és que el grafcet resultant que es correspongui a la guia 
GEMMA, només podrà tenir una etapa activa simultàniament. 
La guia compta amb què a l’interior de cada estat s’hi programen un seguit d’accions o 
procediments a realitzar. Aquesta idea casa molt bé amb el concepte d’etapes capsa que 
s’introdueix a la segona edició del GRAFCET. La tercera conclusió és que cada bloc de la guia 
GEMMA s’ha de correspondre amb una etapa capsa del grafcet GEMMA, i que contindrà les 
rutines que s’han d’executar en forma de grafcets encapsats. 
Les transicions entre estats de la guia es tradueixen en transicions del grafcet GEMMA. Com a 
quarta conclusió, les transicions entre estats de la guia GEMMA es poden i s’han d’expressar 
de la mateixa manera que qualsevol transició vàlida en GRAFCET. Això comprèn condicions 
temporals, valors d’entrades digitals, l’estat d’una etapa qualsevol del Grafcet, flancs de 
variables, etc. 
Aquestes quatre normes s’agrupen en la llista següent: 
¤ L’esquema de la guia GEMMA es tradueix en un grafcet anomenat GEMMA, i que ha de 
tenir el màxim rang dels grafcets del programa. 
¤ Només una etapa del grafcet GEMMA pot estar activa en tot moment. 
¤ Els estats de la guia GEMMA es corresponen a etapes capsa, encarregades d’activar les 
rutines pertinents. 
¤ Les transicions entre estats de la guia es formulen igual que les transicions del 
GRAFCET. 
A partir d’aquestes quatre normes es pot traduir qualsevol guia GEMMA en un grafcet capaç 
de comandar totes les rutines d’un sistema automatitzat. Com exemple de traducció de guia 
GEMMA a grafcet, es mostren a continuació –Fig. 9.1, Fig. 9.2 i Fig. 9.3–les traduccions 
corresponents a les guies GEMMA dissenyades en un llibre d’Automatització Industrial amb 
GRAFCET. 
   



































































Fig. 9.2. Traducció a GRAFCET d’una guia GEMMA de Marxa de verificació amb 
ordre. 
 



































Fig. 9.3. Traducció a GRAFCET d’una guia GEMMA de Marxa de verificació sense ordre. 
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10. ESTRUCTURACIÓ DEL PROGRAMA. 
El GeCé proposa la següent estructuració de les funcions que apareixen amb l’aplicació de la 









Funcions d’entrada i sortida.
EvolucioGrafcet.c
EvolucioGrafcet();





Avaluació de les receptivitats.
AccionsContinues.c
AccionsContinues();
Determinació de les accions












Compendi de rutines que no





per accedir als bits de
les variables.






Altres funcions alienes al
GeCé.
El símbol # ha de ser




Fig. 10.1. Estructuració dels arxius de codi C. 
Els tres arxius de capçaleres que apareixen al capdamunt del diagrama són comuns per a tots 
els arxius. 
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Les fletxes del diagrama indiquen que alguna de les funcions contingudes en l’arxiu de destí 
és cridada per alguna de les funcions en l’arxiu d’origen. La inclusió d’arxius de capçaleres 
s’haurà de fer de forma coherent amb el diagrama. 
Per a funcions alienes al GeCé, es proposa introduir-les en fitxers a part, i que el nom 
d’aquests comenci per AF_. 
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11. AMPLIACIÓ DE LES LIMITACIONS DEL GECÉ. 
Com s’ha vist en el capítol §3 les limitacions imposades en la gestió dels grafcets està lligada 
a la longitud de les variables emprades –8, 16 o 32 bits–. Però no hi ha cap problema en fer 
ús de més variables amb la mateixa funció i una nomenclatura coherent, amb la finalitat 
d’augmentar el rang de bits tractables. 
Per això, si cal augmentar el rang de bits a tractar, s’afegeixen les següents variables de la 
Taula 11.1. La declaració, definició, tractament i accés d’aquestes variables ha de ser 
exactament igual a la de les variables primitives. 
variable nom nom ampliació:
grafcet G [ilimitat]
Entrades Digitals EntradaDig EntradaDig_T#
Còpia de les entrades digitals EntradaDigAux EntradaDigAux_T# 
sortides digitals SortidaDig SortidaDig_T#
Entrades Analògiques EA_* [ilimitat]
Sortides Analògiques SA_* [ilimitat]
Flancs de Pujada FlancP FlancP_T#
Flancs de Baixada FlancB FlancB_T#
Comptadors dels Temporitzadors de Pujada TimerP [ilimitat]
Comptadors dels Temporitzadors de Pujada 
i Baixada 
TimerPB [ilimitat]
Límit dels comptadors de Pujada TlímitP [ilimitat]
Límit dels comptadors de Pujada i Baixada TLímitPB [ilimitat]
Estat dels temporitzadors de Pujada BitTimerP BitTimerP_T#
Estat dels temporitzadors de Pujada i 
Baixada 
BitTimerPB BitTimerPB_T#
Variables de memòria B_Bit B_Bit_T#
Taula 11.1. Variables per a l’ampliació de limitacions del GeCé. 
Nota: el símbol –#– ha de ser substituït pel número d’ampliació de la variable. 
 
 
A fi d’evitar ambigüitats, per a cada variable, no poden coexistir la seva 
denominació primitiva i les seves ampliacions. Per tant, i una variable s’amplia, la 
variable primitiva ha de ser renomenada: BitTimerP → BitTimerP_T1 
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12. MANIPULACIÓ DELS BITS DE LES VARIABLES. 
La modificació de l’estat d’un bit en C es pot fer de dues maneres segons si s’hi vol accedir de 
forma automàtica –per poder implementar rutines– o manual. Es comença explicant la 
segona que és la més senzilla. 
Primer però, cal recordar que en llenguatge C tot nombre diferent de 0 s’avalua com a cert, 
i que una variable amb tots els bits iguals a 0 s’avalua com a  fals. 
12.1. Manipulació manual dels bits d’una variable. 
Per disposar de l’estat d’un bit d’una variable n’hi ha prou amb fer una operació AND bit a bit 
–&– amb una variable que contingui un únic 1 a la mateixa posició que el bit que es vol 
accedir. 
Per tant, per conèixer el 5è bit de la variable rai, n’hi ha prou fent una operació AND bit a 
bit amb el valor 0x20 o, el que seria el mateix, BIT5. 
rai 0110 0110 
0x20, BIT5 0010 0000 
rai = rai & BIT5 0010 0000 
Com que el resultat és diferent de 0, el resultat seria cert. És a dir, la operació 
rai & BIT5 retorna que el 5è bit de rai està a 1 si s’avalua lògicament. 
Si el que es vol és fixar el valor del bit, l’operació binària és la OR bit a bit –|– si es vol posar 
el bit a 1, o la AND bit a bit del complement –&~– si es vol posar a zero. 
Amb un exemple es veurà molt bé. Es procedeix a modificar el 6è bit de la variable tou. 
Primer es posa el bit a 1. Després es posa el bit a 0. Per això caldrà comparar-la amb la 
constant BIT6. 
tou 1100 1100 
BIT6 0100 0000 
tou |= BIT6 1100 1100   // el 6è bit es posa a 1 
~BIT6 1011 1111 
tou &= ~BIT6 1000 1100   // el 6è bit es posa a 0 
Noti’s que les operacions imposen l’estat del bit independentment del seu estat anterior, i que 
no modifiquen l’estat dels altres bits. 
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Aquestes manipulacions permeten modificar varis bits simultàniament, si bé cal saber què 
s’està fent per no embolicar-se. En la taula següent es posen a 1 el 3er i 5è bit de la variable 
blai. 
blai 1110 0100 
BIT3 0000 1000 
BIT5 0010 0000 
blai = blai | BIT3 | BIT5 1110 1100 
12.2. Manipulació automàtica de bits d’una variable. 
La manipulació automàtica es basa exactament en els mateixos principis que la manual, però 
afegint la generació del bit adient, capaç de tenir un únic 1 en la posició adequada. 
La idea és molt senzilla i es basa en la operació de bits en C de córrer els bits –<< , >>–. Amb 
aquesta operació només cal disposar d’un BIT –0x01– que es farà córrer tants espais com 
calgui per situar-lo a la posició que es vol manipular. Per posar a 1 el 4rt bit de la variable 
cranc, es té:  
cranc 1100 1100 
BIT 0000 0001 
BIT << 4 0001 0000 
cranc |= BIT << 4 1101 1100 
Noti’s que el 4 pot ser substituït per qualsevol variable amb un significat enter. Així es pot 
modificar el bit i de la variable cranc, permetent un procés iteratiu o passar el bit al què es 
vol accedir a una acció o funció. 
12.3. Manipulació directa de tots els bits de la variable. 
Aquesta manera de gestionar els bits mitjançant variables, permet gestionar els bits d’una 
forma relativament semblant a la gestió d’elements d’una taula i, a més de reduir espai 
consumit en memòria de dades, permet accedir i modificar amb una única operació, tots els 
bits d’una variable, o comparar i fer assignacions de variables. 
Per exemple, si es vol carregar sobre clau, l’estat dels bits de ham, només cal fer una 
assignació; o resetejar tots els bits de ham, o posar-los en un estat determinat: 
clau 1100 1100 
ham 1101 0110 
clau = ham 1101 0110 
ham = 0 0000 0000 
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B. DIAGRAMES DEL GeCé. 
A continuació es mostren els diagrames de flux més complexos del GeCé. El primer es 
refereix a l’esquema general del PLCscan, els altres són les tasques específiques que s’han de 
desnvolupar a cada bloc de l’esquema general. 
Es disposen en l’ordre següent: 
1. Esquema General del Cicle de Programa. 
2. Gestió dels temporitzadors. 
3. Evolució de grafcets No Forçats. 
4. Execució d’Accions Puntuals. 










Activació de les Sortides
Físiques
Es comprova si els GRAFCET és estable (no
ho serà si acaben d’haver-hi canvis d’etapes)
Rutines d’inicialització del Grafcet: força
grafcets, activar etapes, llegir entrades, etc.
Per a tots els grafcets, es copia el valor
actual de les etapes a la variable auxiliar.
Forçament de grafcets
Execució d’Accions Contínues
Es carreguen els valors de SortidesFisiques
i s’activen les sortides corresponents.
Evolució del Grafcet A partir de les receptivitats i les etapes activeses fan evolucionar els grafcets no forçats.
Aquelles etapes que s’hagin d’activar/desactivar degut a etapes
amb forçament, evolucionen en aquest bloc.
També s’executen les accions contínues de les etapes actives.
Lectura d’Entrades
Abans de començar el cicle es registren els
valors de les entrades, perquè aquest valor
sigui estable al llarg de tot el PLCscan.
Execució d’Accions Puntuals Les accions puntuals -StoredMode-es realitzen sense estabilitat.
S’activen les temporitzacions corresponents, a
partir del Flags de les etapes, variables, etc.Gestió dels Temporitzadors
Execució de les rutines pròpies de cada microprocessador per




Esquema General del Cicle de Programa
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El valor del comptador ti és:
ti = 1 quan està comptant.





TlímitP(B)[i]  marca el temps que es
vol comptar amb el comptador «i»
de flanc de pujada (i de baixada).
sí sí BitTimerP[i] = 0
no
vari
Hi ha dos tipus de comptadors:
1. Al flanc de pujada
2. Al flanc de pujada i baixada









 TlímitPB[j]sí sí BitTimerPB[j] = 0
no
TimerPB[j] = 0x00varj sí BitTimerPB[j] = 1
no
Temporitzador de
flanc de pujada i
baixada
varj és la variable de
flanc a la que estan
associats els
comptadors j i j+1
El comptador no s’activa si el
comptador de flanc de pujada
associat a la mateixa variable
encara està actiu.
int TimerP [16]: taula amb
16 nombres de 16 bits.
Cada un representa un
timer de pujada
int TimerPB [16]: taula amb
16 nombres de 16 bits.
Cada parell de nombres
representen un timer de
pujada i un de baixada
int BitTimerP; nombre de 16
bits. Cada bit indica l’estat -
actiu o no- del timer
corresponent
int BitTimerPB; nombre de
16 bits. Cada bit indica
l’estat -actiu o no- del timer
corresponent











i < nTempP sí
i++
i
nTempP és la quantitat de
comptadaros de Pujada
[nTempP <= 16]
























Desactivació de l’Etapa activa amb transició certa.
G[nG].EtapaActiva[nE*] = 1;
Activació de la següent etapa corresponent.
És important fer la comprovació d’etapa activa
respecte EtapaActivaAux, perquè és la que no es






nT* i nE* són, per a cada etapa,

















G[nG].FlagIniciEtapa = G[nG].EtapaActiva & ~(G[nG].EtapaActivaAux);
Aquesta operació booleana bit a bit posa a 1 els flags de les etapes que s’acaven d’activar.




Activació dels flags per a les etapes que
s’acaben d’activar, i dels flags per a les






Per assegurar el compliment de la cinquena
norma del GRAFCET, primer es desactiven totes
les etapes i tot seguin s’activen les següents.
Per això es recorre dos cops cada Grafcet
Es posen TOTES les receptivitats a zero









Evolució de grafcets No Forçats








nE- és el conjunt d’etapes immediatament anteriors a la transició nT.
si nE- = nT = 1, aleshores la transició s’ha d’haver franquejat
G[nG].FlagFi
Etapa[nE] == 1 Sí
Accions associades







Etapa[nE-] == 1 Sí
Accions associades



















Etapa != 0 Sí
G[nG].FlagInici





    tq ActDac[nE]
(nE < nEtapes)
    tq ActAct[nE]
No
(nT < NumTrans)
    tq ActClr[nT]
(nE < nEtapes)
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1
1
Accions lligades a la
desactivació de l’etapa




Accions lligades a un
esdeveniment
Esdeveniment [nG~, nE~] és el conjunt
d’esdeveniments lligats a l’etapa [nG, nE]
També pot ser que una etapa tingui més d’una
acció associada a esdeveniments diferents.

















  G[nG].Forçat = 0;
nG[encapasat]




















Forçaments i Execució d’Accions Contínues
pàg. 5 de 5
Els grafcets han de estar desforçats si no és
que una etapa activa els força.
Amb els grafcets encapsat passa al revés.
En el Forçat d’etapes cal activar i desactivar la
variable principal, no l’auxiliar: G[nG*].EtapaActiva.
Com que potser s’han fet modificacions
a les etapes, cal activar els flags d’ini i fi.
SortidesFisiques és la variable auxiliar de les sortides
físiques. Al final del cicle es bolca el seu valor sobre les
sortides reals. Es comença ressetejant aquesta variable.
Sí l’acció està condicionada per altres
variables, o temporitzadors, cal fer la
comprobació dins dels blocs.
Hi poden haver tantes accions
condicionades com calgui per a cada
etapa de cada grafcet.
En cada etapa es posa a
1 el bit corresponent a la
sortida que es vol activar.
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C. EXEMPLE D’IMPLEMENTACIÓ DEL GeCé. 
En aquest Annex es mostra un exemple d’implementació del GeCé sobre un Grafcet. Primer 
s’introduirà el sistema i tot seguit el Grafcet de control. El GeCé començarà en el capítol 
següent amb la definició de variables i constants, així com la seva declaració. Després es 
tradueix l’esquema general i finalment cada una de les rutines. 
C.1 Descripció del sistema. 
Es vol realitzar un codi en C per programar el funcionament general d’un microcontrolador 
destinat a controlar un pont ondulador de 7 IGBT per al comandament d’un servomotor; que 
sigui capaç de gestionar dues alarmes, actuant diferent en funció de quina s’activi. 
L’esquema de connexions del sistema es mostra a la Fig. C.1. Es disposa de dos polsadors per 
comandar l’acceleració i el frenat del motor; dues senyals d’alarma, una lleu i una de 
crítica. A més, un interruptor permetrà fer un rearmament del sistema quan aquest entri 









































Fig. C.1. Esquema de conexxions d’un sistema embedded per controlar un 
servomotor. 
Com a sortides del sistema es tenen els sis IGBT més el de la resistència de frenat. Es 
pot accionar un fre mecànic i també hi ha una sortida per connectar la resistència de 
precàrrega, dues led per indicar l’estat del sistema i una alarma sonora. 
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El Grafcet concebut per controlar el sistema –i que es vol programar en el sistema 
embedded–, és el que es mostra, en nivell d’especificació, en la Fig. C.2, i en nivell de 



































G3: Control del 7è IGBT
G1: Control general de la màquina








Fig. C.2. Grafcet de control d’un motor elèctric amb pont ondulador d’IGBT i gestió 
d’alarmes. Nivell especificació. 
 
 

























G3: Control del 7è IGBT
G1: Control general de la màquina
































Fig. C.3. Grafcet de control d’un motor elèctric amb pont ondulador d’IGBT i gestió d’alarmes. Nivell 
programació. 
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Les sis sortides cap els sis IGBT del pont ondulador es consideren completament comandades 
per unes funcions síncrones, activades i desactivades des del Grafcet. 
Les alarmes, per seguretat, s’han instal·lat amb contactes normalment tancats, per 
coherència es tractaran les entrades mitjançant lògica negativa –alLleu = 1 indica que no 
hi ha alarma–. El rearmament es fa mitjançant un interruptor tancat amb clau i s’activa per 
flanc per evitar que el sistema es rearmi si l’interruptor ja estava activat abans de saltar 
l’alarma. 
C.2 Variables i constants del Grafcet. 
Per començar es defineix la relació entre les entrades i sortides del sistema i els ports 
corresponents del sistema adequat. És la que s’especifica en la Taula C.1: 
 
dispositiu Funció sist. embed. tipus 
cmd_Fre Frenar el motor. P12 Entr. 
cmd_Acc Accelerar el motor. P13 Entr. 
rearm Rearmament del sistema en cas d’aturada 
crítica. 
P18 Entr. 
alLleu Sensor de proximitat. P21 Entr. 
alCrit Fallada de seguretat. P23 Entr. 
vbus Tensió del bus de contínua. A2 Entr. 
led_on Led indicatiu de sistema actiu. P40 Sort. 
led_al Led indicatiu de sistema en estat d’alarma. P41 Sort. 
buz_al Indicador sonor d’estat d’alarma. P50 Sort. 
resPrec Resistència de precàrrega. P51 Sort. 
freMec Fre mecànic del motor en cas de fallada de 
seguretat. 
P52 Sort. 
igbt7 Resistència de control de la tensió del bus. P36 Sort. 
 
Taula C.1. Relació d’entrades i sortides del sistema adequat 
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Tot seguit, a partir del Grafcet es determinen els comptadors, les entrades i sortides digitals i 
analògiques, les variables internes i els flancs necessaris. Es resumeixen en la Taula C.2: 
  
Tipus dispositiu sist.emb. nom GeCé 
Entrades Digitals cmd_Fre P12 EntradaDig[0] 
 cmd_Acc P13 EntradaDig[1] 
 rearm P18 EntradaDig[2] 
 alLleu P21 EntradaDig[3] 
 alCrit P23 EntradaDig[4] 
Sortides Digitals led_on P40 SortidaDig[0] 
 led_al P41 SortidaDig[1] 
 buz_al P50 SortidaDig[2] 
 resPrec P51 SortidaDig[3] 
 freMec P52 SortidaDig[4] 
 igbt6 P36 SortidaDig[5] 
 GoMode - SortidaDig[6] 
 AccMode - SortidaDig[7] 
 FreMode - SortidaDig[8] 
Entrades Analògiques vbus A2 EA_vbus 
Sortides Analògiques - - - 
Temporitzadors 10s / X10 - TimerP[0] 
Flancs de variables rearm P18 FlancP[0] 
Variables de memòria - - - 
Variables internes   C_act 
   C_al 
Taula C.2. Relació d’entrades i sortides del sistema adequat 
Les variables GoMode, AccMode i FreMode són bits interns consultats per la rutina de 
gestió dels IGBT; però es vol que tinguin un comportament d’acció contínua. Per això 
s’assignen a les Sortides Digitals. 
Si es vol automatitzar la gestió dels comptadors –per no tractar-los un per un–, cal que es 
corresponguin les posicions dels bits de la variable de FlancP i FlancPB amb les 
respectives BitTimerP i BitTimerPB.  






Taula C.3. Constants de les 
característiques del Grafcet. 
Per a la definició de els constants dels grafcets, cal tenir en compte la jerarquia. En aquest 
Grafcet hi ha dos forçaments: G2 força a G1, i G1 força a G3 –mitjançant l’etapa capsa–. Per 
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tant G2 ha de tenir la jerarquia superior, després G1 i finalment G3. Cal definir també la 
constant associada a les etapes inicials del grafcet encapsat, perquè activi la primera etapa; i 







Taula C.4. Jerarquies i Etapa 
inicial al grafcet encapsat. 
C.3 Declaració de constants, variables i funcions. 
Al principi del cos del programa han de constar les declaracions de les variables globals, les 
constants i les funcions que es fan servir al llarg del programa. 
Vistes les variables definides fins el moment i les funcions que es veuran a continuació és té: 
/* Definició de constants */ 
// constants per accedir als bits de les variables (en columnes) 
#define ETAPA0  0x0001 
#define ETAPA1  0x0002 
#define ETAPA2  0x0004 
#define ETAPA3  0x0008 
#define ETAPA4  0x0010 
#define ETAPA5  0x0020 
#define ETAPA6  0x0040 
#define ETAPA7  0x0080 
#define ETAPA8  0x0100 
#define ETAPA9  0x0200 
#define ETAPA10 0x0400 
#define ETAPA11 0x0800 
#define ETAPA12 0x1000 
#define ETAPA13 0x2000 
#define ETAPA14 0x4000 
#define ETAPA15 0x8000 
 
#define TIMER0  0x0001 
#define TIMER1  0x0002 
#define TIMER2  0x0004 
#define TIMER3  0x0008 
#define TIMER4  0x0010 
#define TIMER5  0x0020 
#define TIMER6  0x0040 
#define TIMER7  0x0080 
#define TIMER8  0x0100 
#define TIMER9  0x0200 
#define TIMER10 0x0400 
#define TIMER11 0x0800 
#define TIMER12 0x1000 
#define TIMER13 0x2000 
#define ED0_cmdFRE 0x0001 
#define ED1_cmdAcc 0x0002 
#define ED2_rearm  0x0004 
#define ED3_alLleu 0x0008 
#define ED4_alCrit 0x0010 
#define ED5  0x0020 
#define ED6  0x0040 
#define ED7  0x0080 
#define ED8  0x0100 
#define ED9  0x0200 
#define ED10 0x0400 
#define ED11 0x0800 
#define ED12 0x1000 
#define ED13 0x2000 
#define ED14 0x4000 
#define ED15 0x8000 
 
#define SD0_ledON   0x0001 
#define SD1_ledAL   0x0002 
#define SD2_buzAL   0x0004 
#define SD3_resPrec 0x0008 
#define SD4_freMec  0x0010 
#define SD5_igbt6   0x0020 
#define SD6_GoMode  0x0040 
#define SD7_AccMode 0x0080 
#define SD8_FreMode 0x0100 
#define SD9  0x0200 
#define SD10 0x0400 
#define SD11 0x0800 
#define SD12 0x1000 
#define SD13 0x2000 
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#define TIMER14 0x4000 
#define TIMER15 0x8000 
 
#define FLANC0  0x0001 
#define FLANC1  0x0002 
#define FLANC2  0x0004 
#define FLANC3  0x0008 
#define FLANC4  0x0010 
#define FLANC5  0x0020 
#define FLANC6  0x0040 
#define FLANC7  0x0080 
#define FLANC8  0x0100 
#define FLANC9  0x0200 
#define FLANC10 0x0400 
#define FLANC11 0x0800 
#define FLANC12 0x1000 
#define FLANC13 0x2000 
#define FLANC14 0x4000 
#define FLANC15 0x8000 
 
#define TRAN0   0x0001 
#define TRAN1   0x0002 
#define TRAN2   0x0004 
#define TRAN3   0x0008 
#define TRAN4   0x0010 
#define TRAN5   0x0020 
#define TRAN6   0x0040 
#define TRAN7   0x0080 
#define TRAN8   0x0100 
#define TRAN9   0x0200 
#define TRAN10  0x0400 
#define TRAN11  0x0800 
#define TRAN12  0x1000 
#define TRAN13  0x2000 
#define TRAN14  0x4000 
#define TRAN15  0x8000 
 
#define SD14 0x4000 
#define SD15 0x8000 
 
#define BIT0  0x0001 
#define BIT1  0x0002 
#define BIT2  0x0004 
#define BIT3  0x0008 
#define BIT4  0x0010 
#define BIT5  0x0020 
#define BIT6  0x0040 
#define BIT7  0x0080 
#define BIT8  0x0100 
#define BIT9  0x0200 
#define BIT10 0x0400 
#define BIT11 0x0800 
#define BIT12 0x1000 
#define BIT13 0x2000 
#define BIT14 0x4000 
#define BIT15 0x8000 
 
// I un bit per fer-lo córrer. 
#define BIT 0x0001 
 
// constants dimensionals 
#define nGRAFCET 3 
#define nETAPES 6 
#define nTempP 1 
// constants de jerarquia, etapes i valors 
#define G2 0 
#define G1 1 
#define G3 2 
#define ENC_INI_G3 0x0001 
#define VLIM 0x01B4 
 
 
/*** DECLARACIÓ DE VARIABLES GLOBALS ****/ 
unsigned int EntradaDig; 
unsigned int EntradaDigAux; 
unsigned int SortidaDig; 
unsigned int EA_vbus;    // Entrada analògica; es diposa d'un 
              // conversor A/D de 10 bits. 
unsigned int FlancP; 
unsigned int FlancB; 
unsigned int TimerP [nTempP];   // taula per als comptadors. 
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unsigned int TLimitP [nTempP];  // i els valors límits.   
unsigned int BitTimerP;  // un bit per a cada Timer de pujada. 
 
unsigned int C_al  = 0;  // variables internes comptadores. 
unsigned int C_act = 0; 
 
struct grafcetGENERAL G[nGRAFCET]; 
 
/* i la definició i declaració de l’estructura dels grafcets */ 
struct grafcetGENERAL 
{ 
 unsigned char Forcat;  // per forçar el grafcet. 
 unsigned int  EtapaActiva; // estat futur de les etapes. 
 unsigned int  EtapaActivaAux; // estat anterior de les etapes. 
 unsigned int  FlagIniciEtapa; // si l’etapa s’acaba d’activar. 
 unsigned int  FlagFiEtapa; // si l’etapa s’acaba de desactivar. 




/* finalment, la declaració de funcions del programa principal */ 
void IniciMicro();  // Inicialitzacions pròpies del 
         // microcontrolador. 
void IniciGrafcet();  // Inicialització del Grafcet. 
void LecturaEntrades(); // Lectura d’Entrades. 
void GestioTempo();  // Gestió dels Temporitzadors. 
void AssignaAux();   // Assignació Auxiliar del Grafcet. 
void EvolucioGrafcet();  // Evolució del Grafcet. 
void AccionsPuntuals();  // Execució d’Accions Puntuals. 
unsigned char GrafcetEstable()) // Grafcet Estable? Recerca 
           // d’estabilitat 
void AccionsContinues(); // Forçament de grafcets i Execució  
          // d’Accions Contínues. 
void SortidesFisiques(); // Activació de les sortides Físiques. 
 
// i la de la resta de subrutines: 
void LecturaEntradesFisiques(); // registra el valor de les entrades 
      //del sistema en les variables corresponents. 
void AvaluaReceptivitats(unsigned char nG); //per al grafcet nG 
      //determina l’estat de les seves receptivitats.  
 
 
C.4 Traducció de l’esquema general a C. 
Abans d’escriure la traducció de l’esquema general, cal definir totes les variables del sistema i 
declarar les funcions. Per tractar-se d’un exemple àgil, aquestes parts s’obviaran, entenent 
que no suposen cap aportació representativa per al programador iniciat en C. 
Cada bloc del diagrama de flux que és l’esquema general es correspon a una acció en C. Les 
accions seran explicades en detall al capítol següent. 
La traducció de l’esquema general a C és com segueix: 
void main(void){ 
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IniciMicro();   // Inicialitzacions pròpies del 
        // microcontrolador. 
IniciGrafcet();   // Inicialització del Grafcet. 
while(1)     // Bucle asíncron indefinit. 
{ 
 LecturaEntrades();  // Lectura d’Entrades. 
 GestioTempo();    // Gestió dels Temporitzadors. 
 AssignaAux();    // Assignació Auxiliar del Grafcet. 
 EvolucioGrafcet();  // Evolució del Grafcet. 
 AccionsPuntuals();  // Execució d’Accions Puntuals. 
 if (GrafcetEstable()) // Grafcet Estable? Recerca d’estabilitat 
 { 
  AccionsContinues(); // Forçament de grafcets i Execució   
          // d’Accions Contínues. 
  SortidesFisiques(); // Activació de les sortides Físiques. 
 }      // fi de l’if(GrafcetEstable()) 
}     // fi del while(1) 
}     // fi del main 
Noti’s que en aquest esquema no hi ha cap paràmetre que faci referència al Grafcet 
implementat: és un codi general per a tots els programes. 
C.5 Traducció de les rutines a C. 
Un cop generada la seqüència principal, cal anar definint cada una de les rutines que es 
criden. Es poden traduir els grafcets un per un en cada rutina, o es pot abordar cada una de 
les rutines i elaborar-la de dalt a baix. 
C.5.1 IniciMicro(); 
Aquí cal habilitar els ports d’entrada i sortida del sistema, configurar el pre-escalador, el 
comparador per obtenir les interrupcions a la freqüència oportuna, etc. 
Però tots aquests paràmetres depenen del microcontrolador escollit per executar el programa. 
Aquesta funció no es tractarà en aquest exemple atès que és de difícil extrapolació.  
C.5.2 IniciGrafcet(); 
Cal prendre tots els grafcets i inicialitzar-los un per un. 
void IniciGrafcet(void) 
{ 
 /* grafcet G2 */ 
 G[G2].Forcat = 0; 
 G[G2].EtapaActiva = ETAPA0; 
 G[G2].FlagIniciEtapa = G[G2].EtapaActiva; 
 
 /* grafcet G1 */ 
 G[G1].Forcat = 0; 
 G[G1].EtapaActiva = ETAPA0; 
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 G[G1].FlagIniciEtapa = G[G1].EtapaActiva; 
 
 /* grafcet G3 */ 
 /* G3 comença forçat i sense etapes actives. */ 
 G[G3].Forcat = 1; 
 G[G3].EtapaActiva = 0x0000; 
 G[G3].FlagIniciEtapa = G[G1].EtapaActiva; 
 
 /* Inicialitzar els comptadors! */ 
 TLimitP[0] = 5000; // Aquest valor és comentat en el mòdul de 
         // gestió dels comptadors. 
 itTimerP = 0x0000; 
 lancP = 0x0000; 
 
 * Inicialitzar les variables internes */ 
 _act = 0; 
 _al = 0; 
 
 * i el mòdul de lectura d'entrades del sistema */ 
 ecturaEntradesFisiques(); 
}   fi de l'IniciGrafcet() 
Cal notar que el grafcet encapsat G3 comença forçat i amb cap de les etapes actives. 
La funció LecturaEntradesFísiques es descriurà junt amb la funció 
LecturaEntrades. 
C.5.3 LecturaEntrades(); 
Seguint la Taula C.2, es determina el valor de les entrades digitals i analògiques. Tot seguit es 
pot calcular el flanc de pujada i fer la còpia auxiliar. Aquests tres blocs es tradueixen: 
void LecturaEntrades(void) 
{ 
 /* Aquesta funció s'encarrega de llegir el valor de les entrades i 
    emmagatzemar-lo en les variables a tal efecte. */ 
 LecturaEntradesFisiques(); 
 
 /* mòdul "Busca Flancs" */ 
 FlancP = EntradaDig & ~EntradaDigAux; // per detectar els 
            // flancs de pujada. 
  FlancB = ~EntradaDig & EntradaDigAux; // pels de baixada. 
 
 
 /* mòdul "Recorda les Entrades" */ 
 EntradaDigAux = EntradaDig;  // es guarden els valors de les 
            // entrades per al mòdul 
            // següent. 
}  // fi del LecturaEntrades(). 
I la funció encarregada de llegir les entrades digitals i analògiques i registrar-les al seu lloc és: 
void LecturaEntradesFisiques(void) 
{ 
 /* Primer, es llegeixen les entrades digitals, però abans s'han de 
    posar totes a zero*/ 
 EntradaDig = 0x0000; 
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 if (P12)   // cmd_Fre 
  EntradaDig |= ED0_cmdFRE; 
 if (P13)   // cmd_Acc 
  EntradaDig |= ED1_cmdAcc; 
 if (P18)   // rearm 
  EntradaDig |= ED2_rearm; 
 if (P21)   // alLleu 
  EntradaDig |= ED3_alLleu; 
 if (P23)   // alCrit 
  EntradaDig |= ED4_alCrit; 
 
 /* tot seguit les entrades analògiques */ 
 EA_vbus = A2;  // tensió del bus de contínua. 
}        // fi del mòdul. 
Posant a zero la variable EntradaDig abans de llegir les entrades permet manipular els bits 
només en cas que l’entrada estigui activa. 
C.5.4 GestioTempo(); 
En el Grafcet de l’exemple només es compta amb un temporitzador de pujada. Cal comprovar 
l’estat del temporitzador mitjançant el bit zero de BitTimerP i, si està actiu, comprovar si ha 
arribat al nivell límit. Si no està actiu, comprovar el flanc de pujada del rearmament. 
Comptant amb una interrupció cada 1 ms, el valor fins on ha de comptar el comptador per 
aturar-se als 10 s és 10.000 –<216–. Com que només hi ha un comptador, no caldria 
carregar el valor del límit a la taula d’enters TlimitP. 
El codi resultant és: 
void GestioTempo() 
{ 
 unsigned char i; 
 /* Com que només hi ha un temporitzador, no caldria tractar-los de 
    forma automàtica, però es farà per mostrar-ho millor. */ 
 for (i = 0; i < nTempP; i++) 
 { 
  if (BitTimerP & (BIT << i)) 
  {       // serà que està comptant. 
   if (TimerP[i] >= TLimitP[i]) // ja ha comptat el temps? 
    BitTimerP &= ~(BIT << i); // es posa el bit a 0. 
  } else if (FlancP & (BIT << i)) // es comprova el flanc. 
  { 
   BitTimerP |= (BIT << i);  // s’activa el temporitzador. 
   TimerP[i] = 0x0000;   // es reseteja el comptador. 
  }      // fi de l’else if. 
 }       // fi del for que recorre els tempor. 
}        // fi del void GestioTempo. 
El mateix codi, sense automatitzar, resultaria: 
void GestioTempo(void) 
{ 
 /* Com que només hi ha un temporitzador, es pot fer de forma 
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    manual. */ 
  if (BitTimerP & TIMER0)      // es comprova si està actiu. 
  { 
   if (TimerP[0] >= TLimitP[0])  // i si ja ha comptat prou. 
    {BitTimerP &= ~TIMER0;    // es posa el bit a zero. 
    P7.1 = 1;} 
  } else if (G[G1].FlagIniciEtapa & ETAPA0) // o es comprova el 
                flanc. 
  { P7.1 = 0; 
   BitTimerP |= TIMER0;  // s'activa el temporitzador. 
   TimerP[0] = 0x0000;  // i es reseteja el comptador. 
  }   // fi de l'else if. 
}   // fi del void GestioTempo. 
Ara ja es disposa, en la variable BitTimerP de l’estat del temporitzador: comptant temps o 
no. 
C.5.5 AssignaAux(); 




 unsigned char nG; 
 
 /* es recorren tots els grafcets */ 
 for (nG = 0; nG < nGRAFCET; nG++) 
  G[nG].EtapaActivaAux = G[nG].EtapaActiva; 
}     // fi del mòdul de copiar l’estat de les etapes. 
C.5.6 EvolucioGrafcet(); 
Aquest és, sens dubte, el més particular de tots els blocs. Aquí es defineix l’estructura del 
Grafcet i cal anar en compte a l’hora de programar les etapes i transicions que entren en joc. 
Com que aquest Grafcet és relativament petit, es pot escriure tot el codi junt. Per a Grafcets 
més grans, s’aconsella disposar d’un arxiu a part, des del que s’accedeixi mitjançant una acció 
que inclogui les operacions d’evolució de cada grafcet fent servir un switch idèntic a l’emprat 
per avaluar les receptivitats. 
La implementació manual queda així: 
void EvolucioGrafcet(void) 
{ 
 unsigned char nG; 
  
 /* primer de tot es posen totes les receptivitats a zero */ 
 for (nG = 0; nG < nGRAFCET; nG++) 
  G[nG].Receptivitat = 0x0000; 
  
 /* i es recorren tots els grafcets, etapa per etapa */ 
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 /* grafcet G2 */ 
 if (!G[G2].Forcat)    // primer es comprova si cal evolucionar-lo. 
  { 
   AvaluaReceptivitats(G2);  //s'avaluen les receptivitats.  
 
   /* desactivació d'etapes actives amb receptivitats certes. */ 
   if (G[G2].EtapaActivaAux & ETAPA0)  // G2.Etapa20 
   { 
    if (G[G2].Receptivitat & (TRAN0 | TRAN1))   // E20>T0/T1 
     G[G2].EtapaActiva &= ~ETAPA0;  // es desactiva l'etapa. 
   } 
   if (G[G2].EtapaActivaAux & ETAPA1)  // G2.Etapa21 
   { 
    if (G[G2].Receptivitat & (TRAN2 | TRAN3))   // E21>T2/T3 
     G[G2].EtapaActiva &= ~ETAPA1;  // es desactiva l'etapa. 
   } 
   if (G[G2].EtapaActivaAux & ETAPA2)  // G2.Etapa22 
   { 
    if (G[G2].Receptivitat & TRAN4)  // E12>T4 
     G[G2].EtapaActiva &= ~ETAPA2;  // es desactiva l'etapa. 
   } 
 
   /* activació d'etapes per a G2. */ 
   if (G[G2].EtapaActivaAux & ETAPA0)  // G2.Etapa20 
   { 
    if (G[G2].Receptivitat & TRAN0)  // E20>T0>E21 
     G[G2].EtapaActiva |= ETAPA1;  // s'activa l'etapa. 
    if (G[G2].Receptivitat & TRAN1)  // E20>T1>E22 
     G[G2].EtapaActiva |= ETAPA2;  // s'activa l'etapa. 
   } 
   if (G[G2].EtapaActivaAux & ETAPA1)  // G2.Etapa21 
   { 
    if (G[G2].Receptivitat & TRAN2)  // E21>T2>E20 
     G[G2].EtapaActiva |= ETAPA0;   // s'activa l'etapa. 
    if (G[G2].Receptivitat & TRAN3)  // E21>T3>E22 
     G[G2].EtapaActiva |= ETAPA2;    // s'activa l'etapa. 
   } 
   if (G[G2].EtapaActivaAux & ETAPA2)  // G2.Etapa22 
   { 
    if (G[G2].Receptivitat & TRAN4)  // E22>T4>E20 
     G[G2].EtapaActiva |= ETAPA0;    // s'activa l'etapa. 
   } 
 
  /* un cop desactivades i activades les etapes, es calculen 
    els flags d'inici i fi d'etapa */ 
  G[G2].FlagIniciEtapa = G[G2].EtapaActiva & ~G[G2].EtapaActivaAux; 
  G[G2].FlagFiEtapa = ~G[G2].EtapaActiva & G[G2].EtapaActivaAux; 
 
  }   // fi de l'if(forçat) pel G2. 
 
 
 /* grafcet G1 */ 
 if (!G[G1].Forcat)    // primer es comprova si cal evolucionar-lo. 
  { 
   AvaluaReceptivitats(G1);  //s'avaluen les receptivitats.  
 
   /* desactivació d'etapes actives amb receptivitats certes. */ 
   if (G[G1].EtapaActivaAux & ETAPA0)  // G1.Etapa10 
   { 
    if (G[G1].Receptivitat & TRAN0)  // E10>T0 
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     G[G1].EtapaActiva &= ~ETAPA0;  // es desactiva l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA1)  // G1.Etapa11 
   { 
    if (G[G1].Receptivitat & TRAN1)  // E11>T1 
     G[G1].EtapaActiva &= ~ETAPA1;  // es desactiva l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA2)  // G1.Etapa12 
   { 
    if (G[G1].Receptivitat & TRAN2)  // E12>T2 
     G[G1].EtapaActiva &= ~ETAPA2;  // es desactiva l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA3)  // G1.Etapa13 
   { 
    if (G[G1].Receptivitat & (TRAN3 | TRAN4))  // E10>T3/T4 
     G[G1].EtapaActiva &= ~ETAPA3;    // es desactiva l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA4)  // G1.Etapa14 
   { 
    if (G[G1].Receptivitat & (TRAN6 | TRAN7))  // E14>T6/T7 
     G[G1].EtapaActiva &= ~ETAPA4;  // es desactiva l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA5)  // G1.Etapa15 
   { 
    if (G[G1].Receptivitat & TRAN5)  // E15>T5 
     G[G1].EtapaActiva &= ~ETAPA5;  // es desactiva l'etapa. 
   } 
 
   /* activació d'etapes per a G1. */ 
   if (G[G1].EtapaActivaAux & ETAPA0)  // G1.Etapa10 
   { 
    if (G[G1].Receptivitat & TRAN0)  // E10>T0>E11-E13 
     G[G1].EtapaActiva |= (TRAN1 | TRAN3);  // s'activa l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA1)  // G1.Etapa11 
   { 
    if (G[G1].Receptivitat & TRAN1)  // E11>T1>E12 
     G[G1].EtapaActiva |= ETAPA2;    // s'activa l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA2)  // G1.Etapa12 
   { 
    if (G[G1].Receptivitat & TRAN2)  // E12>T2>E10 
     G[G1].EtapaActiva |= ETAPA0;    // s'activa l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA3)  // G1.Etapa13 
   { 
    if (G[G1].Receptivitat & TRAN3)  // E10>T3>E14 
     G[G1].EtapaActiva |= ETAPA4;    // s'activa l'etapa. 
    if (G[G1].Receptivitat & TRAN4)  // E10>T4>E15 
     G[G1].EtapaActiva |= ETAPA5;    // s'activa l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA4)  // G1.Etapa14 
   { 
    if (G[G1].Receptivitat & TRAN6)  // E14>T6>E13 
     G[G1].EtapaActiva |= ETAPA3;    // s'activa l'etapa. 
    if (G[G1].Receptivitat & TRAN7)  // E14>T7>E15 
     G[G1].EtapaActiva |= ETAPA5;    // s'activa l'etapa. 
   } 
   if (G[G1].EtapaActivaAux & ETAPA5)  // G1.Etapa15 
   { 
    if (G[G1].Receptivitat & TRAN5)  // E15>T5>E13 
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     G[G1].EtapaActiva |= ETAPA3;    // s'activa l'etapa. 
   } 
 
  /* un cop desactivades i activades les etapes, es calculen 
    els flags d'inici i fi d'etapa */ 
  G[G1].FlagIniciEtapa = G[G1].EtapaActiva & ~G[G1].EtapaActivaAux; 
  G[G1].FlagFiEtapa = ~G[G1].EtapaActiva & G[G1].EtapaActivaAux; 
 
  }   // fi de l'if(forçat) pel G1. (...) 
 
 
 /* grafcet G3 */ 
 if (!G[G3].Forcat)    // primer es comprova si cal evolucionar-lo. 
  { 
   AvaluaReceptivitats(G3);  //s'avaluen les receptivitats.  
 
   /* desactivació d'etapes actives amb receptivitats certes. */ 
   if (G[G3].EtapaActivaAux & ETAPA0)  // G3.Etapa30 
   { 
    if (G[G3].Receptivitat & TRAN0)  // E30>T0 
     G[G3].EtapaActiva &= ~ETAPA0;  // es desactiva l'etapa. 
   } 
   if (G[G3].EtapaActivaAux & ETAPA1)  // G3.Etapa31 
   { 
    if (G[G3].Receptivitat & TRAN1)  // E31>T1 
     G[G3].EtapaActiva &= ~ETAPA1;  // es desactiva l'etapa. 
   } 
 
   /* activació d'etapes per a G3. */ 
   if (G[G3].EtapaActivaAux & ETAPA0)  // G3.Etapa30 
   { 
    if (G[G3].Receptivitat & TRAN0)  // E30>T0>E31 
     G[G3].EtapaActiva |= ETAPA1;  // s'activa l'etapa. 
   } 
   if (G[G3].EtapaActivaAux & ETAPA1)  // G3.Etapa31 
   { 
    if (G[G3].Receptivitat & TRAN1)  // E31>T1>E30 
     G[G3].EtapaActiva |= ETAPA0;    // s'activa l'etapa. 
   } 
 
  /* un cop desactivades i activades les etapes, es calculen 
    els flags d'inici i fi d'etapa */ 
  G[G3].FlagIniciEtapa = G[G3].EtapaActiva & ~G[G3].EtapaActivaAux; 
  G[G3].FlagFiEtapa = ~G[G3].EtapaActiva & G[G3].EtapaActivaAux; 
 
  }   // fi de l'if(forçat) pel G3. 
 
}   // fi del mòdul de fer evolucionar. 
Però encara queda definir la funció que avalua les receptivitats: 
void AvaluaReceptivitats(unsigned char nG)  
{ 
 switch (nG) 
 { 
 case G2: 
  // G2.T0 
  if (!(EntradaDig & ED3_alLleu) && (EntradaDig & ED4_alCrit)) 
   G[G2].Receptivitat |= TRAN0; 
  // G2.T1 
  if (!(EntradaDig & ED4_alCrit)) 
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   G[G2].Receptivitat |= TRAN1; 
  // G2.T2 
  if (FlancP & FLANC2) 
   G[G2].Receptivitat |= TRAN2; 
  // G2.T3 
  if (!(EntradaDig & ED4_alCrit)) 
   G[G2].Receptivitat |= TRAN3; 
  // G2.T4 
  if (FlancP & FLANC2) 
   G[G2].Receptivitat |= TRAN4; 
  break; 
 
 case G1: 
  // G1.T0 
  if ((G[G1].EtapaActivaAux & ETAPA0) && !(BitTimerP & TIMER0)) 
   G[G1].Receptivitat |= TRAN0; 
  // G1.T1 
  if (!(EntradaDig & ED4_alCrit)) 
   G[G1].Receptivitat |= TRAN1; 
  // G1.T2 
  if (!(G[G2].EtapaActivaAux & ETAPA2)) 
   G[G1].Receptivitat |= TRAN2; 
  // G1.T3 
  if ((EntradaDig & ED1_cmdAcc) && !(EntradaDig & ED0_cmdFRE)) 
   G[G1].Receptivitat |= TRAN3; 
  // G1.T4 
  if (EntradaDig & ED0_cmdFRE) 
   G[G1].Receptivitat |= TRAN4; 
  // G1.T5 
  if (!(EntradaDig & ED0_cmdFRE)) 
   G[G1].Receptivitat |= TRAN5; 
  // G1.T6 
  if (!(EntradaDig & ED1_cmdAcc) && !(EntradaDig & ED0_cmdFRE)) 
   G[G1].Receptivitat |= TRAN6; 
  // G1.T7 
  if (EntradaDig & ED0_cmdFRE) 
   G[G1].Receptivitat |= TRAN7; 
  break; 
 
 case G3: 
  // G3.T0 
  if (EA_vbus < VLIM) 
   G[G3].Receptivitat |= TRAN0; 
  // G3.T1 
  if (EA_vbus >= VLIM) 
   G[G3].Receptivitat |= TRAN1; 
  break; 
 }        // fi del switch(nG). 
 
} // fi de la funció que avalua les receptivitats. 
Vegi’s la importància d’una metodologia, molta cura i especificar quines transicions i etapes 
s’estan manipulant per poder fer una relació constant amb el Grafcet, que dóna les 
especificacions. 
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C.5.7 AccionsPuntuals(); 
En aquest Grafcet hi ha només dues accions puntuals explícites, encarregades d’incrementar 
dos comptadors, i dues més d’implícites, en l’etapa capsa. Recordar que per traduir l’etapa 
capsa el GeCé diu que cal convertir-la en una acció a l’activació que desforci i activi les 
etapes, i una acció a la desactivació que forci i desactivi les etapes del grafcet encapsat. 
Com que hi ha molt poques accions puntuals, no cal comprovar primer si la variable de flags 
és buida, atès que no suposa un gran estalvi de temps de còmput. 
En aquest bloc és molt important conservar la jerarquia. 
El resultat és el que segueix: 
void AccionsPuntuals(void) 
{ 
/* primer, el de major jerarquia: G2 */ 
 /* accions a la desactivació */ 
 // per a G2.Etapa20 
 if (G[G2].FlagFiEtapa & ETAPA0) 
  C_al++;      // increment del comptador d'alarmes. 
 
/* tot seguit G1 */ 
 /* accions a la desactivació */ 
 // G1.Etapa15. Accions d'etapa capsa! 
 if (G[G1].FlagFiEtapa & ETAPA5) 
 {  
  G[G3].FlagFiEtapa = G[G3].EtapaActivaAux; //càrrega de flags. 
  G[G3].EtapaActiva = 0x0000;    // desactivació d'etapes. 
  G[G3].Forcat = 1;      // forçament del grafcet encapsat. 
 } // fi de l'if. 
 
 /* accions a l'activació */ 
 // G1.Etapa11 
 if (G[G1].FlagIniciEtapa & ETAPA1) 
  C_act++;      // increment del comptador d'arrancades. 
 // G1.Etapa15. Accions d'etapa capsa! 
 if (G[G1].FlagIniciEtapa & ETAPA5) 
 {  
  G[G3].EtapaActiva = ENC_INI_G3;  // càrrega d'etapes. 
  G[G3].FlagIniciEtapa = G[G3].EtapaActiva; // i dels flags. 
  G[G3].Forcat = 0;    // alliberament del grafcet encapsat. 
 }            // fi de l'if. 
 
/* G3 no té accions puntuals */ 
 
}  // fi del bloc d'accions puntuals. 
Tot i que aquest és un bloc aparentment complicat, ja es pot veure que s’ha compactat força 
perquè, sense perdre eficiència, sigui molt clar i senzill. 
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C.5.8 GrafcetEstable(); 
Aquest bloc és quasi tan senzill com el d’AssignaAux. Només consisteix en recórrer tots els 
grafcets i comprovar si tots els valors de les etapes actives coincideixen amb els respectius 
valors de les etapes actives auxiliars. Si el Grafcet és estable, retorna un 1; si no, retorna un 
0: 
unsigned char GrafcetEstable(void) 
{ 
 unsigned char nG; 
 unsigned char estable; 
 
 nG = 0; 
 estable = 1; 
 
 while ((nG < nGRAFCET) && estable) 
 {            // es recorren tots els grafcets 
  estable = (G[nG].EtapaActiva == G[nG].EtapaActivaAux); 
  nG++;      // increment del comptador 
 }  // fi del while  
 return(estable);    // si s'arriba al final del bucle sense que 
       // es modifiqui el valor d'estable, serà que 
       // cap grafcet ha evolucionat. 
} // fi de la comprovació. 
8.5.9 AccionsContinues(); 
Aquest és l’altre bloc en què cal particularitzar les característiques del Grafcet. Es recorren 
totes les etapes de tots els grafcets i, si estan actives, s’executa l’acció que tenen associades. 
En casos de programes molt grans, es pot fer com en el bloc d’EvolucióGrafcet, en què 
una part del codi es separa en una acció a part mitjançant una estructura switch. 
En el Grafcet de l’exemple només hi ha dos forçaments que, a més, ja estan dissenyats per 
no tenir conflictes. Seran els que primer s’escriguin. Cal recordar que en aquest bloc també és 
molt important conservar la jerarquia. 
Com que aquest Grafcet és assequiblement petit, s’escriuran totes les accions juntes: 
void AccionsContinues(void) 
{ 
 unsigned char nG; 
 
 /* Primer de tot es desforcen tots els grafcets, excepte els 
   encapsats */ 
 for (nG = 0; nG < nGRAFCET; nG++) 
  G[nG].Forcat = 0; 
  
 G[G3].Forcat = 1; 
 
 /* aleshores es recorren els grafcets i s'executen els forçaments 
   adients */ 
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 /* primer el G2 */ 
 if (G[G2].EtapaActiva & ETAPA1) // G2.Etapa21 
 { 
  G[G1].Forcat = 1;    // es força el G1 perquè no evolucioni 
  G[G1].EtapaActiva = (ETAPA1 | ETAPA5);  // s'activen només les 
             // etapes adients. 
  // es comprova si s'acaben d'activar o desactivar les etapes. 
  G[G1].FlagIniciEtapa = G[G1].EtapaActiva & ~G[G1].EtapaActivaAux; 
  G[G1].FlagFiEtapa = ~G[G1].EtapaActiva & G[G1].EtapaActivaAux; 
 } // fi de l'if de forçat d'etapes 
 if (G[G2].EtapaActiva & ETAPA2) // G2.Etapa22 
 { 
  G[G1].Forcat = 1;    // es força el G1 perquè no evolucioni 
  G[G1].EtapaActiva = ETAPA2;  // s'activen només les 
         // etapes adients. 
  // es comprova si s'acaben d'activar o desactivar les etapes. 
  G[G1].FlagIniciEtapa = G[G1].EtapaActiva & ~G[G1].EtapaActivaAux; 
  G[G1].FlagFiEtapa = ~G[G1].EtapaActiva & G[G1].EtapaActivaAux; 
 } // fi de l'if de forçat d'etapes 
 
 /* després el G1 */ 
 // a G1 només hi ha el desforçament de l'etapa capsa. 
 if (G[G1].EtapaActiva & ETAPA5) 
  G[G3].Forcat = 0; 
 
/* un cop modificades totes les etapes dels grafcets forçats, ja es poden 
executar les accions contínues */ 
 
 // però primer es posen a zero totes les sortides digitals: 
 SortidaDig = 0x0000; 
 
 /* G2 no té més accions contínues que les associades a forçament */ 
 /* G1 */ 
 if (G[G1].EtapaActiva & ETAPA0) // G1.Etapa10 
  SortidaDig |= SD3_resPrec; // resistència de precàrrega. 
 
 if (G[G1].EtapaActiva & ETAPA1) // G1.Etapa11 
  SortidaDig |= SD0_ledON; // led_on, indicant mode normal. 
 
 if (G[G1].EtapaActiva & ETAPA2) // G1.Etapa12 
  SortidaDig |= (SD4_freMec | SD1_ledAL | SD2_buzAL);  // Fre  
          //mecànic, Led d'alarma i alarma sonora. 
  
 if (G[G1].EtapaActiva & ETAPA3)  // G1.Etapa13 
  SortidaDig |= SD6_GoMode;    // Activació del GoMode. 
 
 if (G[G1].EtapaActiva & ETAPA4) // G1.Etapa14 
  SortidaDig |= SD7_AccMode; // Activació de l'AccMode. 
 
 if (G[G1].EtapaActiva & ETAPA5) // G1.Etapa15 
  SortidaDig |= SD8_FreMode; // Activació de l'FreMode. 
 
 /* G3 */ 
 if (G[G3].EtapaActiva & ETAPA0) // G3.Etapa30 
  SortidaDig |= SD5_igbt6; // Activació del 7è IGBT. 
 // G3.Etapa31 no té, en realitat, cap sortida associada. 
 
} // fi dels forçaments de grafcets i les accions contínues. 
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Com que la variable auxiliar de les sortides digitals es posa a 0 cada vegada, són les etapes 
actives que han d’activar les sortides, garantint un correcte funcionament del Grafcet. A més, 
es garanteix que les sortides actives en etapes consecutives romanen estrictament actives. 
C.5.10 SortidesFisiques(); 
Finalment s’arriba al final del PLCscan amb l’activació de les sortides físiques –en funció de 
com hagin estat les entrades i l’estat del sistema–. 
El que es fa aquí és assignar cada una de les sortides digitals i analògiques amb la seva 
variable del sistema embedded corresponent. L’únic que cal fer és anar seguint la Taula C.2 
per a cada una de les sortides digitals: 
void SortidesFisiques(void) 
{ 
 if (SortidaDig & SD0_ledON) // led_on 
  P40 = 1; 
 else 
  P40 = 0; 
 
 if (SortidaDig & SD1_ledAL) // led_al 
  P41 = 1; 
 else 
  P41 = 0; 
 
 if (SortidaDig & SD2_buzAL) // buz_al 
  P50 = 1; 
 else 
  P50 = 0; 
 
 if (SortidaDig & SD3_resPrec) // resPrec 
  P51 = 1; 
 else 
  P51 = 0; 
 
 if (SortidaDig & SD4_freMec) // freMec 
  P52 = 1; 
 else 
  P52 = 0; 
 
 if (SortidaDig & SD5_igbt6) // igbt6 
  P36 = 1; 
 else 
  P36 = 0; 
 
 if (SortidaDig & SD6_GoMode) // GoMode 
  GoMode = 1; 
 else 
  GoMode = 0; 
 
 if (SortidaDig & SD7_AccMode) // AccMode 
  AccMode = 1; 
 else 
  AccMode = 0; 
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 if (SortidaDig & SD8_FreMode) // FreMode 
  FreMode = 1; 
 else 
  FreMode = 0; 
 
}  // fi de l'últim bloc del programa. 
C.6 Configuració de les interrupcions. 
Un cop configurada la interrupció a la freqüència adecuada, el codi en C que cal insertar dins 
al cos de la interrupció és: 
interrupt T_1ms(void) 
{ 
 unsigned char nT; 
 /* es pren la taula de comptadors de pujada i s’incrementen els 
    valors –tants com temporitzadors– actuals en una unitat */ 
 for (nT = 0; nT < nTimerP; nT++) 
  TimerP[nT]++; 
 
  /* com que no hi ha comptadors de baixada, no cal incrementar la 
     variable TimerPB */ 
 
} // fi de la interrupció. 
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D. PRESSUPOST  
L’objectiu d’aquest document és plantejar un pressupost el més aproximat possible als 
costos de la realització de la Metodologia per implementar automatismes GRAFCET en 
microprocessadors programats en C. Es valorarà el preu que inclourà el total dels costos, 
impostos i beneficis. 
Es procedeix al càlcul del cost total desglossat en costos de desenvolupament de projecte. 
D.1. Costos d’oficina tècnica 
En una primera partida es tindran en compte els costos amortitzables:  
¤ Costos a amortitzar en tres anys:  
 
Concepte Preu [€] 
ordenador personal 1.253,00 
llicències programes informàtics 2.500,00 
impressora 360,00 
TOTAL 6.253,00 
Taula D.1. Costos amortitzables 
Per a cada any equival a: 
TOTAL  AMORTITZABLES = 2.084,00 €/any 
Si s’afegeixen els costos fixos anuals corresponents a: 
¤ Lloguer del local, llum, aigua, telèfon, taxes i costos financers:  7.000,00 €/any. 
¤ Línia Internet ADSL:  360,00 €/any  
TOTAL  AMORTITZABLES i FIXES =  9.444,00 €/any 
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Tenint en compte que la jornada laboral serà de 1.800,00 h/any per terme mig y 
considerant que el temps invertit en el projecte es de 775 h –Taula D.2–, s’obté un total 
de: 
TOTAL  AMORTITZABLES i FIXES: 
1 €9.444,00  ·  · 775 4.066,00 €1800 
any hany h
=  
Si s’adopta un marge del 20% d’error sobre el total, s’obté: 
TOTAL = 4.066,00 € · 1,2 = 4.879,00 € 
A continuació s’avalua el cost de personal, considerant el sou d’un enginyer júnior, segons 






[h] Cost [€] 
Recerca bibliogràfica de tecnologies de PLC 25 12 300,00
Lectura, interpretació i estudi del funcionament dels  PLC 25 42 1.050,00
Lectura, interpretació i estudi dels llenguatges de programació 
de PLC 
25 61 1.525,00
Recerca bibliogràfica, lectura, interpretació i estudi del 
funcionament de sistemes embedded 
25 38 950,00
Lectura, interpretació i estudi dels llenguatges de programació 
dels sistemes embedded. 
25 64 1.600,00
Recopilació de la normativa vigent 25 10 250,00
Lectura, interpretació i resum de l’estàndard IEC 61131-3. 25 52 1.300,00
Lectura, interpretació i resum de l’estàndard IEC 60848 25 108 2.700,00
Elaboració d’una metodologia de traducció del llenguatge de 
d’especificació GRAFCET a C 
25 140 3.500,00
Elaboració del GeCé  25 198 4.950,00
Programació de l’exemple d’aplicació 25 50 1.250,00
TOTAL PERSONAL 775 19.375,00
Taula D.2. Estimació horària 
 
TOTAL  DESENVOLUPAMENT DEL PROJECTE =  
4.879,00 + 19.375,00 = 24.254,00 € 
 
Metodologia per implementar automatismes GRAFCET en microprocessadors programats en C Pàg. 199 
D.2. Impostos i preu de venta al públic 
En aquest apartat s’aplica l’IVA [16 %] sobre el cost total, obtenint un cost total de 
facturació de: 
 
Concepte Cost [€] 
TOTAL ABANS IMPOSTOS 24.254,00 
+ IVA [16%] 3.881,00 
TOTAL DESPRÉS  IMPOSTOS 28.135,00 
Taula D.3. Cost final 
 
 
