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ABSTRACT
The model involving the orientation distribution of some objects in a dilute
suspension leads to partial differential equations (PDEs) in the real pro-
jective plane. Previously, the situation had been analyzed using the unit
sphere, which results in unnecessarily large computations. We formulate
the problem directly in the projective plane using the finite element method.
Our approach predicts the three-dimensional orientation of rigid fibres in a
turbulent flow. This problem originated in the papermaking industry as a
result of distributing and orienting fibres optimally into a produced paper
sheet. Simulations are done for two different channels and the results are
validated with experiments. Furthermore, we develop our method to solve
the Schnakenberg model on the evolving curved surfaces which arises from
pattern formation modelling in animals. The role of the eigenvalue of the
Laplacian in the emerging pattern has been analyzed as well. Our choice
of parametrization allows a very convenient way to treat a large class of
surfaces in a straightforward way and in a similar way to treat other PDE
systems on surfaces. The method avoids the error of surface approximation,
which makes it accurate in this aspect. In this context, the results are pre-
sented for different evolving curved surfaces. The implementation is done
in C++ and Freefem.
2010 Mathematics Subject Classification : 35K55 (reaction-diffusion equa-
tion), 35J92 (non), 56N30 (finite element method), 56Y99 (computer as-
pects numerical algorithm)
Keywords: partial differential equation; finite element method; projective
plane; evolving surfaces; fibre orientation distribution.
ABSTRACT
The model involving the orientation distribution of some objects in a dilute
suspension leads to partial differential equations (PDEs) in the real pro-
jective plane. Previously, the situation had been analyzed using the unit
sphere, which results in unnecessarily large computations. We formulate
the problem directly in the projective plane using the finite element method.
Our approach predicts the three-dimensional orientation of rigid fibres in a
turbulent flow. This problem originated in the papermaking industry as a
result of distributing and orienting fibres optimally into a produced paper
sheet. Simulations are done for two different channels and the results are
validated with experiments. Furthermore, we develop our method to solve
the Schnakenberg model on the evolving curved surfaces which arises from
pattern formation modelling in animals. The role of the eigenvalue of the
Laplacian in the emerging pattern has been analyzed as well. Our choice
of parametrization allows a very convenient way to treat a large class of
surfaces in a straightforward way and in a similar way to treat other PDE
systems on surfaces. The method avoids the error of surface approximation,
which makes it accurate in this aspect. In this context, the results are pre-
sented for different evolving curved surfaces. The implementation is done
in C++ and Freefem.
2010 Mathematics Subject Classification : 35K55 (reaction-diffusion equa-
tion), 35J92 (non), 56N30 (finite element method), 56Y99 (computer as-
pects numerical algorithm)
Keywords: partial differential equation; finite element method; projective
plane; evolving surfaces; fibre orientation distribution.
Preface
This PhD dissertation contains the results of research done at Physics and
Mathematics Department of the University of Eastern Finland. There are
many people involved directly or indirectly in this thesis. I would have
never reached the point of finishing my dissertation without their help and
support of others.
First of all, I would like to express my sincere gratitude to my supervi-
sor, Professor Jukka Tuomela. You are full of knowledge and ideas, thanks
for sharing them with me. Your support, patience, persistence, and sense
of humour have always inspired me. Thanks for never giving up on me and
being there, regardless of your busy schedule.
I would like to specifically thank two people: professor Fe´de´ric Hecht, who
taught me the implementation of FreeFem, and Dr Jacques Morice, who I
benefited from his vast knowledge of programming during my research visit
to the Laboratoire Jacques-Louis Lions in Paris. For financial support, I am
grateful to the University of Eastern Finand, the Finnish Graduate School
in Computational Sciences and the Center for International Mobility.
Parenting is by far number one on the list of unappreciated jobs. I
would like to thank my first teacher, my mother who taught me so many
worthy lessons in life. Thank you so much for helping me to find my way
in science, without your support, I could not stand and continue. My father
was my greatest encouragement. He was enthusiastically looking forward
to my PhD defence, but he could not stay here longer. I regret you are no
longer here.
To me, my beloved husband Amir is peace and trust. Without peace
and trust I could have done nothing. I sincerely hope that I can be worthy
of your unconditional trust and love.
Helsinki, June 1, 2015 Mahdieh Sattari
LIST OF PUBLICATIONS
This thesis consists of the present review of the author’s work in the field
of Applied Mathematics and the following selection of the author’s publi-
cations:
I M. Sattari and J. Tuomela, “On the numerical solution of elliptic and
parabolic PDE in the real projective plane”, Submitted, (2014).
II M. Sattari, J. Tuomela, H. Niskanen, and J. Ha¨ma¨la¨inen, “Coupled
simulation of the spherical angles of rigid fibres by using a fibre ori-
entation probability distribution model,” J. Multiphase Flow 65, 61–
67 (2014).
III M. Sattari and J. Tuomela, “Patterns on evolving surface”, Proceed-
ing of the XXIV Congress on Differential Equations and Applica-
tions, Paper presented at XIV Congress on Applied Mathematics,
Ca´diz, June 8-12, (2015).
IV M. Sattari and J. Tuomela, “On the numerical simulation of Schnaken-
berg model on evolving surface” Math. Sci. Lett. 4(3), 1–12 (2015).
LIST OF PUBLICATIONS
This thesis consists of the present review of the author’s work in the field
of Applied Mathematics and the following selection of the author’s publi-
cations:
I M. Sattari and J. Tuomela, “On the numerical solution of elliptic and
parabolic PDE in the real projective plane”, Submitted, (2014).
II M. Sattari, J. Tuomela, H. Niskanen, and J. Ha¨ma¨la¨inen, “Coupled
simulation of the spherical angles of rigid fibres by using a fibre ori-
entation probability distribution model,” J. Multiphase Flow 65, 61–
67 (2014).
III M. Sattari and J. Tuomela, “Patterns on evolving surface”, Proceed-
ing of the XXIV Congress on Differential Equations and Applica-
tions, Paper presented at XIV Congress on Applied Mathematics,
Ca´diz, June 8-12, (2015).
IV M. Sattari and J. Tuomela, “On the numerical simulation of Schnaken-
berg model on evolving surface” Math. Sci. Lett. 4(3), 1–12 (2015).
AUTHOR’S CONTRIBUTION
This dissertation is based on four articles. In these articles, the essential
idea of the proposed method was originated by the co-author, Professor
Jukka Tuomela. In all publications the author has carried out the simulation
and numerical computation.

Contents
1 INTRODUCTION 1
2 OVERVIEW OF DOMAIN COMPOSITION METHOD 3
3 RECOLLECTION OF FINITE ELEMENT METHOD 7
3.1 P1 Element . . . . . . . . . . . . . . . . . . . . . . . . . 8
3.2 P2 Element . . . . . . . . . . . . . . . . . . . . . . . . . 10
3.3 Numerical integration . . . . . . . . . . . . . . . . . . . . 11
3.4 Time difference approximation . . . . . . . . . . . . . . . 12
3.5 L2 and H1 norm on manifold Γ . . . . . . . . . . . . . . . 13
4 IMPLEMENTATION 15
4.1 Triangulation . . . . . . . . . . . . . . . . . . . . . . . . 16
4.2 Mesh data file . . . . . . . . . . . . . . . . . . . . . . . . 17
4.3 Classes . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
4.4 Identification . . . . . . . . . . . . . . . . . . . . . . . . 19
4.5 Implementing P2 element . . . . . . . . . . . . . . . . . . 22
4.6 Matrix assembly . . . . . . . . . . . . . . . . . . . . . . . 24
4.7 Solving square system by UMFPACK . . . . . . . . . . . 26
4.8 Visualization . . . . . . . . . . . . . . . . . . . . . . . . 28
5 FIBRE ORIENTATION MODEL 31
5.1 Computation of rotational vector field “w” . . . . . . . . . 31
6 SUMMARY OF PAPERS I-IV 35
6.1 Paper I . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
6.1.1 Variational formulation . . . . . . . . . . . . . . . 35
6.1.2 Discrete variational formulation . . . . . . . . . . 36
6.1.3 Elliptic case . . . . . . . . . . . . . . . . . . . . . 37
6.1.4 Parabolic Case . . . . . . . . . . . . . . . . . . . 38
6.2 Paper II . . . . . . . . . . . . . . . . . . . . . . . . . . . 38
6.2.1 Straight channel . . . . . . . . . . . . . . . . . . 39
6.2.2 Curved channel . . . . . . . . . . . . . . . . . . . 40
6.3 Paper III . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
6.3.1 Schnakenberg model . . . . . . . . . . . . . . . . 40
6.3.2 Numerical results . . . . . . . . . . . . . . . . . . 41
6.4 Paper IV . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
6.4.1 Schnakenberg model on changing manifold . . . . 41
6.4.2 Role of eigenvalues . . . . . . . . . . . . . . . . . 42
REFERENCES 43
A CLASSES 47
A.1 Class vertex . . . . . . . . . . . . . . . . . . . . . . . . . 47
A.2 Class triangle . . . . . . . . . . . . . . . . . . . . . . . . 49
B IDENTIFICATION 53
B.1 Function sorting the vertices on the boundary . . . . . . . 53
B.2 Identification of boundary labelled 4 . . . . . . . . . . . . 54
B.3 Creating the three vectors Ap, Ai and Ax for use in the UMF-
PACK package . . . . . . . . . . . . . . . . . . . . . . . 54
C MAIN PART OF PROGRAM 57
D MAPLE CODE 65
6.2.2 Curved channel . . . . . . . . . . . . . . . . . . . 40
6.3 Paper III . . . . . . . . . . . . . . . . . . . . . . . . . . . 40
6.3.1 Schnakenberg model . . . . . . . . . . . . . . . . 40
6.3.2 Numerical results . . . . . . . . . . . . . . . . . . 41
6.4 Paper IV . . . . . . . . . . . . . . . . . . . . . . . . . . . 41
6.4.1 Schnakenberg model on changing manifold . . . . 41
6.4.2 Role of eigenvalues . . . . . . . . . . . . . . . . . 42
REFERENCES 43
A CLASSES 47
A.1 Class vertex . . . . . . . . . . . . . . . . . . . . . . . . . 47
A.2 Class triangle . . . . . . . . . . . . . . . . . . . . . . . . 49
B IDENTIFICATION 53
B.1 Function sorting the vertices on the boundary . . . . . . . 53
B.2 Identification of boundary labelled 4 . . . . . . . . . . . . 54
B.3 Creating the three vectors Ap, Ai and Ax for use in the UMF-
PACK package . . . . . . . . . . . . . . . . . . . . . . . 54
C MAIN PART OF PROGRAM 57
D MAPLE CODE 65
1 Introduction
Numerical solutions to partial differential equations (PDEs) on curved sur-
faces have attracted an increased interest since the rise of cost effective
digital computing. In this context, various numerical methods have been
proposed and developed, motivated by applications in both scientific and
industrial fields. The present study is based on simulating some models
arising in fluid mechanics and biomathematics. The main focus of this the-
sis concerns the numerical solution to PDEs on the real projective plane
RP2 and evolving surfaces using the finite element method.
Part of this research is devoted on solving the convection diffusion
equation on the real projective plane RP2. This model arises in various
applications such as dilute suspension of wood fibres [1–3], liquid crys-
tals [4, 5] and even the analysis of images [6]. We focus on the model
deduced from the fibre orientation model in the papermaking industry. In
such a problem, the unknown is a probability distribution of the orienta-
tion of the fibres. The orientation of a rigid body regardless of its rotation
around its long axis can be specified by a point in the real projective plane
RP2. Previously, the relevant equations had been analyzed on the unit
sphere S2 instead of RP2. This is possible since S2 is the two-sheeted cov-
ering space of RP2. This means that RP2 is obtained by identifying the
opposite points of the unit sphere S2. This identification induces the appro-
priate Riemannian metric. To this end, the appropriate maps are found to
parameterize RP2. In this case RP2 is covered by three parameter sub-
domains with appropriate boundary identification. The essential work of
this study is to simulate the model on the parameterized RP2 using finite
element method.
Numerical solution of Schnakenberg model [7] on the evolving sur-
faces is second part of this research. This problem can be traced back to
Turing’s work on diffusion driven instability [8]. It is a relatively well-
known model in biomathematics, which has been applied to study tumour
growth and pigmentation pattern in butterfly wings among other things [9].
In recent years there has been substantial interest in these questions from
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the numerical point of view; see [10–14]. In this problem, the “boundary”
of an animal is regarded as a topological sphere S2 and the systems of PDEs
should be solved on the surface, which evolves over time. For this purpose,
S2 covered by six two-dimensional parameter subdomains. This is possible
because while the surface only changes its shape it remains topologically
a sphere. Hence the computational model can be viewed on a fixed do-
main but with a changing Riemannian metric. This method reduces all the
computations to these fixed parameter domains.
The other contribution is to analyze more precisely the role of the eigen-
functions of the Laplacian on the surface. The analysis given in [9] explains
the conditions of the eigenvalues necessary for the emergence of patterns.
However, we have not found any discussion about eigenfunctions in the lit-
erature. Perhaps this is due to the fact that in some sense the case of the
sphere is very atypical and most of the computations have been done in
“sphere-like” situations.
The content of the thesis is as follows. Chapter 2 is devoted to a sim-
ple illustration of domain composition used in our method. In Chapter 3,
we review formulas used to implement the finite element method, such as
defining the basis functions for the P1 and P2 elements, and the formula
used for numerical integration. Chapter 4 is dedicated to describing algo-
rithms used to implement the finite element method. Chapter 5 presents the
computation of vector fields arising in the fibre orientation model. Finally,
Chapter 6 summarises the four papers this thesis is based on. To review the
implemented code, we refer the reader to Appendices A, B, C and D.
2 Dissertations in Forestry and Natural Sciences No 189
2 Overview of Domain Com-
position Method
This chapter deals with domain composition as the major part of the pro-
posed method in this study. For the sake of simplicity, we explain how a
two-dimensional domain is mapped to the unit sphere. The procedure is the
same for other kinds of surfaces in this study.
Three parameter subdomains, D1 = (−1,1)× (−1,1), D2 = (1,3)×
(−1,1) and D3 = (−1,1)× (1,3), are defined. Joining Di results in the
complete domain D. Let S2 be the unit sphere. The proposed method is
based on covering the surface of S2 with two similar patches, D and D′, as
illustrated in Figure 2.1. Note that the boundaries are identified according
to their index numbers. The arrows in Figure 2.1 indicate the identification
direction. The proper maps φ j : Dj →R3 are defined as follows:
φ1(z) = γ−1/21
 z1z2
1
 , φ2(z) = γ−1/22
 1z2
2− z1
 , φ3(z) = γ−1/23
 z11
2− z2

φ4 = −φ1 , φ5 = −φ2 , φ6 = −φ3 (2.1)
where γ1 = 1+ |z|2 , γ2 = 1+(z1−2)2+ z22 and γ3 = 1+ z21+(z2−2)2 .
The domain D is mapped to one half of the unit sphere according to
(2.1). Alternatively, domain D′ covers the other half of S2. To understand
the mapping, let us consider the boundaries of subdomain D1 of domain
D as shown in Figure 2.2. It is mapped to R3 using φ1 in equation (2.1).
Figure 2.3 illustrates that boundaries AB and AC are mapped to two curves
on the unit sphere such that two great circles passing through them inter-
sect at A. Similarly boundaries BE and CE are mapped to S2 as shown in
Figure 2.4. Figure 2.5 depicts the position of two great circles containing
AB andCE. As demonstrated the plane passing through the red great circle
is perpendicular to the plane passing through the green one. The final result
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Figure 2.1: Construction of the surface of the unit sphere S2.
of the mapping of the square D1 using φ1 is shown in Figure 2.6. Other
subdomains are mapped in the same way.
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Figure 2.2: Subdomain D1 of domain D.
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Figure 2.3: Mapped AB and AC on the unit sphere.
Figure 2.4: Mapped BE and CE on the unit sphere.
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Figure 2.5: Two great circles are perpendicular.
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Figure 2.6: Mapped D1 on the unit sphere.
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3 Recollection of Finite Ele-
ment Method
The finite element method is a computational method to find approximate
solutions to partial differential equations. Good references from the theoret-
ical point of view for the finite element method are, for example, [15–17].
This method utilises a variational problem involving an integral of the dif-
ferential equation over the problem domain. The problem domain is di-
vided into a number of subdomains called finite elements. The solution of
the partial differential equation is approximated by a simpler polynomial
function on each element. The variational formulation is then computed
using the local basis functions of each element. Finally, recollecting the set
of element equations results a global matrix equation to approximate the
solution. Before going into details let us briefly explain the scheme of the
finite element method mathematically.
For illustrative purposes, suppose that an elliptic PDE problem is de-
fined on a domain Ω, which is then partitioned into finite elements. To
solve a PDE problem numerically, it is written as a variational problem as
follows:
find u ∈V such that
a(u,v) = ( f ,v) ∀v ∈V , (3.1)
where V is a functional space, a represents a bilinear form over V ×V with
coercivity and a function f :V →R. Originally, we had a variational prob-
lem where V is not a finite dimensional space. The finite element method
approximates the solution u in a finite dimensional subspace Vh ⊂ V . Let
us consider (3.1) with V replaced by Vh, namely
find uh ∈Vh such that
a(uh,v) = ( f ,v) ∀v ∈Vh. (3.2)
Dissertations in Forestry and Natural Sciences No 189 7
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Here we indicate how (3.2) represents a system of equations for uh. uh can
be written as a linear combination of the basis function {ψi, i= 1, ...,m} of
Vh.
uh =
m
∑
i=0
ciψi
Let Ai j = a(ψi,ψ j) and Fi = ( f ,ψi) for i, j = 1, ...,m. Set U = (Uj), A =
(Ai j) and F= (Fi). Then solving the system
AU= F (3.3)
is equivalent to (3.2). Note that the basis function ψi is defined such that ψi
is nonzero only on elements containing the vertex i. One important step in
the finite element method is to assemble the global matrix A by summing
its constituent parts over each element, which are computed separately. The
local basis functions are required to formulate the variational formulation
for each element. In this study, we deal with a triangulated two-dimensional
domain, where a triangular 2D element is denoted T . Let {ψTi , i = 1, ..,k}
denote a set of basis functions on the single element T , where k depends
on the order of the basis functions. Therefore the bilinear form defined in
(3.1) can be evaluated as
a(u,v) =∑
T
aT (u,v),
where
aT (u,v) =
k
∑
i=1
k
∑
j=1
a(ψTi ,ψTj ),
and the right hand side of (3.1) is
( f ,v) =∑
T
∑
i
( f ,ψTi ).
3.1 P1 ELEMENT
In this section we demonstrate the basis function of order one for a sin-
gle 2D element T . Let T be an arbitrary triangular element with vertices
8 Dissertations in Forestry and Natural Sciences No 189
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qi(xi,yi), i = 1,2,3. The Lagrange shape function ψTi (x,y) for element
T is defined as
ψTi (x,y) = ci1+ ci2x+ ci3y s.t. ψTi (x j,y j) = δi j i, j = 1,2,3 ,
(3.4)
where δi j is the Kronecker delta. Consequently, the linear system is1 x1 y11 x2 y2
1 x3 y3

ci1ci2
ci3
=
δi1δi2
δi3
 .
Since the points (xi,yi) are affinely independent the solution exists .
Remark. ψTi is called a nodal basis, and points (xi,yi) are called the
nodes.
The Langrange shape functions are regarded as barycentric coordinates.
For the purpose of illustration, let
λ1 = ψT1 , λ2 = ψT2 , and λ3 = ψT3 ,
and define a transformation from barycenteric to physical coordinates asx1 x2 x3y1 y2 y3
1 1 1

λ1λ2
λ3
=
xy
1
 .
Observe that (λ1,λ2,λ3) has the value (1,0,0) at vertex q1, (0,1,0) at ver-
tex q2 and (0,0,1) at vertex q3. Let p be an interior point in triangle T .
Then the barycenteric coordinates at p are
λ1 =
|Tpq2q3 |
|T | , λ2 =
|Tpq1q3 |
|T | , and λ3 =
|Tpq1q2 |
|T | , (3.5)
where |Tpqiq j | is the area of the subtriangle having vertices p, qi, q j and |T |
is the area of T ; see Figure 3.1.
The element in Figure 3.1 is said to have three degrees of freedom, due
to the fact the triangle has three nodes. In fact, the equations in (3.5) give
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1q
2q 3q
p
T
Figure 3.1: The triangular element T and P1 degree of freedom. p is the interior point of
T .
the values of the basis functions at point p. To write (3.5) in terms of vertex
coordinates we obtain
|Tpqiq j |=
1
2
|(xi− x)(y j− y)− (x j− x)(yi− y)|, i, j = 1,2,3 (3.6)
and
|T |= 1
2
|(x2− x1)(y3− y1)− (y2− y1)(x3− x1))|.
The gradients of the Lagrange shape function are as follows:
∇λ1 = ∇ψT1 =
1
2|T | [y2− y3,x3− x2],
∇λ2 = ∇ψT2 =
1
2|T | [y3− y1,x1− x3],
∇λ3 = ∇ψT3 =
1
2|T | [y1− y2,x2− x1].
(3.7)
3.2 P2 ELEMENT
In this section, the quadratic basis function is evaluated on the triangle T ,
which has 6 nodes including three vertices qi, i = 1,2,3 and three edge
midpoints qi, i = 4,5,6. Figure 3.2 presents the P2 element with six de-
grees of freedom. The quadratic shape function is given by
ψTi = ci1+ ci2x+ ci3y+ ci4x2+ ci5xy+ ci6y2
such that
ψTi (x j,y j) = δi j ψTi , i= 1, ..,6.
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Solving the resulting matrix system and substituting ci j in the above equa-
tion produces the following equations in terms of barycentric coordinates:
ψTi = λi(2λi−1), i= 1,2,3
ψTi = 4λi−3λi−2, i= 4,5
ψT6 = 4λ1λ3.
For gradients, we then obtain
∇ψTi = (4λi−1)∇λi, i= 1,2,3
∇ψTi = 4λi−2∇λi−3+ 4λi−3∇λi−2, i= 4,5
∇ψT6 = 4λ3∇λ1+ 4λ1∇λ3.
1q
2q 3q
T
4q
5q
6q
Figure 3.2: Arrangement of nodes for quadratic finite element approximation.
3.3 NUMERICAL INTEGRATION
The definite integral over T should be approximated to obtain the local
matrix for the triangle T . To illustrate the integral approximation, let f
be an arbitrary function defined on domain Γ ⊂ R2.To approximate the
integral, we have ∫ ∫
Γ
f (x,y)dxdy≈
n
∑
i=1
wi f (xi,yi),
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where (xi,yi) are points in domain Γ and wi are the corresponding weights.
In this study, we utilise the Gauss-Kronrod quadrature formula [18], which
is exact for polynomials of degree 5. Table 3.3 represents the weights and
particular point (ξ ,η) for the reference triangle. The case of an arbitrary
triangle T is handled with the affine map below:(
x
y
)
=
(
x2− x1 x3− x1
y2− y1 y3− y1
)(
η
ξ
)
+
(
x1
y1
)
.
For see more quadrature formulas, see [19].
(ξ ,η) wi
( 13 ,
1
3 ) 0.225|T |
( 6−
√
15
21 ,
6−√15
21 ) (
155−√15
1200 )|T |
( 6−
√
15
21 ,
9+2
√
15
21 ) (
155−√15
1200 )|T |
( 9+2
√
15
21 ,
6−√15
21 ) (
155−√15
1200 )|T |
( 6+
√
15
21 ,
6+
√
15
21 ) (
155+
√
15
1200 )|T |
( 6+
√
15
21 ,
9−2√15
21 ) (
155+
√
15
1200 )|T |
( 9−2
√
15
21 ,
6+
√
15
21 ) (
155+
√
15
1200 )|T |
Table 3.1: Required points and weights for quadrature formula of degree 5.
3.4 TIME DIFFERENCE APPROXIMATION
In this section, we explain the Euler and the two-step backwards differenti-
ation formula (BDF2) schemes [20] to obtain approximate solutions to the
time-dependent partial differential equation with discrete time steps. Let us
consider the problem
∂t(u(t),v)+ a(u(t),v) = ( f ,v), ∀v ∈V and t ∈ [0,T ]
u(0) = u0,
(3.8)
where a is the bilinear form and V the finite functional space. The problem
is discretized with time step δ t and un is the solution at the time nδ t. The
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discretized problem using the backward Euler method in terms of the basis
function {ψi} is written as
(un+1−un)ψi
δ t
+ a(un+1,ψi) = ( f ,ψi) i= 1, ..,m and n= 0, ..,
T
δ t
;
writing un in terms of the basis functions yields
un = un1ψ1+ ...+ unmψm.
The unknown vector (un1, ...,u
n
m) is then obtained by solving the following
matrix system:
(M+ δ tA)un+1 =Mun+ δ tF ,
where Mi j = (ψi,ψ j) is the mass matrix and Fi = ( f ,ψi). As in the case
of BDF2, the matrix system is written as
(3M+ 2δ tA)un+2 = 4Mun+1−Mun−2δ tF .
Using BDF2 requires two initial conditions u0 and u1. In this research u1 is
obtained by first solving the associated problem using the Euler method.
3.5 L2 AND H1 NORM ONMANIFOLD Γ
In article [21], the accuracy of the scheme is measured by the relative error
in L2 and H1 [22]. First, let us suppose that Γ is a manifold equipped with
Riemannian metric g. See [23] for the definition of manifold and more
details. The L2 and H1 norm of function f on given manifold Γ are given
by
∥ f∥L2 =
√
( f , f )L2 , and
∥ f∥H1 =
√
( f , f )H1 ,
where
( f , f )L2 =
∫
Γ
d f 2,
( f , f )H1 =
∫
Γ
d( f 2+ ⟨∇ f ,G−1∇ f ⟩).
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G is the matrix form of metric g and d =
√
det(G). To write the norm of
f in matrix form, we write f in terms of the basis {ψi} as follows:
f =
m
∑
i=1
fiψi,
set f= ( f1, ..., fm). The norm in matrix form is formed as
∥ f∥2L2 = fM′ ft , and
∥ f∥2H1 = f (M′+ S′) ft ,
where ft is the transpose of f,M′ and S′ are the matrices with entriesM′i j =
d(ψi,ψi) and S′i j = d(∇ψi,G−1∇ψ j).
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4 Implementation
In this chapter, we present the implementation of the finite element method
for solving PDEs on curved surfaces which are topologically equivalent
to a sphere [24]. The approach is the same in the case of having the real
projective planeRP2 as the problem domain, which was considered in [21].
More details about the theory of PDEs and the differential geometry used
in this chapter can be found in [23,25–28]. For the sake of simplicity let us
consider a simple PDE on curved surface S as
−∆Su+ u= f . (4.1)
Consider domains D and D′ as defined in Chapter 2. The associated metric
for subdomains Dj is then given by
Gj = dφTj dφ j. (4.2)
The components of the metric (4.2) are evaluated in MAPLE for use in
the computation of variational formulation. In this instance, D and D′ are
triangulated. Let N∆ be the number of triangles in the mesh and T ij be
the ith triangle, which belongs to subdomain Dj. Writing the variational
formulation of (4.1) in terms of the sum of element contributions yields
N∆
∑
i=1
aT ij (u,v) =
N∆
∑
i=1
lT ij v, (4.3)
where
aT ij (u,v) =∑
s
∑
t
∫
T ij
(
⟨∇ψT
i
j
s ,G−1j ∇ψ
T ij
t ⟩+ ψ
T ij
s ψ
T ij
t
)√
det(Gj)dz1dz2
(4.4)
and
lT ij v=∑
s
∑
t
∫
T ij
f ψ
T ij
s
√
det(Gj)dz1dz2. (4.5)
In this simulation FreeFem1 is used to triangulate and generate the mesh
data file. Identification and matrix assembly is performed in C++ [29]. The
1http://www.freefem.org/ff++/
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software package “medit” is utilized for visualization, which can be loaded
in FreeFem.
The main code with classes considering problem (4.1) on the unit sphere
is given in Appendices A and C. In this case we use the special projective
harmonic defined in [30] as the right-hand side. The right-hand side is first
defined on the surface of the sphere. It is then mapped to subdomain Dj
using φ−1j and is implemented using MAPLE. Let us introduce the labels
and indices used for vertices.
4.1 TRIANGULATION
The first step to triangulate the domain D is to define each subdomain Dj
with specific labels for its boundaries. The common boundaries are labelled
“0”, and all other boundaries are labelled as illustrated in Figure 2.1. The
mesh is then generated in such way that each side of the subdomain is
divided into equal edges such that the common vertices are matched.
To obtain a uniform triangulations on curved surface S, metric (4.2)
is passed to the triangulation algorithm. If mesh refining is necessary to
achieve more precise results, each side of the triangle is split into l edges,
and each triangle is divided into l× l triangles.
Finally, to obtain the domain D, FreeFem joins the three subdomain Dj
by defining a new mesh as a summation of the three triangulated subdo-
mains Dj. Since D and D′ are the same and only have different boundary
labels, it suffices to triangulate domain D and change the boundary labels
for domain D′ while later saving the mesh information of D′ in the mesh
data file.
To give an example of triangulation, let S be the following surface
x21+ x
2
2+ x
20
3 = 1. (4.6)
Figure 4.1 shows the triangulated domain D for S using the associated met-
ric.
Remark. As we explained earlier, the metric is given to the triangulation
algorithm for each subdomain. This is done in FreeFem. For some com-
plicated surfaces, FreeFem is unable to match the vertices on the common
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boundaries as it uses different metrics for subdomains. Therefore in these
cases, the triangulation is done without using the metric.
Figure 4.1: Left side: triangulation of D in R2 for the surface (4.6) using the associated
metric. Right side: the triangulated D is mapped to R3.
4.2 MESH DATA FILE
In this section we describe the mesh information data file for the trian-
gulation of D∪D′. The file is read in C++, and is used to perform both
identification and numerical computations. The mesh data file is created in
FreeFem and saved in a plain text format. Figure 4.2 illustrates the three
sections that comprise the data file structures. The notation for describ-
ing the data file is described below. Let n jv be the number of vertices in
subdomain Dj and m the number of vertices in the common boundaries in
domain D. Nv and Nt be the number of vertices and triangles in domain D
respectively. v denotes the single vertex in the mesh.
The data file begins with a line containing n1v , n
2
v , n
3
v , m, 2Nv
and 2Nt . 2Nv and 2Nt represent the number of vertices and triangles in
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D∪D′. Next, the file contains vertex information such as coordinates, label
and the domain index. The vertex information of D and D′ is stored respec-
tively. The coordinates and vertex label are easily accessible in FreeFem.
For instance, using “v.x” gives the x-coordinate of vertex v. The vertex la-
bel represents the boundary label if it belongs to a boundary; otherwise it is
“0”. The domain index “ j” is set for each vertex according to the index of
the subdomain Dj that the vertex belongs to. Next, the triangle information
consisting of vertex indices and the domain index are stored in the data file.
The triangle information of D is first stored followed by the triangle infor-
mation of D′. In FreeFem, vertex indices are obtainable for each triangle
in D. Then the vertex index of the triangle in domain D′ is obtained by
adding Nt to the vertex index of the triangle in D. The domain index “j” for
the triangle corresponds to the index of the subdomain Dj that the triangle
belongs to. Finally, the mesh data file terminates with the word “End”.
tN2
1
vn
2
vn
3
vn m vN2
xvi . yvi . vNi 2,...,1lvi . dvi .
1. vtk 2. vtk 3. vtk dtk . tNk 2,...,1
End
Figure 4.2: Description of the mesh data file structure.
4.3 CLASSES
The classes “Vertex” and “Triangle” are designed for group variables, and
the functions for vertices and triangles to program the finite element method.
The classes are stored in the header “meshclass”.
The class “Vertex” consists of the data members defined for coordinates,
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label, and domain index. A member function is defined to assign the vari-
ables from the mesh data file to its data members. It has another member
function which is defined to evaluate the three-dimensional coordinates re-
quired for plotting the surface, see Appendix A.1.
The class “Triangle” consists of the data members for the vertex indices
and domain index. As for class “Vertex”, the member function is defined
to assign the triangle information from the mesh data file to its data mem-
bers. The class “Triangle” includes other function members which evaluate
the basis functions, the gradient of basis functions, the metric and find the
interior point of the triangle. For instance, the function “computephi” and
“gradphi” in “Triangle” class evaluate the shape basis functions and their
gradient, see Appendix A.2.
Note that both the metric and three-dimensional coordinates depend on
the surface. Therefore the metric, and three-dimensional coordinates, are
formed differently for different surfaces. In this research, we do not define
a unique header for different surfaces. For example, for every surface we
first approximate the metric in Maple and then place it in the associated
function member in the class “Triangle”. The class “Edge” is constructed
in the case of using P2 elements. A description of the class “Edge” will be
given when explaining the P2 element in section 4.5. The classes designed
for finite elements on the unit sphere are given in Appendix A.
4.4 IDENTIFICATION
In this section, the procedure of boundary identification for D∪D′ is de-
scribed as shown in Figure 2.1. The mesh data file is read and the data
placed in the appropriate classes. While reading the vertex information
from the data file, the vertex indices on the boundary are stored in the vec-
tor b ji , where i and j represent the vertex label and domain index. To avoid
double storing of the common vertex index on the boundaries, it is stored
in vector b ji , denoted using a small “i”.
Remark. The index number of the common vertex on boundaries “7” and
“8” is not stored in any b ji as it will later be seen that its vertex index does
not change. It is the same for the index number of the common vertex on
the boundaries “1”.
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The vector b ji is then sorted according to identification direction, as
shown by the arrows in Figure 2.1. For instance, vector b32 should be sorted
in descending order by the x-coordinate of vertices. Accordingly, b42 should
be sorted in ascending order by the x-coordinate of vertices. Two func-
tions, “x-sort” and “y-sort” which sort vector b ji for a horizontal and vertical
boundary, respectively, were implemented. These functions can be merged
in code to one general sorting function to avoid code duplication. The “x-
sort” function is given in Appendix B.1. This function takes parameters
vector b ji , “Vertex” and the number “1” or “-1” representing the ascending
or descending order by the x-coordinate of vertices.
So far, we have ordered vertex indices on each boundary. Before go-
ing to the next step, recall that m is the number of vertices in the common
boundaries. Here, set q = n1v + n
2
v −m as we use it frequently. For bound-
ary identification, the integer array “I”, and the boolean array “F” with size
2Nv are created. “I” is used to store the index number of vertices in the
mesh and it is initialized to 1, · · · ,2Nv. Therefore, the value I[i] rep-
resents the new vertex index with the initial index number “i” at each step
of identification. The array “F” is specified for the “renumbering status”
of vertices. The “renumbering status” of each vertex determines whether
the vertex index should be renumbered at each step of identification. For
instance, when F [i] is “True” the vertex with the initial index number “i”
should not be renumbered. To initialize “F”, we set “F [i]” to be “True” for
the first q entries and “False” for the rest. For the sake of understanding the
identification process, suppose the boundary “l” of subdomains Dk and Dh
such that k< h should be identified. The vertex index in “I” which is on the
boundary “l” of Dh should be substituted by the associated vertex index on
the boundary “l” in Dk. Besides these indices, the remaining vertex indices
which have a “False” status in “F” should be renumbered.
Let us consider the coarse mesh of domain D∪D′ shown in Figure 4.3.
The boundary identification starts with the boundary “1”. First, the Figure
4.3 shows that the index number of vertices on boundary “1” in D3 should
be substituted with the associated index number of vertices on the boundary
“1” in D2. To do this, we make use of the arrays b21 and b
3
1 to change the
associated indices in the array “I”. Figure 4.4 shows the associated b21 and
b31 which indicates that vertex indices 20 and 21 should be replaced by 12
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The vector b ji is then sorted according to identification direction, as
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Figure 4.3: The coarse mesh of domain D and D′.
For I[b21[i]], i = 1,2, the values are substituted into b
3
1[i]. F [b
3
1[i]]
then changes to “True”, which means these vertex indices should not be
renumbered in the next step due to the boundaries being labelled according
to the order of priority in the renumbering vertices.
:21b :
3
1b12 10 21 20 
Figure 4.4: b21 and b
3
1 array for Figure 4.3.
Secondly, all vertex indices greater than q in array “I” should be renum-
bered by means of the status array “F”. To renumber the associated indices,
let k be the size of vector b31. The index number with status “False” in “F” is
renumbered to i−k. In the other words, we can write I[i] = I[i]−k. For the
coarse mesh in Figure 4.3, we have q = 15 and k = 2, where I[i] = I[i]−2
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for i> 15. The renumbered vertices with the associated array “I” are shown
in Figure 4.5.
1D 2D
3D
4D
6D
5D
1 
1 
2 
2 
3 3 
4 
4 
5 5 
6 
6 
36 
7 
8 
8 
1 
2 
3 
4 
5 
6 
7 
8 
9 
10 
11 
12 
13 
14 
15 
16 
17 
18 
19 
20 
21 
22 
23 
24 
25 
26 
27 
28 
29 
30 
31 
32 
33 
34 
35 
36 
37 
38 
39 
40 
41 
42 
10 
12 
1 2 3 4 
20 21 
10 12 
19 
19 
1 2 3 4 ...
... ...
...22 
20 21 
23 41 40 42 
39 40 38 
20 
21 
22 
23 
24 
25 
26 
27 
28 
29 
30 
31 
32 
33 
34 
35 
37 
38 
39 
40 
:I
Figure 4.5: Renumbering vertices after identifying boundaries with label “1” and associ-
ated array I.
All other boundaries are identified in the same way. The mesh with
final vertex indices is shown in Figure 4.6. The code for the identification
of boundaries “4” and renumbering the vertex indices is given in Appendix
B.2.
4.5 IMPLEMENTING P2 ELEMENT
In this section we explain the implementation of a P2 finite element and
the required class Edge”. The P2 element, as explained in Section 3.2,
has a midpoint in each edge that must be numbered. For assembling the
global matrix simply numbering the midpoints would be enough, but for
visualization purposes their label and coordinates are required as well.
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for i> 15. The renumbered vertices with the associated array “I” are shown
in Figure 4.5.
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ated array I.
All other boundaries are identified in the same way. The mesh with
final vertex indices is shown in Figure 4.6. The code for the identification
of boundaries “4” and renumbering the vertex indices is given in Appendix
B.2.
4.5 IMPLEMENTING P2 ELEMENT
In this section we explain the implementation of a P2 finite element and
the required class Edge”. The P2 element, as explained in Section 3.2,
has a midpoint in each edge that must be numbered. For assembling the
global matrix simply numbering the midpoints would be enough, but for
visualization purposes their label and coordinates are required as well.
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Figure 4.6: The mesh with final vertex index after identification.
In order to obtain the edge and midpoint information, a class “Edge” is
first designed to group the edge information. It consists of data members
defining for the vertex and midpoint indices. For the sake of visualization,
the other members can be defined the coordinates and label of midpoints.
To group midpoint information, another class can be designed which could
be useful for visualization. Secondly, we add a new data member as an
array of size three to the class “Triangle” for assigning three edge indices
for the triangular element.
In order to store the information regarding the edges, the variable “edge”
of type “Edge” is defined. After boundary identification, all vertices have
new indices. At this stage, we start to number the edges and the midpoints.
The edges on the boundary are first taken into account. Note that one of
the boundaries with the same label shown in Figure 2.1 is considered. To
assign the vertex indices of each edge, we make use of vector b ji for the ver-
tex indices. The midpoint index number starts from 2Nv+ 1 and increases
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one by one while moving from edge to edge. If necessary, the coordinates
of the midpoint can be computed by taking the average of the coordinates
of edge vertices. The midpoint label would be the same as the boundary
label. When the numbering of the edges and midpoints on the boundaries
ends, the other edges are considered by moving from triangle to triangle.
For illustrative purposes, let us consider the arbitrary triangle T shown in
Figure 3.2. We will explain how the edges and midpoints of T are num-
bered. Furthermore, we will explain how in parallel the edge indices are
determined for element T . The triangle T has three edges, q1q2, q2q3, and
q3q1. First, q1q2 should be checked if it was already counted. It can be
done by checking q1q2 among the counted edges. There are other possible
ways to check this condition but this one is preferred because it aims to as-
sign the edge indices for triangle T . If q1q2 was not counted, the associated
midpoint is then numbered, its coordinate is calculated and its label is “0”.
At this stage the index number of edge q1q2 is assigned to the first edge
index for triangle T . Then we move to the next edge q2q3 and repeat the
procedure.
In this study, we use P2 elements to check the accuracy of the scheme.
Since we do not visualize the results for P2 elements, the index number of
each midpoint is the only thing necessary.
4.6 MATRIX ASSEMBLY
The generation of the matrix and load vector is largely independent of the
partial differential system being solved. Let us focus on problem (4.1)
stated at the beginning of this chapter with its associated variational for-
mulations (4.3),(4.4), and (4.5) in order to illustrate the matrix assembly
procedures less abstractly. As the matrix assembly procedure is briefly de-
scribed in Chapter 2, the local matrix and load vector should be evaluated
for each element. Let Ae and Le be the local matrix and load vector with
component Aste and L
s
e for the triangular element T
i
j . Using the quadrature
formula expressed in Section 3.3 leads to
Aste =
7
∑
k=1
wk∑
s
∑
t
∫
T ij
(
⟨∇ψT
i
j
s ,G−1j ∇ψ
T ij
t ⟩+ ψ
T ij
s ψ
T ij
t
)√
det(Gj)dz1dz2, s, t = 1, ·· ·,np,
(4.7)
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of edge vertices. The midpoint label would be the same as the boundary
label. When the numbering of the edges and midpoints on the boundaries
ends, the other edges are considered by moving from triangle to triangle.
For illustrative purposes, let us consider the arbitrary triangle T shown in
Figure 3.2. We will explain how the edges and midpoints of T are num-
bered. Furthermore, we will explain how in parallel the edge indices are
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At this stage the index number of edge q1q2 is assigned to the first edge
index for triangle T . Then we move to the next edge q2q3 and repeat the
procedure.
In this study, we use P2 elements to check the accuracy of the scheme.
Since we do not visualize the results for P2 elements, the index number of
each midpoint is the only thing necessary.
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The generation of the matrix and load vector is largely independent of the
partial differential system being solved. Let us focus on problem (4.1)
stated at the beginning of this chapter with its associated variational for-
mulations (4.3),(4.4), and (4.5) in order to illustrate the matrix assembly
procedures less abstractly. As the matrix assembly procedure is briefly de-
scribed in Chapter 2, the local matrix and load vector should be evaluated
for each element. Let Ae and Le be the local matrix and load vector with
component Aste and L
s
e for the triangular element T
i
j . Using the quadrature
formula expressed in Section 3.3 leads to
Aste =
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and
Lse =
7
∑
k=1
wk∑
s
∫
T ij
f ψ
T ij
s
√
det(Gj)dz1dz2 s= 1, · · ·,np, (4.8)
where np is the number of nodes on each element.
The main segment of the matrix assembly program is described below.
Since we haveN∆ triangular elements, a for loop with loop counter i starting
from 1 to N∆ is applied to evaluate the local matrices for assembling the
global matrix. Two more for loops with loop counters s and t are applied
for evaluating the components of each local matrix and the load vector.
Note that at each step the local matrix Ae and local vector Le should be
initialized to zero. Whereas we apply quadrature formula to approximate
the integral over the triangular element, the other for loop is used with loop
counter k from 1 to 7 using the data of Table 3.3.
To evaluate (4.7) and (4.8) at the interior point p = (x,y) in the asso-
ciated element, we use the quadrature point (ξ ,η) in Table 3.3 and obtain
the coordinates of p. This is performed by functions “getcoordinate” in
the class “Triangle”. Next, the basis functions ψTjs and ψ
Tj
t with their gra-
dient are evaluated at point p by function “computephi” and “gradphi” in
class “Triangle”, see Appendix A.2. The next step is to compute the inverse
of metric G−1j for the corresponding element. The metric is computed in
MAPLE and defined as the member function “getmartixG” in class “Tri-
angle”. Since the metric depends on the subdomain Dj, this function first
checks the domain index of the associated element and accordingly eval-
uates the component of G−1j . It also computes the value
√
det(Gj) and
returns it to use for computing (4.7) and (4.8). Matrix Gj is then updated
for each element.
In theory, the local matrices and load vectors are generated for all ele-
ments in the mesh and assembled into their proper locations in the global
matrix and load vector. The positions of the elemental matrices and vec-
tors in their global counterparts are determined by their indexing. Since
the global matrix is a sparse matrix, to minimize physical memory require-
ments, three vectors are defined for the nonzero components and their row
and column indices. To illustrate this step, let V , R, and C be the vectors
for the nonzero components of the matrix, row and column index number,
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respectively. The indices s and t are the local row and column indices for
the element. In the case of the P1 element, we make use of the triangle ver-
tices. Whereas for the local index s in the triangle the global vertex index
is already determined, the row and column indices are easily saved in the
entries of vector R and C, respectively. The value Aste is stored as an entry
of the vectorV as well. Finally, the valueV [h] represents the component of
the global matrix located in the R[h]−th row andC[h]−th column.
When using P2 elements, the local matrix is in 6× 6 size. The local
index s, t ≤ 3 is assigned for the vertex indices and s, t > 3 for the midpoint
indices. The extra work in this case is finding the global index for the
local index s (resp. t) of the midpoint. It can be found by moving edge to
edge on each triangle and finding the associated midpoint index number.
The following command demonstrates how we find the local index of each
midpoint:
edge[triangle[i].edge[(s%3)]].node, s = 4,5,6,
where triangle[i] is the i−th triangular element in the mesh. triangle[i].edge[g]
gives the index number of g−th edge in the triangle, and edge[k].node gives
the midpoint index number for the kth edge.
Remark. At each step, both global indices are checked to see if they al-
ready exist. If they exist, they should not be stored again. In other words,
the associated global matrix entry has already been created. In this case,
the only thing that should be done is to update the corresponding compo-
nent by adding the current value Aste to the previous value in vector V .
4.7 SOLVING SQUARE SYSTEM BY UMFPACK
In this implementation we use the package ”UMFPACK” to solve the final
square system resulting from variational formulation. UMFPACK is a set
of routines for solving systems of linear equations,
Ax = b (4.9)
where A is n×n sparse and unsymmetric with nz nonzero elements. UMF-
PACK factorizes PAQ, PRAQ, or PR−1AQ into the product LU , where L
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and U are respectively the lower and upper triangular matrices, P and Q
are permutation matrices, and R is a diagonal matrix of row-scaling factors.
More details can be found in [31].
To use UMFPACK, the matrix A in (4.9) should be represented in com-
pressed column form. It consists of three or four arrays. In order to deal
with the real value matrix in this thesis, three arrays are utilised. Since the
forth array is needed for the complex matrices. To create these arrays, the
matrix is scanned columnwise. The first array is denoted by Ap of size n+1
with zero for the first entry. It consists of the cumulative count of the total
number of entries in each column. The array Ai of size nz is assigned to
the row index of matrix entries. Additionally, the entries of the matrix are
stored in Ax of size nz. For further clarification, an example is stated below.
A=

2 3 0 0 0
3 0 4 0 6
0 −1 −3 2 0
0 0 1 0 0
0 4 2 0 1
 .
The three arrays are given by
Ap = [0,2,5,9,10,12],
Ai = [0,1,0,2,4,1,2,3,4,2,1,4],
Ax = [2,3,3,−1,4,4,−3,1,2,2,6,1].
Consequently, to be able to solve the resulting matrix system (3.3) using
UMFPACK, the three arrays Ap, Ai, and Ax are required. To create them,
we utilise the three defined vectors R, C and V in Section 4.6. To avoid
losing the correct place of the matrix components, when we rearrange the
entries in one of the vectors, R, C or V , the entries in the other two vectors
should be rearranged in parallel. For instance, if the entry C[h] changes
places with C[ j], the entries R[h] and V [h] also move to R[ j] and V [ j],
respectively.
Here, we illustrate how to create the three arrays Ap, Ai, and Ax. We first
sort vector C according to the fact that the entries of C are arranged in
ascending order. To define array Ap, let nap be the size of vector C. Array
Ap is defined in size n+ 1 with the extra entry “0” as the first entry. To
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assign Ap[i], let d be the number of entries inC having the value i. Then set
Ap[i] = Ap[i−1] + d considering the first element of Ap is zero. R is then
sorted in ascending order. Arrays Ai and Ax are defined in size nap. Finally,
R and V are copied to arrays Ai and Ax. This part of the implementation is
done by defining the function “sort-column-wise” given in Appendix B.3.
Thus, we get proper arrays to call UMFPACK for solving the resulting
square system (3.3). The function call including the variable we pass to
UMFPACK is shown below:
x= um f pack(Ai,Ap,Ax,b,nz).
4.8 VISUALIZATION
A convenient way of visualizing the solution over the mesh in FreeFem
utilises the Medit package. Medit requires two files to plot the mesh and
approximated values. One file describes all the information of the mesh,
where the accepted format is a xxx.mesh file. The other file is for numer-
ical values associated with the mesh nodes, which is saved in the format
xxx.bb. To create the mesh file, we must start with the following descrip-
tor:
MeshVersionFormatted 1
Dimension 3
Vertices
Then the number of vertices and their information including coordi-
nates and label follow. Then the number of triangles and their information
such as the index number and label, are stored. The file ends with the word
“End”. The illustrated mesh file is used for plotting the three-dimensional
surfaces. Figure 4.7 describes the mesh file needed for Medit. The file
xxx.bb has the following structure
Dimension, 1, 1, number of vertices, 2
u(vi) i= 1, ..,2Nv
where u(vi) is the value on vertex vi.
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Figure 4.7: The mesh file needed for Medit.
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5 Fibre Orientation Model
In this chapter we briefly explain how the vector field in the fibre orien-
tation model is evaluated. Let us briefly state the associated model. The
model concerns the flow of a dilute fibre suspension in a two-dimensional
domain Ω. Fibre orientation distribution is evaluated along the streamlines
of flow velocity v, and can be given by a point on the real projective plane
RP2. In this study the real projective plane is composed of three parameter
subdomains Dj, with the identification performed as shown in Figure 5.1.
Here the metric of the projective plane is the metric induced by the unit
sphere. The div and grad appearing in the model are defined with respect
to this metric. The mathematical model of fibre orientation distribution is
stated below:
ut −div(Kgrad(u))+ div(wu) = 0, (5.1)
where u : RP2×R −→ R is the probability distribution, K the diffusion
coefficient andw the rotational vector field that models the effect of the flow
on the probability distribution. To solve (5.1) numerically, one could move
along the streamline of v in flow domainΩ and compute fibre orientation at
each point of the streamline. Therefore, at each point, the rotational vector
field w should be evaluated, which is given by [32]
w= ωp+λεp−λ ⟨p,εp⟩p, (5.2)
where p is a point on the unit sphere. The velocity field v = (v1,v2) and
the above matrices are formed as
ε =
1
2
(∇v+∇vT ) , ω =
1
2
(∇v−∇vT ). (5.3)
5.1 COMPUTATION OF ROTATIONAL VECTOR FIELD “W”
Computing w requires the information derived from the experimental work
of physicists involving the gradient of velocity ∇v at position (x,y) of the
streamline. This information is stored in a data file including the informa-
tion regarding np points on a streamline.
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Figure 5.1: The construction of the real projective plane.
Here, we explain how to compute the vector field in subdomain Dj. For
this purpose, consider a map φ j : RP2 → R3 such that φ j(Dj) = S j ⊂ S2,
where S2 is the unit sphere. In fact S j is a submanifold of S2. Let (x,y,z),
and (z1,z2) be the coordinates in R3 and D respectively. Consider a point,
p′ ∈ Dj then map it to S j using p= φ j(p′) ∈ S j. The vector field w is then
evaluated at p using equations (5.2) and (5.3). w is also in the tangent space
of S j at p that can be written as
w= w1∂x+w2∂y+w3∂z.
Indeed, we look for the vector field w′ = c1∂z1 + c2∂z2 on Dj, which is
illustrated in Figure 5.2. To this end, the basis vectors {a1j ,a2j} for the
tangent space of S j are defined such that they are linearly independent and
satisfied in
∀a ∈ S j ⟨a,aij⟩= 0.
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In this study we choose the following basis vectors.
a11 =
 x30
−x1
 , a21 =
 0x3
−x2
 ,
a12 =
−x30
x1
 , a22 =
−x2x1
0
 ,
a13 =
 x2−x1
0
 , a23 =
 0−x3
x2
 .
Suppose that {b1j ,b2j} are the pulled back vectors in Dj by means of φ−1j .
The vector field w′ in Dj is formulated as
w′ = c1b1j + c2b
2
j . (5.4)
The last step is to find coefficient ci by solving the system
ATAC = ATW , (5.5)
where
A=
 |a1j | a2j
|
 , W =
w1w2
w3
 , C =(c1
c2
)
, (5.6)
and AT is the transpose of A. Solving the above system and substituting ci
in (5.4) gives the w′ in Dj. This segment of computation is performed in
MAPLE.
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Figure 5.2: The vector field w′ in D j and associated vector field w on S j.
34 Dissertations in Forestry and Natural Sciences No 189
Mahdieh Sattari
P’ P
ww’
Figure 5.2: The vector field w′ in D j and associated vector field w on S j.
34 Dissertations in Forestry and Natural Sciences No 189
6 Summary of papers I-IV
6.1 PAPER I
In the first article, [21] we computed the solutions to elliptic and parabolic
problems in the real projective plane using finite element methods. We de-
scribed the discretization of the problem which reduces the computations
to the standard finite element setting. The numerical results in some elliptic
and parabolic test cases were also presented. Let M be a compact Rie-
mannian manifold without boundary equipped with metric g. The elliptic
problem is given by
−∆Mu+w(u)+ bu= f , (6.1)
where w is a vector field and b and f are some known functions. The
associated parabolic PDE is then written as{
ut −∆Mu+w(u)+ bu= f .
u(x,0) = u0(x)
(6.2)
Here, w, b, and f may a priori depend on t. Let I = [0,T ] be some fixed
interval and suppose that w and b are bounded on M× I and that u0 ∈
L2(M). We now can consider u and f as curves in suitable spaces.
6.1.1 Variational formulation
In order to solve (6.1) and (6.2) numerically we write them as variational
problems. We can write the problem (6.1) as follows:
Find u ∈ H1(M) such that
a(u,v) =
∫
M
f vωM for all v ∈ H1(M), (6.3)
where a is given by
a(u,v) =
∫
M
(
g(grad(u),grad(v))+ g(w,grad(u))v+ buv
)
ωM .
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Let us next write (6.2) as a variational problem. We can write for a given u,
v ∈ H1(M)
a(t;u,v) =
∫
M
(
g(grad(u),grad(v))+ g(w(t),grad(u))v+ b(t)uv
)
ωM .
This leads to the following problem:
find u ∈V such that u(0) = u0 ∈ L2(M) and
d
dt
∫
M
u(t)vωM+a(t;u(t),v) =
∫
M
f (t)vωM for all v ∈H1(M).
(6.4)
Our goal is thus to solve numerically problems (6.3) and (6.4) when M =
RP2.
6.1.2 Discrete variational formulation
Consider subdomains D1, D2, D3 and domain D defined in Chapter 2 and
associated maps φ j (2.1). The components of the Riemannian metric (4.2)
in each subdomain is given as:
det(Gj) = γ−3j .
Having the maps φ j at our disposal, we can compute the maps in (6.3) and
(6.4) as follows. Let us define the following bilinear maps:
a j(u,v) =
∫
Dj
(
⟨∇u,G−1j ∇v⟩+ ⟨∇u,w⟩v+ buv
)
γ−3/2j dz1dz2.
Let u : RP2 →R be some map and let u j = u◦φ j. We then can write
a(u,v) =
∫
RP2
(
g(grad(u),grad(v))+ g(w,grad(u))v+ buv
)
ωRP2
(6.5)
= a1(u1,v1)+ a2(u2,v2)+ a3(u3,v3).
Similarly, if Ljv=
∫
Dj f vγ
−3/2
j dz1dz2, then
Lv=
∫
RP2
f vωRP2 = L1v1+L2v2+L3v3. (6.6)
Formulas (6.5) and (6.6) reduce all computations on RP2 to the standard
computations in the subdomains Dj.
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6.1.3 Elliptic case
Consider projective harmonic function
f6,2 = x1x2(x41+ 2x
2
1x
2
2+ x
4
2+ 16x
4
3−16x21x23−16x22x23),
the function
f = x61+ x
4
1x
2
2−16x41x23− x21x42+ 16x21x43− x62+ 16x42x23−16x22x43,
and the vector field
w(x) =Kx= kˆ×x, where K=
 0 −k3 k2k3 0 −k1
−k2 k1 0
 and kˆ=
 k1k2
k3
 .
(6.7)
Since w(x) = −w(−x) this also gives a well-defined vector field on RP2.
We chose kˆ = (0,0,10) and computed that f6,2 is a unique solution to the
problem
−∆RP2u+w(u)+ u= 43 f6,2+ 10 f . (6.8)
In this computation, the initial mesh had m edges on the side. To refine the
mesh, each edge is split into k pieces. In Table 6.1 we show the relative
errors using m= 10 .
Element m 2m 4m 8m 16m
P1
H1 7.13e-2 2.03e-2 5.50e-3 1.45e-3
L2 4.64e-2 1.19e-2 3.03e-3 6.27e-4
P2
H1 5.13e-2 1.09e-2 1.90e-3 3.53e-4
L2 2.02e-2 2.06e-3 1.62e-4 1.41e-5
Table 6.1: The relative error L2 and H1 norms for problem (6.8).
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6.1.4 Parabolic Case
Let w again be a rotational vector field as in (6.7) and let f6,2 be as above.
Consider the problems {
ut − 1420 ∆RP2u+w(u) = 0
u(x,0) = 1+ f6,2(x),
(6.9){
vt − 1420 ∆RP2v= 0
v(x,0) = 1+ f6,2(x).
(6.10)
Obviously, the solution to problem (6.10) is given by
v(x, t) = 1+ f6,2(x)e−t/10.
The solution to problem (6.9) is u(x, t) = v(e−Ktx, t).
e−Kt =
1
|kˆ|2
 c123 d+312 d−231d−312 c231 d+123
d+231 d
−
123 c312
 , where
ci jℓ = k2i +(k
2
j + k
2
ℓ )cos(|kˆ|t) and d±i jℓ = k jkℓ(1− cos(|kˆ|t))± ki|kˆ|sin(|kˆ|t).
We chose kˆ = (1,0,0) and computed the solution with various time
steps. We used the exact solution for u to obtain the value of u at t = δ t
to start BDF2. We obtained the expected result using an appropriate mesh
size and time step. Some of the results are presented in Tables 6.1.4 and
6.1.4 for both P1 and P2 elements using m= 5.
δ t = 0.04 δ t = 0.02 δ t = 0.01
P1 6m 6.81e-3 1.52e-3 4.07e-4
P2 3m 6.76e-3 1.50e-3 4.04e-4
Table 6.2: The relative error in L2 norm at t = 0.2 for different time steps using P1 and P2
elements for problem (6.9).
6.2 PAPER II
In this paper, [33], we studied numerically the orientation of rigid fibres
in a turbulent flow. We used the fibre orientation probability distribution
38 Dissertations in Forestry and Natural Sciences No 189
Mahdieh Sattari
6.1.4 Parabolic Case
Let w again be a rotational vector field as in (6.7) and let f6,2 be as above.
Consider the problems {
ut − 1420 ∆RP2u+w(u) = 0
u(x,0) = 1+ f6,2(x),
(6.9){
vt − 1420 ∆RP2v= 0
v(x,0) = 1+ f6,2(x).
(6.10)
Obviously, the solution to problem (6.10) is given by
v(x, t) = 1+ f6,2(x)e−t/10.
The solution to problem (6.9) is u(x, t) = v(e−Ktx, t).
e−Kt =
1
|kˆ|2
 c123 d+312 d−231d−312 c231 d+123
d+231 d
−
123 c312
 , where
ci jℓ = k2i +(k
2
j + k
2
ℓ )cos(|kˆ|t) and d±i jℓ = k jkℓ(1− cos(|kˆ|t))± ki|kˆ|sin(|kˆ|t).
We chose kˆ = (1,0,0) and computed the solution with various time
steps. We used the exact solution for u to obtain the value of u at t = δ t
to start BDF2. We obtained the expected result using an appropriate mesh
size and time step. Some of the results are presented in Tables 6.1.4 and
6.1.4 for both P1 and P2 elements using m= 5.
δ t = 0.04 δ t = 0.02 δ t = 0.01
P1 6m 6.81e-3 1.52e-3 4.07e-4
P2 3m 6.76e-3 1.50e-3 4.04e-4
Table 6.2: The relative error in L2 norm at t = 0.2 for different time steps using P1 and P2
elements for problem (6.9).
6.2 PAPER II
In this paper, [33], we studied numerically the orientation of rigid fibres
in a turbulent flow. We used the fibre orientation probability distribution
38 Dissertations in Forestry and Natural Sciences No 189
Summary of papers I-IV
m 2m 4m 8m
P1 1.93e-3 4.86e-4 1.16e-4
P2 1.88e-3 2.28e-4 3.97e-5
Table 6.3: The relative error in L2 norm at t = 0.2 for different mesh sizes using P1 and P2
elements and δ t = 0.01 for problem (6.9).
(FOPD) model. The mathematical model predicting the two spherical ori-
entation angles (in a three-dimensional computational domain) has been
presented and solved in a coupled manner. The mathematical model is de-
fined in Chapter 5. We studied the orientation distribution in two different
kinds of contracting channels.
(i) The first is a design with straight walls providing linear acceleration.
This flow configuration is the same as in [3]. Thus, the experiments
performed in this channel were used in the model validation in the
current work.
(ii) The second flow configuration has curved walls giving approximately
constant acceleration for the flow. This configuration was designed
based on the flow conditions in the laboratory scale channel referred
to in [3].
6.2.1 Straight channel
The straight wall channel was chosen based on the experimental set-up
in [3]. The considered streamline was relatively close to the upper chan-
nel wall. We used the same experimental data for model validation. The
results of the measurements were given in terms of horizontal and vertical
distributions and we computed the corresponding results from our simula-
tions. We used the scalar and tensor diffusion coefficient K. The scalar
coefficient was chosen partly based on the experimental data. In the tensor
case we simply tried to modify some scalar value in order to we would ob-
tain a better fit to the data. As far as we know there is no clear theoretical
basis for choosing a diffusion tensor of a particular form. The results were
presented on the unit sphere. Moreover, the obtained results were fit to the
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experiments in both cases and the model captured the expected behaviour
of the fibres correctly.
6.2.2 Curved channel
We computed the orientation distribution for a streamline relatively close to
the lower wall of a curved channel. We used the diffusion coefficient K =
30. We tried various values but the results were not very sensitive to vari-
ations in K. The horizontal and vertical distributions in two-dimensional
space were given. The results were presented on the sphere as well. Com-
paring this to the case of the straight channel, we observe that horizontal
distributions were very similar in both cases. However, the vertical distri-
butions were quite different. In case of the curved channel the distribution
was centered at the origin and attained the maximum value approximately
14◦ at the outlet.
6.3 PAPER III
In this paper, [34], we studied the Schnakenberg model, which can be used
to describe the emergence of patterns on an animal skin; see [9]. In our
approach we consider the computational domain as a sphere where there
Riemannian metric changes over time.
6.3.1 Schnakenberg model
The Schnakenberg model [7] can be written as follows:
∂tu1−d1∆u1 = f1(u) = γ(a−u1+ u21u2)
∂tu2−d2∆u2 = f2(u) = γ(b−u21u2).
(6.11)
Here u j are concentrations of some interacting substances and d j, a, b and
γ are some positive constants. The model admits a constant solution u =(
a+ b,b/(a+ b)2
)
and a pattern that represents any stationary solution
which is not constant. This is one of the models where diffusion-driven
instability occurs. A necessary condition for diffusion-driven instability is
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given by following inequalities:
(a+ b)3+ a−b> 0 , a< b√
d2
d1
>
(a+ b)
(
a+ b+
√
2b(a+ b)
)
b−a .
In particular d2 > d1. Since we are interested in patterns on animal skin, it
is also natural to view the computational domain as a topological sphere.
Hence, we can view the computational domain as a topological sphere in
which Riemannian metric is time dependent.
6.3.2 Numerical results
To solve system (6.11) numerically using the finite element method, we
formulated the variational formulation and used the associated metric. We
used P1 elements on an evolving surface. The initial condition was taken
as a small random perturbation of the constant solution (a+ b, b
(a+b)2 ).
6.4 PAPER IV
In the third article, [24], the Schnakenberg model is studied on more com-
plex surfaces in an emerging pattern. Our choice of domain parametrization
allows a very convenient way to treat a large class of surfaces in a straight-
forward way and in a similar manner one could treat other PDE systems on
surfaces. Similar ideas can also be used to compute on surfaces which are
not diffeomorphic to a sphere. We also analyzed how the eigenfunctions of
the Laplacian are related to the emergence of patterns.
6.4.1 Schnakenberg model on changing manifold
Let us consider a family of Riemannian manifolds St such that they are
all diffeomorphic to some fixed manifold S . Let us further denote by
Φt : S → St the corresponding diffeomorphisms. We denote by gt the
Riemannian metric of St . Actually, we start with an initial shape S0 and
with the aid of the smooth map Φt we create a final shapeS∞ in which the
metric is well defined.
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The Schnakenberg model on this family of surfaces is then the system
∂t(Jt u1)−d1Jt ∆S u1 = γ(a−u1+ u21u2)Jt = f1Jt
∂t(Jt u2)−d2Jt ∆S u2 = γ(b−u21u2)Jt = f2Jt ,
(6.12)
where d j, a, b and γ are some positive constants and Jt = det(dΦt). We
turn our attention to the surfaces that are topological spheres. We defined
the parameter domains illustrated for the sphere in Chapter 4 with the cor-
responding maps φℓ : Dℓ→ S2 ⊂R3 given as (2.1) and φℓ+3 = −φℓ. Then
we only modified the maps for different surfaces. To solve system (6.12)
numerically using the finite element method, we formulated the variational
formulation and used the associated metric. P1 elements are used on three
different evolving surfaces. In all computations the solution remained pos-
itive for the time-steps used. Computations were also stable for these time-
steps. In other words, choosing a time-step which seems reasonable from
the point of view of accuracy always produced stable and positive solutions.
6.4.2 Role of eigenvalues
We also analyzed how the eigenfunctions of the Laplacian are related to the
emergence of patterns. Let λ j be the eigenvalue of the Laplacian and vλ j the
corresponding eigenfunction. To illustrate the role of vλ j in the emergence
of patterns, we defined a critical interval Icrit. It has been shown that when
the surface grows the eigenvalues tend to move to the left. Hence, if initially
there are no unstable modes, the solution is likely to be characterized by
the eigenfunction corresponding to the first λ j/γ , which enters the critical
interval from the right. Consequently, if only one j exists such that λ j/γ ∈
Icrit, then the corresponding vλ j is also the solution to the problem.
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A Classes
A.1 CLASS VERTEX
class Vertex{
public:
friend std::istream& operator>>(std::istream& i,Vertex& vertex);
double x,y; //defining x and y coordinate
int label,domain; //defining label and domain index
//to plot the sphere, the following functions are defined.
//this function returns the x-coordinate on the surface of the sphere considering
//the index of subdomain which the vertex belongs to
double x_3D(void)
{
if (domain==1)
return(x/sqrt(1+pow(y,2)+pow(x,2)));
if (domain==2)
return(1./sqrt(1+pow((x-2),2)+pow(y,2)));
if (domain==3)
return(x/sqrt(1+pow(x,2)+pow((y-2),2)));
if (domain==4)
return(-x/sqrt(1+pow(y,2)+pow(x,2)));
if (domain==5)
return(-1./sqrt(1+pow((x-2),2)+pow(y,2)));
if (domain==6)
return(-x/sqrt(1+pow(x,2)+pow((y-2),2)));
}
//this function returns the y-coordinate on the surface of the sphere considering
//the index of the subdomain to which the vertex belongs
double y_3D(void)
{
if (domain==1)
return(y/sqrt(1+pow(y,2)+pow(x,2)));
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if (domain==2)
return(y/sqrt(1+pow((x-2),2)+pow(y,2)));
if (domain==3)
return(1./sqrt(1+pow(x,2)+pow((y-2),2)));
if (domain==4)
return(-y/sqrt(1+pow(y,2)+pow(x,2)));
if (domain==5)
return(-y/sqrt(1+pow((x-2),2)+pow(y,2)));
if (domain==6)
return(-1./sqrt(1+pow(x,2)+pow((y-2),2)));
}
//this function returns the z-coordinate on the surface of the sphere considering
//the index of the subdomain to which the vertex belongs
double z_3D(void)
{
if (domain==1)
return(1./sqrt(1+pow(y,2)+pow(x,2)));
if (domain==2)
return((2-x)/sqrt(1+pow((x-2),2)+pow(y,2)));
if (domain==3)
return((2-y)/sqrt(1+pow(x,2)+pow((y-2),2)));
if (domain==4)
return(-1./sqrt(1+pow(y,2)+pow(x,2)));
if (domain==5)
return((x-2)/sqrt(1+pow((x-2),2)+pow(y,2)));
if (domain==6)
return((y-2)/sqrt(1+pow(x,2)+pow((y-2),2)));
}
};
//assigning data while reading the mesh data file
std::istream& operator>>(std::istream& i,Vertex& vertex)
{
return i>>vertex.x>>vertex.y>>vertex.label>>vertex.domain;
};
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A.2 CLASS TRIANGLE
class Triangle{
public:
friend std::istream& operator>>(std::istream& j, Triangle& triangle);
//This function assigns the information of the triangle’s vertices and
//computes the area which is equal to two times of area of the triangle
void init(Vertex *vertex)
{
ver.push_back(&vertex[index[0]]);
ver.push_back(&vertex[index[1]]);
ver.push_back(&vertex[index[2]]);
area=abs((ver[1]->x-ver[0]->x)*(ver[2]->y-ver[0]->y)
-(ver[1]->y-ver[0]->y)*(ver[2]->x-ver[0]->x));
}
//This function takes xi and eta appearing in the quadrature formula and returns
the interior point P in the triangle. Additionally it evaluates the associated
Vertex getcoordinate(double xi, double eta)
{
Vertex P;
P.x=ver[0]->x+(ver[1]->x-ver[0]->x)*xi+(ver[2]->x-ver[0]->x)*eta;
P.y=ver[0]->y+(ver[1]->y-ver[0]->y)*xi+(ver[2]->y-ver[0]->y)*eta;
P.label=-1;
return P;
}
//This function computes the basis function for P1 elements
double computephi(int i,Vertex P)
{
double phi;
if(i==0)
phi=abs((ver[1]->x-P.x)*(ver[2]->y-P.y)
-(ver[1]->y-P.y)*(ver[2]->x-P.x))/area;
if(i==1)
phi=abs((ver[0]->x-P.x)*(ver[2]->y-P.y)
-(ver[0]->y-P.y)*(ver[2]->x-P.x))/area;
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if(i==2)
phi=abs((ver[0]->x-P.x)*(ver[1]->y-P.y)
-(ver[0]->y-P.y)*(ver[1]->x-P.x))/area;
return phi;
}
//This function evaluates the gradient of the basis function for P1 elements
vector<double> gradphi(int i,Vertex P)
{
vector<double> grad(2);
if(i==0)
{
grad[0]=(ver[1]->y-ver[2]->y)/area;
grad[1]=(ver[2]->x-ver[1]->x)/area;
}
if(i==1)
{
grad[0]=(ver[2]->y-ver[0]->y)/area;
grad[1]=(ver[0]->x-ver[2]->x)/area;
}
if(i==2)
{
grad[0]=(ver[0]->y-ver[1]->y)/area;
grad[1]=(ver[1]->x-ver[0]->x)/area;
}
return grad;
}
//The following function is used to compute the metric G and
returns the square root of the determinate of G
double getmartixG(double **G,Vertex P)
{
double gama,detG,d;
if ((label==1) || (label==4))
{
gama=1+pow(P.x,2)+pow(P.y,2);G[0][0]=gama*(1+pow(P.x,2));
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G[0][1]=gama*P.x*P.y;G[1][0]=gama*P.x*P.y;G[1][1]=gama*(1+pow(P.y,2));
detG=1./pow(gama,3);d=sqrt(detG);
}
if ((label==2) || (label==5))
{
gama=1+pow((P.x-2),2)+pow(P.y,2);G[0][0]=gama*(5+pow(P.x,2)-4*P.x);
G[0][1]=gama*(P.x-2)*P.y;G[1][0]=gama*(P.x-2)*P.y;G[1][1]=gama*(1+pow(P.y,2));
detG=1./pow(gama,3);d=sqrt(detG);
}
if ((label==3 || label==6))
{
gama=1+pow((P.y-2),2)+pow(P.x,2);G[0][0]=gama*(1+pow(P.x,2));
G[0][1]=gama*P.x*(P.y-2);G[1][0]=gama*P.x*(P.y-2);
G[1][1]=gama*(5+pow(P.y,2)-4*P.y);
detG=1./pow(gama,3);d=sqrt(detG);
}
return(d);
}
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B Identification
B.1 FUNCTION SORTINGTHEVERTICESONTHEBOUNDARY
void x_sort(vector<int> &sorvec,Vertex *vertex,int d)
{
int a,b=1;
if (d==1)
for(int j=0;j<sorvec.size()-1;j++)
{
for(int i=0;i<sorvec.size()-b;i++)
if (vertex[sorvec[i]].x>vertex[sorvec[i+1]].x)
{
a=sorvec[i];
sorvec[i]=sorvec[i+1];
sorvec[i+1]=a;
}
b++;
}
else
for(int j=0;j<sorvec.size()-1;j++)
{
for(int i=0;i<sorvec.size()-b;i++)
if (vertex[sorvec[i]].x<vertex[sorvec[i+1]].x)
{
a=sorvec[i];
sorvec[i]=sorvec[i+1];
sorvec[i+1]=a;
}
b++;
}
};
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B.2 IDENTIFICATION OF BOUNDARY LABELLED 4
b=0;
for(int i=nv1+nv2+nv3+nv1-2*m;i<nv;i++)
if ((vertex[i].label==44) || ((vertex[i].x==3) && (vertex[i].y==-1)))
{
for(int j=0;j<b4d3.size();j++)
if (i==b4d5[j])
{
newindex[i]=newindex[b4d3[j]];
fix[i]=true;
b++;
break;
}
}
else if(fix[i]==false)
newindex[i]=newindex[i]-b;
B.3 CREATING THE THREE VECTORS AP, AI AND AX FOR USE
IN THE UMFPACK PACKAGE
void sort_column_wise(vector<int> &row,vector<int> &column,vector<double> &value,
vector<int> &App, int numver)
{
int hh=0,ss=0,replr,replc,j;
double replv;
App.push_back(0);
for(int i=0;i<column.size();i++)//sort column indices
for(int j=0;j<column.size();j++)
if(column[i]<column[j])
{
replc=column[i];
replr=row[i];
replv=value[i];
column[i]=column[j];
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row[i]=row[j];
value[i]=value[j];
column[j]=replc;
row[j]=replr;
value[j]=replv;
}
//sort the row and value vector and create vector APP which is A_p in the text
for(int ii=0;ii<numver;ii++)
{
hh=0;
for(int j=ss;j<column.size();j++)
if (column[j]==ii)
{
hh++;ss++;
}
else
break;
App.push_back(ss);
j=ss-hh;
for(int t=j;t<j+hh;t++)
for(int s=j;s<j+hh;s++)
if (row[t]<row[s])
{
replr=row[t];
replv=value[t];
row[t]=row[s];
value[t]=value[s];
row[s]=replr;
value[s]=replv;
}
}
};
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C Main part of program
int main()
{
int nv1,nv2,nv3,nv,nt,m;
string line;
vector<int> b1d2,b1d3,b2d3,b2d4,b3d2,b3d4,b4d3,b4d5,
b5d1,b5d5,b6d5,b6d6,b7d2,b7d6,b8d1,b8d6;
int b;
//reading mesh data file
ifstream meshfile;
meshfile.open("data.mesh");
if(!meshfile)
{
cerr << "Error: file could not be opened" << endl;
exit(1);
}
meshfile>>nv1>>nv2>>nv3>>m>>nv>>nt;
Vertex *vertex=new Vertex[nv];
Triangle *triangle=new Triangle[nt];
getline(meshfile,line);
for(int i=0;i<nv;i++)
{
getline(meshfile,line);
stringstream line_stream(line);
line_stream>>vertex[i];
if ((vertex[i].label==11) && (vertex[i].domain==2))
b1d2.push_back(i);
if (((vertex[i].label==11) && (vertex[i].domain==3)) ||
((vertex[i].x==1) && (vertex[i].y==3) && (vertex[i].domain==3)) )
b1d3.push_back(i);
if (((vertex[i].label==22) && (vertex[i].domain==3)) ||
((vertex[i].x==-1) && (vertex[i].y==3) && (vertex[i].domain==3)))
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Triangle *triangle=new Triangle[nt];
getline(meshfile,line);
for(int i=0;i<nv;i++)
{
getline(meshfile,line);
stringstream line_stream(line);
line_stream>>vertex[i];
if ((vertex[i].label==11) && (vertex[i].domain==2))
b1d2.push_back(i);
if (((vertex[i].label==11) && (vertex[i].domain==3)) ||
((vertex[i].x==1) && (vertex[i].y==3) && (vertex[i].domain==3)) )
b1d3.push_back(i);
if (((vertex[i].label==22) && (vertex[i].domain==3)) ||
((vertex[i].x==-1) && (vertex[i].y==3) && (vertex[i].domain==3)))
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b2d3.push_back(i);
if (((vertex[i].label==22) && (vertex[i].domain==4)))
b2d4.push_back(i);
if ((vertex[i].x==1) && (vertex[i].y==-1) && (vertex[i].domain==4))
b2d4.push_back(i);
if ((vertex[i].x==-1) && (vertex[i].y==-1) && (vertex[i].domain==4))
b2d4.push_back(i);
if (((vertex[i].label==33) && (vertex[i].domain==2)) )
b3d2.push_back(i);
if ((vertex[i].label==33) && (vertex[i].domain==4) && (vertex[i].y!=-1))
b3d4.push_back(i);
if (((vertex[i].label==44) && (vertex[i].domain==3) && (vertex[i].y!=3)) ||
((vertex[i].x==-1) && (vertex[i].y==1) && (vertex[i].domain==1)))
b4d3.push_back(i);
if (((vertex[i].label==44) && (vertex[i].domain==5)) ||
( (vertex[i].x==3) && (vertex[i].y==-1) && (vertex[i].domain==5)))
b4d5.push_back(i);
if ((vertex[i].label==55) && (vertex[i].domain==1) && (vertex[i].y!=1))
b5d1.push_back(i);
if (((vertex[i].label==55) && (vertex[i].domain==5) && (vertex[i].y!=-1)) ||
((vertex[i].x==3) && (vertex[i].y==1) && (vertex[i].domain==5)) )
b5d5.push_back(i);
if ((vertex[i].label==66) && (vertex[i].domain==5))
b6d5.push_back(i);
if (((vertex[i].label==66) && (vertex[i].domain==6)) ||
((vertex[i].x==1) && (vertex[i].y==3) && (vertex[i].domain==6)))
b6d6.push_back(i);
if (((vertex[i].label==77) && (vertex[i].domain==2)) ||
((vertex[i].x==1) && (vertex[i].y==-1) && (vertex[i].domain==1)) )
b7d2.push_back(i);
if ((vertex[i].label==77) && (vertex[i].domain==6))
b7d6.push_back(i);
if ((vertex[i].label==88) && (vertex[i].domain==1))
b8d1.push_back(i);
if ((vertex[i].label==88) && (vertex[i].domain==6) && (vertex[i].x!=1))
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b8d6.push_back(i);
}
for(int i=0;i<nt;i++)
{
getline(meshfile,line);
stringstream line_stream(line);
line_stream>>triangle[i];
triangle[i].init(vertex);
}
//sorting the boundary’s indices
x_sort(b1d2,vertex,1);
y_sort(b1d3,vertex,1);
x_sort(b2d3,vertex,-1);
x_sort(b2d4,vertex,1);
y_sort(b3d2,vertex,-1);
y_sort(b3d4,vertex,1);
y_sort(b4d3,vertex,1);
x_sort(b4d5,vertex,-1);
y_sort(b5d1,vertex,1);
y_sort(b5d5,vertex,-1);
x_sort(b6d5,vertex,1);
y_sort(b6d6,vertex,1);
x_sort(b7d2,vertex,-1);
y_sort(b7d6,vertex,1);
x_sort(b8d1,vertex,1);
x_sort(b8d6,vertex,-1);
//The identification part comes here.
//Defining variables for building the matrix and solving the system
double Aloc[3][3];
double mass[3][3];
double stiff[3][3];
const double co1=0.225;
const double co2=(155-sqrt(15))/1200;
const double co3=(155+sqrt(15))/1200;
const double c1=(6-sqrt(15))/21;
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b2d3.push_back(i);
if (((vertex[i].label==22) && (vertex[i].domain==4)))
b2d4.push_back(i);
if ((vertex[i].x==1) && (vertex[i].y==-1) && (vertex[i].domain==4))
b2d4.push_back(i);
if ((vertex[i].x==-1) && (vertex[i].y==-1) && (vertex[i].domain==4))
b2d4.push_back(i);
if (((vertex[i].label==33) && (vertex[i].domain==2)) )
b3d2.push_back(i);
if ((vertex[i].label==33) && (vertex[i].domain==4) && (vertex[i].y!=-1))
b3d4.push_back(i);
if (((vertex[i].label==44) && (vertex[i].domain==3) && (vertex[i].y!=3)) ||
((vertex[i].x==-1) && (vertex[i].y==1) && (vertex[i].domain==1)))
b4d3.push_back(i);
if (((vertex[i].label==44) && (vertex[i].domain==5)) ||
( (vertex[i].x==3) && (vertex[i].y==-1) && (vertex[i].domain==5)))
b4d5.push_back(i);
if ((vertex[i].label==55) && (vertex[i].domain==1) && (vertex[i].y!=1))
b5d1.push_back(i);
if (((vertex[i].label==55) && (vertex[i].domain==5) && (vertex[i].y!=-1)) ||
((vertex[i].x==3) && (vertex[i].y==1) && (vertex[i].domain==5)) )
b5d5.push_back(i);
if ((vertex[i].label==66) && (vertex[i].domain==5))
b6d5.push_back(i);
if (((vertex[i].label==66) && (vertex[i].domain==6)) ||
((vertex[i].x==1) && (vertex[i].y==3) && (vertex[i].domain==6)))
b6d6.push_back(i);
if (((vertex[i].label==77) && (vertex[i].domain==2)) ||
((vertex[i].x==1) && (vertex[i].y==-1) && (vertex[i].domain==1)) )
b7d2.push_back(i);
if ((vertex[i].label==77) && (vertex[i].domain==6))
b7d6.push_back(i);
if ((vertex[i].label==88) && (vertex[i].domain==1))
b8d1.push_back(i);
if ((vertex[i].label==88) && (vertex[i].domain==6) && (vertex[i].x!=1))
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b8d6.push_back(i);
}
for(int i=0;i<nt;i++)
{
getline(meshfile,line);
stringstream line_stream(line);
line_stream>>triangle[i];
triangle[i].init(vertex);
}
//sorting the boundary’s indices
x_sort(b1d2,vertex,1);
y_sort(b1d3,vertex,1);
x_sort(b2d3,vertex,-1);
x_sort(b2d4,vertex,1);
y_sort(b3d2,vertex,-1);
y_sort(b3d4,vertex,1);
y_sort(b4d3,vertex,1);
x_sort(b4d5,vertex,-1);
y_sort(b5d1,vertex,1);
y_sort(b5d5,vertex,-1);
x_sort(b6d5,vertex,1);
y_sort(b6d6,vertex,1);
x_sort(b7d2,vertex,-1);
y_sort(b7d6,vertex,1);
x_sort(b8d1,vertex,1);
x_sort(b8d6,vertex,-1);
//The identification part comes here.
//Defining variables for building the matrix and solving the system
double Aloc[3][3];
double mass[3][3];
double stiff[3][3];
const double co1=0.225;
const double co2=(155-sqrt(15))/1200;
const double co3=(155+sqrt(15))/1200;
const double c1=(6-sqrt(15))/21;
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const double c2=(9+2*sqrt(15))/21;
const double c3=(6+sqrt(15))/21;
const double c4=(9-2*sqrt(15))/21;
double w[7]={co1,co2,co2,co2,co3,co3,co3}
,
//data for quadrature rule
etaxi[7][2]={{1./3,1./3},{c1,c1},{c1,c2},{c2,c1},{c3,c3},{c3,c4},{c4,c3}};
double f,d,intf;
Vertex P;
double phi_j,phi_k;
vector<double> Gphi_j(2), Gphi_k(2), GV(2);
vector<int> App;
double **G;
G=new double*[2];
for(int i=0;i<2;i++)
G[i]=new double[2];
//defining row, column and value of global Matrix
vector<int> row,row_1;
vector<int> column,column_1;
vector<double> value,value_1;
vector<int> Mrow,STrow;
vector<int> Mcolumn,STcolumn;
vector<double> Mvalue,STvalue;
vector<double> rhloc(3);
bool bools,Mbool,STbool;
int s,t;
//size of global matrix
int num=0;
for(int i=0;i<nv;i++)
if (newindex[i]>num)
num=newindex[i];
num++;
double rhs[num];
for(int i=0;i<num;i++)
rhs[i]=0;
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double *x;
//building the matrix
for(int i=0;i<nt;i++)
{
for(int ii=0;ii<3;ii++)
for(int j=0;j<3;j++)
{
Aloc[ii][j]=0;
mass[ii][j]=0;
stiff[ii][j]=0;
}
rhloc[0]=0;
rhloc[1]=0;
rhloc[2]=0;
//loop for local matrix
for(int j=0;j<3;j++)
{
//loop for local matrix
for(int k=0;k<3;k++)
{
//loop for using quadrature formula to take eta and xi
for(int u=0;u<7;u++)
{
P=triangle[i].getcoordinate(etaxi[u][0],etaxi[u][1]);
//compute basis functions
phi_j=triangle[i].computephi(j,P);
phi_k=triangle[i].computephi(k,P);
Gphi_j=triangle[i].gradphi(j,P);
Gphi_k=triangle[i].gradphi(k,P);
d=triangle[i].getmartixG(G,P);
GV=triangle[i].productGV(G,Gphi_k);
Aloc[j][k]+=w[u]*(1./2)*triangle[i].area*(d*product(Gphi_j,GV)+d*(phi_j*phi_k));
mass[j][k]+=w[u]*(1./2)*triangle[i].area*d*phi_j*phi_k;
stiff[j][k]+=w[u]*(1./2)*triangle[i].area*(d*product(Gphi_j,GV));
if (k==0)
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const double c2=(9+2*sqrt(15))/21;
const double c3=(6+sqrt(15))/21;
const double c4=(9-2*sqrt(15))/21;
double w[7]={co1,co2,co2,co2,co3,co3,co3}
,
//data for quadrature rule
etaxi[7][2]={{1./3,1./3},{c1,c1},{c1,c2},{c2,c1},{c3,c3},{c3,c4},{c4,c3}};
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Vertex P;
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vector<double> Gphi_j(2), Gphi_k(2), GV(2);
vector<int> App;
double **G;
G=new double*[2];
for(int i=0;i<2;i++)
G[i]=new double[2];
//defining row, column and value of global Matrix
vector<int> row,row_1;
vector<int> column,column_1;
vector<double> value,value_1;
vector<int> Mrow,STrow;
vector<int> Mcolumn,STcolumn;
vector<double> Mvalue,STvalue;
vector<double> rhloc(3);
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int s,t;
//size of global matrix
int num=0;
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num=newindex[i];
num++;
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for(int i=0;i<num;i++)
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double *x;
//building the matrix
for(int i=0;i<nt;i++)
{
for(int ii=0;ii<3;ii++)
for(int j=0;j<3;j++)
{
Aloc[ii][j]=0;
mass[ii][j]=0;
stiff[ii][j]=0;
}
rhloc[0]=0;
rhloc[1]=0;
rhloc[2]=0;
//loop for local matrix
for(int j=0;j<3;j++)
{
//loop for local matrix
for(int k=0;k<3;k++)
{
//loop for using quadrature formula to take eta and xi
for(int u=0;u<7;u++)
{
P=triangle[i].getcoordinate(etaxi[u][0],etaxi[u][1]);
//compute basis functions
phi_j=triangle[i].computephi(j,P);
phi_k=triangle[i].computephi(k,P);
Gphi_j=triangle[i].gradphi(j,P);
Gphi_k=triangle[i].gradphi(k,P);
d=triangle[i].getmartixG(G,P);
GV=triangle[i].productGV(G,Gphi_k);
Aloc[j][k]+=w[u]*(1./2)*triangle[i].area*(d*product(Gphi_j,GV)+d*(phi_j*phi_k));
mass[j][k]+=w[u]*(1./2)*triangle[i].area*d*phi_j*phi_k;
stiff[j][k]+=w[u]*(1./2)*triangle[i].area*(d*product(Gphi_j,GV));
if (k==0)
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{
f=triangle[i].fvalue(P);
rhloc[j]+=w[u]*(1./2)*triangle[i].area*(d*43*f*phi_j);
}
}
bools=true;
Mbool=true;
STbool=true;
s=newindex[triangle[i].index[j]];
t=newindex[triangle[i].index[k]];
for(int ii=0;ii<row.size();ii++)
//finding s and t in the vector row and column
//to add the value Aloc[j][k] to the previous value
// in sth row and tth column of global matrix
if ((s==row[ii]) && (t==column[ii]))
{
value[ii]+=Aloc[j][k];
bools=false;
break;
}
if (bools)
{
row.push_back(s);
column.push_back(t);
value.push_back(Aloc[j][k]);
}
//to compute the row and column and nonzero value of Mass matrix M
for(int ii=0;ii<Mrow.size();ii++)
if ((s==Mrow[ii]) && (t==Mcolumn[ii]))
{
Mvalue[ii]+=mass[j][k];
Mbool=false;
break;
}
if (Mbool)
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{
Mrow.push_back(s);
Mcolumn.push_back(t);
Mvalue.push_back(mass[j][k]);
}
//stiffness matrix for computing the eigenvalue of Laplace operator
for(int ii=0;ii<STrow.size();ii++)
if ((s==STrow[ii]) && (t==STcolumn[ii]))
{
STvalue[ii]+=stiff[j][k];
STbool=false;
break;
}
if (STbool)
{
STrow.push_back(s);
STcolumn.push_back(t);
STvalue.push_back(stiff[j][k]);
}
}
rhs[s]+=rhloc[j];
}
}
sort_col_wise(row,column,value,App,num);
x=umphpack(row,App,value,rhs,num);
//delete every thing
row.clear();
column.clear();
value.clear();
App.clear();
Mrow.clear();
Mcolumn.clear();
Mvalue.clear();
STrow.clear();
STcolumn.clear();
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{
f=triangle[i].fvalue(P);
rhloc[j]+=w[u]*(1./2)*triangle[i].area*(d*43*f*phi_j);
}
}
bools=true;
Mbool=true;
STbool=true;
s=newindex[triangle[i].index[j]];
t=newindex[triangle[i].index[k]];
for(int ii=0;ii<row.size();ii++)
//finding s and t in the vector row and column
//to add the value Aloc[j][k] to the previous value
// in sth row and tth column of global matrix
if ((s==row[ii]) && (t==column[ii]))
{
value[ii]+=Aloc[j][k];
bools=false;
break;
}
if (bools)
{
row.push_back(s);
column.push_back(t);
value.push_back(Aloc[j][k]);
}
//to compute the row and column and nonzero value of Mass matrix M
for(int ii=0;ii<Mrow.size();ii++)
if ((s==Mrow[ii]) && (t==Mcolumn[ii]))
{
Mvalue[ii]+=mass[j][k];
Mbool=false;
break;
}
if (Mbool)
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{
Mrow.push_back(s);
Mcolumn.push_back(t);
Mvalue.push_back(mass[j][k]);
}
//stiffness matrix for computing the eigenvalue of Laplace operator
for(int ii=0;ii<STrow.size();ii++)
if ((s==STrow[ii]) && (t==STcolumn[ii]))
{
STvalue[ii]+=stiff[j][k];
STbool=false;
break;
}
if (STbool)
{
STrow.push_back(s);
STcolumn.push_back(t);
STvalue.push_back(stiff[j][k]);
}
}
rhs[s]+=rhloc[j];
}
}
sort_col_wise(row,column,value,App,num);
x=umphpack(row,App,value,rhs,num);
//delete every thing
row.clear();
column.clear();
value.clear();
App.clear();
Mrow.clear();
Mcolumn.clear();
Mvalue.clear();
STrow.clear();
STcolumn.clear();
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STvalue.clear();
//visualizing u
ofstream spherebbfile("sphereu.bb");
{
spherebbfile << "2 1 1 "<<nv<< " 2 n";
for(int i=0;i<nv;i++)
spherebbfile<<x[newindex[i]]<<endl ;
}
ofstream spherefile("sphereu.mesh");
{
spherefile<<"MeshVersionFormatted 1nn"<<"Dimension 3nn"<<"Vertices"<<endl;
spherefile<<nv<<endl;
for(int i=0;i<nv;i++)
{
spherefile<<vertex[i].x_3D()<<" "<<vertex[i].y_3D()<<" "
<<vertex[i].z_3D()<<" "<<vertex[i].label<<endl;
}
spherefile<<"nTriangles"<<endl;
spherefile<<nt<<endl;
for(int i=0;i<nt;i++)
spherefile<<triangle[i].index[0]+1<<" "<<triangle[i].index[1]+1<<" "
<<triangle[i].index[2]+1<<" 0 "<<endl;
spherefile<<"nEnd"<<endl;
}
cout<<" It’s successfully done "<<endl;
delete[] vertex;
delete[] triangle;
}
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The vector fields and functions are first defined on the manifold. We then
need to pullback them on the parameterized domain. It can be done by use
of the package DifferentialGeometry, Tensor and Tools in MAPLE soft-
ware. Here is an example:
We first load some packages.
with(Di f f erentialGeometry);with(Tensor);with(Tools);
Define the coordinates in R3 and R2.
DGsetup([x[1],x[2],x[3]],R3);DGsetup([z[1],z[2]],R2)
A map from the coordinate domain to the unit sphere.
ga := 1+ z[1]2+ z[2]2;
f ii := Trans f ormation(R2,R3, [x[1] = z[1]/sqrt(ga),x[2] = z[2]/sqrt(ga),x[3] = 1/sqrt(ga)]);
1+ z12+ z22
[x1 =
z1√
1+ z12+ z22
,x2 =
z2√
1+ z12+ z22
,x3 =
1√
1+ z12+ z22
]
Standard Riemannian tensor in R3 and its pullback by φ to the coordi-
nate domain.
gx :=CanonicalTensors(”Metric”,”bas”,3,0,R3);gz := Pullback( f ii,gx)
dx12+ dx22+ dx32(
1+ z22
)
dz12
(1+ z12+ z22)
2 −2
z1z2dz1dz2
(1+ z12+ z22)
2 +
(
1+ z12
)
dz22
(1+ z12+ z22)
2
The area form corresponding to metric gz.
om := simpli f y(HodgeStar(gz,1),symbolic);
dz1∧ dz2
(1+ z12+ z22)
3/2
Back to the coordinate system in R3.
ChangeFrame(R3);
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STvalue.clear();
//visualizing u
ofstream spherebbfile("sphereu.bb");
{
spherebbfile << "2 1 1 "<<nv<< " 2 n";
for(int i=0;i<nv;i++)
spherebbfile<<x[newindex[i]]<<endl ;
}
ofstream spherefile("sphereu.mesh");
{
spherefile<<"MeshVersionFormatted 1nn"<<"Dimension 3nn"<<"Vertices"<<endl;
spherefile<<nv<<endl;
for(int i=0;i<nv;i++)
{
spherefile<<vertex[i].x_3D()<<" "<<vertex[i].y_3D()<<" "
<<vertex[i].z_3D()<<" "<<vertex[i].label<<endl;
}
spherefile<<"nTriangles"<<endl;
spherefile<<nt<<endl;
for(int i=0;i<nt;i++)
spherefile<<triangle[i].index[0]+1<<" "<<triangle[i].index[1]+1<<" "
<<triangle[i].index[2]+1<<" 0 "<<endl;
spherefile<<"nEnd"<<endl;
}
cout<<" It’s successfully done "<<endl;
delete[] vertex;
delete[] triangle;
}
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D MAPLE code
The vector fields and functions are first defined on the manifold. We then
need to pullback them on the parameterized domain. It can be done by use
of the package DifferentialGeometry, Tensor and Tools in MAPLE soft-
ware. Here is an example:
We first load some packages.
with(Di f f erentialGeometry);with(Tensor);with(Tools);
Define the coordinates in R3 and R2.
DGsetup([x[1],x[2],x[3]],R3);DGsetup([z[1],z[2]],R2)
A map from the coordinate domain to the unit sphere.
ga := 1+ z[1]2+ z[2]2;
f ii := Trans f ormation(R2,R3, [x[1] = z[1]/sqrt(ga),x[2] = z[2]/sqrt(ga),x[3] = 1/sqrt(ga)]);
1+ z12+ z22
[x1 =
z1√
1+ z12+ z22
,x2 =
z2√
1+ z12+ z22
,x3 =
1√
1+ z12+ z22
]
Standard Riemannian tensor in R3 and its pullback by φ to the coordi-
nate domain.
gx :=CanonicalTensors(”Metric”,”bas”,3,0,R3);gz := Pullback( f ii,gx)
dx12+ dx22+ dx32(
1+ z22
)
dz12
(1+ z12+ z22)
2 −2
z1z2dz1dz2
(1+ z12+ z22)
2 +
(
1+ z12
)
dz22
(1+ z12+ z22)
2
The area form corresponding to metric gz.
om := simpli f y(HodgeStar(gz,1),symbolic);
dz1∧ dz2
(1+ z12+ z22)
3/2
Back to the coordinate system in R3.
ChangeFrame(R3);
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A certain vector field in R3.
w := evalDG
((
x22x3− x1x2x3
)
D x1+
(−x3+ x12x3)D x2+ (x2− x22x1)D x3)
−(−x22x3+ x1x2x3)D x1+ (−x3+ x12x3)D x2− (−x2+ x22x1)D x3
Let us check that the vector field is tangent to the unit sphere.
f := (x[1]2+ x[2]2+ x[3]2−1)/2 : d f := ExteriorDerivative( f );
simplify (Hook (w,df ))
x1dx1+ x2dx2+ x3dx3
0
Hence we can pull back the vector field to the coordinate domain.
PullbackVector( f ii,w)
−z2
(−z2+ 2z1+ z22z1− z2z12+ z13)D z1
1+ z12+ z22
−
(
1+ 2z22+ z24− z23z1+ z12z22
)
D z2
1+ z12+ z22
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On the numerical solution 
of PDE on curved surfaces 
and its application
The thesis is based on four research 
articles. The PDEs arising in fibre 
orientation problem and pattern 
formation are solved numerically 
using finite element method. We 
define a method to solve PDEs on 
curved surfaces using the two-
dimensional parametrized domain. 
The formulas to implement the finite 
element method, such as defining 
the basis functions for the P1 and P2 
elements are illustrated. We describe 
the details of the implementation 
of the finite element method on the 
parametrized domain.
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