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Résumé 
Ce document n'est pas un traité dans lequel vous trouverez les réponses à toutes 
vos questions au sujet du multicasting sur Internet. Après une brève introduction sur 
cette problèmatique, Nous présenterons en exemple un panel non exhaustif de 
techniques et d'implémentations concrètes. 
L'analyse des avantages et inconvénients de ces différentes technologies nous 
mènerons au protocole PIM SM (Protocol lndependent Multicast in Sparse Mode). 
Nous étudierons le fonctionnement de ce dernier plus en profondeur pour enfin passer à 
la réalisation d'un simulateur. 
L'objectif poursuivi lors de la réalisation du simulateur est purement didactique. Il 
n'est pas question d' implémenter une version fonctionnelle exécutable par un routeur du 
réseau. Le but est de réaliser une application qui puisse servir de support à la 
présentation du fonctionnement du protocole dans un réseau plus ou moins complexe, 
du rôle joué par chaque composant de ce réseau et des conséquences des choix effectués 
à la configuration de celui-ci. 
mots clés: Multicast, PIM, Protocol Jndependent Multicast, Sparse Mode, simulateur, réseau 
Abstract 
This document is not a treatise in which you will find the answers to ail your 
questions about the multicasting over the Internet. A:fter a short introduction on these 
problems, We will introduce in example a panel of techniques and concrete 
implementations. 
The analysis of the advantages and disadvantages of these various technologies 
we will lead to protocol PIM SM (Protocol lndependent multicast in Sparse Mode). We 
will study the operation of this last one more in-depth for finally passing to the 
realization of a simulator. 
The aim in view at the time of the realization of the simulator is purely didactic. lt 
is not question to realize a functional implementation by a router of the network. The 
goal is to carry out an application which can be used as support to the presentation of 
the operation of the protocol in a more or less complex network, of the role played by 
each component of this network and the consequences of the choices carried out with 
the configuration ofthis one. 
key words: Multicast, PIM, Protocol Independent multicast, Sparse Mode, 
simulator, network 
Réalisation d'un simulateur P IM SM 
Avant-propos 
Je tiens à remercier : 
Monsieur Olivier Bonaventure, promoteur de ce mémoire, pour sa disponibilité, son 
efficacité et ses conseils judicieux tout au long de ce travail. 
L'ensemble des professeurs pour la formation de qualité qu' ils m'ont offerte. 
Les membres du Jury pour l'intérêt qu'ils voudront bien porter à la lecture de ce travail. 
Toutes les personnes qui, par leur aide et leur soutien, m'ont aidé à réaliser ce travail, en 
particulier ma mère. 
Page 1 
Réalisation d'un simulateur P IM SM 
Table des matières 
Avant-propos _______________________ l 
Table des matières 2 
Glossaire 4 
Introduction 7 
J. Internet, c'est quoi? 9 
Principes et avantages des différents modes d'émission 9 
L'unicast 9 
Le broadcast 10 
Le multicast 11 
2. Le multicast sur Internet. 13 
2.1. Adresses 13 
2.2. Protocole 14 
2.3. Communication multicast sur un LAN 15 
2.4. Protocole IGMP 16 
2.5. Acheminement multicast à travers les routeurs 17 -------
2.5.1. Techniques simples 17 
2.5.2. Techniques utilisant un arbre de diffusion par source 18 
2.5.3. Core Base Tree (CBT) 20 
2.6. Implémentations concrètes de ces techniques 21 
2.6.1. Protocole DVMRP 22 
2.6.2. Protocole PIM 24 
3. PIM Sparse Mode 27 
3.1. Les spécificités du protocole 27 
3.2. Les éléments constitutifs d'un domaine PIM SM 28 
3.3. Le protocole en action 29 
3.3.1. La répartition des rôles 30 
3.3.2. La retransmission des flux multicast 31 
3.3.3. La demande de réception d'un flux 31 
3.3.4. L'émission d'un nouveau flux (S,G) 33 
3.3.5. Le changement de mode RP-tree - SP-tree 34 
3.3.6. la demande de fin de réception d'un flux 36 
3.3.7. Les changements de topologie du domaine 37 
4. Analyse fonctionne/le du simulateur 39 
4.1. Stéréotypes des utilisateurs 40 
4.2. Le contexte d'exécution de la tâche 41 
4.3. Les besoins des utilisateurs 41 
Page 2 
Réalisation d'un simulateur P IM SM 
4.4. Ce qu'il n'est pas nécessaire de simuler 42 -----------
5. Analyse Conceptuelle 43 
5.1. Les objets du domaine 43 
5.1.1. Le hardware 43 
5.1.2. Détails des éléments physiques 45 
5.1.3. Les messages 49 
5.2. L'analyse de l'interface utilisateur ____________ 51 
5.2.1. Fonctionnalités de l'interface _____________ 52 
5.2.2. Structuration de la tâche _______________ 54 
5.2.3. Relation entre l' interface utilisateur et les objets du domaine __ 56 
6. Implémentation 59 
6.1. Gestion des adresses IP 59 
6.2. Le routage unicast 60 
6.3. Election des éléments du domaine multicast 63 
6.3 .1. Election du BSR 63 
6.3.2. Election des RP 63 
6.3.3. Election des DR 64 
6.4. La simulation du protocole IGMP 64 
6.5. LaTIB 66 
6.6.1. La réception d'un message Join 68 
6.6.2. La simulation du timer « Join-Prune Override Interval » 69 
6.6.3. La réception d'un message Prune 70 
6.6.4. L'émission de messages Join/ Prune 72 
6.6.5 . La réception d'un message multicast en transit 74 
6.6.6. Création de la liste des interfaces de sortie 74 
6.6.7. La gestion des messages Register et RegisterStop 76 
7. Conclusion 79 
8. Annexes 81 
8.1. Références bibliographiques 
8.2. Les différents timers de PIM SM 
8.3. Le mode d'emploi du simulateur 
8.4. Le code du simulateur 
Page 3 
Réalisation d'un simulateur P IM SM 
Glossaire 
Adresse IP: Adresse du Protocole Internet de couche réseau d'un dispositif. Une adresse 
IP est composée de 32 bits divisés en deux ou trois zones: un numéro de 
réseau (ou un numéro de réseau et un numéro de sous-réseau) et un numéro 
de station. 
Adresse IP de classe D: Groupe d'adresses IP comprises entre 224.0.0.0 et 
239.255.255.255 utilisées pour spécifier un groupe multicast. 
Backbone : Ensemble des liaisons principales du réseau qui interconnecte l'ensemble des 
routeurs du réseau. 
Broadcast : Méthode de transmission un pour tous ( aucune gestion de groupe de 
receveurs) 
Datagramme: Bloc indépendant contenant les données et adresses source et destination 
utilisées pour acheminer le paquet sur un domaine. Les datagrammes sont les 
unités d'information primaires utilisées sur l'Internet.. 
DM: (Dense Mode) Se dit d'un protocole de routage multicast prévu pour 
fonctionner dans un environnement possédant une grande bande passante et 
comprenant de nombreux receveurs. 
Domaine: Ensemble de LAN interconnectés à l'aide d'une série de routeurs constituant 
le backbone. 
Emetteur : Voir Source 
Groupe multicast : Ensemble de receveur désirant recevoir un flux multicast référencé par 




(Internet Engineering Task Force) Comité examinant et supportant les 
propositions relatives aux protocoles Internet. 
(Internet Protocol) Protocole de la couche réseau qui constitue la norme pour 
envoyer un datagramme à travers Internet 
(Local Area Network) Réseau local regroupant un groupe de stations et 
possédant une adresse réseau unique. 
Liaison Point à Point : Caractérise un moyen de communication physique ne reliant que 
deux dispositifs matériels (contrairement à un LAN qui est multipoint) 
Membre : Voir Receveur 
Multicast : méthode de diffusion simultanée des données en direction de plusieurs 
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(Protocol Independent Multicast) Protocole de routage des flux multicasts 
restant indépendant de toute méthode de routage unicast. PIM fonctionne en 
deux mode : DM et SM. 
(Sparse Mode) Se dit d'un protocole de routage multicast prévu pour 
fonctionner dans un environnement où il est nécessaire d'économiser la bande 
passante et comprenant un nombre limité de receveurs. 
Receveur: Station connectée à un LAN désirant recevoir le flux multicast d'un groupe 
multicast référencé par une adresse IP de classe D 
Routage : Méthode d'acheminement des informations à la bonne destination à travers un 
domaine. Selon les types de réseau, on envoie les données par paquets et on 
choisit leur chemin au coup par coup (C'est le cas pour Internet), ou bien on 
choisit un chemin une bonne fois pour toutes. 
Routeur : Dispositif matériel ou logiciel permettant le routage des datagrammes vers le 
ou les bon(s) destinataire(s), dans un domaine. 
Source: Station du domaine émettant des datagrammes à destination d'un groupe 
multicast référencé par une adresse IP de classe D 
Unicast: Méthode de transmission un pour un (une source pour un receveur) 
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Au début des années 1960, le département de la défense américaine a :financé un 
projet de développement d'un protocole de communication basé sur la commutation de 
paquets. Ces recherches ont donné naissance au réseau ARP ANET. En 1969, il reliait 
4 ordinateurs. ARP ANET était principalement utilisé par les communautés 
universitaires et les chercheurs. 
Cependant, les possibilités offertes par le réseau ont rapidement intéressé la 
plupart des secteurs d'activités. Dès lors, ARPANET a évolué pour devenir Internet. Le 
nombre d'ordinateur connecté a suivi une croissance exponentielle. En 1983, Internet 
regroupait 200 ordinateurs. En 1995 on estime que 50000 réseaux étaient 
interconnectés. De nos jours, Internet est devenu incontournable. Plus de 25 millions de 
personnes ont accès au réseau des réseaux. On commence à parler des personnes qui ne 
savent pas utiliser le WEB en terme de "nouveaux illettrés" . 
Parallèlement à cette extension, Nous avons pu observer le développement du 
nombre de services offert sur Internet. Du simple échange de fichiers et d'applications 
de messagerie, nous sommes passés à l'ère du "World Wide Web" qui a révolutionné 
les méthodes de présentation de l'information. A l'aide de présentations de plus en plus 
complexes, interactives et attrayantes, Internet est devenu un média rivalisant avec la 
télévision, la radio et les imprimés. 
Mais l'évolution d'Internet n'est pas terminée. Parallèlement (voir grâce) au 
développement des techniques multimédias, Internet est peut être en train de réaliser sa 
révolution la plus importante. Il ambitionne de devenir LE média et d'intégrer à ses 
services devenus traditionnels la radiodi:flùsion, la vidéodi:flùsion, la téléphonie, les jeux 
en ligne, la télé éducation, ... 
Les possibilités, la demande et les enjeux sont énormes. Le seul frein reste la 
bande passante disponible et la gestion de celle-ci. L'extension quotidienne du 
backbone, tant en rapidité qu'en largeur de bande, demeure insuffisante pour supporter 
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l'augmentation de trafic engendré par le multimédia. Pour permettre cette dernière 
évolution, il est nécessaire d'ajouter à l'ensemble de protocoles TCP/IP un moyen de 
gérer efficacement les communications multicast. C'est ce que nous nous proposons 
d'étudier de plus près dans la suite de ce document. 
Après un rapide passage en revue des différents modes de transrmss1on, nous 
étudierons de plus en profondeur les outils permettant de mettre en œuvre une gestion 
du trafic multicast sur l'Internet. Nous passerons ensuite en revue un panel représentatif 
de méthodes permettant la gestion de ces flux. L'étude des avantages et inconvénients 
de ces différentes méthodes nous mènerons à une solution plus aboutie. C'est le 
protocole PIM SM. 
Nous réaliserons une étude plus approfondie de celui-ci. A la suite de quoi, nous 
nous attaquerons à la réalisation du simulateur de ce protocole. Ce simulateur à but 
didactique permettra la représentation dynamique d'un domaine PIM SM, la 
configuration des différents éléments de ce domaine, l'échange des messages permettant 
la gestion du protocole et la diffusion des différents flux multicast actifs sur ce domaine. 
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En réalité, Internet n'est pas un réseau au sens propre du terme. C'est plutôt une 
interconnexion d'un grand nombre de réseaux indépendants l'un de l' autre. Chacun 
d'entre eux utilise l'architecture qui correspond le mieux à ses besoins, ainsi qu'une 
politique qui lui est propre pour la gestion des communications entre les différents 
équipements qui le compose. 
Ces différents réseaux sont reliés entre eux par un ensemble d'appareils que l'on 
appelle routeurs. Ces routeurs permettent d'ouvrir un réseau à l'Internet et de distribuer 
le flux de données en les dirigeant de leur source vers leur( s) destination( s) en 
respectant les principes de fonctionnement de l'Internet. 
L'ensemble des routeurs permettant la connexion des différents réseaux forme ce 
que l'on appelle le BackBone. L'enjeu est de parvenir à regrouper tous ces groupes 
indépendants et de permettre aux informations de parcourir l'Internet en passant d'un 
réseau à l' autre sans se soucier de leur architecture. Pour y arriver, un ensemble de 
protocole a été développé (TCP, UDP, IP, adressage, protocoles de routage, ... ). 
Aujourd'hui encore, cet ensemble évolue toujours en fonction des nouveaux besoins et 
des techniques. 
Principes et avantages des différents modes d'émission 
L'unicast 
Depuis sa naissance et encore de nos jours les échanges sont principalement 
effectués en mode unicast. Ce type d'émission d' information permet à une machine 
source d'envoyer des datagrammes en direction d'une et d'une seule machine 
destinataire ( cf. figure 1). 
De nos jours, les progrès réalisés dans certains domaines ( ex : le multimédia) nous 
font observer une augmentation de la popularité d'un nouveau type d'application tel 
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qu'audio et vidéo conférence. Ce type d'application met en œuvre une communication 
entre une source et plusieurs destinataires ( one-to-many ) ou entre plusieurs sources et 











&%418 MM+ -Fi21JI"e 1 : Liaison umcast DIISti1111'tio• 
extension, il est primordial de minimiser son engorgement et donc, de développer une 
nouvelle technique de transmission permettant une communication efficace pour ce 
genre de nouveaux besoins. 
Le broadcast 
Le broadcast (cf. figure 2) permet à une machine d'envoyer des paquets à toutes 
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une adresse broadcast bien déterminée. Ce mode a l'avantage d'économiser la bande 
passante du réseau en n'émettant l'information qu'une seule fois et ce, quel que soit le 
nombre de stations intéressées par ces données. Il appartient aux stations d'accepter ou 
d'ignorer le paquet à son arrivée. Cependant, pour éviter que des paquets broadcast 
n'envahissent le monde entier, ceux-ci ne peuvent pas :franchir les routeurs, ils restent 
confinés à leur LAN. 
Le multicast 
Pour le multicast (cf. figure 3), on ne s'adresse plus à une machine destinataire ou 
à une quelconque adresse broadcast. A la place, on émet à destination d'un groupe de 
machines. La notion de groupe est primordiale dans le multicast. C'est un ensemble de 

















Un groupe est géré entièrement dynamiquement. Les stations qui désirent recevoir 
les paquets destinés à un groupe doivent s'abonner à ce groupe et le quitter lorsqu'elles 
le désirent. La source, quant à elle, ne connaît que 1 'adresse du groupe et absolument 
pas les adresses des stations qui y sont abonnées. Il n'y a aucune restriction sur le 
nombre de membres d'un groupe, sur leur localisation et sur le nombre de sources. Il est 
à remarquer qu'il n'est pas nécessaire d'être membre d'un groupe pour pouvoir en être 
une source et qu'une station peut être membre d'autant de groupes qu'elle désire. 
Une bonne gestion du multicast par les routeurs permet de diffuser l' information 
vers tous les membres du groupe destinataire et uniquement eux en minimisant le flux 
de données. La même information ne passe au maximum qu'une fois sur chaque 
tronçon du réseau. 
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2.1.Adresses 
Internet est géré par le protocole IP. Ce protocole définit toute une série de règles 
et entre autres, la structure des adresses. En IP version 4, les adresses comportent 32 bits 
( 4 octets) et sont réparties en cinq classes ( cf. figure 4) 
Figure 4 : les classes d'adresse IP ver 4 
Pour organiser la distribution des adresses IP et pour éviter la duplication de l'une 
d'elles, un organisme a été créé. Cet organisme est l'IANA (Internet Assigned Numbers 
Authority). Les adresses de la classe D ont été réservées aux groupes multicast, ce qui 
représente près de 250 millions de possibilités. 
De plus, l'IANA a réservé les adresses comprises entre 224.0.0.0 et 224.0.0.255 
pour la gestion du routage. Par exemple : 
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- 224.0.0.13 : 
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Toutes les machines multicast d'un LAN (portée locale) 
Tous les routeurs multicast d'un LAN(portée locale) 
Tous les routeur PIM 
Les adresses comprises entre 224.0.1.0 et 238.255.255 sont réservées pour la 
gestion des groupes, certaines d'entre elles sont attribuées à un groupe bien précis. Par 
exemple: 
- 224.0.1.11 : 
- 224.0.1.12 : 
- 224.0.19.0 à63: 
IETF-1-audio 
IETF-1-vidéo 
réservé à la Wald Disney Company 
Pour finir, les adresses comprises entre 239.0.0.0 et 239.255.255.255 sont 
réservées à une utilisation locale. Les données ne doivent pas quitter le réseau d'origine 
pour être transférées sur l'Internet. 
2.2. Protocole 
Une grande partie des applications communiquant sur Internet passent par les 
services du protocole TCP (Transport Control Protocol). Celui-ci assure aux 
applications une connexion fiable bout à bout. TCP garantit que les datagrames arrivent 
à destination ( en cas de perte de l'un d'entre eux, il s'occupe de sa retransmission) et 
qu'ils ne soient pas réordonnés. 
Cette manière de procéder est très utile pour une application qui a besoin de la 
garantie que ses données arrivent bien à destination et dans l'ordre. Mais dans le cas du 
multicast, il n'y a pas de connexion entre 2 stations. La source ne connaît que l'adresse 
du groupe. De plus, pour des applications du type vidéoconférence, il est souvent plus 
intéressant de gagner le temps consommé par le protocole TCP pour la gestion de la 
connexion et des erreurs de transmission quitte à risquer d'obtenir quelques 
<l--v ~ 
Figure 5 : Envoi de paquets 
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perturbations dans l'image ou le son. C'est pourquoi on utilise UDP qui laisse le soin à 
l'application de gérer la transmission comme bon lui semble. 
2.3. Communication multicast sur un LAN 
Comme illustré sur la figure 5, la couche TCP/IP (dans ce cas UDP + IP) est 
située au-dessus de la couche liaison de données. Celle-ci gère les échanges via le média 
physique Pour permettre une liaison entre deux applications via, les données sont 
transmises sur la station source du haut vers le bas, puis sur le media physique jusqu'au 
destinataire et enfin de bas en haut vers l'application du destinataire. Dans le cas d'une 
liaison unicast, on dispose d'un protocole (ARP) qui, à partir de l'adresse IP du 
destinataire, permet à la couche liaison de données de la station source de retrouver 
l'adresse de l'interface physique du destinataire. Ce mécanisme permet à la couche 
liaison de donnée d' encapsuler le datagram IP et de le faire parvenir à la couche IP du 
destinataire de façon transparente. 
Dans le cas d'une communication multicast, on ne connait pas de l'adresse d'un 
destinataire, mais uniquement de l'adresse d'un groupe multicast. Un mécanisme tel que 
ARP n'est donc, dans ce cas-là, d'aucune utilité. Cependant, quelle que soit 
l'implémentation de la couche liaison de données choisie (Ethernet, Token Ring, ... ), il 
est nécessaire de disposer d'un mécanisme permettant la diffusion du datagram sur le 
LAN via la gestion multicast propriétaire de celui-ci. 
Figure 6 : le mapping entre adresses multicast IP et Ethernet 
A simple titre d'illustration et sans entrer dans les détails, prenons le cas 
d'Ethernet (certainement le plus répandu). Les adresses TCP sont formées sur 32 bits 
alors que les adresses Ethernet en comptent 48. L'IANA a réservé les adresses Ethernet 
qui vont de 0l.00.5E.00.00.00 à 0l.00.5E.FF.FF.FF pour la gestion du multicasting. 
Lorsque l'on désire convertir une adresse multicast IP vers une adresse multicast 
Ethernet, il suffit de mapper les 24 bits de poids faible d'une adresse vers l'autre (cf. 
figure 6) à l'aide des masques 224.0.0.0 pour IP et 0l.00.5E.00.00.00 pour Ethernet. 
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Il est intéressant de remarquer que ce procédé ne permet pas d'obtenir l'unicité. 
En effet, 32 (2E5 c'est-à-dire les 5 bits de poids fort qui ne sont pas utilisés sur les 28 
bits significatifs de l'adresse IP) groupes IP partagent la même adresse Ethernet. Par 
exemple, le groupe IP 224.10.8.5 (E0.OA.08.05) et le groupe IP 225.10.8.5 
(El .OA.08.05) sont tous deux mappés sur la même adresse Ethernet (00.5E.0A.08.05). 
Pour ce qui est de la réception, la carte Ethernet du destinataire est, comme toutes 
les cartes Ethernet, configurée à la base pour écouter uniquement son adresse et 
l' adresse broadcast (FF.FF.FF.FF.FF.FF). Il est nécessaire de programmer explicitement 
les autres adresses que l'on désire également lui faire écouter. Pour le multicast, il est au 
minimum nécessaire de recevoir l'adresse Ethernet équivalente à l'adresse IP 224.0.0.1 
(tous les hôtes multicast d'un LAN). Etant donné que la conversion des adresses ne 
donne pas l'unicité, l' interface Ethernet transférera à la couche IP les paquets destinés à 
tous les groupes mappés sur la même adresse. Il est donc nécessaire que la couche IP 
effectue un :filtrage supplémentaire sur l'adresse IP du groupe. 
2.4. Protocole IGMP 
Dans le cas où les communications multicast restent confinées au même LAN, la 
procédure est relativement simple et la méthode décrite ci-dessus est suffisante. 
Cependant, lorsque l'on désire communiquer sur plusieurs LAN connectés entre eux par 
un ensemble de routeurs, les choses deviennent plus compliquées. Dans ce cas, deux 
protocoles seront nécessaires : 
► un protocole de routage multicast qm permet d'acheminer le flux 
multicast à travers les routeurs. 
► un protocole qui permette aux routeurs de gérer des abonnements et 




Figure 7 : IGMP Querv et Report 
1) Qt,œry + démarrage dun 
fimer par chaque stafionµcast 
2)Al'expiration du fimer, 
émission dim REPORTpour le 
groupe 230. O. 0.10 
3) Emission dim REPORTpour le 
groupe 226.0.0.2 
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Pour ce faire, on utilise l' Internet Group Management Protocol (IGMP). Ce 
protocole fonctionne entre les stations multicast d'un LAN et un routeur multicast 
directement connecté à celui-ci. Ce procédé permet aux routeurs multicast de connaître 
les groupes qu' ils doivent retransmettre sur le LAN. Si plusieurs routeurs multicast sont 
connectés au LAN, l'un d'entre eux est élu pour la gestion du protocole. 
Le routeur désigné pour la gestion de l'IGMP envoie périodiquement (toutes les 
60 secondes) une requête («QUERY ») à tous les hôtes multicast du LAN (Via l' adresse 
224.0.0.1 avec un Time to live égal à 1). Cette requête signifie «A quel(s) groupe(s) 
voulez-vous être abonné?». A la réception du QUERY, les hôtes qui désirent recevoir 
l'un ou l'autre groupe répondent par un «IGMP REPORT» contenant les adresses les 
intéressant ( cf figure 7). 
Pour éviter d'encombrer le réseau par des REPORTS contenant la même adresse, 
les stations attendent, à la réception d'un QUERY, un temps aléatoire avant de 
répondre. Au cours de cette période, si une autre station demande un groupe également 
désiré par celle-ci, il n'est pas nécessaire de le déclarer une deuxième fois. De plus, pour 
éviter une attente trop longue, lorsqu'une station désire joindre un groupe, elle envoie 
directement un REPORT sans attendre un QUERY. 
IGMP version 2 apporte quelques améliorations à la première vers10n. Entre 
autres, il définit une procédure qui permet à plusieurs routeurs multicast connectés à un 
LAN de choisir celui qui sera responsable de l'émission des QUERY. C'est en fait tout 
simplement celui qui possède la plus petite adresse IP. De plus, il fournit également un 
nouveau message permettant à une station de signaler directement un groupe qu'elle ne 
désire plus recevoir. Si la station en question était la dernière à recevoir ce groupe, le 
trafic sera ainsi diminué. 
Dans la troisième version d'IGMP, il est possible à une station de choisir une 
source spécifique à l'intérieur d'un groupe. Cette amélioration permet de diminuer le 
trafic sur le LAN et également sur le backbone multicast. 
2.5.Acheminement multicast à travers les routeurs 
Cette partie abordera les principales techniques permettant aux routeurs de gérer 
le flux multicast sur le backbone. 
2.5.1. Techniques simples 
2.5.1.1. Inondation («Flooding ») 
Il s'agit de la méthode la plus simple qui permette de délivrer le flux multicast à 
tous les routeurs du réseau. Lorsqu'un routeur reçoit un paquet adressé à un groupe 
multicast, celui-ci détermine s' il s'agit de la première fois que ce paquet lui parvient. 
Dans l'affirmative, il le retransmet sur toutes ses interfaces à l'exception de celle par où 
le paquet est arrivé. Dans le cas contraire, le paquet est simplement supprimé ce qui 
permet d'éviter les boucles. 
Page 17 
Réalisation d'un simulateur P IM SM 
Cette technique garantit la distribution de flux multicast à l'entièreté du réseau. Il 
est très simple d'en réaliser l'implémentation car les routeurs ne doivent pas gérer des 
tables de routage multicast. Ils doivent uniquement garder la trace de paquets 
récemment traités. Cependant, la gestion du flux n'est absolument pas optimisée. Ce 
manque d'optimisation entraîne une augmentation significative de l'occupation de la 
bande passante et rend cette technique inadéquate au niveau de l'Internet. 
2.5.1.2. Spanning Trees 
Un spaning tree est un arbre dans lequel tous les routeurs du réseau sont reliés par 
une et une seule route (cf. figure 9). L' idée est de faire gérer une telle structure par 
l' ensemble des routeurs. Ensuite, lorsqu'un paquet multicast arrive, il suffit de le 
renvoyer sur toutes les interfaces actives de cet arbre, exceptée celle par ou le message 
est entré. 
Figure 9: Spanning Tree 
Cette solution est efficace et relativement simple à implémenter. Cependant, elle 
centralise tout le trafic multicast sur le même ensemble de lignes. Ceci n'étant pas 
souhaitable sur Internet dans la mesure où elle entraîne, si le flux est important, un 
risque conséquent de surcharge des lignes composant cet arbre. 
2.5.2. Techniques utilisant un arbre de diffusion par source 
2.5.2. 1. Reverse Path Broadcasting (RPB) 
Au lieu de construire un spanning tree unique pour tout le réseau, une solution 
plus efficace consiste à construire un arbre à partir de chaque source active. Chaque 
source est donc la racine de son arbre de diffusion multicast. 
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L'algorithme utilisé pour gérer cette technique est le RPB. A l'arrivée d'un paquet 
multicast, le routeur l' examine. Si le paquet est arrivé par l'interface menant à la source 
par le plus court chemin (Reverse Path), il sera diffusé sur toutes les interfaces excepté 
celle d'entrée. Sinon, il sera tout simplement supprimé. Chaque routeur doit donc 
connaître la topologie du réseau et en particulier, les interfaces qui mènent, par le 
chemin le plus court, à chacune des sources potentielles. 
Cette technique est relativement simple et efficace tout en ne nécessitant que peu 
de ressources aux routeurs. De plus, elle garantit que les paquets seront délivrés par le 
chemin le plus court tout en évitant d'utiliser toujours les mêmes liaisons pour 
l' ensemble du flux multicast. 
2.5.2.2. Truncates Reverse Path Broadcasting (TRPB) 
Si, à la technique précédente (RPB), on ajoute la prise en charge du protocole 
IGMP entre les routeurs et les LAN qui y sont directement connectés, il devient possible 
aux routeurs de déterminer les groupes demandés par les stations d'un LAN. Ils peuvent 
ainsi filtrer le trafic multicast et ne laisser entrer sur un LAN que les paquets attendus. 




Figure 10: Reverse Path Multicasting 
TRPB permet donc de limiter le trafic multicast transmis sur les différents LAN 
du réseau. Cependant, sur le backbone, la liaison est toujours de type broadcast. Il reste 
toujours du trafic inutile traversant certaines liaisons entre routeurs. 
2.5.2.3. Reverse Path Multicasting (RPM) 
Reverse Path Multicasting permet de supprimer le trafic inutile entre routeurs. 
Pour cela, on améliore le TRPB. Non seulement les routeurs ne transmettent que le 
trafic multicast nécessaire sur un LAN, mais également entre eux. Le flux multicast 
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n'est plus broadcasté entre la totalité des routeurs, mais uniquement sur les lignes 
nécessaires pour l'acheminer aux stations membres du groupe. 
Pour ce faire, à l' arrivée d'un paquet «SRC➔GRP» (c'est-à-dire en provenance 
de la source SRC et adressé au groupe multicast GRP) et s' il s'agit du premier paquet 
de ce flux, il est retransmis à tous les routeurs en suivant l'algorithme TRPB. Par ce 
principe, tous les routeurs «feuilles» (situés au bout d'une branche de l'arbre TRPB) 
ont la garantie de recevoir le premier paquet d'une communication multicast. 
Sur base des informations fournies par IGMP, le routeur peut transmettre le flux à 
un LAN qui lui est directement connecté si une station le désire. Si aucun de ces LAN 
ne demande la réception de ce flux, il prévient le routeur précédent qu'il est inutile de 
lui transmettre ce flux. Pour cela, il lui envoie un message contenant l'identification 
«SRC➔GRP» du flux inutile. Ce message porte le nom de «PRUNE». 
Lorsqu'un routeur réceptionne un message «PRUNE», il enregistre dans sa 
mémoire le fait qu'il ne doit plus retransmettre le flux «SCR ➔GRP» sur l'interface 
d'entrée du «PRUNE». Dans le cas où il ne doit plus retransmettre ce flux sur aucune de 
ses interfaces, le routeur transmet à son tour un message «PRUNE» pour ce flux au 
routeur directement précédent. Petit à petit, cette succession de message «PRUNE» 
élague l'arbre jusqu'à ce que celui-ci ne contienne plus que des branches vivantes. 
Etant donné que le nombre et la position des stations membres d'un groupe ainsi 
que la topologie du réseau peuvent changer dynamiquement, il est nécessaire de 
rafraîchir périodiquement l'arbre minimum obtenu. C'est pourquoi les routeurs 
suppriment périodiquement de leur mémoire les informations «PRUNE». Cette 
suppression permet au prochain paquet «SCR➔GRP» d'être retransmis sur l'ensemble 
de ses interfaces et donc, de recommencer le processus. 
RPM apporte une amélioration certaine au niveau de la limitation du flux. 
Cependant, il reste toujours nécessaire de retransmettre en broadcast à travers les 
routeurs une petite partie des paquets multicast. De plus, les routeurs doivent enregistrer 
une quantité d' information qui peut rapidement devenir importante dans la mesure où 
l'arbre à construire n'est plus un arbre par source mais un arbre pour chaque paire 
«SCR➔GRP» . 
2.5.3. Core Base Tree (CBT) 
Contrairement aux trois méthodes précédentes qui construisent un arbre à partir de 
chaque source (voir même chaque paire «SCR➔GRP») ou au spanning tree qui 
construit un arbre unique pour tout le trafic multicast, cette méthode construit un arbre 
unique pour chaque groupe. La totalité du flux d'un groupe utilise le même arbre pour 
se répandre sur le réseau et ce, quelle que soit la source ( cf. figure 11 ). 
Pour construire l'arbre, un ou plusieurs routeurs sont élus pour servir de base à 
l' arbre du groupe. Ces routeurs faisant office de points de jonctions sont appelés 
«CORE». Lorsqu'une station désire joindre un groupe multicast, elle fait parvenir un 
message unicast à un des routeurs «CORE» du groupe. Ce message est nommé «JOIN» 
et contient l' adresse du groupe désiré par le nouveau destinataire. La station doit donc 
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connaître l'adresse IP de ce routeur. Le message «JOIN» est transféré de routeur en 
routeur sur le che:rrun qui va de la station au routeur «CORE». 
Chacun des routeurs intermédiaires analyse le message «JOIN» et enregistre le 
fait que l'interface d'entrée de celui-ci fait maintenant partie de l'arbre multicast du 
groupe demandé. Lorsque le message arrive au routeur «CORE», l' arbre est complété et 
peut diffuser le flux jusqu'à la station. 
Comme pour les autres techniques, une station source ne doit pas obligatoirement 
être membre du groupe. Dans ce cas, le flux émis par cette station est simplement 
encapsulé dans des paquets unicast. Ceux-ci sont expédiés à l'adresse du routeur 
«CORE» du groupe. Lorsqu'ils arrivent au premier routeur faisant partie de l' arbre 
multicast du groupe, celui-ci les intercepte et retransmet le flux en multicast. 
fM'ifff '-. • . , ~ 
fd#MMti8 
Figure 11: Core-Based Tree 
De cette manière, le flux multicast n'est plus retransmis que sur les lignes 
nécessaires en éliminant le surplus d'émission en broadcast que l'on retrouve dans la 
méthode RPM. 
Cependant, il reste quelques problèmes dont il faut tenir compte. Premièrement, 
les routes (Source➔ Destination) ne sont pas optimisées ce qui peut entraîner une 
augmentation du temps minimum nécessaire à la transmission des paquets. 
Deuxièmement, lorsque le tra:ffic d'un groupe devient important, les lignes des routeurs 
«CORE» risquent d'être surchargées. Enfin, il est nécessaire de développer de nouveaux 
algorithmes pour la gestion de ces points de jonctions. 
2.6. Implémentations concrètes de ces techniques 
Il existe à l'heure actuelle un certain nombre d'implémentations de ces méthodes 
de routage multicast. Chacune d'entre elles apporte ses avantages et ses inconvénients 
qui les prédisposent pour tel ou tel type d'utilisation. Le but de ce travail n'est pas 
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l'étude de toutes ces méthodes. Cependant, il est intéressant de se pencher sur 2 d'entre 
elles. 
2.6.1. Protocole DVMRP 
Le protocole DVMRP (Distance Vector Multicast Routing) est intéressant car il 
est à l'origine du Mbone. Comme son nom l'indique, il utilise une méthode de routage 
par vecteur de distance et ce, afin de déterminer le chemin le plus court vers la source. 
A l'origine, il était dérivé de la méthode TRPB ce qui nécessitait la gestion d'un arbre 
par source. Cependant, à partir de la version 3, DVMRP utilise une implémentation de 
RPM. Cette particularité entraîne la nécessité de gérer un arbre par paire «Source, 
Groupe». 
Comme prévu par RPM, le premier datagram est transmis en broadcast sur la 
totalité du réseau et ce, jusqu'aux routeurs feuilles. Ceux-ci utilisent IGMP afin de 
déterminer si le flux est désiré sur leurs LAN. Dans la négative, les branches de l'arbre 
sont élaguées à l'aide de messages «PRUNE». Après un certain temps, les branches 
élaguées sont réactivées pour permettre au réseau de garder son aspect dynamique. 
Mais DVMRP ne s'arrête pas là. Afin de limiter le temps nécessaire pour 
rejoindre un groupe, il implémente également un mécanisme permettant de réactiver 
rapidement une branche précédemment bloquée. Si un routeur, ayant expédié un 
message «PRUNE» pour une paire «Source, Groupe», découvre de nouveaux membres, 
il envoie un message «GRAFT» au routeur précédent. Ce message contient la paire 
«Source, Groupe» qui est à réactiver. Un message «GRAFT» peut remonter de routeur 
en routeur, de la même manière que le message «PRUNE». A la réception du message, 
chacun des routeurs intermédiaires réactive le passage du flux sur l'interface d'entrée 
pour la paire «Source, Groupe» désignée par ce message. 
Si plusieurs routeurs sont connectés sur un LAN, un processus est mis en œuvre 
pour élire le responsable du protocole IGMP. A l'initialisation, chaque routeur se 
considère comme maître et émet les messages «QUERY». Il ne cesse de se considérer 
responsable qu'au moment où il reçoit un message «QUERY» en provenance d'un 
routeur possédant une adresse IP inférieure à la sienne. De plus, pour éviter la 
duplication de paquets sur un LAN par plusieurs routeurs connectés à une même source, 
un de ces routeurs est élu dominant pour cette source: celui qui est relié à la source par 
le chemin le plus court et, en cas d'égalité, le routeur dont l'adresse IP est la plus petite. 
Il reste à aborder un des points essentiels: comment décider des routes ? Un 
routeur DVMRP ne retransmet un paquet multicast que si celui-ci entre par l'interface 
qui mène à la source par le chemin le plus court (c'est-à-dire par le chemin où la somme 
des métriques de chaque tronçon est la plus petite). Un routeur DVMRP a donc besoin 
de garder en mémoire la liste des sources potentielles ainsi que l'interface qui y mène 
par le chemin le plus court. En réalité, il n'est pas nécessaire de traiter chacune des 
sources possibles mais plus simplement chacun des sous réseaux possibles. Pour chacun 
des sous réseaux, la table de routage doit donc contenir 
✓ l'adresse IP du sous réseau, 
✓ la métrique du chemin le plus court, 
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✓ l'interface qui y mène par le chemin le plus court. 
Les routeurs DVMRP doivent périodiquement s'échanger leur table de routage 
afin que chacun puisse connaître la topologie complète du réseau. Au départ, un routeur 
ne connaît que les routes auxquels il est directement connecté. Au fur et à mesure du 
processus d'échange des tables, il découvre la structure du réseau et adapte sa propre 
table en fonction des informations fournies par les autres routeurs (cf. figure 13). 
@·Jhii-
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Figure 13: Echange des informations de routage 
De plus, DVMRP utilise la technique de «Poison Reverse» : un routeur annonce 
une route de poids infini au routeur qu'il estime être à l'origine du chemin le plus court 
vers une source. Le routeur qui réceptionne une table de routage d'un routeur voisin 
avec une information de poids infini pour telle source sait qu'il lui appartient d'étendre 
l'arbre en le faisant passer par ce routeur voisin. 
La table ainsi obtenue tient compte de toutes les sources possibles. Cependant, 
elle ne tient aucun compte de la gestion des groupes. En effet, une station peut être une 
source pour plusieurs groupes. En fonction des différents membres de chacun de ces 
groupes, un arbre différent doit être géré par paire «Source, Groupe». Un routeur 
DVMRP doit donc gérer une deuxième table qui, pour chacune des sources possibles, 
contient les informations nécessaires à la gestion du flux multicast pour chaque groupe 
actif à partir de cette source, à savoir: 
✓ l'adresse du groupe, 
✓ les interfaces réellement actives (interfaces pour lesquelles un message 
«PRUNE» n'est pas arrivé ou que celui-ci a été supprimer par l'arrivée d'un 
«GRAFT» ). 
Page 23 
Réalisation d'un simulateur P IM SM 
2.6.2. Protocole PIM 
L'étude de DVMRP permet de dégager une caractéristique importante sur son 
mode de gestion du routage : DVMRP implémente son propre protocole de routage. 
Cette méthode de travail entrâme une augmentation du trafic du au besoin d'échanger 
les informations de routage pour le flux multicast en plus des informations pour le flux 
unicast. Elle oblige les routeurs à consommer de la mémoire supplémentaire pour la 
gestion de cette table. De plus, il n'y a aucune préoccupation des choix éffectués par les 
gestionnaire du domaine pour la méthode le routage unicast. 
Cette caractéristique a poussé !'Inter-Domain Multicast Routing (IDMR) Working 
group à développer un nouveau protocole utilisable sur l'ensemble des domaines 
constituant Internet. Ce protocole porte le nom de Protocol Independent Multicast 
(PIM). PIM a reçu ce nom car il est indépendant d'une méthode de routage particulière. 
Il n'implémente aucune méthode permettant de choisir les routes constituant les arbres 
de distribution. Il est bien évidemment toujours nécessaire de construire ces arbres. 
Mais, là où DVMRP fabrique ses propres tables en se basant sur l'échange 
d'informations entre routeurs, PIM se base sur le choix des routes effectué par le 
protocole de routage unicast du routeur sur lequel il se trouve et ce, quel qu'il soit. 
Pour implémenter PIM sur un routeur, il est donc nécessaire de disposer sur celui-
ci d'un protocole de routage unicast. Cette méthode permet de limiter le trafic 
nécessaire à la gestion du routage. De plus, le flux multicast respecte la politique choisie 
par les gestionnaires du domaine pour le flux unicast. 
Une deuxième caractéristique de DVMRP est le mode «inondation» utilisé pour le 
transport du flux multicast (pour chaque paire «Source, Groupe», DVMRP inonde 
périodiquement l'entièreté du réseau. C'est seulement après cette inondation que les 
branches inutiles sont élaguées pour permettre de limiter le flux). Cette méthode est 
performante pour la gestion de groupes fortement représentés (Dense Mode). 
Cependant, pour la gestion de groupes faiblement représentés et largement dispersés 
(Sparse Mode), l'inondation périodique présente un risque important de déclencher des 
problèmes de performance. 
Compte-tenu de leur utilité, IDMR a conservé ces deux méthodes. PIM effectue la 
distinction entre une méthode routage désignée pour travailler dans un environnement 
dense (PIM Dense Mode) et une autre pour travailler dans un environnement éparpillé 
(PIM Sparse Mode). 
PIM Dense Mode est désigné pour travailler dans un environnement où les 
membres des groupes multicast sont concentrés dans une région possédant une bande 
passante relativement importante. Le réseau d'un campus universitaire est l'un des 
exemples les plus approprié pour l'utilisation de ce mode. 
PIM Dense Mode est semblable au protocole DVMRP. C'est-à-dire qu'en dehors 
du fait de ne pas gérer le choix de routes (PIM Dense Mode se fie au protocole de 
routage unicast), il utilise également l'algorithme RPM pour la gestion du flux 
multicast. De plus, il implémente également l'utilisation de messages «GRAFT» pour 
réactiver une branche précédemment bloquée par un message «PRUNE». 
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La majorité des communications dans l' Internet est généralement moins 
concentrée que dans un campus universitaire et la bande passante est, en général, une 
denrée précieuse qu'il convient d'économiser au maximum. C'est pour ces raisons que 
le mode éparse de PIM (PIM Sparse Mode) a été conçu. Contrairement au mode dense, 
il n'y a pas dans ce cas d'inondation périodique de tout le réseau. Dans la suite de ce 
travail, nous étudierons plus en détail son mode de fonctionnement. 
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3.1. Les spécificités du protocole 
Les algorithmes tel que DVMRP ou PIM DM sont efficaces lorsqu'ils 
fonctionnent dans un environnement où les récepteurs multicast sont concentrés et 
disposent d'une bande passante relativement large. Dans le cas contraire, l'inondation 
périodique qu'ils nécessitent ne les rend pas très rentables. 
C'est cette constatation qui a poussé l'IDMR working group à développer un 
protocole performant pour gérer le flux multicast issu de nombreuses sessions 
concurrentes dans un environnement épars: PIM SM. Mais détaillons quelque peu les 
spécificités de ce protocole : 
✓ Mode épars : La principale particularité de PIM SM est son habilité à gérer le 
trafic multicast dans un milieu épars, c'est-à-dire dans un domaine où les 
réseaux contenant des receveurs sont significativement moins nombreux que 
les réseaux sans receveurs. 
✓ Qualité de diffusion : PIM SM est capable de switcher du mode basé sur un 
arbre de distribution multicast partagé ( comme pour CBT) avec pour racine le 
point de rendez-vous du groupe à un arbre de diffusion à chemin le plus court 
(avec la source comme racine). Cette particularité permet d'optimiser le 
comportement en fonction du besoin de chaque groupe et de contourner le 
risque d'engorgement au point de rendez-vous. 
✓ Indépendant d'une méthode de routage : PIM est indépendant d'une 
méthode de routage par le fait qu'il n'en implémente aucune. A la place, il 
utilise les services de la méthode de routage unicast, ce qui permet d'unifier la 
gestion des deux simplifiant ainsi les problèmes de déploiement et de gestion. 
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✓ Résistant aux changements de topologie du réseau : Outre la simplification 
de la tâche des gestionnaires du réseau, le recours à la technique de routage 
unicast permet de profiter des qualités de cette dernière. Ces techniques de 
routage unicast s'adaptent automatiquement aux besoins réels des réseaux et à 
leurs changements de topologie. 
3.2. Les éléments constitutifs d'un domaine PIM SM 
Comme tout protocole, PIM SM possède son propre jeu d'éléments, dont les 
principaux sont les suivants : 
✓ Membre: Un membre est une station désirant recevoir le flux multicast d'un 
ou de plusieurs groupe(s). Un membre est également référencé comme 
"receveur". 
✓ Source: Une source est une station qui émet du trafic en direction d'un 
groupe multicast. Une source est également référencée comme "émetteur". 
✓ Designated router (DR) : Dans un domaine multicast, les LAN peuvent être 
directement connectés à plusieurs routeurs PIM SM. Dans une telle 
configuration, un seul de ces routeurs est désigné pour gérer le trafic multicast 
des sources et des receveurs directement connectés à ce LAN. CE DR. est 
responsable de la gestion du protocole IGMP, de l'acheminement des 
différents flux demandés et de la retransmission des flux issus de sources 
directement connectées à ce LAN. Lorsque plusieurs routeurs sont connectés 
à un même LAN, c'est le routeur possédant l'adresse IP la plus élevée qui est 
élu responsable. 
✓ Point de rendez-vous (RP) : Un point de rendez-vous (RP) est un routeur du 
domaine multicast élu pour servir de racine à l'arbre partagé (RT-tree) d'un 
groupe ou de plusieurs groupes multicasts. 
✓ Shared tree (RP-tree) : Un shared tree (arbre partagé) est l'arbre de routage 
qui supporte le trafic d'un groupe multicast dont la racine est le RP du groupe. 
Son architecture est semblable à l'arbre de routage de la méthode CBT dans la 
mesure où il permet de faire passer l'ensemble du trafic émis par toutes les 
sources d'un groupe multicast. 
✓ Shortest Path tree (SP-tree) : Contrairement au RP-tree, le Shortest Path tree 
a pour racine le DR d'une source. Celui-ci relie les membres du groupe à une 
source par le chemin le plus court. Il n'est donc plus question d'un arbre par 
groupe, mais d'un arbre par paire "Source-Groupe". 
✓ BootStrap Router (BSR) : Le BootSrap Router est le routeur offrant les 
fonctionnalités permettant l'identification des RP pour les différents groupes 
multicast. 
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✓ Candidate BSR (CBSR) : Un candidat BSR est un routeur qui peut jouer le 
rôle de BSR pour le domaine multicast. 
✓ Candidat RP (CRP) : Un candidat RP est un routeur qui peut jouer le rôle de 
RP pour un ou plusieurs groupe(s) multicast du domaine. 
3.3. Le protocole en action 
Comme tous les protocoles de routage évolués, PIM SM est un protocole 
distribué. C'est à dire qu'il définit les relations existant entre les différents éléments du 
réseau permettant à ceux-ci d'atteindre l'objectif fixé. Dans le cas de PIM SM, cet 
objectif est un routage efficace du flux multicast dans un réseau à topologie variable. 
Le deuxième aspect intéressant pourrait être l'analyse des besoins permettant 
l' implémentation du protocole dans un routeur. Bien que n'étant pas l'objectif de ce 
travail, afin de faciliter la compréhension du protocole, il est intéressant d'aborder la 
gestion des informations par ces routeurs. Pour mener à bien sa tâche, un routeur PIM 
SM doit nécessairement tenir à jour un ensemble d'informations concernant la 
configuration du réseau multicast et des arbres de diffusion des flux actifs passant par 
celui-ci. Ces informations sont contenues dans une table : la base d'information des 
arbres (TIB). Cette TIB est essentiellement construite par le routeur sur base des 
messages IGMP qu'il reçoit d'un LAN pour lequel il œuvre en temps que DR et des 
JOIN, PRUNE et autre message PIM SM en provenance d'autres routeurs multicast du 
domaine. 
Quels que soient les choix d'implémentation effectués pour l'interrogation et la 
mise à jour de cette table (chaque constructeur étant libre d'effectuer ses propres choix), 
elle doit contenir un minimum d'informations concernant le domaine multicast. On y 
retrouve entre autre les renseignements concernant le BSR du domaine, les routeurs 
PIM SM voisins ainsi que ses activités en tant que DR. La TIB doit également contenir 
les informations concernant les groupes multicast actifs sur ce routeur. Pour chacun de 
ses groupes, la TIB est répartie en trois sections (Plus de détails sur la gestion de cette 
TIB seront fournis dans la suite.) : 
1. La section (* ,G): Elle regroupe les informations concernant la situation de l'arbre 
partagé du groupe. Outre les différents timers nécessaires à la gestion de ce flux, on 
y retrouve les informations concernant la structure de l'arbre et principalement la 
liste des interfaces par lesquels le routeur doit retransmettre le flux(* ,G) à 
l'intention des routeurs voisins. Dans le cas d'un DR, on y trouve également la liste 
des interfaces directement connectées à un LAN pour lequel il œuvre en temps que 
DR et ayant au moins un receveur pour ce groupe. 
2. La section (S,G): Elle regroupe pour chaque source S les informations concernant 
l'état de l'arbre du groupe G spécifique à cette source (SP-tree ). On y retrouve plus 
ou moins les mêmes informations que dans la section(* ,G). 
3. La section (S,G,rpt) : Cette dernière section regroupe les informations spécifiques 
à la source S nécessaire à la gestion du RP-tree. 
Page 29 
Réalisation d'un simulateur P IM SM 
Il est également nécessaire de gérer une série d'informations de routage des flux 
multicast qui sont reprises dans la base d'informations de routage multicast (MRIB). 
Cette MRIB permet essentiellement de retrouver l'identification du routeur PIM SM 
voisin menant à une source S ou au RP d'un groupe G. Vu la principale caractéristique 
de PIM SM (Protocol Independant), la MRIB est construite à partir des informations 
fournies par le protocole de routage unicast du routeur. 
3.3.1. La répartition des rôles 
Afin de permettre le bon fonctionnement d'un domaine PIM SM, il est nécessaire 
de définir le rôle de chacun de ses routeurs. La première solution est de configurer 
manuellement tous les routeurs du domaine. Cependant, cette manière de procéder peut 
être longue et source de nombreuses erreurs de configuration. Mais, plus important, elle 
limite la flexibilité du réseau. Le protocole ne pouvant pas s'adapter facilement aux 
changements de topologie de celui-ci (par exemple: Quid si un RP tombe en panne ?). 
Pour ces raisons, une série de techniques automatiques a été mise au point. Cette étape 
de bootsraping permet l'élection d'un BSR parmi les différents CBSR s'étant fait 
connaître au domaine, l'identification des RP potentiels, l'identification des routeurs 
PIM SM voisins et l'identification des DR de chaque LAN du domaine. 
Dans un premier temps, les CBSR transmettent aux routeurs du domaine un 
message confirmant leur aptitude à œuvrer comme BSR. Le message transmit contient 
l'adresse IP du routeur ainsi qu'une valeur de préférence qui est préconfigurée dans le 
routeur. Le BSR élu est le CBSR possédant la valeur de préférence la plus élevée. En 
cas d'égalité de valeur de préférence, le routeur possédant la plus grande adresse IP est 
choisi. 
Lorsqu'un routeur commence à travailler en temps que BSR, il est nécessaire qu'il 
collecte la liste de RP potentiels. Pour ce faire, les candidats RP du domaine émettent un 
message stipulant leur aptitude à travailler en temps que RP. LE BSR recueille ces 
messages et gère une liste contenant les adresses des RP potentiels qu'il distribue aux 
différents DR du domaine. Lorsqu'un nouveau groupe multicast est nécessaire, le DR 
applique une fonction de hashing sur les adresses IP de cette liste afin d'identifier le RP 
pour ce groupe. 
Il est encore nécessaire d'élire les différents DR. Sur chaque LAN du domaine 
multicast un et un seul DR doit être actif. Lorsqu'un LAN est raccordé au domaine par 
plusieurs routeurs, il est nécessaire d'élire l'un de ces routeurs pour œuvrer en qualité de 
DR pour ce LAN. Les différents routeurs connecté à un LAN se font connaître par 
l'intermédiaire du message 'HELLO' . Celui-ci est émis par chaque routeurs PIM sur 
chacune de ses interfaces et a pour but de faire connaître le routeur à tous ses voisins et 
ce, que l' interface soit connectée à une ligne 'point-à-point ' ou à un LAN. Tous les 
routeurs d'un LAN réceptionne donc le message 'Hello ' émis par chaque routeur 
connecté à ce LAN. Ces messages contiennent l'adresse IP de leur émetteur et, dans 
cette situation, c'est simplement le routeur possédant la plus grande adresse IP qui est 
élu DR pour ce LAN. 
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Sur chaque LAN, il est également nécessaire de définir le routeur responsable de 
l'acheminement d'un flux multicast et ce, pour chaque flux actif sur ce LAN. Cette 
opération est réalisée par l'intermédiaire de messages '(S,G) AS SERT' et '(* ,G) 
ASSERT'. Ceux-ci sont émis sur le LAN par chaque routeur et renferme une métrique 
propre au flux. La valeur de cette métrique varie en fonction d'une valeur de préférence 
définie pour chacun des routeurs et de la distance séparant le routeur de la source du 
flux. Pour chaque groupe actif, le routeur possédant la meilleure métrique sera élu. 
3.3.2. La retransmission des flux multicast 
Le rôle de chaque routeur étant défini, ceux-ci peuvent commencer à gérer le 
trafic multicast. Pour ce faire, la principale tâche d'un routeur est la gestion de la 
retransmission des paquets multicasts. Afin de réaliser ce travail, un routeur multicast se 
base sur le contenu de sa TIB et de sa MRIB. 
Lorsqu'un paquet multicast parvient au routeur, celui-ci examine sont contenu 
pour en connaître sa source et le groupe multicast auquel il est destiné. A l'aide des 
informations contenue dans la TIB, il lui est possible de déterminer s'il doit gérer ce 
flux. Pour ce faire, il commence par regarder si le flux (S,G) est actif, c'est-à-dire s'il 
doit être géré via le SP-tree. Dans l'affirmative, et si la MRIB confirme que ce paquet 
est bien arrivé via l'interface menant au routeur PIM SM voisin en amont sur cet arbre, 
le routeur retransmet le paquet sur toutes les interfaces par lesquelles un message JOIN 
(S,G) a été réceptionné. 
Par contre, si ce flux ne doit pas être géré via le SP-tree, le routeur vérifie si le 
flux(* ,G) est actif et si le paquet est bien arrivé par l'interface menant en amont au RP-
tree. Si c'est le cas, celui-ci retransmet également le paquet via les interfaces de sortie 
actives pour ce flux(* ,G) reprise dans la TIB 
Si ce flux n'est à retransmettre ni via le SP-tree, ni via le RP-tree, le routeur ne 
doit pas gérer ce flux. Ce peut être le cas lorsque le paquet est arrivé par une interface 
directement connectée à un LAN. Le flux peut être transmis par l'intermédiaire d'un 
routeur à l'intention d'un troisième ou d'une station ayant demandé la réception de ce 
flux via un message 'IGMP'. 
3.3.3. La demande de réception d'un flux 
Un routeur PIM SM gère la retransmission d'un flux multicast à l'aide des 
informations contenues dans sa TIB. Initialement, celle-ci est vide. Les routeurs doivent 
la compléter dynamiquement en fonction des désirs des receveurs multicast du domaine. 
Pour ce faire, lorsqu'une station connectée à un LAN du domaine désire recevoir 
le trafic d'un groupe multicast, elle le signale aux routeurs connectés à ce LAN à l'aide 
des services du protocole IGMP. Lorsque le DR de ce LAN reçoit un QUERY IGMP en 
provenance du LAN pour un nouveau groupe G, il entame le processus lui permettant 
d'acheminer le trafic de ce groupe au LAN demandeur. 
Pour ce, Le DR recherche dans sa TIB l'identification(* ,G) de ce groupe. Si cette 
identification est active, cela signifie que le routeur gère déjà le trafic de ce groupe. Il 
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lui suffit donc d'ajouter l'interface par laquelle le QUERY est entré à la liste des 
interfaces des LAN demandeurs de ce flux gérés par ce DR. 
Dans le cas contraire, le routeur commence par ajouter une nouvelle ligne à la 
table avec l'identifiant (* ,G) référençant le nouveau groupe et y ajoute l'interface menant 
au LAN demandeur. Il doit ensuite prévenir les routeurs en amont du RP-tree qu'il 
désire recevoir ce flux. Pour ce, le DR envoie un message JOIN (* ,G) en direction du 
RP du groupe (Connu grâce aux service du BSR) via l'interface menant au routeur 
voisin en amont de l'arbre (obtenu grâce à la MRIB). 
Figure 14 : Réceptioncl'unflux ("'.G) 
A la réception du JOIN, chacun des routeurs intermédiaires (y compris le RP) 
effectue la même opération. C'est à dire qu'il consulte sa TIB pour y trouver la ligne 
identifiant du flux(* ,G). Si celle-ci n'existe pas, la crée et retransmet le JOIN au routeur 
suivant. Il ajoute ensuite l'interface d'entrée du message JOIN à la liste des interfaces de 
sortie du flux (* ,G) nouvellement créé et transfère le message au routeur précédant. A 
l'inverse, s'il trouve l'identifiant du flux dans sa TIB, il est juste nécessaire d'ajouter 
l'interface à la liste des interfaces de sortie du flux (* ,G). Le JOIN est transmis de la 
sorte de routeur en routeur et ce, jusqu'au RP ou jusqu'au premier routeur recevant déjà 
le flux multicast demandé. 
Depuis IGMP version 3, un receveur a également la possibilité de demander 
directement la réception d'un flux (S,G). Dans ce cas, le DR réceptionne le QUERY 
(S,G) et effectue la même opération que ci-dessus, mais, cette fois, en se basant sur les 
identifiants (S,G) de la TIB. Ainsi que sur des messages JOIN (S,G) ayant la source S 
comme racme. 
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3.3.4. L'émission d'un nouveau flux (S,G) 
Contrairement au receveur, une station du domaine désirant émettre du trafic en 
direction d'un groupe multicast ne doit pas passer par un protocole du type IGMP. Il lui 
suffit de commencer à émettre ses paquets en direction du groupe (Pour rappel, une 
source n'est pas obligatoirement un membre de ce groupe). C'est en fait le DR du LAN 
auquel la source est connectée qui est responsable d'effectuer les opérations nécessaires. 
A la réception d'un paquet multicast arrivant par une interface directement 
connectée à un LAN, le DR vérifie si ce paquet a été émis par l'une des stations de ce 
LAN. Dans l'affirmative, il parcourt sa TIB à la recherche d'une identification (S,G) 
correspondante. S'il ne trouve pas cette identification, cela signifie qu'il s'agit du 
premier paquet de ce flux. Dans ce cas, le routeur ajoute une nouvelle entrée (S,G) à sa 
TIB identifiant ce nouveau flux. 
A ce moment, un problème se pose. En effet, un routeur PIM SM retransmet un 
paquet multicast uniquement via les interfaces par lesquelles un message JOIN (* ,G) ou 
(S,G) a été réceptionné. Or, personne n'est au courrant de l'existence de ce nouveau flux 
(S,G). Il n'est donc pas possible dans cet état d'émettre le trafic en mode multicast. Afin 
de faire connaître ce flux au domaine, le routeur le place en mode 'Registering' en 
mettant à ON le flag Register du flux dans sa TIB. Il encapsule ensuite le paquet 
multicast dans un message 'Register' qu'il adresse en mode unicast au RP du groupe. Il 
fait de même avec tous les paquets de ce flux qui suivent et ce, durant toute la durée du 
mode 'Registering'. Celle-ci ne se terminant qu'à la réception d'un message 'Register 
Stop' (S,G) en provenance du RP du groupe . 
• __,.L __ f}®4fiJ)- \ 
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Figure 15: Emission d'wdlwc:(S,O) 
Les messages 'Register' sont donc transmis par le protocole unicast du DR au RP 
du groupe. Lorsque le RP réceptionne l'un de ceux-ci, deux situations sont 
envisageables. La première se présente lorsque au moins un receveur a déjà fait savoir 
qu'il désirait recevoir le trafic multicast de ce groupe. C'est à dire lorsqu'un message 
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JOIN (* ,G) lui est parvenu. Dans ce cas, une identification (* ,G) ainsi que la liste des 
interfaces par lesquelles un JOIN est arrivé est disponible dans la TIB du RP. Le RP 
désencapsule alors le paquet multicast repris dans le message 'Register' et le réexpédie 
en multicast sur toutes les interfaces reprisent dans la ligne (* ,G) de sa TIB. Il initie 
également un JOIN (S,G) afin de relier la source à l'arbre multicast de ce groupe. Le RP 
continuera à travailler de la sorte jusqu'à la réception du premier message multicast 
(S,G). A ce stade, il n'est plus nécessaire de travailler en mode 'Registering'. Le RP 
expédie donc un message 'Register Stop' (S,G) au DR de la source. Celui-ci est 
également expédier en mode unicast. 
Lorsque le DR réceptionne le JOIN (S,G) en provenance du RP, celui-ci ajoute 
simplement l'interface d'entrée de ce message à la liste d'interface du flux dans sa TIB. 
A ce stade, le flux est toujours en mode 'Registering'. Cela signifie qu'à l'arrivée d'un 
nouveau paquet en provenance de la source, le LHR l'expédie en mode multicast via 
l'interface d'entrée du JOIN et continue à l'encapsuler dans un message 'Register'. Il 
continuera à dupliquer les paquets (S,G) de la sorte jusqu'à la réception du premier 
message 'Register Stop'. 
Contrairement à la première situation, la deuxième se présente lorsque aucun 
JOIN (* ,G) n'est parvenu au RP à l'arrivée d'un message 'Register' pour ce groupe. Dans 
ce cas, soit la TIB du RP ne contient pas d'identification (* ,G) pour ce groupe ou soit 
elle en contient une avec une liste des interfaces de sorties vide. Dans cette situation, le 
RP expédie directement un message 'Register Stop' (S,G) au DR de la source et rejette 
le paquet. 
Lorsque le premier 'Register Stop' parvient au DR, celui-ci termine la phase 
'Register' de ce flux en mettant à Off le flag Register du flux (S,G). Dés lors, à la 
réception d'un nouveau paquet en provenance de la source, le DR consulte son OIList. Il 
y trouve une identification du flux n'étant pas marqué en mode 'Registering'. Il n'émet 
donc pas de message 'Register' encapsulant le paquet. Ensuite, si le RP n'a pas expédié 
de JOIN (S,G), la liste des interfaces de sortie associée à ce flux ne relie pas l'arbre 
multicast au RP. Le flux ne sera donc pas expédié au RP. Par contre, si le RP a expédié 
un JOIN (S,G), la liste des interfaces de sortie comprend l'interface menant au RP. Il 
continuera donc à émettre le flux vers le RP. 
3.3.5. Le changement de mode RP-tree - SP-tree 
Si le RP d'un groupe multicast gère le trafic de ce groupe uniquement en mode 
SP-tree, Il en va tout autrement dans les autres cas. En effet, dans un domaine PIM SM, 
le trafic multicast peut être délibérément géré dans l'un des deux modes, soit le mode 
RP-tree, soit le mode ST-tree. En réalité, il appartient à la source de choisir l'un des 
deux modes à l'émission du QUERY. Si elle émet directement un QUERY (S,G), le DR 
se connecte à l'arbre du groupe menant directement à la source. Plus généralement, un 
receveur désire recevoir le trafic de tout le groupe. Il émet alors un QUERY (*,G). Le 
DR se connecte donc à l'arbre partagé du groupe G. 
Lorsque le DR doit rejoindre un nouveau groupe à la réception d'une demande 
issue d'un LAN directement connecté, il émet un JOIN (* ,G) en direction du RP du 
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groupe. Le flux est à ce moment géré en mode RP-tree. Celui-ci n'a alors aucune idée 
des sources actives sur ce groupe. Il fera la découverte de chacune de ses sources au fur 
et à mesure que les paquets multicast émis par ces sources lui parviendront via le RP-
tree. Le DR a maintenant la possibilité de basculer vers le mode SP-tree. Voyons de 
plus prés comment cela ce passe. 
En réalité, le DR décide de switcher la gestion d'un flux d'un groupe multicast 
entre les deux modes en fonction du débit de ce flux. Dans un DR, chaque groupe 
multicast dispose d'un seuil exprimé en Kbps au-dessus du quel le routeur passe en 
mode ST-tree. Ce seuil peut être configuré afin de contrôler la gestion du flux. Par 
défaut, celui-ci est généralement fixé à zéro. Mais il est possible de définir un seuil 
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Figure 16 : Changement de mode RP-Tree - SP-Tree 
Lorsqu'un seuil est fixé à zéro, cela signifie que le DR passera directement en 
mode ST-tree dés que celui-ci recevra le premier paquet multicast en provenance du 
RP-tree et ce, pour toutes les sources. S'il est fixé à une valeur comprise entre zéro et 
l'infini, le DR mesure continuellement le débit du flux (*,G) en provenance du RP. Le 
débit est donc calculé en fonction du RP-tree du groupe et non du trafic total de ce 
groupe. Lorsque celui-ci dépasse le seuil fixé, le DR passe en mode SP-tree pour ce 
groupe. 
Par contre, lorsque le seuil est fixé à l'infini, ce flux restera toujours géré en mode 
RP-tree. Il peut paraître étrange et contraire à l'idée du protocole d'empêcher un flux de 
passer en mode SP-tree. Cependant, dans certaines situations ou le nombre de sources 
est très élevé, cette solution peut être préférable car elle permet de limiter les ressources 
nécessaires aux routeurs pour la gestion d'une multitudes de flux (S,G). C'est d'autant 
plus intéressant lorsque ces sources n'émettent que peux de trafic. Car elles n'engorgent 
pas le RP-tree. 
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Voyons de plus près le mécanisme mis en œuvre par le routeur pour effectuer ce 
changement de mode. Toute les secondes, le DR calcul le débit de chaque flux (* ,G) 
destiné à l'un de LAN directement connecté à celui-ci. Si le trafic de l'un de ses groupes 
dépasse le seuil fixé, le routeur place se flux (* ,G) en mode 'SP-tree Switchüver' en 
mettant à ON le flag 'SPT' dans la ligne (* ,G) de sa TIB. 
Si ce flag est activé à l'arrivée d'un paquet (S,G) via l'arbre partagé, le DR crée 
une entrée (S,G) dans sa TIB et active le flag 'SPT' de ce flux (S,G) afin de retenir que 
cette entrée a été créée suite au dépassement du seuil fixé pour ce groupe. Il désactive le 
flag 'STP' de l'entrée (* ,G) (ceci permet au processus de recommencer la seconde 
suivante et de ne pas switcher automatiquement tout les flux (S,G) de ce groupe). Il 
émet ensuite un message JOIN (S,G) pour relier cette source via le SP-tree. Il reste au 
DR à signaler qu'il ne désire plus recevoir le flux (S,G) en provenance de l'arbre 
partagé. Il le fait en émettant un message PRUNE (S,G,rpt) en direction du RP. Celui-ci 
permet de signaler que l'on désire ne plus recevoir le flux (S,G) via l'arbre partagé 
uniquement et non pas la totalité du flux (S,G). Ceci a pour but d'éviter qu'un routeur en 
amont ne bloque également le trafic (S,G) en provenance du SP-tree, ce qui pourrait se 
produire si les deux arbres sont partiellement ou totalement superposés. 
A ce stade, nous noterons un point remarquable. Lorsque le débit d'un arbre 
partagé dépasse le seuil fixé, le DR passe uniquement un (plus exactement le premier) 
flux (S,G) en mode SP-tree. Absolument rien ne permet d'affirmer que l'importance de 
ce flux (S,G) permettra de repasser le débit de l'arbre partagé sous le seuil. Cependant, 
l'opération étant recommencée chaque seconde, le DR switchera l'un après l'autre un 
nombre de flux suffisant pour repasser sous le seuil. Nous pouvons donc nous retrouver 
avec une série de flux de peu d'importance (S,G) activés. L'augmentation des ressources 
nécessaires à la gestion de ces flux peut poser des problèmes. C'est pourquoi, toutes les 
minutes, le DR effectue l'opération inverse. 
Pour ce faire, le DR parcourt sa TIB. Pour chaque entrée (S,G) dont le flag 'SPT' 
est activé ( ce qui signifie que ce flux a été crée par le DR lors d'un dépassement du 
seuil), il calcule le débit de ce flux. Si celui-ci ne dépasse pas le seuil fixé du groupe 
auquel il appartient, il replace ce flux (S,G) en mode RP-tree. Pour ce faire, il doit 
émettre un Prune (S,G) en direction de la source et désactiver l'entrée (S,G) devenue 
inutile de sa TIB. De plus, il est également nécessaire de rattacher chacun de ses flux à 
l'arbre partagé de leur groupe respectif. Ceci est réalisé par le routeur en renvoyant pour 
chaque groupe possédant au moins un flux réactivé un message JOIN(* ,G) accompagné 
des PRUNE (S,G,rpt) uniquement pour les flux (S,G) de ce groupe restant en mode SP-
tree. 
3.3.6. la demande de fin de réception d'un flux 
A ce stade, les stations du domaine peuvent demander la réception d'un flux (* ,G) 
ou du flux (S,G) d'une source spécifique, Les routeurs sont capables de gérer les arbres 
de ces différents flux et les DR sont également capables de gérer les changements de 
mode (mode RP-tree, mode SP-tree) des flux(* ,G) dont ils ont la charge. Une dernière 
tâche reste encore à être prise en charge. C'est la clôture d'un abonnement à l'un de ces 
flux. 
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Lorsqu'un flux multicast n'est plus désiré par les stations d'un LAN, le DR en est 
averti par l'intermédiaire des messages IGMP (ou, plus exactement, par l'absence de 
ceux-ci). Dans ce cas de figure, le DR modifie sa TIB en y supprimant l'interface le 
reliant à ce LAN de la liste des LAN demandeurs. S'il reste des interfaces actives dans 
l'une des deux listes de sorties ( en direction des LAN demandeurs et en direction des 
routeurs voisins), le routeur continue à gérer ce flux. Dans le cas contraire, il n'est plus 
nécessaire que le flux continue à parvenir à ce routeur. 
A ce moment, le DR expédie un message PRUNE vers la racine de l'arbre. Dans 
le cas d'un flux (* ,G), il est donc expédié vers le RP du groupe. Par contre, s'il s'agit 
d'un flux (S,G), il est transmis vers la source S. A la réception de celui-ci, le routeur 
voisin supprime de sa TIB l'interface d'entrée du message PRUNE de liste des 
interfaces de sorties de ce flux. S'il ne reste plus d'interfaces par lesquelles le routeur 
doit transmettre le flux, il émet à son tour un message PRUNE pour ce flux en direction 
de la racine. Tout comme les JOIN, le message PRUNE est transmis de routeur en 
routeur voisin et ce, jusqu'au premier routeur devant continuer à transmettre ce flux sur 
au moins une interface ou jusqu'à la racine du flux. 
Un point important est à remarquer. Si l'interface d'entrée d'un message PRUNE 
est raccordée à une ligne 'point-à-point', le routeur peut directement supprimer celle-ci 
de la liste des interfaces de sorties. Par contre, s'il s'agit d'une interface menant à un 
LAN, il peut y avoir d'autres routeurs également connectés à ce LAN et désirant 
continuer à recevoir ce flux. Dans ce cas, il ne peut donc pas simplement supprimer 
l'interface de sa liste de sortie. Il est au contraire nécessaire de passer par un mécanisme 
plus complexe. Dans ce cas, le routeur démarre un timer et ne supprime l'interface qu'à 
l'expiration de celui-ci. Pendant ce temps, un autre routeur désirant continuer à recevoir 
ce flux à la possibilité de contrer le mécanisme et ce, simplement par l'émission d'un 
nouveau JOIN sur ce LAN. 
3.3.7. Les changements de topologie du domaine 
Les différentes phases du protocole vues jusqu'à présent permettent la découverte 
de la topologie du domaine, la répartition des rôles entre les différents routeurs ainsi que 
la gestion des sources, des receveurs et des arbres de diflùsions. Il est cependant 
important de remarquer qu'un domaine Internet est un environnement dynamique. Des 
connexions peuvent être rompues ou crées, des routeurs peuvent tomber en panne, de 
nouveaux routeurs peuvent être initialisés, . . . 
Nous l'avons déjà vu, PIM SM (comme tous les protocoles réseau efficaces) doit 
être résistant aux changements de topologie du réseau. Il est donc nécessaire de lui 
fournir les moyens de s'adapter dynamiquement à ces changements. Ceci est réalisé 
grâce à l'adjonction d' une série de timers aux différents éléments du protocole. 
Tous les timers utilisés dans PIM SM fonctionnent comme des comptes à rebours. 
Ils sont initialisés à une certaine valeur et diminué progressivement. Lorsque leur valeur 
tombe à zéro, il provoque l'exécution d'une action. C'est ainsi que l'on retrouve dans 
chaque routeur PIM un timer associé à l'émission des messages 'Hello ' . A l' émission 
de se message, le routeur l' initialise à une valeur généralement égale à 30 secondes. 
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Lorsque ce temps est écoulé, le routeur recommence l'opération. Si un changement de 
topologie se présente, les routeurs du domaine mettrons donc au maximum 30 secondes 
avant de s'en rendre compte et de pouvoir réagir en fonction. Par exemple, si le DR 
d'un LAN est déconnecté de ce LAN, les autres routeurs directement connecté à ce 
LAN rééliront rapidement un nouveau DR. Il en va de même pour la gestion des 
messages émis par les CBSR et les Candidats RP. Ainsi que pour l'émission des 
messages émis par le BSR actif en direction des DR du domaine. Ces différents timers 
permettent de définir dynamiquement le rôle des différents éléments du domaine en 
s'adaptant au changement de topologie de celui-ci. 
Il est également nécessaire de gérer dynamiquement la structure de tous les arbres 
actifs du domaine. Une série de timers permettant de réaliser cette gestion dynamique 
est associée aux composants de la TIB de chaque routeur. C'est ainsi que l'on y retrouve 
entre autre un timer permettant la retransmission périodique des messages JOIN pour 
chaque flux actif d'un réseau et un autre permettant de supprimer la retransmission d'un 
flux par une interface active n'ayant réceptionné aucun JOIN pour ce flux depuis un 
certain temps. 
La liste des différents timers décrits ci-dessus n'est pas complète. Une liste plus 
exhaustive est fournie en annexe de ce travail. La gestion de cet ensemble de timers 
permet non seulement au protocole d'assurer son adaptation à la topologie dynamique 
du réseau, mais en plus, d'optimiser celui-ci. Il existe par exemple un timer permettant à 
un routeur directement connecté à un LAN de temporiser la prise en compte d'un 
message "Prune" afin de laisser le temps à un autre routeur directement connecté à ce 
LAN de contrer le message "Prune". 
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L'objectif de cette partie du travail (ainsi que de la suivante) consiste à réaliser un 
simulateur de PIM SM. Ce simulateur n'a pas pour but de servir à des professionnels 
des télécommunications afin de tester l'une ou l'autre configuration de leur réseau. 
Celui-ci a un but purement didactique. Il doit faciliter l' apprentissage du 
fonctionnement de ce protocole complexe. 
Le simulateur doit permettre de représenter les différents éléments d'un domaine 
multicast et exécuter sur cette représentation une simulation des différentes phases 
d'exécution de PIM SM. Cette simulation doit être aussi proche que possible d'une 
implémentation réelle du protocole. Cependant, elle devra rester suffisamment simple 
pour garder ses qualités didactiques. 
Outre les fonctionnalités techniques ( entendons par là les besoins techniques de 
PIM SM), il est intéressant de se pencher de près sur le ou les type(s) d'utilisateur(s), 
sur leurs besoins ainsi que sur leur environnement de travail et ce, afin de réaliser un 
simulateur utile, utilisable et donc utilisé. L'objectif poursuivi ici n'est pas de réaliser 
une étude complète et détaillée des utilisateurs et du contexte de travail ce qui 
dépasserait largement les limites de ce travail. Cependant, une petite réflexion sur le 
sujet permettra la réalisation d'une interface bien conçue 
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4.1. Stéréotypes des utilisateurs 
Les utilisateurs de ce système sont soit enseignants soit apprenants. Un enseignant 
est, dans ce cas de figure, un utilisateur exposant le fonctionnement du protocole PIM 
SM à un auditoire et se servant du système afin d' illustrer ses propos étape par étape. 
L'enseignant peut également désirer se servir du système afin de soumettre une série de 
cas précis à ses étudiants et ce, afin que ceux-ci les analysent individuellement ou les 
complètent à titre d'exercice. 
Un apprenant peut être une personne assistant à l' exposé d'un enseignant. Dans ce 
cas, l' apprenant n' interagit pas directement avec le système (c'est ici le rôle de 
l'enseignant). Cependant, il peut également se servir du système pour étudier 





Figure 17 : Le système 
D'un point de vue fonctionnel, les utilisateurs interagissent avec le simulateur de 
la même manière et ce, qu'il s' agisse d'un enseignant ou d'un apprenant. Il conviendra 
simplement de veiller à respecter leurs besoins respectifs. 
D'un point de vue cognitif, les utilisateurs de ce système sont des personnes ayant 
une bonne connaissance du domaine des réseaux. Un enseignant peut sans crainte être 
considéré non seulement comme spécialiste réseau, mais également du protocole PIM 
SM. L'apprenant est dans la majorité des cas une personne ayant de bonnes 
connaissances des différents composants d'un réseau et du fonctionnement de celui-ci. 
Cependant, nous ne pouvons pas considérer que ceux-ci possèdent la moindre 
connaissance du multicasting et plus particulièrement du protocole PIM SM. 
Nous pouvons également estimer que l'utilisation d'une interface informatique 
n'est pas un problème pour les utilisateurs du simulateur. Ceux-ci sont habitués à 
utiliser l'outil informatique dans leur vie professionnelle ou d'étudiant. L'utilisation 
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d'une interface graphique quelque peu complexe ne sera donc pas un problème 
insurmontable pour ceux-ci. 
4.2. Le contexte d'exécution de la tâche 
Le contexte d 'exécution dans lequel le simulateur sera employé est très variable. 
En effet, celui-ci peut être l'environnement techniquement dégradé d'un auditoire dans 
lequel un enseignant réalise son exposé. Il peut également s'agir de l' environnement de 
travail très confortable d'un bureau dans lequel l'enseignant prépare ses exposés ou 
celui de l' étudiant à son domicile privé. 
Lors de la conception de l' interface, il conviendra de d'assurer que celle-ci sera 
utilisable dans chacun de ses environnements. C'est-à-dire qu'elle doit répondre au 
besoin de l'environnement le plus dégradé qui, dans ce cas, est celui dans lequel 
l'enseignant utilisant le simulateur lors d'un exposé. Celui-ci travaillera le plus souvent 
debout, face à son auditoire, avec son matériel posé sur un bureau n'étant pas toujours 
approprié. De plus, il doit partager son attention entre la poursuite de son exposé ( et les 
réactions de son auditoire) et la manipulation du simulateur. Il est donc important de 
veiller à ce que l' interface soit la plus visuelle possible et que celle-ci dispose de 
moyens d' interactions simples, rapides et efficaces. 
4.3. Les besoins des utilisateurs 
Outre les besoins définissant le type d' interface à développer que nous venons 
d'aborder ci-dessus, Il est important de définir quelles sont les actions qu'un utilisateur 
doit pouvoir accomplir à travers l'utilisation de cette interface. Un utilisateur doit 
pouvorr: 
Charger dans le simulateur un domaine à partir d'un fichier existant 
Modifier un domaine chargé dans le simulateur 
Créer un nouveau domaine 
Enregistrer un domaine dans un fichier (existant ou nouveau) 
Activer l'exécution de la simulation sur le domaine chargé dans le simulateur 
Réinitialiser la simulation en cours d'exécution 
Observer le déroulement du protocole sur les éléments du domaine 
Au cours de la création ou de la modification d'un domaine, l'utilisateur doit avoir 
la possibilité de : 
Ajouter un élément au domaine 
Définir les attributs d'un élément du domaine 
Modifier les attributs d'un élément du domaine 
Supprimer un élément du domaine 
Connecter deux éléments du domaine 
Par observer le déroulement du protocole, nous entendons: 
Observer visuellement le déroulement de celui-ci sur une représentation 
graphique du domaine 
Interroger chaque élément du domaine pour en obtenir sa configuration 
détaillée 
Page 41 
Réalisation d'un simulateur P IM SM 
Pouvoir faire progresser l'exécution de la simulation pas à pas 
Les tâches et sous-tâches du protocole à simuler lors de l' exécution sont les 
suivantes: 
l' élection du BSR pour le domaine, 
l'élection des DR sur chaque LAN, 
la gestion de l'élection du RP pour chaque groupe actif sur le domaine, 
la gestion du protocole IGMP sur les différents LAN, 
les procédures Join et Prune diffusés entre les routeurs du domaine, 
le changement de mode SP-tree et RP-tree, 
la gestion de nouvelles sources par les DR, 
la gestion des receveurs d'un flux, 
la gestion d'un groupe par son RP, 
la gestion des principaux éléments de la TIB, 
De plus, l'utilisateur n'ayant pas forcément une grande connaissance du domaine 
multicast, il est important d'ajouter au simulateur une gestion de l' aide nécessaire. Cette 
aide doit fournir un certain nombre d'explications concernant le fonctionnement du 
protocole, le rôle de chaque composant et également sur le fonctionnement du 
simulateur. De plus, l'utilisateur créant un domaine doit recevoir des renseignements sur 
l'état et les manquements de celui-ci. Par exemple, un domaine ne peut fonctionner sans 
CBSR ou sans CRP. Si l' utilisateur ne les configure pas, le simulateur doit le renseigner 
sur les manquements lors de l' activation de la simulation. 
4.4. Ce qu'il n'est pas nécessaire de simuler 
La gestion des différents timers que l'on retrouve dans PIM SM ne seront pas 
implémenté dans le simulateur. En effet, outre la complexité qu' ils entraînent, ceux-ci 
ne sont pas primordiaux pour la compréhension du fonctionnement du protocole. Au 
contraire, ceux-ci pourraient augmenter la complexité du simulateur et nuire à la 
compréhension de l'apprenant. 
D'une manière générale, les timers sont là pour parer aux divers problèmes que 
l'on rencontre sur un réseau. En effet, dans une implémentation fonctionnelle du 
protocole, un routeur ne connaiî pas automatiquement l'existence des autres routeurs et 
ne sont pas automatiquement mis au courrant des modifications de la configuration de 
ces routeurs et des connexions existantes. Pour ce faire, ils sont obligés de s'échanger 
un grand nombre de messages et de toujours prévoir ne pas être averti d'un changement. 
Dans le simulateur, nous pouvons aisément parer ce problème. 
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Dans cette partie du travail, nous allons définir les différents objets nécessaires à 
la réalisation du simulateur. Nous définirons leurs rôles ainsi que les interactions 
existant entre ceux-ci. Dans le chapitre suivant, nous étudierons plus en détail la 
structure de chacun de ses objets, des relations qui les unissent et de leur mode de 
fonctionnement. Mais, pour l'instant commençons par séparer cette tâche en deux. 
Nous pouvons facilement constater qu ' il nous est nécessaire de définir l' ensemble 
des objets propres au domaine. C'est-à-dire les éléments physiques constitutifs d'un 
réseau et les différents objets nécessaires au protocole PIM SM. C'est la première tâche 
que nous devrons réaliser. Ceci fait, notre deuxième tâche consistera à définir les objets 
propres à l'interface permettant à l'utilisateur d' interagir avec les différents éléments du 
domaine. 
5.1. Les objets du domaine 
5.1.1. Le hardware 
Le principal élément est le domaine. Celui-ci contient un ensemble de connexion 
ainsi qu'un ensemble d'éléments physiques (cf. figure 18). Un certain nombre 
d'interfaces sont incluses dans chacun des éléments physiques. Ces interfaces 
permettent de relier l' élément à une connexion réseau responsable de l'acheminement 
des différents messages. 
Pour les besoins du simulateur, nous pouvons limiter les types de connexion aux 
lignes Point-à-Point et aux LAN représentants un réseau local et n'étant pas limités à 2 
interfaces. 
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Routeur 
Stat ion Routage ( ... ) 
Application 
Interface Interface Interface 
onnexion 
Fie:ure 18 : Domaine 
Le simulateur ne nécessite que l' utilisation de deux types d'éléments bien précis. 
Il s'agit des stations (Celles-ci oeuvreront comme receveur ou comme émetteur de flux) 
que nous limiterons à une seule interface et, bien évidemment, des routeurs qui eux 
possèdent plusieurs interfaces. 
Une interface est responsable de la gestion des transmissions de messages entre 
l' élément du réseau auquel elle appartient et la connexion auquel elle est reliée. Chaque 
interface possède sa propre adresse IP. Celle-ci est composée de l'adresse de la 
connexion auquel l' interface est reliée et de sa propre adresse. Celle-ci étant unique 
pour la connexion. Par transmissions de messages, il faut comprendre réception des 
messages en provenance de la connexion et retransmission à l'élément (méthode« in »). 
Mais également l' inverse (méthode « out »). C'est-à-dire la transmission vers la 
connexion des messages émis par l'élément. 
Revenons quelques instants aux connexions. Leur rôle principal est la diffusion 
des messages (méthode « diffuse ») entre les interfaces lui étant directement reliées. 
Lorsque l'une d'entre elles émet un message, la connexion doit le retransmettre aux 
autres interfaces. Pour ce faire, il est nécessaire de pouvoir connecter (méthode 
« connecte ») et déconnecter (méthode « deconnecte ») une interface existante à cette 
connexion. Par simplicité, cette méthode sera également responsable de l'attribution 
d'une adresse IP par défaut à l' interface que l'on relie. 
PIM SM nécessite l'utilisation du protocole IGMP afin de déterminer les groupes 
multicast réclamés par les stations du LAN. Ce protocole IGMP est relativement 
complexe et sort du cadre de ce travail. C'est pourquoi nous chargerons l'objet de 
connexion Lan (méthode « igmp ») de simuler cette tâche. Il en est de même pour la 
gestion des messages Assert pour un flux multicast. 
Il en est de même pour la gestion de l'élection du BSR pour le domaine, celle des 
DR pour chaque LAN ainsi que la diffusion de la liste des RP. Ces tâches sont 
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également relativement complexes et consommatrices de ressources. C'est pour cette 
raison (et parce que l'implémentation de ceux-ci n'apporterait pas grand chose de plus 
au simulateur) que ces tâches seront simulées directement dans l'objet «Domaine» 
(méthodes « setBsr », « getBsr », « setRp », « getRp »). Remarquez que les méthodes 
« setBsr » et « setRp » effectuent directement la sélection en se basant sur les 
connaissances des éléments physiques du domaine tandis que la méthode « setDr » est 
propre à chaque objet connexion Lan. C'est cette méthode qui effectuera le travail et 
définira la valeur de la variable booléenne isDr de chacune des interfaces lui étant 
reliées. Elle doit donc être effectuée sur chaque LAN. 
Domaine 
Element 
setBsr() ; O .. N 1..1 Maxlnterface = 1; l..maxlnterface 
getBsr() ; Contient ( ... ) 
setRp(): 
getRp(adresse) ; 
A ..,, o .. ~ (') "'O 
0 Station Routeur Q) :::s ..,, ..... :3 ~-
max_ Interface = 20; ë3 a .s 





( ... ) 
maxlnterface; 
adrResau; 
connecte (interface); l .. maxinterface 1..1 Interface 1..1 
deconnecte (interface) ; Relie 
diffuse (message); isDr; 
in (message) ; 
out (message); 
A setAdr (adresse); Adresseip 1..1 
PàP Lan 
adresse; 
maxlnterface = 2; max_Interface = 255; setAdresse O; 
igmp (); Est l'adresse de getAdresse O; 
assert (); 
setDr(); 
Fismre 19: Découoe en obiet du domaine 
5.1.2. Détails des éléments physiques 
Nous avons abordé l'étude des éléments physiques du domaine. Cependant, ceux-
ci étant en réalité très complexes, il est nécessaire de se pencher de plus près sur leur 
définition. Il est constatable que s' il est vrai que ces éléments du domaine (station et 
routeurs) doivent tous deux gérer les interfaces leur étant connectées et plus 
particulièrement la réception et la transmission de message, la similitude s'arrête là. 
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Les tâches à accomplir par les stations sont relativement simples et peu 
nombreuses pour les besoins du simulateur. Outre l'émission et la réception des 
messages, il lui suffit de gérer les groupes à recevoir ainsi que les groupes pour lesquels 
elle œuvre en temps que source. Il en va cependant tout autrement pour les routeurs. 
Non seulement ceux-ci doivent gérer plus d'une interface (et donc gérer l'émission d'un 
message par une interface précise), ceux ci doivent gérer le routage unicast et multicast 
(cf figure 20). Ce qui n'est pas une mince affaire et complexifie grandement la tâche de 















Pour le routage unicast, il est nécessaire de gérer la table de routage unicast. 
Celle-ci doit reprendre pour chaque destination possible l'interface de sortie menant 
vers cette destination. Cette table est non seulement utilisée pour le routage unicast, 
mais également par les différentes tâches du protocole PIM SM. Il est également 
nécessaire de gérer la réception et l'expédition des messages unicast. S'il s'agit d'un 
message en transit destiné à un autre routeur, il suffit de le retransmettre par l' interface 
menant à la destination. Celle-ci étant fournie par la table de routage. Il est également 
nécessaire de gérer la réception des messages Register et RegisterStop étant transmis en 
unicast à destination des RP et des DR du domaine. Il est nécessaire de les identifier et 
de les transférer à la tâche responsable de leur gestion. 
La gestion du routage multicast est quant à elle plus complexe. Il est nécessaire de 
gérer une TIB contenant les informations de tous les arbres multicast actifs passant par 
ce routeur. Chaque message multicast entrant doit être analysé et transmis à la tâche 
qu'il convient. S'il s'agit d'un simple message multicast provenant d'une source, celui-
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ci est géré par la tâche «Transit». Celle-ci retransmet ce message sur toutes les 
interfaces nécessaires et ce, à l' aide des informations fournies par la TIB. Pour ce faire, 
il est nécessaire de gérer les arbres. Ceci est réalisé par l'intermédiaire des tâches 
« Join » et « Prune » auxquels sont transmis les messages correspondants en provenance 
d'un routeur en aval de l'arbre. A la réception de l'un de ces messages, la fonction met à 
jour la TIB et, si besoin, réexpédie un autre message en amont. 
De plus, la méthode «Transit» doit vérifier si le routeur agit en temps que DR à 
l' arrivée d'un message en provenance d'un LAN directement connecté. Dans 
l'affirmative, il doit nécessairement gérer la transmission de message Register vers le 
RP du groupe et par la même occasion, la gestion des messages Register Stop (méthode 
« Register »). Le DR doit également prendre en charge les demandes de réception ou de 
fin de réception d'un flux multicast (méthode« IGMP »). 
Chacune de ses différentes tâches doit être en mesure de transmettre l' un ou 
l'autre message en amont d'un arbre (Soit en direction du RP du groupe, soit en 
direction d'une source). Pour ce faire, il doit lui être possible d'interroger la table de 
routage unicast et ce, afin de déterminer l'interface menant à la bonne direction. Il n'est 
pas nécessaire d'implémenter une MRIB dans le simulateur. L'interrogation directe de 
la table de routage unicast est suffisante. 
L'ensemble des tâches nécessaires étant maintenant défini, voyons comment les 
intégrer au simulateur. Commençons par l'objet station. Son mode de gestion des 
messages entrants et sortants étant le plus simple, nous intégrerons directement les deux 
méthodes dans l'objet Element (méthode «in» et « out»). Par défaut, la méthode 
« out » retransmettra un message sur toutes les interfaces connectées. Celles-ci seront 
surchargées par les objets (ce sera le cas de l'objet routeur) le nécessitant. Par contre, les 
méthodes permettant de faire agir la station en tant que receveur d'un groupe (méthodes 
« addRecever » et « removeRecever ») ou émetteur (méthodes « addSource » et 
« removeSource ») seront bien implémentées directement dans l'objet Station 
Pour le routeur, la méthode « in» sera surchargée. Elle sera responsable de la 
réception des messages en provenance de toutes ses interfaces, du contrôle de ceux-ci et 
de leur transmission à la méthode spécialisée chargée de son traitement. N'ayant pas 
besoin d'un traitement spécialisé des messages unicast (excepté pour la réexpédition de 
ceux-ci), cette méthode encapsulera les fonctions « Transmission », « Unicast.in » et 
« PimSM.in ». Nous n'utiliserons donc l'objet Unicast que pour la gestion de la table de 
routage unicast. Le routeur possédant plus d'une sortie, il est également nécessaire de 
lui ajouter une deuxième méthode «out» spécialisée pour l'émission d'un message sur 
une interface précise. 
La gestion réelle des tables de routage unicast n'est pas une mince affaire. Pour 
simplifier celle-ci, elle sera simulée directement par la méthode « route» de l'objet 
Domaine. Celui-ci étant directement connecté à tous les objets routeurs ainsi qu'à tous 
les objets connexions, il lui sera possible de créer un graphe et d'y appliquer un 
algorithme de recherche de chemins minimaux entre chaque point de ce graphe. Cette 
méthode utilisera directement la méthode « setRoute » de l'objet unicast de chaque 
routeur afin de maintenir à jour la table de routage de ceux-ci. Nous retrouverons donc 
Page 47 
Réalisation d'un simulateur PIM SM 
dans chacun de ceux-ci une table contenant l'interface de sortie menant de ce routeur, à 
chaque destination possible du réseau. Les autres méthodes du routeur pourront 
interroger celle-ci via la méthode« getRoute ». 
Domaine Elément Interface 
O .. N 1..1 1 .. maxlnterface 
GroupActif [ ] Contient maxlnterface = 1 ; Est incluse dans 
{ RpGroup; } in (message) ; 




max_Interface = 255; 
addRecever (G); 
removeRecever (G); isCBSR ; 
isCRP ; 
addRecever (S,G); 
removeReceveur (S,G); in (message); 




Est le protocole unicast 
1..1 
1 Est le protocole multicast 
1..1 
Unicast PimSm 
Route [ ]; 1..1 
setRoute (destination,interface); join (message); 
getRoute (destination); prune (message); 
transit (message); 1..1 
isPruneOK(source,groupe ); TIB 
V!RP 
registerln(message) ; rpGroupe [ ]; 
sourceGroupe [ ]; 
'! DR (First Hop) srcGroupeRpt [ ] ; 
registerStopln(message) ; setlnfo (Infonnation) ; 
newSource(groupe) ; 
getlnfo O ; 
'/ DR (Last Hop) 
newRecever(groupe) ; 
newRecever(source, groupe) ; 
removeRecever(groupe) ; 
removeRecever(source, groupe) ; 
switch(grouoe) ; 
Figure 21 : Détails des éléments physiques du simulateur 
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La gestion des messages 'Assert' est également lourde. Nous la simulerons en 
intégrant également une table de routage aux LAN. Cette table sera gérée de la même 
manière que la table des routeurs (Calculée et configurée par l'objet Domaine). 
Les méthodes propres à la gestion multicast seront encapsulées dans l'objet 
PimSM. Chaque routeur possédant sa propre instance de cet objet, la méthode 
«routeur.in» à la possibilité de transférer directement les messages multicast aux 
méthodes de cet objet PimSM. Nous y retrouverons donc les méthodes « Join », 
« prune » et « transit ». Mais également les méthodes plus spécialisées permettant au 
routeur d'œuvrer en temps que RP, de DR pour la gestion des sources (First Hop) et des 
receveurs (Last Hop). 
A cet objet PimSm, nous associerons également un objet TIB responsable de la 
gestion de la « Tree Information Base » reprenant toutes les informations nécessaires à 
la gestion des flux multicast au niveau de ce routeur. Les méthodes de l'objet PimSm 
pourront modifier ces information à l' aide des différentes méthodes « setlnfo » et 
obtenir la configuration actuelle d'un flux à l' aide des différentes versions de la 
méthode « getlnfo ». 
Nous avons choisi de ne pas implémenter de timer.Cependant, ceux-ci jouent un 
rôle très important pour la gestion de la prise en compte d'un message Prune en 
provenance d' un LAN. Dans la réalité, sa prise en compte est temporisée dans le but de 
laisser le temps à un autre routeur de contrer la demande. Ce mécanisme devra donc être 
simulé (méthode « isPruneOK ») 
5.1.3. Les messages 
Une bonne implémentation de la gestion des messages est importante pour assurer 
un fonctionnement suffisamment fluide du simulateur. Voyons de plus prêt quels sont 
les besoins réels de celui-ci. Le premier point remarquable est qu' il n' est pas nécessaire 
d' implémenter une réplique exacte des messages émis dans un domaine réel. Ceux-ci 
comportent une grande quantité de champs qui ne nous sont pas d'une grande utilité. 
Dans le simulateur, un message est simplement émis par une source et expédier 
vers une destination. Ce message peut posséder un contenu mais il n' en a pas 
l'obligation. Ce contenu pouvant être une simple suite de caractère dont la signification 
ne nous importe pas. Mais il peut également s'agir d'un autre message encaplusé dans 
celui-ci. De plus, chaque message est soit du type "Unicast", soit du type "Multicast". Il 
est également possible de définir un sous type précisant son utilisation. 
Les différents messages émis par une station possèdent un contenu quelconque et 
sont soit du type "unicast", soit du type "Multicast". Ils sont représentés par l' objet 
"Message"( cf. figure 22). Celui-ci est suffisant pour représenter tous les messages émis 
par les stations. Il serait possible d'y ajouter une série de champs permettant d' intégrer 
tous les autres types de message dans ce même objet. Il s' agit principalement des 
messages émis par les routeurs et servant à assurer le fonctionnement du protocole. Il 
est cependant plus propre et plus simple pour la gestion de ceux-ci d'utiliser des 
spécialisations de cet objet de base. 
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Quels sont ces messages et les quels devons nous implémenter ? Pour la gestion 
des flux unicast, un router doit émettre un grand nombre de message permettant la 
gestion des tables de routage. Cependant, nous simulons cette tâche directement dans 
l'objet "Domaine" et pouvons nous passer d' implémenter ces messages. 
Register 
groupe; 
sousType = "register" ; 
setGroupe (adresselp) ; 
getGroupr () ; 
setContenu (message) ; 










type= "Unicast" ; 
sousType = "standard" ; 
contenu ; 
setSource (source) ; 
getSource O ; 
setDestination (destination) ; 
getDestination () ; 
getType () ; 
getSousType O ; 
setContenu (abject) ; 
getContenu () ; 
MsgMulticast 
groupe ; 





type = "Prune"; 
sousType "SGRpt"; 
Fismre 22 : Les messaQes du simulateur 
RegisterStop 
groupe; 
sousType = "registerStop" ; 
setGroupe (adresselp) ; 
getGroupr O ; 
PruneG 
type = "Prune"; 
sousType "G"; 
PruneSG 
type = "Prune"; 
sousType "SG"; 
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Les seuls messages émis en mode unicast nécessaires à la gestion du simulateur 
sont les messages "Register" émis par les DR et les "RegisterStop" émis par le RP d'un 
groupe à la réception d'un message "Register". Ces deux types de messages sont 
implémentés par une extension directe de l' objet "Message" auquel ont ajoute la gestion 
du groupe multicast. De plus, le contenu du message "Register" doit-être le message 
multicast originaire de la station émettrice. Les méthodes ("setContenu" et 
"getContenu") nécessaires à la gestion de celui-ci sont donc à implémenter dans cet 
objet. 
PIM SM nécessite également l'utilisation du message "Hello" ayant pour but de 
faire connaître le routeur PIM à ses voisins et de pouvoir gérer l' élection des DR. 
Cependant, ces tâches seront également simulées par l'utilisation de l' objet "Domaine" 
et par la méthode "setDr" de l' objet Lan. Il en est de même pour les messages "Assert" 
également gérés par la méthode de l' objet Lan. Ainsi que les messages "Bootstrap" et 
"Candidate-RP" gérés par les méthodes de l'objet "Domaine". 
Il n' en est pas de même pour les messages "Join/Prune". Ceux-ci sont les 
principaux messages utilisés par le protocole. Dans une implémentation fonctionnelle de 
celui-ci, un routeur regroupe les différents messages Join et messages Prune en un seul 
message "Join/Prune". Ceci dans le but d'économiser le temps et la bande passante 
nécessaire à la transmission de ces derniers. Nous ne sommes cependant pas soumis aux 
mêmes contraintes. Au contraire, le travail nécessaire pour grouper et dissocier ces 
messages est une tâche relativement lourde et inutile. C'est pour cette raison que nous 
les gèrerons séparément. 
Ces messages multicast concernent tous un groupe multicast. Nous étendrons 
donc l'objet "Message" en un objet spécialisé (objet "MsgMulticast") pour la gestion 
des différents Join et Prune. Les méthodes nécessaires à la gestion du groupe seront 
également incluses dans cet objet. Les Join et Prune (* ,G) seront gérés par une 
extension directe (objet "JoinG" et "PruneG") de cet objet. 
Les autres types de Join et Prune concernent non seulement un groupe, mais 
également une source spécifique. Nous utiliserons pour ceux-ci une extension de l'objet 
"JP _ G" possédant les méthodes nécessaires à la gestion de cette source. Les messages 
Join et Prune (S,G) émis en direction de la source S ainsi que les Join et Prune (S,G,rpt) 
émis en direction de la racinne du groupe seront implémentés par une extension directe 
de cet objet (objet "JoinSG", "PruneSG" et "PruneSGrpt" possédant les types et sous 
type appropriés) . 
5.2. L'analyse de l'interface utilisateur 
Nous venons de définir dans les chapitres précédents les différents objets de 
l'application nécessaire à la simulation du protocole. Les différents noms de méthodes 
ainsi que les paramètres associés à celles-ci sont, à ce stade, fournis plus à titre 
d'exemple afin de préciser le fonctionnement de l' objet que d'obligation. Ces méthodes, 
paramètres et interactions entre les objets seront précisés lors de l'analyse conceptuelle 
détaillée. A cette occasion, il sera également nécessaire d'ajouter à ces différents objets 
les méthodes permettant leur emploi par l' interface. Il conviendra par exemple, 
d'ajouter à chacun d' eux une méthode permettant l'affichage de leur état ainsi qu'une 
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méthode permettant la sauvegarde et la récupération de l'instance de l'objet. Cependant, 
avant de réaliser cette analyse détaillée, il est nécessaire de se pencher sur la définition 
de l' interface et de ses besoins. 
5.2.1. Fonctionnalités de l'interface 
L'étude des stéréotypes des utilisateurs et du contexte de travail nous permet de 
définir le type d' interface nécessaire ainsi que des moyens d' interactions à développer. 
Il s'agit ici d'une interface « Homme - Simulateur ». Son rôle consiste à transmettre les 
commandes de l'utilisateur vers le simulateur et de retourner à l'utilisateur les 
modifications des éléments du simulateurs. 
Dans ce système, il est important d'utiliser une représentation graphique claire et 
précise du domaine. Dans celle-ci, les différents éléments seront distinctement 
représentés par l'utilisation de graphisme explicite. De plus, pour chacune des 
représentations d'un élément, les principaux paramètres de sa configuration devront 
également être représentés graphiquement. Il est également nécessaire de représenter 
graphiquement les différentes connexions reliant ces objets entre eux. Une description 
complète de la configuration d'un élément doit être disponible sur demande de 
l' utilisateur. 
L'objectif du simulateur est la gestion simultanée de différents groupe multicast. 
Pour ce faire, l'utilisation d'une couleur configurable pour chacun des groupes actifs 
simplifie grandement la perception de l'état de chaque groupe. Ceci permettra une 
représentation simple et efficace de l'état des arbres de diffusion de chaque groupe, des 
différents RP et également l' identification des sources et des receveurs. 
Figure 23 : Attributs représentés graphiquement ou permettant celle-ci. 
Au cours de l' exécution de la simulation, outre les modifications de la 
représentation graphique du domaine, il est nécessaire de signaler à l'utilisateur de 
manière détaillée les évènements (cf figure 24) se déroulant. Ceci sera réalisé à l' aide 
d'une deuxième fenêtre textuelle. De plus, chaque utilisateur ayant des besoins 
différents, il sera possible de configurer le simulateur afin que celui-ci ne notifie que les 
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types d'actions désirées par l'utilisateur. Ceci permettra par exemple à un enseignant de 
focaliser l'attention sur la gestion de l'un ou l'autre événement et ne pas perturber la 
compréhension de son auditoire par les événements qu' il estime secondaires. 
Fi ure 24 : Liste des événements ossibles en rovenance du simulateur 
Figure 25 : Menus contextuels 
Afin de simplifier la gestion de l' interface, une grande place sera donnée à 
l'utilisation de la souris. C'est pourquoi, outre la barre de menu traditionnel, une barre 
d'outil sera également développée. De plus, une série de menu contextuel sera 
également ajoutée à l'interface ( cf. figure 25). Nous avons vu qu' il était important 
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d'apporter à l'utilisateur une assistance efficace. Outre l'habituel menu «Aide » du 
menu principal, il est intéressant d'ajouter une assistance contextuelle à chacun des 
éléments du domaine. 
5.2.2. Structuration de la tâche 
Après avoir abordé l'aspect général de l'interface et ses moyens d' interaction, il 
est temps de se pencher sur les différentes fonctionnalités que celle-ci doit fournir à 
l' utilisateur afin de lui permettre la réalisation de la tâche principale du simulateur. 
Simulation du protocole PIM SM 
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Figure 26 : Analyse de la tâche vue du côté de l'utilisateur 
Découpons cette tâche principale qu'est la "simulation du protocole PIM SM" en 
sous tâches ( cf. figure 26). La simulation du protocole est effectuée à partir de la 
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représentation d'un domaine. La première sous-tâche nécessaire est donc l' activation 
d'un domaine. Pour ce faire, l'utilisateur a le choix entre demander l'ouverture d'un 
fichier (contenant un domaine préalablement sauvegardé) qu' il aura sélectionné ou la 
création d'un nouveau domaine vierge de tout élément ( cf. figure 27). 
Lorsqu'un domaine a été activé, l'utilisateur a la possibilité de modifier celui-ci 
(sous-tâche "Modification du domaine"). Cette sous-tâche commence nécessairement 
par l'activation d'un élément. C'est-à-dire l'ajout d'un nouvel élément (cf. figure 28) 
qui est automatiquement affiché par l'interface et activé ou la sélection d'un élément 
déjà existant. Signalons que, contrairement à la sélection d'un élément existant, l'ajout 
d'un nouvel élément représente déjà une modification. Il est ensuite possible à 
l'utilisateur de déplacer celui-ci, de le supprimer, de modifier sa configuration (celle-ci 
dépendant de l'élément activé) ou d'établir une connexion avec un autre élément du 
domaine. 
Act ivation d'un domaine 
Sé lection d'un domaine sauvegarder Création d'un nouveau domaine 
Sélection d'un fichier ) 
..___ ___ ___, -1 




Figure 27 : Analyse de la sous-tâche "Activation d'un domaine" 
Ajout d'un élément 
Ajout d'un LAN Ajout d'un routeur 
[ Configuration du Lan }-, 
-------~◄ 
Ajout du LAN en haut à 
[ Configuration de la station }-1 
--------~◄ 
Ajout de la station en haut 
[ Configuration du rout eur }-1 
--------◄ 
Ajout du routeur en haut 
droite à droite à droite .... , '"-1 l '---------/~ 
) Activation du Lan 
'----------/~ 
) Activation de la station 
-------~ 




Figure 28: Analyse de la sous-tâche "Ajout d'un élément" 
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A la suite de la modification du domaine actif l'utilisateur à la possibilité de 
sauvegarder celui-ci. Cette sous-tâche devra encore être décomposée en "Sélection d'un 
nom" suivit de l'enregistrement à proprement dit. La sous-tâche "Sélection d'un nom" 
étant optionnelle si le domaine actif possède déjà un nom. 
Au moment de son choix, l'utilisateur a également la possibilité de modifier la 
configuration du mode de fonctionnement du simulateur (sous-tâche "Configuration du 
simulateur"). Cette configuration consiste principalement à la sélection des événements 
en provenance du simulateur qui intéressent l' utilisateur et à la configuration des 
couleurs utilisées pour chacun des groupes actifs. 
L'utilisateur a également la possibilité d'activer la simulation lorsqu'un domaine 
est actif Il peut ensuite à sa guise passer du mode actif au mode inactif. Ces actions 
étant respectivement réalisées par l'intermédiaire des sous-tâches "Activation de la 
simulation" et "Désactivation de la simulation". Il lui sera également possible de choisir 
entre un mode pas à pas (dans lequel le simulateur attendra l'ordre de l'utilisateur pour 
passer à l'événement suivant) ou continu. 
Cette rapide analyse des tâches et sous-tâches nous permet la spécification des 
différents états nécessaires à la gestion de cette interface ( cf figure 29). Les différentes 
méthodes de l' interface pourront au besoin modifier leur valeur ou obtenir leur valeur 
afin de déterminer le fonctionnement de celle-ci. 
Figure 29 : Liste des états de l'interface 
5.2.3. Relation entre l'interface utilisateur et les objets du domaine 
Dans cette partie du travail, nous avons commencé par définir les objets 
nécessaires à la simulation du protocole PIM SM. Cet ensemble d'objets est capable de 
gérer la simulation de manière autonome. Nous avons ensuite défini les fonctionnalités 
de l' interface utilisateur nécessaires afin de permettre à celui-ci de gérer la configuration 
des éléments du domaine et de recevoir les informations en provenance de ces éléments. 
Il nous reste maintenant à gérer les relations existant entre ces éléments du 
domaine et l' interface. Il nous est nécessaire de définir plusieurs objets spécialisés dans 
la réalisation de ces sous-tâches nécessaires. C'est à dire : 
1) La représentation graphique des éléments du domaine : Les éléments à 
représenter graphiquement sont les stations, les routeurs, les LAN et les 
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connexions PàP. Une classe (classe « ObjGraphique ») sera spécialisée afin 
que chaque instance de celle-ci encapsule un élément graphique. Cette 
instance gérera : 
o L'affichage de la représentation graphique de l'élément du domaine 
o L'affichage de la configuration de l'élément du domaine 
o La prise en charge des actions de l'utilisateur sur cette représentation 
2) La représentation graphique des interfaces : Les éléments actifs sont reliés aux 
connexions par l' intermédiaire d' interface. Il est également nécessaire de les 
représenter graphiquement. Pour ce faire, une classe sera également 
spécialisée ( classe « ObjlnterfaceGraphique » ). Chaque instance de celle-ci 
encapsulera une interface du domaine et gérera : 
o L'affichage de la représentation graphique de l'interface 
o L'affichage de la configuration de l' interface 
o La prise en charge des actions de l'utilisateur sur cette représentation 
3) La représentation des évènements du domaine : Les instances des classes 
formant le domaine travaillent de manière autonome. Il est cependant 
nécessaire de leur fournir un moyen de communiquer avec l'interface. Pour ce 
faire, nous utiliserons une classe spécialisée dans la gestion des évènements 
(classe « GestionEvenements »). Cette classe, configurée statiquement à 
l' initialisation de l' interface, permettra à chaque objet du domaine de signaler 
un événement se produisant à son niveau. Elle sera responsable de : 
o La gestion des types d'évènements à dispatcher 
o La gestion du dispatching ou non d'un événement signalé par le 
domaine 
o La gestion du mode pas-à-pas ou continu de la simulation 
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Dans le chapitre précédant, nous avons réalisé la découpe en objet du domaine et 
de l' interface utilisateur. Nous avons également défini les rôles de ces différents objets. 
Dans cette partie du travail, nous allons détailler les choix d'implémentations réalisés 
afin de permettre la simulation. 
La taille de ce travail ne nous permettant pas de passer en revue la totalité des 
méthodes employées dans tous les objets, nous nous limiterons aux plus importantes et 
significatives. 
6.1. Gestion des adresses IP 
Dans le simulateur, la classe «Adresselp» est spécialisée pour la gestion des types 
d'adresses nécessaires. Ces adresses utilisées sont de deux types : 
o les adresses IP des interfaces 
o les adresses IP multicast 
Chaque connexion (LAN et ligne PàP) possède une adresse réseau unique. La 
classe «Adresselp» est responsable de l'attribution et de la gestion de ces adresses. La 
première connexion recevra l' adresse 10.10.1.xx, la deuxième 10.10.2.xx et ainsi de 
suite à l'aide de la méthode «setNextAdresseReseau()». Au raccordement d'un élément 
actif à une connexion, une interface est créée. La connexion est responsable de la 
configuration de l'adresse IP de cette interface. Elle utilise pour ce faire la méthode 
«setAdresse (adrReseau, numStation)» ou adrReseau est sa propre adresse réseau et 
numStation un numéro de station géré par la connexion commençant à un et incrémenté 
à chaque nouvelle liaison. 
Chaque groupe multicat actif sur le domaine reçoit une adresse multicast. Cette 
adresse doit-être unique. C'est également la classe «Adresselp» qui, par l'intermédiaire 
de la méthode «setNextAdresseMulticast()», se charge de la gestion de celles-ci. Le 
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prerruer groupe multicast recevra l'adresse 225.10.10.1 , le deuxième 225.10.10.2 et 
ainsi de suite. 
La classe «Adresselp» est également responsable de la comparaison entre adresse 
(méthodes «compareTo(Adresselp)», «compareToLan(Adresselp)» et 
«isLower(Adresselp)»). Toutes ces méthodes, bien qu'améliorables, permettent une 
gestion des adresses IP suffisante pour le fonctionnement du simulateur. 
6.2. Le routage unicast 
Il a déjà été défini que le routage sera simulé par l'objet domaine et que celui-ci 
enregistrera directement les routes aux routeurs du domaine via leur propre méthode 
"route". Afin de simuler la gestion des "Assert", nous lui ferons également exécuter le 
même travail pour les LAN et enregistrer le résultat directement au LAN via la méthode 
"setAssert". 
Les éléments du domaine susceptibles d'être à la source ou destination d'un 
message circulant sur le domaine sont les stations et les routeurs. Cependant, chaque 
station est reliée à un LAN. Nous réaliserons donc le routage sur base des LAN et des 
routeurs du domaine. 
Le graphe formé par les routeurs et les LAN du domaine est constitué de chemins 
de poids positif et peu éventuellement comporter des circuits. C'est pourquoi les calculs 
des routes seront effectués à l' aide d'une implémentation de l' algorithme Moore-
Dykstra. Celui-ci travaille sur une matrice comprenant les poids des routes directes 
entre deux éléments. Nous implémenterons donc la gestion de celle-ci. Cette matrice 
comprendra les renseignements sur les routes directes partant de chaque routeur ou 
LAN du domaine et leur destination. Dans cette version du simulateur, nous ne 
travaillerons pas avec des poids de grandeur variable mais donnerons le même poids à 
chaque connexion du même type. La prise en charge de connexions de poids variable 
compliquerait la compréhension du protocole sans apporter énormément au simulateur. 
Cependant, celle-ci reste facilement implantable. 
Nous donnerons un poids de 1 à chaque liaison directe entre un routeur et un LAN 
et un poids de 2 à chaque liaison entre deux routeurs via une ligne PàP. Ceci permettant 
de donner la même importance à une liaison entre deux routeurs et ce, qu'elle passe par 
une ligne PàP ou via un LAN. 
A chaque établissement d'une liaison entre un routeur et une connexion, les tables 
de routage doivent être mises à jour. Un appel à la méthode «route()» est effectué. 
Voyons cela de plus près : 
Méthode Route ( ) 
Début 
PrepareMatriceRoutage() li Initialisation de la matrice de routage 
Pour tout I tel que 1 = élément de la matrice 
Fin de Pour tout 
Fin 
in itRoutage ( 1 ) // initialisation du routage pour l 'élément 
executeDijkstra ( I ) // Calcul des routes à partir de cet élément 
clotureRoutage ( I ) // Sauvegarde du résultat dans l 'élément 
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Cette méthode principale appelle un ensemble de méthodes secondaires ayant 
chacune leur rôle. La première permet de préparer la matrice de routage qui sera utilisée 
pour le calcul des routes de tous les éléments. Celle-ci ne sera pas modifiée durant le 




MatRoutage = NEW MatriceRoutage // Initialisation de la matrice de routage 
Il Traitement des éléments Actif du domaine 
Pour tout I tel que I = élément actif du domaine 
Fin de Pour tout 
fil I instance de Routeur 
Fin Si 
Il Ajout d 'une nouvelle ligne à la matrice de routage 
MatRoutage = MatRoutage + I 
Il Traitement des connexions du domaine 
Pour tout I tel que I = connexion du domaine 
fil I instance de LAN 
Fin Si 
Fin de Pour tout 
Il Ajout d'une nouvelle ligne à la matrice de routage 
MatRoutage = MatRoutage + I 
Il Initialisation des éléments de la matrice 
Il ( MatRoutage(X, l'.) concerne l 'interface menant de l 'élément 
Il d 'indice X dans la matrice à l 'élément d 'indice Y dans la matrice) 
Pour tout I tel que I = élément de la matrice 
Fin de Pour tout I 
Pour tout J tel que J = élément de la matrice sauf 1 
S' il existe interfàce entre J et J 
Il Liaison directe entre un Routeur el un LAN 
MatRoutage ( 1, J) = PoidsLiaisonLAN //= à un 
Sinon S'il existe PàP entre I et J 
Il Liaison entre deux routeurs via une ligne PàP 
MatRoutage ( I, J) = PoidsLiaisonPAP //= à deux 
Sinon 
MatRoutage ( 1, J) = null 
Fin Sinon 
Fin de Pour tout J 
La matrice de routage étant complétée, le calcul des routes peut-être réalisé. Pour 
chaque élément, nous commençons par la réinitialisation de celui-ci ainsi que la 
préparation des vecteurs permettant le calcul des routes avec cet élément comme racine. 
Méthode initRoutage( element) 
Début 
Il Initialisation de l'élément 
fu_element Instance de Routeur 
Fin Sinon 
Il Ré initialisation de la table de routage du routeur 
Element.unicast = New Unicast 
Il Réinitialisa/ion de la gestion des asserls du LAN 
Element.Assert = New Assert 
Il initialisation du calcul des routes 
Pour tout I ru. 1 à Nbr élément de la matrice 
interfàceSortie ( 1 ) = Null 
distanceTo (J) = Null 
Fin de Pour tout 
Il initialisation de la racine de l 'arbre 
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Fin 
distanceTo (element) = 0 ; 
Il inilialisation des nœuds directement joignables à partir de la racine 
Pour tout I ~ 1 à Nbr élément de la matrice sauf indice de element 
Fin de Pour tout 
Si MatRoutage (indice de element, 1) Not Null 
interfaceSortie ( 1 ) = interfàce entre reliant les 2 elements 
distanceTo ( 1 ) = MatRoutage (indice de elemeat, l) 
L' initialisation de l'élément traité étant terminée, nous pouvons réalisé le calcul 
du routage à partir de cet élément. 
Méthode executeDijkstra ( element ) 
Début 
Fin 
AmelioratioaTrouvee = true 
Tant que AmelioratioaTrouvee 
AmeliorationTrouvee = false 
// pour tout déjà accessible excepté la racine 
Pour tout I tel que 1 = élément de la matrice 
fü_distanceTo ( I ) > 0 
Pour tout J tel que J = élément de la matrice 
// si les deux éléments sont directement connectés et que cette 
// connexion améliore la distance entre la racine et J 
fu_MatRoutage( 1, J) Not nuU 
fü_distanceTo ( J ) < distanceTo ( l ) + MatRoutage( I, J) 
AmeliorationTrouvee = true 
interfaceSortie ( J ) = interfaceSortie ( 1 ) 
distanceTo ( J) = distanceTo ( I )+MatRoutage( ! , J) 
Fin Si 
Fin de Pour tout J 
Fin de Pour tout 1 
Fin Tant que 
Le calcul terminé, il reste à configurer l'élément traité. C'est à dire les lignes de la 
table de routage pour un routeur ou la direction menant aux « assert winner » des 
éléments s'il s'agit d'un LAN. 
Méthode clotureRoutage ( element ) 
Début 
Fin 
Il Pour chaque élément accessible à partir de l 'élément traité 
Pour tout I tel que J = élément de la matrice sauf element 
Et distanceTo ( 1 ) > 0 
Si element instance de Routeur 
Il configuration de la route en direction de l 'élément 
element.unicastsetRoute ( J , interfaceSortie ( I ) ) 
Sinon// l' élément est un LAN 
Fin Sinon 
Fin de Pour tout 
Il configuration de la direction de I 'assert Winner vers 1 
elemeat.setAssert ( 1 , interfàceSortie ( 1 ) ) 
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6.3. Election des éléments du domaine multicast 
Nous avons déjà spécifié que le mode d'élection du BSR du domaine, des 
différents RP et des DR sera simulée par le domaine et les LAN. Voyons cela de plus 
près. 
6.3.1. Election du BSR 
Contrairement à la réalité, dans le simulateur le rôle du BSR est purement fictif 
L'implémentation des messages «Hello» n'étant pas réalisée, le routeur élu comme BSR 
n'effectue ici aucune action. C'est l'objet domaine qui s' en charge. 
A chaque changement d'état du mode« Candidat BSR » d'un routeur du domaine, 
l'élection du BSR est réalisée (méthode «setBsrO»). 
Méthode setBsr ( ) 
Début 
Fin 
Pour tout I tel que 1 = élément actif du domaine 
Il Si l'élément Actif est un routeur Candidat BSR 
fil I instance de Routeur 
~ I.isCBSR = true 
Fin Si 
Fin de Pour tout 
6.3.2. Election des RP 
// Si aucun BSR n'est actif ou que l'adresse JP de celui-ci est 
// supérieure à l' adresse 1P du routeur traité 
fil BSR = null 
Or 1.Adresselp < BSR. Adresselp 
BSR = I 
Fin Si 
L'élection des différents RP est normalement calculée par chaque routeur et ce, en 
appliquant une méthode de hashing sur la liste des RP fournie par le BSR. Dans le 
simulateur, c'est le domaine qui associe un Candidat RP à chaque groupe multicast actif 
sur le domaine. 
A chaque changement d' état du mode « Candidat RP » d'un routeur du domaine 
ou à chaque activation d'un groupe multicast, l'élection des RP est réalisée (méthode 
«setRpQ»). A chaque groupe multicast actif est associé un RP. Ceci est réalisé de 
manière à distribuer équitablement la charge entre les CRP du domaine. 
Méthode setRp ( ) 
Début 
crpExiste = Fa Ise 
grpSélectionné = null 
elementSélectionné = null 
fil tous les groupes actifs sont traités 
FIN 
Fin Si 
fil tous les éléments actifs ont été parcourus 
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Fin Faire 
Fin Si 
fil crpExiste = False 
FIN 
Sinon 
Revenir au premier élément actif 
Fin Sinon 
Si grpSélectionné = null 
grpSélectionné = groupe suivant 
Fin Si 
elementSélectionné = élément actif suivant 
Il Si l 'é lément est un routeur Candidat RP 
Si elementSélectionné instance de Routeur 
Et elementSélectionné.isCRP = true 
Fin Si 
grpSélectionné.RP = elementSélectionné 
grpSélectionné = null 
crpExiste = True 
6.3.3. Election des DR 
Dans une implémentation réelle de PIM SM, l'élection des DR est effectuée par 
les routeurs en se basant sur les messages que ceux-ci s'échangent sur les LAN 
auxquels ils sont directement com1ectés. Dans le simulateur, chaque LAN est 
responsable de l'élection de son DR 
Pour ce faire, à chaque connexion ou déconnexion d'un routeur à un LAN, 
l'élection du DR est effectuée sur celui-ci (méthode «setDr()»). 
Méthode setDr ( ) 
Début 
Fin 
Il Réinitialiser le DR si besoin 
fil drWinner Not Nu ll 
DrWinner.isDr = False 
DrWinner = Null 
Fin Si 
Pour tout I tel que 1 = interface connectée au LAN 
// Si l' interface est reliée à un routeur 
fil 1.élémentActif instance de Routeur 
Fin Pour tout 
// si aucun DR sélectionné ou si son adresselp 
// est plus grande que le routeur traité 
fü drWinner = NuU 
Ou I.Adresse[P < DrWinner.AdresselP 
Fin Si 
Fin Si 
// Sélectionné ce routeur comme DR 
DrWinner = 1 
6.4. La simulation du protocole IGMP 
Bien que ne faisant pas directement partie de PIM SM, le protocole IGMP est 
indispensable afin de permettre aux stations de signaler au DR du LAN auquel elles 
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sont connectées les flux multicast qu'elles désirent recevoir ou ne plus recevoir. Outre la 
nécessité de gérer des timers, une implémentation réelle de ce protocole entraîne une 
certaine complexité et n'apporte rien de plus à la compréhension de PIM SM.C'est pour 
cette raison que, dans le simulateur, nous le simulons directement sur le LAN(méthode 
«igmp()»). 
Lorsqu'un utilisateur demande la réception ou la fin de réception d'un flux par 
une station, celle-ci émet un message IGMP directement sur le LAN. S'il s'agit d'une 
demande de fin de réception, Le LAN interroge directement les autres stations afin de 
s'assurer que la demande peut-être prise en compte avant de la transférer au DR. 
Méthode JGMP ( flux, typeDemande, interfaceEntrée ) 
// flux = flux multicast (*,G) ou (S,G) concerné par la demande 
// typeDemande = réception OU Fin de réception 
// interfaceEntrée = interface reliant la station émettrice de la demande au LAN 
Début 
Fin 
lnterfaceDR = nul! 
li traiter toutes les interfaces du LAN 
Pour tout I tel que 1 = interface connectée au LAN 
Fin Pour tout 
Il Si l 'interface mène à une station autre que fa station émellrice 
Il et que fa demande est une fin de réception 
fil 1.ElementActif instance de Station 
.fü I Not= interfaceEntrée 
Et typeDemande = Fin de réception 
Fin Si 
li le jha est-if toujours nécessaire pour cette station ? 
fil 1.ElementActiftluxRecu(tlux) = True 
Il La demande ne doit pas être traitée 
FTN TRAITEMENT 
fil 1.isDR = True 
lnterfàceDR = 1 
Il La demande (réception ou fin de réception) doit être traitée 
Il Si un Dr existe 
Si lnterfaceDR Not nul! 
//Transférer fa demande au DR 
lnterfaceDR. ElementActifIGMP (tlux, typeDemande) 
Lorsque la demande arrive au DR, celui-ci la prend en charge silencieusement. 
C'est à dire que : 
Pour une demande de réception : 
o Si le flux n'est pas encore réceptionné, la demande est traitée 
o Si le flux est déjà réceptionné, rien n'est fait . 
Pour une demande de fin de réception: 
o Si le flux n'est pas réceptionné, rien n'est fait 
o Si le flux est réceptionné, la demande est traitée. 
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6.5.La TIB 
Nous avons déjà vu que la base d'information des arbres (TIB) permet de 
centraliser toutes les informations nécessaires à un routeur PIM SM pour sa gestion du 
routage multicast. Chaque routeur possède sa propre TIB. Cette base est gérée par le 
protocole PIM SM sur base des différents messages qu' il réceptionne. Nous étudierons 
cela plus en détail dans le point suivant. Pour l' instant, étudions la structure de cette 
base. 
Dans le simulateur, cette table est initialement vide et construite au fur et à mesure 
des besoins. Bien que simplifiée par rapport aux besoins d'une implémentation réelle, 
Cette structure reste relativement compliquée. La voici 
Groupe Multicast 1 
Adresse 1P du Groupe 
Liste des interfaces de sortie du flux * G 
Référence interface (interfuce du routeur référencée par cette entrée) lfacel 
Join (* ,G) (un Join (*,G) est-il actif sur cette interfuce pour un routeur?) 
IGMP (* ,G) (une demande IGMP est-elle active?) 
Interface m-1 
Interface m 
Liste des sources spécifiques pour ce flux (S,G) 
Source 1 
Source du flux 
Register Done (un register stop est-il arrivé en provenance du RP ?) 
Liste des interfaces de sortie du flux (S,G) 
Source r-1 
Source r 
Groupe Multicast s-1 









Les informations sont classées par groupe multicast. Pour Chaque groupe actif sur 
le routeur, nous retrouvons (outre l'adresse du groupe) une liste des interfaces sur 
lesquelles un Join(* ,G) reçu d' un routeur en aval est actif (C'est à dire qu' il n'a pas été 
contré par un Prune) Et/ Ou une demande IGMP en provenance d'un LAN pour lequel 
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ce routeur œuvre en temps que DR. Nous retrouvons également une liste des flux (S,G) 
spécifiques à une source. 
Dans cette liste, outre la référence de la source, nous retrouvons un booléen 
permettant au DR de notifier que le flux en provenance d'une source située sur un de ses 
LAN n'est plus en mode Register. Nous retrouvons également une liste des interfaces 
contenant les informations Join et IGMP spécifiques à ce flux (S,G) ams1 qu'un 
indicateur signalant qu'un message PruneRPT est actif sur cette interface. 
L' implémentation de cette structure est réalisée via l'utilisation de cinq classes 
spécialisées. 
1) La classe TIB responsable de l' initialisation de la table et contenant 
une liste d ' instances GrpTIB. 
2) La classe GrpTIB responsable de la gestion des informations d 'un 
groupe et contenant une liste d ' instances GrplntTIB et une liste 
d'instances SrcGrpTIB 
3) La classe GrplntTIB responsable de la gestion des informations 
spécifiques à une interface pour un flux(* ,G) auquel elle appartient 
4) La classe SrcGrpTIB responsable de la gestion des informations 
spécifiques à une source pour le groupe auquel elle appartient et 
contenant une liste d'instances SrcGrplntTIB. 
5) La classe SrcGrplntTIB responsable de la gestion des informations 
spécifiques à une interface pour un flux (S,G) auquel elle appartient 
Ces différentes classes ne sont en réalité que des conteneurs d'informations. Il 
appartient aux méthodes de la classe PimSM de s'occuper de la gestion de ces 
informations (Ajout, Modification et Suppression). 
6.6. L'obiet de PimSM 
Après avoir abordé les principales fonctionnalités permettant le fonctionnement 
du réseau sur lequel le protocole PIM SM doit être simulé, il est temps de s' intéresser à 
celui-ci. La majorité des documents disponibles traitant de PIM SM nous décrivent les 
différents types de messages du protocole, ainsi que les réactions des routeurs à l'arrivée 
de ces messages. Ils nous fournissent l'état d'un routeur avant l'arrivée d ' un message, 
les différents messages que le routeur doit émettre lors du traitement de celui-ci et l' état 
du routeur après le traitement du message. Pour le simulateur, il nous reste à 
implémenter ces actions dans la classe PimSM. 
Pour ce faire , nous commencerons par analyser la marche à suivre à la réception 
des différents messages Join et Prune en provenance d'un autre routeur. Bien 
qu' implémentée dans la classe PimSM (méthode « IGMP »), la gestion d'une demande 
IGMP étant similaire à la gestion des Join et Prune (l'unique différence étant qu' elle 
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travaille sur les indicateurs IGMP (* ,G) et IGMP (S,G) de la TIB), elle ne sera pas 
détaillée ici. 
A la réception de l'un de ces messages, il est généralement nécessaire d'émettre 
un message similaire en amont de l'arbre. Dans le simulateur, le traitement de ce besoin 
est centralisé dans une méthode unique (méthode « sendJoinPrune »)que nous 
détaillerons. 
Il nous restera à analyser les différentes méthodes permettant la gestion de la 
réception d'un message multicast, l'analyse de la TIB afin de créer la liste des 
interfaces par ou ce message doit-être retransmis et la retransmission du message par 
ces interfaces. Dans le cas ou le routeur est DR, nous devons également gérer l'émission 
et la réception de messages Register et RegisterStop. 
6.6.1. La réception d'un message Join 
Les messages Join sont de deux types: 
les messages Join(* ,G) 
les messages Join (S,G) 
A l'arrivée d'un de ces messages dans le routeur, celui-ci examine son type et le 
dispatche à l'une des deux méthodes spécialisées (méthodes« JoinG » et« JoinSG ») de 
son instance de PimSM. 
Méthode JoinG ( interfaceEntrée, messageJoinG) 
Fin 
Il interfaceEntrée = interface d'entrée du message 
Il messageJoinG = message Join (*,G) traité 
NeedJoin = False 
fil TIB.Grp(G).ListelnterfacesDeSortie = null 
Fin Si 
Il Créer l 'entrée dans la TIB 
TJB.Grp(G).ListelnterfacesSortie = Liste Vide 
Il Un Join sera nécessaire 
NeedJoin = True 
Il Notifié l 'arrivée du Join (",G) via celle interface dans la TJB 
Tl B.Grp(G).ListelnterfucesSortie. interface(interfaceEntrée).Join = True 
fil NeedJoin = True 
Fin Si 
Il TraiJement de l 'émission des Joins en amont 
sendJoinPrune ( flux{*,G), "Join") 
Méthode JoinSG ( interfaceEntrée, messageJoinSG) 
Il interfaceEntrée = interface d 'entrée du message 
Il messageJoinG = message Join (S,G) traité 
NeedJoin = False 
fil TJB.Grp(G).source(S).ListelnterfacesSortie = null 
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TTB.Grp(G).source(S).ListelnterfacesDeSortie = Liste Vide 
Il Un Join sera nécessaire 
NeedJoin = True 
Il Notifié l 'arrivée du Join r-,G) via celte inte,face dans fa TIB 
T l B.Grp(G).source(S).Listel nterfacesSortie. interface(interfaceEntrée ).Join = True 
fil NeedJoin = True 
Fin Si 
Il Traitement de l 'émission des Joins en amont 
sendJoinPrune ( tlux(*,G), "Join") 
6.6.2. La simulation du timer « Join-Prune Override lnterval » 
A la réception d'un message Prune, un routeur PIM SM ne le prend pas 
immédiatement en compte. Le routeur démarre un tirner « Join-Prune Override 
Interval » et ne prend en compte le Prune qu'à l'expiration de celui-ci. Ceci dans le but 
de laisser à un hypothétique routeur connecté sur le même LAN et nécessitant toujours 
la réception de ce flux de pouvoir contrer ce Prune en émettant un nouveau Join pour le 
même flux. 
Le choix de ne pas implémenter dans le simulateur la gestion des timers nous 
oblige à simuler celui-ci. Pour ce faire, à l'arrivée d'un message Prune, nous utilisons la 
méthode « isPruneOK » de la classe PirnSM. Celle-ci utilisera la méthode 
« verificationPruneOK » de la classe LAN pour vérifier que les autres routeurs 
connectés à ce LAN n'ont plus besoin du flux traité et ce, par l' intermédiaire de leur 
méthode «PimSM.isFluxNécessaire ». Si la prise en compte du message Prune peut-être 
réalisée, cette méthode retourne True sinon False. 
Méthode PimSM.isPruneOK ( S, G, RPT, interfaceEntrée) 
Il S = Source du flux concerné par le prune ( = null pour un flux (* ,G)) 
Il G = Groupe du flux concerné par le prune 
// RPT = booléen utilisé dans le cas d' un flux(S,G) signalant un prune (S, G, Rpt) 
// interfaceEntrée = interface d'entrée du message Prune 
Fin 
Il Si l 'interface est connectée à un LAN 
fil interfaceEntrée.Connexion instance de LAN 
Il Passer la vérification au Lan 
Retum interfaceEntrée.Connexion.vérificationPruneOK(S, G, RPT, interfaceEntrée) 
Fin Si 
Il Sur une liaison PàP. le prune peut toujours être pris en compte directement 
Retum True 
Méthode Lan .vérificationPruneOK ( S, G, RPT, interfaceEntrée) 
Début 
Il Pour toute interface du LAN menant à un routeur 
Il autre que le routeur effectuant fa demande 
Pour tout I interface du LAN 
Tel que 1.ElementActifinstance de Routeur!;! 1 Not = interfaceEntrée 
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Fin 
Il Vérifier que le flux n'est plus nécessaire sur ce routeur 
fil 1.ElementActif PimSM.isFluxNécessaire(S, G, RPT, 1) = True 
Fin Si 
Il Si le flux est encore nécessaire, le Prune ne peut-être pris en compte. 
Retum False 
Fin Pour tout 
Retum True 
Méthode PimSM.isFluxNécessaire ( S, G, RPT, Interface) 
Il S, G et RPT = idem ci-dessus 
Fin 
Il Interface = interface d 'entrée du flux traité 
filS=Null //Prune r-,G) 
Il Si l 'interface d 'entrée mène au RP du groupe 
Il et que la liste des interfaces de sortie pour ceflux(*,G) n 'es/pas vide 
fil unicast.getRoute ( RP(G)) = lnterfuce 
fil TIB.Grp(G}.ListelnterfacesSortie Not= Liste Vide 
Fin Si 
Il Le flux est toujours nécessaire (pour une demande Join ou IGMP) 
Retum True 
Sinon Si RPT = False Il Prune (S,G) 
Il Si l 'interface d 'entrée mène à la source 
Il el que la liste des interfaces de sortie pour ceflux(S,G) est vide 
Il ou que les entrées ne concernent que des PruneRPT 
fil unicast.getRoute ( S ) = lnterfuce 
fil ( li existe 1 
tel que I appartient à TfB.Grp(G).Source(S).ListelnterfacesSortie, 
fil (1.JoinSG = True ou I.JgmpSG =True) ) 
Fin Si 
Il le flux est toujours nécessaire(pour une demande Join ou lGMP) 
Retum True 
Sinon Il Prune (S,G,RPT) 
Fin Sinon 
Il Si l 'interface d 'entrée mène au RP du groupe 
Il Et que toutes les interfaces ayant reçu un Join<-,G) ou un IGMP<-,G) 
Il aillent également reçu un prune (S,G,Rpt) 
fil unicast.getRoute ( RP(G)) = Interface 
fil ( Pour Tout I dans TIB.Grp(G).ListelnterfucesSortie, 
Fin Si 
( 1 dans TIB.Grp(G).Source(S).ListelnterfacesSortie 
.fil 1.PruneRptSG =True)) 
Il le flux est toujours nécessaire (pour une demande Join ou lGMP) 
Retum True 
Retum False 
6.6.3. La réception d'un message Prune 
Les messages Prune sont de deux types : 
les messages Prune (* ,G) 
les messages Prune (S,G) 
les messages Prune (S,G,Rpt) 
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A l'arrivée d'un de ces messages dans le routeur, celui-ci examine son type et le 
dispatche à l'une des deux méthodes spécialisées (méthodes « PruneG », « PruneSG » et 
« PruneSGRpt ») de son instance de PimSM. 
Méthode PruneG ( interfaceEntrée, messagePruneG) 
Fin 
Il inte,faceEntrée = interface d'entrée du message 
Il messagePruneG = message Prune (*, G) traité 
NeedPrune = Fa Ise 
Il Si cette demande prune (",G) peut-être effectuée 
Si isPruneük (null, G, False, interfaceEntrée) 
Il Si l 'interface d 'entrée est référencée dans le groupe G de la TIB 
S' il existe I dans TLB.Grp(G).ListelnterfacesSortie 
Tel que 1 = interfaceEntrée 
Il Désactiver le JoinG de cette entrée 




!.Join = False 
TIB.Grp(G).ListelnterfacesSortie-= 1 
// Après la prise en compte du Prune, 
// s'il n' existe plus de Join Ou de IGMP pour ce flux 
fil TIB.Grp(G).ListelnterfacesSortie = null 
Il Un Prune sera nécessaire 
NeedPrune = True 
// Suppression des hypothétiques Prune(S,G,Rpt) 
Pour tout S dans TIB.Grp(G).ListeSource 
Pour tout I dans S.ListelaterfacesSortie 
Si l.lgmp = T rue ou !.Join = True 
l.PruneRpt = False 
Sinon 
S.ListelnterfacesSortie -= 1 
Fin Sinon 
Fin Pour tout 
Fin Pour tout 
Fin Si 
Fin Si 
Il Notifier l'arrivée du Join (",G) via celle interface dans la TfB 
TIB.Grp(G).ListelnterfacesSortie.interface(interfaceEntrée).Join = True 
fil NeedPrune = True 
Fin Si 
Il Traitement de l 'émission des Joins en amont 
sendJoinPrune ( flux(*,G), "Prune") 
Méthode PruneSG ( interfuceEntrée, messagePruneSG) 
Il interfaceEntrée = inte,face d 'entrée du message 
Il messagePruneSG = message Prune (S,G) traité 
NeedPrune = False 
Il Si cette demande prune (S,G) peut-être effectuée 
Si isPruneük (S, G, False, interfaceEntrée) 
Il Si l 'interface d 'entrée est r~férencée 
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Fin 
Fin Si 
Il dans la source S du groupe G de la TIB 
S'il existe I dans T IB.Grp(G).Souce(S).ListelntertàcesSortie 
Tel que 1 = intertàceEntrée 
Il Désactiver le JoinG de cetle entrée 
fil Ugmp = True ou l.pruneRpt = True 
I.Joia = False 
Sinon 
TIB.Grp(G). Souce(S).ListelntertàcesSortie -= 1 
Fin Sinon 
Fin Si 
Il s 'il n 'existe plus de Join Ou de JGMP pour cejha (S,G) 
Si pour tout I dans TLB.Grp(G).Souce(S).ListelntertàcesSortie, 
I .Join = False ~ i.igmp = Fa Ise 
Fin Si 
Il Un Prune sera nécessaire 
NeedPrune = True 
fil NeedPrune = True 
Fin Si 
Il Traitement de / 'émission des messages Prune en amont 
sendJoinPrune ( flux(S,G), "Prune") 
Méthode PruneSGRpt ( interfaceEntrée, messagePruneSGRpt) 
Il interfaceEntrée = interface d 'entrée du message 
Début 
Fin 
Il messagePruneSGRpt = message Prune (S,G, Rpt) traité 
Need.Prune = False 
Il Si cette demande prune (S,G, Rp1;) peut-être effectuée 
fil..isPruneOk (S, G, Tme, interfaceEntrée) 
Fin Si 
Il Notifier le prune (S, G, Rpl) dans la T!B 
TIB .Grp(G).Source(S).Interface(interfaceEntrée).pruneRpt = True 
Il Si toutes les intertàces ayant reçu un Join ont également reçu un PruneRpt 
Si pour tout I dans TIB.Grp(G).ListelntertàcesSortie, Tel quel.Join = True 
Il existe ls dans TIB.Grp(G).Source(S).ListelnterfacesSortie, 
Tel que 1 = ls fil ls.pruneRpt = True 
Fin Si 
Il Un Prune sera nécessaire 
NeedPrune = Tme 
fil NeedPrune = True 
Fin Si 
Il Traitement de l 'émission des messages Prune en amont 
senc!Joi11Pru11e ( flux(S,G), "PruneRpt") 
6.6.4. L'émission de messages Join/ Prune 
Les algorithmes précédents (de même pour IGMP qui n'a pas été détaillé) 
permettent de gérer la réception des messages Join et Prune. Ils modifient la TIB en 
fonction du contenu de ces messages et, en cas de besoin, font appel à la méthode 
« sendJoinPrune ». Cette méthode est spécialisée pour la gestion de l'émission de ces 
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messages. Généralement, il est nécessaire d'émettre plusieurs messages différents en 
réaction à une demande. Ce qui rend cette méthode relativement complexe. 
Méthode sendJoinPrune ( flux (S,G), type) 
Début 
Il flux (S, G) = flux concerné par la demande (si S = nul/ => flux (*, G)) 
Il type = Type de demande (''Join': "Prune" ou "PruneRpt'ï 
NeedPrune = False 
//Recherche de la destination du message à expédier 
destination = Nul! 
fil S = Nul! ou type = "PruneRpt" I/Join(*,G), Prune(*,G) ou Prune(S,G,Rpt) 
Sinon 
Fin Sinon 
Il Ce routeur n 'est pas la destination finale 
fil RP(G) Not = This.routeur 
destinatfon = RP(G) // = RP du groupe 
Fin Si 
Il Ce routeur n 'est pas directement connecté à la destination finale 
Si This.routeur.getlnterfàceConnectedTo ( S.LAN) = Nul! 
destination = S.LAN // = le UN conneclé à la source 
Fin Si 
fil destination Not Nul! // La destination n 'est pas encore alleinle 
lnterfàceSortie = unicast.getRoute (destination) 
Si type = "Join" m: S Not Nul! Il Join(S,G) 
Il Emission d 'un Join (S,G) en direclion de la source 
Send New JoinSG (S, G) Via lnterfaeeSortie 
Il Si besoin, émission d 'un Prune (S, G, RP7) 
fil TIB.Grp(G).ListelnterfaeesSortie Not Nul! 
sendJoinPrune ( flu x(S,G), "PruneRpt") 
Fin Si 
Sinon Si type = "Join" m: S = Null Il Join(*,G) 
Il Emission d 'un Join (S,G) en direction du RP 
Send New Join (*, G) Via lnterfaceSortie 
Il Si besoin, émission de Prune (S, G, RPT) 
Il pour chaque source déjà réceptionnée via le SP-tree 
Pour tout Src dans TIB.Grp(G).ListeSouree 
S'il Ex iste I dans Src.ListelnterfàeesSortie 
Tel Que !.Join = True ou l.lgmp = True 
sendJoinPrune ( flux(Src,G), "PruneRpt") 
Fin S' il Ex iste 
Fin Pour tout 
Sinon Si type = "Prune" m: S Not Null Il Prune(S,G) 
Il Emission d 'un Prune (S,G) en direction de la source 
Send New PruneSG (S, G) Via lnterfaceSort"ie 
Il Si besoin, suppression de Prune (S, G, RP1} précédemment émis 
Il (Siun Join (*,G) est actif un prune(S,G,Rpt) à été émis) 
fil TIB.Grp(G).ListelnterfacesSortie Not Nu l! 
Fin Si 
Il Emission d 'un Join (*,G) 
Il ( Celui-ci sera suivi des Prune (S, G, Rpt) nécessaires) 
sendJoinPrune ( flux(*,G), "Join") 
Sinon Si type = " Prune " m: S = NuJJ Il Prune (*,G) 
Page 73 
Réalisation d'un simulateur P IM SM 
Fin 
Il Emission d'un Prune ~ .G) en direction de la source 
Send New PruneSG (*, G) Via lnterfaceSortie 
Sinon Il Prune(S, G, Rpt) 
Fin Sinon 
Il Emission d 'un Prune (S,G,Rpt) en direction de la source 
Send New PruneSG Rpt (S, G) Via lnterfaceSortie 
6.6.5. La réception d'un message multicast en transit 
A ce stade, les routeurs Pim SM sont capables de gérer la diffusion à travers le 
domaine de la structure des arbres et de gérer les informations contenues dans leur TIB. 
Il ne leur reste plus qu'à être capable de recevoir un message multicast (méthode 
« transit ») et, en fonction du contenu de sa TIB, le réexpédier sur les interfaces 
nécessaires. Ces interfaces sont connues grâce à la méthode « getListelnterfaceSortie » 
que nous verrons au point 6.6.6. 
De plus, à la réception d'un message multicast, il est nécessaire de vérifier que ce 
routeur n'est pas le DR de la source du message et, dans l' affirmative, initier la gestion 
de ce besoin (voir point 6.6.7.). 
Méthode transit ( interfaceEntrée, messageMulticast) 
Début 
Fin 
Il interfaceEntrée = interface d'entrée du message 
Il messageMulticast = message mu/ticasl traité 
//Obtention de la liste des interfaces de sortie pour ce flux 
lstlnterf= getListel ntertàceSortie (messageMulticast.Source, 
messageMulticast.Groupe, 
intertàceEntrée ) 
Il réexpédier le message 
Pour tout I dans _Lstl nterf 
Tel que I Not= interfaceEntrée 
Send messageMulticast Via I 
Fin pour tout 
Il Si ce routeur est le DR de la source et que ce flux (S,G) n 'est pas encore enregistré 
fil DR( messageMulticast.Source) = This.routeur 
Et TIB.Groupe(G).Source(S).registerDone Not = True 
Il initié la gestion du mode regisler 
sendRegister (messageMulticast) 
Fin Si 
6.6.6. Création de la liste des interfaces de sortie 
La méthode transit vue ci-dessus fait appel à la méthode 
« getListelnterfaceSortie » et ce, afin de créer la liste des interfaces par lesquelles un 
message arrivé via l'interface« interfaceEntrée » doit-être dispatché. Il est à remarqué 
que cette liste d'interface peut contenir l' interface d'entrée du message. 
Méthode getListelnterfaceSortie (source, groupe, interfaceEntrée) 
Il source = source du flux 
Il groupe = groupe du flux 
Il interfaceEntrée = interface d'entrée du message 
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Fin 
Il Initialiser la liste des interfaces 
lstlnterface = Null 
Il Si la TIB contient des iliformations pour le groupe demandé 
fil TIB.Groupc(G) Not Nu l! 
Il Si l 'interface d 'en/rée mène à la source 
fil unicast.getRoute (source) = interfaceEntrée 
lstrnterface = OIListSG (source, groupe) 
Il Sinon, si elle mène au RP du groupe 
Sinon Si unicast.getRoute ( RP(groupe)) = interfaceEntrée 
Fin Sinon 
Fin Si 
Retour lstl nterface 
lstlnterface = OIListG (source, groupe) 
Cette méthode vérifie en premier si l'interface d'entrée mène à la source et, dans 
l'affirmative, obtient la liste des interfaces à partir de la méthode « OIListSG ». Celle-ci 
cumule les interfaces par lesquelles le SP-Tree et le RP-Tree doit-être propagé. Par 
contre, si l' interface ne mène pas à la source mais au RP du groupe, créé la liste des 
interfaces uniquement pour le RP-Tree à l'aide de la méthode« OIListG ». 
Méthode OJListSG (source, groupe) 
Début 
Fin 
Il Commencer par récupérer les interfaces pour le RP-Tree 
lstlnterface = OIListG (source, groupe) 
Pour tout I dans TlB.Grp(groupe).Souce(source).ListelnterfàcesSortie 
Tel que I.Join = True Q!! l.lgrnp = True 
Si I Not ln lstlnterface 
lstlnterface + = J 
Fù1 si 
Fin Pour tout 
Retour lstlnterface 
Méthode OfListG (source, groupe) 
Début 
Lstlnterface = Nul! 
Pour tout I dans TJB.Grp(groupe).Listel nterfacesSortie 
Il Si le routeur est DR du LAN connecté à cette interface 
Il et qu ' un Query IGMP (*,G) y est actif 
fil l.lgrnp = True 
lstlnterface + = I 
Il sinon, si un Join (*,G) est arrivé via cette interface 
// et qu 'aucun Prune (S,G,Rpt) n'est arrivé par cette même interfàce 
Sinon Si I.Join = True 
Et S' il existe ls dans TIB.Grp(groupe).Source(source)ListeJnterfacesSortie 
Tel que ls.pruneRpt = False 
lstlnterface + = 1 
Page 75 
Réalisation d'un simulateur P IM SM 
Fin si 
Fin Pour tout 
Retour lstlnterface 
Fin 
6.6.7. La gestion des messages Register et RegisterStop 
A la fin de la méthode transit, celle-ci vérifie si le routeur est le DR du LAN sur 
lequel la source du message est connectée. Si c'est le cas, elle vérifie l'état du mode 
Register du flux (S,G) et si besoin, initie l'expédition d'un message Register vers le RP 
via l' intermédiaire de la méthode « sendRegister ». 
Méthode sendRegister (messageMulticast) 
Début 
Fin 
// Obtention du groupe multicast destination du message 
grp = messageMulticast.Groupe 
Il Obtention de la source du message 
src = messageMulticast.Source 
Il Sil 'enregistrement n 'est pas encore terminé 
fil T IB.Groupe(grp).Source(src).RegisterDone Not True 
Fin Si 
Il Si ce routeur est le RP, pas besoin de Register 
fil this.routeur = RP(Grp) 
TIB.Groupe(grp).Source(src).RegisterDone = True 
Sinon 
Fin Sinon 
Il émettre un message Register de ce routeur vers le RP 
// le message Register encapsule le message multicast source 
msgRegister =New Register(this.routeur, RP(Grp), messageMulticast) 
send msgRegister via unicast.getRoute( Rp(grp)) 
Le message Register est transféré de la sorte de routeur en routeur. Lorsque l'un 
de ceux-ci le réceptionne, il est transmis à la méthode « Registerln » de PimSm. Son 
rôle est d'analyser le message, de le traiter si le routeur est le RP du groupe ou de le 
transférer au routeur suivant en direction du RP. 
Méthode registerln (msgRegister) 
Début 
Il Obtention du groupe multicast destination du message 
grp = msgRegister.Groupe 
Il Obtention de la source du message 
src = msgRegister.Source 
Il Si le message est à destination 
fil RP(grp) = this.routeur 
Il récupérer le message multicast initial 
messageMulticast = msgRegister.Msgmulticast 
//Obtention de la liste des interfaces de sortie pour ce flux 
lstl nterf = getL istelnterfaceSortie (messageMu lticast.Source, 
Il réexpédier le message 
Pour tout I dans _Lstl nterf 
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Fin Sinon 
Fin 
Send messageMulticast Via I 
Fin pour tout 
// expédier un message Register Stop en direction du DR 
send New rnsgRegisterStop (src, grp) Via unicast.getRoute( src) 
// émettre un message Register de ce routeur vers le RP 
send rnsgRegister via unicast.getRoute( Rp{grp)) 
Lors du traitement du message, si la liste des interfaces de sortie n'est pas vide, le 
RP commence par expédier en multicast le message multicast contenu dans le Register. 
A la suite de cela il émet un Register Stop en direction du DR à l'origine du Register. 
Ce message est transféré de la sorte de routeur en routeur et, à la réception de celui-ci, 
traité par la méthode « registerStopln » de PimSm. 
Méthode registerStopln (msgRegisterStop) 
Début 
Fin 
Il Si le message est à destination 
fil RP(grp) = this.routeur 
Sinon 
Fin Sinon 
Il Terminer la phase d 'enregistrement dujha 
grp = rnsgRegisterStop.Groupc 
src = rnsgRegisterStop.SourceFlux 
TIB.Groupe(grp).Source(src).RegisterDone = True 
// émettre un message Register de ce routeur vers le RP 
send msgRegister via unicast.getRoute( Rp(grp)) 
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Dans ce travail, nous avons commencé par situer la problématique des 
communications multicast dans le monde de l' informatique. Après avoir expliqué 
l' apparition de ce besoin sur Internet lié à son expansion, nous avons comparé les 
différents modes d'émissions d' information disponibles sur ce média. 
Internet est régit par de nombreux protocoles et règles de communication. Sur cet 
ensemble, vient se greffer le protocole de gestion du trafic multicast sur le backbone. 
Celui-ci doit donc pouvoir interagir avec un sous-ensemble de protocole existant qu' il 
est important de connaitre. A la fin de la première partie du deuxième chapitre, le 
lecteur est suffisamment familiarisé avec ces règles de bases. 
Dans la suite de ce deuxième chapitre, nous avons réalisé une approche théorique 
des différentes méthodes permettant de diffuser les flux multicast sur le backbone. 
Chaque technique ayant ses avantages et ses inconvénients, la mise en évidence de 
ceux-ci à permis de mieux cerner les besoins propres à la réalisation de cette tâche sur 
un réseau aussi vaste qu'Internet. Cette étude théorique à été complétée par une rapide 
présentation de deux implémentations fonctionnelles (DVMRP et PIM DM). Celles-ci 
restant plus adaptées à un domaine tel que !' Intranet d'une société ou d'une université. 
Cette présentation nous a permis de passer à l'étude approfondie du protocole 
PIM SM, au cours de laquelle nous avons réalisé : 
l' étude des spécificités (adaptée aux besoins d'Internet) de ce protocole 
La présentation des différents éléments constitutifs d'un domaine PIM SM et 
de leurs rôles. 
L'étude des différentes phases du fonctionnement du protocole. 
Cette étude nous à permis de nous attaquer à la réalisation de l'objectif principal 
de ce travail. C'est à dire la réalisation d'un simulateur PIM SM. Le quatrième chapitre 
nous à permis de définir le type de simulateur envisagé et de réaliser une rapide 
spécification des besoins des futurs utilisateurs de celui-ci. 
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Sur base des objectifs fixés, dans le cinquième chapitre, nous avons réalisé 
l'analyse des objets permettant la simulation d'un domaine multicast, de leurs rôles 
respectifs et des interactions existantes entre ceux-ci. Nous nous sommes ensuite 
attaqué à la conception de l' interface. Le domaine et l' interface étant indépendants l'un 
de l' autre, nous avons complété l'ensemble d'objets chargés de réaliser la connexion 
entre le domaine simulé et l' interface utilisateur. C'est à dire transférer aux objets du 
domaine les demandes de l'utilisateur et retourner à l' interface les modifications d'état 
des objets du domaine et des différents évènements se déroulant sur celui-ci. 
Dans le sixième chapitre, nous nous sommes penchés sur l' implémentation du 
domaine. Etant donné qu' il s' agit d'une simulation et non d'une implémentation réelle 
des différents protocoles nécessaires, un bon nombre de choix ont du être réalisés et ce, 
afin de permettre une implémentation réaliste (vis à vis de l'utilisateur), réalisable (par 
un développeur en un temps relativement court) et fonctionnel. Une implémentation 
suffisamment fonctionnelle ayant été réalisée, nous pouvons en conclure que ces 
objectifs ont étés atteint. Il serait cependant très intéressant de poursuivre le 
développement du simulateur afin d'arriver à une version finale stable et complète. 
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8.2. Les différents timers de PIM SM 
Dénomination Valeur uar Descriution 
défaut 
Bootstrap Period 60 secondes Période entre deux émissions d' un message "Bootstrap" 
par le BSR du domaine. 
Bootstrap Timeout 2 * Bootstrap Période après laquelle l' éléction d' un BSR est débutée si 
Period + 10 aucun message "Bootstrap" n'est réceptionné par les 
secondes CBSR en provenance du BSR actuel. 
Hello Period 30 secondes Période séparant l'émission de deux messages "HELLO" 
sur chaque interface active d'un routeur. 
Hello Holdtime 3.5 * Hello Période pendant laquelle un message "Hello" reste 
Period valable après sa réception. (sa valeur est en réalité 
définie dans le message "Hello" et non dans le routeur 
qui réceptionne celui-ci) 
Join-Prune Holdtime Définie dans Période pendant laquelle un message "Join-Prune" reste 
le message valable après sa réception (elle est définie dans chaque 
"Join-Prune" message "Join-Prune") 
Join-Prune Override 5 secondes Courte période pendant laquelle un routeur à l'occasion 
Interval de contrer un message "Prune" émis sur un LAN 
Join-Prune Periodic 60 secondes Période séparant l' émission de deux messages "Join-
Prune" 
Assert Time 180 secondes Période pendant laquelle un message "Assert" reste 
valable. 
Assert Override 5 secondes Petite période précédant l' expiration d'un timer "Assert 
Interval Time" durant laquelle un routeur responsable de 
l'émission d' un flux sur un LAN retransmet un message 
"Assert" pour ce flux. 
Keepalive Period 2 1 0 secondes Période pendant laquelle un flux reste actif après la 
réception d' un paquet appartenant à ce flux même en 
l'absence d' un "Join" pour ce groupe 
RP Keepalive Period 95 secondes Période pendant laquelle un RP continue à gérer un flux 
après l' émission d' un message "Register Stop" 
C-RP Timeout Définje dans Période pendant laquelle un message "Candidate-RP" 
le message reste valable 






Register Probe Time 
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"Candidate-RP" 
Valeur par Description 
défaut 
60 secondes Période pendant laquelle un DR arrête l'émission d'un 
flux via encapsulation dans un mesage "Register" suite à 
la réception d' un message "Register Stop" 
5 secondes Courte période précédant l' expiration d' un tirner 
"Register Suppression Tirne" pendant laquelle un DR à 
l'occasion d'émettre un message "Null-register" à 
destination du RP (ce message lui donnant la possibilité 
de réexpédier directement un nouveau message 
"Register Stop") 
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8.3. Le mode d'emploi du simulateur 
Mon intention lors de la rédaction de ces quelques lignes n'est pas de fournir un 
manuel complet et exhaustif. Mais, simplement de fournir les informations permettant 
l'exécution et l'utilisation de celui-ci. Aucunes explications du fonctionnement du 
protocole Pim SM ne seront fournies ici. 

1. Exécution de l'application 
Le fichier PimSM.jar renferme toutes les classes et autres éléments nécessaires à l'exécution 
du simulateur. Il suffit d'exécuter en ligne de commande la commande suivante ( attention à la 
caste) : java - jar PimSM.jar. Ce qui active l'interface graphique 
Remarque: Le simulateur nécessite une interface graphique (Win32 ou Xwindow). Il à été 
développé sous Java 1.3 . Il est donc nécessaire de posséder sur la station d'une version du 
JDK 1.3 (Attention : la variable d'environnement Path doit pointer sur la directory bin du jdk) 
Une version du JDK 1.3 est disponible à : http://www.sun.com/software/download 
" 'J JAVA r 
------~ 
·~~ ..... ~ ..... .d,QJ~ 
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2. Eléments disponibles 
Lors du lancement de l' application, le domaine simulé est directement actif 
Cependant, initialement, celui-ci ne comprend aucun élément. Il sera nécessaire de les ajouter, 
d' établir les connexions entre ceux-ci et de définir les propriétés de chacun d'entre eux. 
Les éléments disponibles sont de deux types : 
1 Les éléments actifs: Ceux-ci participent de manière dynamique aux flux 
d' information. Ils émettent, gèrent et reçoivent les différents flux. 
a. Les stations : Ils agissent en temps qu'émetteur de trafic et/ou de receveur. 
Dans ce simulateur, elles ne peuvent pas contenir plus d'une interface. 
b. Les routeurs : Leur tâche principale est la gestion du trafic multicast et, par 
définition, ne sont pas limités à une seule interface. 
2 Les connexions : Elles permettent de relier deux éléments actifs entre eux. De plus, 
ces objets sont responsables de la gestion des adresses IP. Chaque connexion s'attribue 
automatiquement une adresse réseau. A chaque établissement d' une liaison avec un 
élément actif, la connexion attribue à l' interface de celui-ci une adresse IP unique. 
Elles sont de deux types : 
a. Liaison Point à Point : Elles permettent uniquement la connexion de deux 
routeurs. 
b. Lan: Ils permettent l'interconnexion d'un plus grand nombre d'éléments. Dans 
ce simulateur, les stations ne peuvent être reliées qu'à un Lan. 
Remarques: 
Deux éléments actifs ne peuvent pas être connectés directement et il en est 
de même pour les connexions. 
Dans cette version du simulateur, il n'est pas possible de définir 
manuellement les adresses IP. 
3. Ajout d'un élément 
Avant tout, il est nécessaire d' ajouter au domaine un certain nombre d' élément. 
Pour ce faire, il vous suffit d'utiliser le menu Simulateur. 
Ajouter une station 
Ajouter un routeur 
AJouter un 1 :1n m":J Ajouter une ligne PàP 
~ --A-ct-iv-a-tio- n- d'-un_ g_ro_u_p_e ____ --1 
Liste des groupes Actifs ... 
Liste des elements du domaine 
Simulateur PIM SM 
Description 
Evenements: 
- □ X 
L'élément est automatiquement ajouté en haut à gauche. Il est ensuite possible de placer celui-
ci à l'emplacement désiré à l' aide de la souris par simple drag de l' élément. 
4. Connexion de deux éléments 
Les éléments nouvellement ajoutés au domaine ne sont connectés à rien. Il est nécessaire de 
le faire manuellement. Pour ce, la manière la plus simple est d'utiliser la souris. La marche à 
suivre est la suivante : 
1 Sélectionner le premier élément. Ceci est fait par simple click sur l' élément choisi . 
Celui-ci est alors entouré d'un cadre plus foncé et sa configuration est affichée dans le 
cadre 'description' . 
Fichier Edition Simulateur Aide 
Description 
Rt.l [ CBSR• false / CRP • false] 
- Table de routaqe Unicast: llbr 
- TIB PiaSa 
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2 Cliquer ensuite avec le bouton de droite sur le deuxième élément. Celui-ci est alors 
sélectionné et, si la connexion est établie, elle est symbolisée par l' affichage de 
l' interface sur l' élément actif (voir description de celle-ci) 
~PIM SM . .-.... 
Fichier Edition Simulateur Alde 
Rl.1 
~ 
Interface : 1.1[Adrlp:10.10.2.2) 
St.1 
Description 
Lan.2 [ Ad~ IP=l0.10.2.xx / DR=Rt.l 
- Int.t!rfac~ à: [ St.l Rt.l ] 
◄ 
Evenements: 
5. Suppression d'une connexion 
La suppression d'une connexion n'est pas possible à l'aide de la souris. Pour ce faire, il est 
nécessaire de passer par la boîte la configuration de l'élément Actif (Station ou Routeur) pour 
supprimer l'interface. Pour activer cette boîte de dialogue, vous pouvez soit 
- sélectionner l'élément actif (Clic sur celui-ci) 
et utiliser le menu Edition/ Configuration de l'élément sélectionné. 
- directement double cliquer sur celui-ci. 
Pour les routeurs, la liste de toutes les connexions possibles est proposée. Il suffit de choisir 
dans cette liste la connexion désirée et, au choix, activer ou désactiver celle-ci. Remarque, le 
routage est automatiquement mis à jour sur tout le domaine. 
~PIM SM : ---::.:: 
Fichier Edition Simulateur Aide 
~--Rt._ 1 __ ~1 1 r CandidatBSR r CadidatRP 
Liste des Connexions : 
Lan 2 
Simulateur PIM SM 
P' Connexion établie 
via: 1.1 
6. Suppression d'un élément 
Pour la suppression d'un élément, il suffit de sélectionner l'élément à supprimer et utiliser le 
menu Edition / Suppression de l'élément sélectionné. 
..:.!QI~ 
Fichier Simulateur Aide 
ress1on de l'e lernent select1onne : 
Configuration de l'élément sélectionné 
Gestion des évènements traités 
Initialisation de la liste des évenements 
Rt.1 
1~ 
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► 
Evenements: 
7. Activation d'un groupe 
Au démarrage, aucun groupe multicast n' est activé sur le domaine. Pour permettre la 
simulation du protocole, il est nécessaire de commencer par activer au moins un groupe 
multicast. Pour ce faire, utilisez le menu Simulateur/ Activation d'un groupe. Le simulateur 
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Aide 
Ajouter une station 
Ajouter un routeur 
Ajouter un lan 
Ajouter une ligne PàP 
Ac!JvatIon d'un groupe i 
Liste des groupes Actifs .. . 
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► 
Evenements: 
I Le nouveau groupe multicast est activé à l'adresse 225.10.11 .0 
Vous avez la possibilité d' activer un nombre quelconque de groupe et d'obtenir leur 
configuration en utilisant le menu Simulateur / Liste des groupes actifs 
29 
groupe actif num. l 
- -> Adr IP: 225.10.11.0 
--> RP: Rt.l 
--> Couleur: null 
groupe actif num. 2 
--> Adr IP: 225.10.12.0 
--> RP: Rt.l 
--> Couleur: null 
8. Configuration d'un élément 
Outre la possibilité de modifier les interfaces des éléments actifs, vous pouvez 
- dans le cas d'un routeur: 
le configurer comme CBSR 
le configurer comme CRP 
Le simulateur se charge automatiquement de l'élection du BSR et de l' affectation des RP aux 
différents groupes actifs (CF : menu Simulateur / Liste des groupes actifs). Le BSR élu est le 
CBSR possédant la plus petite adresse IP et les groupes actifs sont répartis également entre les 
différents CRP. 
Remarque : Il n'est pas possible de sélectionner les DR. Cette tâche est automatiquement 
effectuée par le Lan. Celui-ci sélectionne le routeur possédant la plus petite adresse IP. Ce 
qui, dans cette version du simulateur, signifie le premier routeur relié à ce Lan (les adresses 
sont attribuées automatiquement de manière incrémentielle). 
- pour une station: 
Activer ou supprimer l'émission d'un flux en direction d'un groupe actif 
Activer ou supprimer la réception d'un flux(* ,G) ou (S,G) et ce, pour tous 
les groupes actifs et pour toutes les stations du domaine. 
~PIM SM : . ·.--:--::....., 
Fichier Edition Simulateur Aide 
Simulateur PIM SM 
St.1 1 1.1 Adr : 10.10.2.1 
~----- Connectée à : Lan.2 
Gestion des flux émis : 
Gestion des flux réceptionnés : 
lfluxr. 225.10.11 .0) 
.flux(St.1 , 225.10.11.0) 
flux(St.1, 225.1 0.12.0) 
.:.lQI~ 
suppression 
; v Réception du flux 
' 
Pour ce faire, sélectionner le flux à émettre ou à recevoir et, ensuite cocher ou décocher la 
CheckBox associée. 
Remarque: l' activation d'un flux émis se traduit par l'expédition d'un message 
9. La gestion des évènements 
Les modifications demandées sont automatiquement réalisées sur le domaine. Les évènements 
traités sont automatiquement listés et leur influence sur les éléments du domaine sont visible 
sur la description de ceux-ci. De plus, en cliquant sur la représentation graphique du domaine 
(Pas sur un élément), la description de tout le domaine est affichée dans la description. Il est 
possible d'obtenir cette même description dans une fenêtre indépendante via le menu 
Simulateur / Liste des éléments du domaine. Ceci permettant de comparer les modifications 
apportées aux éléments du domaine suite à une quelconque action. 




do•aine aulticast [ BSR :Rt.l] 
1) Elsents Actifs : 
St. l [Interface : I. l[ Adrip : 10 . 10. 2.1] /Connexion: Lan. 2] 
- Flux l'lul tica:st Ellis : 
225 . 10.12.0 
- Flux l'lul ticast Réceptionné : 
flux(•, 225.10. 12.0) 
Rt.l [ CBSR•tr:ue / CRP•true 
- Interface ( s) : 
I . l[ Adrlp : 10. 10. 2. 2 J Connecue à Lan.2 
1 
- Table de routage Unicast : Jlbr de d'entrée • 1 
0) Lan.2 via I . l 
! - TIB PiaSa 
0) flux(~, 225.10.12.0) 
-> I.l [ Join•false / Ig11p•tr:ue] 
0.0) flux( St.l, 225.10.12.0) [ RegOone•true) 
2) Connexions: 
• Lan. 2 [ Adr I P•l0 . 10. 2. KX / DR•Rt.l] 
- Interfacé à: [ St. l Rt. l ] 
Evenements: 
.=JQ129 
l •> Rt.l: Réception d'un ~essage l'lu.J.ticast é.Jais par St.l vers 225 . 10.12.0 Via I.l 
2 •> IGl!IP Qwery sur Rt.l en provenance de Lan.2 pour le flux(~, 225.10.12.0) 
Simulateur Plll1 SM 
Les zones de texte sont directement éditables. Ils est donc possible de les modifier, d'ajouter 
des commentaires et de copier le contenu ( ou une partie) dans le presse papier. 
Pour simplifier la lecture des événements, il est toujours possible de réinitialiser la liste en 
utilisant le menu Edition/ Initialisation de la liste des évènements. 
1 O. Gestion de fichier 
A tout moment, il est possible 
de sauvegarder le domaine sous son nom courant ou sur un nouveau nom 
d' initialiser un nouveau domaine 
de recharger un domaine précédemment sauvegarder. 
Ceci est réalisé à l'aide des différentes options du menu fichier. 
Si les modifications apportées au domaine n'ont pas été sauvegardées lorsque vous désirez 
initialiser un nouveau domaine, charger un domaine sauvegardé ou quitter le simulateur, 
celui-ci vous préviendra. 
Remarque : On parle ici de modification du domaine et non de la position de la représentation 
graphique d'un élément sur l' interface graphique. Si vous ne faites que déplacer un élément, 
aucun avertissement ne sera pris en compte et ce, même si l'emplacement des éléments est 
enregistré lors d'une sauvegarde. 
Remarques Générales 
Cette version du simulateur bien que fonctionnelle, n'est pas optimisée du point de vue 
interface utilisateur. Il s' agit ici d'une version béta 
La barre de tâche bien que présente, n' est pas implémentée. 
La suppression d'un groupe actif n'est pas impléméntée. 
Le choix par l'utilisateur des évènements pris en compte n'est pas implémenté. 
Il n'est pas possible de demander une gestion des évènements en mode pas à pas 
Il n'est pas possible de sauvegarder dans des fichiers log le contenu des fenêtres texte. 
Les fenêtres d'ouverture et sauvegarde de fichier ne prennent pas automatiquement en 
compte un type de fichier particulier « *.pim » et ne s'ouvrent pas automatiquement 
dans la directory du simulateur. 
L'aide n'est pas implémentée 
Les menus contextuels ne sont pas implémentés 

8.4. Le code du simulateur 
8.4.1. Interface utilisateur 
(Package simulateurpimsm) 
Réalisation d'un simulateur P IM SM 

JBuilder - Fileoame = E:/prlve/cours/mémolre/code/SimulateurPlmSM/src/simulaleurpimsm/SimPimSM.java 
Printed on 28 mai 2001 at 15:34 by Dupuis 
Ti.tle: Simulateur PIM SM 
Description : S1.mulateuc du protocol PIM SM (Protocol Independant Mult1.cast sparse Mode} 
Copyright: Copyright (C) 2000 
Company: 
@author 0upu1.s Ecic 
@version 1. 0 
p»ckage s1mulateurp.1msm; 
import javax . sw.1ng.UIManager; 
Import Java. awt. • ; 
S1.mP1mSM 
Lancement. de l ' application 
(Création et afC1.chage de la frame principale) 
JlUblic chm SimPimSM 
1 
boolu.n packframe "" falw 
1·• 
• Construction de 1 ' application 
· / 
public S1.mPimSM( 1 
1 
Framel frame • new Frame! (); 
//Validate frames that have preset si.zes 
//Pack fcames tha t have useful preferred size info, e . g. from their layout 
If (packFrame) 
frame . pack (); 
frame . val idate l l; 
//Center the w1.ndow 
Dimension screens1.ze., Toolkit.getDefault.Toolk1.t(J .getScreenS1.ze(I; 
Dimension fcameSize "' !rame.getSize(); 
if (framesize.height > screenS1ze.he1ght) 
frameSize. height ~ screenSize. height; 
If (frameS1.ze.w1.dth > screenSize. widthl 
frameS1.ze.width = sc.reenSize.w1.dth; 
frame.setLocation((screenSize . width - fcameSize.width) / 2, (screens1.ze.height - frameS1ze.he1.9hl) / 2); 
frame.setV1.s1.ble (lrue ) ; 
• Méthode principale 
• 1 
publK' 1l•Uc \Old main!String(J args) 
1 
"' 1 
UIManager setLook.And F'eel (UIManager .getSystemLookAndfeelClassName ( 1); 
catch (Exception e) 
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e. pont.St.ackTrace t 1; 
nt M' SimPunSH t) ; 
JBuilder- Filename = E:/prive/cours/mémoire/code/SimulateurPimSM/src/simulateurpioum/Framel.java 
Printed on 28 mai 2001 al 15:37 by Dupuis 
/ " 
Title: Simulateur PI H SM 
Desccl ption: Simulateur du protocol P IH SM (P r otoc ol Indepe ndant Multicast Spar se Mode) 







impor1 j ava.awt. •; 
impor1 java. awt, event. • ; 
impor1 javax.swing. • ; 
impor1 javax . s wing. border. • ; 
import com. borland.jbcl.layout. • ; 
import java. io . •; 
import java . util. Vector; 
im1,on si mulateurp imsm.do maine . 
import javax.swlng.event. • ; 
Frame ! 
fen ê tre principale 
(Gestion de tout.es les sous-frames et du me nu 
• ini t i al isa tation et gestion des in teractions avec le domaine ) 
• / 
pu blic dHs frame! tJ. l t.nds J Frame 
1 
// Domaine Hulti cast 
Domaine domaine '"' null 
// Représentation graphique des objets du domaine 
Vector domaineGph • nn.· Vecto r {); 
// objet du d omaine sé lectionné 
,cr.tic ObjGraphique objSelec tionne • null 
// Instance de ' ObjGraphique' permettant l'ini tia li sa ti on du systeme 
ObjGraphique objGraphiqueConfig ., null ; 
// Insta n ce de ' ObjlnterfaceGraphique' permettant l'initiali sation du système 
Obj lntecfac eG raph1.qu e obj I ntedaceGraphiqueConfig • 11ull ; 
// Instance de ' Gestion Evenements ' permettant 1 ' i n itial 1.sation du système 
GestionEvenements gestionEvenement • null 
// Etat d e l ' interface 
book.an simulat i onAc tive • fal w ; 
// Elements utilisés pour l'interfac e 
String frameTit le • new Str.i ng ( " PIM SM : "); 
Str:ing nomF'ich ier • null ; 
boolc11n dirty "' fia i.se ; // le d omaine a c tif a-t - il été modifié depuis l ' ouvertuce du fichier '? 
Stri ng enteteFichier • nr M String ("Si mulateur PlM SM vesrsion 1 . 00 (Dupuis Ede ! "l ; 
// Elements de l •interface: 
JPanel contentPane; 
JMenuBar j MenuBa rJ • ncw JMenuBar(); 
JMenu jMenuFile "' ncM· JMenuil; 
.JMenuitem j HenuFileExit • Mw J Menuitem() ; 
JHenu j MenuHelp = nc-M' J'Henu ( 1 ; 
JMenuI tem j HenuHelpAbout • ncw JMe nul tem(); 
JToolBar jToolBar • new JToolBar(J; 
Jmage l c on image l; 
lmagel con image2 ; 
Imagel con unage3; 
Imagel c o n imgStation; 
lmagel co n imgRouteur ; 
Imagel con img Lan ; 
Imagelcon imgPaP; 
lmageicon imginterface; 
JLabel statusBar • ~ JLabel ( 1; 
BorderLayout borde rLayoutl • ~ · BorderLayout I t; 
J'Henultem j MenultemNew = new J Henu ltem (); 
JMenultem j Me nuitemOpe n .. nt'M' J Me nuitem(); 
JHenu item jMenultemSave "" ncw J Menuit.em(); 
J Henultem j Henult.emSaveAs • M'<lt' JHenult.em(l; 
J Menu j HenuS1. mul • 11t1t· JHenu (); 
JHenultem j MenultemHelp "' nt"ll' J Henultem(J; 
J Henul tem j Menul teroGst.GroupesAc tifs "' MW J'Henul tem( 1 ; 
JButton jButtonS • nt,t• JButton () ; 
JBu tton j8utton6 • nt M' JButton (); 
JButton jButt.onlO • nnt· JButton(); 
JLabel jLabelStatus • ncw JLabel () ; 
TltledBorder titledBordecl ; 
JSplit.Pane )Split.Panel • H W JSplitPane() ; 
JPanel jPanell • nrw J Panel Il; 
JPanel jPanel2 • atM' JPanel Il; 
JLabel jLabelEvenement. • MM' JLabel ( ); 
Ti tledBordec ti tledBorder2; 
JText.Area ListeEvenements • ntw JTextArea (); 
J Sc rollPane jSc r oUPane2"' MM JSccollPanell; 
BorderLayout. bo rderL.ayout3 • ntw Bo rderLayout ( 1; 
JPanel OomaineGraphique "' ncM JPanel 11 ; 
XYLayout xYLayoutJ • RN' XYLayout ( 1; 
J Henultem j Men u l temAddStation • ftt"M' JHenult.em{I; 
JHenultem j Menu lt.emAddLan • ntw JHenult.em(); 
JMenultem j Me nuttemAddRou t.eur • ncw J Men u i t em(); 
J Me nu J HenuEdi t • ntM J Henu ( 1; 
JHenultem j Me nultemSupElement • nn.· J Henultem(I; 
JHenult.em J HenultemCon f igElement ., ltC'll' J Menultem () ; 
J He nu j Henu l • ntM JHenu 1) ; 
JChec kBoxMenultem jCheckBoxMenurteml • n t M' JChe c kBoxMenultem( ); 
J Chec kBoxMenultem j Che c k80xHenuttem2 • ntll JCheckBoxHenuftem(I ; 
J Chec kBoxMenultem j Chec k8oxHenultem3 s KM JCheckBoxMenultem ( J ; 
J He nu l tem j Menu l tem1 • AeM' JHenul terni); 
JCheckBoxMenultem jChec kBoxMenultemt • ntM' JChec kBoxHenultem(I; 
J Chec kBoxHenultem jChec kBoxHenult.emS • rteM JChe c kBoxMenul tem( 1; 
J Chec kBoxMenu l tem jChec kBoxMenu I tem6 '"' ntM' JChec kBoxHenu l tem t) ; 
JChe c kBoxMenul t.em jCheckBoxMenultem1 '"' ncM· JChec kBoxMenu l tem() ; 
JChec kSoxMenul tem jCheckBoxMenul tem8 00 ncM J Chec kBoxMenul terni 1; 
JChe c kBoxMenul tem J Chec kBoxHenul tem9 • ntM J Chec kBoxMenultem() ; 
J Me nuJ t.em j Henulteml • ncw J Menul tem l) ; 
J Menul tem jMenul temAddPaP • MM' J HenuI tem( 1; 
JfileChooser j fi leChoosecl • ntM· JFileChoosec ( 1; 
JLdbeJ j LabelDe:icription • nt M' JLa be l (l ; 
JTextAcea de:i c ription "' new JTextAcea t) ; 
Borde rLayout bocdecLayout2 • ntM BorderLayout ( 1; 
J Spli t.Pane jSplit.Pane2 s ntM JSpli tPane 11 ; 
JPa nel jPanel] • 11cM JPa ne l( I; 
JPane l jPanel 4 • ntw JPane l 11; 
Borderl..ayout. borderLayoutt • ffCM' BorderLayout ( 1 ; 
BorderLayout. borderLayoutS • ntM' SorderLayout (); 
J Sc collPane j Sc r oll Panel = ntM JSc roll Pane 11; 
JSc r o llPane jSc co llPane) = neM JScrollPanell; 
J Menu Item j Menul temAc t.i vationGro upe -a neM J Henul tem(); 
J Me nult c m jMenultem2 • neM J McnultemjJ; 
/ .. Cons truc t the frame•/ 
1>ublk framel () 
1 
enabl eEvents {AWTEvent . WIN DOW_ EVENT - HASK) ; 
'" 1 
jblnl.t. Il ; 
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ulch (Exception e) 
1 
e . pri ntSta c kTrace () ; 
, .. 
• initialisation ., 






• tlt'W . new .... 
Imagelcon (simulateucpimsm. Fcamel . cla s . getResource ("imgStation . gif")); 
Imagelcon (s imulateurp imsm. Framel . clan .getResou rce ( "imgRouteur .gi f")); 
Imagelcon (simu l ateurpimsm. Fumel .dus .getResource ( "imgLan.gif " )); 
Imagelcon (simulateuc-pimsm. Framel . c la.u .get.Resource ( "imgPaP.gi f")); 
imglnterface • ■cw Imagelcon (simulat.eurpimsm. Frarne l .d•u .get.Resource ( "imglnterface.gi f")); 
lhiJ .dornaineGph"' nni· Vector(); 
irnagel • new lmagelcon (simulat.eurpimsm . Frame} .clüJ . getResourc e ("openFi 1e .gi f" 1); 
image2 • nt\11 I mageicon (simulateurpimsm . Frame) . ch•H . getResourc e ( "close File . gif " )); 
image3 • ocw Imagelcon(simulateurpitfl5m.framel. clu1 . getResource!"he l p.gif")) ; 
//set.Iconlmage (Toolk.it .getDefaultToolkit 1). createlmage (Framel. chss . getResource (" (You r Jcon) ") l 1; 
content Pane • ( JPanel ) 1hi.1 . getContentPane 1) ; 
titledBorderl • ntw TitledBordec( " "l; 
tit.ltttBorder2 • ncw Tit1tttBo r der ( '"') ; 
content.Pane. setLayout (borderLayoutl 1; 
lhÎJ . set.Si z.e (ne"'' Dimension (693, 51111; 
lhis .setTitleHhis .frameTitle); 
statusBar.setText(" " ) ; 
jHenufile. setText ( "Fichier" 1; 
jMenuFileEx1t. setText ("Quitter") ; 
jHenufi leEut.addActionListener (ntw ActionListener ( l 
public rnid a c t.ionPe r formed (Action Event e) 
1 
j HenuFileExi t _ac tionPerformed (e); 
Il; 
j Menu Help. setText ("Aide"); 
JMenuHelpAbout . setText ( "A propos" 1; 
jHenuHelpA.bout . addActionListener (ntw Ac t ionListener () 
1•ublic , ·oid actionPerformed(ActionEvent el 
1 
j HenuHelpAbout _ actionPerformed ( e) ; 
JI; 
jHenuI temNew . set.Text ("Nouveau" 1 ; 
j HenultemNew.addActionListener ( M~' java. awt . event . ActionListener t 1 
public rnid a c tionPerforrned (Action Event e) 
1 
j HenuJtemNew_actionPerformed (e) ; 
J); 
j Menu I temOpen. setText ( "Ouvrir " ); 
jHenuI temOpen. addActionListener (ne~· java. awt. event .ActionListener 11 
public ,·oid actionPerfoC"med(ActionEvent el 
1 
J MenuI ternOpen_actionPerformed (e); 
JI; 
j MenultemSave . se tText ("EnregistreC""); 
j Henu l t.emSave . addAct ionListener (ncw j ava . a wt. event . ActionListener ( 1 




jMenuI temSaveAs setActionCorrrnand 1 " EnregistrerSous" 1; 
jMenul temSaveAs . set.Text t " EnC"egiatrer Sous" 1; 
JMenul temSaveAs .add.Ac tionListener (a~"' java. awt .event .Ac tionListener ( 1 
1)Ublic nHd actionPerformed(ActionEvent el 
1 
j MenuitemSaveAs_actionPer f ormed te) ; 
Il ; 
jMenuSimul. set.Text ( " Simulateuc"); 
j MenuI temHelp. setEnabled (f11Jt ) ; 
j Menu l temHelp. setText 1 "Aide " ); 
jHenuitemGstGroupesActi fs. setText ( "Liste des groupes Actifs ... "1; 
j HenuI temGstGroupesActi fs . addActionL1stener (nC\11' java . awt .event .ActionListener ( 1 
1H1blic rnid actionPerformed IActionEvent el 
1 
j MenuI temGst.GroupesActi fs _ actionPeC"formed (e); 
JI; 
jButton~. setlcon I image2); 
jButtonS. set.Tool TipText ! "Close Fi le"); 
jButton6 . set.ToolTipText 1 "Open File"); 
jButton6. setlcon (imagel); 
jButtonlO. set.Tool TipText { "Help" 1; 
jButtonlO. setlcon (image3); 
jLabelSt.atus. setBoC"der (BorderFactory. createEtc hedBorder 11); 
jLabelStatus . set.ToolTipText t ""1; 
j LabelStatus. setText ( "Simulateur PI M SM" ); 
j Pane l 1. set.Layout (boC"derLayoutJ); 
jLabel Evenement. set.Bac kground (Col or. l ightGray); 
jl.dbel Evenement . set Border (Borderfactory. c reateLineBoC"de r (Color . black) 1; 
j Label Evenement. setHor i zonta lAl 1.gnment (Swi nqCo ns tants. CEHTERI ; 
j LabelEve n ement . setText ( "Evenements: "J ; 
J Panel 2. set Layout ( border Layout2) ; 
Li steEvenements . set.Backgcound t SystemColor 1.nacti veCaptionText l ; 
jSc rol l Pane2. get.Viewport (). set.Background(Color . white); 
OOmaineGraphique. set Background (nn.· Col or (234, 250, 22911 ; 
OomaineGc-aphique.setAlignmentX(l floal l 0.0); 
DomaineGraphique . setAlignrnentYI (l\olllt ) 0 .0); 
Ooma1neGraphique . set Border (Bordecfactory. c reateLineBorder (Color blac k)); 
OomaineGraphique. addMouseListener ( n~"' java. awt . event .MouseAdapter () 
11ublic , ·oid mouseClicked( HouseEvent el 
1 
Doma i neGraphique _ mouseCli c ked (e) ; 
JI; 
Domai neGraphique. set.Layout (xYLayout 1) ; 
j Henul temAddRouteur. setActionConvnand( "AjouterRouteur"); 
j Henul temAddRouteur . setText ( "Ajouter un routeur"); 
jMenul temAddRouteuC" . addAct ionListener (ncw java. awt. event .Act ion Li.steneC" ( J 
public rnid actionPecforrned(ActionEvent e) 
1 
JMenuT temAddRouteur _actionPerformed (el ; 
JI ; 
JMenul temAddLdn . setActionCorrmand ( "AjouterLan" ) ; 
jMenuI temAddLan. set. Text ( "Ajouter un lan"); 
j Menul t.emAddLan . <1ddAc:tionListenec (P4:ll' java . awt . event . Ac tionLi s tener () 
1tt.1blic ,oid a c tionPecformed(Ac tionEvent e) 
1 
jMenuJ temAddLan_actionPerformed tel; 
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JI; 
jHenuJ temAddStat ion. setActionConvnand ( " AjoutecStation") ; 
jHenut temAddStation . setText ("Ajouter une station"); 
jHenul temAddStation . addActionList.enec ( K W java. awt .event . ActionLi stener 1) 
IMlbltC: ,·oid actionPerformed(ActionEvent el 
1 
j HenuI temAddStation _ actionPerformed (e 1 ; 
)); 
jHenuEdi t . setText ("Edition"); 
jMenuI temSupElement . setActionConu:nand t "Suppress ion Elérnent" I ; 
j Menul ternSupElement. setText ( "Suppression de 1 \ ' élément sélectionné" 1; 
jHenultemSupElement. addActionListener ( MW java . awt. . event . ActionListener 1) 
public ,·oid act.ionPerformed(ActionEvent. el 
1 
j HenuitemSupElement_ actionPerformed (el; 
Il; 
jHenul temConf igElement. setActionC01r1Mnd ( "Conf igurationElement") ; 
jHenultemConfigElement . setText 1 "Configuration de l \ ' élément selectionnê" l ; 
j MenuJtemConfigElement .addActionListener t•~· java. awt. .event . Act.ionListener () 
1 
public , ·oid accionPerformed(ActionEvent e) 
1 
jHenuI temConfigEl ement _aclionPerformed ( e 1 ; 
JI; 
j Me n u l .setText("Gestion des évènements traités " ); 
jCheckBoxMenul teml. set.Text ("AJout Suppression d\ 'un Lan"); 
jCheckBoxHenultem2. setText {"Ajout suppression d\ 'un routeur") ; 
jCheckBoxMenultem3 . setText ( "Ajout Suppression d\ 'une Station"); 
jHenul tem7. setText (" Ajout ... "); 
jCheckBoxMenu l tem4 . setText ( "Configu cation CBSR d\ ' un routeur"); 
jChe c kBoxHenul temS . .setText 1 "Configuration CRP d\ • un Routeur"); 
jCheckBoxHenultem6 . se t.Text ( "Election d\ 'un nouveau BSR"); 
jCheckBoxHenul tem7 . set.Text ("Election d\ • un nouveau RP"); 
jCheckBoxHenuitem8. set.Text ("Election d\ 'un nouveau DR"); 
jCheckBoxMenu l tem9 . setText ( " Election des \ "As sert Winner\" d\ ' un Lan" 1; 
jHenul teml . setTool T1pText ( ""); 
jMe n u l teml.set.Text( " Liste des eléments du domaine"); 
j Henul teml. addActionLi.stener (ne"' java. awt. event . ActionListener () 




j MenuI teml_act.ionPerformed (el ; 
j MenultemAddPaP.setText( "Ajouter une ligne PàP"l; 
j Henul temAddPaP. addActionListener (nt11· java. awt . event .ActionListener 1) 
1 
l)ublic , ·oid actionPerformed l ActionEvent e) 
1 
j Menul temAddPaP_actionPerformed (el ; 
Il ; 
jLabelDescription. set.Background (Co l or. l ight.Gray); 
jLabelOescription. set.Border (BorderFactory. c reateLineBorder (Color . black )) ; 
j LabelDescription. se t.Hori zontalA.l ignment ( SwingConstants. CENT ER) ; 
jLabelDescription. setText ("Description"); 
description. setText ( "Pas d\ ' objet sélectionné " ); 
des cr ipt ion. setTool TipText ( "" 1 ; 
description .set.Background (UIManager. getColor ( "inacti veCaptionText "l); 
jSplitPane2. setOrientat.ion (JSpl.1 tPane. VERTICA.L_SPLIT); 
jPanel ◄. set.Layout (borderl.ayout.41; 
j Pane lJ. setLayout (borderLayout 5) ; 
jHenultemActivationGroupe. setText ( "Activation d\' un groupe"); 
jHenul temAc ti vationGroupe. addActionListener (DC'M' java . awt . eve nt.ActionListener ( 1 
public rnid actionPerformedtActionEvent el 
1 
jMenu I temActi vationG r oupe _ actionPe r formed (e 1 ; 
Il; 
j HenuJtem2 set.Textt "' lnitialisation de la liste des évenements " ) ; 
jHenul tem2. addActionList.ener (~ · j ava .awt .event.ActionListener ( 1 
public ,·oid actionPerformed(ActionEvent el 
1 
j Henultem2_actionPerformed te l; 
I l; 
j HenuFile . add (jHenul temNew); 
jMenuFile.add(jHenultemOpen) ; 
j MenuFile.addSepa r ator(l; 
jHenuFile.add(jHenultemSave) ; 
j Henuf'i. le. add ( j Henul temSaveAs 1 ; 
j MenuFile. addSeparator ( 1; 
j HenuFile. add (j HenuFileExit) ; 
j MenuHel p . add tjMenultemHel p l; 
jHenuHelp.add(jHenuHelpAbout); 
j MenuBarl . add (jMenuf'ilel ; 
j MenuBa r l. add (jHenuEch t); 
jHenuBa r l . add ( j HenuSimul l ; 
j MenuBar l . add ( j Henu Help) ; 
lhis .setJHenuBar(JHenuBarl) ; 
content.Pane. add ( statusBa r , BorderLayout. WEST) ; 
content Pane. add (jToolBar, BorderLayo ut .NORTH ); 
jToolBar.add(jBut.ton6, null ) ; 
jToolBar.add(jButtonS, null ) ; 
jToolBar.add(jButtonlO , null ) ; 
content.Pane . add (j LabelStatus , BorderLayout . SOUTH); 
con tent.Pane. add ( jSpl itPanel, BorderLayout. CENTER); 
jSpl itPanel. add (jPanel 1, JSplitPane. LEM"J ; 
jPanel 1. add t jScrollPane2, BorderLayout .CENTERJ; 
jSpl itPanel . add (jPanel2, JSpl itPane. RlGHT ); 
j Panel 2 . add ( j Spli tPane2, Borde rLayout . CENT ER) ; 
jSpl i tPane2. add I j Panel 3, JSpl i tPane. TOP); 
jPanel3. add ( ]Label Description , BocderLayout. NORTH); 
jPanel 3.add I jScrollPane l , BorderLayout. CENTER); 
jScroll Panel. getViewport ( 1 . add (description, oull l; 
jSpliLPane2. add (jPanel4 , JSplitPane. BOTTOH); 
jPanel 4 .add ( JLabelEvenement , BorderLayout .NORTH); 
jPanel 4. add ( jScrol l Panel, BorderLayout.CENTERI; 
jScrol 1Pane3 . getVlewport ( 1 . add l Li steEvenements, aull 1; 
jScrol 1Pane2 . getVîewport ( 1 . add IDomaineGraphique, nuH 1; 
OomaineGraphique.add( ListeEvenements, null ) ; 
jHenuSimul. add (jHenulteroAddStation); 
jMenuSimul. add I jMenul temAddRouteurl; 
jHenuSimul. add (jHenul temAddLan); 
jHenuS1mul. a dd (jMenultem.l.ddPaP); 
jHenuSl.mul . addSeparator C) ; 
jHenuSimul . add I j Henul temAc ti vationGroupe ) ; 
jMenuStmul. add (j MenultemGstGroupesActi fs 1; 
JHenuSimul . add (jMenul teml ) ; 
jH.enuEd1t . add ( jHenuitemSupElementl; 
jMenuEdit. add tj Menul temConfigE:lement); 
JHenuEdi t . addSeparator l l; 
jMenuEd1 t . add {JMenul 1; 
jHenuEdi t . ddd (J Henul tem2 ) ; 
jHenu 1 . add t JCheckBoxMenu Item2) ; 
jMenu 1. add ( jCheckBoxMenul terni) ; 
j Henu l .add(jCheckBoxHenultemJ); 
jMenul . add ( jChec kBoxMenuitem41; 
JHenul . add ( JCheckBoxMenultem5); 
JHenul .add!jChec kBoxMenultem6); 
j Henul. add ( jCheckBoxMenultem7); 
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j Henu 1. add ( jChec kBoxMenu l tem8) ; 
j Henul. add(jCheckBoxHenultem91; 
jHenul. add( jMenul tem1); 
jSplitPanel. setOividerLocation (500) ; 
jSplit.Pane2 .set.Di viderLocation 1200) ; 
// Init ialisation de la simulati o n 
ini t.Simulat i o n l) ; 
• Henu Fichier I Quit.tee 
· / 
public ,·oid j HenuFileExit_actionPecfocmed (Ac tion Event e) 
1 




• Menu Aide I A propos 
public ,·oid jHenuHelpAbout_ actionPecformed (ActionEvent e) 
1 
Fcamel _ About.Box dlg • nt"' Framel _AboutBo x ( lhis 1 ; 
Dimension dlgS1ze "" dlg.getPre fecredSize (I ; 
Dimension frm.Siz.e • get.Size(); 
Poi nt loc • get.Loc ation 11; 
dlg.set.Location( (fcmShe . width - dlgSize.width) / 2 + loc.x, (frmSize . height - dlgSize.heightJ / 2 -t l oc .yl ; 
dl g. setHoda 1 ( truc ) ; 
dlg . show(); 
, .. 
• Gestion du titre de la frame 
· / 
prhalc ,oid setTitreFrame (1 
ir (thb . nomFi c hier . .. nuit ) 
1 
1hi1 .setTitle (lhÎJ . frameTitl e) ; 
., .. 
lhis .setTitle(lhis . frameTit le + 1hi1 .nomFichier); 
/ •. 
• Traitement d'un évenement propre à la fen~tre ., 
protttltd ,·oid processWi ndo wEvent (Wi ndowEvent e) 
1 
1111~r . processWindowEvent (e) ; 
// Si l ' ê v enement • Fermeture de la fenêtre 
if (e . getIO() •• Wi ndowEvent.WINOOW_CLOS IN G) 
j MenuFil eExit_ actionPerformed( null l; 
,·oid jCheckBo xMenul temsimu lationActi ve _ a c t ionPer formed (ActionEvent e) 
ir (simulationAct ive) 
1 
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simulationActive • r•lx 
simulationAc t ive = lrvf: 
ListeEvenements setText{ListeEvenements . getText() • " \n Ac tiva tion se1ec t1on: " • ac" Boolean(s1mu lationAc tive) ) ; 
/ •• 
• Menu Simulateur / Gestion Groupe Actif 
• Information sur les groupes actifs du d omaine 
· / 
,·oid j Menul temGstGroupes Acti f s_a c tion Pe rformed (ActionEvent el 
1 
Dialoglnformation dlg s ne"· Dialoglnfonnat ion () ; 
dlg.setTitle( ncM Stri ng ( " Information sur les grou pes mult icasts a cti f s sur le d omaine : ") ) ; 
dlg. jText. setText ( thÎJ .domaine . toStringLstGroupeHu l ticast 1) 1; 
Dimension dlgSi ze • dlg. getPreferredSize () ; 
Dimension frmSize • g etSize() ; 
dlg.setSize((int ) frmSize.getWidth()/ 2 , ( lat ) frmSize.getHe ight()/2 J; 
Poi nt l oc "' getLocation 11; 
dlg.setLoc ation(( frmSize.width - dlgSize. width) / 2 + loc. x, (frmSize.height - dl9Size . he1ght) / 2 + loc. y); 
dlg.show t) ; 
, .. 
• Men u Simula teur / Gestion é l émen t s du d oma i ne 
• Informa tion s ur les èlèment s du d omaine 
• / 
,oid j Menu iteml_act.ionPerformedt Act.ionEvent. e) 
1 
Dialog in formation dlg ... DCW Dialo9Inforrnat1on() ; 
dlg. set.Ti tle ( DC't\' Str 1ng 1" Information sur les é l ement.s du domaine : "I ) ; 
dlg. jText . set.Text (domaine toStungLstElements 111; 
Di me nsion dlgSize '"' dlg.getPrefer r edSize(); 
Dimension frmSize • getSize(I; 
dlg.setSize((inl ) frmSize.getWidth t)/2 , ( Înl I frmSize .getHeight( )/2 ) ; 
Point l o c "' getLocat.ion ( 1 ; 
dlg s et Location (( frmSi ze . width - dlgSize. wid t hl / 2 • l oc.x , tfrmSize .height - dl9Size .he1ght. ) / 2 + l o c .y); 
dlg s ho w() ; 
• Ini tia li sa tion des Objets Graphiques ., 
,·oid ini tObJG raph ique 1) 
lhlJ . gest.ionEvenement. :: nt" Gest.ionEvenement.s ( 1; 
lh ill . objGraph1queConfi g - MM ObjGraphique 1); 
Chi, . objlnte rfac eGraphiqueConfig • DC'M' ObjlnterfaceG raph ique (l ; 
lh is . gest1onEvenement. initClass (this . Lis t.eEvenements); 
lh is . ob j GraphiqueConfig . 1ni tClass (t his . DomaineGraphique, lhis .desc ription, 1hi1 . obj Selec t ionne, lhis . j Labe l Stat.us, 
lhill .doma i ne , lhis , 
lhis . imgStat.i o n, tbis . 1mg Routeur , this . imgLa n, thi, . img Pa PI; 
Ibis . objlnterfaceGraphiqueConf1g. i n i tCla ss (lhi, . OomaineGraphi que , lhi:t . descriptio n , lbb . j LabelStat.us, Ibi s . unglnterfac ~ 
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, .. 
'" Initialisation de la simulation ., 
privai t: mid initSimulation() 
domaine "' nt"· Domaine (); 
1h11 . domaineGph • Dt"' Vectoc(); 
// Initialisation des objets graphiques 
this . initObjGraphique(} ; 
// initialisation des gcoupes multicast 
initGroupeHulticast ( 1 ; 
jScrol 1Pane3. getViewport 1). add I ListeEvenements, n11II ) ; 
• Initialisation des groupe Hulticast ., 
prh-att ,·oid initGroupeHulticast ( 1 
// Pas réalisé pour lors de la pédod.e de Dêbugage 
• Ouverture du fichier cêtérencé par thls.nomf'ichler 
1•rinlt ,·oid ouvrirf'1chier 1) 
// Afflc hage de l ' acti on dans la StatusBar 
String strStatus., this .jLabelStatus.getText(); 
Oti ll . )LabelStatus . setText ( "Ouverture du domaine 
if (thi.!11 . nomFichier ! • null 1 
Ory 
1 
// Ouvertu r e du fichier 
., + lhis .nomFi c hier ); 
Filelnput.St.ream file • nt•· Filelnput.Stream(this .nomFichier); 
// Initialisation de la lecture d ' objet 
Object.lnputStream objStream = ne"· ObjectlnputStream((ile); 
// Récupération de l ' entête du fichier 
Stdng ent.fichier • null 
lry 
1 
entFichier "' (St.ring) objS tream. readObject ( J; 
utth (Exception e) 
// Le fichier n'est pas compatib le. 
JOptionPane.showMessageDialog( lhis "Le fichier n'est pas compatible !") 
// fermeture du fichier 
objStream. close ( 1; 
Ibis .jLabelSt.atus . set.Text(strSt.atus) ; 
ttlurn ; 
// Si l ' entlte est correcte 
if (entF'.1.chier !• null ) 
if (ent.F'ichier.equals (this .ent.et.efichie rl ) 
// Chargement. du domaine 
"' 1 
tllÎJ .domaine • (Domaine) objS t.ream. reactobject l l; 
talch (Exception e) 
// Le fichier n ' est pas compatibl e. 
JOptionPane. showHessageD.1.a log (this " Impossible de charger le domaine ! ") ; 
// fermeture du fi c hier 
objStream.close () ; 
Ibis . j LabelStatus. setText ( strSt.at.us J ; 
ttturn ; 
// I nitialisation des objets graphiques 
1hi1 . DornaineGraphique. removeAll ( l; 
1hi1 . DomaineGraphique . repaint ( I ; 
this . description.setText (M"' String ( '"')); 
thit .ListeJ::venements.setText( ntw S tring l" " )); 
Ibis .domaineGph .. Dt""' Vector() ; 
thit . initObjGraphique (); 
// Chargement du domaine graphique 
Ory 
1 
thi1 .domaineGph • (Ve c tor) objSt.ream . readObject t 1; 
utt.h (Exception el 
// Le fi c hier n'est pas compatible. 
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JOptionP•ne . showHessageOial og (lhi.l "Impossible de c harger la reprësentation graphique du domaine !\n" • e) 
// fermeture du fi chier 
objStream . close(); 
thi, . jLabelStatus . set.Text (strStatus); 
ttturn ; 
// Affi c hage du t i cre 
thi .!11 . setT1 treFrame 11 ; 
// Le domaine c: hargé en mêmoire est .1.dent.1.que au fichier. 
thiJ .dirty • hllx ; 
JOptionPane.showMessageDialog( this , "Le domaine est c hargé !"I 
Clltch (Exception el 
// Erreur d ' ouver ture du fichier 
JOptionPane.showMess~geDialog( lh i11 , " Ptoblème lors de l'ouverture du (i c hier ! " ) 
lhi11 .Jl,dbelStatus.setText(strStatus); 
, .. 
• Sauvegarde du domaine dans le fi c hier ., 
1•r iHllt boolu n sauverFichier () 
/ / Aff I c hage de l 'ac tion dans la S t.a tus Bar 
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String stcSt.atus • 1hi, . jLabelStatus . getText C 1; 
String nomAffiche • nn1· Stcing(" .. I ; 
i( (Chi, .nomFi c hiec != nuit ) 
nomAffiche • " dans " t th ii . nomFichiec; 
1his .jLabe l S ta tus . set.Text{"Sauvegacde du domaine dans" ♦ nomAf!i c he ) ; 
// Si l e nom du fi chie r n 'est pas dëfini, l e dêfinic 
if (this . n omf ich iec .. ,., null 1 
bookan ces • sauverFïchiecCorrvne t 1; 




Il Ouvcir le fi chie r 
fi leOutput.S tream fi le • M M' Fi l eOut put. S tceam (I bis . nomFichiec 1; 
// I nitialisation de la lecture d'Objet 
Object.Output.Stream objStream • n~"' Object.OutputStceam( fi le); 
// Sauvegarde de l 'ent~te 
'" 1 
o b jStream. wci t eObject (Ibis . entetefichier); 
catch (Exception e) 
JOptionPane . showMessageDialog (l hi1 , "Problème locs de la sauvega cde de l 'ent~te ! "I ; 
// fermeture du fichier 
objSt ream . t:lush ( l ; 
objStream. close ( I; 
thi.1 . j Label Star.us. setText. (st.rStatus 1 ; 
rctum fltlK ; 
// Sauvega rde du domaine 
'" 1 
objSt ream. wci teObjec t {this .domaine); 
u tch ( Except ion e) 
JOptionPane .showHessageDial og( this , "Problème l o rs de la sauvegarde du domaine !" ) 
/ / Fe rmet u re du fichier 
objStream. flush 1) ; 
objStream. c lose(); 
this . j LabelSta tu s. setText ( st r St a tus) ; 
l'"(lum ralK ; 
// Sauvegarde du d oma ine g raphique 
t ry 
1 
obJStceam.wri teObject. {this . domaineGph); 
utch (Exception e) 
JOptionPane.showHessageDialog( this , "Problème l ors de la sauvegarde de la représentation graphique du d omaine ! " I ; 
// Fermeture du fichier 
o bj S tream. flush 11; 
objStream. close t 1; 
this . j Labe l St.a tus . set.Text (st. r St.atus) ; 
re1u r n (ltlJC ; 
// f erme ture du fi chier 
objSt.ceam . [ l u.sh( 1 ; 
objS tream. c l ose Il ; 
// Le domaine c hargé est i dentique au fi c hier 
this .di rty • (aise ; 
th iJ . j Label St.a tus. set.Text ( st r Status ) ; 
JOpt ionPane.sh owHessageDialog( th is , "Le domaine es t sauvegardé !'"J ; 
n lch ( JOExcept.ion e) 
JOption Pane. showMessageDialog (lhiJ , "Probl è me de [ ichler ! " J 
this . j LabelStat. u s . setText (st r Sta tus 1; 
n:turn ( 111.K ; 
, .. 
• Sauvegarde du doma i ne avec choix d u nom du fichier 
' / 
11riut~ boolclt n sauver f 1c hie r C01m1e ( 1 
// Donner le c hoi x du fichier à l ' utihsateur 
i( (J FileChoose r.APPROVE_OPTJON .. ~ j fil eC hooserl showSaveDialog( thi, I) 
// Definir l e nom du fi c h1 e1 
1hiJJ1 . nomfichier "" jfileChooserl . ge t Select.edF'ile{J . get.Path(); 
rcturn sauver F'i c hier t J; 
lhi lll . repaint j) ; 
n-turn b ise ; 
L'u tilisateur est - i l d ' acc ord d ' abandonner 
l e s eventuelles modif i c ations effec tué es s ur le domaine? 
1 S i besoin, sauvegarde des modif icati o n s avant de c ont inuer 1 
'/ 
bookan okPoucAband on ( 1 
if ( !d 1rty J 
1 
recu m t rue 
inl value a JOpt1onPane showConfirmDi alog( thi lll , " Sauver les mochfi c .i.tions ?", 
J\\Îlch (val ue) 
calll(' JOpt1.onPane. YES_ OPTION : 
n-tu m sauvecF1chier(J; 
case JOptionPane.NO_OPT ION : 
" Simula t eur P IM SH", JOp t ionPane . YES_ NO_ CANCEL_OPTIONI 
// Sauve r les modi fi cations 
// Abandonne r-les modifications 
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rtlurn lrvt ; 
eue JOptionPane.CANCEL_OPTION: // Annuler la demande 
U lum f• l1t ; 
1· · 
• Henu Simulateur / Ajouter un routeur 
•/ 
,·oid j MenuitemAddRouteur_actionPerformed (Action Eve n t e) 
1 
f •• 
// Affichage de l'action dans la StatusBac 
Stri ng strStatus • lbb .jLabelStatus.getText(l; 
lhis . jLabelStatus.setText("Ajout. d'un routeur"); 
// Creation du cout.eue dans le domaine 
Routeur routeur • Ml'!' Routeuc t 1; 
domaine. addElement (routeur); 
I / Création de sa représentation graphique 
ObjGraphique og • nt M' ObjGcaphique (); 
og.in1tlnstance(og ROUTEUR, ""-trouteur, routeu r) ; 
og. addObject ( 1; 
// Ajout de cet objet à la liste des objets de cette frame 
Ib is .domaineGph. addEletn@nt (ogl ; 
/ / Le domaine est modifié 
lhis . dirty • trvc ; 
Ibis . j Label Sta tus. setText (strStatus 1 ; 
• Henu Simulateur / Ajouter un Lan 
n>id JHenuitemAddLan_actionPerformed (ActionEvent e) 
1 
/ · . 
// Affi c hage de l'action dan.s la StatusBar 
Stting strStatus • lhi.1 .jLabelStatus.ge tText(); 
lhis . jLabelStatus . setText ( "Ajout d'un lan "); 
II Création du lan dans le domaine 
Lan lan • nt:Yl· Lan(); 
domaine. addElement (lan); 
// Création de .sa représentation graphique 
ObjGraphique og • nu r ObjGraphique ( 1; 
og . lnitlnstance(og.LAN, ""-tlan, lanl; 
og . addObject (); 
// Ajout de ce t objet à la liste des objets de cette frame 
lhis . dOffld.i.neGph. addElement (og) ; 
// Le domaine est modifié 
lhis . di rty • lrvc ; 
lhis . j Label Status . setText ( s trStatus 1 ; 
• Menu Simu lateur / Ajouter une St.atlon 
• / 
,·oid jHenultemAddStation_actionPerformed (Action Event e) 
// Affichage de l'action dans la Statu.sBa r 
St.ring strSLatus • lhis . j LabelSt.at.us . getText (); 
lhis .jLabelStatus .setText("Ajout. d'une station "I; 
/ .. 
/ I Création de la station dans le domaine 
Station station R Kw Station ( 1; 
domaine .addEleinent (station); 
// Création de sa représentation graphique 
ObjGraphique og -= ~• ObjGraphique ( 1; 
og. initlnstance(og . STATlON , '"'+station , station); 
og.addObJect(I; 
// Ajout de cet objet à la liste des objets de cette frame 
Ibis .domaineGph.addElement (og); 
/ / Le domaine est modifié 
this .dirt.y = lrvc ; 
this . j LabelStatus. setText ( strStatus l ; 
• Menu Simulateur / Ajouter une ligne PàP 
· / 
, ·oid j MenultemAddPaP _action Performed (ActionEven t el 
// Affichage de l'action dans la Sta tu sBar 
String strStatus:: tlll is .jLabelStatus . getText(); 
1his .jLabelStatus.setText("Ajout d'une ligne PàP "); 
// Création de la liaison PaP dans le domaine 
PaP pap R nni· PaP(J; 
domaine. addElement. (papi ; 
// Création de sa représentation graphique 
ObjGtaph1que og • M M· ObjGraphique (l ; 
og.init lnstance(og.PAP , "" , papi; 
oq . addObjec t II ; 
// Ajout de cet obJel à la liste des objets de cette frame 
lh is .domaineGph.addElement(og) ; 
// Le domaine est modifié 
1his .dirty -= lt\lC ; 
Ibis . jLabelStatus. setText (slCStatus); 
• Henu Fichier / Nouveau 
· / 
rnid j Henu ltemNew_act1onPerformed(ActionEvent el 
ir (lhi.s .okPourAbandon(ll 
// initialisation de la simulation 
lh i.1 . initSimuldtion (I; 
// initialisalion du nom de fi c hier et du titre de la fenêtre 
lh is .nomf'ichier • null 
lhh: . set.Ti t.reFra!N! 1) ; 
// Initialisation des objets graphiques 
lhis . OomaineGraphique. r emoveAll t l; 
Ibis .DomaineGraph1que.repaint(); 
lhis .description.setText( ncM String I"")); 
t his .ListeEvenement'5.setText(DCM' String("")); 
this . doma i neGph • ont' Vector 1) ; 
tbis . mi tObjGraphique ( 1; 
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, .. 
• Menu Fich ier / Ou v dc 
· / 
\:0Îd j HenultemOpen_actionPerformed(ActionEvent e) 
if ( thit .okPourAbandon { 1) 
, .. 
if (JFileChooser . APPROVE_OPTION •• j FileChooserl . showOpenDialog (lhis 1) 
1 
//Affic hage du nom du fichier dans le titre de la fenltce 
this . nomFichier • on1· Stri ng 1 "" -t j FileChooserl. getSelectedFile () . getPath ()) ; 
/ I ouvert.ure et cha rgement du fichier 
th is . ouvrirrichier(l; 
• Menu Fi c hi e r / Enregis t re r ., 
,·oid jMenuiternSave_actionPerformed(ActionEvent e) 
lhis . sauverfic hier (); 
.. Me nu Fichier / Enregist rer Sous 
,oid j MenultemSaveAs_actionPerforrned (ActionEvent e) 
Ibis . sauverFichie r CorM1e ( 1; 
• Gestion d'un c lick sur le domaine graphique ., 
,·oid DomaineGraphique_mouseClic ked (MouseEvent e) 
1 
this .description . setText (domaine . toStringLstElement.s ()); 
ObjGraph i que og • thi1 .qetObjSelectionne (); 




• Obtention de l ' êlêment sêlectionnê ., 
public 
1 
ObjGraphique getObj Selec ti o nne ( J 
Ir (objGraphiqueCon f ig != null 1 
1 
tttum objGraphiqueCon f ig . objSelectionne; 
rtturn mali ; 
, .. 
• Menu Edit ion / Suppress ion de l ' ê l ément 
, ·oid j HenuitemSupElement_actionPer formed (ActionEvent e) 
ObjGraphique obj selec t • th ll .objGraphiqueConfig . objSelect.ionne; 
/ / Si un obJet est a ctuelleme nt sélecti onné 
if ( objsel ect !: null ) 
1 
, .. 
/ / Suppression de l'objet du domaine 
if (objselec t.rep r esentation ! • null 1 
if ( objselec t. r epresenta tion insh11nctof ElementDomaine) 
ElementOomaine ed • (El ement.Domaine ) objselect . representation ; 
thit .domaine. removeElement (ed}; 
/ / suppres sion des inte rface graphique de l' objet graphique sé lectionné 
cbis .obj l nterfaceGraphiqueConfig . removeAllfromObjGraphique (objselect); 
// Supression de l'ob j et graphique sélectionné 
chis • obJGraphiqueConfig . objSelectionne • ■ull 
Chis .domaineGph. remove Element.(objselect); 
// Suppression de sa représentation graph i que 
Chis . Domai neGraph i que . remove (obj select . objGraphique ); 
Chis • Domaine.G r aphique. updateUI ( 1; 
• Menu Edition / Configuration de 1 'êlê.ment ., 
,·oid j Menul temCon figElemen t _ actionPerfo r med lAc tio nEve nt e) 
1 
this . objG raph1queconfig . con f igOb jGraphiqueSelected {) ; 
/ ·. 
• Menu Simulateu r / Activation d'un groupe mult icast 
,·oid j Me nul temActi vati onG r ou pe _acti o nPerformed (ActionEvent e) 
1 
/ · . 
ir (lhh1 .domaine ! • null 1 
1 
// con figuration de l ' adresse IP du nouveau groupe 
Adtesse l p ai = M w Adresselp(I; 
ai. setNext.AdresseHulti cast ( 1; 
// Activat1.on de ce groupe 
lhis . domaine . acti veGroupeMu l ti cas t. {ail ; 
// Affichage de la boite de dialogue de confirmation d'ajout 
JOptionPane.showMessageDialog( lhis , "Le nouveau groupe multicast est activê à l ' adresse" ♦ ai l 
• He nu Edition / Initialisation de la liste des évenements 
• I 
,·oid jMenu I tem2_actionPerformed (Act1onEvent e) 
if ( thi, .gestionEvenement ! .. null 1 
lhi.1 . gestionEvenement. tn1 tLstEvenement 1); 
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Title: Simulateur PI M SM 
Description: Simulateur du pcotocol PJM SM (Protocol Independant Multi cas t Sparse Mode) 
Copyright: Copycight (cl 2000 
Company : 
@author Oupuis Eric 
@veu lon 1.0 
pack•~ simulateurpim.sm; 
import java. awt. •; 
import java . awt. event. •; 
import javax . swing.•; 
im.,ort javax. swing. border. 
import com. borland. jbcl. layout . 
, .. 
• Boite de Dialogue 'ABOUT' 
· t 
public dau fra~l_ AhoutBox tdtnds JDialog im1>kmtnt1 Ac t.ionListener 
1 
JPanel panel 1 • aww JPanel ( 1; 
JPanel i nsetsPanell • acw JPanel(); 
JButton buttonl .. M1' JButton () ; 
JLabel labd l • MM' JLabel ( l ; 
JLabel label2 "' MW JLabel l) ; 
JLabel l abel3 = ntw JLabel ( l; 
JLabel label ◄ • M'M' JLabel (}; 
String product ., "Simulateur PIM SM"; 
String version • "l.O"; 
S tring copyright • "Copyright (cl 2000"; 
String conments • '"S1mulateur du protocol PI H SM (Pro tocol lndependant Multi c ast Sparse Model"; 
XYLayout xYLayoutl • nc1t· XYLayout (); 
public Framel_AboutBox(Frame parent) 
1 
11111.cr (parent); 




u1cb (Exception e) 
1 
e, printSta ckTrace ( 1; 
pack(); 
t •• component initializ.ation • / 
prhalt u>id jblnit(I lhro1t·1 Except10n 
//imageLabel. setlcon tnew Imagel con ( Framel_AboutBox. class .getResource (" f Your Image]"))); 
this .setTitle("About"J; 
setRes1 z.able ((alst 1; 
panel 1. setLayout ( xYLayout l) ; 
labell. setFont ( new java . awt . Font ( "Oialog", 3, 36}); 
label 1. setforeground {Colot . bluel; 
label 1 . setText (productl; 
label2.setText("Version 1.0 Béta"); 
label3 . setText("Copyright (cl 2001 (Dupuis Eric!") ; 
label4 . setText (cornnents l ; 
buttonl.setText("Ok"); 
buttonl .addActionListener ( lbill 1; 
thi1 .getContentPane t) . add(panel l, BorderLayout. NORTH); 
panell . addUnsetsPanell , nc"' XYConstraints(O, 263 , S36 , -1)); 
insetsPanelJ . add(buttonl , null l; 
panel l.add(label2, ncw XYConstraints 1102, 189, 168, -1)); 
panell.add(label3 , ntw XYConstrai.nts(l02 , 206 , 298 , - 1)) ; 
panell.add(label4 , IH!lt' XYConstraintstI02 , 223 , -1, - 1)); 
panell . add(labell, ntM' XYConstraints(lOO, 69, 360 , S2)1; 
t••overridden so we can exit when window is c lo.sed• / 
prolecled , ·oid processWindowEvent (Windowt:vent e) 
1 
ir (e.getlD(l ...., WindowEvent.WINDOW_CLOS ING) 
1 
cancel ( 1; 
sui.cr . processWindowEvent (e); 
J • "Close the dia log • / 
n>id cancel () 
1 
dispose () ; 
/ .. Close the dialog on a but.ton event•/ 
public: ,·oid a c tionPerformed(Ac t ionEvent e) 
1 
ir (e.getSource() . ,. button l) 
1 
cance l ( 1 ; 
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Title: Simu l ateur PI M SM 
Description : Simulateur: du pcotocol PIM SM (Pcotocol Independant Multicast Sparse Hode) 
Copyright : Copy rig ht (C) 2000 
Company: 
@author 
@version l . 0 
packaK(: simulateurpimsm; 
import java. a wt . •; 
im1>0rt javax . s wing. 
import com.bo rl and . jbcl. layou t . • ; 
import simulate urpimsm . domaine . • ; 
impon java. util . Vector ; 
import java.awt.even t . •; 
import javax . swing.event .• ; 
, .. 
• fenêtre de d ialogue spécialisée pour la gestion de la configuration 
• d'un routeu r actif sur le domaine 
·t 
Jlublic dus Con figRoute u r uttnds JDialog 
1 
JPa nel panel 1 ., Mw JPanel (); 
JLabel nomRou teur • n~w J Label() ; 
XYLayout xYLayoutl "" dt1'' XYLayout 1) ; 
JPanel j Panel 1 ,., nc11· JPanel ( 1 ; 
JCheckBox isCbsr • ncw JCheckBox (); 
JCheckBox isCrp • ne" JCheckBox ( l; 
JPanel j Panel 2 ., MM' JPanel () ; 
JLabel jLabel2 ... nt1'1' JLabel ( I ; 
XYLayou t xYLayout2 z ncw XYLayout () ; 
JScrollPane jScrollPane l • ~w JScrollPane(J; 
JList listeConnexion "' ne"· JList ( l; 
JCheckBox i sConnec ted = RCYI' JCheckBox () ; 
JLabel jLabelVia "" ~w JLabe l () ; 
JLabel intecf • MY!' JLabel () ; 
// Objet du simulateur 
ObjGraphique objGcaphique "' null 
Routeur routeur ., null ; 




public ConfigRouteur(Frame frame , String title, booltilD modal) 
1 
supc:r ( frame, title , modal); 
Ir)' 
1 
jblnit t) ; 
pac k() ; 
Ciltch (Exception ex) 
ex . printSta c kTrace (); 
public ConfigRouteuc ( l 
1 
lhis tnull , " " , f11lsc 1; 
/ .. 
• In i tia l isation de la frame ., 
,·oid jblni t 11 lhro"·' Exception 
1 
panel l . setLayout (xYLayoutl) ; 
nomRouteur. set Font (nt"' java. awt . Font ( "Dialog", 1, 1211; 
nomRouteur. set.Border ( BorderFactory. createEtchedBorder () 1; 
nomRo u teu r . se tHor i zon t a lAlignment (Swi ng Constan ts .CENTERJ; 
nornRouteur . setHorizontalTextPosition {SwingConstants . CENT ER); 
nomRouteur.setText{"'Rt xx"); 
j Pa nel 1. set.Bo r der (BorderFac t ory . createLoweredBevelBorder () l ; 
isCbsr.setText( " Candidat BSR" ) ; 
isCbsr. addAcc.ionListener (nttt· java. awt. event.ActionListener () 




isCrp . setText ( "CadLdat RP") ; 
isCrp.addActionListene r (ne"· java. awt .event .ActionListener ( 1 




jPanel2. se t.Border (Borderfactory . c reateLoweredBevelBo r der () 1; 
j Panel2. set.La yout t xYLayout. 2) ; 
JLabel2.setText( " Lisc.e des Connexions :"1; 
isConnected. setTexc. ( "Connexion é tab l ie") ; 
ilsConnected. addAction Listener ( nttt· java . awt . event . ActionListener () 




jLabel Via. set.Text ("via:") ; 
interf.setText("I XX (Adr : XX . XX.XX.XX) " ); 
1 isc.eConnexion. setSelectionHode (ListSelectionHodel. SINGLE_ SELECTION) ; 
listeConnexion. addListSelectionListener (ntw javax. s wing. event . ListSelectionLi stener () 
public rnid valueChanged(ListSelectionEvent e) 
1 
listeConnexion_ valu eC ha nged(e); 
Il; 
getContentPane ( 1. add (panel li; 
panell . add(nomRouteur, ncw XYConstraints(4, 6 , 120 , 41)); 
panell.add(jPanell , nt 1'· XYConstraints(158 , 6 , 221 , 41)); 
jPanell .add {isCbsr , null 1; 
jPanell.add(isCrp, null ); 
panell .add(jPane12, nrw XYConstcaints(6, 61, 38 1, 223)) ; 
jPane12.add(jLabel2, nt"' XYCon.5traints (4 , 6, 232 , 26)) ; 
jPanel2.add(jScro11Panel, ntYI XYConstraints(7, 39, 220 , 114)); 
jPanel2.add(isConnected, ncw KYConstraints(233, 41 , -1, - IJ); 
jPanel 2.add(jLabelVia, nt•· XYConstraints(233, 66 , -1 , -1)) ; 
jPanel2.addt1nterf , ntw XYConstratnt.s(254 , 6 4, 122, 20)1 ; 
jScroll Panel . getV iewpo L t () . add f listeConnexion, null l ; 
, .. 
• Initia lisation du contenu 
• 1Do1.t-étre réalise avant l 'aff ichache de la frame) 
· t 
,·oid initRouteu r· (ObjGraphique obj) 
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ir (obj !• nuit ) 
1 
lhiJ . objGraphique • obj; 
Ibis . routeur • (Routeur) obj. representation; 
ir ( routeur ! • aull 1 
, .. 
// Nom du routeur 
Chis .nomRouteur . se t Text(""+ route ur) ; 
// Configuration de Cbsr et CRP 
thiJ . isCbsr. setSelect.ed (routeu r . isCBSR()); 
lhis . isCrp . setSelected( routeur . isCRP()); 
// Liste de toutes les connexions du domaine 
lhis . conn@xion • nni· Vector ( 1; 
ial i • O; 
int j • routeur .getDomaine (l . getNbrConnexion (); 
Mhilc ( i < j ) 
// Select.ion de l ' êlement actif à traiter 
Connexion c .. routeur. getDomaine ( l . getConnexion li 1 ; 
/ I Ajout s ' il est une station 
if (c ! • null 1 
lhis . connexion. addElement (c); 
/ I connexion sui vante 
i "" i + l; 
// Configuration des Objets listes 
1hi1 .l isteConnexion .setListDat.a( lhis .connexion); 
thi1 . isConnect.ed.disabl e() ; 
// Sélection de la premiere connexion de la liste 
thiJ . connexionSelec t • O; 
1h i1 . li steConnexion . setSelectedl ndex (0); 
• Gestion de la demande de changement d'état de CBSR 
· / 
,·oid isCbsr_actionPerformed(ActionEvent e) 
Il S 'il s ' agit d ' une activation 
if (this . isCbsr . isSelected ()) 
routeuc.getOomaine(I .setCBSR ( r outeur , trw 1; 
thii . objGraphique .description . setText ( routeur toStringConfig ()); 
Il s'il s'agit d'une désactivation 
<lx 
routeur.getDomaine() .setCBSR(routeur, flllJIC' ) ; 
this .objGraphique.descript1on. setText I r outeur. toStringConfig ()) ; 
, .. 
• Gestion de la demande de changement d ' ëtat de CRP 
H>id isCrp_actionPerformed(ActionEvent el 
// S ' il s ' agit d ' une Activation 
if (Ibis . isCrp. isSelected ( 11 
routeur.getOoma ine() . setCRP(routeur, lrvt ); 
thiJ . objGraphique.de.scription. setText (routeur . toStrinqConfig t)); 
// s'il s ' agit d'une dê.sactivat.ion 
.1 .. 
routeur . getDomaine ( 1 . setCRP I routeur , falJC 1; 
Clais .objGraphique . description . setText (routeur. toStringConfig () J; 
, .. 
• Gestion de la demande de change ment d'état de la connexion 
•t 
,oid isConnected_actionPerformed(ActionEvent el 
11 Obtention de la connexion rëfërencée 
ial index • tllis . listeConnexion. getSelectedlndex 11; 
if (index < 1hi1 . connexion.size() ) 
Connexion c"' (Connexion) Ibis . connexion . elementAt{index); 
if ( c !• • ull 1 
1 
// S ' il s ' agit d ' une Acti vation 
if (lhis . isConnected. isSelected 111 
11 Connexion des éléments du domaine 
routeur. getDomaine ( J. conne ctElements I routeur , c) ; 
Il Création de l'inteddce graphique entre les deux ëléments graphiques 
ObjGraphique connexionGraphique • ObjGraphique . getObjGraph1que (c); 
if (connexionGraphique ! • aull 1 
Obj lnterfaceGraphique. add (thi~ . objGraphique, connexionGraphiquel; 
Il s'il s ' agit d'une désac tivation 
.1 .. 
Il obtention de l'interface 
Interface inter{ .. routeur.getlnterfaceTo ( (Connexion) this . connexion. elementAt ( index) 1; 
11 Supp ression de 1 'interface graphique 
Page 2 ofl 
ObjlnterfaceGraphique oig • ObjlnterfaceGraphique.getlnterfaceGraphiqueDe(interf, this .objGraphique); 
if (oig ! • null ) 
ObjlnterfaceGraphique. remove(oig); 
11 [)@connexion des êlëments du domaine 
rout:eur .getDoma1ne ( 1 .deconnectElements ( routeur , !Connexion) lh is . connexion. elementAt (index)); 
thii .objGraphique.description. setText (routeur. toStn ngConfig t) J; 
, .. 
• Gestion du changement de la connexion selectionnêe 
rnid 1 i steConnex ion_ val ueChanged ( List.Sel ect:ionEvent e) 
if ( lhii .listeConnexion . isSelectionF.mpty()) 
tbi1 .isConnected.disable(I; 
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""" 
Ibis . jLabe l Via . .setVisible{ fa lst ); 
lhis . interf . set.Visible ( fiabc ) ; 
lhis . i.sConnected. enable {) ; 
Connexion c = null ; 
// obtent i o n de la con nexion référencée 
inl index = lh is .11.steConnexion . gecselectedlndex (); 
if (index < this . connexion .size(I I 
c "" (Connexion} this . connexion . elemen tAt (this . listeConnexion. getSelectedl ndex ()); 
// Configu r ation de isConnected 
I nterfac e result .. null 
if ( c ! .. aull l 
r esul t.,, 1hi1 .routeur.get l nterfaceTo(c) ; 
if (result ,.,,.. null ) 
this . isConnected. setSelected (fab,r ) ; 
Ib is . jLabdVia . setVisiblet fal»r l; 
this . inte r f. set.Visible (bl~ 1; 
Il 
thi1 • isConnected . setSelected ( ll'Uf' ) ; 
lhiil .jLabelVia.setVisible( tnic ); 
lbÎJ . inter! . set Visible (lruc } ; 
lhÎJ . inte r f setTex tt" " + r esult) ; 
Il 
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Ti tle: Simulateur PIH SM 
Description: Simulateuc du protocol PIM SM (Protocol l ndependant Hult icast Sparse Hode) 
Copyright: Copyright (cl 2000 
Company: 
@author 
@version 1. 0 
packa,ct s imulateurpimsm; 
import java . a wt . • ; 
import javax.swing. 
im1M>rt com.borland. j bcl . layout 
import javax.swing.border . •; 
import java . awt.event . •; 
import javax.swing.event. •; 
impon simulateurpimsm.domaine. • ; 
ÎDlllOrt java. util . Vector; 
, .. 
• f enêtre de dialogue spécialisee pour la gestion d e la configuration 
• d'une station a c tive s ur le domaine ., 
public dau Con fig Sta tion ntc:ad.1 JDialog 
1 
JPanel panel l • H1t· JPanel ( 1 ; 
XYLayout xYLayoutl • nc1t· XYLayout t l; 
Jl.abel nomStation • HW JLabel { 1; 
J Panel j Panel! • ncM' JPanel () ; 
J Button Suppre.ssioninterface s ~ · JButton(I ; 
X'fLayout x'fLayout2 • M:w X'fLayou t l l ; 
JLabel nominterface • ncM' JLabel ( J ; 
JLabe l jLabelJ • ncM' JLabel () ; 
JLabel n omConnexion • ncw JLabe l () ; 
JPanel j Panel2 • ~ , JPane l () ; 
JPanel j Panel3 • ntM' JPanel (); 
JLabe l j Labe l4 • ~ · JLabel 11 ; 
XYLayout xYLayout3 • M:1'' XYLayout () ; 
JLabel jLabel5 • llf'1" JLabel () ; 
XY La yout xYLayou U • M:w XYLayout 1); 
JLiat li.s tf'luxEmis • ncw JList(I; 
JCheckBox uEmi.s • Ml\' JCheckBox ( 1; 
JLi.st listeF'luxRecus • ne"· JLi.st ( 1 ; 
JCheckBo x isRecu • MM' JCheckBox() ; 
JScrollPane jScrollPane l .. M:M' JScl'.ollPane t) ; 
JScrollPane jSc rollPane2 = ncM· JScrollPane(I; 
JLabel adresselp • MM' JLa bel (); 
JLabel jLabel6 .. ncw JLabel () ; 
Titled8ol'.der titledBorderl ; 
// Ob je t du simul a t eur 
ObjGraphique objGraphique .. null 
Station s tat ion • null ; 
Interface inter! • null ; 
Vector fluxEmis • null ; 
Ve c tor fluxRecus • null 
inl emisSelect ; 
int recuSelect; 
• Constructeur ., 
public ConfigSta t ion(Frame frame , String tir.le, boolcam modal) 
1 
1t.11,cr (frame , title, modal); 
t ry 
jblnit(); 
pack li ; 
catc h (Exception ex) 
1 
ex . pcintStac kTrace (); 
publtC Con fig Station () 
1 
lhis (nuU , "", falsc ); 
, .. 
• I nitialisation de la frame ., 
H>id jblni t () lhro,.-s Exception 
1 
t itledBorder l • M:M TitledBorder( "" ) ; 
panell . .setLayou t (xYLayou tl ) ; 
nomStation.setfont( neM' java.awt . font("Dialog", 1, 121); 
nomStation. set.Border (ti tledBorder l ) ; 
nomStation. set:HorizontalAl ignment (SwingConstants. CWTER ) ; 
nomStat ion. setHo r i zonta l Text.Pos i tion ( Sw1.ngConstants. CWT ER ) ; 
nomSt.ation. setText l "St. xx "I; 
]Panel l .setBorder (Bo rderf'a c tory. ci::ea t eLowe redBevelBorder ( 11; 
jPa nel 1. setLayout (xYLayout2) ; 
Suppress i oninte rface. seLHori zontal TextPosi tion ( SwingCons t ant s . CENTERI ; 
Suppression Interface . setHa r g1.n tnn.· l nsets (2, 4, 2 . 41 ) ; 
Suppress ionl nter fa ce . setText. ("suppression") ; 
Suppression lntecface .add.Ac t.l on Listene r (new java. awt. event.. Ac t.ionList.ener () 
publk HHd a c tionPerfonned(ActionEvent el 
1 
Supp r ess ionl nt.erfac e _actionPerformed ( e 1 ; 
Il; 
nominterface . se tText. t "l. xx" 1; 
jLabel 3 . set.Text ( " Connectée .; : ") ; 
nomConnexlon . setTex t (" La n xx"); 
jPanel2. se tBorder tBorderFactoi::y . createLowered8eve18order ( 11 ; 
j Panel 2 . set Layout t xYLayoutJ 1 ; 
jPanel3. setBorder (Bo rderfactory . c 1.·eateLoweredBevel8ol'.der ( 11; 
. jPanel 3 . se tLayo u t txYLayout4 l; 
jLabel 4 . setHori zontalAlignment (S wingConstant.s . CWTER I ; 
jLabe H. setHori zontalTextPosit ion tSwingCons t ants . CENTER ) ; 
jLabel4. setText( "Gestion des flux ëmis :"); 
jLabel 5. setHori zont.alAl ignment (S wingConstant.s. CENTERI ; 
j LabetS. set Hori zonta1TextPosition (SwingConstants . CENTER); 
JLabel5 . set.Text("Gestion des flux réceptionnes :"J; 
isEmis setText("Erru ssion du flux"); 
isEmis. addAct 1onL.1.stener ( M:M' java . awt. . even t . ActionList.ener () 
publk , ·oid act.ionPerformed (Ac t ionEvent e) 
1 
isEm1 s _ actionPerformed(e); 
Il; 
isRecu.setText("Réception du flux " ); 
isRec:u. addAct1.onListener (nCM' java. o1wt. event .Ac t.1onL1st. ene r (} 




listefluxRec us. set.Border IBorderfact.ory.createEtchedBorder 1)); 
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li stefl uxRec us. setSelectionBackground (Col or. lightGray 1 ; 
l uteFluxRecus. setSelectionMode (Li st.SelectionHodel . SlNG LE_ SELECT I ON) ; 
l isteFluxRecus .addListSelect i o nLi stene r (ncw javax . swing . e vent. ListSelectionListener () 
publk \'Oid valueChanged(ListSelectionEvent e) 
1 
U ste flu xRecus_ valueChanged (el; 
) ); 
listFluxEmis. set.Borde r (Borde rFactory. createEtchedBorder ( 11 ; 
list.Fluxf.m.is. setSel ection Background !Co l o r. light.Gray ) ; 
listFluxEmis . se t. SelectionMode (List.Selection.Hodel. SINGLE_SELECTION); 
listFlu.xEmis .addList.SelectionListener (Mw javax. s wing. event List.SelectionListener () 
public ,·oid valueChanged(ListSelec tionEvent e ) 
1 
listrluxEmis_va lueChanged (eJ ; 
JI; 
adresselp. setText ( "xx. xx. xx. xx" t; 
jLabel6 . setText("Adr : "1; 
getContentPane() . add(panell ) ; 
panell.add( jPanel 3 , ncw XYConstraints{4, 118 , 393 , 111)); 
jPanel3.add(jLabel5, ncw XYConst caints(O , 0, 347, -1)) ; 
jPanel3.add()ScrollPane2 , MW XYConstcain t s (2 , 17, 263 , 89) 1; 
jPanel3.add{isRecu, ne"· XYConstca i nts (267, 22 , -1 , - li); 
jScrollPane 2.getVi ewpo rt () .addllisterluxRecus, nuit 1; 
panell.add(jPanell, MW XYConst rarnta(l06, 9 , 290, 50)); 
jPanell.add(nomConnexion , nt"' XYConstraints(88, 21, 11 , - 111; 
jPanell.add(jLabel3 , ■N' XYConstcaints(l, 21, -J , -l)J ; 
jPanel 1. add (nomlntec fa ce , nt" XYConstraints l 2 , 3 , 50, - 1 )) ; 
j Panell.add(jLabel6, ne"· XYConstcalnts(53, 3 , - 1 , -1)); 
jPane l l.add(adcesselp , ntw XYConstcalnts 188 , 3, 80 , - 1) 1; 
jPa ne ll .add (Suppression interface , nc:w XYConstraints(l80, 6 , 98, 291); 
panell . add(jPanel2, nc"· XYConstraints(4, 64, 393 , 106)); 
jPanel2 . add(jLabe l4, ~ XYConstraints(l, 0 , 3 4 6, - 1)); 
jPanel2 .add (1.sF.mis , ntw XYConstraints(266, 2 1 , - 1, - 1)); 
jPanel2.add(jScrollPanel, ne"· XYConstraintsl3, 16, 262 , 8 4 )) ; 
panel 1.add (nomStation, an,· XYConstraints (3 , 10 , 100 , 2811; 
jSccollPanel.getViewp o ct(J .add(l is trluxEmi s, null J; 
/ ' . 
• Initialisation du contenu 
• tOoit - èt re réalisé a vant l '.if fichach e de la frame) 
• I 
nHd ini t Sta t ion (ObjGraphique obj 1 
if (obj ! = null ) 
lhis . objGraphique "" obj; 
station .,. {Station) obj. cepresentation ; 
if (station ! • null ) 
// Nom de l a station 
lhis .nomStation.setText t" "-+ stati on); 
// Interface (Nom, Connexion et adresse) 
interf • station. getintecface (OJ; 
if l interf ! • null 1 
1his . nominterface. setTex t ("" ♦ inter() ; 
Ibis . nomConnexlon.setText("" + intecf.getConnexion()I; 
thill . adresselp.setText( .... -+ .interf.getAdr:esse(l); 
this .nomlnterface.setText(acw String ( "Non Défini")) ; 
lhb • nomConnexion. setText ( MW String ("Non Dé fi ni")); 
Ibis .adresse lp.setText( MW St r.ing('"Non Dëfini"l 1; 
// Liste de toutes l es s tati o n du domaine {pour la crea ti o n d es flu x (S,GI 
Ve c toc lstStation • ne" Vecto c t); 
Înl i ... 0; 
inl j • station.getDom.aine() .getNb r:ElernentAc tiftl; 
,rhik 1 1 < j ) 
// Selection de 1 ' élémen t acti f à tr.iiter: 
ElementActi f ea • station .getDomaine() .getElementActi fli l ; 
// Ajout s ' il est une station 
if (ea ! = null ) 
if (ea inJhtnceol Stati ont 
latStat1on . addELement (ea 1; 
i • i + l; 
// Liste des flux êm.issibles et récept ibles 
fluxEmis • n~"· Vector 11 ; 
fluxRecus .. new Vector (); 
i • O; 
j "' station . getDomaine (). getNbrCroupeActi f 1); 
"bik ( .i < j 1 
//Obtention du groupe actif a traiter 
GroupeMul ticast gm • st.ation.getDoma1ne t 1 . getGcoupeActi f 11); 
if ( gm ! • null l 
1 
// C1ëation d ' u n nouveau flux 
fluxmulticast flux ., ne" fluxmulticast(); 
flux. set.Groupe (gm); 
// Ajout de ce flux aux deux listes 
!luxEmis. add Element (flux) ; 
f luxRecus . addElement (flux ) ; 
// Ge s tion des flux spéc ifiques réceplibles. 
inl i 2 = 0; 
inl j2 • l stStat.ion . size(); 
"hile ( i 2 < j2 ) 
// Obtention de la station 
Station st • (Station) lstStation.eleme ntAt(12J; 
if (st ! "' null ) 
Il crea ti on d 'un flux spëcifique 
f'luxmulti c ast fluxSp "' nt.w fluxmult1 casttl ; 
flux Sp.setSourc e(st); 
flux Sp.setCcoupe(gm); 
/ / AJout a la liste des flux réceptibles 
f l uxRecu s . a ddElement ( fl uxSpl ; 
// Station sui vante 
12 • i2 -t 1; 
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, .. 
// traiter le groupe actif suivant 
i • i -t 1; 
// Configuration des Objets listes 
thi1 . li st FluxEmls. set.List.Da ta ( fl uxErni s) ; 
1his • li s teFluxRec us. setListData ( f luxRecusl ; 
this . isRecu . dhable () ; 
thiJ .isEmis.disable(); 
/ / Sélection des premiers flux dans les listes 
this . emisSelec t • O; 
lhis . listFluxEmis. setSelectedlndex (0) ; 
lhis . re c uSelect • O; 
th is .1 isteFluxRecus . setSelectedlndex (0); 
• Gestion de la demande de suppression de l'interface 
• / 
,·oid Suppressionlntecfac e _ a c tionPer formed (Act i onEvent e) 
if I lhis . i nter! ! .. null ) ; 
, .. 
// ~connexion des élêments et suppression d e l ' interface 
if ( ( Ibis .intecf.getEl ementActiftl ! ~ null 1 " (this .inted . getConnexion() ! • 11ull ) J 
// déconnexi on des éléments du domaine 
station.getOomaine ( 1 .deconnect Eleme nts (this • 1ntecf. getElementActi f ( 1, 1hi1 . intecf .getConnex ion ( l); 
/ / suppression de l ' i nte r fa ce gcaphique 
Obj InterfaceGraphique oig • Obj lntecfa ceGcaphi qu e . getlnterfaceGraphiqueDe (Chis . intecf, 1hi1 . objG raphique); 
if (oig ! • aull 1 
1 
ObjlntecfaceGcaphique. remove(oigl ; 
/ / mi se à j ou e de cette bol te de dialo gue 
1h i1 .nomlnterface . setText( ne:"· Stcing("Non Dêfini"I) ; 
1h i.1 .nomConnexion . setTextt nn.· Stcing ( "Non Defini")I; 
Ibis .adcesselp.setText( MM' Stcing( " Non Défini")); 
lhill .objCraphique . desc ription. se tText (station. t oSt ringCon fig ( ) ) ; 
• Gestion de la demande de c ha ngement d ' é tat d'un flux Emi s ., 
, ·oid isEmis_actionPerformed(ActionEvent el 
Fluxmultica st fm • null ; 
// obtention du flux référencé 
inl index = lhis .1 istFluxEmis .getSelectedlndex t); 
if (index< lhis ,fluxEm.is . size()I 
fm • (Fluxmulticastl lhis . fluxEmis.elementAt(1ndexl; 
if ( fm ! • nuit ) 
// S ' il s ' agit d ' un e sélection du flux 
if (lhis .iaEmis.uSe lected(I 1 
// Emettre le flux sélectionné 
s tati on . addS o urce ( fm.getG co upe ()) ; 
// s ' il s ' agit d ' une dé.s élec t ion 
d,c 
// Fin d'émission du flux sélectionné 
s tat ion. removeSource ( fm. getGroupe ( l); 
lhis .objGraphique . descriptio n. setText (station. toStcingConfig ( 1 l ; 
• Gestion du c hangement du flux reç u sé l ect ionné ., 
,oid 1 istFluxEmis_ valueCha nged I ListSelectionEvent el 
if (lhis . li st FluxEmis. isSelectionEmpty ( 1) 
llli1 . isEmis . di s able () ; 
""" 
1hi1 . i sEmis. enab l e ( l; 
fluxmu l ti cast cesult • null 
// obtent ion du flux reférence 
inl i ndex • lhis .li s tF'luxEm1 s .getSe l ectedlndex(); 
if ( index < thi1 . fluxEmis.size()) 
1 
F'luxmulticast fm • ( Fluxmulticas tl thit . fluxEmis. element.At (index); 
// Confi guration de la valeur de isEmis 
resul t • 1hi1 . station. getF'lux (Stat i on. EMI s , fm. getG r oupe () , fm.get Source 11) ; 
if ( r esu lt """' null ) 
Ibis . isEmis. setSelected ((-.lx ) ; 
lhis . isEmis . setSelected {lruc: ) ; 
• Gestion de la demande de changement d ' état d ' un fl ux Recus 
• I 
,·oid isRecu_ac t ionPecfocmed(ActionEvent el 
F'luxmulticas t fm .. null ; 
// obtention du flux céfécencé 
inl index • lh ii .1 is t eFl uxRecus getSelectedlndex t l; 
if (index < lhii .fluxRecus . size() l 
fm • (Fluxmulticast) thi ,: . fluxRecus . elementAt (i ndex) ; 
if ( fm ! • null 1 
// S'il s'agit d'une sélection 
if (l his . isRec u. isSelected 1)) 
// cecevoir le flux sélectlonné 
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, .. 
if ( fm . get.Source ( 1 ... null ) 
1 
station.addRecever ( fm . get.Groupe ()); 
station . addRecever ( fm.get.Source (), fm.get.Groupe () l ; 
// s ' i l s 'agit d'une désélection ., .. 
// terminer la réception du flux sélect.ionné 
if (fm.get.Source(l == null 1 
station. removeRecever ( fm . get.Groupe 1)) ; 
station . removeRec ever ( fm. get.Source (), fm .getGroupe ()) ; 
lhit .objGraphique .description . set.Text (station . t oStcingCon fig 11) ; 
• Gestion du c hangement du flux émis sélectionné ., 
, ·oi d liste rluxRecus_ valueChanged ( Li st.SelectionEvent el 
if (lhil . l istef'luxRecus . isSelectionEmpty () J 
lhit . isRecu . disable( ) ; 
lhit . i.sRecu. enable () ; 
f'luxmulti c ast result - null 
// obtention du flux r éférencé 
inl index "' this . l i steFluxRecus. getSelectedlndex 11; 
ir ( index< lhis .fluxRecus.size() ) 
fluxmulticast fm == (Fluxmultlcastl lhis . fluxRecus e lementAt(index); 
// Configuration de la valeu r de isErnis 
result -= lhis .station.getFlux (S tation .RECUS , fm . getGroupe() , fm.getSourcet) 1; 
ir (r-e s ult •• null 1 
1hi.1 . isRecu. setSelected ( (•lit 1; 
., .. 
1hi11 .isRecu.setSelected( lru~ ) ; 
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Title: Simulateur PI H SM 
Description : Simulateur du pcotocol PIH SM (Prot.ocol lnd e p endant Mu l ticast Sp a r se Mode) 
Copyright : Copyright {cl 2000 
Company: 
@authoc 
@version 1.0 ., 
pack• ~ simulateucpirMm; 
imporc java.awt. • ; 
impor1 java . a wt.event . • ; 
impon javax.swing . • ; 
imporc com.borland . jbcl . layout . •; 
• Boite de dia logue d'informat i on 
• (Est utilisée pour afficher de l'information sous format tex t e) ., 
!Hlblic cl.1u Oialoglnformation u.1c:11dJ JDialog impk.mtnls ActionListene r 
1 
JPanel panel 1 s Mw JPane l ( 1 ; 
JScrollPa ne jScrollPanel = ncw JSc r o llPane 11; 
JText.Area jText .. Mll' JTextArea t l; 
GridLayout gddLdyou tl • Ml\' Gc idLayout(); 
• Constructeur 
· / 
public Dialoqlnfocmation(Fcame frame , Stcinq tltle, boolc.n modal) 
1 
»upc.r ( f came , ti tle, modal 1; 




pac k() ; 
u1ch (Exception ex) 
1 
ex. printStackTcace 11; 
public Dialog lnfocmation () 
1 
lh lJ (aull , .... , (abc l; 
, .. 
• Initialisation de la frame 
• I 
,·oi d jblnit () 1h row• Ex cept ion 
1 
panel!. setLayout (gcidLayoutl); 
getContentPane ( 1 .add (panel 11; 
panel l . add(jSc col l Panel , null J ; 
jSccollPanel. getViewpo ct ( J • add (j Text, null ) ; 
, .. 
• fennetuce de la boîte de dia loque 
· / 
pu.blic ,·oid a c t ionPecformed(ActionEvent eJ 
1 
dispose () ; 
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@vers10n l. O ., 
Simulateur PI M SH 
Simulateuc du protocol PIH SH ( Protocol Independant Hulti c ast Sparae Hode ) 
Copyright (c l 2000 
plllck11,tt simulateurpimsm; 
im1>0rt java.awt. •; 
import javax.swing. • ; 
im1M>rt simulateurpimsm.domaine . message. • ; 
import simulateurpimsm.domaine . • ; 
/ " 
• Classe spécialisée pour la gestion des é vé nements dans le domaine 
• ( Elle sert d ' interface entre les éléments du domaine et l'interfa ce utilisateuc.) 
• Une instance de c elle-ci doit -ê tre en premier lieu configuré par l ' interface utilisate ur {frame li 
• Ensuite , 
évenement. 
chaque objet du domaine a le loisir de créer une nouvelle instance de cette classe et de l'utiliser pour l ogue r un 
Remarque 
Dans cette version du simulateur, cet te c las se est. loin d ' être optimalisêe 
et. nécessite ra une gestion des évènements plus complexes dans les proc haines versions. 
( E A: - implémentation d'un rnode pas â pas 
1 
·! 
- configuration des évenements que l ' uti 1 isat.eur désire loguer 
- Ges t.ion de plus grand panel d'événements 
publk clan GestionEvenements 
1 
// Zone texte d ' impression des évenements 
M11tic JTextArea lst.Evenement • null ; 
// Numêrotalion des événements traités 
st11t ic inl nwnEvenement = O; 
• Construc teur 
~ 
•/ 
prin lt ,·oid afficheEvenement (S t ring evenement) 
ir (Ibis .lstEvenement ! • null ) 
Chi, . numEvenement +"' l; 
String l st Ev "' 1h is . lst.Evenement.getText(I; 
lst.Ev • lst.Ev + "\n" + ncw Integer(t lllis .numEvenement) ♦ " ><> " ♦ evenement; 
lhb .lstEvenement . set.Text(lstEv); 
Evénement message en entrée ou en sortie sur un routeur 
direction "' true p o ur une arrivée de message 




,1Md set.Evenement.Hessage (Rou teur r o uteur, book.u direc tion , Interfa c e inter! , Message msg) 
S tring sDirection"' O<'" ' Stringlrouteur +": Expédition d'un" ) ; 
if ( d1rec tion 1 
sDi rec tion"' M W St.ringtrout.eur + " Réception d ' un " 1 ; 
St.ring type "' null 
String s Msg :s M" String(""I ; 
if (ms g hu 111nceof" 
1 
Register ) 
type .., M • · Stringt"Register"l; 
Reglster m:: (Regist.er) ms g; 
s Hs g "" " ( " + m. get.Sourceflux ( 1 + " , " + m. get.Groupe ( 1 + " )" 
+ " a dest1nation de " + m. ge t. Dest.i nati on{I ; 
lh i, .afficheEvenement(sDirec t.ion ♦ type -t s H.sg + "Via " + int.erf); 
"/ rch1r n ; 
public Gest.ionEvenements ( 1 
1 
, .. 
" In i tialisation de la classe 
• (Doit-être réalisé avant. l 'ut i lisat.ion par les éléments du d omaine) 
• / 
1,ublic ,·oid ini tClass (JTextArea texteArea) 
1 
th i.1 . l st.Evenement • texteArea; 
initLstEvenement () ; 
1 
• initaluat.ion de la gestion des é vénements 
IM.lblic ,·oid initLstEveneme nt(I 
1 
this .lstEvenement.setTextt""l; 
lhis . numEvenement • O; 
I .. 
• Affichage d ' un événement 
if (ms g ins1111ctof Registerst.op) 
type • n Cft' Stl'"ingt"RegistecStop"); 
RegisterStop m = (Regist.erStop) msg; 
s Msg z "(" + m. get.Sou r ce flux (l + + m.get.Groupe() + " ) " 
+"à destinatio n d e "+ m.getOestinat.ion(); 
l hi, .aff icheEve nernent{sDl re c tion + type + s Hs g -t "Via "+ intecf); 
rc-lurn ; 
if (msg ins1•nccof JoinGI 
type z ncw S tring ( "Jo in"); 
JoinG m "' tJoi n G) msg; 
!IMsg: "( • , "+ m.getGroupe() ♦ " ) "; 
lhis .affic heEve nP.me nt (sDirection t type + s H!lg + "Via " + inted); 
rtlu rn ; 
if (msg ias111ncrof Joi nSG) 
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type • M\l'I' String("Join"I; 
JoinSG m • (JoinSG) msg; 
sHsg • "(" + m. getSourceFlux() + " + m. get.Groupe(I + ")" ; 
1hi• .afficheEvenement(sDirection + type + sHsg +"Via "+ interf); 
ttlura ; 
i( (msg instanctof 
1 
PruneG) 
type • ~ · String ("Prune") ; 
PruneG m • (PruneG) msg; 
sMsg • " t•, " + m. get.Groupe (I + ")"; 
this .affic heEvenement(sDirection + type + sHsg + " Via " + interf); 
rttu.m ; 
ir (msg ins1H ceof PruneSG) 
type • nat' St r ing ("Prune " ); 
Pr u neSG m • (PruneSG) m.sg ; 
:5Hsg • "I" + m.getSourceFlux () t " + m. getGroupe 1) + ") " ; 
lhis .affi c heEvenement (sOi rection + type + sMsg t "Via " + interf); 
ttlurn ; 
ir (msg in111ancrof PruneSGRptl 
type • ~""· Stcing( " PruneSGRpt."I; 
PruneSGRpt. m "" (PtuneSGRptl msg; 
sHsg • "(" + m.getSourcef'lux(J + "t m.getGroupe() + ")"; 
1h i1 .affi cheEvenement(sDirec tion + type + sHsg +"Via "t interfl; 
l"flU.rD ; 
ir (msg in.sla nccof HsgHulticastl 
type • ne"' String("Hessage Hulti cast "l ; 
HsgHulLicast m • (HsgHulti cas tJ msg; 
sHsg • " @mis par " + m. getSource ( 1 + " vers " + m. getGroupe 1); 
lhii .affi cheEvenement(sDirection + type + sMsg ♦ "Via " ♦ intecf); 
l"fhlm ; 
if (ms g in1111nctof Message) 
/ •• 
type • ne" ' String ( "message"); 
s Hsg • MW St.cinq( " " ) ; 
lh ill . afficheEvenement (sDirection • type + sHsg • " Via " + inte r fi; 
rtlurn ; 
• Evé nement message en entrêe ou en sortie sur un routeur 
1 
type • crue pour un IGHP Qwery 
type • false pour un IGHP Prune ., 
JKlblic ,·oid setEvenementigmp {Lan lan, Routeur dr , boolean type, Station source, Adresselp groupe) 
String sType • Mw String ( "IGHP Prune "1; 
ir ( type 1 
sType • ne"' Stcing("IGHP Qwery"); 
String src ., M"' String("'"") ; 
if (sou r ce ! s n ll l 
src • "" + source; 
1hi1 .afficheEvenement(sType ♦ " sur " + dr ♦ " en provenance de " • la n • " pour le flux(" + src + 
tttu.m ; 
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11.ckilgc simulateurpimsm; 
import java.awt. •; 
im1l0rt javax . s wing.•; 
in1port corn . borland. jbcl. layout. • ; 
im1K>rt java . awt.event.•; 
im1,ort com.borland.dbswi ng.• ; 
import com. borland. dx . dataset. 
Ti t le: Simulateur PI H SM 
Description : Simulateur du protocol PlH SH (Protocol Independant Hulticas t Sparse Hode) 
Copyright: Copyright (c) 2000 
Company: 
@author 
@version 1. 0 
pt.iblit tlut GroupesActifsDlgBox nltnds JDialog 
1 
JPanel panel! ~ ON· JPanel (); 
XYI.ayout xYLayoutl • M'A' XYLayout (1; 
JButton jBut.tonl • Mw JButton(); 
JButton j8utton2 ~ ncw JButton(); 
JPanel j Panel! "' D<ft' JPanel ( 1; 
XYLayout xYLayout2 • MW XYLayout ( 1 ; 
JComboBox jCombo6ox1 • nt • JComboBox () ; 
JLabel jLabell c nc-w JLabel ( I; 
JColorChooser jColorChooser • nn.· JColorChooaer () ; 
JLabel jLabel2 • ne"· JLabel ( 1; 
JTextField jTextFieldAdrGroupe • new JTextField (); 
JLabel j Label] • ne"· JLabel ( 1; 
JButton jButtonJ • new JButton ( 1; 
publk GroupesAct ifaDlgBox(Fcame frame, St ring title, boolun modal) 
1 





catd1 (Exception ex) 
ex. printStackTra ce ( J; 
publk GroupesActi f sDl gBox () 
1 
lhiJ (nuit , "" , fal~ l; 
, ·oid jblnit ( 1 lhrows Exception 
1 
panel! . setLayout (xYLayoutl 1; 
jButtonl . set.Text ( "Ok"'); 
jButton l. addAc ti.onListener (ne"· java. awt.event .Ac tionListener ( l 




jButton2. setText ("Annuler"); 
jButton2. addActionListener (ne"' java. a wt. event .Ac tionListenec () 




j Panel l . setLayout ( xYLayout.2) ; 
jPane l 1. set Border (Borderfactory . createLoweredBevelBorder () 1; 
]Label J . setText 1 "Groupe Actif : "I; 
jColor Chooser . set.Border ( BorderFactory . createLoweredBevelBorder ()); 
jColo r Chooser. setToolTipText 1 ""); 
jLabel2. setText ( "Adresse : "); 
jLabelJ. setToolTipText ( ""); 
jLabelJ.setTextl"Couleur : "); 
jButtonJ. setText ( "Ajouter Groupe"); 
lhiJ . getContentPane (). add(panell, BorderLayout .CENTER); 
panell.add(jComboBoxl , new XYConst r aints(l l 2 , 25 , 181, -1)); 
panel l . add(jLabell , acw· XYConstraints(21 , 21 , - 1 , -1)) ; 
panell.add(jPanel l, otw· XYConstraints(1 , 55 , 516, 40611; 
j Pane ll.add (jLabel 2 , new XYConstraints(ll , 16 , - 1, -1) ); 
jPanell . add(jTextFieldAdrGroupe, ntW XYConstralnts(10, 15 , 128, - 1)); 
jPanel l.add(jLabelJ, nr:w XYConstraints(Jl, 48, -1 , -1)) ; 
jPanell.add(jColorChooser , ne-w XYConstraints(69 , 45, - 1, - 1)); 
panell.addljButtonJ, MW XYConstrainta(317, 22 , - 1, -1)) ; 
panell.add(jButtonl, 11ew XYConstraints(533, 396 , 11 , - l)l; 
panell.add(j8utton2, _,.. XYConstraints(533, 434, - 1, - 1)); 
, ·oid jl3uttonl_actionPecfocmed(ActionE.vent el 
dispose (); 
,·oid jButton2_ actionPerformed (Action Event e) 
1 
dispose (); 
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Title : Simulateur PI M SM 
Descr:iption: Simulateur du protoco l PI H SM (Protocol Independant Multicast Spaue Hode) 
Copyright: Copyright. (cl 2000 
Company: 
@authoc 
@version l . 0 
p111ck•gc simulateu r pimsm; 
im1>0rt java.awt .•; 
import java.awt . event . •; 
import javax. s wing. • ; 
import corn. borland. jbcl. layout .XYConst:raints; 
im1>0rt javax . swing .border. LineBorder; 
im1>0rt javax . s wing. border . Etc hedBordec; 
import java.io .•; 
import simulateurpiDUJm.domaine. • ; 
im1>0rt java . util.Vector; 
., 
Classe encapsulant un objet du domaine (Station, Routeur:, PàP ou Lan) 
et s 'occupant de sa reprêsentation graphique 
ainsi que de l ' interfaçage de celui-ci avec l ' ut.il1sat.eur . 
(Affichage et actions sur évènements souris) 
1.ublic dus ObjGraph i que impltmtnts Serializable 
1 
Il Constant.es 
1>ublic !l'hllÎC fin11I ial STATION . !; 
1,ublic Maik fim1I iat ROUTEUR ., 2; 
public stalic fin11I inl LAN . 3; 
J)Ublic 11a1ic final ial PAP = ., 
// Position par défaut d'un objet 
slalk: int defPosX • 10; 
Italie int defPosY • 10; 
Il taille par dl!faut. des objets 
ll•tic inl defStationTailleX . 80; 
»l•lic inl defStationTailleY • 50; 
st•tk ÎIII defRouteurTailleX . 70; 
stalk: inl defRout.eurTailleY . 30 ; 
st•tic int defLanTailleX . 80 ; 
SIIIIÎC int defLanTailleY • 60 ; 
Sl•lic int defPdpTailleX . 12; 
st•lk int defPapTailleY = 12; 
// Référence des objets de la frame utilisés pour l ' affichage graphique 
stalic JPanel domaineGraphique • null ; 
s111tic JTextArea description : null 
stalic ObjGraph1que objSelectionne • null 
st•lic JLabel st.atusBar "" null ; 
,1111ic Domaine domaine • null 
11111k frame frame • null 
I / lcone des objets 
static lmAgelcon imageSt.at.ion ., null 
,1111ic lmagetcon imageRouteur • null 
stalic Imagelcon imageLan • aull 
1t111ic Imagelcon imagePap • null 
// Stri ng utilisé pour le stockage temporaire du contenu de la StatusBar 
Sto.ng statusValue • aull 
/ / Objet représenté 
Object representatio n • null 
/ I Image de cet.te instance 
lmagel con image "' nidl 
// label de l ' objet 
String label • HII 
/ I Label Graphique représentant l' objet 
JLabel objGraphique .. aull 
// Position de l'obj dans l ' interface 
inl posX ; 
inl posY ; 
// Taille de l' obj 
iat tailleX; 
inl ta i lleY; 
/ / Liste d ' interfaces graphiques reli ées â cette instance de 1 'objet Graphique 
Vector lstObjlnterface • aull ; 
// données utilisées lors d'un drag 
Point departPoint • 11ull 
boolun i sDcag • fabe: ; 
• Constructeur ., 
public ObjGi::aphique 11 
1 
// Definition de la taille de l'obj 
posX • def PosX; 
posY • def PosY; 
, .. 
• Init.ialisat1on de la classe ., 
Page 1 of5 
l"'blic ,,oid initClass (JPanel newOoma1neGraphique , JTextArea newDescription, ObjGraphique neWObjSelect.ionne, JLabel 
newStatusBar, Domaine newDomaine , frame newframe, 
lmageJ con newJmageS tation, lmag e l con newlrnageRouteur , lmagel con newlmageLan , Imagel con newlmagePa~ 
domaineGraphique • newDomaineGraphique; 
descnption • newOescription ; 
objSelect1onne • neWObjSelectionne; 
s tatusBa r • newStatusBa r ; 
domaine • newDomaine ; 






"' newJmageRouteur ; 
"" newlrnageLan; 
s: newJmagePap; 
• lnit.ial1sat.ion de l'int.an c e ., 
1.ublic 
1 
, oid initlnst.anc e( inl type , String newLabel, Object neWObjectl 
lhis .posX "' lhi.!i .defPcsX ; 
this .posY • thb: .defPosY; 
lhÎ!t . label • newLabel; 
lhis . representation .. neWObject; 
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if I type - - 01is . STATION) 
1 
lhis . image • this • imageStation ; 
this . tailleX • thÎ.'I .defStationTailleX; 
Ibis .tailleY • this . defStationTailleY; 
ConfigRouteur dlg • 11<w ConfigRouteur(frame, lltW String("configuration Routeur") , f1dK I ; 
Il position nement de la boite de dialogue 
Di mension dlgSize • dlg . getPrefe.rred Size(I ; 
Dimension frmSize • frame.getSi ze 11; 
Point loc = frame.getLocation(I ; 
Page 2 ors 
dlg,setLoc ation((frmSize.width - dlgSize.w 1dthl I 2 t loc.x , (frrnSize.height - dlgSize.he1ght) I 2 t loc.yl ; 
rclurn ; 
if ( type • • this • ROUTEUR) 
this • image "" Ibis . imageRouteur; 
1hi1 . tailleX • thit .defRouteurTailleX ; 
thi.1 .tailleY • this . de f Routeu rTa i lleY ; 
rctum ; 
if ( type =• lhis . LAN) 
thi1 • image • thi1 . image Lan; 
thit .taill@X • this .defLanTailleX; 
thÎI . tailleY • tblt . defLanTailleY; 
ttturn ; 
if ( type • • Ibis . PAP) 
lhi.1 . image = Ibis . imagePap; 
this . taillex • this .defPapTailleX; 
thi.1 .tailleY • thb .defPapTailleY; 
rtturn ; 
• Configuration de l'objet sëlectionnê 
• / 
, ·oid configObjGcaphiqueSelected () 
1 
ObjGraphique obj.select • this .objSelectionne ; 
// initialisation de la boite de dialogue 
dlg. ini tRouteur (objselect) ; 
Il Affichage de la boite de dialogue 
dlg . .show(); 
• Gestion du label 
• / 
public ,oid set Label (String newLabel) 
1 
label = newLabel; 
public String getLabel () 
1 
rrcura label; 




,oid .setObject (Object newObject) 
representation = newObJect ; 
jMlblic ObJec t getObject ( 1 
1 
rclum repre.sentat.ion; 
if ( obj.select !• null ) J • • 
1 • Gestion de la taille et de la position 
// Si ! ' objet .sélectionné e.st une .station 
i( 1 obj.select. repre sent.ation inJ;lanuof Station) 
Il Création de la boite de dialogue 
ConfigStation dlg • nn.- ConfigStation(frame , MW Stnngl "configuration Station") , faix J; 
Il positionnement de la boite de dialogue 
Dimension dlgS1ze "' dlg.getPreferredSize() ; 
Dimension frmSize'"' frame.getSize(J; 
Point loc • frame . getLocation() ; 
dlg . .setLocation((frm.Size.width - dlgSize.width) I 2 t loc . x, (frmSize . height - dlgSize.he1ght ) / 2 + !oc .y); 
Il initialisation de la boite de dialogue 
dlg. initStation (obj.select) ; 
Il Affichage de la boite de dialogue 
dlg . .showt); 
Il Si l ' objet .sêlect ionnè est un routeur 
If ( objselect . r epresentation inst•ncwr Rou t eur) 
1 




rnid set Po.si tian ( inl x, in1 y) 
lhi1 .po.sX • x ; 
1his .posY • y; 
11ublic 
1 
,·oid setTaille(in1 x , inl yl 
this . tailJeX "' x; 
lhÎJ; .tailleY • y; 
1>ublic inl get. Po.si t ionX ( l 
1 
rc1urn p o .sX; 
j>ublic inl get Po.si tionY () 
1 
rclura po.sY; 
public inl getTailleX(J 
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rccum tailleX; 




• Recherche de l ' objet graphique représentant un êlément du domaine 
•1 
JtatK: ObjGraphique getObjGraphique(ElementDomaine element.Domaine) 
int i ., O; 
int j • O; 
ObjGraphique cesult • aull 
if (elementDomaine ! • null 1 
if ( 1 (Fcamel l frame) .dornaineGph ! s null 1 
j • ((Fcamel) fcame ).doinai neGph.sizet); 
Mhik ( i < j) 
ObjGcaphique og • (ObjGcaphiqueJ l(Framel) frame).domaineGph.elementAtt i) ; 
if log !• null 1 
1 
if (og.repcesent.ation '"' "' elementDomaine) 
rthlrD og; 
i • i -t l; 
rtlur• null 
, .. 
• Activation de l ' obje t 
· ! 
,·oid active ( 1 
// si un objet est dèjà selectionné 
if (t his .objSelect10nne ! • null 1 
thiJ . objSelectionne . desactive 1) ; 
1his .objSelectionne "' lhis ; 
1hi1 . obJG raphique. se tBorder (ncw LineBorder (Col or . darkGray l) ; 
• Désactivation de l ' objet 
· / 
\"Oid desac tive() 
thi.s .objGcaphique. setBorder ( nt:M' LineBordec (Col or. lightGray)); 
/ •• 
• Aj out de la représentation graphique de 1 ' objet dans le Panel 
• / 
public roid addObject () 
1 
objGraphique - MM' JLabel () ; 
objGraphique. setHorizontalAlignment (SwingConstants. CENTER); 
objGcaphique. setHori zontalTextPosition (SwingConstants RIGHT); 
objGraphique . setlcon (image); 
obJGraphique . setText ( label 1; 
objGraphique. setBorder ( MM" LineBorder (Col or .1 ightGray) 1; 
objGraphique. setCursor { MM" Cursor (Cursa c. CROSSKAIR_CURSOR) l; 
// Ges tion des Events 
objGraphique. addHouseHotionListene r ( Atw java. awt. event. HouseHotionAdapter ( l 
IKlblic ,·oid mouseMoved( MouseEvent el 
1 
objGraphique_ mouseMoved {e); 
publk: \'Oid mouseOragged(HouseEvent el 
1 
objGraphique_mouseOragged (el; 
objGraphique. addHouseListener ( MW Java. awt .event . Mouse!Ad.apter 1) 
1 
public nHd mousePressed (MouseEvent e) 
1 
objG raphique_mousePressed (el; 
public \'OÎd mouseReleased(HouseEvent el 
1 
objG raphique_mouseReleased(el; 
public , ·oid mouseClicked(MouseEvenl e) 
1 
objGraphique_mouseClicked (el; 
public ,oid mouseEntered( Mo useEvent el 
1 
objGraphique_mous eEn tered (el; 
1•ublic , ·oid mouseExi ted (MouseEven t el 
1 
objG r aphique_mouseExited(e); 
)); 
// Ajout de cet objet au domaine 
lh i.J .domaineGr:aphique. add (objGraphique, ntM· XYConstrain t s (posx, posY, tal.l leX , ta1 lleYI J ; 
// Act i Vdt.lOn de ce t ObJet 
this .a c tive{); 
/ ·. 
• Gestion de la liaison entre deux objets 
· / 
boolu n liaison (ObjGraphlque from, ObJGraphique to 1 
// Si le d omaine n'est pas configuré: 
if ( 1hii . domaine ... null 1 
// Aff ichage de la boite de dialogue de problème 
JOpt10nPane . showHessageDialog( thill . domaineGraphique , "Le d omaine doit ètc-e configuré !"J ; 
r~lurn faix ; 
// Si un d es deux eléments graphiques n ' est pas defini 
if 1 ( ( rom •= null ) 1 1 ( to •s null ) ) 
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// Aff ichage de la boite de dialogue de problême 
JOptionPane.showHessageDialog( this .domaineGraphique, "Les deu1< éléments graphique doivent être configuré !") 
n=lurn bise ; 
// Si un des deux éléments du domaine n'est pas défini 
if ( (from . representat.ion '"""' null l Il (to . representation a: = null )) 
/ / Affi c hage de la boite de dialogue de problème 
JOptionPane.showMessageDialog( thi1 .doma i neG r aphique , "Les deux éléments du domaine doive n t être con f igu r é ! " 1 
rtturn fa.be ; 
bool~an r esult • faite ; 
Il Ne connec ter qu ' un élément a c tif à une connexion 
if 1 from. representation inst11nceof Element.Acti f ) 
1 
if (to . representation ins11acfl>f Connexion) 
El eme n tActif ea • tElementAccif) from. representation; 
Connexion c • (Connexion) te . representation; 
Il liaison des éléments 
ir ( Ibis . domaine . connectElements (ea , c) ) 
1 
Il Si connexion réussie , Crêation et affi c hage de l ' i n te r face Graphiq ue 
ObjinterfaceGraphique.add(from, te) ; 
.... 
11 Affichage de la boite de dialogue de problème 
JOptionPane . showMessageOialog (lhis .domaineGraphique, "Les deux élèments du domaine n'ont pas étè reliés !" ) ; 
rtlurn faix ; 
.... 
ir (te. representation inlllanccof ElementACtl fi 
Element.Ac tif ea • (ElemencAc tif) te. representation ; 
Connexion c ... (Con nexion) from. representation ; 
11 liaison des élèments 
if (Ibis .domaine.connectElements(ea, c) 1 
Il Si connexion réussie , Création e t affichage de l ' interface Graphique 
ObjinterfaceGraphique . add( te, f rom); 
.... 
Il Affichage de la boite de dialogue de problème 
JOptionPane.showMessageDialogllhi ll .domaineGraphique, "Les deux élèments du dom.aine n'ont pas é tè relies ! " ) ; 
re1urn fa lse ; 
return lrut ; 
• Ge s tion des Events souris : MousePressed 
• / 
, ·oid objGraphique_mousePressed(HouseEvent e) 
Il Si le bouton de droite est utilisé 
if ( (e.getHodifie r s() , e . BUTTONl_HASK)=• e.BUTTONJ_HAS K ) 
1 
// Voir s ' il s'agit d ' une demande de liaison avec l'él ément actuellemen t sélectionnè 
ir ( Ibis . objSelectionne ! a null ) 
liaison ( lb ill , lbÎll . objSelectionne) ; 
Il r etenir la position de dèpart d'un drag éventuel 
Ibis .departPoi nt ,.. e . getPoin t.(); 
Il I nitialiser la possibilitê d ' un d rag 
Ibis . isOrag "" falK ; 
, .. 
• Gestion des Events sou r is : MouseD r agged 
· / 
, ·oill objGraphique_mouseOragged (HouseEvent e) 
// retenir qu ' un drag est en cours 
lhill . isDrag - lrut ; 
, .. 
• Gestion des Events souris HouseReleased 
• / 
rnid objGraphique_ mouseReleased (HouseEvent el 
if t tbis . isDrag l 
Point. arriveePoint .. e.getPolnt(); 
int arriveePoint . x - thi!i .departPoi nt x; 
int y = arriveePoint. . y - lhis . departPoin t y; 
// reposi tien de l ' objet. 
Point localisation = lhis . obJGraphique. getLocation (); 
pos X = localisation . X + x; 
pos Y = localisation.y + y; 
this .domaineGraphique . remove (Ibis . objGraphiqueJ; 
lh Îll .domaineGraphlque.addtobjGraphique, neM· XYConst.raints (posX, posY, tailleX, tailleY) l ; 
this .domaineG r aphique. updateUI t) ; 
// Repositionnement des interfa c es graphiques de cet objet 
Objlnt.erfac eGraphique.affi c heAllinterfac es {thi11 1; 
// Act i cvat.ion de l'objet 
lh i1 .ac tive(); 
rnid obJGraphique_ mous e Mo ved (MouseEvent e ) 
// if (this . desc ription ! = null ) 
// 1 
// this.desc ription.setText("(mouseMoved ) Des c ription de " + t.his.representat1on) ; 
Il 
rni ll objG [ aphique_ mouseCli c ked(Mou s eEvent e ) 
if (this .des c ript i on ! = null ) 
if tlhis . repre s entation instanc«tf ElementDomaineJ 
Element.Oomaine ed "" (ElementDoma1.ne) thU . representat i on ; 
1hi11 .desc ription. set1'ext. (ed . toStringConfig ( J); 
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// Activation de l ' objet 
this .act.ive(I; 
// Si Double click •> affichage config 
if (e.get.ClickCount() > l l 
thit . configObjGraphiqueSelected l l; 
ntid objGnphique_mouseEntered (MouseEvent e) 
s.wntelnt( thi1 .tai.lleYj; 
// Sauvegade de la liste d'interface graphique 
s. writeObject (thiJ . lstObjlnterface); 
, .. 
- Restauration de l'instance de l ' objet 
• / 
prfralc ,·oid rea dObject(ObjectlnputStream si ttliro,n IOException , ClassNotFoundException 
// Recupération des éléments du domaine rep résenté par cette instance 
lhis . representation "" s . readObject 11; 
// Recupécat.io n du type d'icone utilisé pouC" cette instance 
// Sauvegarde de la valeuc de la StatusBac inl img • s.ceadlnt(); 
Ib is . statusValue • Ib is .stat.usBac.get.Text(J; if I img •s Ibis .LAN) 
Ibis . statusBac. set.Text ("Objet domaine : " + tbi, . representation) ; 
, ·oid objGraphique_mouseExited (MouseEvenc e) 
, .. 
// Reqstaucation de la valeur de la StatuaBar 
this . stat.usBa c. set.Text (lhis . statusVal ue) ; 
Méthodes utilisées pour la sêdalisation --------------------- • 
• / 
• Sauvegarde de cette instance de l'objet 
·/ 
prinlt , ·oid wri teObjec t {ObjectOutputStream s I lhro,u lOException 
// Sauvegarde des éléments du domaine représenté par cette instance 
s.wrlteObject {lhi ll . representation) ; 
// Sauvegarde du type d' icone utilisé pour cet t e instanc e 
ir ( 1b ill . image •• lhiJ . image Lan 1 
s.writelnt (lhi1 .LAN); 
,1 .. 
ir ( Ibis . image •• lbÎll . imagePap 1 
s . writelnt(fhill .PAP I ; 
d x 
( ir I lhill . image ... lhi ll . imageRouteur 1 
s.wr1telnt( thill .ROUTEUR); 
s . wrieelnt (t his . STATION) ; 
// Sauvegarde du label de cette instance 
.s . wdteObject( lbiii .label); 
// Sauvegade de la taille et de la position de l'objet 
s.wrltelnt( lhill . posX) ; 
s . writelnt (ChiJ . posY); 
s.writelnt (l hiii . tailleX); 
Chili . 1.mage • Ibis . image Lan; 
tb< 
( ir img 2 • lhi1 . PAP 1 
1hiii . image ,. 1bi, . unagePap; 
.i .. 
l if img •• lhill . ROUTEUR I 
lhill . image • 1bi1 . irnageRouteur; 
1his . i mage • tbis .imagestation; 
// Rec upération du label de cette in.stance 
lhi ll .label a (String) s.readObjecttl; 
// Recupération de la taille et de la position de l'objet 
Ibis . posX '"' .s . readint(); 
thi1 . posY • .s.readlnt(I; 
thi1 .tailleX • s.readlnt(); 
lhÎll . t ailleY c s.r:eadlnt{I; 
// Rec uperation de la liste d'interface gr:aphique 
lhi1 . lst:Obj Interface • (Vec tor) .s. readObject Il; 
// Créa tion de la représentation graphique 
lhill .addObjec t () ; 
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Title: Simulateur PIM SM 
Description: Si mulateur du protocol PIH SH (Protocol lndependant Hulticast Spaue Hode ) 
Copyright: Copyrig ht Ici 2000 
Company : 
@author 
@version 1 . 0 
p1ckaxc simulateurpimsm; 
import java , awt. • ; 
import java. awt. event. • ; 
im1,ort javax.swing. •; 
import com.borland.jbcl . layout . •; 
import javax.swing.border LineBorder; 
import javax . swing. border EtchedBorder; 
Import java.io . • ; 
im1,ort simulateurpim.sm.domaine . •; 
import java. util. Vector; 
, .. 
., 
Classe encaplu.sant une interface du d omaine 
et s'occupant de sa représentation graphique 
ainsi que de l ' interfa çage de celui-ci avf!c l'utilisateur . 
{Af f ichage et actions sur é vénements souris) 
publK' tlitn Obj lnterfaceGraphique impltmtnll Serializable 
1 
// Interface représentée 
Interface interf • null ; 
/ I Représentation graphique de l'élément a c tif graphique 
ObjGraphique elementActifGraphique • null ; 
// Représentation graphique de la connexion graphique 
ObjC[aphique connex ionG r aphique • null ; 
// Label Graphique représentant: l ' objet 
J J.abe l objGraphique • null ; 
JPanel llgneGraphique s oull ; 
// Position de l'obj dans l'interface 
inl posX; 
int posY ; 
// Taille d'une intecface 
Sllllk inl tail leX • 10; 
st111K' int tailleY • 10; 
// Reférence des objets de la frame util i sés pour 1 'affi c hage graphique 
sl1tic JPanel domaineGcaph i que • null 
st•tic JTextArea descri ption • null 
slatk JLabel statusBar • null ; 
// String utilisê pour le stockage temporaire du contenu de la Sta tus Bar 
Stri ng st:atusValue • null ; 
// repésentation graphique de l'interface 
ilatic Imagel con imagelnterface • null ; 
• Constructeur ., 




• Init.ialisation de la c la sse ., 
public ,,oid initClass (JPanel newOomaineCraphique, JTextArea newDescripti on , JLabel newStatusBar , Jmageicon 
ne wl mageinter fa ce l 
domaineGraphique • newOoma i neGraphique; 
descript ion • newOes c ription; 
statusBar • newStatusBar; 
imageinterface "' newimagelnterface; 
• Ajout d ' une nouvelle interfac e 
•tittic rnid add (ObjCraphique newEl.ementActi !Graphique, ObjC raph ique newConnexionGraphique) 
// si les éléments fournis ne sont valides 
if newElementActifGraphique 1 • null I l 
if newConnexionCraphique ! • null 1 
// Création de l ' interface 
ObjlnterfaceGraphique oig • llnl' ObjinterfaceGraphique(I; 
// Configucation des objets Graphiques 
oi g.elementActi {Graphique • newElementAc tifG r aphique; 
oi g. connexlonGraphique • newConnex1onGraphique ; 




// Ajout de cette instance aux deux objets graphiques 
o ig. addToObjGraphique (newEl ementActi !Graphique); 
oig . addToObjCraph i que (newConnex ionGraphique); 
// Création de la représentation graphique de cette instance 
oig inittnstanceGraphique(J; 
• In1tiallsation de la reprêsentation graphique de ce t objet 
,oid initlnstanceCraphique () 
this .ObJGraphique - MW JLabel(l ; 
this . objCraphique. setHorizontalAhgnment (SwingCons t.ants . CE.NTERJ; 
this . objGra ph1que. set Ho cizontalTextPosition (Sw1 nqConstants. RICHT) ; 
lhis . objGcaphique.setl con (imageinterfac e ); 
this .objCraphique.setBorder (nt111· LineBorde r (Col or. JightGra yl 1; 
lh is .objGraphique.setCursor( MW Cucsor (Cursor.TEXT_CURSOR) 1; 
// Con figu ra ti on de la gestion de la sour is po ur cet te instance 
1his . objGraph1que.addMouseL.1stener ( nt1o1· javc1 awt . event .Ho useAdapter t 1 
1,ublk ,oid roouseEntered( MouseEvent e) 
1 
objGcaphique_mouseEntere d (el ; 
11ublk , oid mouseExi ted (MouseEvent. el 
1 
objGrdphique _ mouseEx i ted te) ; 
Il; 
// Positionnement et affichage de cette instance 
lhis .affi c heln t eda ce(I; 
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f•• 
• Ajout de cette instance graphique d'une interface a un objet graphique 
•/ 
,·oid addToObJGraphique (ObjGraphique toObj) 
ir ( toObj !• null 1 
ir (toObj . lstObjlnterface •• null 1 
toObj.lstObjlnterface • ncw Vector(); 
toObj . lstObjlnterface.addElement( lhis ) ; 
, .. 
• Suppression de toutes les .instances d'interfaces graphique d'un objet graphiques 
llllic ,·oid removeAllFromObjGraphique (ObjG raphique f roraObj) 
, .. 
iat i • O; 
int • O; 
if (fromObj ! "' null ) 
if (fromObj.lstObjlnterfa ce ! • null ) 
j,. fromObj.lstObjlnterfa ce .size(); 
"'hilt ti < jl 
Obj IntedaceGraphique oig "' (Obj lnterfaceGraphique) fromObj . lstObjlntecface.elementAt ( i); 
if (oig !• null ) 
1 
// suppress10n de l'interface graphique de la li ste des deux objet.s graphiques 
remove (oig) ; 
Il J est: décrémenté et non i i ncrementè car la mêthode remove mod1 fie la li s t e 
j • fromObj.lst.Objlnterface.size(); 
• Suppression d ' une interface graphique 
• f 
a:t•tic ,·oid remove (Objlnte r faceGraphique oldinterfaceGraphiquel 
ir (oldinterfaceGraphique ! • null l 
f •. 
11 suppression de la représentation graphique 
oldlnterfaceGraphique. cache!nterface (); 
11 suppression de 1' inter face dans le premier objet Graphique 
old!nter faceGraphi que. removefromObjGraphique (oldl nter faceGraphique. elementAc t i [Graph1 quel ; 
Il suppression de l'interface dans le deuxième objet Graphique 
old I nterfaceGcaphique. removeFromObJGraphi que (oldI nter faceGraphique . connex ionGraphique) ; 
• Suppression de cette instance de l'interface dans un objet graphique 
• f 
,·oid cemovefromObjGraphique {ObjGraphique fromObj) 
, .. 
ir t fromObj ! • null 1 
1 
ir (fromObj.lstObjinterface ! • null 1 
f romObj. lst:Obj Interface. removeElement !Ibis ) ; 
• Recherche d 'une interface graphique représentant • interface' et: connectée à 'fromObj' 
• / 
, .. 
Obj InterfaceGraphique getinterfaceGraphiqueOe ( Interface interf , ObjGraphique fromObj 1 
int i • O; 
inl j • O; 
ObjlntecfaceGraphique result • null ; 
Ir I fromObj !• null ) 
1 
ir (fromObj.lstObjlnterface !• null 1 
J • fromObj . lstObjlnt.erface.si'zeO; 
"'hik li < jl 
Obj Int:erfaceGraphique oig • {Obj InterfaceGcaphiquel fromObj. lstObj Interface. elementAt (il ; 
if (oig ! • null ) 
1 
if (oig. inter! ... inted) 
1 
rrlum oig; 
l • i t 1; 
rtfurn null 
• Af fichage de cette instance de l'interface 
• f 
n.1id af fi che lnterface(I 
Il recalcul la position de l ' objet 
tbia: .positionne(); 
Il Affi c hage de la ligne de connexion 
thia: . a f!i c h e Ligne (); 
// Affichage de la représentation graphique de cette instance 
1hi!t .domaineGraphique . add (t his . obJGraphique , nt1'· XYConst.rai nts (posX, posY , tailleX , tailleY) l; 
lh ill .doma ineGraphlque. updateU l (); 
, .. 
• Affichage de la ligne de connexion ., 
,oid afficheLigne() 
Point st:art • nc,•r Po1nt( lhia: .posXt lhi ll .tailleX/2, lhilil . posY ♦ thi.t .tailleY/2 1; 
Point end • thi!l .get.Point(lhi.s .connexionGraphique, this .elementActifGraphiqueJ; 
int lngX • O; 
int lngY • O; 
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XYConstraints xyc = null ; 
bookaa direction z: ra.lx 
if ( stact.x < end . x ) 
lngX • end.x - start.x; 
if ( start..y < end.y) 
lngY., end . y - start.y; 
x yc a: ntw XYConstraints (stact. x , stact. y, lngX , l ngYJ; 
di cect ion = tn,t 
lngY ::. start. y - end . y ; 
xyc • ntw XYConstcaints (st.art . x , start . y- lngY, lngX , lngYJ; 
lngX - St.art . X - end . X; 
if ( start.y < end.y) 
1 
lngY z end . y - start.y ; 
xyc • new XYConstraints (stact.x-lngX , start.y, lngX , lngY); 
""" 
lngY = stact y - end.y; 
xyc = nt w XYConstrai n ts (start.x-lngX , stact.y- lngY, lngX , lngYJ ; 
direction = lnK ; 
// crêation du conteneur de la ligne de connexion 
1hi11 . ligneGraphique • new JPanel(J; 
this . ligneGraphique . setOpaque !f11l,e l; 
this . li gneGraphique . setLayout (JI("'' XYLayout ( 1 J ; 
thii .domaineGcaphique .add (lhis . ligneGraphique, xyc); 
// Affi c hage ligne de points 
inl i "" l ; 
inl j • 30; 
" ·hik i < j J 
JLabel l • ~ · JLabel ( Jl(w String (". "1); 
1. set Border l BorderFactory. creat.eEtchedBorder (Color. lightGray, Colot .magenta) l; 
n o;,I X ... O; 
no111 y .,, o ; 
if (direction) 
(lngX i) j ; 
y a (lngY i) j; 
''"" 
(lngx i) / j; 
y "" (lngY (j - i) J / j ; 
thi1 . ligneGraphique . add(l, ne" XYConstraints(t int ) x, (inl ) y, 3, 3)1; 
i • i -t l ; 
/ " 
• Suppression de l' affi c hage de cette instance de 1 ' interface 
' / 
, ·oid cac helnterfa c e ( l 
// suppression des lignes de connexion 
if (lhi1 . ligneGraphique != •ull J 
Ibis .domaineGraph ique . remove (this .1 igneGraphiquel ; 
// supp r ession de la representation graphique de c et.te instance 
thi1 .domaineGraphique. remove (this . objG r aphique); 
this . domaineGraphique.updateUI (); 
/ " 
• Affichage de tout.e les interfaces connectées à l'objet graphique fromObj 
· / 
st111ic ,·oid afficheAll Interfa c es (ObjGcaphique fromObj) 
inl i "' O; 
int = O; 
if ( fromObj !a null J 
if (fromObj . lstObjinterfa c e ! • null 1 
1 
j = ftomObj . lstObj Interface. si ze Il; 
" ·hik I i < jl 
/" 
//Obtention de l'interfac e 
ObjlnterfaceGraphique oig .. (Objlnteda ceGraphique) fromObj .lst.Objlntedace.elementAt (il; 
if (oig ! = null l 
1 
oig. c a c he Inter {ac e ( l ; 
oig . a {fichelnterface () ; 
i :a i + l; 
• Calc ul la pos ition de l'interfac e sur la repre sentation graphique 
• / 
\UÎd p osit ionne () 
if ( (t hi.s .ele mentAc tifGcaphi que ! = n uit l u {t his .connexionGraphique !:: null ) ) 
•/ 
Po i nt c ent re "' Ob j Interfac eGraphique ,go? t Poi nt ( Chis . elementActi (Graphique, this . c onnexionGraphique ) ; 
lhis .pos X "' centce.x - (lhi, .tailleX / 2 ) ; 
1his .pos Y = centre .y - t lhis .tailleY / 2 1; 
Cal c ul d es c o o rdo né es du point d'inte rsec tion entre 
l e segment d e droite entre les c entres des obj o? t s 'st.art' et 'end' 
et le cadre de 1 'objet 'start' 
sl11lic p.-fralc Point getPoint (ObjGraphique start, ObjGraphique end) 
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inl pStartX z (start.posX + start.tailleX/ 2) ; 
lnl pStart.Y • (start.posY + start.tailleY/ 2) ; 
inl pEndX '"' {end.posX + end.tailleX/2); 
inl pEndY ., (end.posY -t end. tailleY/2); 
inl distX • pEndX - pSt.artX; 
Ir ( distX ..., 01 
1 
distX • 1 ; 
inl dist.Y • pEndY - pStartY; 
if t distY -~ 0) 
distY • l; 
Point point • null 
if (di St.X > 0) 
// A droite 
if ldistY > 0) 
1 
// En bas / dl"oite 
if ( (distX / start.tailleX) < (distY / start.taiUeY) ) 
point • OC:1'' Point ( p s t.art.X + ( dist.X • start. . t.ailleY/21 / dist.Y) 
pStartY + st.art.tailleY/2) 
point s nc:tt Point pst.art.X + start.tailleX/21 
) ; 
t pst.art.Y+ ( dist.Y • start . tailleX/21 / dist.Xl ); 
dist.Y • - dist.Y; 
/ I En Haut / droite 
if 1 (dlstX / start tailleXJ < (dutY / stact.tallleY) J 
point . ..,, 
<(K 
point -n ~tot' 
distX • -distX ; 
// A gauche 








pStartX ♦ ( distX start.. tail leY/2) 
pStartY sta et . tai lleY /2) 
pStartX ♦ start . tailleX/2) 
pStartY - 1 distY start. tai l leX/2) 
if ( (distX / start tailleX) < (distY / start.tailleY) ) 
I distY) 
I di stX) 
point • •~•· Point I pStartX - ( distX • stact.tailleY/2) / distY) 
( pStartY ,. sta rt.tailleY/2) 




1 pStactY + 1 distY • start.tulleX/21 / distX) ) ; 
distY • - di.stY; 
// En Haut / gauche 
if ( (distX / start tailleXI < (dlstY / start.tailleY) ) 
1 
point • M:\11' Point 1 pstartX - ( distX sta et. ta il le Y/ 21 / distYI 
pStactY - stact . tailleY/21 
tb< 
point "' ne•· Point pStartX - start.tailleX/21 
1 pStartY - 1 distY • start . tailleX/21 / distX) 
n:lurn point; 
Méthodes utilisées pour la gestion de la souds- -------------- • 
· / 
nMd objGraphique_mouseEnte r ed (HouseEvent e) 
// Sauvegarde de la valeur de la StatusBar 
1hi.1 .statusValue • 1hi.1 .statusBar.getText(I; 
th i.1 .statusBar.setText("tnterface "+ 1hi1 .interf . toStdngConfig()); 
, ·oid objGraphique_mouseExited( MouseEvent el 
/ · . 
// Reqstauration de la valeur de la StatusBar 
1biJ . statusBa r. setText t1hi.1 . statusva lue); 
Méthodes utili sées pour la sériallsation --------------------- • 
·/ 
, .. 
• Sauvegarde de cette instance de l ' oblet 
· / 
pri11tr ,·oi d wri te-Object (ObjectOutputStream s) thnuo lOEx c eption 
// Sauvegarde de l ' intecface représentés par cet instance +-
s .writeObJec t (1hi.1 . interfl; 
// Sauvegarde des extrèmités gcaphiques de c ette interface 
s .writeObject (l hiJ . element.Acti !Graphique); 
s. wrileOblect (t hi, .connexionGraphique); 
// sauvegarde de la position de cette interface guphique 
s . wntelnt (l h i.1 .posX); 
s. wr.itelnt( thiJ . posY); 
/ · . 




11d1 11tc ,·oid readObject (ObjectlnputStream si lhro,u IOExcepllon, ClassNotfoundException 
// Recuperation de l' intectace repcésente par cet instance 
1his .inter! "' (Interface) s.teadOb:)ecl.{) ; 
// Rec uperation des ex trémités graphiques de cette interface 
- - -------------
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this . elementActifGraphique • (ObjGraphique) s. readObject ( J; 
Ibis . connexionGraphique • (ObjGraphique) s. readObject ( 1; 
// Recupération de la position de cette interface graphique 
1hi1 • posX "' s. readint ( 1; 
this . posY s s. readint l); 
// Création de la r eprésentation graph ique et affichage de celle-ci 
lhilî .initlnstanceGraphique (l; 
/ / thh . affichelnte r face ( l; 
1 
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8.4.2. Les éléments du domaine 
(Package simulateurpimsm.domaine) 
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Title : Simulateur PI H SM 
Description : Simul ateu c du protocol PIM SM (Protocol Independant Hulticast Sparse Mode) 
Copyright: Copyri ght (c) 2000 
Compan y: 
@a u thor Dupuis Eri c 
@version 1. 0 
piitk1gc simulateurpims m. domaine ; 
im1l0r1 java . io. • ; 
Classe r eprésentant une adre se I P 
et gérant to u tes l es o pérat i ons pouvant être réalisées su r cel l e-c i 
(Entre autre : - Att ribu t ion a u tomatique des a d resses de sous-réseau pour les connexions 
- Attribution automatique des adresses pour les g r oupes multicast actifs 
- Les opérations de comparaison entre adresses 
• ! 
public tlau A.dcesselp hnplemnO Serializable 
1 
// Variables statiques permettant une attribution automatique de l'adresse d ' un sous réseau (une connexion) 
11rinlt 11111.C i•I nextAdrReseauBytel • 10; 
prfr•lt 
pri,·att 
alalic ial nextAdrReseauByte2 • 10; 
11a1ic int nextAdrReseauByteJ "" 0 ; 
// variabl es statiques permettant une attribut i o n automatique de l ' adresse d ' un nouveau groupe mu lticast 
prinlt ilattc inl nextAdrMult i castBytel • 225; 
prh·1t1t 11atic int next.AdrHu l ticast.Byte2 • 1 0 ; 




int adrByte l .. O; 
inl adrByte2 "' O; 
inl adrByteJ ... O; 
pri,·att inl adrByte 4 "" O; 
• Constructeur : 
"/ 
public Ad resse l p(J 
1 
1u1blic Adresselp (Adresselp ad r Reseau) 
1 
setAdresse (adrReseau); 
• Configure cette instance à l'adresse réseau suivante. 




, ·oid set.NextAdresseReseau () 
1 
next.AdrReseauByteJ = next.AdrReseauByte3 + 1; 
adrBytel s next.AdrReseauBytel; 
adrByte2 "' next.AdrReseauByte2; 
adrByte3 • next.AdrReseauByte3 ; 
adrByte4 "' I; 
• Configure cette instance à l ' adresse multicast IP suivante. 
public 
1 
Est utilisé par une instance de l 'ob:)et grou peMulticast pour définir son adresse de groupe. 
rnid setNextAd r esseMul ticast () 
1 
nextAdr Multicas t. By te3 ""next.AdrHulticast.ByteJ + l; 
adrBytel : next.AdrHulticast.By t el ; 
ad 1Byte2 .. next.AdrMul ticast.Byte2 ; 
adr8yte3 .. nextAdrHulticast.Byte3; 
adrByte 4 "" O; 




, ·oid set.Adresse (Ad r essel p ad r Reseau) 
adrByte l = adrReseau . getAdresseBytel ( J; 
adrByte2 s a d rReseau . getAdresseByte2 (); 
adC'ByteJ ,. adrReseau . getAd C' esseByteJ ( 1 ; 
adrByte4 "" adrReseau . getAdresseByte4 () ; 
1 
Configure cette instance à la même adresse réseau que l'instance passée en paramètre 
• et configu r e le numéro de station à ' newAdrStation ' 
Pagelofl 




,·oid set.Adresse (Adresselp adrReseau, ial newAckStation) 
1 
adrByte l • adrResea u . get.Ad resseBytel () ; 
adrByte2 • adrReseau. getAdC'esseByte2 (); 
adrByteJ '"' adrReseau . getAdresse8yte3 () ; 
ad r Byte4 "' newAdrStation ; 
• Obtention du byte ' X• de l'adr esse Ip de cette instance 
•! 
1,ublk inl getAdresseBytel Il n•tum adrBytel ; 
µtJ blic int getAdt"esseByte2 Il ttlum adrByte2 ; 1 
public inl getAdresseByteJ Il ttturn adrByteJ; 
public inl getAdresseByte 4 Il 1 nlum adrByte 4 ; 
• retourne 'true ' si cette instance est une adresse multicast sinon ' F'alse ' 
•/ 
,,ubltC booltan lsMulticastAdcesse () 
1 
if ( adrBytel > 223 && adrBytel < 240 ) 
1 
ttturn lrut ; 
1 
1 
• retourne 'true' si cette instance a la même adresse que 1 ' 1.nstance passêe 
• en paramètre sinon ' False ' 
publH'. boolt1n compareTo (Adresselp toAdresse) 
1 
if ( toAdresse.geLAdresseBytel ( J =-- adrBytel 
u toAdresse . getAdresseByte2 ( J == adrByte2 
,, toAdC'esse. getAdresseByte] ( J :a adcByte] 
,, toAdresse. getAdresseByte4 () •"" adrByte4) 
rclurn lrut ; 
.,,. 
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• retourne ' true' si cette instance à la même adresse rèseau que 
• l'instance passée en paramètre sinon 'False' 
public book•n compareToLan (Adresselp toAdresse) 
1 
ir { toAdresse . getAdresseBytel ( 1 ... adrByte l 
,, toAdresse . getAdresseByte2 () •• adrByte2 
,, toAdresse.getAdresseByte3() •• adrByte3) 
rtlum trve ; 
rtlum faix ; 
1 
1 
• r etourne ' true ' si cette instance à une adresse réseau infêrieure à 
• l'instance passl!e en paramëtre sinon ' False' 
11ublic 
1 
boole•n isLower (Adresselp toAdresseJ 
if ( adrBytel < toAdcesse.getAcfresseBytel ( 1 l 
1 
reluro 1~ ; 
if ( adcBytel s:a toAdresse.getAdresseBytel() ) 
if ( adrByte2 < toAdresse . get.AdresseByte2 () l 
rtturn lnie ; 
Méthodes utilisées pour l ' interfac age utilisateur ------------ • 
• / 
/ " 
• Affichage de cette adresse IP 
•/ 
public: String toString () 
1 






Intege r ( 
lnteger ( 
Integer ( 
get.AdresseByte l ( 1 1 + .. 
getAdresseByte2 ( 1 1 + " 
getAdre.sseByte3 t 1 1 + 
getAdresseByte 4 () 1 
Méthodes utilisées pour la sérialisation ----------- ------ ---- • 
•/ 
I " 
• Sauvegarde de cet. te instance de l ' objet 
'/ 
prinlt nlid writeObject tObjectOutputStream si lhro,n IOException 
s . wri telnt( lhit .adrBytell ; 
s . wri telnt (lbi1 . adrByt.e2J; 
s . writelnt( lhit .adrByte3) : 
s . wri teint. (1bit . adrByt.e4 J; 
s . writ.elnt (lhis . nextAdrMul ticast.Byt.el J; 
s . wri teint. (lhi, . nextAdrHul ticast8yte2l; 
s . writelnt. t lllis . nextAdrHulti castByte3); 
s.writelnt( lhit .nextAdrReseauByt.ell; 
s. wr it.elnt (lhis . next.AdrReseauByte2); 
s. wr i tel nt (lbb . nextAdrReseauByt.e31 ; 
tlK f• • 
if ( adr8yte2 •• toAd cesse. getAdresseByte2 I) ) 
if ( adr8yte3 < toAd cesse. getAdresseByte3 () J 
rdu r n lnic ; 
• Restauration de l ' instance de l ' objet 
•/ 
11rin 11c ,,oid readObJect. (Objectl nputStream si lhnnn IOException, ClassNot r oundException 
lhis .adrBytel • s.readlnt() ; 
lhis . adrByte2 "' s. teadI nt 11; 
lhis .adrByte3 • s.readlnt() ; 
dx lhi, .adrByte4 a: s.readlnt(I; 
if adrByte3 ... toAdresse. getAdresseByte3 () ) 
if ( adrByte4 < toAdresse. getAch::esseByte4 ( J 1 
reh1m IN(' ; 
1his .ne xt.AdcHulticastBytel = s.readlnt(); 
lhi, .next.AdrHulticastByte2 '"' s . readJnt.(); 
lhi, . nextAdrMul ticast.Byte3 • s. readlnt ( 1; 
lhi, . nextAdrReseauBytel "' s. readl nt. (); 
lhili . next.Ad rReseauByte2 z s . read r nt () ; 
lhi, . next.AdrReseauByte3 "' s. readlnt ( 1; 
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Title : Simulateur PIH SM 
Desc r iption: Simulateur du p rotocol PI M SM (Protocol Independant. Hu l t i cast Sparse Hode) 




Ou pu is Eric 
1.0 
pack•~ simulat.eurpim.sm.domaine; 
import simu l ateurpint$m .doma i ne . messa g e . • ; 
• Abs traction rep r ésenta n t une connexion du domai ne 
· 1 
•bslrarl public tlau Connexion nlt nds El ement.Domaine 
// adresse réseau de la connexion 
protcctt d Adresselp adrConnexion • null ; 
// utilisé pour connaitre le dernier num . att r ibué à une inter f ace 
prot« INI int numinterface ; 
• Cons t ructeurs 
/ / Expédie le message e n ent r ée sur l ' interface traitée 
interfTrai t ee.i n (msg) ; 
// passage à l ' i n terface s ui vante de la liste 
i ,. i t l; 
• Expédition d 'un message sur toutes les interfaces de cette c onnexion 




, ·oid outExept (Message msg , I nterface interf) 
int i • O; 
inl j • Ibis .getNbc l nterfaces () ; 
// traiter toutes les i n terface de la liste 
" hile ( i < j l 
Interfa c e interfTr ai t ee • getlntecface (i) ; 
ir (interfTraitee '"' nuit 1 
1 
// Expédie le message en entrée sur l 'in terface t r aitée si celle-ci n'es t pas ' i n tecf' 
ir { in t erfTraitee ! os i n terf ) 
• / interfTraitee . in(msg) ; 
public Connexion () 
1 
// définition de l ' ad cesse sous r éseau de cette c onnexion 
adrConnexion • ncw Adresselp ( J ; 
adrConnexion. setNextAdresseReseau () ; 
numlnterface "' 0; 
max l nterfaces ., 2 ; 
• Ent r ée d ' un message dans ce t te objet connexion via l ' interface ' interf ' 
public 
1 
,·oid i n (Message msg, Interface i n terf) 
// Expédition du mess a ge sur toutes les interface de cette connexion à l'exception de l ' interfac e ' interf ' 
outExept (msg , interf); 
• Expédition d ' un message s u r 1' in t erface ' i n t erf ' 
public 
1 
, ·oid out {Message msg , I nterface i n terf) 
// Expédie le message en entrée sur l ' interface 
interf. in (msg) ; 
• Gestion de la sortie d ' un message via toutes les interfaces de l'élémen t 
public , ·oid out (Message msg) 
1 
i111 i = l ; 
iat j = this .getNbrlnterfaces 1); 
// traiter toutes les interface de la liste 
" ·hi le ( i < j 1 
I nte r face intecfT r aitee • getinterface(i J ; 
ir t interfTraitee ! = null ) 
// passage à l'inte r face suivante de l a li ste 
i • i + l; 
/ .. 




bool~an add l nterface (I n terface newl nterfacel 
// appel à la mét hode de la classe supérieure pou r effectuer l ' ajou t à la li ste des i n terfaces 
if ( 111pcr .addlnterface(newl nterface) ) 
// Si l'interface est ajoutée , configure son adresse Ip 
Adresselp adr "' ne"' Adresselp{) ; 
numlnterface "" numlnterface 1 l; 
adr . set.Ad r esse (adrConnexion, numlnterface); 
newinte c face. setAdcesse (adc ) ; 
newlnterface. setConnexion (Ibis ) ; 
rd um trw 
l"t'IUm filbc ; 
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Ti t le : Simulateur PIM SM 
Desc r iption: Si mulateu r du pcotocol PI H SM (Protocol Independant Multicast Sparse Mode) 
Copyright: Copyright (cl 2000 
Company : 
@author Dupuis Ed e 
@ve r sion 1. 0 
p11Ckal(C: simul a t eurpimsm . domaine; 
import java. util. Vector; 
impor1 java.io.•; 
' / 
Cla sse représentant le domaine. 
Une instance de ce l le-ci contient tous les éléments du domaine représenté 
et s ' occupe d e la conf igu ration de ceux-ci. 
(Ajout. , suppression, Liaison de deux éléments , gestion des tables de routage , 
gestion du BSR, des RP et des groupes actifs) 
public chus Domaine impk:mcntt Se rializable 
1 
// Définition des poids respec tifs aux différents types de Connexion s 
1h11tic final inl P _ LAN • 1 ; 
st•fic fiul iat P_ PAP • 2; 
, .. 
• Mat rice permettan t le c al c ul du routage du domaine 
priv•tt MatriceRoutage mRoutage • null ; 
• Vecteur utilisé lors du c alcul des routes à pa rt i r d ' un élémen t de la matrice de routage 
Il Vecteur des interfaces menant de l ' élément traité aux autres é l éments 
pri,,•tt Vector interfa ceSo rtie • null ; 
Il Ve c teur paralléle au prêcédent indiquant la distance entre les deux 
11 élément:i en passant par l' interface définie dans le vecteu r précédent 
prh·•lt Vector distanceTo • null 
, .. 
• Vecteur con t enant la dé fi nition des groupes multi cast actifs dans ce d omaine 
prin ce Vector groupeActif • ntw Vector() ; 
• Liste d es éléments actifs contenus da n s ce domaine 
• f 
1>rinlt Vec tor elementsActi fsContenus • ncM· Vector ! ) ; 
• Li s te des connexions contenues dans ce domaine 
privait Vecto r connexionsContenues = M"wt' Vector ( J ; 
• Routeur oeuvrant. comme BSR pour ce domaine 
1>riult Routeur bsr ., null 
11 Constructeurs 
Il-------
public Domaine ( 1 
1 
11 Initialisation des différents vecteurs 
groupeActi f • ntw Vecto r ( J; 
elementsAc tifsContenus • ne1t' Ve c tor ( 1 ; 
conne x ionsContenues • nnt· Vector ( 1; 
/· . 
• Elec t ion du routeur du doma ine oeuvrant convne BSR pour le domaine 
• (C 'est le premier Routeur de la liste des êléments Ac tifs du domaine étant CBSR) 
• ! 
, ·oid set.Bsr ( l 
bsr ~ aull ; 
11 parcourir la liste des élémen ts act ifs du domaine 
int i ., O ; 
int j = elementsActifsContenus . si ze ( 1; 
,rllik li < j ) 
11 sélectionné l ' élêment à traiter 
El emen ~ c tif ea • (ElementAc ti fi elementsActi fsContenus. element.At (i) ; 
Il si l'élément traité est un routeur 
if ( ea iaih,nuof' Routeur) 
Routeur eaRouteur "" (Route ur ) ea ; 
Il s ' il est CBS R 
if (eaRouteur.isCBSR()I 
11 Si auc un BSR sélectionné 
if (bs r • • null ) 
11 sé l ectionner ce l ui -ci 
bsr "' eaRouteur; 
tht 
Il si cel ui -ci possède une adresselp plus petite que le BSR sélec ti onné 
if eaRouteur . ge t Lowerip() .isLower (bsr.getLowerip(l) ) 
, .. 
11 sélectionner celui-ci 
bsr • eaRouteur; 
Il passer à l ' élément s uivant 
i ,._ i-+ 1 ; 




r~lum bsr ; 
Routeur getBs r ( 1 
Election des r outeurs du domaine oeuvrant 
multicast actifs dans ce domaine 
RP pour chacun des groupes 
t Les groupes sont partagés équitablement entre les CRP du domaine. 
CE:pendant , aucune configura tion du choi x des groupes possibles par routeur n'est effectuée) 
· / 
pri\lllt HJÎd setRp () 
Il Boolean utisé pour eviter de boucler s'il n ' y a pa s de CRP 
bookan c rpExist e a. falK' ; 
// Variable permettant le parcours des éléments actifs du domaine 
inl indi c eE:AD • O; 
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ial total EAD "' e l ementsAct i fsContenus . s i ze (); 
ElementActif ead s: null ; 
// Traiter tous les groupes 
int i ndiceGA = O; 
inl totalGA = groupeAct if.size(); 
Groupe Mu l ticast ga = n11II ; 
whilt (lrut l 
// S i tous les g r oupes sont traités, fin de traitement 
if ( i ndiceGA == tota l GA) 
f'Clur-n ; 
// Si tous les éléments actifs ont été parcourus 
if (indiceE.A.D "'"' totalEAD) 
if (crpExiste s= f1tl~ ) // Aucu n CRP n ' a été trouvé 
1 
rd urn ; 
// revenir au premier é l éme n t de la l iste 
indiceEAD = O; 
if ( ga =:c null 1 
// Sélectionner le groupe suivant 
ga "'" (GroupeHu l ticastl groupeAc ti f. elementAt ti ndiceGA); 
// sélectionner l ' élémen t suivant 
ead = (Eleme n t Acti f J elementsActi fsContenus . e l ementAt (indicel::AD); 
indiceEAO = ind iceEAD + l ; 
11 si l'élément Actif selectionné est un route u r 
ir f ead ini tanccor Routeur) 
Routeur eadRo u teuc = (Rou teur) ead; 
Il s'il est CRP 
ir ( eadRouteur.isCRP() 
Il le définir c orrme RP du groupe traité 
ga setRp(eadRouteur) ; 
11 au moins un CRP existe dans le domaine 
crpExi ste = Crue ; 
11 réinitialiser groupe traité 
ga :oc null ; 
indiceGA "' indi c eGA + l; 
Obtention du Rp du domaine d ' un groupe multicast 
• retourne null si le groupe n ' est pas a cti f sur ce domaine 




Routeu r getRp (Adresselp adrGroupe) 
II Recherche d ' un groupe actif portant 1 ' adresse demandée 
inl i = O; 
ÎQI :) "' groupeActi f size (); 
" ·hile (i < j ) 
11 Obtenir l e groupe à traite r 
GroupeMulticast gm = (GroupeMulticast) groupeActif.elementAt(il; 
Il vérification de l ' adresse IP du groupe 
ir (gm. getAdresse ( l . compareTo (adrGroupel ::= crue 1 
n:lurn gm . getRp ( 1; 
Il passer au groupe 5 u iva nt 
i "" i + l; 
Il le groupe n ' a pas é t é trouvé 
l"Cluro null ; 
/ " 




book11n isRp (Routeur ro u teur) 
11 Parcours de la liste des groupes actifs 
inl i = 0; 
inl ::: groupeActif.size() ; 
M'hilc (i < j ) 
Il Obtenir le groupe à traiter 
GroupeMulticast gm : {GroupeMul ticastJ groupeAct i f. elementAt (il; 
11 comparaison du RP du groupe et du routeur demanad@ 
i( (gm.getRp() routeur) 
rccurn lrvc ; 
11 passer au groupe suivant 
i : i + 1 ; 
Il le routeur n ' a pas été trouvé 
n:turn bbc ; 
• effectue le calcul des routes encre les éléments du domaine 
• et. configure les tables de routage de chacun de ces éléments . 
• J 
11ublic rnid route () 
1 
Il Initialisation de la matri ce de routage 
prepareMatri ceRoutage (); 
Il Traiter tous les éléments du domaine c ompris dans la matrice de routage 
inl x = 0; 
int y = mRoutage getNbrEl ement ( 1 ; 
" ·hile ( x < y J 
Il intialiser le traitement de l'élément 
ini tRoutage (x) ; 
Il Calculer les r outes partant de celui - ci 
executeDi j kst ra ( xl ; 
Il Sauvegarder le césultat du calcul directement dans l ' élément 
clotureRoutage lx); 
Il Passer à l'élément suiv,rnt de la matri ce 
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X '"' X -t 1 ; 
I .. 
• Création de l a mat r ice de routage et de c haque ligne de cel l e-ci 
* { Ne configure pas la ligne de r outage , ne fait que la créer ! ! ! 1 
· 1 
print~ ,·oid prepareHatriceRoutage () 
// initialise r la matrice de rou tage de ce domai ne 
mRou tage • nett· Hat ri ceRou t a ge 1) ; 
// Traiter les El éments Actifs du domai ne 
11- ------ --- ------ ---- --------- --------- -
lnt x • O; 
inl y = elementsActifsContenus . size(J ; 
whik (x<y) 
/ I obtenir l ' élêment actif 
ElementActif ea "" (ElementActi f l elementsActifsContenus.elementAt(xJ ; 
// Si l ' é l éme n t Actif es t un routeur , l ' ajouter à la la ma t rice de routag e 
if ( ea i ■ltanccol Routeur) 
mRoutage . addE l ement (ea) ; 
1 
// Passe r à l'é l ément s u ivant 
X = X +1 ; 
/ I T r aiter les Connexions du domaine 
Il ----- -- - - ------ - ------ ---- - ---- --
x .. O; 
y • connexionsContenues siz.e () ; 
Vl'hÎle ( X < y ) 
// obtenir la connexion 
Connexion con • (Connexion) connexionsContenues . elementAt (xi; 
// Si l a connexion @st un La n, l ' ajoute r .i la la matrice de routage 
ir ( con insl•nceol' Lan) 
mRoutage . addElement ( con) ; 
// Passer â l'élément suivant 
X • X +l ; 
// Initialisation avant trai t emc!nt d@s interfaces de chaque élément de la matrice 
11 ----- - - ----- - ------ --- -- -- ------ -- - - ---- -- - - - - -- ----- ------ - - - --- - - - -- --- - ---
mRoutage . in i tl n ter faces () ; 
// Configuration de la liste des interfaces de chaque ligne de la matrice 
11 --- - - - - - ---- - --- -- - ----- - -------- --- -- ---- - - - ------- ------ - - - - - - -- -- - -
x "' O; 
y = mRoutage . getNbrElement t) ; 
VlhilC ( X < y ) 
// Obtention de l'élément à traiter 
ElementDomaine @d "' mRoutage.getElement (x); 
I / traiter la liste des interfac@s de cet objet 
inl xl ,. 0; 
inl yl "'ed.getNbrlnterfa ces() ; 
whilc ( xl < yl 1 
// Obtenir l ' interface 
Interface inter{ • ed.getlnterface(xl); 
1 · · 
if (i nterf ! • null 1 
// Obtenir l ' objet du domaine à l'autre extrémité de l ' interface traité@ 
ElementDomaine edExtrem • null 
inl poids "' this .P_LAN ; 
if ( ed inst11nctof Connexion) 
edExtcem = interf.getElementActif() ; 
cbc // C'est un r outeu r 
edExtrem = interf . getConnexion ( J ; 
// Si ce routeur est con necté à une l igne PàP (non gé r é pou r le routag@) 
if t edExtrem inst11accof' PaP) 
PaP edExt r e mPaP = ( Pa Pl edExtrem; 
// sélect ionner le routeu r situé à l 'aut r e e x trémi t é de ce t te lig ne P.iP 
edExt r em : edEx tremPaP. linkedTo ( i n terfJ ; 
// le poids de cette con nexion est d e 2 
poids • tbis . P PAP; 
// si l ' extrémité existe 
if (edExtrem !: null ) 
// Si l'autre extrémité est un objet de la matrice de routage , AjouteC" l 'i nterface 
lnteger i = mRout a ge . getX(edExtrem) ; 
if (i ! • null l 
mRoutage . setlnte r face(x , i.intVa l ue() , interfJ; 
mRoutage . setPoids (x , i . inLValue() , poids); 
// Traiter l ' interface suivante de la ligne 
xi = x i ♦ l ; 
// Passer ,i la ligne suivante . 
X "' X + 1; 
• Initialisation du calcul de routage pour l ' élément traité de la matrice 
· 1 
\'OÎd initRoutage (inl ofXI 
// Initialisation de l'élément du domaine 
ElementDomaine ed '"' mRoutage.getElement (ofX); 
ir ( ed insltitnceof Routeur ) 
Routeur edRouteur = (Routeur) ed; 
edRouteur getUntcast().init(); 
Lan edLan = (Lan) ed ; 
edLan. ini tAssert t); 
// Initialisation des attributs du domaine joua n t un rôle dans Je calcul des routes 
interfacesortie -= DCVI' Vector ( 1; 
interfac eSoC"tie. set Si 2e (mRoutage .getNbcElement t l); 
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distanceTo • ne•· vector(); 
distanceTo . set.Si ze (mRoutage. getNbrElement ( 1 ) ; 
/ / l ' êH:ment ofX est la racine ( Lui donner une distance égale à 0) 
distanceTo.setElementAt( nc:w lnteger(OI, ofX); 
// Initialiser les ri r st Hop et l 'i nterface menant à ceux-ci 
in l i .. O; 
int j • mRoutage . get.NbrElement.(); 
" ·bi le li < jl 
In t erface interf • rnRoutage . ge t. I n ter fa ce(o f X, il ; 
// si l ' élément traité est connecté à la raci ne 
if tintecf ! .. null ) 
// configu r é la dista nce et l' i nterface de sortie 
distanceTo. set.Element.At (Mw lnteger trnRoutage . get.Poids fo{X, il J, i); 
intecfaceSortie.set.ElementAt(interf , 1.); 
/ / Elément suivant 
i "' i ,t l; 
Exécution de l ' algorithrne de Dijkstra pour le calcul des routes à partir de l ' elêment 
• du domaine d'indice ' root' da ns la matrice de routage prêcédement initialisé. 
• (Cest à dire avec tous le• chemins menant aux routeur-s directement voisins de la ra c ine configurés.) 
•t 
1,rinlt ,·oid exec ut.eDijkstra (inl root) 
/ / entrer au moins une fois dans la boucle 
boolc'an ameliorationTrouvee "' 1~ ; 
// nombre d'ité r at.ions déjà effectuées 
inl nbrlt.er • l; 
// effectuer le t.raltement tant que des améliorat1ons sont trouvées 
MhHt (.arnelior-ationTrouvee) 
// initialisé le traitement 
amel iorationTrouvee ~ f1al ...r ; 
// Traiter tous les éléments 
int i • O; 
int J • mRoutage . getNbrElement ( l; 
M·hilc (i < j ) 
lnteger dist • (Int.eger) distanceTo.elementAtli); 
// si l'élêment traité est déjà acc essible a part.ir de la racine OU est la racine 
if ( dut ! "' null 1 
// Si la d.1stance entre la ra c ine et cet élément est. < au nombre d'itération, 
// Alors .il n'y a plus d'amélioration possible à partir de cet élément 
if ( dut.intValue() >"' nbrlt.er 1 
// traiter tous les éléments 
inl iTo • O; 
inc jTo • mRout.age. getNbrElement (); 
Mhilr I iTo < jTo ) 
/ / obten i r- l • interfac e entre les deux élements 
Interface interf ~ mRoutage.getlnterface(i , iTo); 
// si cette interfa ce existe 
if ( 1ntel"f ! • null ) 
// la distance de la racine à l' é lément 'iTo' en passant. pa r l'élément 'i ' 
int newDt "' dist.intValue(l + mRoutage . get.Poids(i, iTo); 
// Si une améliorable est possible 
boolt1i1n ameliorable • f•IK ; 
Integer dt • (Integer) distanc eTo.elementAt (iTo); 
if {dt =• null 1 
ameliorable • ll'\lt 
if ( dt. i n tValue() > newDt 
ameliorable • tnat ; 
if ( ameliorable ) 
// une amélioration est trouvée 
ameliorationTrouvee • lrut ; 
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// la distance entre la racine et l ' élément d'indice ' iTo ' • 'distanceTraitee ' -t poid de la ligne 
distanceTo. setElementAt (ntM' Integer (newDt}, iTo) ; 
I" 
// l ' i n terface de sortie à partir de la rac ine vers l ' èlêment d'indice 'iTo' 
// est la ~me que 1' interface menant à l 'elérnent d'indi c e 
inter faceSortie. setElementAt (intecfa c eSortie.elementAt. ( i 1, iTo l; 
// passer à l'élément suivant 
iTo : iTo -t l; 
// passe r a l ' élement suivant 
i • i -t 1; 
// une itération supplémentaire à été' effectuée 
nbr l ter • nbclter -t l; 
• Cl 6 ture du c al c ul des routes de l 'el é ment en cou cs de traitement 
• ( redefiniti o n des tables de routage de l ' element traité l 
• f 
prin l t' ,·oid c lotureRoutage (int ofXI 
/ / Ob t ention de l ' élément rac ine traité 
Element.Ooma1ne ed = mRoutage.getElement (ofX); 
inl X "' 0; 
inl y • mRoutage . getNbrElement. (); 
"hik ( x < y ) 
// Traiter t. o us les ê lêment. s sauf l't:!lement d'indi c e ' ofX' 
if ( x ! = o fX) 
1 
// obte ntion de l'interfac e traitée 
1 nterfa c e interf • { lnterf.i. c e) interfaceSortie . element.At (x); 
I l S.1 int.ecf est différent de null, l ' élêment d'indic e x est accessible a part.ir 
// de l ' élément d'indice 'ofX' v.1a l ' interface ' int.erf' 
if ( interf ! = null ) 
1 
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1r ( ed inicanccof Routeur ) 
1 
Routeur edRouteur = (Routeur) ed; 
edRouteur. get.Unicast ( 1. set.Route (mRoutage .get.Element (xi 1nterf); 
tlK // ed est un Lan 
Lan edLa n • (Lan) ed; 
edLan. set.As sert (11\Routage . getElement (x) , int.er f 1 ; 
/ / passer i l' é lément sui vant 
X • X -f l; 
" Méthode: addElement 
• Retour : 




,·oid addElement (Connexion newElement) 
connexionsContenues. addElement (newElement) ; 
newElement. set.Domaine (l biJ l ; 
1>ublic 
1 
,·oid addElement {Element.Actif newElement) 
elementsActi fsContenus . addElement (newElement); 
newElement.setDomaine( lhis J; 
Méthode: removeElement 
• Retour : 
• Description: Suppression d'un élément du domalne ., 
public 
1 
,oid cemoveElement (ElementDomaine element) 
// Dl!connexion d e toutes les interfaces de l ' élément 
in1 L • 0; 
in1 j • element. getNbrintecfaces (); 
// tralter toutes les inte rfaces 
~·hile li < j) 
// obtention de l'interface a traiter 
Interface interf • null ; 
inter( ., element. getlnterface t1) ; 
// Déconnexion de l'autre extrémité de l'interface 
if {element instanctof ElementActifl 
Lan lan • null ; 
// Si l'intecface relie un routeur à un Lan 
if ( (i nterf. getConnexion() inslanccof Lan) 
u (interf . get.ElementActifll iru:11111cwf Routeur) ) 
// si ce routeur est actuellement le DR de c e Lan 
if I interf.isDr() J 
// Aprés déconnexion , Il sera nécessaire de reca lculer un DR pour ce l.an 
lan • (Lan) interf.getConnexlon() ; 
// déconnecter l ' interface de la connexion 
inter f. getConnexion ( 1 • re.movelnter fa ce ( inter f 1 ; 
// r eca l c ul du Dr du Lan si besoin 
if (lan ! "' null 1 
lan. set Dr 11; 
tlx 
inte r f .getEleinentActi f 1). removelnterface ( inter f i ; 
// Passer à l'interface suivante 
i '"' i t l; 
// Suppression de 1 'élément 
if (element in.scanc.Nf ElementAc ti fi 
elementsAc ti fsContenus. removeElement (element) ; 
<lx 
connexionsContenues . removeElement telement) ; 
// Si l'élément A supprimer est un routeur 
if (element inst11octof Routeur) 
Routeur elementRout eur • (Routeur) element; 
// recalculer le BSR sl besoin 
if ( elementRouteu r •• getBsr() 1 1 setBsr(); 1 
// rec,illculer les RP si besoin 
if t isRptelementRouteur) 1 
// reca lcul des routes si besoin 
setRp(); 1 
if 1 ! (element hn11111ctof Station) J I route() ; ) 
Connex ion d'un élément actif du domaine a une connexion du domaine 




bookitn connectElements (ElementAct1f fromElement.Actl f, Connexion toConnexionJ 
// Création d'une nouvelle inter fa ce 
Interface 1nterf • m:"'· Interface() ; 
// Ajout de cet te interface à la connexion 
// tET configuration de l'adresse IP de cette interface par la connex1onl 
if ( toConnexion.addlnterface( 1.nterf) l 
// Ajou t de cet te interface (adcesse I P configurêe) à l 'elèmént Ac tif 
if ( fromElementActi( . addlnterface(inte rfJ J 
1 
// La connexion à t0Connex1on est étab.lie 
//•> Si l 'élèment a c tif est un Routeuc 
if ( ( r omEl~mentAc ti f inl'laocuA Routeur) 
if ( t0Connex1on ini la nctof Lan 1 
Lan lan • (Lan) toConnexion; 
lan . aetOr ( 1 ; 
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// Recal c ul du coutag e dans le domaine si l ' élément actif est un route u r 
lhis . route () ; 
// Réinitialisation de PIH SM {les interfaces des TIB ne sont plus a jour) 
lhi1 . initPimSmt) ; 
// La connexion est établie 
tttum truc ; 
tbt Il La connexion à l'élément actif n ' est pas établie 
// suppression de l ' interface ajoutée à la connexion 
toConnexion. removelnterface (intec f); 
// La connexion n'est pa s établie 
rdurn fal»e ; 
t• . 
Connexion de deux éléments actifs du domaine 
( via u ne ligne PàP 1 
Si Ok retourne tcue sinon false ., 
public boolta ■ connect.Elements {Routeur fcomRouteur , Routeur toRouteurt 
1 
// Créatio n des nouveaux objets 
Interface int.erfl • n~"'' Interface() ; 
Interface interf2 • nn1· Interface(); 
PaP pap • an.· PaP(); 
/ / Ajout des interfaces â la connexion PaP 
// ET configuration des adresses IP 
pap. add Interface (inter! 11 ; 
pap. addlnterface (interf21; 
// Ajout des interfaces (adresse IP configurée) aux routeurs 
Ir ( ft::omRouteur.addinterface(interfl) 1 
1 
ir ( toRouteur . addlnterface (interf2 I l 
dx 
// la connexion est établie 
nlum lrlff: ; 
// si la connexion à toRouteur à échoue, supprimer la connexion à fromRouteur 
fromRouteur. removelnter face ( interf l); 
// la connexion n • est pas établie 
tt.lum fat~ ; 
Suppre.ssion d ' une connexion entre deux éléments du domaine 
S.1 Ok retou rne tcue sinon false ., 
public 
1 
boolun deconnectElements (ElementActif fcomElement , Connexion toCo nnexion) 
// recherc he de l • interface connectant les deux éléments 
Interface interf • fromElement.getlnterfaceTo(toConnexion); 
// Si l'interface existe , suppr ime r la connexi on des deux côtés 
if ( interf ! • null ) 
inte rf. get.Connexion (). removelnterface ( interf); 
fromElement.. removelntecface(interf); 
if ( fromElement insCHct0r Routeur) 
// Recalcul du routage dans le domaine 
tll i.s . routet); 
/ / Réinitialise PIM SM (les interfaces des TIB ne sont plus â jour) 
Chis .initPimSm (); 
ncurn ,~ 
// la déconnexion n ' est pas possible 
murn faix ; 
, .. 
• Configure un routeur en tant que Candidat BSR ou non. 
• Si besoin , recalcu l le BSR du domaine 
• f 
public ,oid setCBSR (Routeur .routeur, boolelUI etat) 
1 
/ / Si le routeur est dans la liste des éléments actifs du d omaine 
If t elementsActifsContenus.contains(.routeu.r) l 
1 
// si 1 ' état doit ~tee changé 
ir (routeu.r.isCBSR() ! • etat) 
// modifier l'état 
routeur . setCBSR(e tal) ; 
// reca l cu ler le BSR du domaine 
chi, .setBsr(); 
• Configure un routeur en tant que Candidat RP ou non . 
· • Si besoin, recal cu l les RP des groupes a c tifs du doma1ne ., 
1•ublic 
1 
, ·oid setCRP (Routeur routeur, booklln etat) 
// S1 le routeur est dans la liste des êlements a ctifs du domaine 
if ( elementsActifsContenus.contains(routeu.rl ) 
// si l 'etat doit ëtre c hangé 
if (routeur.isCRPII ! = etat) 
// modifier l'état 
routeur. setCRP (eta t) ; 
// recalculer les RP du domaine 
lhii. . set.Rp () ; 
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• f 
publk mid addRecever (Station station , Adresselp adrGroupel 
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// Vérifie que la station appartient. au domaine 
if ( elementsAc tifsContenus.containslstation) 1 
// Vérifie que le groupe mult icast utilisant l'adresse 'adcGcoupe ' est bien actif sur c e domaine 
ir (isGcoupeActif (adrGcoupe)) 
1 
// Configure la station 
station. addRecever (getGroupeAc tif (adcGcoupe)); 
, .. 
• Configure une station du domaine pour recevoir le flux multicast issu d'une station source précise à 




i·oid addRec evec {Station station, Station source , Adcesselp adc-Gcoupel 
// Vécifie que la station appartient au domaine 
if I elerœntsActi fs Contenus . contains (s tation) ) 
1 
Il Vérifie que la soucce appa r tient au domaine 
ir ( elementsActifsContenus . con tains (source) ) 
Il Vérifie que le groupe multi cast utilisant l'adresse 'adrGroupe' est bien actif sur ce d omaine 
if (isGroupeActi f (adrCroupe) l 
1 
Il Configure la station 
station . addReceve r (source, getGroupeA.cti f (adcCroupe) 1; 
• suppcession de la céception du flux d'un groupe mul ticas t u t1 lisant l ' adresse 'ardGroupe ' 
• aur une station du domaine ., 
publk: ,·oid removeReceveur (Station station, Adresse lp adcGcoupe) 
1 
Il Vérifie que la s tation appartient au domaine 
if I elementsActi fs Con t:enus. contains (nation) ) 
11 Véd fie que le groupe multicaa t utilisant 1 ' adresse • adrCroupe • est bien actt f sur ce domaine 
ir (isGroupeAc tif(adrGroupeJ) 
1 
11 Configure la station 
station. r emoveReceve r (ge t GroupeActi f (adrGroupel) ; 
, .. 
• suppression d e la réceptio n du flux issu d'une station soucce précise â destination 
• d'un gro upe multi cas t utilisant l'adresse 'ardCrou pe ' sur une station du d oma ine 
' / 
1,ublic , ·oid cemoveReceveu c (S tation s t ation, Station source, Adresselp adrGroupe) 
1 
Il Vérifie qu e la s tat ion appartient au d o mai ne 
ir I elementsActt fs Con tenus. con tains (station) ) 
11 Veri fie que la soucce appartient au domain e 
ir ( elementsA.cti fscontenus. contains (source) ) 
11 Vérifie que le groupe mul ticast: utili sant l'adresse 'adrGroupe ' est bien act 1 f sur ce domaine 
if (isGroupeAct.if(adrGroupe)) 
1 
Il Configure la station 
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s tat ion . removeRecever (source, getGroupeAc t if (adrGcoupe) 1 ; 
, .. 
• Configurati on d'une station du domaine pour é mettre un flux multicast en direction du groupe poctant 1 'adresse Ip 
'adrGr ou pe • ., 
public , ·oid addSource (Statio n source, Adres selp adrGroupe) 
1 
Il Vérifie que la source appartient a u domaine 
ir I elementsActi fs Contenus. con tains (source) 1 
1 
Il Vêdfie que le groupe multi cas t ut ilisant l'adresse ' adrGroupe' est bien a c tif s uc c e d omai ne 
if (isGroupeA.ctif (adrCroupe)) 
11 Configuce la station 
s o urce .add.Source (getGroupeAct:1 f (adrGroupel 1 ; 




,·oid removeSourc e (Station source, Adres se lp adrGr oupel 
Il Verifie que la source appartient au domaine 
if I elementsAct1 fs Contenus. conta i ns (source) 1 
Il Vérifie qu e le groupe multi cas t ut i li sant l'adresse 'adrCr o upe ' es t bien a c t i f s ur ce d omaine 
if (i sG r o upeA.c tif(adrGroupeJ 1 
1 
Il Configure la station 
source. r emoveSour ce (getG r oupeAct 1 f (adrGroupe)); 
, .. 
• Activation d'un nouveau groupe multi cas t d a ns ce d omaine 
• Si l ' ad cesse demandée co rres pond à l ' adcesse d 'un gro upe mult icas t d é:) a a c tif rien n ' e st c hang é . 
' / 
publ ic n,id activeGroupeHulticast(Adresseip newA.drHulticast) 
1 
bookan trouve "' ralx ; 
Il Reche r c he d ' un groupe actif portant l' adresse demandée 
int i .. O; 
inl ... groupeA.ctif size(); 
white (i < :) 1 
// Obtenir le groupe a tnuter 
Grou pe Hulticast gm • (GroupeMulticast) gcoupeAc tif elementA.t(il ; 
Il verification de l'adresse IP du groupe 
ir ,gm.getAdressel) . compa ceTo(newAdrHult1 cast) .... trul' ) 
trouve ., Crue 
break ; 
Il passer au groupe suivant 
J. "" l + l; 
Il si l e gro upe n' e xi s te pa s 
ir ( t couve =• fabt ) 
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/ / ccéation du groupe 
GroupeHulticast gm • ncw.· GroupeHulticast () ; 
gm. set.Adresse {newAdrMultic:astl; 
// Ajou t du groupe à la liste des groupes actifs 
groupeAct1 f. addElement (gm); 
// Lui affecter un RP 
lhls • setRp ( 1 ; 
, .. 
a Désactive le groupe mult1cast utilisant l ' adres5e IP 'adrMulticast' sur ce domaine 
• / 
public ,·oid desact.iveGroupeMulticast (Adresselp adr Hu lticast) 
1 
I / Recherche d'un groupe actif portant l ' adresse demandée 
inl i • 0 ; 
inl j • groupeActit.sizel); 
Mhilt (i < j l 
// Obtenir le groupe à traiter 
GcoupeHulticast. gm 20 (GroupeHulti cast) groupeActif.elementAt(il; 
// véci.fication de l ' adresse IP du groupe 
if (gm.get.Adresse() .compareTo (adrHulti c a.st) •• lrut 1 
// suppression du groupe dans la liste des gcoupes actirs 
groupeAct1 f removeElementAt (i 1; 
break ; 
/ / passec au groupe suivant 
i • i + l; 
, .. 
• Un gcoupe multicast utili sant l ' adresse IP 'adrHult i cast' est)il actif su c ce domaine? ., 
public boolu.11 isGroup!!Actlf (Adresselp adrHulticast) 
1 
GroupeMulticast gm • getGroupeActi f (ad cMulticast); 
ir ( gm • • null ) 
1 
rclum rai~ ; 
ffiunt lrut 
/ .. 
• retourne le groupe multicast actir dans ce domaine utilisant 1 'adcesse ' adrHulticast ' 
• 1 s'il n'existe pas, retourne null 1 
1•ublic GroupeMul ticast getGroupeActi f (Adresselp adrMulticast) 
1 
// Recherche d'un groupe actif portant l ' adcesse demandée 
inl i • O; 
inl • gcoupeActif size(); 
Mhilc (i < j ) 
// Obteni r le groupe à traiter 
GroupeMulticast gm .. (GroupeMu lticast) groupeActif . elementAt(i) ; 
// vérification de l ' adresse IP du groupe 
if (gm.getAdressetl .compareTo(ad rMul ticast) • • lrut ) 
rcu1rn gm; 
// passer au groupe suivant 
i - i + t ; 
// le groupe n ' a pas été trouvé 
rclu ni auU ; 
• Obtention du nombce de connexi ons ., 
11ublic 
1 
inl getNbr Connexion () 
rtlurn 1hi1 . connex ionsContenues. si ze ( 1 ; 
• Obtention de la connexion d ' indice 'indice' 
• (Si 'indice' est trop grand, return null) ., 
public 
1 
Connexion get.Connexion (iac indice) 
ôf indice > connexionsContenues size(I) 
relun null ; 
recum (Connexion) connexionsContenues. elementAt (indice); 
, .. 
• Obtention du nombre d'éléments actifs ., 
public inl getNbrElementActi f t) 
1 
tttum 1hi1 . elementsActi fsContenus. si ze (); 
, .. 
• Obtention de l'èlèments actifs d'indice 'indice' 
• (Si 'indice' est trop grand , return nult) ., 
public Element:Actif getElement.Actif ( inl indice) 
1 
if ( indice > elementsActifsContenus .size(} 1 
n:lurn null ; 
rtlum (Element.Ac ti {) elementsActi fsContenus. elementAt I i nd ice) ; 
• Obtention du nombre de groupe actif 
• I 
public inl getNbcGroupeACtl f () 
1 
rt'1um groupeAc: ti f. s1 ze ( 1; 
• Obtention du groupe a c tif d'indice 'indi ce' 
• (Si 'indi c e' est t, op grand, return nulll ., 
public 
1 
GroupeMulti c ast getGcoupeActir (iRI indice) 
ir (indice> groupeActif.size(J) 
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rctura null ; 
rd um (CcoupeHul ticast) groupeActif . elementA.t (indice); 
, .. 
• Initialisation du protocol PimSm sur ce domaine 
· / 
public , ·oid ini tPimSm() 
1 
// initialisation de chaque Lan du domaine 
lnt i • O; 
int ., this . connexionsContenues sit.e(J; 
Mhik (i < j) 
// Obtention de l ' éUment actif 
Connexion c ., (Connexion} IIIÎJ . connexionsContenues .elementAt (J.) ; 
If {c ! • null ) 
1 
// Si l'élément actif traité est un l.AN 
if (c in,111nc~ Lan) 
Lan cl.an "" (Lan) c ; 
// Ré -1 nit.ialisation du protoco l PimSm de ce routeur 
c Lan.init.PimSm(); 
Il traiter la connexion 
i • i + 1 ; 
// initial isation PimSm de c haque routeur du domaine 
i • O; 
j • elementsActifsContenus . sit.e() ; 
" hik li < jt 
// Ob ten tion d e l ' élément ac t if 
Element.Ac ti f ea • (ElementActi fi elementsActi fsContenus. element.At I i 1; 
if (ea ! • null 1 
Il Si l ' éléme n t acti f traité est un routeur 
if ( ea in.slanctof Routeur) 
Routeur eaRouteur • (Routeur) ea; 
Il Ré-i ni tialisa t ion du p r otocol PimSm de ce routeu r 
eaRouteur. initPimSm(I; 
Il traiter l'élément a c tif suiva n t 
1 • i + l; 
Il Initialisation de chaque re c eveur et érrwnetteur du dom.aine 
i • O; 
llhil<' li < jl 
11 Obtention de 1 ' elêrnent. a c tif 
ElementAc ti! ea • (Element.Actif) elementsActifsContenus.element.Atli); 
if (ea !• nuU 1 
Il Si l'élément actif traité est un routeur 
/•· 
if (ea instancwf' Station ) 
1 
Station eaStation • (Sta tion) ea ; 
// Ré - initialisation du p ["otocol PimSm de cette station 
eaSta tio n . ini t PimSm (); 
Il traiter l' éléme n t actif s u ivant 
i • i -t- l ; 
Méthodes ut.ilisées pour l ' intedacage utilisateur ------------ • ., 
• Affichage de cette adresse IP ., 
public String toSt.r i ng () 
1 
~lurn ncw String ( "'domaine multi cas t"I ; 
, .. 
• Liste des groupes Hult.icast acti [s 
. / 
l)ublic String toStringLst.GroupeHulti cas t () 
Str1.ng text. • ne" String() ; 
inl i • O; 
int j • getNbrGroupeAct.i f ( l; 
llhik I i < j 1 
GroupeHul ticast gm "' getGcoupeActi f I i); 
if (gm ! .. null J 
1 
St.ring rp "" nt'II St.ring("NON DEflNI"'I ; 
if tgm.getRp() != null ) 
1 
rp = " " ♦ gm.get.Rp() ; 
t e xt. = text + "groupe actif num. "+ ne'II lntegerti ♦ ll + "\n" 
t " --> Adr IP : " t gm . getAdresse() T "\n" 
+ " --> RP rp T "\n" 




• Liste des Elements du domaine 
· / 
publtC String toStnngLstElements f 1 
1 
Stri ng sbsr • ne'°' S tring( " NON DEfINl " J; 
if (bsr != null 1 
1 
sbsr "' "" ♦ lhh .bsr; 
String text • Chi~ .t.0Str1ng(} • " BSR :" t sbs r ♦ ")\n\n"; 
text • text + "l) Elements Ac tifs 
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text: • text + "'\n ________ \n "; 
inl i • O; 
inl j • lh is .elementsActifsContenus.sizel); 
Mhik ( i < j I 
ElementActif ea • (Element:Actif) th is .elementsActifsContenus.elementAt(i) i 
if (ea !• nuit 1 
String elernent • ea . toStringConfiglJ ; 
if (element ! .. null 1 
text • text • e l ement t "\n"; 
i : i -+l; 
text • text + "\n2) Connexions : "; 
text • text -+ "\n ______ \ n .. ; 
i "" O; 
j • thilll . connexionsContenues size (); 
" -hik ( i < j 1 
Connexion en • (Connex i on) tllis • connexionsContenues .elernent.At (i); 
if (en !• null l 
Stri ng element • c n.toStringConfig(l; 
if lelement ! -= null ) 
text • t ext + element. t- " \n"; 
.i +l; 
rtlum t.ext; 
Hêthodes ut ilisées pour la sérialisation 
/ " 
• Sauvegarde de cette instance de l'objet 
• f 
11rinlt mid wri teObject (ObjectOutputSt r eam s) th rows l OExcept i o n 
1 
// Sauvegarde des éléments Ac tifs 
s. writ eOb ject (lh i1 . elementsAct i fsContenus); 
// Sauvegarde des connexions 
s . writeOb ject t1hi1 . connexi onsCon t enues); 
// Sauvegarde des groupes actifs 
s .writeObject( lhi1 .groupeActifl ; 
/ " 
• Restauration de l ' instance de l'objet 
11riult \'OÎd readObjec t(ObjectlnputStream sJ throtn IOException , ClassNotFoundException 
// Recupération des élémen t s a c tifs 
1hi1 . elernentsAc ti fsContenus • (Vector) s. readObjec t () ; 
// Recupération des connexions 
this . c onnexionscontenues • (Vectorl s . readObjec t 1); 
// Recupération des groupes actifs 
tbÎI . groupeActif = (Vector) s .readObject(); 
/ / Re c herc he du BSR 
Ibis . setBsr (); 
// Recher c he des RP 
Ibis . setRp () ; 
// recalcul des routes 
thi, . route (); 
// initialisation du protocol Pim SH 
lhb . inltPimSm(); 
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pac.ktl~ simulateurpirum . domaine; 
import simulateurpimsm.domai ne.message . •; 
/ .. 
• Abst raction représentant un élément Actif du domaine 
abslncl public d itu ElementActi f eitt.nds ElementDomaine 
// Variables permettant ! ' attributio n auto matique d ' un num aux interfaces de cet élément 
prot«tNI inl nextNumlnterf • O; 
// Constructeurs : 
Il 
ElementActi f 11 
maxlnterfaces • 2 ; 
, .. 
• Gestion de la sor tie d'un message via toutes l es in terfaces de l' é l ément 
public 
1 
, ·oid o ut (Message msg) 
int • 1; 
lnl • lhis .getNbclnterfaces ( 1; 
// traiter toutes les interfac es de la liste 
whik ( 1 < j 1 
Interface inte rfTraitee • getintecface(i); 
ir ( intecfTcaitee !• null l 
1 
// Exp~ie le message en sortie su r l ' interface tra itêe 
intecfTcaitee.out (msg) ; 
// passage à l' i nterface suivante d e la liste 
i = i ♦ l; 
• Expêdit ion d'un message suc l'interface ' inter! ' 
publk 
1 
,·oid out (Message msg, In terface interf) 
ir I interf ! "' null l 
// Expédie l e message en sortie sur l'interface 
inter! .out(msg) ; 
• Expédition d'un message sur toutes les interfaces de cette connex ion 




\"oid outExept (Message msg, Interface i nterf) 
inl i • l; 
i•I j • this . getNbrinterfaces (); 
// traiter toutes les in ter face de la li ste 
~hik ( lrut 1 
Interfac e interfTraitee • getlnterface(i); 
ir ( i nterfTraitee ! • null ) 
// Expédie le message suc l • inte cface traitée si celle-ci n'est pas 'intecf • 
if ( intecfTraitee !z in t e cf J 
inter fTra itee .out (msg); 
/ / pa ssage à l'interface s u i vante de la liste 
i :z i • l; 
retourne l ' interfa ce directement connectêe â la 
• connexion ' t oConnexion' appartenant a la liste des interfaces 
• de ce tte insta n ce si elle existe sinon null ., 
public 
1 
I nterface getinterfaceTo (Connexion t oConne x1on) 
inl i • O; 
inl '"' thill .ge ttfür lnte rfa ces () ; 
// parcourir la liste des interfaces de ce lte i nstance 
" 'hile ( i < j 
Interface intecf • getlntedace li); 
if t intecf !s null 1 
1 
// s i l ' interfac e est. con nectée a la connexion d emandée , la retourner 
ir ( interf .getConnexion() a• toConnexion l 
tt.lurn Inter! ; 
// passer à l'interface suivante de la liste de cette instance 
l "" .l ♦ l; 
// L'i nter fa ce n'a pas éte t co u vêe 
n-1urn null ; 
A1oule newlnterface à la li ste des interfaces 
et conecte cet élémen t acti f à cet t e no uvelle interface 
Retouc true si l ' interface â bien êtê a1outèe 




boolr11n addlnterface (Interface newlntecface) 
// appel a l a méthode de la classe superieure pour effectuer 1 ' ajout à la l.1ste des inte rfaces 
if (:w1)er .addlnterface(newlnterfa ce) •s r»IK J 
ttlurn f•I~ ; 
Page I of2 
JBuilder- Filename = E:lprivelcours/mémoirelcode/SimulateurPimSM/srclsunulateurpimsmldomaine/ElementActif.java 
Printed on 28 mai 2001 at 15:46 by Dupuis 
newlnter face . s etElementActi f (Ibis ) ; 
// Configuration du num. de c ette interface 
nextNumlnterf .. next.Numlnterf ♦ l; 
newlnterface.numlnterf • next Numln tec f ; 
ttlurn l ruc ; 
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plck•,:c aimulateurpimsm. domaine; 
im1,ort java.uti l .Vector; 
import simula teurpimsm.domaine.rnessage . 
, .. 
~ Abstraction représentant un élément du domaine 
• et se r vant de base a ux obje t s Connexion et Elément Actif 
• / 
abalr•cl public chus ElementDomai ne 
/ / Nombre maximum d'interfaces intégrées dans ce type d ' élément 
prottcltd inl max l nterfaces; 
/ / Ve c teu r contena n t les inter faces de l ' é l ément 
proltclcd Vector 1.nter f aceContenue • null ; 
// Domaine auquel appartient cet Hément Actif. 
pl'mttb:d Doma 1 ne domai ne • null ; 
• Constructeur : 
• t 
publit Element.Oomaine () 
1 
// Init.ialisat.ion de la liste d ' interface 
inte.c fa c eCont.enue "" llnt' Vector t); 
maKlnter f aces • 0; 
t ·. 
• Configuration du domai ne auquel appartient cet. êlément 1 
• / 
l>Ublit , ·oid setOomaine (Domaine newOomainel 
1 
domaine = ne wDomlline ; 
/ ·. 
.. Obtention du domaine auquel appartient cet élément 
' / 
1>ublic Domaine getOomainel) 
1 
r c-1t.1ra domaine; 
, .. 
• retourne le nombre d'interface réellement intégrée dans cette instance 
public: ial get.Nbrlnterfaces Il 
1 
ttlurn 1nter!aceContenue. s i ze () ; 
t •. 
• Retoucne le nombre maKimum d'interfaces pouvant être intégrées dans cette instance 
public 
1 
ial getMaK l nterfaces (1 
ttlun maK l nterfaces ; 
, .. 
• Gestion de l ' entrée d'un mess a ge via l'une des i n ter f aces de l'é l ément 
,oid in (Message msg, lnteda ce interf); 
, .. 
• Gestion de la sortie d ' un message via t outes les i n ter f aces de l ' élémen t ., 
abscnc1 public ,·oid out (Message rasg) ; 
Si le nombre maK. d ' inte.cface de cet élément n "est pas déja atteint, ajoute 
" 'newtnter!ac e ' à ce tte instance . cet.uro true 




book11n addlnterface ( Intecface newtntecface) 
// On ne peut pas dépasser le nombre maKimum d ' i n terfaces 
ir ( ge tNbrt n terfaces () >• max l nte r fa ces J 
1 
interfaceContenue. addElement (newinterfaceJ ; 
rtlurn lrut ; 
, .. 
• Retourne l ' interface d'indince ' indice' contenue dans la liste d'interface de l'instance 




Interface getlnterface (inl indice) 
// L'1dice doit être plus petit ou égal au nombre maximum d'interfaces 
ir (indice>• lh is .getNbrlnterfacesl)) 
relum null ; 
ttlurn (Interface) inlerfac eContenue.get (.1ndice); 
, .. 
, .. 
Supprime l'.1nterface 'oldinterface' de la liste d'ineueface de l'instance 





'true' si l '.1ntecface â été suprunée de la 1 iste de ce tte instanc e 
' fa!se' si l ' in t erface n ' a pas été t.rouvee dans la liste 
book111n removelnterface (Interface oJdlntecface) 
R'lum interfaceContenue. removeElement (oldinterface); 
/ ·· 
Méthodes ut1lisees pour l '1nterfacage uti 1 isateur ---------- - - • 
· t 
• Affi c hage du nom de ce routeur 
· t 
publtC Stcing tOStr.1ng Il 
1 
ttlurn ncto1· Suing("Element Dornalne"I; 
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/ '. 
• Configuration détaillée de ce routeur 
•/ 
pt.iblic String toStdngConfig ( J 
{ 
re1un1 lhis .toString(I; 
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impo11 java.io. •; 
~finition d ' un flux multicast : 
• Le flux peut-~t.ce du type 1•, G) si la source n'est pas définie 
• Ou tS,GJ si la source est définie ., 
1,ubltC dut Fluxmulticast impkmeals Secialiuble 
1 , .. 
• Source spécifique de ce flux 
• f 
prottcctd Station sourc e .. null ; 
• Groupe Hulticast auquel appartient ce flux 
• I 
prol«ltd Groupe Multicast groupe • null ; 
, .. 




,·oid set.Source (S tation newSour c e) 
source • newSource; 
, .. 




Station getSource () 
~Cura sourc e; 
, .. 
• Configuration du groupe multicast de c e flux 
• / 
1>ublic ,·oid set.Groupe (GroupeHul ticast newGro upe) 
1 
groupe • newGroupe; 
, .. 
• Obtention du groupe multi c ast de c e flux ., 
publt( Gro upeHul ticast getGroupe tl 
1 
r<tum groupe ; 
Hêthodes utilisées pour l'interfacage utilisateur -----------
public String toStcing () 
String res • MW String ( "t:lux ( " ); 
ir ( 1his . sourc e ,., ,.. null 1 
• res t thll .source; 
res • ces t " t 1bit .groupe t ") " ; 
ttlu.m ces ; 
, .. 
Méthodes utilisée pour la sl!cialisation -- - - ---------- ---- --- • 
• / 
• Sauvegarde de cette instance de l'objet ., 
prhalt , ·oid writeObjec t(Objec tOutputStream si lhrcnn IOEx c ept1.on 
// Sauvegarde de la source de ce flux 
s. wciteObjec t( lhis .source); 
// Sauvegarde du groupe de ce flux 
s.writeObjec t (lhis .gro upe); 
• Restaurati o n de 1 ' instance de 1 'obJet 
• / 
priutt n,id readOb j e c t (Ob]ec tJnput.Stream s) lhnnu IOEx c ept i on, ClassNotfoundExc ept1.on 
// Rec upérati o n de 1 ' adresse 
1hü1 . s o ur c e • !Station) s. r e adOb j e c t 1) ; 
this .groupe • tGroupeHulticast) s . readObjec t(); 
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p1ck1~ simulateurpilMm.domaine ; 
import java.awt .Color; 
impor1 j a va. io . •; 
• Classe s ' occupant de la gestion d ' un groupe multicast 
• (et plus pa r ti c ulièrement, de son adresse IP et du RP de celui-cil 
· t 
publk clus Gr oupeMul ticast implt menU Seciali zable 
1 
• Routeur du domaine oeuvrant comme RP pour ce groupe 
· t 
prin tt Routeur rp • ■ull ; 
t •. 
• Adresse IP multicas t du groupe 
· t 
priu1c- Ad C"esselp adresseGroupe • null 
, .. 




Hlid set.Adresse (Adresselp newAdr) 
adresseGroup e • newAd r ; 
• Obtention de l'ad r esse [p du groupe 
1tubHc Adresselp getAdresse { 1 
1 
rtlurn adresseGroupe ; 
, .. 
• Con fig u ration du RP d u groupe 
· t 
pubHc ,·oid set Rp (Routeur ne wRp) 
1 
rp .. newRp; 
t ·. 
• Obtention du RP du groupe 
• / 
pubUc Routeur getRp ( 1 
1 
rtlum rp ; 
Méthodes utilisées pour l'interfacage utilisateur 
// Couleu r représentant ce g r o upe Hu l ticast dans le simulateui- . 
Color color • null ; 
public Stdng toStdng () 
1 
rtlum "" -t Ibis . getAd r esse ( l ; 
t• . 




, ·oid setColor(Colo r neWColor) 
col or • neWCol o r; 
, .. 
t · · 




Colo r getCol o r ( 1 
rtlurn color; 
Méthodes u tilisée po ur la sériali sation 
• Sauvegarde de c e t te instance de l 'objet 
· t 
priulc ,·oid wri teObject (ObjectOutputStream s) 1h rovi·1 IOEx ception 
// Sauvegarde de l'adresse 
s. writeObjec t (lhis . adresseGroupe) ; 
• Restauration de l ' ins tance de l'objet 
priulc ,·oid readObject (ObjectinputStream si tbrovi·1 lOEx c ept ion , Class NotFoundException 
// Rec upé ration de 1 ' adresse 
thiJ . adresseG r oupe .. (Adresselp) s . readObject (); 
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Dupuls Eti c 
J. 0 
pad••&t simulateucpirnsm.domaine; 
im port java.util.Vector; 
, .. 
• Objet contenant toutes les informations propcea à une interface pour 
• flux mult.icast ( • , G) specifique de la Tlb d'un routeur Pim SM ., 
public clus GrplntTI B 
1 
prh·alc boolt H igmp • f1l1t 
prinl t boolun join • f1lx 
prin l t Interface interf • null 
! ·· 
• Configuration de l'interface dll!:signée par cette entree 
· / 
publ k \"Oid set:I n terface(Interface newinter!ace) 
1 
inter! "' newlntecface; 
, .. 
• Obtention de l'interface désignée par cette entrée 
public lnterfac e getlnterfa ce() 
1 
relu rn interf ; 
, .. 
• Oêfinit l'arrivée d'un Message IGMP Join Ou prune par cette interface e n provenanc e 
• d ' un LAN pour lequel ce routeur est DR 
public: ,·oid setlgll1) (booltan etat) 
1 
igmp "' etat; 
, .. 
• Un message IGMP join est - il arrivé par cette interfa c e en provenanc e d'un 
• LAN pour lequel ce routeur est DR 
•/ 




• Défini l 'arrivêe d ' un Join par cette interfac e en provenanc e d ' un routeur 
• f 
public \'Oid setJoin (bookan etatt 
1 
join • et.at; 




boolH n isJoin () 
rtlum join; 
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padu ~ simulateucpimsm.domaine ; 
import java. util. Vector; 
• le flux de ce gro upe dolt -être transUré 
• ( Si l'inte rfa ce est déja présente, ne fait rien 1 
• / 
publit GrpintTIB set.Interface (Interface newlnt.erfac e) 
1 
// Rec he r c he de cette interface dans la liste des interfaces 
inl 1 • 0; 
lnl j • lstint.erface. size (); 
// traiter toute la liste 
whik 11 < jl 
// Obtenir l'interface traitêe 
/ •• GrplntT l B git • (GrplntTI B) lst l ntedace.element.At(il; 
Obje t contenant toutes les informations de la Tlb d 'un routeur Pim SM 
• concernant un groupe multicast 
• ( c'uc-à- dire flux (• , G) ET flux (S , G) ! ! ! ) ., 
public clau GcpTI B 
1 , .. 
• Adresse IP du groupe ., 
priol~ Adresselp adrGroupe • null 
if ( git. != ■uU 1 
1 
// si l ' interface traitée est la même que newlnterface ne pas continuer 
if { git.getlnt.erface{) •• newlnterfac e l 
rttura git; 
I / Traiter l'interface sui vante 
/ .. i • 1 ♦ l; 
• Hode de gestion de ce groupe pour le DR 
• ( passé en mode Shortest Path Tree ou non 1 ., 
privait bookaa rnodeSPT • faix ; 
pri,·•tt Vec tor lstSource • null ; 
printlt Vecto r lstlnterface '"' null 





• Initialisation du gro upe ., 
public , ·oid .i nit () 
1 
lst.Source • KW Vector (); 
lstinterface • flt"'' Vector () ; 
, .. 




,·oid setAdrGroupe (Adresselp newAdrGroupe) 
adrGroupe .., newAdrGroupe; 
, .. 
• Obtention de l ' adresse Jp de ce groupe 
l)Ublic 
1 
Adresselp getAdrGroupe () 
rc-tum adrGtoupe; 
, .. 
• Ajout d'une interface à la liste des interfaces par lesquelles 
// 1 'interface n'existe pas •> l'ajouter 
Grp lntTIB git • ~ Grplnt.TIB(); 
git. se tl'nterface (newlnterfaceJ; 
lstlnterface .addElement (git); 
ttlum git; 
, .. 
• suppression d ' une interface de la li s t e des interfaces par lesquelles 
• le flux de ce groupe doit - être transféré ., 
pl!blit , ·oid removelnterface (Interface int.erf) 
1 
, .. 
// Rec herc he de c ette i ntecfa ce dans la liste des interfaces 
inl i "" 0; 
int j • lstlntedace.sizet); 
// traité toute la liste 
Mhik li < jl 
// Obtenir l'interface traitée 
Grplnt.TIB g.it • (Grp lntTIB) lstlnterface.elementAt(iJ; 
ir I git !'"' null 1 
1 
// si l'interface traitée est la même que 'interf' 
if ( git.getlnterface(I •• inte r! ) 
l .s tlnterface. removeElement.At (i); 
n:lurn ; 
// Traiter 1'1.nterface suivante 
i = l ♦ 1; 
• Obtention du nombre d ' interface par lesquelles le flux 
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• de ce groupe doit-étre transfécê 
•/ 




• Obtention du détail pour ce flux de l ' interface d'indice 'indice' 
• t Retourne null si l' ind.ice est trop grand 1 ., 
public Gr pln t:T IB getJnterface (inl indice) 
1 
I / si l'indice est trop grand, retourne nul l 
ir ( indice > getNbrlnterface()) 
rctum oull ; 
rch&rn (GrpintTIBI lsLlnterface . e l ementAt (indice) ; 
, .. 
• Obtention du détail pour ce flux de l'interface 'interf' 
• ( Retourne null si l ' interface n ' est pa s tcouvée 1 ., 
public Grp lnt:TIB getlnterface (Interface interfl 
1 
// traiter toutes l es interfaces 
inl i • 0 ; 
int • getNbrlnterface () ; 
"-hile (1 < j) 
// Obtention du détail interface traitée 
GrpintTIB git • (GrplntTlBI lstlnterface.elementAt (il ; 
if ( git ! .. null ) 
1 
// si l ' objet est celui recherc hé , le retourner 
if (git . getinterface() •• interf) 
rt1u m git; 
// traiter l' i nterfa ce suivante 
i"' i t l ; 
// l'interface n'a pas été trouvée 
ttlu m null ; 
publk 
1 
rnid setModeSpt (boolcan etat) 
modeSPT • etat; 
public 
1 
book11 n i.sModeSPT () 
relurn modeSPT ; 
• Obtention du nombre de flux propres à une source pour c e groupe 
1•ublk 
1 
inl getNbrlnfoSource (} 
rclum lstSource.sizet}; 
, .. 
• Obtention du détail d'une source propre à ce flux d'indi ce 'indice' 
• ( Retourne null si l ' indice est trop grand ) 
· / 
publi( SrcGrpTIB getlnfoSource (hu indice) 
1 
// si l'indi ce est trop grand, r etourne null 
if t indice > getNbrinfoSource(I I 
rclurn null ; 
n-1um (SrcGrpTIB) lstSource.elementAt(indice); 
, .. 
• Obtention du détail d'une source propre a ce flux 
• ( Retourne null si pas trouvée ) 
• 1 
publk SrcGrpTJB getlnfoSource (Element.Actif source) 
1 
// traiter toutes les sources de ce groupe 
iat i • 0; 
in1 j • lstSource.size(I ; 
" ·bik U < j l 
// Obt.ention du détail de la source traitée 
SrcGrpTIB sgt • (SrcGrpTI B) lstSource.elementAt (il ; 
if (sgt ! = nuit ) 
1 
// si l ' objet est celui rec herché, le retourner 
if (sgt .getSource () "" .. source) 
ttlurn sgt; 
// traiter la sou r ce suivante 
i "' i + l; 
// la sourc e n'a pas été trouvée 
ttlurn nuH ; 
AJOUt d'un flux (S,G) propre à une source pour ce groupe 
• et retour de ce lui-ci. 
• (S.1 le flux est. déjà présent, ne le modifie pas} 
· 1 
pt.iblk S rcGrpTtB newlnfosource (Station newSource) 
1 
// Ne c réer l'instance que s.1 elle n 'exis te pas dej.i 
SrcGrpTIB sgt. .., get.JnfoSource(newSource); 
if tsgt. •• nuit l 
1 
// cree l'instance de l'objet 
sgt ., IICM' SrcGrpTI B t 1; 
sqt . set.Source (newSourceJ ; 
// L ' ajouter a la liste 
lstSource. addElement (sgtl; 
~lurn sgt; 
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Title: Simulateur PIH SH 
Description: Simul ateur du protocol PIH SH (Protocol Independant Hult. icast Spacse Hode) 
Copyright : Copyright (cl 2000 
connexion.in(msg , thi1 ) ; 







impon simulateurpirn,;m . domaine .message. 
impon java.io . •; 
t ·· 
• Classe représentant une interface connectant un élément actif à une connexion 
publk chtis, Interface lmpkmtntl Serialiuble 
1 
Il Connexion à laquelle l'interface est connectée 
Connexion connexion • aull ; 
// Elément actif auquel l'interface appartient 
prinlt ElementActif element.Actif .. aull ; 
// Si l'élément actif est un routeur et que la connexion est un Lan, en est-il le OR 
prÏ\·a1c book.a isDr • fatbc ; 
// Adresse IP de l'interface (défile par la connexion 
prin1c Adresselp adrlntecface • nuit ; 
// Num attribué à cette interface par l ' élément actif lors de sa c onnexion 
protcclcd inl numlnterf • D; 
1•· 
• Défini l'adresse Ip de l ' interface 
· 1 
,·oid setAdresse (Adresselp newAdresse) 
adrlnterface • newAdresse; 
1 • • 
• obtention de l • adresse Ip de 1 'interface 








, ·oid in (Message msg) 
if (elementActi f ! • null ) 
elementActif.in(msg, this l; 




,·oid out (Message msg) 
if (connexion ! s null ) 




, ·oid set.Connexion (Connexion newConnexion) 
connexion • newConnexion ; 
/ · • 




Connexion getConnexion ( 1 
rt:lum connexion; 
! •• 




,·oid setElementActif (ElementActif newElementActif) 
elementActi f • newElementActi f; 
/• . 
/ · . 




ElementAct1 f getElementActi f ( 1 
rt'turn e lementAct if; 
/ · . 
Configuration de isDr 
Rem Est utilisee par un Lan pour définir le Dr de celui-ci 
· / 
pubHc , ·oid set Dr (bookan etat) 
1 
isDc • etat; 
1·. 
• Cette interfac e est-elle connectée au DR d ' un Lan 
· ! 
public boole•n uDr () 
1 
rclum isDr; 
Méthodes uti luées pour 1 ' interfac age utilisateur 
/ · · 
• Affi c hage du nom de cette interface 
· / 
public Stri ng toStnng 11 
1 
r-tlurn ne"· Stringi"L" -t ne"· lnteger( Chit .numJntetfl J; 
/ ·. 
• Conflguration détaillée de ce Lan 
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p.,.blk S tr i ng toStringConfig () 
1 
String adr • ae\l\· S tring("NON DEF'INI"); 
ir ( lhiJ . adrlnte rface ! • null J 
1 
adr • "" + lhiJ .adrlnterface ; 
rctum Ibis .toString(I + "( Adrlp:" ♦ adr ♦" J" ; 
Méthodes utili.sées pour la sériaUsatio n --- ------------------ • ., 
• Sauvegarde de c ette instance d e l ' objet 
' / 
prh·•I~ , ·oid wri teObject (ObjectOutputStream s) lbro\1\1 I OException 
1 
// Sauvegarde du num. d'interfa ce 
s. writelnt (tbis . numlnterf); 
/ / Sauvega rde de 1 ' adresse 
s. wri teObj e ct (llli1 . adrlnterface) ; 
// Sauvega rde des élémen ts du d omaine 
s. wr lteObject(lllis . connexion); 
s . wri teObject. (lllis . elernentActi (); 
// Sauvegarde de l ' état DR 
s .write8oolean( this .isDr) ; 
• Restauration de 1 'insta nc e d e 1 ' obj e t ., 
prfralt , ·oid readObject (Object. lnpu t.St. ream si lhru~ • IOException , ClassNot. r oundException 
// Rec upêrat.ion du num . d ' inte rfac e 
lhis .numlnte rf • s.ceadlnt {J; 
/ / Re c upécation de l ' ad cesse 
lhis . adrlntecface • (Adcesselp) s.readObject(); 
// Recupérat.ion des eléments du domaine 
lhis . connexion • (Connexion) s .readObject(); 
lhi, .elementAc tif • (E l emen t.Acti fl s.readObject() ; 
// Recupé cati o n d e l ' ét.at DR 
this . uDc "' s . r eadBoolean ( 1; 
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Description : Simu l ateur du protocol PI M SM (Protoco l Independant Mul t i cas t Sparse Mode) 




Copyright (C) 2000 
Oupuis Eric 
1.0 
piackagc simulateurpimsm.domai ne ; 
import java . util.Vec tor; 
import simulateu rpim!lm .domaine . message.• ; 
import java. io. " ; 
// Si cette station n ' est pas l ' émettri ce de la demande 
if t interfTraitee ! = interfEntree) 
Station station = (Station) interfTraitee . getElementAct ift ) ; 
// Si cette s tatio n dés ire toujours recevoir- ce flux 
if ( s t ation.getFlux(Station.RECUS , flux.getGroupe() , flux.getSource(ll ! = null 1 
// fi n de traitement (le flux n ' est pas supprimé sur ce LAN ) 
~lum ; 
!• • // passer à l ' in t e rface suivante 
• Classe représentant u ne connex ion Lan du domaine ., 
public chus Lan tstcnds Con nexion implemcnts Se rializable 
1 
Il Interface menant. directement au DR de ce La n 
1>rofttled Interface DrWi nner : null ; 
prot«ted Vector lst.Assert m neM· Vector ( ) ; 
// Constructeurs : 
Il 
public Lan () 
1 
maxlnterfaces = 20 ; 
Ge s ti o n d ' une demande I GMP pour un 'flux ' 
en provenance d'une station connec t ée â ' inte r f Entree' 
Si la demande est une fin de r éception, le Lan interroge toutes l es autres 
stations afin de déterminer si le flux n ' est plus d ema ndé par perso nne . 
Si c'est l e cas , tra nsmet la demande au DR. Sinon, n 'en tien t pas compte. 
Rem etat = true 
etat = false 
po ur u ne demande de réception 




, ·oid igmp (Fluxmult icast flux ,book•n etat, Inter f ace interfEntree ) 
int 1. z O; 
int j = Ibis . getNbrlntez:faces () ; 
I n t e rfa ce interfToDr = null ; 
I / Parcou rs de tou tes les interfaces interfac es 
.,.·hile ( i < j ) 
I / Obtenir l ' interface traitée 
Interface i n te rfT raitee "' lhi.1 .get l nterface(i); 
if (i n te rfTra itee != null ) 
// Si l ' interface traitèe est celle menant au Dr , la reteni r 
ir t interfTraitee . isDr() ) 
1 
in t e rfToOr = interfTrai tee ; 
// Si la demande est une fin de réception 
if ( etat == bise 
i = i + l; 
I / Si l ' interface menant au DR est t rouvée (Normalemen t toujou r s) 
if ( inte rfToD r !: null l 
// passer la demande au DR 
Routeur r ou teurDr "' ( Routeur) interfToDr.getElementActif(); 
routeurOr . igmp(flux , interfToDr, eta t); 




, ·oid ini tAssert ( J 
lstAssert = nt"· Vector () ; 
• Initil isat i o n PimSm ( Configu ration du DR de ce Lan ) 
1>ublic 
1 
, ·oid in i t PimSm ( l 
this . se t Dr t) ; 
, .. 
• Ajout d'une nouvelle ligne de routage à la tabl e 
• ou Remplacement de la ligne poi ntan t sur newElement 




rnid setAssert (ElementDomaine newEl e ment , Interface newlnterfa c el 
// reche r che d'une ligne de routage da ns la table pointant dèja sur ce t élément 
LigneRoutage l ign e = getLigneRoutage (newElement); 
/ / Si ce tte l i gne de routage existe dèja, la supprime r 
if ( ligne ! = null ) 
J stAssert . r emoveEl ement (ligne) ; 
// Création de la ligne de routage 
ligne = ntM' LigneRoutage(newEl ement, ne wln terface) ; 
/ / Aj ou t de cet te nouvel l e l igne de routage à l a table 
// Si l 'interface est connectée à une station lstAssert . addElemen t( li g ne) ; 
if ( i nterfTraitee.get ElementActif() inst ■ocwf Station) 
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Description : retourne l'interface de sortie menant à un element du domaine 
Retour : Interface associée à elementOomaine 
s'il existe une ligne dans la table de routage pointant sur celui -ci 
sinon null 
Interface getAssert (ElementDomaine elementDomaine) 
// recherche d ' une ligne de cout.age dans la table pointant déja sur cet élément 
if (elementDomaine i11st111ctof Station) 
// Si l'élément est une station, prendre comne destination la connexion attachée à cel le-ci 
Station st • (Station) elementDomaine ; 
elementDomaine • st. getconnexion (); 
LigneRoutage ligne a: getLigneRoutage (elementDomaine ) ; 
Il Si cette ligne de routage existe déja , la supprimer 
ir ( ligne ! a: null l 
rtlum ligne. getinterface t); 
/ / aucune ligne n'a été trouvée 
rtlum null ; 
, .. 
rec herche d ' une ligne pointant sur un élément du domaine dans la table de routage 
Retour LigneRoutage pointant sur l'élement demandé ou null si cette l igne n'existe pas dans cette Lable 
bookan VerificationPruneOk (Fluxmulticast flux , boolu n rpt, Interface interfln) 
int i • O; 
inl j .. 1his .getNbrinterfaces(); 
// Traiter toutes les interfaces 
11 hik ( i < j l 
// Obtenir l'interface traitée 
Interfa ce intedTcaitee"" lllis .getlnterface(il; 
if ( interfTraitee ! = ■ull ) 
1 
// si l'interface n'est pas l'interface d ' entrée de la demande 
if interfTraitee ! = interfln} 
// si l ' in terface traitée est connectée à un routeur 
if ( interfTraitee.getElementActif 11 iascanctof Routeur) 
Routeur routeurTraite"' (Routeur) interfTraitee.getElementActif(I; 
/ / S1 le routeur tlaité à toujours besoin de ce flux, Stop 
ir ( louteurTraite. isFluxNecessaire( flux , rpt, i nterfTraitee ) ... lrut l 
// passer à 1 ' interface suivante 
. , i "" i + 1; 
11ri,·• lt' Ligne Routage getLigneRoutage (ElementOomaine element) 
LigneRoutage ligne • null ; 
int i ., 0; 
// traiter toutes les lignes de la table 
inl to • l stAssert.s1ze() ; 
11·hiLt 11 < tol 
// o btention de la ligne traitée 
ligne '"' (LigneRoutage) lst.Assert.get(il; 
// si l ' éH:ment. point!! dans la ligne traitée est c elui demande , retourner cette ligne 
ir (ligne.getElement{) •= element J 
Rhirn ligne; 
//passe r à 1 ' élément suivant 
i z: i -t l; 
// aucune ligne de routage ne pointe sur l'élément recherché. 
re1um null ; 
Intl!rrogation des routeurs connectl! à ce LAN affin de vérifier que l' 
émission d'un flux en direction des autres routeurs n ' est plus 
nécessaire sur ce !..AN. 
Cette méthode est util isl!e par le OR afi n de simuler le timer 
permettant de temporise r la prise en compte d'un Prune et ce , 
dans le but de laisser le temps â un autre routeur de contcer c e Prune . 
Rem: flux c description (S , G) Ou (•,GJ 
rpt c true et flux (S , G) •> PruneRpt(S,Gl 
interfln -= Interface connectée au routeur effectuant la demande (normallement OR) 
// aucun routeur n'a plus besoin du flux traité 
r t h1rn lrut ; 




,·oid set.Or ( 1 
int i = 0 ; 
inl j :r this .getNbrlnterfaces (J ; 
// réinitialise DrWinner 
if ( OrWinner !z null ) 
DrWinner. set Or tralx ) ; 
OrWinner 2: null ; 
// Traiter toutes les interfaces 
11hilt ( i < j 1 
// Obtenir l'interface traitée 
Interface interfTraitee = lhis .getlnterface(il; 
ir ( interfTra itee ! "' null J 
// si l 'interface traitée est connectée à un routeur 
ir ( i nterfTraitee.getElementAc tif (l in~h, ncwf Routeur) 
/ / S'il n 'y a a ctue llement pas de Dr 
if ( OrWi nner """" null ) 
// Le routeu r connecté à cet interfac est J e DR mome ntané. 
DrW1nner = interfTraitee; 
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// Si J'adresse Ip de cette interface est inférieure à l'adresse du OR 
if ( intecfTra.it.ee . getAdcesse() . hLower(DrWinnec.getAdresse()I ) 
1 
1 
DcWinner • interfTraitee ; 
// pas.sec à l'interface suivante 
i '"' i i 1; 
ir ( DrWinner !a null ) 
DrWinner.setDc( lt'VC ); 
• Entrée d'un message dans cette objet connexion via l'interface 'interf ' 
public 
1 
H>id in (Message msg, Interface .interf) 
// si le message est un message registec , C"egistec Stop, d'un Prune ou d 'un Join 
il 1 {m.sg in.11laoccof Registec) 1 t (m.sg instancrof RegisterStopJ 11 
(msg in.tCll.Q('Nf JoinG) 11 (mag inttanceol' PruneG) 11 (msg in1t1U1Ctol JP_SG) ) 
// Obtenir l'interface menant Ili la destination 
Interfac e interfOut • Ibis . qetAssert( ~g.qetDestination() ) ; 
if ( interfOut ! • null 1 
1 
.i .. 
// sortir ce message uniquement par cette interface 
interfOut. in (~q); 
// passer par la gestion normale des connexions 
,u~r • in (msg , interfl; 
Méthodes utilisées pour l ' interfacaqe utilisateur -----------
J>Ublic String toString ( 1 
1 
tttum MW String ( "Lan . " ♦ adrConnexion . get.AdresseBytel () 1; 
, .. 
• Configuration détaillée de ce Lan ., 
public String toStringConfig () 
1 
Stdng res • 1hi1 .toStrinq() ; 
+ " [ Adr IPa: " 
+ nt"' Integer(lhiJI .adrConnexi o n.qetAdresseBytel ( 1 J + 
t n~· Integer (lhiJ . adrConnexion. getAdresse8yte2 () J + 
t ftt'ft' Integer (lhis . adrConnexion . getAdresseByte l 1) l + ". xx'" 
+ " / 
String rp • ntft' Str inq ( "NON OEfI NI" ); 
if ( DrWinner ! • null ) 
rp • "DR• " ♦ DrWinner . getElement.Actif(); 
res • res ♦ rp + " 1 \n "; 
inf i • O; 
in1 ., 1h11 .getNbrlnterfa ces (); 
if (j > 0 ) 
+ " - Interfacé à : I"; 
fthik (i < jJ 
Interface interf = lhit .get. ln te rface(i); 
St ring element ,. otW Stri ng (" NON DEFINI"); 
if (interf ! -- null ) 
if (interf.get.Element.Actifll !"" IHIII 1 
1 
element • "" + interf.get.Element.Ac tif(); 
res • res ♦ " " ♦ element ♦ " 
i • i ♦ l; 
res • res + " J\n"; 
.... 
res a: res + "\n"; 
tttum res; 
Méthodes utilisée pour la sérialisation 
, .. 
• Sauvegarde de cette instanc e de l'objet ., 
11 rinlt ,·oid writeObjec t(ObjectOutput.Stream s) lhruMJI IOException 
/ / Sauvegarde de l'interface menant au DR de c e lan 
s .writeObject (this .DrWinner); 
// Sauvegarde des données propres aux c onnexions 
s . writeObject (lhis . adrConnexion); 
s.writelnt( lhis .numlnterface); 
// Sauvegarde des d o nnées pro pres aux Elements du d omaine 
s .writelnt( lhis .maxlnterfac e s ); 
s . wri t e Objec t (l his . interfac e Contenue}; 
s.writeObject(this .domaine); 
I ,. 
• Re s taurat i on de l' i nstanc e de l ' ob j et ., 
Jlrinlt \UÎd r e adOb j e c t (Ob j e c tlnput St r eam si lhro,,u l OEx cept ion, ClassNo t.FoundEx c ept1 o n 
1 
// Re c upé r at ion de l'adres s e 
lhis .DrWinner • ( Interfac e) s.readOb j e c t ( J; 
// Re c upérat i on des d o nnées propres aux connexions 
lhis .adtConnexion "' (Adresselp) s. r e adObjec l ( 1; 
Ibis . numlnterface • s.readlnt( I ; 
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// Recupération des données propres aux Elements du domaine 
tb i1 .maxlnterfaces s s.readlnt() ; 
1b i1 . interfaceContenue • (Vector) s . readObject ( 1; 
UtiJ .domaine • (Doffldinel .s.ceadObject(l; 
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Tit l e: Simulateur PI H SM 
Description : Simulat.eur du pcotocol PI H SM (Protocol Independant Hulticast Sparse Hode) 







import java. util. Vecto r ; 
Lig ne de la matrice de routage concernan t u n élément du domaine 
• ainsi que toutes les interfa c es possibles entre cet élément. 
• et les autres éléments de la matrice . . , 
llW bltc: clUJ LigneMatriceRoutage 
t , .. 
• Elément d u domaine conce r né par cette ligne de la matrice 
· ! 
printt ElementOomaine e l ement s aull ; 
, .. 
• Vecteur d es inte rfa ces menant directement de l'élément concerné à un a utre élémen t du dotr1aine ., 
prin t t Vecto r to "' aull ; 
, .. 
• configure l ' élément concerné par cette ligne de la matrice 
public 
t 
, ·oid se t El ement (ElementDomai ne ne wEl ement) 
element = newElement ; 
• Obtention de l'élément concerné par cette ligne 
public 
1 
ElementDomaine getElement ( 1 
rclurn element; 
, .. 
• lnitia l ise le vecteur contenant l a liste des inte r faces pour contenir ' nbrElement ' 
·/ 
public ,·oid initTo t inl nbrElement) 
1 
to • ne,t· Vector (); 
//Ajouter à ce nouveau vecteur nbrElement vide 
inl i • 0; 
,t·hile ti < nbrElement) 
// Ajouter un élément Tolnt.eface ,1u vecteur (avec interface"" null) 
t.o.addElement.( M'ft" Tolntecface() ) ; 
// Traiter l'élément suivant 
i • i -t- l; 
• Configuration de l ' interface menant ,1, l ' élément d ' indice ' toX' ., 
public , ·old set l nt.erface (inl toX, In t e r face n e wl n terface) 
, .. 
// Obtention de l'élément 
To l nterface t.i • (Tolnt.e r face) to.element.At(toX); 
// con fig uration de l ' interface de cet é l ément 
ti. set.Interface (newlnt.er f ace); 
• Configuration du po.1ds de la ligne menant à l ' élément d'indice 'toX' ., 
public 
1 
,·oid set Poids (iat toX , ial poi d s) 
, .. 
// Obtention de l'élément 
Tolnterface t i • (Tolnt.erfac e) to.elementAt(toX); 
// con figuration de l'in terface de cet élément 
t. i. set Poids (poids); 




l n t.erface getln t erface (int toXI 
, .. 
// Obtention d e l'élémen t d ' indice 'toX ' 
To!ntecface ti • (Toint.erfacel t.o.element.At. (toXJ ; 
// retour de l ' interface de cet élément 
n:lurn ti.get l nterface() ; 




iat getPoids (int toXJ 
// Obtention de l'elément d'indice 'toX' 
Tointerface t.1 • {To l nterface) to. elementAt (toX); 
// retour de l'interface de c et. elêment 
rclurn ti .get.Poids 11; 
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Title : Simulateur PI H SM 
Description: S1.mulateuc du protocol PI H SM (Protocol I ndependant Hulticast Sparse Hode) 






package simula teurpimsm. d omaine ; 
• Cl a sse représentant une ligne de la table de routage utilisée pour le routage unicast 
public clau LigneRoutage 
1 
// pointeur sur un êlément du domaine 
pri,·att ElementDomaine element.Relie • null 
I / pointeur sur l ' interface menant à cet élêment 
printt Interface interfaceDeSoctie • nuit ; 
• Constructeur: 
• / 
pubftc: LigneRou t age (Element.Domaine newElement , Interface new l nterface) 
1 
element.Relie • newElement ; 
intecfaceOeSoctie • ne wl n te[face; 
, .. 
• retou[ne l'élément du domaine pointé pa[ cette ligne de routage ., 




• retou[ne l 'inte[face de so[tie pointée par cette ligne de routage ., 
public Interface getlnterface t 1 
1 
rtlum inte[faceDeSortie; 
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Title: Simulateur PI M SM 
Description: Simulateur du pcotocol PIM SM (Prot.ocol Independant Mult.icast Sparse Hode) 
Copyright : Copyright !cl 2000 
lmr.initTo{j) ; 
Company : i = i + l; 
@author Dupuis Eric 
@version l . 0 
p1ckagt simulateurpimsm.domaine; 
import java. u til.Vector; 
, .. 
• Matrice permettant d' effect uer le calcul des routes entre les éléments du domaine 
•j 
publk cl.111u Hat.riceRoutage 
1 
// Vecteur contenant chaque ligne de la matrice (une ligne .. un élément) 
priult Vector element "' null ; 
• Constructeur 
•j 
publk MatriceRoutage () 
1 
i nit ! l; 
j •• 




, ·oid i n it () 
// Initialisation d'un nouveau vecteur d'élément vide 
eleme n t • M11· Vecto r () ; 




inl getNbrElement () 
iol ces =- O; 
// Si le vecteur est initialisé, retrouver le nombre d ' êlêment de cel ui -ci 
i( ( element ! .. null ) 
res • element . si ze ( l; 
rtlurn ces; 
Initialisation de la liste des interfaces des élêments de la matrice 
• est à utill.sê après avoir ajouté tous les éléments de la matrice 
• et avant de configurer les interfaces de c es éléments. 
• / 
public ,·oid initlnterfaces ( t 
1 
inl i = O; 
int = 1hi.1 . element size(); 
whilt Ci < j) 
LigneMatriceRoutage lrnr"" (LigneMatriceRoutage) lhii .element.elementAt(il; 
if (lmr ! "' null ) 
, .. 




, ·oid addElement !ElementDomaine ne wElement) 
// Création d ' un nouvelle ligne de routage pour newElement 
LigneMatriceRoutage lmr "' ne11· LigneMatri ceRoutage () ; 
lmr . setElemen t (newElement) ; 
// Ajout de la nouvelle ligne de routage à cette matrice 
element. addElement (lmr) ; 
• Retourne l ' indice de la ligne concernant l ' élément ' ofElement' dans c ette mat r ice de routage. 




I n teger getX (ElementDomaine ofElement) 
// Traiter tous les lignes de la matrice 
inl i .. O; 
inl j "' e l e ment size() ; 
whilt ( i < j ) 
// Obtention de la ligne 
LigneMatriceRoutage lmr .. ( LigneMat r iceRoutage) element . elementAt (i); 
/ / Si la ligne concerne ' ofElement • , retourner un Integer initialisé à i 
if ( lm r .getElement() == ofElement) 
rtlure ne11 lnteger (i) ; 
// Passer â la ligne suivante 
i = i +l; 
// La ligne cherchée n'est pas présen te. 
reluro null ; 
• Retourne l'élément du domaine concerné par la ligne d'indice ' ofX ' 
• S1. l ' indice est plus grand que la taille de la matrice, retourne null . / 
public 
1 
ElementDomaine getElement ( inl ofXJ 
// Si l ' indice est plus grand que la taille de la matrice, retourne null 
if (ofX >= element size () 1 
rtlurn null ; 
// Obtention de la 1 igne 
LigneMatciceRoutage lmr "' (LigneMatri ce Routage) elernent.elementAt(ofXI; 
// retour de l'élément concerné par c ette l.1gne 
relurn lmr.getElementll; 
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• Configurat ion de l'int.erface mena nt. di.cectement de l'élément d'indice 'from ' à l'élément d ' indice 'to' 
• f 
publK: , ·oid set.Interface (inl from, inc to , In te rface int.erfl 
1 
// obtention de la ligne d ' indice ' from' 
LigneHatriceRoutage lmr • (LigneHatriceRoutagel element.element.At (f rom); 
if ( lmr ! s null 
1 
// Ajout de l'interface à la ligne ob t enue 
lmr . set.Interface ( to, inte r f) ; 
1•• 
• Configuration du poid de la ligne menan t directement de 1 ' élément d ' indice ' f rom ' à 1 ' élément d'indice ' to ' 
• f 
public , ·oid se t.Poids {i nl f.com, int t o, int po i d) 
1 
// obtention de la ligne d ' indice 'from' 
LigneHatd ceRoutage lmc z (LigneHatriceRoutage) element.elementAt.(from); 
ir ( lmc ! • null ) 
1 
// A:)out de l'interface a la ligne obtenue 
lmc. set Poids (to, poid); 
• Obtention de l'interface me nant direc tement d e l'élément d'indice 'from ' â ).'élément. d'indice 'to'. 
• Si cette interface n' existe pas , retourne null 
public Interface getlnterface (iat from, inl toi 
1 
// o btention de la ligne d'indice ' from ' 
L.igneHat.ciceRoutage lmr • (LigneHatriceRoutage) element . elementAt( froml; 
/ / retourne l ' i n terface de la ligne obtenue menant â 1 ' élément d'indice ' to 
rtlum lmr.getlnterface(to); 
• Obtention du poids du chemi n menant di r ectement. de 1 ' élément. d'indice 'f rom' â l'élément d ' i ndi ce 'to ' . 
• Si cette interface n'existe pas , retourn e null 
public: Înl get.Poids (int from , inl to) 
1 
// o btention de la ligne d ' indice 'from' 
LigneMat. ri ceRo utage lmr • ( LigneHat.riceRout.age) e lement. elementAt ( from); 
// retourne l' interface de l a ligne obtenue menant a l ' élément d ' i ndi ce 'to 
rttum lmr. getPoids ( tol ; 
Pagel orl 
- - --- - - - -
JBuilder - Filename = E:/prive/cours/mfmoire/code/SimulateurPimSM/src/slmulateurpimsm/domaine/PaP.java 
Printed on 28 mai 2001 at 15:48 by Dupuis 
Title : Simulateur PIH SH 
Description: Simulateur du protocol PIH SM (Protocol Independant Hulti cast Sparse Hode ) 
Copyright: Copyright (cl 2000 
Méthodes utilisées pour l' interfacage utilisateur ------------ • 
' / 






pKkakf simulateurpimsm . domaine; 
import java.util.Vector; 
import java.io .• ; 
, .. 
• Classe représentant une connexion point à point Actif du domaine 
' / 
pubHc: dllSI PaP Httads Connexion implemtnls Seriali zable 
1 
// Variables statiques permettant. l'attribution automatique d ' un num aux routeurs 
procec::ted Italie int nextNumPaP • O; 
// Num attribué à ce routeur lors de sa créa tion 






// initialisation du nu~ro de c ette ligne P.iP 
nextNumPaP • nextNumPaP -t l; 
numPaP • nextNumPaP; 
Retourne 1 ' Hèment actif connecté .i 1 • interface si tue à 
• l ' autre extrèmité de cette l igne PàP que l'interface passée en paramèt re 
• (Si elles existent ! ! 1 
' / 
public ElementActif linkedTo(I ntecface int.ed) 
1 
Interface interfl • tbU .get.lntecface(O); 
Interface intecf2"' llili.1 . getlntecface(l); 
ir (intecfl as intecf) 
if ( interf2 ! ., null l 
rclurn interf2. getElementActif 11; 
"" 
if (inted2 .. ., interf ) 
if ( interfl ! z null l 
murn int.erfl .getElementAc tif (); 
rtturn null 
, .. 
• Affichage de la table de routage unicast 
• / 
public String toStcing (1 
1 
mura HW String ( "'PâP. •-t attw Integer (llll is . numPaP) 1; 
, .. 
• Conf iguration détaillée de cette connexion PaP 
' / 
public String toStcingConfig (} 
1 
String res • thiJ . toStcing ( 1; 
ces • ces -t " ( Adc IPs " 
-t aew lnteger(thiJ .adrConnexion.getAdresseBytel(I ) -t 
-t ne"· lnteger( thil .adcConnexion.getAdresse8yte2(1 ) + 
-t IIC'ft' Integer (d1is . adrConnexion.getAdresseByte3 () ) t ". xx" 
+ " / 
String connectl • K'ft' String ( "NON DEFINI"); 
if (thi.1 .getlnterface (O) !• a11II ) 
1 
if (lhi.1 . getlnterface(O) . getElementActif() !• null ) 
1 
connectl • ""+ thi.1 .getlnterface(O).getElementActif(); 
String connect2 • M"ft' String ("NON DEFINI"); 
if (thi.1 .getlnterface(l) ! • null ) 
1 
if (thi.1 .getlnterface(l).getElementActif(J ! • null J 
1 
connect2"' ""+ lhi.1 .getlnterface(l) .getElement.Acti f(I; 
res + " relie "' -t connectl -t " " + connect2 -t " )\n"; 
Rlurn ces; 
Méthodes utilisées pour la sé nalisat.ion --------------------- • 
. / 
, .. 
• Sauvegarde de cette instance de 1 'objet 
· / 
11ri,·•te ,oid writeObject (ObjectOutputStream s) 1hrmn I OException 
// Sauvegarde des attributs de cette instance PaP 
s.wdtelnt(lhi.1 .next.NwnPaP); 
s.wr1telnt(thi.1 .numPaP); 
// Sauvegarde des donnees propres aux connexions 
s . w: i teObject (lhi" . adrConnexion); 
s.writeint( thi .1 .numfnter:face) ; 
// Sauvegarde des données propres aux Elements du domaine 
s.writelntUhi• . maxlnterfaces); 
s. wr:iteObJect (this . intecfaceContenue); 
s.wciteObject (thi.1 .domaine); 
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, .. 
• Restau r ation de l 'insta nce de l'objet ., 
prh ·••~ ,·oid rea.dObject (ObjectlnputStream s) 1brow1 IOException, ClassNotfoundException 
/ / Recupération de 1 'adresse 
lhis • nextNumPaP • s. readint ( 1 ; 
lllis . numPaP "' s. readlnt (); 
/ I Recupération des données pcopres aux connexions 
Ibis .adrConnexion • (Adresselpl s.readObject(); 
1b it . numlnterface • s . r eadl n t () ; 
// Recupération des données p r opres aux Elements du domaine 
Ibis .maxlntecfac es "" s. ceadint 1); 
Ibis . interfaceContenue • (Vector) s. readObject (); 
01is .domaine • (Domaine) s . readObject 11 ; 
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, .. 
" Ti tle : Simulateur PIH SH 
• Description: Simulateur du protocol PI H SH {Protocol Independant Hulticast Spacse Hode) 
• Copyright: Copyright (cl 2000 
• Company: 
• @author Oupuis Eric 
• @version 1. 0 ., 
packa~ simulateurpimsm . domaine ; 
import simulateurpim.sm.domaine . message.•; 
import java.util . Vector; 
import simulat.eucpim.sm . GestionEvenements; 
Classe s'occupant de la gestion du protocole PI H SH pouc un routeur du domaine ., 
publt( dus PimSM 
1 
// routeur auquel appartient cet obJet PimSm. 
prinlt: Routeur r outeur • null 
prh·itlc: TlB tib • null ; 
• Constructeur : ., 
public PimSH (Routeur routeurConteneur) 
1 
routeur • routeurConteneur; 
tib • ne•· Tl BI); 
, .. 
• Traitement d ' u n message JoinG e n provenance de l'interface ' interf' ., 
public , ·oid joinG (Interface interf, JoinG joinHsq) 
1 
book1n needJoin "' faix ; 
/ / Obtention du détail de ce groupe 
GrpTIB detailGroupe .. tib. getlnfoGroupe (joinHsg. getGroupe () 1; 
if (detailGroupe "'""' null J 
detailGroupe • tib. newrnfoGroupe (joinMsg .getGroupe () J ; 
// Si le flux n ' est pas encore traité •> besoin d ' un Join 
if ( detailGroupe.getNbrrnterface(I ,..,.,_ 01 
needJoin • Crut ; 
// obtention des renseignements propres à l'interface d'entrée pour ce flux 
GrplntTIB git "" detailGroupe.getlnterface(interfl; 
if (git .. ., null J 
git"' detailGroupe.setlnterface(interf); 
// Marquer cette interfa ce comme ayant reçu un Join( • ,G) 
git.setJ01.n(Crut ) ; 
// Supprimer les éventuels pruneRpt(S , G) arrivés au préalable via cet te interface 
int i .. O; 
int • deta1 !Groupe. getNbrlnfoSource 1); 
1thik li < jl 
// obtenir les infos spécifiques A la source traitée 
SrcGrpTIB sgt • detailGroupe . getinfoSource(il; 
if (sgt ! • aull ) 
1 
SrcGrplntTIB sqit .. sgt .getlnterface (i nterf); 
if ( sgit ! s null l 
1 
// Si cette entrée reste nécessaire 
If I sgit.islgmp() Il sgit.isJoin(l 
1 
sgit.setPruneRPT( fabt J; 
// Sinon, elle peut-être supprimëe 
<l1t 
sgt. removelnte r face (inter f) ; 
i • i + l; 
// si besoin d ' expédier un Join au NextHop routeur 
if (needJoinJ 
// définition du flux ( • ,GJ 
Flux.multi cas t flux. • MW Fluxmulti cas t(); 
flux.setSource( null 1; 
flux. set.Groupe Uhis . routeur .getDomaine (J. getGroupeActH (joinHsg . getGroupe Il) 1; 
/ / Emission du Join 
sendJ01.nPrune I flux, 1); 
• Traitement d'un message JoinSG en provenance de l'interfa c e 'interf' ., 
1>ublic ,oid joinSG (Interface in terf , JoinSG joinMs gJ 
1 
bookan needJoin • f»lx ; 
// Obtention du dêtail de ce groupe 
GrpTlB detailGroupe • tib . getlnfoGroupe(joinMsg getGroupe(J); 
if (detailGroupe .,.. null J 
detailGroupe • tib. newinfoGroupe ( jo.inMsg . get.Groupe () l ; 
// Obt.ention du détail propre à la source pour ce groupe 
SrcGrpTIS sgt .., det.ailGroupe.getlnfoSource(joinMsg.getSourceFlux(l l; 
if ( sg t •• null 1 
1 
sgt • detailGroupe . newinfoSo urc e 1 (StatJ.on) joinMsg . getSourceFlux ( l l ; 
// Si le flux n'est pas encore tra1.tê • > besoin d ' un Join 
if { sgt.get.Nbrlnterface(l 2 • 01 
needJoi n ... lrut' ; 
// Obtention du détail de l ' interface d'entrée pour ce flux (S , G) 
SrcGrplntTIB sgit • sgt.get.Interfacetinterf); 
if (sgit •• aull J 
sgit • sgt.setlnterface(interfl; 
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// Macquer cette interface comme ayant reçu un Join( • ,G) 
sgit.setJoin(tni~ J ; 
// si besoin d'expédier un Join au NextHop routeur 
if (needJoin) 
// définition du flux (S,G) 
Fluxmulticast flux • ntw Fluxmulticast(J; 
flux.setSource ( (Station) joinMsg. get.SourceFlux ( l); 
flux.set.Groupe (lhis . routeur . get.Oomaine Il. get.GcoupeActif (joinMsg .get.Groupe ( 1) l; 
// Emission du Join 
sendJoinPrune ( flux, 1); 




,·oid pruneG (Interface int.erf , Pr uneG pruneMsg) 
Il Ce message peut-il être traité 
if ( isPruneOk( null , pruneMsg.get.Groupe(), faix , interfl 1 
bookao needP rune • r•lx ; 
// Obtention du détail de ce groupe 
GrpTIB detailGcoupe • tib. getlnfoGroupe (pruneMsg. getGroupe ()); 
ir (detailGroupe !• null J 
Il obtention des renseignements propres à l ' interface d ' entrée pour ce flux 
GrplntTIB git ""' detailGroupe.getinte r face(inted); 
ir (git ! = null l 
1 
Il Si c e flux est également expédié suc un Lan direc tement connecté 
i( ( git.islgmp(I I 
Il Le flux continue a ètce expédié via celte interface 
Il mais plus à destination d'un autre routeur 
git. setJoin (blx ) ; 
t!J< 
// Le flux ne doit plus ~tee expédié via cette interface 
detailGcoupe . removeintecfac e (intecf); 
11 Si le flux n ' est plus traité 
ir ( detailGroupe. getNbc Interface () sa: 0) 
Il li besoin d'un Prune 
needPcune • true 
Il 2) Suppression des états Pcune(S, G, Rptt 
Il Traiter toute les sources spécifiques définies pour ce flux 
hu i • O; 
înt j • detailGcoupe.getNbclnfoSoucce(); 
Mbik (i < j) 
Il Obtenir la s ource s péci fique a traiter 
SccGrpTIB sgt • detailGroupe.getlnfoSoucce(il; 
ir (sgt !"" null 1 
Il Traiter toutes les interfac es définies pour ce flux (S,G) 
in1 i2 ., O; 
înl j2 • sgt.getHbclntecface() ; 
wbik (i2 < j21 
SccGcpl n t TIB agit • sgt.getlntecface(12); 
ir (sgit !• aull l 
// Si l e Flux tS , G) est géré via cette interface 
ir I sgit. islgmp 11 11 sgit. isJoin () ) 
11 Simplement désactivé le PruneRpt 
sgit.setPruneRPT( (alx 1; 
Il Si le fl u x n'est pas géré via cette inte rface 
ti,c 
Il Cette entrée n ' est plus nécessaire 
sgt . cemovelnterface (sgit .get l nterface 1) l; 
i2 • i2 + l; 
i • i + l ; 
Il si besoin d ' expédier un Prune au NextHop routeur 
ir tneedPrune ) 
// définition du flux ( • ,G) 
fluxrnulti cast flux • llt"' Fluxmulti cast() ; 
flux . setSoucce( null ) ; 
flux. setGroupe (tbls . routeur . getDomaine () .getGcoupeAc tif (pruneHsg. getGroupe ())); 
// Ennss1.on du Prune 
sendJ01.nPcune(flux, 21 ; 
• Traitement d'un message PruneSG en provenance de l ' interface 'interf' 
l>Ublk 
1 
, ·oid pruneSG (Interface intecf, PcuneSG pcuneHsgl 
ir ( isPcuneOk( (Station) pruneHsg.getSourceFlux(), prune.Hsg.getGroupe(I, fidic , inter!) ) 
bookan needPrune • f11be ; 
// Obtention du détail de ce groupe 
GcpTJB detailGroupe • tib. getlnfoGrnupe(pruneMsg . getGrnupe()); 
if (detailGroupe ! • null 1 
// Obtenir le détail de ce flux (S , G) 
SrcGrpTl 8 sgt .. detailGroupe.getlnfoSourc e (pruneHs g . getSo urc eFlux 1} 1; 
ir t sgt ! • aull ) 
fi Obtention du dêtad de l ' interfac e d ' entree pour c e [lux (S,GI 
Sr c GrplntTIB sgit "" sgt.ge tlnterface(interf); 
if (sgit ! .. null l 
1 
Il S 1 cette entrée est touj o urs nécess aire dans la TJB 
if (sg1t.ulgmp(I Il sgl.l.lsPcune.RPT()l 
sgit.setJoin( f.llsc 1; 
Il Sinon , cette entrée peut - ~tre supprimée 
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sgt. removelnterface (sgit .getlnte["face () J ; 
• Un prune est-il nêcessaire ? 
• f 
needPrune .. lnac 
int 1 • O; 
int j • detailGroupe.getNbrlnfoSource ( l; 
// traiter toutes les sources spéci fiques de ce groupe 
" 'hil~ t i < j ) 
// Obtenir le détail du flux (S , G) traitê 
sgt • detailGroupe.getlnfoSource(il ; 
if (sgt !• null ) 
// Obtention du détail del 'interface d'entrée pour ce flux (S,Gl 
SrcGrplntTIB sgit = sgt.getlnterface(interf); 
ir (sgit !r null 1 
1 
// Si ce flux est toujours demandé via cette interface 
if ( sgit.islgmp() Il sgit.isJoi.ntll 
needPrune z falst 
i "' j; 
i .. i + 1; 
// si besoin d'expêdieC" un PruneSG au NextHop routeur 
if (needPrune) 
// définition du flux (S,G) 
F'luxmulticast flux = ncw Fluxmulticast () ; 
flux. setSource ( (Station) pruneHsg .getSourceFlux ( 1); 
flux. setGroupe (lhis . routeur .getDomaine ( 1 . getGroupeActi f tpruneMsg getGroupe ())); 
// Emission du Prune 
sendJoinPrune(flux, 2); 
• Traitement d'un message PruneSGRpt en provenance de l'interface 'interf ' 
' / 
publtC ,·oid pruneSGRpt (I nterface intecf, PruneSGRpt pruneHsg) 
1 
if isPruneOk((Station) pruneHsg . getSourceFlux(), pruneHsg.getGroupe(), lrut, interf) ) 
book1.n needP rune = fabt ; 
// Obtention du détail de ce groupe 
GrpTIB detailGroupe = tib.getlnfoGroupe(pruneHsg.getGroupe()) ; 
if (detailGroupe !:: null ) 
Il Obtenir le détail de ce flux (S , GJ 
SrcGrpTIB sgt ... detailGroupe.getlnfoSource( pruneMsg.getSour ce Flux()); 
ir ( sgt =z null J 
1 
sgt • detailGroupe . newinfoSource ( (Station) pruneMsg .getSourceFlux () 1 ; 
// Obtention du détail de l'interface d'entrée pour ce flux (S,Gl 
SrcGrplntTIB sgit • sgt.getlnterface(interf); 
if (sgit ="' null 1 
sgit z sgt . setlnterface(intecf); 
// notification du pruneRpt 
sgit.setPruneRPT(lrvc ) ; 
, .. 
• EST-IL NECESSAIRE O' EXPEDIER UN PRUNE RPT VERS LE RP ? 
• f 
inl i = 0; 
inl j "'detai lGroupe.getNbrlnteda ce() ; 
// S ' il y a eu un Join (•,G) expédié au RP 
if f i > 0 ) 
//Alors, un PruneRpt.(S,G) seca peut-être nécessaire 
needPrune -= lruc ; 
// traiter toutes les interface ayant reçu un join ( • ; G) 
whilt ( ( i < j l u needPcune ) 
// Obteni r l'interface ayant nécessité un Join( •, G) à traiter 
GrplntTIB git "" detailGroupe.getlnterfa ce(i) ; 
// Obtenir le détail pour ce tte interface propre à la source pour ce groupe 
sgit "" sgt.get:Jnterface !git . getint:ecface ( l); 
// Si ce detail n ' existe pas 
if (sgit. """"" aull l 
/ / Pas besoin de PruneRpt {ce flux est toujours demandé via l'interface traitée) 
needP rune "" f1thlt 
.... 
// Si ce détail n'a pas été créé pour un PruneRpt 
if ( sgit.isPruneRPT() ... fal11e 
// Pas besoin de PruneRpt 
needP r une : flllbr 
// Traiter l 'interfazce s uivante 
i = i t i; 
// si besoin d ' expédier un PruneRPT au Next.Hop r outeur 
if (needPrune J 
// définition du flux (S ,G) 
Fluxmulticast. flux "" nc111· Fluxmulti c ast (); 
flux . set Source t (Station) pruneHsg .getSource Flux () l ; 
flux. set.Groupe llhis . r outeu r .get.Domai ne ( 1. get.GroupeActi f (pruneHsg. g e tGroupe ( l 1); 
// Emission du Prune 
sendJoinP rune ( flu x , 3) ; 
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, ·oid rl!!:gisterln {Interface interf, Register registerHsg) 
// destination de ce message 
ElementAc tif destination = registerHsg.getDt!stinat.ion(I; 
//Interface menant à la source ( ! ! pas for cément identique à 'interf' l 
Interface interfin * this . routeur .getUni cast. 1) . get.Route ( registerMsg. get.Source ()); 
Il se routeur est-il la destination du message ? 
ir I Ibis . routeur "'"" dest.ination l 
// Désencapsulation du messageMulticast 
HsgMul ticast msgMulticast • (MsgHul ticast) registerHsg. get.Contenu () ; 
// Obtent.1.on de la liste de interface de sortie pour ce message 
Vector ls tlnterfOut • getListeI nter faceSortie (msgMu l ti cas t. getsou rce ( l , 
msgHulticast. getGroupe t) , 
interfln); 
Il Si cette liste n'est pas null 
if (lstlnterfOut != null ) 
11 Emission du message multicast sur chaque interface de la liste 
sendMsgMulticast ( lstinterfOut , oull , rn.sgMul ticast); 
Il Emission d'un Join (S,G) 
f'luxmul ticast flux • °"" Fluxmulticas t (); 
flux. setSource ( (Station) msgMul ticast. getSou rce () ) ; 
flux. setGroupe (lhis . routeur. getDomaine () .getGroupeAct if (msgMulticast. .getGroupe ( 111; 
Ibis .sendJoinPrunetflux, l l; 
11 Crêa.tion d • un Regist.er Stop 
RegisterStop registerStop .. MW RegisterStop (); 
registerStop.set Source (lbis .routeur); 
registerStop. setOestination (registerMsg. getSource ( J); 
registerStop. set.Groupe ( registerHsg. get.Grou pe ()); 
regi s ter Stop. set.Source Flux ( registerMsg. getSourceFlux ( 1 l ; 
Il Notifi cation de l' ê venement 
ne,.· GestionEvenements ( l . setEvenementMessage (t bis . routeur, fialx , interftn , registerStop); 
Il Emi ssion de celui -ci 
interfln. o ut (registerStopl; 
11 Obtention de l ' interface menant à la destination 
Interfa c e lnterfOut • 1bi1 .routeur . get.Unicast() .getRoute(destinatio n); 
11 Expêdi tlon du message 
interfOut. out ( registerMsg); 
• Traitement d'un message RegisterStop en provenance de l'interface ' interf' 
•f 
publk , ·oid reglsterStopin {Interface interf, RegisterSt.op register StopMsg) 
1 
Element.Ac tif destination• registerStopMsg.getDest.ination(); 
Il se routeur est-il la destination du message ? 
if ( Ibis . routeur •=- destination ) 
Il Si le flux est en mode Register, Envoyer un Regi st.e r au RP 
GrpTIB detailGroupe .. tib . getlnfoGroupe ( registerStopMsg .getGroupe ()) ; 
if (detailGroupe !c: null l 
elx 
SrcGrpTt B sgt "' detai l Groupe . getl n foSour ce ( registerStopMsg . getSourceFl ux () ) ; 
if (sgt. != null l 
1 
sgt. setRegisterOone (truc ) ; 
11 Obtention de l ' inte[face menant à la destination 
Interface intcrfOut • this . routeur. getUnicast () . get.Route (destination}; 
Il Expêdit.ion du message 
interfOut. out (registerStopMsgl; 




rnid transit (Interface intecfln, MsgMulti cast msgHult.icastl 
, .. 
11 Obtention de la liste des interfaces de sortie p o ur ce flux 
Vector lsti n terfOut • getListelnterfaceSo rtie (msgMulticast . getSou[ce ( 1 , 
msgMul ticast. getGroupe l l , 
interftnl; 
Il Sortie du message via les interfa ces de la liste excéptè l ' interface d'entrée du message 
send.MsgMulticast (lstlnterfOut, inter fin , msgMulticast); 
11 Si le message provient d'une source directement connectée 
Station sr.Source • (Station) msgMulti c ast . getSource (); 
if linterfln.getConnexion() == stSource.getConnexion(Jl 
/ I Si ce r o uteur est le OR de ce Lan 
if tinterfln.isOrO) 
Il Si le flux est en mode Registe r , Envoyer un Register au RP 
GtpTIB detailGroupe = tib.get.InfoGroupe (msgMul ti cas t. getGroupe t l); 
if (detailGroupe •• oull ) 
1 
sendRegi s ter (msg Mul ticast 1 ; 
el,e 
SrcG[pTIB sgt • deta i !Groupe . getlnfoSource (msgMult.icast . getSource ( J); 
if tsgt =• null J 
1 
sendRegister(msgMulticastl; 
if (sgt. isRegisterDone () == fabc 
sendRegist.er(msgHult icastJ ; 
• Sortie d'un message m,ilticast. via c haque inte rface du vecteur l st lnter f Ou t. 
• Excepter interfln 
rnid sendMsgMulti cast (Vecto r lstlnterfOut, Interface interfln, MsgMul ticast msgMulti cast) 
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1·• 
// Traiter toutes les int.erfaces de la liste 
inl 1 • 0; 
in l j • O; 
if (lstlnterfOut !• nu.li ) 
j :s lstinterfOut . size(); 
whilt ( i < j l 
/ / obtention de 1 'interface 
Interface interfOut • ( Interface) lstlnterfOut. elementAt (i 1; 
if (interfOut '"" null 1 
I / Si l'i nterface est différente que l'interface d'entrée du message 
if {interfOut ! • interfln ) 
/ / Notification de l 'evénement 
new GestionEvenements 1). setEvenementHe.ssage ( lbÎJ . routeur, faite , interfOut, m.sgMul ticast) ; 
// Expédier le message via cette interface 
intedOut .out (rnsgMul ticast) ; 
// traiter 1 ' interface sui vante 
i • i ♦ l; 
• Gestion de l'émission d'un message register en direction du rp du groupe 
• concerné par le message 'msgHulticast' 
• 1 
priu1c ,·oid sendRegister (MsgHulticast msgHulticast) 
// Obtention du RP du groupe 
Routeur rp • lhis .routeur.getDomaine() , getRp(msgHulticast.getGroupe(J); 
// Obtention du détail de ce groupe dans la TIB 
GrpTIB de ta il Groupe = tib.getlnfoGroupe (msgMul ticast . getGroupe ()); 
if (detailGroupe •• null ) 
1 
detailGroupe • tib.newlnfoGroupe(msgHulticast.getGroupe(l l ; 
// Obtention du détail propre â la source 
SrcGrpTIB sgt '"' detailGroupe . getlnfoSource (msgHulticast .getSource () 1; 
if (sgt •• null ) 
1 
sg t • detailGroupe.newlnfoSource( (Station) msgHulticast . getSource() I ; 
// si routeur est le RP de ce groupe 
if ( Ibis . routeur "'* rp) 
Il Pas besoin de registeri ng 
sgt.setRegisterDone(I~ 1; 
// Création d'un message Register 
Register msgRegister • an.· Reg1ster ( 1; 
msgRegister. set.Source ( Ibis . r outeur); 
msgRegister. set.Des t ination ( rp) ; 
msgRegi.ster . set.Groupe (msgHul ticast. getGroupe () 1; 
msgRegister .setSourceFlux (msgMul tlcast. getSource () 1; 
' / 
msgRegi.ster. set.Contenu (msgHulticast) ; 
// Obtention de l'interface menant au RP 
I n terface interfOu t • lhi1 .routeur. getUnicast().getRoute(rp) ; 
if (interfOut ! • null ) 
Il Notification de l ' évenement 
ne:"· GestionEvenements () . .setEvenementMessage (fhis . routeur, flalsc , interfOut, msgRegister); 
// Expédition du message Register 
interfOut.out (msgRegis t.er); 
Gestion d'un mes.sage IGMP en provenance d'un Lan pour lequel ce routeur est OR 
etat • true Pour une demande de réception 
• falae Pour une fin de réception 
Rem : C ' est le Lan qui vérifie que la demande de suppression 
d'une réception est .! prendre en compte . 
public ,·oid igmp(Fluxmulticast flux, Interface interf, book.a• etat) 
1 
boolun needJoin • bbc: ; 
book1111 needPrune • fllh,c: ; 
// Obtention du détail de ce groupe 
GrpTlB detai !Groupe • tib . getlnfoGroupe I flux.getGroupe () .get.Adresse ( 1); 
Il traitement. d ' une demande de réception 
if ( etat •• trvc: 1 
// si le groupe n' existe pas , le creer 
if (detai1Groupe •• aull ) 
detailGroupe • tib. newlnfoGroupe( flux. getGroupe (). getAdresse ( 11; 
// Si le flux demande est un flux (• , G) 
if (flux.getSource() ::1:• aull ) 
Il Sl. le flux n ' est. pas encore traité •> besoin d'un Join 
if ( detailGroupe.getNbrlnterface() •= 01 
needJoin • Irat ; 
Il obtention des renseignements propres à l' interface d ' entrée pour ce flux 
GrplntTIB git • detailGroupe . getlnt.erface(interf); 
if (git =• null ) 
1 
git ... detai !Groupe. set Interface ( interf); 
git.setlgmp( l.l'\K' 1 ; 
// S1 le flux demandé est un flux (S, GJ 
d»r 
Il obtention des rensei gnements propres à cet te source po ur c e flux 
SrcGrpTIB s gt • detailGroupe .getlnfoSourc e(flux.ge tSource() 1; 
if (sgt •• null ) 
1 
s gt .. detailGroupe.newlnfoSourcet flux.get Sou r ce()) ; 
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// Si le flux n'est pas encore trait.é •> besoin d'un Join 
;
1
r I sgt.getNbrlnterface() ... 0) // Sinon, le flux est expédUi uniquement. pour le LAN 1 
// à la suite d'un message lGHP 
needJoin • true ; elw 
// obtention des renseignements propces à l'interface d'entcée pour ce flux 
SrcGrplnt.Tl B sg1.t • sgt . getlnterface(interfl; 
if I sgit •• ■ull l 
1 
sgit • sgt.setlnterface(interf) ; 
sgit.setlgmp(trvt 1 ; 
Il Le flux n'est plus actif via cette interface 
sgt. rernoveinter face (interf) ; 
Il Si le flux n'est plus traité •> besoin d'un Prune 
if ( sgt..getNbrlnterface() •• 0) 
1 
needPrune • truc ; 
// traitement d'une demande de fin de r éception 
tlt< 
// Ne traiter que si le groupe existe 
if (detailGroupe ! • null ) 
1 
// Si le flux dl!mandé est un flux ( • ,G) 
if (flux.get:Source() •• null 1 
/ I obtention des r enseignements propres à l ' interfac e d'entrée pour ce flux 
GrplntTIB git • detailGroupe.getlnterfacelinterfl; 
if (git !• null ) 
1 
11 Si un le flux est également expédi é via cette interface 
Il â la suite d'un JOIN 
if ( git.isJoin() ) 
Il Simplement désactivé l'expédition pour le LAN 
11 (le flux reste actif via cette interface pour le JOIN 
git.setlgmp( f11.K ) ; 
// Sinon , le flux est expédié via cette interface uniquement 
11 pour le LAN â la sui te d'un message IGHP-Join 
tlx 
il (needJoinl 
sendJoinPrune ( flux , li; 
If ( needP rune) 
1 
s endJoinPrune (flux, 2); 
Gest ion de 1 ' émission d'un Join ou d ' un Prune en amont 
d'un flux ( • ,GJ ou (S,G) 
Rem : type • 1 :r> Join 
type • 2 :> Prune 
type • J .2> PruneRpt du flux 
Rem Ne vénf1e pas le besoin d'exJ)edier ce message. 
Il Le flux n'est plus actif via cette intecface S ' occupe uniquement de la transmit.ion vecs le NextHop cout.eue 
detailGroupe . removelnterface{interfl ; du Join OU prune AINSI que des p runeRpt associés à celui-ci 
Il Si le flux n'est plus traité • > besoin d'un Prune 
if ( detailGroupe.getNbclnterface() •• 01 
needPrune -= lt'Uf: ; 
Il Si le flux demandé est un flux (S,GJ 
.1 .. 
Il obtention des renseignements propres à cette source pour ce flux 
SrcGrpTIB sgt • detailGroupe.getlnfoSource (flux . getSourc e ()); 
if (sgt !• null } 
1 
Il obtention des renseignements propres â l'interface d ' entrée pouc ce flux 
S rcGrpintTI B sgi t. '"" sgt. get Interface ( .1. nter fi ; 
if ( sgit !• null 1 
Il Si un le flux est éga lement. ex pédié via ce t.te i nterface 
Il â la suite d'un JOIN 
if I sgit. isJoin () ) 
1 
Il Simplement désactivé l'expédition pour le LAN 
Il (le flux reste actif via ce tte interface pour le JOIN 
sgit .setrgmp( f1bc 1; 
fon c tion de l'état de la TIB 
' / 
priv11c , oid sendJoinPrune (f'luxmulticast flux , inl type) 
// Destination finale du message 
ElemenlOomaine destination • null 
// Vêcifie s'il s ' agit d ' un flux ( 0 ,g ) Ou d'un PruneRpt 
if ( (flux.getSource(I •s: null 1 11 (type •• 3) 1 
1 
/ I la destination est le RP du groupe 
destination :z flux.getGroupe(J . getRp(); 
Il si la destination est ce routeur 
if ( destination •• lhii. . routeur} 
// le message est à destination 
destination • null 
clst 
Il la des tination est la connexion connectee à la source 
destinat.ion = flux.getSouc ce() . getConnexion(J; 
Il Si le message n ' est. pas e:ncore arrive a destination 
if (destination ! • null ) 
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// recherche de l'interface menant au NextHop routeur 
Interface interf = lh is . routeur .getUnicast ( 1 . get.Route(destination); 
ir (interf ! • null J 
ir (type -- 1) 
1 
if ( flux.get.Source () !• •ull ) 
• Traitement d ' un Join (S , GI 
• <- -
// N' e nvoyer un Joi n (S , G) q ue si l a station sou rce du flux n' est pas directement connectée à ce ro uteu r 
if (Chis . routeu C" .getlnterfaceTo((Connexion) destination) •• nyll J 
// Création du mes.sage Join(S,GI 
JoinSG m.sg • RN' JoinSG{); 
msg.set.SourceFlux(flux.qetSource()I; // Source du flux 
m.sg . set.Groupe (flux.get.Groupe (1 .getAdresse 11 J; // Groupe du flux 
m.sg • .set.Source (lhi• . routeur 1; // source de ce message 
m.sg.setDestination(flux.getSoucce() l; // destination final du message 
// Notification de l 'évenement 
Mw GestionEvenements (). setEvenementHessage (lhis . couteuc, r•l.tt , interf, msgl; 
// expédition via l'interface menant au NextHop 
i n terf.out(msgl; 
// Obtention des in[ocmation conc ernant le flux t • ,G) 
GrpTtB detailGroupe • tib. getlnfoGroupe ( fl u x .getGroupe () .getAdresse ( l); 
if tdetai !Groupe ! • null ) 
1 
// S ' il existe des inte r face ayant demandé un Join t • ,G) 
if (deta1lGroupe.getNbrln t erface() > 0 1 
// Emission d ' un PruneRpt pour Je flux (S,GJ vers le RP 
sendJoinPrune(flux, 3); 
• Fin traitement d'un Join (S , GI 
· / 
c(,c 
• Traitement d'un Join 1•, G) 
Il Création du message Join( • ,G) 
JoinG msg • nn. J o lnG ( 1; 
m.sg.setGroupe(flux.getGroupe() .getAdresse(I); // Groupe du flux 
msg.setSource(this .routeur); // source de ce message 
msg. set Destination ( (ElementActi f I des tin a tien l ; II dest .rnation final du message 
• <--
inl i • O; 
inl j • detailGroupe.getNbrtnfoSource 1); 
1tbilc (i < J 1 
Il Obtenir la source spécifique à traiter 
Sr c GrpTIB sgt c: detailGroupe.getlnfoSource(i); 
if (sgt ! • null ) 
1 
boolu n needPruneRpt • falK ; 
int 12 • O: 
i■t j2 • sgt.geeNbrinterface(I; 
11·bik t i2 < j2 1 
Il Obtention de l'inte r face à t r ai t er 
SrcGrpintTIB .sgit ,.. sgt.getl nterface(i21; 
if I sgit ! .. ••li J 
1 
// Si un Join (S,G) à été traité pour ce fl ux 
if ( sqit.isigmp() Il sgit.isJoinll ) 
Il Ce flux est traité via le SPT 
needPruneRpt • lrvt ; 
Il il n ' est pas nécessaire de vérifier les interfaces suivantes 
i2 = j2; 
// Interface suivante 
12 • 12 + 1; 
// Si c e Flux (S,GI est traité v ia le SPT 
if I needPruneRpt 1 
// Définition du flux (S,G} 
Fluxmulticast fluxRpt • Ol'1t' Fluxmultica.st(); 
fl uxRpt . set Source t sgt. getSource () ) ; 
fluxRpt. set.Groupe t flux. getGroupe 111; 
// Expédition d'un pcuneRpt (S , G) 
sendJoinPcune ( f luxRpt, 3) ; 
// So urce spéc ifique suivante 
i • i + 1; 
• fLn traitement d'un Join (• , G) ., 
l'lllt // type ! s 1 
if (type =• 2) 
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Il Notification de l ' évenement if ( flux.getSour c e () ! "' null ) 
Dl'"'· Gest.1onEvenements 1). setEvenementHes.sage ( th is . routeur, b lK , i nterf, msg l ; 
Il expédition via l ' intecface menant au NextHop 
i nterf .out (msgl; 
Il Obtention des informations c onc ernant le flux ( ",Gl 
GrpTl B detailGroupe • tib . getlnfoGroupe (Clux. getGroupe ( 1 . getAdresse ()); 
if (detailGroupe ! • null 1 
// Parcourir toute les Sources definie.s pour ce groupe 
• Tra1te ment d ' un Prune (S , G) 
♦ --> 
Il N' e nvo yer un Prune( S,GI que s 1 la station sourc e du flux n'est pa s d i r ec tement connec tee à ce routeur 
if (lh ill . routeur.getinterfaceTo ( (Connex1on) destination) == null l 
Il Créat i on du message Prune( S,G) 
PruneSG msg • M1' PruneSG( 1; 
msg.setSourc eflux(flux.getSourcetl 1; Il Sourc e du flux 
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• <- -
msg . setGcoupe(flux . getGroupe() .get.Adcesse() I ; // Groupe du flux 
msg . setSource (this . routeur); // source de ce message 
msg .setOestination ( flux.getSoucce 1) l ; // destination final du message 
/ I Notification de l ' évenement 
ncw GestionEveneroent.s ( 1 . setEvenementMessage (Ibis . routeur, f■ I• , interf, msg); 
/ I expedi tien via 1' interface menant au Next Hop 
interLout(msg) ; 
// Obtention des informations concernant le flux 1• , GJ 
GrpTIB deta1.lGcoupe • tib. getlnfoGroupe I flux . getGroupe () .getAdcesse ( 1); 
if (detailGroupe ! • null 1 
1 
// S'il existe des interfaces ayant demandé un Join 1•,G) 
Il I• •> un PcuneRpt (S , G) a éte émJ.s qu'il faut supprimer ) 
if (detailGroupe. getNb r lnterhce ( J > O ) 
1 
// Définition d ' un flux ( •, G) 
Fluxmulticast. fluxRp • n~ Fluxmult.icast.(); 
fluxRp. set.Groupe I flux .getGroupe ()); 
Il F.mission d ' u n Join pour l e flux (S,G) vers l e RP 
Il (Celui-ci sera suivi des PruneRpt des sources encore actives) 
sendJoinPrune(fluxRp, l); 
• Fin traitement. d'un Prune (S,G) 
• f 
• Traitement. d'un Prune (",GI 
• - -> 
• <- -
Il Création du message Prune(•,G) 
PruneG msg • 11t11· PruneG(); 
msg. set.Groupe (flux. getGroupe 11. get.Adresse ( l l; // Groupe du flux 
msg . set.Sourc e (lhit . routeur); Il source de ce message 
msg. setDestination ( (Element.Act.i fi destinattonl; / I destination final du message 
II Notification de 1 'évenement 
MW GestionEvenements(I .set.Evenement.Hessage( lhis . routeur, r.l.R , interf , msg); 
Il expédition via l'interface menant au Next ll op 
interf .out (msg); 
• fi n traitement d ' un Prune ( " , G) ., 
tbc Il type !:: 2 
, .. 
• Traitement d ' un PruneRpt (S , G) 
• --> 
// Création du message PruneRpt(S , GJ 
PruneSGRpt msg "" ncM PruneSGRpt. (); 
msg . set.Sourceflux(flux . get.Sout."ce()) ; Il Sourc e du flux 
msg.setGroupe(flux.get.Groupe().get.Adresse()I; Il Groupe du flux 
msg . set.Source (lhi.1 . routeur 1; 11 source de ce message 
msg. set.Destination 1 {Element.Actif) destination); // dest.i nation fina L du message 
• <--
// Notification de l'évenement 
on\. GestionEveneinent.s ( 1 . set.EvenementHessage (tll1i.1 . routeur, fllhc , int.erf, msg); 
// expédi t.ion via 1 ' i n terface menant au Next. Hop 
interf.out(msgl; 
• Fin traitement d ' un PruneRpt (S , G) ., 
1 Il fin type ! • 2 
Il fin type ! • i 
Il fin interf !• null 
Il fin destination !• null 
Vêri!ie si CE l'OUt.eu r peut élaguer le fl u x (source , groupe) 
de l'interface interf 
Pour un prune ( · , GI définir source ,., null 
- Pour un pruneRpt iS, G) dêfini r (source, groupe) et met t re rpt. à true 
Rem : Cette méthode est utilisée par les différentes méthode Prune 
et ce, afin de simuler la t emporisation de la prise en compte d ' un prune 
en provenance d ' un Lan 
book11n isPruneOk.(Station source , Aduisselp groupe , booku rpt , Interface int.erf) 
// si l ' interface est c onnectee a un LAN , il faut vérifier 
if ( interf. getConnex1on t) inslltnctof Lan ) 
// Création du flux 
Fluxmult.icast flux • ncw Fluxmulticast(); 
flux.setSource(sourcel; 
flux. set.Groupe (routeur .getDomaine (). getGroupeAct1 f (groupe) 1; 
Il demande de vérifi cation au lan 
Lan lan • (Lan) interf.getConnexion(J; 
n-lum lan . VerificationPcuneOk t flux , r pt , 1.nterf) ; 
// Si l ' intel"face n'est pas connec tée à un Lan, le prune peut ltre exécute . 
n-lu ro lntt' ; 
Vèci fie si l e fluK (source, groupe) est attendu en entrée 
par l'interface inter f 
Rem Celte méthode est utilisée par c e r outeur 
suite à la demande d ' un Lan 
(Celle- ci fauant elle même suite a la demande de la fflethod.e isPruneok. 
d'un routeur de ce Lan ., 
public 
1 
boolu n isfluxNecessaire(Fluxmulticast flux, boolean rpt, Interface interfl 
I / Obtention du détail du groupe 
Gl'pTIB deta1 !Gro upe • t.1 b. getlnfoGroupe (flux. getGroupe () .gethfresse 111; 
ir (det.a i !Groupe !"' null 
ir t fluK.getSource() •• null ) 
1 
/ / Si interf est 1' interface menant 
Il «•> Prune1 • ,G1 
RP du groupe 
Interfa c e 1ntecfRp • Chis .routeur.getUni cast().getRout.e(t:lux . getGroupe(l.getRp()); 
ir (inter! "'"" int.erfRp) 
1 
// St un Joinl",GI est toujours a c tif sur au moins une interfac e 
ir (de tailGroupe.getNbrlntecface(J < 0 1 
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rdur-n tru~ ; 
// obtenic les infos propres à cette souC"ce pour ce groupe 
Sl"CGr pTIB sgt • detailGroupe. getlnfoSource ( flux.getSource ()); 
ir (sgt ! .. null ) 
1 
i( ( rpt •• fal1t 
1 
Il ••> Prune(S , G) 
// Si interf est l'interface menant à la sour ce 
Inte rface inte d S r c "' this . routeur. getUnicast (). getRoute ( flux. getSource ()) ; 
ir (inte c f "'"' interfS r cl 
// Si ce flux(•,G) est toujours actif sur cette interface 
inl i • O; 
inl • sgt. getNbrlnterface t l ; 
,.-hilt li < j) 
I / Obtention de l'interface 
SrcGrplntTIB sgit .. sgt.getlntecface(i); 
if (sgi t !• nu.li ) 
1 
// Si ce flux(S,G) est t o u jours actif sur cette interfa ce 
if (sgit.islgmp() Il sgit . isJoi n ()) 
i "' i + l; 
Il"''"'> Pcune(S,G,rptl 
11 Si interf est l ' interfa ce menant au RP du g r oupe 
Interface intecfRp • lhis . rout.eur. getUni cas t 11 . getRoute I flux. getGroupe () .getRp ( J l; 
if linterf "'"" interfRpl 
1 
Il traiter toutes les interfaces a ya n t r eçu un Join( ", G) 
iol i • O; 
int j "" detailGroupe . getNbrlnterfacell ; 
"hik (i < j) 
// Obteni r l'interface traitée 
GrplntTIB git • detailGroupe.getlnterface(il; 
if (git != null J 
1 
II Obtenir du détail de cette interface propre d la Source S pour ce groupe 
Scc GcpintTIB sgit = sgt .getlnterface (git. getlntecfac:e t) 1; 
Il si ce flux(S,G,rpt) est toujours nécessaire via cette interfac e 
if ( sgi t ,,.,,. null 1 
ttturn lrue ; 
relu rn falM' 
Obtention de la li ste des interface de sortie d'un flux (S,G) 
en trant dans ce routeur via l ' interfa ce 'inter fEntcee' 
(Pour un flux ( • ,G) défini e S "' null) 
Retourne null si ce tte liste est vide (C ' est - à-dire si la TIB est vide 
pour ce flux OU si l' i nterface d ' entrée n ' est pas la bonne pour ce flux) 
Vectoc getListeinterfa ceSo c tie(ElementActif source, Ach:essel p groupe, Interface interfEntree) 
// Création d e la liste d ' interfac e 
Vector listelnterface z aull ; 
II Obten tion du détail de ce groupe 
GrpTIB detailGcoupe • tib. g etinfoGroupe (groupe) ; 
Il Si ce groupe existe dans la TIB 
if ( detailGcoupe ! "' null ) 
// Obtention de l'interface menant à la source 
Interfac e intecf ~ couteur.getUnicast().getRoute(source); 
Il Si 1 'inter fa ce d ' entrêe mène à la sou r ce 
if ( i nterf ,., .. interfEntree) 
// Obtention de la liste des interfaces via le SP-Tcee 
listelntecface "" OIListSG(soucce , detailGroupeJ ; 
Il Si l'interface d'entrêe ne mêne pas à la source 
if ( li stelnterface "'= nuit ) 
// Obtention du RP du groupe 
Routeuc cp "" routeuc.getDomaine() .getRp(groupe) ; 
if trp ! "" null ) 
1 
// Obtentio n de l ' interfac e menant au RP du groupe 
interf = routeur. getUni c ast ( 1 . getRoute (rp); 
// Si l ' interface d ' e n trée mêne au RP 
if (interf •• interfEntcee) 
Il Obtent ion de la liste des interfaces via le RP - Tree 
liste.I nterface '"' OIListG(source , deta1lGroupe); 
else Il retourne la li s te d'interfa ce crée . 
ttlum 11.stelnterface ; 
if ( sgit . isPruneRPT ( I .,., falR ) 
ttluro lruc ; 
Creation de la liste des interfaces de sort ie pour le flux ( •, groupe) 
en provenanc e de la source ' sour ce ' 
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Retourne la liste NON VIDE des interfaces OU null 
Ne vérifie pas le mode de gestion du flux ! ! 
prin.tt Vector OIListG(El ementActif source , GrpTIB groupe) 
Vector l.i ste ., H11t· Vector (); 
I / dëtail propre à ce tte source pour ce Groupe 
SrcGrpTIB sgt :c groupe.getlnfoSource(source) ; 
inl i = O; 
ial "' groupe. getNbrlnterface ( 1; 
//trai t e r toutes les .interfaces 
11t·hilc (i < jl 
f / obtention de l ' interface traitée 
GrplntTJB git • (GrpintTIB) groupe.gettnterfacetil; 
If (git ! • aull l 
1 
I / Si un IGHP Qwery est actif 
if ( git . isigrnp() 1 
// Ajout de l ' interfa ce à la liste 
liste. addElement (git..getinterface ()) ; 
•b• 
// Si un Jo.in( ",g) est actif 
if ( git.isJoin() ) 
// Et qu'il n ' y a pas eu de Prune (S , G, rpt) , Ajout de l'interface à la liste 
SrcGrplntT!B sgit. "' null 
if (sgt !• null ) 
1 
sgi t • sgt. get.Int.erface lgi t. get.Interface () ) ; 
if ( sgit . .. null 
1 
liste. addElement (git .get.Interface ()); 
if (sgit.isPruneRPT() ... fill itt 
liste. addElement (g L t . get Interface () ) ; 
// passer à l'interface suivante 
i "" i -+ l; 
if (liste .isEmpt.y{I J 
1 
rclurn liste; 
Création de la liste des interfaces de sortie pour le flux (source , groupe) 
en provenance de la source ' source ' 
Retourne la liste HON VIDE des interfaces OU null 
! ! Ne vérifie pas le mode de gestion du flux ! ! ., 
11riult Vector OIListSG(Elemen tActif source , GrpTIB groupe) 
/ " 
// Obtenti on de la liste des interface de sorties pour le flux(• , G) 
Vector liste • OIListG(source, groupe); 
if {liste """' null 1 
1 
liste "" 11A" Vector ( l ; 
// Ajouter à cette liste les interfaces n'étant pas encore reprises 
Il et. ayant demandé la réception du fl ux (S,G) 
SrcGrpTI B sgt • groupe.get lnfoSource(source) ; 
ial i "' O; 
iat j "' O; 
if (sgt , .. ■ull ) 
j .., sgt . get.Nb r lnterface ( l ; 
//traite r t o utes l es inter faces 
M'bilc fi < j) 
// obtention de l'interface traitée 
S r cGrplntTIB sgi t • (S r cGrpintTIB) sgt. .ge t.lnterfa ce(i) ; 
if ( sgit ! • null ) 
1 
// Si l e flux est demandé sur cette interface 
if (sgit..islgmp() Il sgit.isJoint)I 
Interfac e interf = sgit.getlnterface(); 
if (liste . contai ns(inter f l ! " trut J 
liste. addElement (interf); 
// passer à l'interface sui vante 
i "' i + l; 
if (liste . isF.mpty(II 
1 
r t lurn null ; 
ttlum 1 iste; 
Méthode s uti 1 i sées pour 1 • interfac age ut.il isateur 
• Affi c hage de la table de routage multi cast 
• I 
11uhlic String t oStüng ( 1 
String ces "' ntvi· St.ring ( }; 
+ " - TIB PimSm \n" ; 
-+ l his . t.ib; 
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Title: Simulateur PIH SM 
Descciption : Simulateu r du protocol PIH SM (Pcotocol Independant Multi c ast Sparse Hode) 




Dupuis Eri c 
1.0 
packa~ simulateucpimsm.domaine; 
im1,ort simula teu rpimsm.domaine.message. •; 
iroport java.uti l.Vec tor; 
import java.io . •; 
im1)0rt sirnulateucpims m. GestionEvenements ; 
• Classe r ep r ésentant un routeur du domaine 
•t 
public clau Routeur nluds ElementActif im11lemcnts Serializable 
1 
// Nombre maximum d 'interfaces i ntég rées dans ce type d'élément 
pn>l«l~d iat max lntedace = 10; 
I / ce routeur est - il Candidat SSR (Non par défaut) ? 
protttt~ bookan isCBSR - ral.w: 
I / ce r outeur est-il Candida t RP (Non par défaut) ? 
prolcclcd book.an isCRP ..- fabc 
/ / Objet permettant l' impl émentat ion du protocol PIM SM 
prolttled PimSM pimSm • null 
// Gestion du routage unicast 
Jlrotttlcd Uni cast unicast "' null 
// Variables statiques permettant l'attributi on automatique d ' un num aux routeurs 
protttlcd slalic i•t next NumRouteur = O; 
// Num attribué à ce [" Outeu r lors de sa création 
proccc lcd inl n umRouteul" • O; 
• Constl"ucteul": 
•/ 
public Routeul" () 
1 
maxinterfaces • 10 ; 
// initialisation du numéro du r outeur 
nextNumRouteur • nextNumRouteur + l; 
numRouteur = next NumRouteur; 
// initialisation du routage uni cast 
unicas t • ncw Uni c ast ( l; 
// initiali sation du r outage multicast 
initPimSm(); 





pimSrn "' nn.- PimSM (lh is ) ; 
• Réception du message 'newHessage' en e ntrée dans le r outeur 
• via l'interface 'interf ' ., 
public 
1 
\ "OÎd in (Message newMes saqe , I nterface interfl 
// Notif ication de l'événement 
ne~· GestionEvenements (). setEvenementMessaqe (lhis , lrvt , i nterf , newHessage); 
// Le message est - il du type Join ? 
if (newMessage . qetType () .equals("Join") 1 
// Est -ce un Join t •, G) ? 
If (newMessage .getSousType () .equals("G") ) 
1 
// t.ransférer le message au protocole Pim SM 
JoinG joinG • (Joi nG) n e wHessage; 
pimSm . joinG(interf , joinG) ; 
//Fin de traitement 
rdurn ; 
Il sinon, es t -ce un Join (S , G) ? 
if (ne wHessaqe.qetSousType ( l . equal s ( "SG" l ) 
Il transférer le message au protocole Pim SM 
JoinSG joinSG "" (JoinSGI newHessage; 
pimSm . joi nSG (interf, joinSGJ; 
//fi n de t raitement 
rc1um ; 
I / Le message est - il du type Prune ? 
if lnewHessage.qetType() .equals("Prune" ) ) 
/ / Est-ce un Prune ( • , G) ? 
if (newMes sage .getSousType() .equals("G"'l l 
// transfél"er le message au protocole Pim SM 
PruneG pruneG = (PruneG) newMessage; 
pimSm.pruneG(interf , pruneG); 
// f in de traitement 
rctura ; 
// sinon, e s t -ce un Prune (S , GI ? 
if (newMessage.getSousType() .equalst"SG") 1 
// transferer le message au protocole Pim SM 
PruneSG pruneSG =- (PruneSG) newMessage ; 
pimSm . pruneSG(interf, pruneSG) ; 
//fi n de traitement 
relum ; 
// sinon, est-ce un Prune (S , G, Rpt) ? 
if (newHessage.getSousType() . e qual s( " SGRpt " ) l 
// transférer le message au protocole Pirn SM 
PruneSGRpt pru neSGRpt s (PruneSGRptl newMessage ; 
pimSm.pruneSGRpt(interf, pruneSGRptJ ; 
/ / f in de traitemen t 
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rctura ; 
// Le mes s age est-il du cype Hu l t icast NON traité ci-d essus ? 
Il C 'est â dire un simple message multicast en trans it 
if (newMessage lnJtanceof MsgHulticast) 
// transférer le message a u protocole Pim SM 
MsgMulti cast ms gMulti • (MsgMulticast) newMess age; 
pimSm.transit(inted , msgMulti); 
//Fin de traitement 
rt:tura ; 
// Fin de traitement des messages Hulti cast. 
// A ce s tade, c 'est un message unicast. 
Il Ce mes s age uni c ast est-il un message Pim SM Regi ster ? 
if (newHessage instanc:cof Regi ste r ) 
1 
// transférer le message au protocole Pim SH 
Reg1ster register • (Registe r ) newHessage; 
pimSm.regist.erlnlinterf , register); 
//Fin de tra i tement 
ttlurn ; 
// Sinon , ce message unicast est - il un message Pim SM RegisterSop ? 
if (newMessage ins11tnctof RegisterS top ) 
Il transfêrer l e message au protocole Pim SM 
Re gi ste rStop registerStop • (RegisterStop) newHessage; 
pimSm. reg1sterStopln (1nter f , registerStop) ; 
//Fin de traitement 
rtlurn ; 
// Est-c e un message unicast en transit ? 
if (ne wHessage.getDes tinat ion() ! • lhis J 
// Obtent i on de 1' inter fa ce menant .i cette destination 
Interfa ce intOest • unic•st .getRoute (newMessage. geLDestinati on ( 11; 
Il Si cet te Interface exis te , sortir le message 
if I intDes t ! '"' null 1 
ou t(newMessage , inter fi ; 
//f'in de t raitement 
rtlurn ; 
// Slno n, C ' es t un message uni cas t a destination de ce r outeu r ? 
// AUCUN TRAITEMENT ACTUELLEMENT REALISE POUR CE GENRE OE MESSAGE 
Gestion d'une demande IGMP 
Rem Est utillsêe par un Lan pour lequel ce routeur est OR 
public , ·oid igmp (f'luxmulticast flux , Interface inter:f , boolean etat) 
1 
// No tifica tion de l 'éveneme nt 
ntw GestionEvenements ( 1. setEvenementigmp ( 1 Lan) i nter:f. getConnexion () , lhis , e tat, flux . ge tSou r ce () , Clux .getGroupe 1 
) . getAdresse ( J); 
pimSm.igmp(flux , inter!, etat); 
f • . 




,oid se t CBSR (boolun etat) 
isCBSR: etat; 
f • • 




bookan isCBS R ( 1 
rclurn isCBS R; 
f •. 
• Configure ce r o uteur pour être Candidat RP ou no n 
• f 
public n>id setCRP ( book.a■ etatl 
1 
isCRP • etat; 
, .. 




booklln isCRP () 
ttlurn isCRP; 
• reto urne l a tab l e de C"o utage uni cas t de ce routeur. 
• f 
1,ubli<: Unicast getUnicast I J 
1 
rtturn unicast; 
• lnte1·roge le pr:otocole PIH SH pour savoir si le flux ' (lux' via 




bookan isFluxNecessaire(rluxmulticast flux, booltan r pt , Interface i nterf) 
rtluro punSm. isFluxNecessai re (flux , rpt, interf); 
f • • 




Adresseip getLowerlp ( 1 
Adresselp adr '"' null 
// Parcourir tou tes les i n terfaces de c e rout.eur: 
int i • 0 ; 
iot j = thi" . getNbrlnterfaces() ; 
"hik li < jl 
// Ob t enir l' 1n!fl' rface a tra iter 
Inte.rface 11,. • ~ lhis . ge t lntel(acet!l ; 
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/ • • 
Adresselp adrlnterf • interf . getAdresse(I ; 
ir (adrinterf ! .. null 1 
// si aucune adresse déjà sélectionnée 
Ir (adr •• nuit ) 
1 
// Sélectionner celle-ci 
adr • adrlnterf; 
.... 
// Si celle-ci est plus petite que 1 ' ad cesse sélectionnée 
if ( adrlnte r f. isLower (adr) 1 
// Sélectionner celle-ci 
adr • adrlnterf ; 
// passer à l ' interface suivante 
i • i + l; 
rthlnl adr ; 
Méthodes utilisées pour l'interfacage utilisateur ------------ • 
' / 
• Affichage du nom de ce routeur 
• f 
public String toString (1 
1 
rtlu rn Hl'' Stdng(•Rt." ♦ n~1t· lnteger{lhis .numRouteur)); 
, .. 
• Configuration détai llêe de ce routeur 
• f 
public String toStringConfig ( 1 
1 
St.dng ces • lh ii .toStdng{) ♦ " [ CBSR"'" ♦ rw:11· Boolean(this . isCBSR) ♦" / CRPa " t nt"· Boolean( lhb: .isCRPJ ♦" J\n"; 
int 1 • O; 
inl "' lhis .getNb r interfaces(); 
jf (j > 0 ) 
ces "' t " - Intecface(s) :\n"; 
"hik li < jl 
Interface intecf ... this . getlntecface(il ; 
Stnng via • nn.· String (""); 
if ( interf ! • nu.li ) 
Connexion connect "' 1nterf .getConnexion (); 
if ( connect inslancrof PaP) 
PaP connectPaP "' (PaP) connect; 
via "" "" -t connectPaP. linkedTo(intecf) -t- " Via 
ces • ces ♦ " " ♦ inter!. toStringConfig ( 1 + " Connectée à " t via -t connect + "\n"; 
1 "" i ♦ l; 
+ lhis .unicast; 
♦ lhi1 . pimSm; 
mura ces; 
Méthodes utilisées pour la sérialisation 
, .. 
• Sauvegarde de cette instance de l ' objet 
•f 
prinlt ,·oid writeObject(ObjectOutputStceam s) thr'O'lu IOException 
1 
// Sauvegarde des attributs de cet t e instance de routeur 
s. wc 1 tel nt (this .maxi nter face 1 ; 
s . wci teint (this . next NurnRouteur) ; 
s . writelnt( lhi, .numRouteur); 
s. wciteSoolean (lbiJI . isCBSR); 
s.writeBoolean( lhis . isCRPI; 
// Sauvegarde des donnêes propres aux éléments actifs 
s . writelnt ( tll1 iJ1 • nextNuminterfl; 
// Sauvegarde des données propres aux Elements du domaine 
s. writeint (l his .maxlntecfaces) ; 
s. wri teObjec t (t his • interfaceContenue); 
s . wciteObject (l hi1 . domaine); 
• Restauration de l ' instance de l'objet 
· / 
prfra lt ,oid ceadObJec t (Objectl nputStream s I lbro"' IOException , ClassNotFoundException 
// Recupécat1on des attributs de cette instance de routeur 
th i1 . maxlnterface • s. readlnt ( 1; 
lh i, .nextNumRouteur • s.readlnt(); 
tb i1 . numRouteur • s. readlnt ( 1; 
lh i1 . isCBSR ., s. readSoolean ( I ; 
thi, . 1 sCRP • s. readBoolean 11 ; 
// Recupêration des données propres aux éléments a c tifs 
lh i, .nextNumlnterf • s.readint(); 
// Re c upècation des données p ropres aux Elements du domaine 
lhis . maxlntecfaces • s.readintO; 
this . 1nt.er faceContenue • (Vector) s. readObJe c t (); 
th is .domaine = (Domaine) s . readObject(); 
// Création d'une nouvelle table de routage un1cast 
thb . un1 cast s nt" Unicast () ; 
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Simulateur PIH SH 
Simulateur du protocol PIH SH (Protocol lndependant Hulticast Sparse Hode) 
Copyright (c) 2000 
Dupuis Eric 
1.0 
1u1ck•~ simulateurpimsm . domaine1 
impor1 java.util . Vector; 
, .. 
• Objet contenant toutes les informations propres à une interface pour un 
• flux multi cast (S,G) spécifique de la Tlb d ' un routeur Pim SM 
• / 
public dlW SrcGrplntTI B 
1 
printt book an i gmp = fitbt 
pri,•alt boolt.aa j oin s fabt 
• lnt.erface réfécencée par cette instance ., 
prinlt Interface interf • null ; 
, .. 
• Un message Prune(S , G, rpt) est-il arrivé pour ce flux (S , GI 
• via l'interface de cette instance 
'/ 
printc- boolun pruneRPT • rab~ ; 
• Constructeur ., 
publk S r cGrplntTIB(lncerface newlnterfacel 
1 
incerf • newlnterface; 
• Obtention de l'interface désignée par cet. te entrée 




• Définit l'arrivée d ' un Message IGMP Join par cecte 1.nterface en provenance 
• d'un LAN pour lequel ce routeur est DR 
public , ·oid setlgrnp (boolu n ecat 1 
1 
igmp • etac ; 
• Un message IGMP join est-il arrivé par ce tte interface en provenance d'un 
• LAN pour lequel ce routeur est DR '? 
·/ 
public bookan islgmp (1 
1 
rctum 1.gmp; 
• Défini l'arrivée d'un Join par cette interface en provenance d ' un routeur 
., 
public , ·oid setJoin ibookH etat) 
1 
join - etat; 
, .. 
• Un Join est-i l arrivé en provenance d'un autre routeur par cette interface ? ., 
publtC 
1 
bookllfl isJoin Il 
ttlun join; 
• Définit si un PruneRPT est arrivé pour ce flux ., 
publtC 
1 
\'oid setPruneRPT (boolun etat) 
pruneRPT • etat; 
, .. 
• Un PruneRPT est-il arrivé pour ce flux '? ., 
public 
1 
bookan isPruneRPT Il 
ttlurn pruneRPT; 
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pack.a~ simulateucpimsm . domaine ; 
import java. ut.il. Vector; 
/ •. 
• Objet contenant toutes l es info r mations de la Tlb d'un r outeur Pim SH 
• concernant une flux multicast (S , G) spécifiq ue 
•/ 
public clau SrcGcpTIB 
1 
Source du flux 
• (Le groupe d ' épend d e l'instance de l'objet Gr pTib 
• contenant cette i nstance) ., 
priult Station sou r ce "' null 
, .. 
• Ce flux (S , G) est-il géré via le SPT pa r le DR ? 
prinlt boolcan modeSPT ~ [a!K 
, .. 
• Gestion du mode Reqister 
• d ' u n rou teur (DR) pour ce flux 
· / 
pr1"alt booltH registerOone • hlx 
prfratc Vec tor lstlnterface • n~· Vector ( 1; 
, .. 
• Dêfinition de la source référencée par cette ligne de la TIB 
public ,·oid setSource (Station newSou rce) 
1 
source • newSource ; 
, .. 
• Obtention de la source rê!érencée par cette ligne de la TIB ., 
public 
1 
Station getSource ( l 
rctum source; 
, .. 
• Dêfinition du mode Register pour ce flux 
• (Ut.J.lisé par un OR) ., 
public 
1 
, oid setRegisterOone (bookan etat) 
registerOone • etat; 
, .. 
• Ce flux est-il en mode Register On? 
• (utilisé par un OR) ., 
public b,ook:an isRegisterOone () 




,·oid set.HodeSpt (boolcaa et.a t) 
modeSPT • etat; 
, .. 
• Ce fl u x est-il en mode SPT ? ., 
public 
1 
booltan isHodeSpt t l 
rc-tum modeSPT; 
, .. 




,"Oid setPruneRPT (boolcan etat , Interface interf) 
// Obtention du détail de l'interface 
SrcGrplntTIB sgit • getlnterface(interf); 
// si le détail est obtenu , configurer le pruneRPT 
ir ( sgit ! • nuit ) 
1 
sgi t. setPruneRPT (etat); 
• Un PruneRPT est-11 arrivé pou r ce flux via l ' interface 'interf'? 
public 
1 
boolu n isPruneRPT (Interface interfl 
, .. 
// Obtention du détail de 1' interface 
SrcGrplntTIB sgit • getlnte r fa ce(i nterf) ; 
// si le dêta i 1 est obtenu , r etourner son pruneRPT 
ir ( sgit ! • nuit 1 
1 
tttuna sgi t. isPruneRPT (); 
// Le détail de l 'iterface n'existe pas 
tttum (abc ; 
• AJoute une interface à la liste des interfaces de ce flux 
public S r cGrplntTIB set.Interface (Interface newlnterface) 
l 
// Recherche de cet te interface dans la liste des interfaces 
inl i = O; 
inl j = l s tlnterface .size(J; 
// traité toute la liste 
"hilt (1 < j) 
// Obtenir l'interface traitée 
S rcGrpintTI B sgit • (SrcGrplnt TIB) lst.Interface. elementAt I i J; 
// s1 l'interface trait.èe est la même que newJnterface ne pas conti nuer 
ir ( sgit.getl n terface( ) "'"" newlnterface 1 
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ttlura sgit; 
// Traiter l ' interface suivante 
i • i -+ 1; 
// l ' interface n'exi ste pas c> l'ajouter 
Sr cGrplntTIB sgit • nt1t' SccGcplntTIB(newinterface); 
lstlnterface . addElement (sgitl ; 
rC'Curn sgit ; 
• s uppression d ' une interface de la liste des interfaces par lesquelles 




\'Oid removelnt.erfac e (Interface interfl 
Il Rec herc he de cette interface dans la li s t e des interfaces 
int i • O; 
inl j .. lstlnterface.size(); 
// traité toute la liste 
1t·hik (i < j 1 
// Obtenir l'interface traitée 
SrcG rpint.TIB sgit = (SrcGrplntTI B) l st lnterface . elementAt ( il; 
// si l ' interface traitée est la même que 'interf' 
ir ( sgit . getlnterface( ) == interf ) 
lstinterface . removeElementAt ( i ) ; 
rdum ; 
Il Traiter l ' interface suivante 
i ... i + l ; 
I " 
• Obtention du nombre d ' interface de ce flux 
'/ 
1>ubli<: inl getNbrlnterface ( ) 
1 
rclurn lstlnterface. size (); 
/ .. 
• Obtent ion du détail po ur ce flux de l ' interface d'indi c e 'indice• 
• ( Retou rne null si l'indi ce est trop grand 1 
· / 
public SrcGrplntTIB getlnterface (inc indi ce) 
1 
Il si l'indice est trop grand , r e t ourne null 
ir ( indice > getNbrlnterfa ce ()) 
rclum nuU ; 
n-lum (SrcGrpln tT IB l lstlnter fa ce . e l ement.At (indice) ; 
Obtention du d é ta i l pour ce flux d e l ' interfdce 'in terf' 




SrcGrpi n tTIB g e tlnt.erfa ce ( I nterface inter fi 
// traiter toutes les interfaces 
Înl • 0; 
i•I a getNbrl nte rface () ; 
M'hik: (i < j) 
// Obtention du dêtail interfa ce tra itee 
SrcGrplntTIB sgit = (SrcGrplntTIB) lstlnte rface.elementAt(i) ; 
// si l ' objet est celui re c herc hé , le retourner 
if (sgit . getlntecface() "'"' i nterf) 
rclurn sgit ; 
// traiter l'in terface suivante 
i = i + l; 
// 1 ' interface n'a pas été tro uvée 
rtlurn aull ; 
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packaitt simulateurpimam.domaine ; 
import simulateu rpim.sm.domaine .message. •; 
im port java. utU . Vector ; 
import java.io ."; 
• Classe reprêsentant u ne station de travail du domaine . /
public clus Station t11cnds ElementAc t if impltmcnts Serializabl e 
1 
/ / Constantes 
public ltat ic fiaal boolu n EMIS "' lrut ; 
public lllltic fi■al bookaa RECUS = fill,c 
// Variables statiques perme t tant u ne a ttribution automatique à cette station 
protec:tcd lhlllic int ne x tNumStat i on "' O; 
protcclrd 
procttccd 
Vector fluxRecus '"' null ; 
Vector fluxF.mis "' null 
proltttcd inl numStation "" O; 
• Constructeur : 
• f 
publ ic Station() 
1 
next NumStat:ion "' next:N umStat:ion -f l; 
numStation .. ne xt:NumStation ; 
11 une station ne possède qu ' une inter f ace 
maxlnterfac es "' l; 
Il préparation des vecteurs flux 
f l uxRecus • lll"W Vec tor (); 
fluxEmis "' n~" ' Vector ( 1; 
• Réception d ' un message en provenance de l'interface 'interf ' 
• t 
publk ,·oid in (Message newMessage , I nterface interfl 
1 
, .. 




,·oid addRecever (GroupeMult:icast: groupe) 
Il Recherche du flux 
Fluxmult:ica s t fm • getflux ( RECUS, groupe) ; 
Il Si le flux n'existe pas 
ir ( fm .. ,., null J 
11 le ccéer 
fm • M w F1uxmulticast() ; 
fm.setGroupe(groupe); 
, .. 
11 1 'ajoutel" à la liste 
fluxRecus addElement ( fm) ; 
/ I Lancer un IGMP Qwer y pour ce fl u x 
send l gmp(fm, 1~ ) ; 




,·oid addRecever (Station source, GroupeMulticast groupe) 
11 Re c herche du flux 
Fluxmulticast fm "' getFlux (RECUS, g r oupe, source); 
Il Si le flux n'existe pas 
if fm •• null 
11 le c réer 
f m "' nc1ot· Fl uxmulticast(); 
fm. setGroupe (gcoupel ; 
f m. setSource (source) ; 
11 1 'ajouter à la liste 
f1 uxRecus . addEl ement I fm); 
I / Lance r u n IGMP Qwery pou r ce fl ux 
sendlgmp ( fm , l ruc 1; 




, oid removeRecever (GroupeMulticast groupe) 
11 Recherche du flux 
F1uxmult.l cas t fm ., getFlux(RECUS , groupe) ; 
/ I Si le flux existe 
ir I fm ! "" null 1 
11 le supprimer de la liste 
fluxRec us. removeEleme n t ( fml ; 
11 Lancer un IGMP Prune pour ce flux 
sendigmp(fm, f11bt ); 




, ·oid removeRecever (Station source , GroupeMu lti cast groupe) 
I / Re c herche du flux 
Fluxmulti cas t fm = getFlux(RECUS , gro upe, source); 
/ I Si le (lux exis te 
if ( fm ! -- null 1 
Il le supprimer de la liste 
fluxRecus . removeElemenl ( fm); 
/ I Lancer un IGHP Prune pour ce flux 
sendigmp(fm, flll.,u: ); 
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, .. 
.. Inicialisation du protocol PimSm 
public l'Oid ini tPimSm(l 
1 
// Expédition d'un IGMP Qwery pour chaque flux réceptionné par cette station 
int i "' O; 
int • fluxRecus.size(); 
wbik ti < j) 
// obtenir le flux traité 
Fluxmulti c ast flux • (Fluxmulticast) fluxRecus.elementAt(i) ; 
if (flux !• m1II ) 
1 
sendlgmptflux , lrw ) ; 
// traiter le flux suivant 
i • i ,. l; 
// Expédition d ' un premier message pour chaque flux emis par cette station 
i • O; 
j • fluxEm.is.sizet) ; 
~·hik (i < jl 
Il obtenic le flux traité 
fluxmulti cas t flux .. tFluxmulticast) fluxErnis.elementAt{i); 
if ( flux ! • null ) 
thb . sendMsgMult1castlgmp I flux . get.Groupe () 1; 
// traitei.- le flux suivant 
i • i t l; 
gestion de l'émission de message IGHP pour un flux donné 
Rem etat • true 
etat • Cal.se 
pour une demande de réception 




\ 'Oid sendlgmp(Fluxmulticast flux , boolt11n etat) 
Il obtention de l'interface de sortie 
Interface inter! • lhis .getlnterface(O); 
if ( interf ! • null ) 
Connexion connexion : interf getConnexion(); 
ir (connex1on !• nuit ) 
if (connexion in11anccof Lan) 
Lan lan ,.. (Lan) connexton ; 
lan.igmp(flux, etat , inter!); 
, .. 
• gestion de l'émission d'un message multicast pour un flux donné ., 
public 
1 
\'Oid sendHsgHulticas t tgmp(GroupeHulticast groupe) 
11 obtention de 1 ' interface de sortie 
I nterfa c e i nterf • Ibis .getrnterface (0); 
if t interf ! • null ) 
1 
Il le flux est- il géré par cette station ? 
Fluxmulticast fm • lhÎJ . getf"lux(EHIS , groupe); 
if (fm ! • null ) 
11 Création du message 
HsgHulti cas t msg • DCW HsgHulticast(); 
msg. setSoul"ce (lhis 1; 
msg. set.Groupe (groupe . getAdresse ( 11; 
rnsg.setContenu( Dt l\' String ( "Message Hulticast de " i Ibis .toString() i " en direc tion du gl"oupe " ., 
groupe. getAcil"esse ( 1 1 1 ; 
, .. 
11 Emission via 1' interface de la station 
intert.out(msgl; 




\·oid addSource (GroupeHulti cast groupet 
Il Recherche du flux 
fluxmulticast fm .., getFlux(EHIS, groupe); 
I / Si le flux n ' existe pas 
if ( fm .... null 
11 le créer 
Cm • ntl\' fluxmulticast(); 
fm. se t.Groupe (groupe) ; 
11 l'ajoute r à la liste 
fluxEm.is . addElement I fml; 
Il émission d'un premier paquet vers ce groupe 
this .sendHsgHulticastlgmp (groupe); 
1•ublic 
1 
\'oid removeSource (GroupeMult1 cast groupe) 
/ .. 
11 Rec herche du flux 
fluxmulticast fm"' getFlux(EMlS , groupe); 
Il S i le flux existe 
ir t fra ! c null 1 
Il le suppr1.1ner de la liste 
CluxEmis. remove Element ( fml; 
• Re che r che d'un flux ( ' ,GI gel"é par c ette station 
• {S.i le flux n'existe pas , relurn null) ., 
public fluxmulti cast getFlux( booh:lll n type, GroupeMult.icast groupe) 
1 
ttlurn getflux (type , groupe, null ) ; 
• Recherche d'un flux gél"é par ce tte station 
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~ (Si le flux n'existe pas , r eturn nulll 
' / 
publit Fluxmul t1cast getFlux ( book-■ type, GroupeHul ti c ast g.coupe, Station source) 
1 
/ / Sélection du vecteur de rec herche 
Vec tor flux • null 
if (type ;os &HIS) 
1 
flux • fluxEm.is; 
flux • fluxRec us; 
int i • O; 
int j • flux.she(); 
ll·bik ( i < j ) 
// sélectionner le flux 
f" l uxmul t icast fm • (Fluxmulticast) flux . elementAt(i) ; 
// Le fl ux est - il celui demandé ? 
if I fm.getGroupe( ) •• groupe ,, fm . getSource( ) : a: source J 
rt:1Uffl fm; 
// tra.1ter le flux suivant 
i • i + 1 ; 
// le flux n ' est pas trouvé 
ttturn null ; 
• Obtention de la connexion a laquelle cette station est connectée 
• si la station n'est pas connec tée, return null 
l"'blK' Connexion getConnexion 1) 
1 
lntedac e int.erf • thit . getlntecface(O); 
if I interf ! • null ) 
1 
rt.lura intecf . getConnex ion ( 1; 
rt.lurn null ; 
Hethodes utilisées pour: l ' 1.nt.erfacage utilisateur: -----------
public St.ring toStr:ing Il 
1 
rtlu.m new String ( "St." + numStat.ion 1; 
, .. 
• Configuration détail lëe de cette Sta t ion 
• / 
public String toStcingCon fig Il 
1 
String res '"' this . toString 1) ; 
String connec t • nt"· String ("NON OEF!NI"l ; 
if (lhis .getConnexion ( J ! • null ) 
1 
connect • ""+ lhis . getConnexion (); 
, .. 
String interf • ntw S tring (" NON DEFl NI"J; 
if ( this .getlntecface(OI ! • aull 1 
1 
int.ed .. 1hi1 .getlnterface(OI .toStcingConfig(I; 
• res + " ( Interface " + inter:f ♦ " / Connexion " + connect + " J\n" ; 
inl i • 0 ; 
iat • tbis .fluxF.inis . size(J; 
if (j > 0 1 
+ " - Flux Hulticast Emis : \n"; 
whilt li < jl 
Fluxmult i cast fl u x • (Fl uxmulticast) this .fl uxEmis.e l ementAt(i) ; 
if (flux ! • •ull 
" + fl ux.getG r:oupe(I + " \n"; 
i • i + l; 
i : O; 
j "' this . fluxRec us. size ( J ; 
if (j > 0 1 
1 
1- " - Flux Hult1 c ast Ré c eptionné ; \n" ; 
,rhilt (i < j) 
fluxmulticast flux • (Fluxmulticastl thi.l . fluxRec us .elementAt Ill; 
if (fl ux ! • null ) 
t. " + flux ♦ "\n"; 
rclwrn C"es; 
Méthodes utilisées poue" la sédalisa tion 
• Sauvegae"de de cette instance de l' objet 
· / 
prh·alt , ·oid wciteObjec t(ObJec tOutputSt C" eam si tbru"·s IOException 
// Sauvegae"de des attdbuts de cette instanc e de station 
s. wc1 tel nt (thi!l . nextNumStation) ; 
s .wri teint (I bis . numStation); 
s.wnteObject (lhit .fluxEmisl ; 
s. wri teObjec t (lhis . fluxRec us); 
// Sauvegae"de des données pco pe"es aux èlements a c tifs 
s.wntelnt (l bis . nextNum i nterf) ; 
// Sauvega rde des d o nnées propres aux eléments du domaine 
s. wu teint (l hi.s: .maxlntecface.sl; 
s.writeObject (lhi ii . int.erfaceContenueJ ; 
s.writeObject (lhil: .domaine); 
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• Restauration de l ' instance de l ' objet ., 
prin lc ,·oid r eadObject(Object l np utStream si lhro11t·11 I OException , ClassNotf'oundExceptlon 
// Sauvegarde des attribu ts de cette instance de station 
Chi, , next.NumStation • s . read l nt () ; 
thi1 . nurn.Station "' s. readint ( 1; 
t hit . fluxEmis • (Vector) s . readObject 1) ; 
1hi1 . fluxRe c us • (Ve c tor) s. readObject (); 
// Recupération des données propres aux êlément s actifs 
lb il . next. Numlnterf • s. readl n t ( l ; 
// Recupèration des données p rop res aux Elements du domaine 
Ibis . maxlnterfaces • s. readlnt(); 
th is . interfaceContenue "' (Vecto r ) s. readObject (); 
lh is . domaine • (Domai ne) s.readObject() ; 
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Title: Simulateur PIH SM 
Description: Simulateu r du protocol PIM SM (Pcotocol Independan t Hulti cast Sparse Hode) 
Copyright: Copyright (c) 2000 
Company: 
@author Dupuis Eric 
@vecsion 1.0 
pack•~ aimulateucpimsm . domaine; 
impon: java .util.Vector; 
ffl ura null 
f • . 
• Ajout d'un nouveau groupe â cet te TIB et le retourne 




GrpTIB newlnfoGroupe (Adresselp newAdresseipl 
// Tentative de cetrouvec le groupe dans cette TIB 
GcpTI B gp • getlnfoGroupe(newAdresselpl; 
// si le groupe n ' existe pas, le c réer 
/ ._ if ( gp ... . null ) 
' / 
Objet représentant la TIB d ' un routeur Pim SM 
( Cet objet ainsi que les autres objets inclus dans c ette TIB ne font 
office que de con teneu rs. Il appartient auX méthodes de l ' objet PimSH 
de gérer ces informations . ) 
publtc: d us T I B 
1 
• Vecteur contenant c haque ligne de la TIB spécifique â un groupe 
• (Instances de l'objet GrpTIS) 
' / 
prinlc Vector lst.G r oupe • null ; 





• In itialisation la TlB 
• f 
public , ·oid init() 
1 
lstGroupe • MW Vector(l; 
I " 
• Obtention des informations de routage c oncernant un groupe multi cast. 
• (.si le groupe n'exi ste pas dans ce tte TIB, retourne null) 
' / 
public GrpTIB getlnfoGroupe (Ad resseip adrGroupe) 
1 
inl • 0; 
int .. lstGroupe . size() ; 
// traiter tous les groupes de cette TIB 
10t·hilt (1 < j 1 
// obtenir le groupe traité 
GrpTIB gt • (GrpT JB) lstGroupe.elementAt (i) ; 
// Si l ' adresse du groupe traite est celle demandée, retourner le groupe 
if ( gt.getAdrGroupe() •• adcGcoupe l 
ttlurn gt; 
// Passer au groupe su1vant 
i • i + l; 
// le groupe demande n'a pas étl! trouvé. 
I / Création du groupe 
gp • new GrpTIB(l ; 
gp. setAdrGroupe (newAdresselp); 
/ I Ajout Ai cette TIB 
l stGroupe. addElement (gp}; 
// retouC"ner le groupe 
ttlurn gp ; 
• Suppression d'un groupe dans cette TIB 
· / 
pubHc ,·oid C"emovelnfoGroupe (Adresselp newAdresselp) 
1 
// Tentative de retrouver le groupe dans cette TIB 
GrpTIB gp • get ln foGcoupe(newAdresseTpl ; 
// .si le groupe est trouvé, le suppclmer 
if ( gp ! • null ) 
lstGroupe. removeElement (gp) ; 
Mé t hodes utilisées pour 1' interfacage utilisateur ------- - ---- • 
•/ 
I .. 
• Affi c hage de cette TIB 
' / 
1>ublic String toString (l 
1 
Stri ng .ces • ncw String( ""); 
int l '"' O; 
in1 j .. lstGroupe.size(I; 
if ( j : : 0 ) 
re s .- ncw String("-> (Table vide)\n"); 
// obten ir le groupe tuitê 
GrpTIB gt c (GrpTIBJ lstGroupe.elementAtti); 
if ( gt ! • null l 
1 
ces -+ + ncw Integec (il + "I fluxt • , " + gt.getAdcGC"oupe() + '") \n " ; 
// Affi c her toutes les intecfaces 
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int ilnte rf ,. O; 
lnl jint.e r f =- gt.ge tNbrtnterfacel); 
Mllilc: (ilnte r f < jinte rf 1 
GrplntTI B git • gt.getinterface (1Interf) ; 
1( 1 git ! • null 1 
1 
ces= res + -> .. + git,getlnterface() + " (Join• "+ actit· Boolean(git . isJoinl)) ♦ "/ Igmp=" + nt11 
Boolean(git . islgmp()) + )\n" ; 
1 
ilnte c f .. ilnterf + 1 
/ / Af f icher toutes l es sou r c e s .s pécifiques 
inl iS r c "" 0 ; 
inl :)Src = gt .getNbrlnfoSource t) ; 
11·hilc: (iSrc < jSrc ) 
SrcGr pTIB sgt • gt. getlnfoSourc e ( iSrc ); 
1( ( sgt ! • null ) 
1 
ces • ces +" " + MM' I nteger (i) + "." + Dtw Integer (iSrc) + ") flux( "i sgt.getSource() + " , " t 
gt.getAdrGroupe() -t " ) ( RegDone• " + ntw Soolean (sg t . isRegis t erDone()) + ")\n " ; 
// Afficher toutes les interfaces de ce t te source specifique 
ial iScr l nt • O; 
inl jScc l nt •sgt.getNbclntecface(); 
11hik (iScrint < jScclnt) 
S ccGcpt n tTIB sgit • .sgt . gett n terface(iSc rlnt); 
if (sgit ! • null l 
ces z ces + " ->" t sgit.get l nterfacetl + " ( Join• " + M:ll' Boolea n (sgit.isJoin()) +- .. / lgmpz " -t ncw 
Boolean(sgit.islgmp ()) + .. / PruneRpt•" + MW Boolean(sgit.isPr uneRPT(II t .. l\n" ; 
1 
iScrlnt • iScr l nt + l ; 
iScc • iSrc t 1 
1 • 1 + l; 
rclum ces; 
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, .. 
•t 
Title: Simulateu r PI H SM 
Description : Simulateur du protocol PIH SH (Pcotocol Independant Hulticast Sparse Mode) 








Classe référencant une interface contenue dans une ligne d'une matrice de routage. 
Ainsi que le poids de cette liaison. 
Celle-ci utilisée via la matrice de routage 
· t 
public class To lnterface 
1 
// Interface référencée par cette instance 
privale Interface inter! • null 
// Poids de la liaison 





poids • O; 
1 
, .. 
• Con figurat ion de l ' interface concernée par cette instance 
• / 
public , ·oid setinterface {Interface newlnterfacel 
1 
interf • newlnterface; 
, .. 
• Obtention de l'interface concernf!e par cette instanc e 
· t 




• Configuration du poids de cette connexion 
• t 
l*blk ,oid set Poids (inl newPoids) 
1 
poids • newPoids; 
, .. 
• Obtention du poids de cette liaison 
• / 
public inl getPoids () 
1 
rt:lum poids ; 
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Réalisation d'un simulateur P IM SM 
8.4.3. les messages 
(Package simulateurpimsm.domaine.message) 

JBuilder - Fllename = E:/prin/coun/mémolre/code/Sim11lateurPimSM/src/simulatturpimsm/domaine/message/JoinG.java 
Printed on 28 mai 2001 al 15:56 by Dupuis 
Tit.le: Simulateuc PIH SH 
Description : Simulateur du protocol PIM SM (Pro tocol Independant Multicast Sparse Hode) 
Copyright: Copyright (cl 2000 
Company: 
@.tutho[" 
@version 1. 0 
' / 
packlcc: simulateucpimsm . domaine .m@ssage; 
1•· 
• Classe représentant un message Join émis en direction d'un groupe multicast 
• par un Il-lé.ment actif du domaine 
'/ 
publk dan JoinG u .ttads HsgHulticast 
1 
/ " 
• Const ructeur: 
· ! 
1)Ublit JoinG () 
1 
type • DtW St ring("Join"); 
sousType • nc:w String("G"); 
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Simulateur PIH SM 
Simulateur du protocol PIH SH (Protocol Independant Hulticast Sparse Hode) 
Copyright (cl 2000 
patkacc simulateurpimsm. domaine. message ; 
• Classe représentant un message Join émis en direc t ion d'un flux rnulticast. 
• émis par une source spécifique par un élément actif du domai ne. 
· / 
J,ublic d HI JoinSG u.tcods JP_SG 
1 
• Constructeur : 
· ! 
public JoinSG () 
1 
type -=acw String ( " Join") ; 
sousType "' nc-w Stri ng ( "SG"); 
Pagel or l 
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Title: 




@version 1. 0 
Simulateur PIM SM 
Simulateur du protocol PIH SM (Protocol Independant Hulti cas t Spar.se Hode) 
Copyright (cl 2000 
pack•~ .simulateurpimsm.domaine .message; 
, .. 
• Classe représentant un message Join émis en di rect ion d'un flux mul ticast 
• émis par une source spéc ifique p ar u n DR du domaine lors d'un changement de mode . 
•/ 
public dus JoinSGRpt Ult.ndJ JP_SG 
1 
• Con.struc teuc: 
· / 
publk JoinSGRpt () 
1 
type ""RCW String("Join"); 
sousType ,zc ncw St.ring("SGRpt"I; 
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Printed on 28 mai 2001 at 15:56 by Dupuis 
Title: Simulateur PIH SM 
Description: Simulateur du protocol PIM SM (Protocol Independant Hult icast Sparse Hode) 
Copyright: Copydght. (cl 2000 
Company: 
@authoc 
@version l . 0 
pack•~ simulateurpimsm. domaine. message; 
import simulateurpim.sm .domaine. Element.Ac ti f; 
import simulateu rp imsm.domaine. PimSmException ; 
, .. 
• Abstraction r e présentant un message Join o u Prune émis en amont 
• d'un Flux multicast spécifique par un élément actif du domaine 
■bstnct public clus JP_SG esle■ds HsgHulticast 
I / éU.ment actif ayant émis le message 











ElementAc ti f adresse 
Permet de definir la source du message 
publ k , ·oid setSource F'lux (Element.Actif srcFlux) 
1 
source f'lux "' src f'lux; 
Hèthode: getSourcef'lux 
• Retour : sourceFlux o u null si la source du flux multicast n'est pas definie 
• Description : retourne la source du flux multicast du message 
• f 
publ ic ElementActif getSourceFl ux ( 1 
1 
~lum SOU[CeF'lux; 
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Printed on 28 mai 2001 al 15:56 by Dupuis 
Title : Simulateur PI H SH 
Des c ription : Simulateur du protocol PIH SH (Protocol Independant Hulticast Sparse HodE!) 
Copyright: Copyright (cl 2000 
destination • dest; 





p11ckage simul ateurpimsm. domaine. message; 
import simulateucpimsm.domaine. ElementActif; 
f •. 
• Classe r eprésentant un message IP émis par un élément actif du domaine à destination 
• d ' un autre élément actif du domaine 
• f 
public dut Message 
1 
// élément actif ayant émis le message 
ElementActi ! source • •ull ; 
/ I élément act.i f auquel le message est destiné 
ElementActif destination • • ull ; 
// définition du type et du sous type du message 
String type • null ; 
String sousType • aull 
// Contenu du message 
Obj ect contenu • null 
• Construc teur : 
• f 
publtC Message () 
1 
type = nt1t· String( " Unicast.,); 







ElementActi f adresse 
Permet de definic la source du message 
publtC ,·oid setSoucce(ElementActif sec) 
1 
source • sec; 
Methode: getSourc e 
• Retour : source ou null si la sourc e n'est pas dêfinie 




ElementActif getSoucce l l 






set.DestJ.nati o n 
ElementAc tif adresse 
Permet de définir la destination du message 
public , ·oid setOestination (ElementActif dest) 
Méthode : getDestination 
• Retour destination ou null si la destination n'est pas définie 
• Description : retourne la destination du message 
• f 
1>ublic ElementAc ti f getDestination () 
1 
rt lunt destination; 
Méthode: 
• Retour : 
getType 
type 
• Desc ription : retourne le type du message 
• / 
public St.ring getType (1 
1 
rctura type ; 
Méthode : 
• Retour : 
getSousType 
sousType 














Permet de dêfinir la sourc e du message 
public ,·oi d setContenu IObject cnt) 
1 
c ontenu • c n t; 
Mé thode: qetCo ntenu 
• Retour : Contenu ou null si le c ontenu n'est pas dêfini 
• Description: retourne l a contenu du message 
• f 
public Object getContenu () 
1 
n:tum contenu; 
Méthodes utilisées po ur l' intecfac age utilisateur • - --------- - • ., 
publ ic String t oStnng (1 
1 
rclurn nt" String ( "Me s.sage IP : " ,.. 
" \ n - Sourc e + s o ur c e t 
" \ n - Dest1nat1 o n : " ♦ destinati on ♦ 
" \ n - Type : " + type -t 
" \n - Sous Type " + sousType l; 
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Printed on 28 mai 2001 at 15:57 by Dupuis 
Title: Simula teur PI H SH 
Description : Simulateu r du p r otocol PHI SH (P rotocol Independant Multicast Sparse Hode) 
Copyright: Copyright (cl 2000 
Company : 
@authoc 
@version l , 0 
• 1 
pack•~ simulateurpim,:m. domaine .message; 
import s i mu l ateurpimsm . domaine. Adces sei p; 
import si mula t.eucpimsm.domaine. PimSmException; 
, .. 
• Classe représentant un message Multicast êm.is par un élément actif du domaine â destination 
" d 'un groupe multicast 
· / 
public dus HsgMulticast uttnds Message 
1 
// Adresse IP du groupe multi cast concerné par le message Register 





... ,~, (1 ; 
type= nt:ft' String("Hulticast"l; 
Mét hode 
Paramè.tre 
Retou r : 
Description 
setGroupe 
Adresse Ip multicast du groupe 
I 
Permet de definir l ' adresse Ip du groupe concerne par ce message 
lklblk ,·oid setGcoupe (Adresselp grpJ 
1 
groupe ,., grp; 
M~thode : getGroupe 
• Retour : Groupe ou null s 'i l n'est pas dêfinie 
• Descri pt ion: retourne le groupe multi cast concerné par ce message 
• 1 
1M.1bl k Adresselp getGroupe ( 1 
1 
~lum groupe; 
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Ti tle : Simulateur PIH SH 
Description: Simulateur du protocol PlH SM (Protocol Independant Multicast Sparae Mode) 
Copyright: Copyright (c) 2000 
Company: 
@author 
@version l. 0 
1,•ck1gc simulateurpimsm. d omaine . message; 
, .. 
• Classe représentant un m@SsagePrune émis en direction d ' un groufH!: multicast 
• par un élément actif du domaine à destination 
•f 




public P runeG ( 1 
1 
type •■cw String("P.cune"); 
sousType • ntw String("G"I; 
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Printed oo 28 mai 2001 al 15:57 by Dupuit 
Title: Simulateur PIM SM 
Desc ription: Simulateur du protocol PIH SM (Protocol Independant Mul ticast Sparse Hode) 
Copyright : Copyright. (c) 2000 
Company: 
@author 
@venion 1 . 0 
pac.ka~ simulateurpimsm. domaine .message; 
/ .. 
• Classe représentant un message Prune émis en direct.ion d'un flux multicast 
• émis par une source spécifique par un êléroent actif du domaine. 
• 1 
public dUI PruneSG Uluds JP_ SG 
1 
" Const ructeur : 
· 1 
public PruneSG ( 1 
1 
type z ncw Stri ng("Prune"); 
sousType .. MW String 1 "SG" l; 
Page 1 or l 
JBuilder - Fllename = E:/prive/cours/mémolre/code/SimulateurPlmSM/src/simulateurpimsm/domaine/message/PruneSGRpt.java 
Printed on 28 mai 2001 at 15:SS by Dupuis 
Tit.le : Simulateur PIH SM 
Description: Simulateur du protocol PIM SM (Protocol I nde pendant Hult icast Sparse Hode) 
Copyright: Copyrigh t (cl 2000 
Company : 
@author 
@version l. 0 ., 
p•ckage simula teu cpim.sm. domaine. message; 
, .. 
Classe représentant un message Prune émis par un OR du domaine lors 
• d ' un c hangement de mode en di rection du RP d'un groupe 
• et conce rn a nt une source spéci fique d'un flux multi cast 
•f 
public clau PruneSGRpt Ultadll JP _ SG 
1 
• Const ructeur: ., 
public P runeSGRpt ( 1 
1 
type ... MW St r ing ( "Prune") ; 
sousType • M,.. String("SGRpt"I ; 
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Tltle: Simulateur PlH SM 
Description: Simulateur du protocol PIH SM (Pcotocol Independant Hulti cast Sparse Hode) 






pac.k•,ct simulateurpimsm. domaine. message; 
impon simulateurpimsm. domaine .Adreaselp ; 
impor1 si mulateurpimsm . domaine. • ; 
, .. 
• Classe repcésenta nt un message Register émis par un élément actif du domaine à destination 
• du RP du groupe multicast concerné 
• / 
publk dut Register t 1Cend1 Message 
1 
// Adresse IP du groupe multicast concerné par le message Regist.er 
Adresse ip groupe • auU 
// élément act.i f ayant émis le message 
Element.Acti f source Flux • nuit 
• Const ructeur: 
• / 
publk Register () 
1 
,uptr (); 







Adresse Ip mult.ic:ast du groupe 
/ 
Permet de dêfinLr l 'adrese Ip du groupe c:onc:e rnê par c e message 
publi<' ,·oid setGroupe (Adresse lp grp) 
1 
groupe = grp; 
Méthode: getGroupe 
• Retour : Groupe ou null s'il n'est pas définie 
• Description: retourne le groupe mult.ic:ast c:oncernè par ce message 
·I 









Permet de dêfinir la sourc:e du message 
publ k , ·oid setSourceFlux ( ElementActi f s r c f'l ux) 
1 
sourcef'lux • s rc:f'lux; 
Méthode: getSourcef'lux 
• Retour : sourceFlux ou null si la source du flux multicast n'est pas définie 
• Desc:ription: retourne la sourc:e du flux mul ti c:aat du message 










Permet d'encapsuler un message multic:ast dans c:e message Regiater 
1tublk ,oid set.Contenu (Message cnt 1 
1 
super .set.Contenu( (Object) cntl; 
Méthode : get.Contenu 
• Retour : Contenu ou null si le contenu n'est pas dêfini 
• Description: retourne la c:on tenu du message 
· 1 
publk Message getMsgContenu ( l 
1 
rtlum (Message) contenu; 
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Title: Simulateur PI H SM 
Description: Simulateur du pcotocol P I M SM (Protocol Independant Hulticast SpaC"se Mocie) 
Copyright: Copyright (c) 2000 
Company: 
@authoc 
@version 1. 0 
• I 
p•ck•gt. simulateucpimsm. domaine. message; 
im1l0rt simulateurpimsm.domaine .message. • ; 
import simulateurpimsm.domaine. • ; 
, .. 
• Cl asse représentant un message Registec Stop émis pa r le RP du groupe 
• multicast concerné du domaine à destination du élément a c tif ., 
publ ic clau RegutecStop u lt.nds Message 
1 
/ / AdC"esse IP du groupe multicast conce rné par le message Registec 
Adresselp groupe • null ; 
// élément actif ayant émis le message 
ElementActif sourcef'lux • null 
• Constructeur : ., 
public RegisterStop(I 
1 
tupc-r ( 1; 




Retou r : 
Description 
setGroupe 
Adresse lp multicast du groupe 
I 
Permet de définir l 'adrese Ip du groupe concerné par ce message 
public ,·oid setGroupe (Adcesselp grpl 
1 
groupe • grp; 
Methode : getGroupe 
• Retour : Gcoupe ou nul 1 s'il n ' est pas de fini 
• Oescclption: retoucne le groupe multicas t concerné par ce message 
· 1 
publ ic Adresselp getGroupe 1) 
1 







ElementAct i f dldresse 
Permet de définir la source du message 
public ,·oid setSourceFlux(ElementActif src rluxl 
1 
sourceflux ,.. srcFlux ; 
Méthode : getSourceflux 
• Retour souccef'lux ou null si la sou cce du flux multicast n'est pas dêf inie 
• Descript ion: retourne la source du fl u x multicast du message 
• / 
public ElementActif getSouccef'lux() 
1 
tttu rn sourcef'lux; 
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Title : Si mulateur PIH SH 
Description: Simulateur du pcotocol PIH SM (Pco tocol Independant Hul ticast Sparse Hode) 








Classe impl@mentant la gestion du protocole de routage unicast 
• (Elle est ici relativement simple dans la mesure 
• ou le calcul des coutes est effectué par l ' obje t. domaine) 
publk dau Unicast 
1 
I / Vecteur contenant toutes les Lignes de cout.age de cette table de routage unicast 
prot«led Vectoc table Routage • nt'W Vector () ; 
Méthode: set Route 
Retour : 




ou remplacement de la ligne pointant sur newElement si celle- ci est dêja existante 
,·oid set:Route (ElementOomaine newElement , Interface newlnterfac el 
// cecherche d ' une llgne de routage dans l a table poi ntant déja s ut cet élémen t 
LigneRoutage ligne • getLigneRoutage (newElement); 
// Si cette ligne de toutage existe dêja, la supprimer 
if ( ligne ! • null ) 
tableRoutage. r emoveElement (ligne); 
// Création de la ligne de r outage 
l igne • KW LigneRoutage (newElement, newlnterface); 
// Ajout de cette no uvel l e ligne d e routage à la table 
tab leRoutage. addElement (ligne); 
, .. 1 
• Consttucteur: ., , .. 
.. Méthode : getRoute 
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public Uni cast () 
1 Retour : Interface associée à elemen t Oomaine s • il existe une ligne dans la tabl e de routage pointant suc celu i -ci 
init() ; sinonnull 
, .. 
• initialise l'objet pour une nouvelle ut ilisation 
public 
1 
,·oid init 1) 
tableRoutage • MW Vector (); 
Mé thode: getLigneRouu.ge 
• Retour : LigneRoutage pointant su r l'élément demandé ou null si cette ligne n'existe pas dans cette table 
" Desc ription : recherche d'une ligne pointant sur un élément du doma i ne dans la table de routage ., 
LlgneRoutage getLigneRoutage(ElementDomaine e lemen t ) 
Li gneRoutage ligne • IIUIJ 
inl 1 = O; 
// ttaitec toutes les lignes de la table 
inl to"' tableRoutage.size(); 
"hile li < to) 
// obtention de la ligne traitée 
ligne = (LigneRoutagel tableRoutage.get(i); 
// si l ' élément pointé dans la ligne traitée est c elui demandé, retourner cette ligne 
if (ligne. getElement () --= element l 
rrtum ligne; 
//passer à l ' élément suivant 
i • i ♦ l; 
I / aucu ne ligne de rou tage ne pointe sur l'élément recherché . 
rtturn null ; 




I nterface getRoute (ElementDomaine elementDomainel 
// Si l ' élément est une station 
if (elementOomaine inslaoccof Station) 
Station st .. (Station) elementOomaine; 
elementOomaine • st . getCon nexion(); 
/ / rec herche d'une ligne de routage dans la table pointant dèja suc cet élément 
LigneRoutage ligne • getLigneRoutage telementDomaine); 
// S i la ligne de routage existe 
if t ligne ! • null 1 
tttum ligne.getlnterfa c e{); 
// aucune ligne n'a été trouvée 
mum null ; 
, .. 
Mê thodes utilisé es pour l' interfac age utilisateuc ------- -- - - - • ., 
• Affl c hage de la ta b le d e routage un1 cast ., 
public String t oS tcing ! ) 
1 
Stri ng ces • nt1\ String ( ) ; 
inl i • O; 
inl ) ,. lhis ,tab1eRoutage . sizel); 
ces • ces t " - Table de r outage Uni cast Nbr d e d'entcêe • " t ntM' I ntegec(jl ♦ .. ,n .. ; 
JBuilder - Filename = E:/prin/cours/mémoire/code/Simu.lateurPimSM/src/simulateurpiD1.1m/domaine/Unicast.java 
Printed on 28 mal 2001 at 15:58 by Dupuis 
11hile (1 < j) 
// obtention de la ligne traitée 
Li gneRoutage ligne • ( Lig n eRo utage) tableRoutage. get li); 
if (ligne ! .. null 1 
1 
ces • res + " " + ntw Integer:(i) + "I "+ ligne.getElement() +"via "-t ligne.getlnte:cface() + " \n "; 
1 
i • i + 1; 
rclurn ces; 
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