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Abstrakt
Tato diplomová práce se zabývá teoretickým rozborem, návrhem a implementací programo-
vacího prostředí s virtuálními roboty. Roboti pomocí senzorů získávají informace o okolním
prostředí, které dále ovlivňují virtuálními efektory na základě instrukčního kódu. Instrukce
jsou zadávány v grafické podobě pomocí vlastního vizuálního programovacího jazyka. Jeho
rozbor a návrh je v této práci rovněž detailně diskutován. Poslední částí je editace a vykres-
lování virtuálního světa, ve kterém se roboti pohybují, s ohledem na potřeby ukázkových
úloh sledování čáry a pohybu robota v bludišti dle pravidel soutěže Micromouse. Jednotlivé
úlohy jsou v práci popsány z hlediska možných řešení s návazností na vlastní programo-
vací prostředí. Výsledkem práce je návrh uvedených dílčích částí a jejich implementace a
propojení do funkčního celku v podobě výsledného programu.
Abstract
This diploma thesis deals with a theoretical analysis, a design and an implementation of a
programming framework in a virtual environment. Robots use sensors to gain information
about the environment and they subsequently modify this environment as a result of an
instruction code. The instructions are entered in a graphic form using a visual programming
language. The analysis and the outline of this language is discussed in detail in this work
as well. The last part describes editing and rendering of the virtual world in which the
robots are moving, considering sample tasks of following a line and movement inside a
maze according to the rules of the Micromouse competition. The thesis includes solution
proposals for both tasks regarding the possibilities of the programming environment. The
result of the work is a concept of the aforementioned components and their implementation
and linking to a functional unit.
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Kapitola 1
Úvod
Oblast robotiky je v dnešní době velmi populární a diskutovaná. Rozvoj technologie umož-
ňuje vytvářet stále sofistikovanější robotická řešení a systémy. To však přináší i druhou
stránku, kterou je rozsáhlost a složitost celého oboru a velké množství informací. V sou-
časné době existuje bezpočet různých komponent, mikročipů, senzorů a efektorů. Robotika
ze své podstaty pokrývá více oborů. Ke zkonstruování i jednoduchého robota je tak potřeba
mít zkušenosti z oblasti strojního inženýrství, elektrotechniky i informačních technologií,
což jsou překážky, které jedinec překonává poměrně těžko.
Tato práce si klade za cíl přiblížit oblast robotiky v jednoduché, srozumitelné a inter-
aktivní podobě i běžným uživatelům počítačů. Základní myšlenkou je virtualizace celého
prostředí a jeho integrace do jediného programu. Uživatel si tak nakonfiguruje vlastního
robota, nastaví prostředí, ve kterém se bude robot pohybovat, a nakonec mu zadá příkazy
v podobě jednoduchého instrukčního kódu. Program tento kód automaticky vykoná a odsi-
muluje činnosti robota ve virtuálním prostředí. Uživatel se tak může více přiblížit k oblasti
robotiky, aniž by se musel zabývat stavbou samotného robota.
Vysvětlení základních pojmů a požadavky na výsledné řešení shrnuje kapitola 2. V ka-
pitole 3 je popsána dekompozice problému, rozdělení na jednotlivé části a jejich stručný
popis. Další kapitoly se zabývají podrobným návrhem dílčích částí. Vizuální editor progra-
mového kódu, popsaný v kapitole 4, poskytuje uživateli grafické rozhraní, pomocí kterého
zadává instrukční program robotovi. V kapitole jsou také popsána existující řešení a jejich
výhody a nevýhody. Další kapitolou je vykonávání instrukčního kódu 5, které je jádrem
celého programu. Zahrnuje správu paměti i modulů robota, pseudoparalelní provádění in-
strukcí pomocí vláken a další techniky nezbytné k řešení dané problematiky. Dále virtuální
svět 6, který poskytuje vysokou abstrakci reálného světa a prostředky pro jeho vykreslování
na obrazovku. Součástí je i popis implementace jeho dílčích částí. Následující kapitola 7 se
zabývá návrhem uživatelského rozhraní. V předposlední kapitole 8 jsou rozebrána ukáz-
ková řešení možných úloh, jako je průchod robota bludištěm nebo sledování čáry robotem.
A nakonec v závěrečné kapitole 9 jsou shrnuty nejdůležitější dosažené výsledky a náměty
na případná vylepšení a budoucí vývoj.
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Kapitola 2
Specifikace
Jak již bylo nastíněno v úvodní kapitole 1, tato práce se zabývá tvorbou virtuálního pro-
středí pro běh uživatelsky programovatelných robotů. Robotem se zde rozumí stroj, který
vnímá okolní prostředí pomocí senzorů a zároveň ho ovlivňuje prostřednictvím efektorů.
K rozhodování mu slouží jednoduchý instrukční kód, který mu uživatel zadá v grafické po-
době za pomoci vizuálního programovacího jazyka (anglicky Visual Programming Language,
zkráceně VPL [18]).
2.1 Virtuální svět
Virtuální svět je abstrakcí reálného světa. V případě tohoto projektu je virtuální svět reali-
zován ve 2D prostoru jako ortogonální pohled z vrchu. Jsou uvažovány dvě úlohy: sledování
čáry robotem a průchod bludištěm dle pravidel soutěže Micromouse [10]. Pro realizaci první
úlohy je možné načíst podkladovou bitmapu, ze které může robot číst údaje pomocí optic-
kých senzorů (viz sekce 2.2.1). Úloha průchodu robota bludištěm je reprezentována vlastním
formátem a ke čtení údajů o vzdálenosti od stěny nebo překážky je použit senzor typu so-
nar. Formát bludiště je popsán v sekci 6.2.3 a implementace samotného sonaru v sekci 6.2.6.
Další parametry virtuálního světa nejsou uvažovány a mohou tak být námětem na případné
rozšíření.
2.2 Robot
Vzhledem k reprezentaci světa ve 2D prostoru (viz sekce 2.1) je tvar robota omezen na
dvourozměrné obrazce. Uživatel si může načíst libovolný tvar i vzhled robota. Dále lze
umístit robota na libovolnou pozici ve virtuálním světě a nastavit jeho azimut (úhel od
severního směru). Další parametry robota závisí výhradně na nainstalovaných senzorech
(sekce 2.2.1) a efektorech (sekce 2.2.2). Ty jsou na robota instalovány v podobě předem
připravených programových modulů a komunikace robota s nimi probíhá přes jednotné
rozhraní. Ke každému modulu přísluší určitá sada instrukcí, které daný modul ovládají.
Při instalaci daného modulu se příslušné instrukce zobrazí ve VPL automaticky. Více se lze
dočíst v kapitole 4 v sekci 4.2 a také v kapitole 5.
2.2.1 Senzory
Senzory jsou jediným nástrojem robota k získávání informací o okolním světě. Robot se
rozhoduje na základě dat ze senzorů, které zároveň slouží jako zpětná vazba efektorům
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(sekce 2.2.2). Čím více senzorů robot aktivně používá, tím lepší má přehled o okolním
prostředí. Zároveň závisí také na kvalitě a typu senzoru. Existuje velké množství senzorů,
např. senzory pro odometrii, dálkoměry, kompasy aj. V tomto projektu je použit optický
senzor pro čtení informací z mapy světa a sonar pro detekci vzdálenosti od překážky.
2.2.2 Efektory
Efektory jsou součásti robota, které přímo ovlivňují stav okolního světa [11]. Jsou to tedy
součásti, pomocí nichž robot dosahuje svého cíle. Základním a jediným efektorem, kterým
robot disponuje v rámci tohoto projektu, je diferenciální podvozek [11]. Dvě nezávislá kola
se dvěma elektromotory jsou umístěna ve stejné ose. Ta nejčastěji protíná robota v polo-
vině. Aby robot nepřepadl na jednu nebo na druhou stranu, je dále opatřen jedním nebo
více podpěrnými body, např. otáčecím kolečkem bez vlastního pohonu. Výhodou takového
podvozku je nejen jeho jednoduchá konstrukce a řízení, ale i výsledná schopnost pohybu
robota do všech směrů díky možnosti otáčení na místě.
Při konfiguraci virtuálního robota může uživatel měnit parametry diferenciálního pod-
vozku. Těmi jsou akcelerace, decelerace a maximální rychlost motorů. Vzdálenost kol od
sebe (rozchod nápravy) je závislá na nastavené velikosti robota. Ostatní parametry, jako
např. velikost kol, nemají na model pohybu robota výraznější vliv a jsou zde zanedbány.
2.3 Vizuální programovací jazyk
Poslední část specifikace tvoří vizuální programovací jazyk. Jeho rozhraní předem definuje
syntaxi a sémantiku jazyka, takže uživatel při zadávání instrukčního kódu nemůže udělat
chybu vycházející ze zápisu jazyka, tak jako je tomu v případě textových jazyků. Zápis
je na druhou stranu výrazně pomalejší. Výhody i nevýhody obou přístupů jsou popsány
v kapitole 4.
Základním požadavkem na VPL je především jeho jednoduchost a z toho vyplývající
snadnost na pochopení. Jazyk musí umožňovat zápis všech operací nezbytných k úspěšnému
splnění úloh sledování čáry a průchodu bludištěm. Proto disponuje základními matematic-
kými operacemi, jednotným rozhraním pro zápis a čtení z modulů, práci s pamětí, vlákna
pro paralelní zpracování dat, větvení programu, cykly a mnohé další.
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Kapitola 3
Dekompozice problému
Řešení celého problému lze intuitivně dekomponovat na tři dílčí části. Vizuální programo-
vací jazyk 3.1 obsahuje definici instrukcí a umožňuje uživateli jejich poskládání do funkčního
programu robota. Vykonáváním těchto instrukcí 3.2 dochází k interakci robota s okolním
prostředím 3.3. Interakce jednotlivých částí je znázorněna na obrázku 3.1.
VPL Vykonávání instrukcí Virtuální svět
Robot
Obrázek 3.1: Dekompozice problému na tři dílčí části
3.1 Vizuální programovací jazyk
Vizuální programovací jazyk slouží k zadávání instrukčního kódu robota. Umožňuje se-
stavení programu v grafické podobě a následný převod do interního instrukčního kódu.
K sestavení programu jsou potřeba dodatečné informace, které lze získat z definice robota.
Jedná se o moduly (senzory nebo efektory), které jsou instalovány na robota. VPL musí
znát názvy modulů, aby s nimi mohl komunikovat. Zároveň každý modul přidává do jazyka
vlastní instrukce, které může uživatel používat ke snazšímu řízení modulů.
VPL může být nahrazen jiným vhodným jazykem, ať už vizuálním, nebo textovým.
V současné době existuje celá řada vizuálních jazyků. Malá část je popsána v kapitole 4
v sekci 4.1. Žádný z těchto jazyků nedisponuje vlastnostmi potřebnými k realizaci tohoto
projektu (platforma, programovací jazyk, funkcionalita aj.), proto byl navržen vlastní jazyk.
Jeho návrh a implementace jsou popsány v sekcích 4.2, 4.3 a 4.4.
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3.2 Vykonávání instrukcí
Vykonávání instrukcí je jádrem celého projektu. Instrukční kód, zadaný pomocí VPL, v sobě
nese rozhodovací logiku robota, a je tak prostředkem interakce robota s okolním světem.
Instrukce jsou prováděny sekvenčně a výsledky jejich vykonávání se promítnou do interní
paměti robota nebo do stavu virtuálního světa prostřednictvím efektorů. Rozhodovací logika
je řízena rovněž stavem interní paměti robota nebo čtením informací o světě pomocí senzorů.
K vykonávání instrukcí slouží virtuální stroj, který instrukce postupně načítá a dle přesných
pravidel vykonává. Detailní popis je uveden v kapitole 5.
3.3 Virtuální svět
Virtuální svět poskytuje vysokou abstrakci (model) reálného světa. Jeho vykreslování a
aktualizace probíhá periodicky. Hlavními objekty jsou samotný robot, podkladová mapa
světa a stěny bludiště. Jiné předměty mohou být uvažovány do budoucna jako rozšíření.
Principy spojené s aktualizací, vykreslováním a obecně celou funkcionalitou virtuálního
světa a jeho částí jsou popsány v kapitole 6.
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Kapitola 4
Vizuální editor virtuálního kódu
Pokud pomineme děrné štítky, jsou počítačové programy od počátku reprezentovány v tex-
tové podobě. Od assembleru přes jazyk C až po programovací jazyky s vyšší mírou abstrakce
(C++, C#, Java, python, JavaScript, . . . ). Je tomu tak nejen z historických důvodů, ale pře-
devším kvůli jednoduchosti strojového zpracování textové informace. Dalším důvodem je
poměrně jednoduchá tvorba programu. To ovšem nemusí platit pro začínající programá-
tory nebo laickou veřejnost. Začátečník musí čelit několika problémům. Je pro něj složité
přemýšlet v logických příkazech, pokud je vůbec zná. Také musí respektovat syntaxi a
sémantiku jazyka. Z těchto a dalších důvodů vznikly vizuální programovací jazyky (ang-
licky Visual Programming Language, zkráceně VPL [18]), které tyto překážky a nedostatky
odstraňují nebo alespoň minimalizují.
Výhodou VPL je rychlé zahájení tvorby programu. Programátor nemusí studovat syn-
taxi a sémantiku jazyka, protože grafické bloky programu lze poskládat pouze jediným
správným způsobem. Program je z podstaty jazyka reprezentovaný vizuálně a je tak přehled-
nější a srozumitelnější. To ovšem platí jen do určité velikosti programu. Většina existujících
řešení (sekce 4.1) je určena k editaci programu do určitého rozsahu. Tento problém lze
částečně eliminovat zanořováním grafických bloků, jejich minimalizací nebo dynamickým
přiblížením. Tyto metody ale tvoří program méně přehledným, neboť na první pohled není
zřejmá celá implementace jako u textové reprezentace. Další nevýhodou je poměrně po-
malá tvorba programu pro zkušenějšího programátora, který může být nutností přetahovat
grafické bloky (Drag&Drop) frustrován.
4.1 Existující projekty
Problematikou vizuálních programovacích jazyků se v současnosti zabývají desítky vývo-
jových týmů [18]. Z propracovanějších jazyků relevantních vzhledem k potřebám tohoto
projektu jsem vybral jazyky Blockly 4.1.1, Scratch 4.1.2, z něho vycházející Snap! 4.1.3 a
Stencyl 4.1.4, dále pak Minibloq 4.1.5 a Lego Mindstorms 4.1.6. Všechny jsou založeny na
skládání programových bloků do sebe, podobně jako puzzle. To z toho důvodu, že virtuální
kód robota se skládá z instrukcí, které mohou být velmi vhodně reprezentovány grafickým
blokem. Výsledkem je pak vlastní VPL z části inspirovaný všemi výše zmíněnými editory.
4.1.1 Blockly
Blockly [3] je vizuální programovací jazyk založený na webové platformě. Z velké části je
tvořen JavaScriptem, do kterého je možné provést export vytvořeného programu (další mož-
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ností je Python nebo XML). Jednotlivé instrukce jsou tvořeny grafickými bloky, které do
sebe zapadají jako puzzle. Podle funkce jsou navíc barevně odlišeny. Program se tvoří me-
todou Drag&Drop přetahováním bloků z panelu do volného prostoru a spojováním s ostat-
ními bloky. Bloky se řadí pod sebou a jejich souslednost nebo zanoření přímo určuje pořadí
jejich vykonávání. Pomocí editoru je možné vytvořit program bez použití klávesnice. Jedi-
nou výjimku tvoří zadávání číselných a řetězcových konstant a názvů proměnných. Blockly
je rozsáhlý framework s početnou základnou předvytvořených bloků. Umožňuje vytvářet
programy od úrovně bitové logiky až po výpočet směrodatné odchylky z kolekce vstupů za
použití jediného bloku. Programátor navíc může vytvářet vlastní bloky pomocí JavaScriptu
a interního API (z anglického Application Programming Interface [17]). Za zmínku stojí i
podpora českého jazyka.
Na obrázku B.1 je jednoduchý programu v jazyce Blockly. Demonstruje průchod předem
známým bludištěm. Dále obrázek B.2 demonstruje chování pera na kreslícím plátně.
4.1.2 Scratch
Scratch [9] je rozsáhlý projekt zaměřený na rozvíjení technických dovedností a kreativity.
Projekt byl vytvořen a je nadále vyvíjen v MIT (Massachusetts Institute of Technology).
Je rozšířený do škol po celém světě a má rozsáhlou a aktivní komunitu uživatelů.
Umožňuje vytvářet interaktivní animace a hry a přímo je sdílet na domovské stránce
projektu. Vytvořené projekty lze spustit přímo ve webovém prohlížeči, případně zobrazit
jejich zdrojový kód. To je vhodné pro předávání zkušeností a inspirace dalším uživatelům.
Starší verze je dostupná i v podobě tradiční aplikace.
Oproti Blockly (sekce 4.1.1) nenabízí export do žádného programovacího jazyka, pouze
do formátu XML. Dále přidává možnost vytvářet vlastní bloky skládáním existujících bloků,
a to přímo uživatelem jazyka ve vizuální podobě. Vytvořené bloky lze vkládat do sebe a
vytvářet tak ekvivalent rekurzivního volání funkcí.
Grafické rozhraní je totožné jako u příbuzného projektu Snap! (sekce 4.1.3). Scratch
navíc podporuje češtinu.
4.1.3 Snap!
Snap! [16] (obrázek B.3) je odnož projektu Scratch (sekce 4.1.2). Jeho uživatelské roz-
hraní je téměř totožné. Nemá dostatečnou propagaci ani živou komunitu uživatelů, která
tak zůstává u projektu Scratch. Původní název byl BYOB, z anglického Build Your Own
Blocks. V aktuální verzi nabízí navíc lambda výrazy, podporu vláken a seznamy seznamů
(na obrázku B.4 je k vidění celá řada datových typů). Scratch začíná tyto vlastnosti rovněž
postupně podporovat.
4.1.4 Stencyl
Stencyl [13] vychází, podobně jako Snap! (sekce 4.1.3), z projektu Scratch (sekce 4.1.2). Na
rozdíl od něj je výhradně zaměřen na jednoduchý vývoj multiplatformních her (především
pro technologii Adobe Flash a HTML5). Samotné rozhraní je velmi propracované. Program
je možné zadávat pomocí VPL (prakticky totožného jako Scratch) nebo pomocí textového
jazyka ActionScript. Konverze je jednosměrná, a to z VPL do ActionScriptu.
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4.1.5 Minibloq
Minibloq [12] je vizuální programovací jazyk. Jeho primárním účelem je generování kódu
v textovém jazyce C (případně C++), který je ekvivalentní k jeho vizuální reprezentaci.
Zpětný převod není možný. Projekt je realizován v jazyce C++. Program spolupracuje s plat-
formami MultiploTM a ArduinoTM. To jsou modulární robotické systémy programovatelné
právě v jazyce C nebo C++.
Na obrázku B.5 je ukázková aplikace, která generuje vzestupný tón. Na levé straně je
samotný VPL, na pravé straně je vygenerovaný textový výstup v jazyce C. Program se
skládá z bloků. Každý blok reprezentuje jeden příkaz (většinou volání funkce). Bloky se
řadí pod sebe. Zanoření je řešené odsazením od levého okraje – podobně jako v jazyce C
nebo C++. Vstupy se zadávají z pravé strany bloků a lze je kombinovat pomocí operátorů.
Větší počet parametrů funkcí je realizován kolekcí vstupů (opět pod sebou).
4.1.6 Lego Mindstorms
Lego Mindstorms je vizuální editor speciálně určený k programování robotů Lego. Na roz-
díl od většiny výše zmíněných jazyků (s výjimkou Minibloq – sekce 4.1.5) používá Lego
Mindstorms kompaktní bloky, které do sebe nezapadají jako puzzle, ale skládají se vedle
sebe. Jejich vstupní a výstupní argumenty jsou pospojovány virtuálními datovými vodiči.
Symbol na hraně bloku udává datový typ. Může se jednat o číslo, binární hodnotu, řetězec,
adresu apod. Rovněž umožňuje vytváření vlastních bloků, velmi podobně jako vytváření
samostatných funkcí. Každý blok má kolekci vstupů a výstupů a jeho logika je založena na
skládání existujících bloků. Celý systém je založený na projektu LabVIEW.
Na obrázku 4.1 je ukázkový program. Provádí výpočet n-tého prvku Fibonacciho po-
sloupnosti rekurzivním způsobem za použití vlastního bloku. Na první pohled je patrné,
že nejslabším článkem tohoto vizuálního editoru je nutnost propojení datových vstupů a
výstupů změtí nepřehledných čar. Na obrázku B.6 je editor vlastního bloku. Umožňuje
změnit jeho název a obrázek a nadefinovat jeho vstupy a výstupy. To vše je naopak velmi
jednoduché a přehledné.
Obrázek 4.1: Lego Mindstorms – Fibonacciho posloupnost
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4.2 Návrh vlastního VPL
Návrh vlastního VPL vychází primárně z rozhraní editoru Lego Mindstorms. Jedné instrukci
programu odpovídá jeden grafický blok. Rozlišujeme dva typy, a to vestavěné a uživateli
vytvořené bloky. Každý blok má jedinečný název a ikonu, které jsou zobrazené v jeho hla-
vičce. Vestavěné i vlastní stavební bloky jsou organizovány do kategorií. Každá kategorie
má vlastní název, ikonu a barvu. Blok přiřazený do kategorie vizuálně přebírá barvu dané
kategorie a jednotlivé typy bloků jsou tak na první pohled v programu rozlišitelné podle
kategorií. Pod hlavičkou bloku se nachází kolekce vstupů a výstupů. Ty nejsou, na rozdíl
od Lego Mindstorms, propojeny virtuálním datovým vodičem. K předávání dat mezi bloky
existují 4 možné cesty. První a zároveň nejdůležitější a nejpoužívanější je operační paměť.
Dále lze hodnoty načítat a předávat prostřednictvím modulů nebo využít na vstupu libo-
volného bloku konstantu. To je vhodné ke zjednodušení a zpřehlednění programu. Výstupní
parametry je možné zahodit. Poslední možná cesta je velmi úzce spjata s tvorbou vlastního
bloku. Jedná se totiž o vstupní a výstupní parametry, které jsou mapované do paměti či na
modul nebo je jejich hodnota konstantní. Jediné povolené datové typy jsou celé číslo pro
samotná data a řetězec pro adresování proměnných, modulů a signálů.
Kód se tvoří skládáním metodou Drag&Drop. Bloky jsou řazeny za sebe, což určuje
posloupnost jejich vykonávání. Jejich pozice v souřadném systému aplikačního plátna je vy-
počítána automaticky na základě této posloupnosti a nelze ji uživatelem žádným způsobem
změnit. To je nutné ke konzistenci mezi VPL s instrukčním kódem, které jsou obousměrně
převoditelné bez nutnosti dodatečných informací.
Vestavěné typy bloků (instrukcí) se dělí na následující kategorie:
Podmínka
Na základě výsledku vyhodnocení podmínky je vnořený program buď vykonán, nebo
přeskočen. Volitelně je proveden program ve větvi else. Samotná podmínka se vždy
skládá z jediného porovnání dvou hodnot. Pro vyhodnocení složitějších podmínek je
potřeba dílčí části předem vyhodnotit v paměti do proměnných a na jejich základě
provést konečné rozhodnutí. Možná porovnání dvou hodnot jsou tato:
• A > B – hodnota A je větší než B
• A >= B – hodnota A je větší nebo rovno B
• A < B – hodnota A je menší než B
• A <= B – hodnota A je menší nebo rovno B
• A == B – hodnota A je rovna B
• A <> B – hodnota A není rovna B
Cyklus
Podmínka je umístěna na začátku cyklu a platí pro ni stejná pravidla jako pro blok
podmínky (viz výše). To znamená, že nejdříve je vyhodnocena podmínka. Pokud je
splněna, provede se kód umístěný v těle cyklu. Poté se podmínka vyhodnotí znovu.
V okamžiku, kdy není pravdivá, je tělo cyklu přeskočeno a vykonávání pokračuje
bezprostředně následujícím blokem.
Kopie hodnoty
Hodnota je beze změny přiřazena ze zdroje do cíle.
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Matematický výpočet
Výsledek operace se dvěma vstupními hodnotami je uložen do cíle. Možné operace
jsou tyto:
• A - B – rozdíl
• A + B – součet
• A / B – podíl
• A * B – součin
• A % B – zbytek po celočíselném dělení
• A ˆ B – bitový XOR
• A & B – bitový AND
• A | B – bitový OR
• A << B – posun bitů v hodnotě A o B bitů doleva
• A >> B – posun bitů doprava
Paralelní výpočet
Vstupem je kolekce podprogramů. Pro každý podprogram je vytvořeno nové virtuální
vlákno. Vykonávání probíhá pseudoparalelně v jednom fyzickém vlákně operačního
systému. Vlákno, které spouští tuto instrukci, volitelně čeká (nebo nečeká) na do-
končení všech nově vytvořených vláken.
Kontext proměnné
Zadaná proměnná vzniká vykonáním této instrukce. Je platná po dobu vykonávání
zadaného podprogramu a po jeho dokončení je paměť uvolněna. Vstupem může být i
kolekce proměnných.
Blokující čtení
Pro zjednodušení, zpřehlednění a zrychlení virtuálního kódu existuje blokující čtení,
které umožňuje čekat na změnu vstupní hodnoty nebo na splnění zadané podmínky.
V případě absence této instrukce by uživatel musel v cyklu hodnotu opakovaně číst
a porovnávat. Místo toho je zavolána jednoduchá instrukce, která nastaví podmínku
vlákna (trigger). Vlákno poté přejde do pozastaveného stavu a čeká na splnění pod-
mínky.
Signalizace
Signalizace slouží k synchronizaci vláken. Nejprve je vytvořen signál, což je celočíselná
konstanta. Vlákna následně mohou pomocí instrukce čekat na zadaný signál. Vlákno
je pozastaveno (pomocí triggeru), dokud jiné vlákno neprovede signalizaci.
Časová pauza
Vykonávání vlákna je na zadaný čas pozastaveno. Během čekání probíhá vykonávání
zbývajících vláken beze změny.
4.3 Volba technologie k implementaci vlastního VPL
K implementaci vlastního VPL byla zvolena technologie WinForms GDI+. Přestože se
jedná o technologii, jejíž vývoj je v současné chvíli ukončen, stále nabízí velký potenciál pro
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tvorbu programově vytvářeného uživatelského rozhraní. Novější technologie WPF (Win-
dows Presentation Foundation) sice nabízí pokročilé možnosti vázání ovládacích prvků na
data i vykreslování, včetně personalizace (základní koncept WPF vychází z odděleného
funkčního kódu a oddělené definice uživatelského rozhraní pomocí jazyka XAML), vývoj
aplikací pro WPF je však složitější a výsledná aplikace je paměťově i výkonově náročnější.
Pro základní operace potřebné k realizaci vlastního VPL tak plně postačuje technologie
WinForms GDI+, která sice nenabízí tak sofistikované možnosti, ale je v zásadě minima-
listická a jedná se o ověřený standard ve tvorbě aplikací.
4.3.1 WinForms GDI+
WinForms GDI+ je objektově orientované API (aplikační rozhraní), které zprostředkovává
vyšší abstrakci volání funkcí nad grafickým hardwarem. K vykreslování tak slouží funkce
jako DrawLine nebo DrawRectangle a realizace je plně v režii operačního systému. Fra-
mework .NET obsahuje velmi rozsáhlou sadu komponent, které lze za využití Parent-Child
Pattern a OOP dědičnosti skládat do sebe a dosáhnout tak komplexního chování. Toho bylo
využito i v tomto projektu.
Největší nevýhodou je zastaralý návrh modelu komponent. Jazyk C# nedisponuje ví-
cenásobnou dědičností tříd (na rozdíl od jazyka C++). Místo toho zavádí typ Interface
(rozhraní). V analogii OOP a jazyka C++ se jedná o třídu, která má všechny funkce čistě
virtuální. Rozhraní v jazyce C# tedy představuje jakousi smlouvu nebo kontrakt, kterou
se třída implementující rozhraní zavazuje poskytovat. Správný návrh by měl vycházet čistě
z návrhu rozhraní. V prvním kroku se vytvoří funkční model jednotlivých rozhraní, tj.
všechna rozhraní, jejich vzájemná provázanost a hierarchie dědičnosti. Pomocí Unit testů
a Mockery [8] lze do jisté míry ověřit i jeho korektnost. Protože rozhraní je jen jakási
obálka, která neříká nic o tom, jak se bude daný objekt chovat, lze následně vytvořit různé
třídy, které budou implementovat různá chování. Při volání funkce, kde je jako argument
vyžadováno určité rozhraní, lze dosadit libovolnou třídu, která toto rozhraní implemen-
tuje. To je umožněno díky principu dědičnosti, protože daná třída je specializací požado-
vaného rozhraní. Jednu funkci, která má jako argument rozhraní, tak lze volat s neome-
zeným množstvím různých tříd, které implementují různé chování. Tomuto návrhu se říká
Interface-based Design [2] [8]. Problém komponent .NET Framework pro WinForms GDI+
je, že místo uvedeného principu jsou založeny na principu bázových tříd a kvůli nemožnosti
vícenásobné dědičnosti je vytvoření abstraktního aplikačního rozhraní na bázi stávajících
komponent obtížněji realizovatelné.
4.4 Návrh a popis aplikačního rozhraní
Návrh API vlastního VPL vychází z faktu, že samotný jazyk se skládá z malého množství
různých komponent, které se ale vyskytují opakovaně v různém kontextu. Na obrázku 4.2
je ukázka výsledného jazyka. Základním prvkem je blok. Na obrázku jsou bloky Kontext
proměnné, Podmínka a Uspání vlákna. Jednomu bloku odpovídá jedna virtuální instrukce.
Bloky jsou skládány do sebe pomocí bloku programu. To je prvek, který sdružuje více bloků
a stará se o jejich korektní zobrazení a zarovnání. Každý blok má 0 až n bloků podprogramu.
Např. blok podmínky má podprogramy pro obě větve, tj. pro případy splnění i nesplnění
podmínky. Kontext proměnné má pouze jeden podprogram a uspání vlákna je příkladem
bloku, který nemá žádné podprogramy. Takto se bloky skládají do sebe nebo za sebe. Celý
program se vkládá do hlavního bloku programu (na obrázku červeně hlavní program). Ten
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má v analogii jazyka C stejnou roli jako hlavní funkce main. Je to tedy vstupní bod pro-
gramu. Bloky (vestavěné či uživatelské) dále obsahují různé vstupní a výstupní parametry.
Základním parametrem je obecný vstup nebo výstup čísla. Vstupy mohou být navázány
na paměť, modul, konstantu nebo vstupní parametr z nadřazeného uživatelského bloku.
Výstup může být rovněž navázán na paměť, modul či výstupní parametr nebo může být za-
hozen. Vestavěné bloky navíc disponují možností zobrazit text nebo další specifické vstupy
a výstupy. Program na obrázku 4.2 by odpovídal následujícímu pseudokódu (ve stylu jazyka
C#):
1 void main ( )
2 {
3 var time ;
4 i f ( time < 500)
5 {
6 Thread . S leep ( time ) ;
7 }
8 else
9 {}
10 }
Obrázek 4.2: VPL – ukázka hlavního programu a bloků s podprogramem
Aplikační rozhraní je navrženo s ohledem na jednoduchost použití a typovou bezpečnost.
Celý VPL je dekomponován na tři části. Těmi jsou správce kategorií, správce bloků a správce
ovládacích prvků. Jednotlivé části a relace mezi nimi jsou zachyceny také v diagramu tříd
na obrázku 4.3.
4.4.1 Aplikační rozhraní
Každá komponenta ve vizuálním jazyku implementuje základní rozhraní IVPLControl<T>,
kde T je obecný argument. Jedná se o datový typ, se kterým daný grafický ovládací prvek
pracuje.
Příklad: ovládací prvek pro blok pracuje s datovým typem instrukce (přesně IInstruction).
Ovládací prvek blok je tedy grafickou reprezentací datového typu IInstruction.
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Obrázek 4.3: VPL – digram tříd
Obrázek 4.4: Rozhraní ovládacího prvku VPL – diagram tříd
Na obrázku 4.4 je zobrazena hierarchie dědičnosti pro rozhraní komponent. Základní roz-
hraní IVPLDisplay slouží k jednosměrnému grafickému zobrazení výstupu. Data k zobrazení
jsou předána konstruktoru třídy. Funkce InitializeControls slouží k inicializaci podřízených
ovládacích prvků. Např. ovládací prvek blok při volání této funkce inicializuje své parametry
a podprogramy. Volání funkce zajišťuje vnitřní logika aplikačního rozhraní. Funkce je vo-
lána bezprostředně po konstrukci objektu. Pokud bude chtít daný prvek v budoucnosti volat
funkce vizuálního jazyka (z rozhraní IVPL), může si uložit lokální kopii reference předané
jako argument při volání této funkce (v jazyce C# jsou objekty, tedy instance tříd, při vo-
lání funkcí předávány odkazem). Funkce OfType je přítomna z důvodu zastaralého návrhu
vestavěných komponent frameworku .NET. Problematika je popsána v sekci 4.3.1. Problé-
mem je, že vlastní (nové) komponenty pro realizaci VPL musí dědit z bázové třídy Control.
Jazyk C# nepodporuje vícenásobnou dědičnost, jedinou možností rozšíření je proto imple-
mentace rozhraní (IVPLControl nebo IVPLDisplay). Pro zachování návrhu založeného na
rozhraních jsou na všech místech aplikačního rozhraní očekávány typy IVPLControl nebo
IVPLDisplay. Ty ale nemohou dědit z typu Control (rozhraní nemůže dědit z abstraktní
třídy, pouze z jiného rozhraní). Tuto závislost tak supluje funkce OfType, která vrací da-
nou komponentu jako požadovaný obecný typ, který je specializací typu Control. Dále se
předpokládá, že pro navrácený typ je implementováno samotné rozhraní, nad kterým byla
volána tato funkce. To z toho důvodu, že programově sice lze vytvořit obecný typ, který
15
je specializací typu Control a implementuje rozhraní IVPLControl, ale při vytváření no-
vého ovládacího prvku specializací (např. existujícího prvku TextBox ) by tento ovládací
prvek musel dědit z nového obecného typu i z typu TextBox, což nelze. Pro lepší představu
následuje komentovaný pseudokód, který tento fakt postihuje:
1 // t o t o j e bázová t ř í da , ze k t e r é by měly vycháze t všechny
ov l ádac í prvky
2 public class VPLControlBase : Control , IVPLControl
3 {
4 . . .
5 }
6
7 // ukázková t ř í d a pro ov l ádac í prvek TextBox
8 public class VPLTextBox : TextBox , VPLControlBase //chyba ,
v ícenásobná děd i čnos t
9 {
10 . . .
11 }
Funkci OfType lze implementovat následovně:
1 public TType OfType<TType>() where TType : Control
2 {
3 return this as TType ;
4 }
Specializací rozhraní IVPLDisplay je rozhraní IVPLControl, které zavádí funkci Get-
Context s návratovým typem IVPLControlContext (diagram tříd je na obrázku 4.5). Roz-
hraní slouží k určení kontextu, ve kterém se aktuální ovládací prvek nachází. Kontext obsa-
huje dvě kolekce. Těmi jsou kolekce proměnných (pro alokovaná místa v paměti) a kolekce
modulů. Kontext pro daný ovládací prvek je získáván rekurzivním voláním z nadřazených
ovládacích prvků. K tomu slouží metoda API GetParentContext s argumentem prvku, který
tuto metodu volá, tedy klíčovým slovem this. Implementace této funkce ve standardním
ovládacím prvku, který do kontextu nepřidává žádnou hodnotu a pouze propaguje kontext
z nadřazeného prvku, vypadá následovně:
1 public IVPLControlContext GetContext (IVPL vpl )
2 {
3 return vpl . GetParentContex ( this ) ;
4 }
Rozhraní, které je nejvíce specializované, je rozhraní IVPLControl<T>. Zavádí funkce
GetValue a SetValue, které slouží k inicializaci (načtení dat) ovládacího prvku nebo k ex-
portu hodnoty. Výsledný program tak lze získat voláním funkce GetValue nad objektem
ovládacího prvku hlavního programu, jehož návratová hodnota je IProgram. Získání hod-
noty z podřízených ovládacích prvků se provádí rekurzivně. Podprogramy jsou voláním
funkce GetValue vráceny v kolekci typu IVPLControl<IEnumerable<IProgram>> a proto
je potřeba tuto kolekci nejdříve voláním funkce ToList převést na seznam, k jehož prvkům
je možné přistupovat prostřednictvím číselných indexů. Např. pro ovládací prvek podmínky
vypadá definice funkce GetValue následovně:
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1 public ove r r i d e IProgram GetValue ( )
2 {
3 var cond i t i on = Condit ionContro l . GetValue ( ) ;
4 var programs = Programs . GetValue ( ) . ToList ( ) ;
5 var i fProgram = programs [ 0 ] ;
6 var elseProgram = programs [ 1 ] ;
7
8 var i n s t r u c t i o n = new In s t ruc t i onCond i t i on ( cond i t ion ,
ifProgram , elseProgram ) ;
9 return new Program( i n s t r u c t i o n ) ;
10 }
Jak je vidět, podmínka je získána z podřízeného prvku ConditionControl rekurzivním volá-
ním funkce GetValue. Podobně z podřízeného prvku Programs pro obě větve podprogramů.
Výsledek je zabalen do objektu InstructionCondition a následně do objektu Program, který
implementuje rozhraní IProgram.
Obrázek 4.5: Kontext prvku VPL – digram tříd
4.4.2 Správce kategorií
Správce kategorií sdružuje všechny kategorie bloků do jedné kolekce typu IList<ICategory>.
Navíc poskytuje metodu pro vyhledání kategorie podle jejího jména.
Kategorie je definovaná svým názvem, barvou a ikonou. Barva je využita v záhlaví bloků
a název spolu s ikonou při zobrazení správce bloků, kde jsou jednotlivé bloky zařazeny do
svých kategorií a každé kategorii odpovídá vlastní grafická záložka.
4.4.3 Správce bloků
Správce bloků udržuje kolekci programově nadefinovaných bloků. Umožňuje vyhledat podm-
nožinu bloků na základě názvu kategorie nebo celé definice kategorie (ICategory). To je
vhodné zejména pro přehledné zobrazení existujících bloků po kategoriích.
Popis bloku (definice) se skládá z hlavičky bloku a z funkce (delegátu) pro získání
ovládacího prvku. Při implementaci by měla tato funkce obalovat pouze volání konstruktoru
specifické třídy s vhodnými argumenty. Hlavička bloku obsahuje jeho název, stručný popis,
typ (uživatelský nebo vestavěný blok), název kategorie, ikonu, kolekci popisů parametrů a
kolekci popisů podprogramů. Každý parametr je charakterizován názvem, ikonou a typem
(vstupní nebo výstupní). Popis podprogramu obsahuje pouze jeho název. Barva záhlaví
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je doplněna automaticky dle barvy záhlaví bloku, do kterého podprogram patří. Ikona se
u podprogramu nezobrazuje.
K zobrazení správce bloků slouží komponenta BlockManagerControl, která je speciali-
zací komponenty ManagedTabControl [6]. Komponenta je volně dostupná pod licencí GNU
General Public License version 3.0 a pro účely této práce byla rozšířena o možnost vykres-
lování každé záložky jinou barvou. Jednotlivé bloky, definované ve správci bloků a sdružené
do kategorií, jsou zobrazeny v přehledné grafické podobě, jak ukazuje obrázek 4.6.
Obrázek 4.6: Ovládací prvek pro správce bloků
4.4.4 Správce ovládacích prvků
Správce ovládacích prvků je nejdůležitější částí pro realizaci VPL. Kromě samotných bloků
spravuje kolekci všech komponent, které se v jazyce používají. Nadřazené prvky získávají
ovládací prvky pro podřízené části právě voláním funkcí, které poskytuje správce ovládacích
prvků.
Ovládací prvky jsou, jak už bylo nastíněno na začátku této sekce a vyobrazeno na
obrázku 4.4, děleny do dvou pomyslných kategorií. Komponenty pro zobrazování dat a
komponenty pro zobrazování a získávání dat. Pro tyto kategorie poskytuje správce funkce
GetDisplayFor a GetControlFor. Funkce jsou obecné. Existuje několik přetížení. Základní
verze funkce má následující signaturu:
1 IVPLControl<TDst> GetControlFor<TSrc , TDst>(TSrc source ) ;
TDst je očekávaný typ, se kterým má výsledná komponenta pracovat. TSrc je typ zdroje,
který slouží k instanciaci komponenty. Je to popisný objekt libovolného typu, který obsahuje
informace nutné k inicializaci komponenty. Princip užití lze nejlépe demonstrovat na sérii
různých příkladů:
1 //proměnná f a c t o r y j e typu IVPLControlFactory
2
3 // 1 . z í s k á n í ov l ádac ího prvku , k t e r ý z o b r a z í t e x t
4 var l a b e l = f a c t o ry . GetDisplayFor ( ”Zobrazený text ” ) ;
5 // 2 . z í s k á n í ov l ádac ího prvku , k t e r ý e d i t u j e t e x t
6 var textBox = fa c t o ry . GetControlFor<s t r i ng >() ;
7 // 3 . z í s k á n í ov l ádac ího prvku pro v s tupn í parametr b loku
8 var d e s c r i p t i o n = new GenericInputParameter
9 {
10 Name = ”A” ,
11 Icon = Resources . ImageA
12 } ;
13 var input = fa c t o ry . GetControlFor<IValueSource>( d e s c r i p t i o n ) ;
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Princip fungování je založen na vyhledávání navzájem odpovídajících datových typů.
Samotná komponenta je, podobně jako u správce bloků, reprezentována delegátem, jehož
voláním získáme novou instanci ovládacího prvku. Kolekce delegátů je uložena v asociativní
paměti (Dictionary). Klíčem je dvojice typů (typ popisného objektu a typ, nad kterým bude
komponenta operovat). Při volání funkce GetDisplayFor nebo GetControlFor se v asoci-
ativní paměti dle zadaných typů vyhledá příslušný delegát. Ten je následně vykonán se
zadaným vstupním argumentem správného typu. Výsledkem vykonání je ovládací prvek,
nad kterým je bezprostředně zavolána funkce InitializeControls pro správnou inicializaci
podřízených ovládacích prvků. Teprve poté je komponenta vrácena jako výsledek funkce.
K definici nových ovládacích prvků slouží funkce AddDisplayFunc a AddConvertFunc. Ná-
sleduje ukázka použití:
1 AddDisplayFunc<s t r i ng >(DisplayFunc ) ;
2 AddConvertFunc<GenericInputParameter , IValueSource>(
ConvertFunc ) ;
3 . . .
4 IVPLDisplay DisplayFunc ( s t r i n g value )
5 {
6 return new TextOutputControl ( va lue ) ;
7 }
8
9 IVPLControl<IValueSource> ConvertFunc ( GenericInputParameter
gener ic InputParameter )
10 {
11 return new InputS lotContro l ( gener ic InputParameter ) ;
12 }
19
Kapitola 5
Vykonávání virtuálního kódu
Virtuální kód je zapsán v podobě kolekce instrukcí. Ty jsou postupně vykonávány a tím
se mění stav virtuálního stroje. K pochopení detailního principu plánování a vykonávání
instrukčního kódu (sekce 5.3) je nejprve třeba se seznámit se strukturou virtuálního stroje
a formátem instrukcí. Struktura je popsána v sekci 5.1 a rozhraní instrukcí pak v sekci 5.2.
5.1 Struktura virtuálního stroje
Paměť
Správce modulů
Modul
Vykonávání 
instrukcí
Modul
Program
Vizuální 
programovací 
jazyk
Plánovač
Modul
Obrázek 5.1: Běhové prostředí
Přehledová struktura je znázorněna na obrázku 5.1. VPL poskytuje program v podobě
instrukcí. Plánovač tyto instrukce převádí na dílčí operace a ty jsou teprve vykonávány,
čímž je ovlivněna sdílená paměť (sekce 5.1.1) a moduly robota (sekce 5.1.3). Interní struk-
tura vykonávání instrukcí je na obrázku 5.2. Řídící logika se stará o správnou sekvenci
vykonávání instrukcí a také o zajištění atomičnosti operací při pseudoparalelním zpraco-
vání. K tomu dopomáhá správce vláken (sekce 5.1.4), který udržuje jejich stavy. Přidělené
časové kvantum vlákna pro vykonávání instrukcí má na starosti správce ceny vykonávání
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Obrázek 5.2: Vykonávání instrukcí – interní struktura
(více v sekci 5.3). K realizaci složitějších operací, například kopírování hodnoty z paměti
do paměti, slouží pracovní paměť (akumulátor), která poskytuje odkládací prostor. Důvod
použití tohoto mechanismu a princip fungování je vysvětlen v sekci 5.1.2.
5.1.1 Sdílená paměť
Sdílená paměť je řešena jako homogenní jednorozměrné asociativní pole. Klíčem je řetězec
udávající název proměnné. Jediný podporovaný datový typ je celé číslo se znaménkem.
Paměť podporuje operace pro alokaci nové proměnné, její uvolnění a dále samotný zápis
a čtení hodnoty. Ve spolupráci se správcem vláken a správcem zásobníku volání umožňuje
deklarovat i lokální proměnné pro realizaci podprogramu uživatelsky definovaného bloku.
Pro jednoduchost a přehlednost celého řešení zde tento princip není popsán.
Při vytvoření nového vlákna vznikne pro toto vlákno nový kontext paměti, který ob-
sahuje reference (odkazy) na proměnné nadřazeného vlákna. Díky tomu lze přistupovat ke
stejné proměnné z různých vláken. Sdílená proměnná je uvolněna až po uvolnění všech refe-
rencí, tj. po ukončení všech podřízených vláken a po uvolnění paměti nadřazeným vláknem
(ne nutně v tomto pořadí).
5.1.2 Pracovní paměť
Pracovní paměť (akumulátor) slouží k realizaci složitějších instrukcí, které jsou plánovačem
naplánovány jako série dílčích operací. Každá dílčí operace vždy provádí maximálně jedno
čtení (nebo zápis) z paměti nebo modulů (periferií). Z toho důvodu nelze jedinou operací
provést kopírování hodnoty z paměti do paměti nebo z paměti do modulu apod. Řešením je
právě akumulátor. Např. při zmiňované operaci kopírování hodnoty z paměti do modulu je
v prvním kroku přečtena hodnota z paměti a uložena do akumulátoru. V druhém kroku je
hodnota načtena z akumulátoru a zaslána do modulu. Tím je dosaženo provádění maximálně
jedné operace čtení nebo zápisu z periferií v jedné operaci.
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Pracovní paměť sestává ze čtyř registrů A-D. Každý může udržovat jednu celočíselnou
hodnotu. Každé vlákno má vlastní akumulátor a při přepnutí kontextu vlákna automaticky
dojde k načtení a uložení správného akumulátoru podle aktivního vlákna.
5.1.3 Moduly
Moduly slouží k jednotné obsluze periferií robota (senzorů a efektorů). Navíc definují
množinu podporovaných operací. Každý robot má nainstalovanou určitou podmnožinu
množiny všech existujících modulů. Část modulů je vestavěná, další je možné doprogramo-
vat. Implementace vestavěných modulů je popsána v sekcích 6.2.5 (diferenciální podvozek),
6.2.6 (sonar) a 6.2.7 (optický senzor).
5.1.4 Vlákna
Vlákna slouží k realizaci pseudoparalelního vykonávání instrukcí. Vykonávání není plně
paralelní, protože probíhá v jednom vlákně fyzického operačního systému. Vstupní program
robota je nejprve spuštěn v jediném vlákně. Další vlákna mohou vzniknout vykonáním
speciální instrukce Fork (česky rozdělit/rozdvojit). Dle nastavení parametrů instrukce pak
rodičovské vlákno buď čeká, nebo nečeká na dokončení běhu podřízených vláken.
Každé vlákno obsahuje specifické informace: jedinečný identifikátor v rámci běhového
prostředí, dobu od spuštění vlákna v milisekundách, přidělené výpočetní prostředky, kontext
vlákna, který obsahuje především hodnoty akumulátorů, stav vlákna a triggery (popsané
dále) a v neposlední řadě také naplánovaný program v podobě kolekce dílčích operací. Při-
dělené výpočetní prostředky jsou přidělené kvantum, které nepřímo udává, kolik instrukcí
může vlákno vykonat před tím, než bude procesorový čas přidělen jinému vláknu (viz sekce
5.3).
Stav vlákna
Možné stavy vláken a přechody mezi nimi definuje stavový automat na obrázku 5.3. Ten
rovněž zobrazuje celý životní cyklus vlákna, od jeho vytvoření přes vykonávání až po od-
stranění a uvolnění zdrojů. Po vytvoření je vlákno běžící. V tomto stavu jsou instrukce
normálně vykonávány. Pokud některá z vykonaných instrukcí nastaví podmínku vlákna
(tzv. trigger, viz níže), bude běh vlákna pozastaven do doby, než bude podmínka splněna.
Poté bude vykonávání instrukcí pokračovat. Podobně lze vlákno pozastavit bez nastavení
podmínky. Návrat k běžícímu stavu poté musí provést instrukční kód jiného vlákna. Po
vykonání všech instrukcí dojde k ukončení vlákna. Zde nastávají dvě možnosti. Pokud se
jedná o podřízené vlákno a rodičovské vlákno čeká na jeho ukončení, je podřízené vlákno
převedeno do stavu mátoha. V tomto stavu čeká, dokud rodičovské vlákno nevyzvedne jeho
stav. Poté přechází do stavu mrtvého vlákna. Do tohoto stavu se dostane také v případě, že
na jeho dokončení rodičovské vlákno nečeká. Mrtvá vlákna již nemají žádný význam, jejich
odstraňování z kolekce vláken se provádí periodicky.
Triggery
Trigger (česky spínač nebo spoušť) slouží k pozastavení vlákna do doby, než bude splněna
zadaná podmínka. Vlákno lze pozastavit například na určitý počet milisekund nebo po
dobu běhu podřízených vláken. V zadané podmínce lze použít hodnoty z paměti i modulů
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Obrázek 5.3: Konečný automat stavu vlákna
a tím běh vláken synchronizovat. Po splnění podmínky je vlákno přepnuto do stavu běžící a
vykonávání instrukcí pokračuje instrukcí následující po instrukci, která podmínku nastavila.
5.2 Rozhraní instrukcí
Každá instrukce povinně obsahuje kolekci podprogramů (program je kolekce instrukcí).
Například instrukce podmíněného vykonání obsahuje dva podprogramy pro obě možné
pravdivostní hodnoty zadaného výrazu (podmínka je při vykonání buď splněna, nebo ne-
splněna, jiný stav neexistuje). Tím je docíleno zanoření instrukcí. Druhou a nejdůležitější
částí definice instrukce je implementace funkce Schedule. Vstupem je rozhraní plánovače
a výstupem naplánované kroky (dílčí operace) podle interní logiky konkrétní instrukce.
Princip a důvody plánování jsou detailně popsány v následující sekci 5.3.
5.3 Plánování a vykonávání
Plánování a vykonávání instrukcí je jádrem každého robota. Umožňuje mu realizaci rozho-
dování a interakci s okolním světem. Vykonávání instrukcí by mohlo být implementováno
samostatně bez předchozího plánování dílčích operací. Muselo by však běžet v samostat-
ném fyzickém vlákně a synchronizovat svůj běh se smyčkou vykreslování světa (viz kapitola
6). Dalším problém by nastal při implementaci paralelního vykonávání instrukčního kódu.
Pro každé vlákno robota by muselo vzniknout další fyzické vlákno. Jejich synchronizace
by byla ještě složitější. Namísto toho probíhá vykonávání všech vláken robota v jednom
fyzickém vlákně. Instrukce jsou nejdříve naplánovány do dílčích operací a ty jsou následně
vykonávány. Vykonávání tak lze přerušit po dokončení libovolné dílčí operace, nikoli až po
dokončení celé instrukce, která může mít velké množství podprogramů a v nejhorším pří-
padě by mohla realizovat veškerou rozhodovací logiku robota nebo uváznout v nekonečné
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smyčce. V takovém případě by k přerušení vykonávání nedošlo nikdy, což není žádoucí.
Protože jsou všechna vlákna vykonávána jedním fyzickým vláknem, je potřeba zajistit
rovnoměrné vykonávání kódu každého z nich. Jednotlivá vlákna proto obsahují naplánovaný
instrukční kód, kde každá dílčí operace obsahuje cenu jejího vykonání. Vláknu je přiděleno
určité kvantum ceny, které může vykonat. Vykonání každé operace snižuje toto přidělené
kvantum až do úplného vyčerpání. V ten okamžik je vykonávání vlákna přerušeno a celý
proces se opakuje pro jiné vlákno. Tomuto způsobu se říká preemptivní plánování. Na rozdíl
od nepreemptivního při něm plánovač nečeká na dobrovolné odevzdání procesoru vláknem,
ale po vyčerpání přidělených prostředků vláknu procesor odebere. Pro účely tohoto projektu
byl použit plánovač Round-robin popsaný v sekci 5.3.1.
Plánování instrukce probíhá jako dekompozice problému na kolekci menších operací.
Každá dílčí operace může po svém provedení vrátit nový plán vykonávání, který bude
umístěn na začátek současného plánu. Princip lze lépe demonstrovat na konkrétním pří-
kladu. Mějme instrukci Cyklus, která obsahuje podmínku a jeden podprogram. Logika je
následující: program je vykonáván cyklicky, dokud podmínka platí. Nejdříve je potřeba
vyhodnotit samotnou podmínku. Ta je naplánována do tří kroků takto (zapsáno pseudokó-
dem):
1 plan1 = Schedule (A = Read( Le f t ) ) ;
2 plan2 = Schedule (B = Read( Right ) ) ;
3 plan3 = Schedule (C = Evaluate (A, B, Operator ) ) ;
A, B a C jsou hodnoty akumulátoru, Left a Right jsou levý a pravý operand podmínky,
Operator je způsob porovnání hodnot (např. větší, menší, rovno atp.), Read je čtení hod-
noty, funkce Evaluate provede samotné vyhodnocení podmínky a výsledkem je pravdivostní
hodnota (pravda/nepravda). Funkce Schedule slouží k naplánování operace pro pozdější vy-
konání. Položky plan1-3 obsahují naplánované dílčí operace. Dalším krokem je rozhodnout
na základě hodnoty akumulátoru C, zda bude naplánováno tělo cyklu (podprogram), nebo
zda bude vykonávání pokračovat dále (v případě, že podmínka již neplatí). Je také potřeba
si uvědomit, že v případě, kdy naplánujeme vykonání podprogramu, je potřeba po jeho
vykonání na základě aktuální platnosti podmínky opět rozhodnout, zda máme napláno-
vat podprogram, nebo vykonávání cyklu ukončit. Toho dosáhneme jednoduše připojením
instrukce cyklu za konec podprogramu cyklu, a to následovně (zapsáno pseudokódem):
4 program = Subprogram . Concat ( this ) ;
Posledním krokem je již zmiňované rozhodnutí na základě hodnoty akumulátoru C (řádek
č. 5) a vrácení kolekce naplánovaných operací jako výstup funkce Plan.Create (řádek č. 6):
5 plan4 = Schedule ( Decide (C, program , nu l l ) ) ;
6 return Plan . Create ( plan1 , plan2 , plan3 , plan4 ) ;
Logika funkce Decide je taková, že pokud je hodnota (v tomto případě akumulátor C)
pravdivá, je rekurzivně naplánován celý program, v opačném případě je naplánován program
null a výsledkem bude prázdný plán.
Rozhraní plánovače z logických důvodů koresponduje se strukturou virtuálního stroje.
Je potřeba plánovat operace, které budou následně vykonány nad virtuálním strojem. Cena
vykonání dílčí naplánované operace je vypočítána na základě použitých prostředků (např.
čtení z paměti nebo modulu apod.). Dílčí ceny poskytuje správce ceny vykonávání.
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5.3.1 Round-robin
Round-robin je standardní plánovací algoritmus (v tomto kontextu je plánováním myšleno
přidělování procesoru jednotlivým vláknům), který je jednoduchý na porozumění i na imple-
mentaci. Základní myšlenkou je rovnoměrné přidělování procesoru vláknům po stejných ča-
sových kvantech. Pokud vlákno přidělený čas vyčerpá, je procesor přidělen dalšímu vláknu.
Pokud vlákno přidělený čas nevyužije úplně, dojde k přepnutí kontextu na jiné vlákno
okamžitě. Vlákna se střídají pravidelně cyklicky. Tím je zajištěno, že nedojde ke stárnutí.
Pro potřeby tohoto projektu je místo časového kvanta použita cenová funkce operací,
která závisí na typu prováděné operace. Cena přibližně odpovídá předpokládané náročnosti
operace. Například čtení z paměti má nižší cenové ohodnocení než zápis a zápis do paměti
je méně náročný než do modulu. Následuje pseudokód plánovacího algoritmu:
1 fo r each (Thread in RunningThreads )
2 {
3 Runtime . SetCurrentThread (Thread ) ;
4
5 RemainingCost = DefaultCost ;
6 while ( Thread i s Running AND RemainingCost > 0)
7 {
8 i f ( Plan i s Empty)
9 {
10 Thread . Die ( ) ;
11 break ;
12 }
13
14 item = Plan . Next ( ) ;
15 var newPlan = item . Execute ( Scheduler , Runtime ) ;
16
17 RemainingCost −= item . Cost ;
18
19 Plan = newPlan . Concat ( Plan ) ;
20 }
21 }
22 Runtime . SetCurrentThread ( nu l l ) ;
Základem algoritmu je iterace přes všechna běžící vlákna. Prvním krokem je nastavení
kontextu vlákna (řádek č. 3). V tomto kroku je vlákno nastaveno jako aktivní a také je
nastaven akumulátor vlákna pro správné vykonání instrukcí po přerušení. Na řádku č. 5 je
přiděleno plné kvantum pro vykonávání. Poté následuje iterace přes naplánované operace.
Vykonávání je zastaveno (přerušeno), pokud se změní stav vlákna nebo pokud je vyčer-
páno přidělené kvantum. Pokud je plán vykonávání prázdný, vlákno umírá a podle potřeby
přechází do stavu mátoha nebo mrtvé vlákno (viz sekce 5.1.4). Na řádku č. 14 je načtena
další operace z plánu a na následujícím řádku je za pomocí plánovače a virtuálního stroje
vyhodnocena. Výsledkem je nový plán, který je vložen před ten stávající (viz řádek č. 19).
Řádek č. 17 zajišťuje odečtení ceny vykonání operace.
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Kapitola 6
Virtuální svět
Virtuální svět tvoří jeho mapa a stavy všech objektů, které jsou v něm umístěné. Hlavním
objektem je samotný robot. K vykreslení robota je potřeba znát jeho pozici, azimut a
bitmapu, která definuje jeho vzhled, případně jeho rozměry.
Významnou funkcí je schopnost interpolace z jednoho stavu do druhého. To z toho
důvodu, že existuje nesoulad mezi frekvencí aktualizace světa a rychlostí vykreslování. Ak-
tualizace je prováděna periodicky každých 5 ms (tzn. 20 aktualizací za vteřinu). Naproti
tomu svět je vykreslován dle možností procesoru a výkonu grafické karty s omezením na 60
snímků za vteřinu (FPS – z anglického Frames Per Second). Z toho plyne, že více než 20 FPS
by při vykreslování bez interpolace nemělo žádný přínos, protože každé 3 po sobě jdoucí
snímky by byly vykresleny totožně. Namísto toho jsou jednotlivé stavy světa postupně
interpolovány a výsledkem je výrazně plynulejší animace. O vykreslování vč. interpolace
se stará Delta Engine popsaný v sekci 6.1. Samotná implementace, jejímž základem jsou
objekty Delta Engine, je popsána v sekci 6.2.
6.1 Delta Engine
Delta Engine [4] je programové prostředí určené primárně pro tvorbu her v jazyce C#. Je
ale vhodné pro libovolné projekty vyžadující rychlé vykreslování objektů a snadnou imple-
mentaci pomocí uniformního přístupu. Kombinuje fyzikální prostředí Farseer Physics [5] a
mnoho knihoven pro vykreslování 2D i 3D objektů (například OpenTK, GLFW, SharpDX,
SlimDX nebo XNA). Celý projekt je prozatím ve verzi beta, což ovšem nebrání jeho použití.
Doposud vzniklo za pomoci Delta Engine více než deset úspěšných projektů a další jsou ve
vývoji. Celý framework je multiplatformní a do budoucna bude použitelný i pro zařízení
s operačním systémem Android. Aktuálně je dostupný ve verzi 1.0 pro volné využití jako
open source.
6.1.1 Struktura
Celé prostředí Delta Engine se skládá z několika komponent. Nejdůležitější je samotné jádro,
dále pak komponenty pro vykreslování a systém pro správu obsahu. Celá struktura je zná-
zorněna na obrázku 6.1. Modul pro správu obsahu slouží k načítání textur, textových fontů,
grafických podprogramů (anglicky shader) a dalších dat, která jsou specifická pro danou
aplikaci. Umožňuje jejich načítání z lokálního úložiště nebo z cloud serveru provozovaného
vývojáři Delta Engine.
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Obrázek 6.1: Přehled komponent programového prostředí Delta Engine (převzato z [4])
6.1.2 Rozhraní
Pro celou aplikaci vždy existuje jedna instance Delta Engine (návrhový vzor Jedináček,
anglicky Singleton). Vlastní objekty, které mají být vykresleny, musí být specializací třídy
DrawableEntity. Voláním konstruktoru při instanciaci třídy dojde k automatické registraci
vytvořeného objektu do kolekce objektů určených k vykreslování. Pokud má být objekt
také aktualizován, postačí implementovat rozhraní Updateable a jeho funkci Update. Ta je
volána periodicky a zajišťuje aktualizaci stavu objektu. Výchozí perioda volání funkce je
5 ms. Při každé aktualizaci robota je vykonáno určité množství instrukcí (viz kapitola 5),
vypočítána nová rychlost, azimut a nakonec i nová pozice.
6.2 Implementace
Implementace virtuálního světa je založená na programovém prostředí Delta Engine. Bázo-
vou třídou, která byla použita pro vykreslení všech objektů, je Sprite. Ta obsahuje základní
vlastnosti jako je pozice, velikost, rotace, barva a bitmapa objektu (určuje vzhled objektu
při vykreslení). Při nastavení libovolného parametru dojde k automatické aktualizaci stavu
vykreslovaného objektu. Dalším důležitým parametrem je příznak IsActive, který udává,
zda je daný objekt aktivní. Pokud aktivní není, objekt se nevykresluje ani neaktualizuje. To
je vhodné zejména pro optimalizaci. Na scéně může být velké množství grafických objektů
a pokud je potřeba některé skrýt a poté opět zobrazit, stačí použít tento příznak. Bez něj
by bylo nutné celý objekt uvolnit z paměti a při opětovném zobrazení ho znovu vytvořit,
což je časově náročná operace. Tohoto principu je využito při implementaci přepínání mezi
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uživatelským a referenčním řešení (viz sekce 7.2).
6.2.1 Dynamická bitmapa objektů
Základní objekt Sprite umožňuje pouze jednosměrné nastavení a vykreslení obrazové bit-
mapy. Pro potřeby implementace virtuální mapy světa, zejména kvůli optickému senzoru, je
potřeba tento koncept rozšířit o možnost čtení informací z jednotlivých pixelů (obrazových
bodů) na zadaných pozicích. Výsledná třída (DynamicSprite) tak obsahuje pole pixelů,
které je aktualizováno při každém nastavení bitmapy a zároveň jsou z něj informace přímo
získávány. Při změně velikosti vykreslovaného obrazu dojde automaticky také ke změně
velikosti interního pole pixelů.
6.2.2 Mapa světa
Mapa světa obsahuje podkladovou bitmapu, která slouží například pro úlohu sledování
čáry robotem. Uživatel může načíst bitmapu, nastavit její zvětšení nebo zmenšení (při
zachování poměru stran), dále pak střed a rotaci kolem středu ve stupních. Třída mapy
světa (World) je specializací třídy DynamicSprite, díky tomu je možné nastavit bitmapu
světa a zároveň mohou moduly robota hodnoty jednotlivých pixelů i číst. Další vlastnosti
jako střed a rotace kolem středu jsou vlastnosti třídy Sprite, které jsou implementovány
v základu programového prostředí Delta Engine. Hierarchie tříd je znázorněna na obrázku
6.2.
Obrázek 6.2: Hierarchie dědičnosti třídy World
6.2.3 Bludiště
Bludiště se skládá ze vzájemně kolmých stěn. Je generováno na základě popisu rozložení stěn
a dalších parametrů, jako je pozice (střed) bludiště, tloušťka stěn a rozestup mezi nimi. Třída
bludiště (Maze) sama o sobě není ve virtuálním světě vykreslována. Namísto toho obsahuje
kolekci stěn, které již vykreslovány jsou. Při nastavení nového bludiště jsou stávající stěny
opětovně použity. Zbývající nepoužité stěny jsou uvolněny z paměti a v případě nedostatku
jsou alokovány nové. Grafický uživatelský editor bludiště je popsaný v sekci 7.1.
Formát popisu bludiště
Vzhledem k tomu, že se v bludišti nacházejí pouze pravoúhlé stěny, lze jeho strukturu
uchovat v dvourozměrném poli. Každý prvek pak obsahuje výčet stěn, které se nacházejí
mezi sousedícími prvky. Výčet má vlastnost příznaku (typ enum s atributem Flags), to
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znamená, že při vhodném binárním kódování lze příznaky stěn kombinovat. Následující
kód v jazyce C# ukazuje jednu z možných reprezentací takového výčtu:
1 [ Flags ]
2 public enum MazeWalls : byte
3 {
4 None = 0 , // Žádná s těna
5 Le f t = 1 , // Levá s těna
6 Top = 2 , // Vrchní s těna
7 Right = 4 , // Pravá s těna
8 Bottom = 8 , // Spodní s těna
9 Al l = Le f t | Right | Top | Bottom // Všechny s těny
10 }
K reprezentaci libovolné kombinace stěn pak lze použít bitový součet. Výslednou hodnotu
lze uložit do proměnné o velikosti 4 bitů, což je polovina bajtu. Takový datový typ však
v jazyce C# neexistuje a proto byl použit další nejmenší možný typ, tedy celý bajt (byte).
Například pokud chceme znázornit buňku, která bude mít stěnu na levé a pravé straně, pak
použijeme tento kód:
1 var le f tAndRight = MazeWalls . Le f t | MazeWalls . Right ;
Při použití této reprezentace v poli musíme vždy upravit hodnoty buněk sousedících ve
čtyřokolí, aby korespondovaly s reprezentací hodnoty v aktuální buňce. Pokud například
v buňce nastavíme příznak levé stěny, pak v levé sousedící buňce musíme nastavit příznak
pravé stěny. Obrázek 6.3 znázorňuje příklad malého bludiště o rozměrech 3x3 buňky a
tabulka 6.1 obsahuje jeho datovou reprezentaci.
Obrázek 6.3: Příklad jednoduchého bludiště
Left | Top | Bottom Top Top | Right
Left | Top | Bottom Right Left | Right
Left | Top | Bottom Right | Bottom Left | Right | Bottom
Tabulka 6.1: Reprezentace bludiště z obrázku 6.3
6.2.4 Robot
Robot je hlavním objektem virtuálního světa. V současné chvíli se také jedná o jediný ak-
tivní prvek. Ostatní prvky jsou pasivní. Důležitými vlastnostmi robota jsou jeho pozice a
rotace. Těm může uživatel nastavit počáteční hodnotu. Při spuštění simulace začne robot
provádět instrukční kód, který může předávat příkazy motorům diferenciálního podvozku a
výsledkem bude změna aktuální pozice a rotace robota (diferenciální podvozek je popsaný
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v sekci 6.2.5). Senzory a efektory jsou na robota instalovány prostřednictvím programových
modulů. Podvozek je již předpřipravený a uživatel může měnit jeho parametry, jako jsou
akcelerace, decelerace a maximální rychlost. Další moduly může přidat dynamicky prostřed-
nictvím uživatelského rozhraní. V demonstrační aplikaci, která je předmětem této práce,
je možné přidat sonar (sekce 6.2.6) a optický senzor (sekce 6.2.7). Programově je možné
přidat libovolné množství dalších modulů.
Další, neméně významnou vlastností robota, je jeho velikost, na které závisí rozchod
nápravy diferenciálního podvozku a umístění i velikost nainstalovaných modulů. Pozice
modulů je určena relativně vzhledem ke středu robota a jeho velikosti. To znamená, že
hodnota se zadává v procentech, kdy 100 % znamená okraj robota a 0 % jeho střed. Záporná
hodnota značí opačný směr a hodnota větší než 100 % znamená, že modul se nachází mimo
vymezenou oblast robota.
Celý souřadný systém znázorňuje obrázek 6.4. Rotace modulu je rovněž relativní vůči
rotaci robota. Ve výsledku to znamená, že pozice a rotace modulu je závislá na pozici, rotaci
a velikosti robota. Při libovolné změně jednoho z těchto parametrů se musí přepočítat pozice
a rotace všech modulů, které jsou na robota nainstalovány.
Obrázek 6.4: Souřadný systém relativní pozice vzhledem ke středu a velikosti robota
6.2.5 Diferenciální podvozek
Diferenciální podvozek je jedním z nejjednodušších a nejpoužívanějších podvozků robota.
To z toho důvodu, že ovládání robota je poměrně jednoduché. Mezi hlavní přednosti patří
snadný výpočet ujeté vzdálenosti a natočení robota. Diferenciální podvozek je znázorněn
na obrázku 6.5. Jediným parametrem, který se podílí na výsledných vlastnostech podvozku,
je rozchod nápravy, což je vzdálenost středů otisků pneumatik.
Podvozek je řízen dvěma nezávislými motory. Výsledná rychlost robota a směr jeho po-
hybu závisí na poměru rychlostí obou motorů. Pokud uvažujeme lineární zrychlení, případně
zpomalení, závisí dráha s ujetá za čas t na průměrné rychlosti levého (vl) a pravého (vr)
motoru za čas t. Dráha je vypočtena pomocí rovnice 6.1. Podobně přírůstek rotace robota
θ za čas t lze opět vypočítat pomocí průměrné rychlosti levého a pravého motoru a také
pomocí rozchodu nápravy L. Výpočet znázorňuje rovnice 6.2, výsledný úhel je v radiánech.
Rovnice 6.1 a 6.2 byly převzaty z [1].
s(t) =
vl(t) + vr(t)
2
· t (6.1)
θ(t) =
vl(t)− vr(t)
L
· t (6.2)
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Obrázek 6.5: Diferenciální podvozek (převzato z [1])
Výsledný azimut robota θ lze vypočítat pomocí jako součet počátečního azimutu θ0 a
přírůstku rotace θ(t) za čas t (viz rovnice 6.3). Pro zjištění výsledné pozice robota P ve 2D
prostoru použijeme rovnici 6.4, kde P0 je počáteční pozice a s(t) je dráha ujetá za čas t (viz
rovnice 6.1).
θ = θ0 + θ(t) (6.3)
P = P0 + (Sin(θ),−Cos(θ)) · s(t) (6.4)
Programové řízení diferenciálního podvozku
Jak již bylo zmíněno výše, diferenciální podvozek je řízen nezávisle pomocí dvou motorů.
K řízení každého motoru slouží instance třídy EngineController, která obsahuje frontu pří-
kazů. Příkazy jsou postupně vykonávány, což ovlivňuje stav motoru. Příkaz lze vložit s ná-
sledujícími příznaky (které lze libovolně kombinovat):
• IsBlocking (blokující) – příkaz přeruší vykonávání programu, dokud není dokončen,
• IsInterruptible (přerušitelný) – příkaz nemusí být dokončený celý, v případě, že je
do fronty přidán preferovaný příkaz,
• IsPreffered (preferovaný) – příkaz přeruší všechny přerušitelné příkazy a zařadí se
na konec fronty.
Základní diagram tříd příkazů motoru je na obrázku 6.6. Libovolný příkaz musí imple-
mentovat rozhraní IEngineCommand. Rozhraní určuje, zda již byl příkaz dokončen (IsCom-
pleted), zda je možné ho přerušit (IsInterruptible) nebo zda již byl přerušen (IsInterrupted)
a zda je příkaz potřeba dekomponovat na dílčí příkazy (IsSchedulable). Dále obsahuje me-
tody:
• Interrupt (přerušení) – pokud je příkaz přerušitelný, ukončí vykonávání příkazu
(včetně všech naplánovaných příkazů) a označí příkaz jako dokončený,
• Update (aktualizace) – provede aktualizaci stavu motoru za zadaný časový úsek,
• Schedule (naplánování dílčích úloh) – pokud lze příkaz dekomponovat, naplánuje
dílčí příkazy na základě aktuálního stavu motoru (výsledkem je výčet nových příkazů).
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Obrázek 6.6: Diagram tříd příkazů motoru
Příkaz pro nastavení rychlosti motoru
Příkaz slouží pro nastavení cílové rychlosti motoru s ohledem na počáteční rychlost a cha-
rakteristiky motoru (zrychlení, zpomalení a maximální rychlost). Obrázek 6.7 znázorňuje 5
možných případů, které mohou při řešení úlohy nastat. Graf znázorňuje závislost rychlosti
motoru na čase. Příkaz začne být vykonáván v čase 0. Pro demonstraci bylo zvoleno zrych-
lení motoru 3m · s−2, zpomalení 6m · s−2, maximální rychlost 10 km · h−1 a cílová rychlost
6 km · h−1. Počáteční rychlosti jednotlivých případů lze vyčíst z grafu v čase −0, 5 s až
0 s. Pro jednoduchost je v simulaci uvažován pouze rovnoměrně zrychlený nebo zpomalený
pohyb. Omezení maximální rychlosti by se projevilo v případě, že by cílová rychlost byla
vyšší než 10 km · h−1. Nejzajímavější případ je případ 5, kdy je počáteční rychlost je zá-
porná (−3km ·h−1). To znamená, že se motor pohybuje opačným směrem. Protože je cílová
rychlost kladná, musí motor nejprve zpomalit na nulovou rychlost a poté teprve zrychlit na
cílovou rychlost. Řešení všech případů lze popsat následujícím pseudokódem:
1 i f ( ak tuá ln í r y ch l o s t != c í l o v á r y ch l o s t )
2 {
3 i f ( počátečn í a c í l o v á r y ch l o s t mají opačné znaménko )
4 Zpomalit ( c í l o v á r y ch l o s t : 0) ;
5 i f ( c í l o v á r y ch l o s t > maximální r y ch l o s t )
6 c í l o v á r y ch l o s t = maximální r y ch l o s t ;
7
8 i f ( c í l o v á r y ch l o s t > aktuá ln í r y ch l o s t )
9 Zpomalit ( c í l o v á r y ch l o s t ) ;
10 else
11 Z ry ch l i t ( c í l o v á r y ch l o s t ) ;
12 }
Dílčími příkazy pro dekompozici úlohy jsou zde zrychlení a zpomalení na zadanou rych-
lost. Použití příkazů je podmíněno předpokladem, že je aktuální rychlost nižší než cílová
(v případě zrychlení), nebo naopak vyšší než cílová (při zpomalení).
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Obrázek 6.7: Možné případy pro příkaz nastavení rychlosti motoru
Příkaz pro ujetí zadané vzdálenosti
Příkaz slouží pro ujetí zadané vzdálenosti. Pro názornost a jednoduchost uvažujme případ,
kdy je počáteční rychlost nulová a kdy je vzdálenost dostatečně velká na to, aby bylo
dosaženo maximální rychlosti. Základní případ znázorňuje obrázek 6.8. Úloha se tedy skládá
ze tří částí: rovnoměrně zrychleného pohybu (na obrázku v čase 0 s až 1 s), z pohybu
rovnoměrného (1 s až 2 s) a z pohybu rovnoměrně zpomaleného (2 s až 2, 5 s). Za zmínku
stojí i případ, kdy bude počáteční rychlost natolik vysoká, že motor nedokáže při daném
zpomalení na zadané vzdálenosti zastavit, pak úloha nemá řešení. Brzdná dráha je totiž
delší než vzdálenost, na které požadujeme zastavit. V takovém případě motor zastaví na
nejkratší možné dráze, která je ale delší než požadovaná vzdálenost.
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Obrázek 6.8: Základní případ pro příkaz ujetí zadané vzdálenosti
K získání řešení je nejprve potřeba zjistit dobu, označme t1, po kterou bude motor
zrychlovat, a dobu, označme t2, po kterou bude zpomalovat, aby dosáhl ujetí zadané dráhy
s. Uvažujme obecně zrychlení a1 a zpomalení a2, kde zpomalení bude nabývat záporných
hodnot. Z času t1 a zrychlení a1 dokážeme pomocí rovnice 6.5 (převzato z [7]) získat rychlost,
které motor dosáhne na konci fáze rovnoměrně zrychleného pohybu.
v = a · t (6.5)
Jedná se o maximální rychlost, které motor dosáhne, označme si ji proto vmax. Maximální
povolenou rychlost motoru (dle vlastností motoru) označme vlim. Je zřejmé, že maximální
povolenou rychlost motor nesmí překročit. Proto se řešení rozpadne na dva případy. První
případ nastane, pokud platí vmax ≤ vlim. V tomto případě je řešením zrychlení a1 po dobu t1
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a následné zpomalení a2 po dobu t2 na nulovou rychlost. V opačném případě se řešení skládá
ze tří částí: zrychlení a1 po dobu ta, rovnoměrný pohyb po dobu tb a zpomalení a2 po dobu
tc. Dobu ta a tc spočítáme pomocí rovnice 6.6 (vychází z rovnice 6.5) s použitím příslušného
zrychlení a1 a zpomalení a2, kde za rychlost dosadíme maximální rychlost motoru vlim.
t =
v
a
(6.6)
Pro zjištění doby tb musíme nejprve určit dráhu sb, tj. dráhu, po které motor vykonává
rovnoměrný pohyb. K tomu využijeme znalosti celkové dráhy a dráhy při zrychlení (sa) a
zpomalení (sc). Výsledkem je rovnice 6.7.
sb = s − sa − sc (6.7)
Jednotlivé dráhy sa a sc vypočítáme pomocí rovnice 6.8 (převzato z [7]) pro rovnoměrně
zrychlený nebo zpomalený pohyb. Pro dráhu sa je počáteční rychlost v0 nulová a pro dráhu
sc je počáteční rychlost rovna vlim.
s = v0 · t+ a · t
2
2
(6.8)
Výsledný čas tb pak vypočítáme pomocí upravené rovnice 6.9 pro rovnoměrný pohyb.
tb =
sb
vlim
(6.9)
Výpočet času t1 jsme na začátku přeskočili, aby byl více zřejmý postup řešení. Nyní se
k výpočtu vrátíme. Jak už bylo řečeno, úloha se skládá z rovnoměrně zrychleného pohybu
a rovnoměrně zpomaleného pohybu. Známe zrychlení a1, zpomalení a2 a celkovou dráhu s,
kterou chceme ujet. Chceme zjistit čas t1, což je doba, po kterou bude docházet ke zrychlení.
Po čase t1 bude mít motor rychlost vmax a začne zpomalovat. Zpomalovat bude po dobu
t2 až na nulovou rychlost. Po zastavení musí být ujetá dráha s rovna požadované hodnotě.
Vyjdeme ze vzorce pro výpočet maximální rychlosti vmax. Rychlost vyjádříme pomocí rov-
nice 6.10 jako zrychlení z počáteční rychlosti v0 (obecně se může motor již nějakou rychlostí
pohybovat) a také pomocí rovnice 6.11 jako zpomalení z maximální rychlosti na nulovou.
vmax = v0 + a1 · t1 (6.10)
vmax = −a2 · t2 (6.11)
Protože maximální rychlost je společným bodem řešení, dosadíme první rovnici do druhé a
získáme rovnici 6.12.
v0 + a1 · t1 = −a2 · t2 (6.12)
Nyní jednoduchou úpravou vyjádříme čas t2 a dostaneme rovnici 6.13.
t2 =
v0 + a1 · t1
−a2 (6.13)
Výsledná dráha s se skládá z dráhy s1, která je ujeta při zrychlování, a z dráhy s2, která je
ujeta při zpomalování (rovnice 6.14).
s = s1 + s2 (6.14)
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Nyní použijeme rovnici 6.8 pro rovnoměrně zrychlený nebo zpomalený pohyb a dosadíme
za dráhy s1 a s2. Výsledkem je rovnice 6.15.
s = v0 · t1 + a1 · t1
2
2
+ vmax · t2 + a2
2
· t22 (6.15)
Dále za t2 dosadíme rovnici 6.13, za vmax rovnici 6.10 a získáme rovnici 6.16.
s = v0 · t1 + a1 · t1
2
2
+ (v0 + a1 · t1) · v0 + a1 · t1−a2 +
a2
2
·
(
v0 + a1 · t1
−a2
)2
(6.16)
Nakonec již vyjádříme požadovaný čas t1 jako závislost na počáteční rychlosti v0, zrychlení
a1, zpomalení a2 a požadované dráze s a tím dostaneme rovnici 6.17.
t1 =
√
−a2 · (a1 − a2) ·
(
2 · a1 · s + v20
)
a1 · (a1 − a2) −
v0
a1
(6.17)
Jak je vidět, úloha nemá řešení, pokud je zrychlení a1 nulové a nebo pokud je zrychlení
a1 rovno zpomalení a2. Tento stav by nastat neměl, protože hodnota zrychlení má vždy
opačné znaménko než hodnota zpomalení (výjimkou jsou nulové hodnoty, které jsou před
započetím výpočtu vyloučené podmínkou).
6.2.6 Sonar
Sonar slouží k detekci překážek v bezprostředním okolí robota. Pro účely 2D virtuálního
světa jej lze implementovat pomocí kruhové výseče, kde poloměr kruhu udává dosah sonaru
a středový úhel θ jeho rozsah. Při detekci překážky je vypočítána i nejkratší vzdálenost
mezi překážkou a sonarem. Samotný výpočet vzdálenosti je poměrně rozsáhlý, a proto zde
není uvedený. Ve virtuálním světě se může nacházet potenciálně velké množství překážek,
především zdí bludiště, a proto je potřeba tuto výpočetně náročnou operaci co nejlépe
optimalizovat. Základem je minimalizace počtu nutných výpočtů. Je totiž potřeba určit
vzdálenost sonaru od všech překážek a vrátit pouze tu minimální. Při optimalizaci můžeme
vycházet z faktu, že je sonar implementován jako kruhová výseč. Díky tomu můžeme pro
všechny překážky určit obalové kružnice a eliminovat již v prvním kroku ty, které nejsou
v dosahu sonaru. Poté již stačí provést přesný výpočet vzdálenosti od překážek, které jsou
v blízkém okolí sonaru a tím ušetřit výpočetní čas. Konkrétní příklad zachycuje obrázek
6.9. Oblast sonaru je znázorněna zeleným kruhem, červeně jsou obalové kruhy stěn, které
nejsou v dosahu sonaru, a žluté kružnice značí stěny, které jsou potenciálně v dosahu.
6.2.7 Optický senzor
Optický senzor slouží k získávání informací z podkladové mapy světa. Je implementován
jako kruh, kdy z jednotlivých pixelů mapy, které se nacházejí pod tímto kruhem, je vy-
počítána průměrná barva. Průměr je vypočítán pro složky RGB (červená, zelená a modrá)
a kanál A (průhlednost, anglicky Alpha) udává váhu jednotlivých pixelů (rovnice 6.19).
Optický senzor je vždy citlivý na jednu uživatelem předem specifikovanou barvu. V rovnici
6.19 je cílená složka barvy označena dolním indexem t (target) a aktuální hodnota je po-
nechána bez indexu. Metrika je definována jako absolutní hodnota z rozdílu jednotlivých
složek RGB (rovnice 6.18).
ρ(x, y) = |x− y| (6.18)
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Obrázek 6.9: Příklad rozpoznání blízkých a vzdálených objektů pomocí obalových kružnic
f(A,R,G,B) = A · ρ(Rt, R) + ρ(Gt, G) + ρ(Bt, B)
3
(6.19)
Samotný modul vrací celočíselnou hodnotu v rozsahu 0 − 100, která v procentech udává
podobnost aktuálně přečtené barvy z podkladové mapy se specifikovanou barvou, na kterou
je senzor citlivý. Vztah pro výpočet výsledné hodnoty optického senzoru je uveden v rov-
nici 6.20. Pixely, přes které je prováděna sumarizace, jsou určeny pomocí Bresenhamova
algoritmu pro rasterizaci kruhu. Max je maximální hodnota jedné barevné složky pixelu.
Při standardní reprezentaci pomocí jednoho bajtu je rovna 255.
p =
∑n
i=0 f(Ai, Ri, Gi, Bi)
n
· 100
max
(6.20)
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Kapitola 7
Uživatelské rozhraní
Grafické uživatelské rozhraní je základním prostředkem uživatele pro obsluhu programu,
mělo by být jednoduché a snadno pochopitelné. Program musí uživateli umožňovat za-
dání vstupních hodnot a parametrů simulace a také zobrazení výstupu samotné simulace
(virtuálního světa).
Ukázka rozhraní hlavní části programu je na obrázku 7.1. Program je rozdělen do dvou
základních částí: zobrazení virtuálního světa včetně možnosti editace jeho parametrů a
části pro zadávání instrukčního kódu pomocí vizuálního programovacího jazyka, popsaného
v kapitole 4. Mezi oběma režimy lze přepínat pomocí jediného dvoustavového tlačítka, které
je umístěno v levém horním rohu. Prostřední část aplikace slouží k zobrazení hlavního
kontextu (VPL nebo virtuální svět). Ovládací panel v pravé části obsahuje prvky pro správu
scénáře (viz sekce 7.2) a panel v levé části obsahuje operace závislé na aktuálním kontextu:
Úprava instrukčního kódu robota
Tento režim umožňuje uživateli zadávat instrukční kód robota prostřednictvím vi-
zuálního programovacího jazyka. Jedinou kontextovou operací je možnost vymazání
celého programu včetně uživatelsky nadefinovaných vlastních programových bloků.
Uživatel rovněž může přepnout na režim zobrazení výstupu virtuálního světa.
Zobrazení výstupu virtuálního světa
V tomto režimu je zobrazen výstup virtuálního světa a je přístupná možnost pro
editaci robota, mapy světa a bludiště. Uživatel může simulaci pozastavit, znovu spustit
nebo restartovat. Také může přejít zpět k úpravě instrukčního kódu robota.
Úprava robota
Možnost úpravy robota zahrnuje načtení nebo vymazání jeho vzhledu, což je obráz-
ková bitmapa. Dále lze nastavit obarvení robota, parametry diferenciálního podvozku,
velikost robota, jeho azimut a umístění ve virtuálním světě. Také je možné přidat mo-
duly robota a měnit jejich parametry, které jsou závislé na vybraném typu modulu.
Úprava mapy světa
Podkladovou mapu světa lze načíst z obrázkové bitmapy, podobně jako vzhled robota.
Také ji lze zcela odstranit. Dále lze nastavit přiblížení, rotaci a pozici.
Úprava bludiště
Bludiště lze upravit pomocí vlastního editoru (viz sekce 7.1), případně jej celé smazat.
Dále lze nastavit parametry, jako je mezera mezi stěnami, tloušťka stěn a pozice
bludiště.
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Obrázek 7.1: Grafické uživatelské rozhraní hlavní části programu
Změny všech parametrů při konfiguraci virtuálního světa se okamžitě ukládají do interních
objektů a díky tomu se promítají do stavu vykreslovaného světa. Uživatel tak okamžitě vidí
výsledky provedené konfigurace. K jednodušší orientaci uživatele v grafickém uživatelském
rozhraní slouží kontextová nápověda. Při najetí kurzorem myši na některý z ovládacích
prvků se objeví základní informace o významu ovládacího prvku (to platí pro levý a pravý
ovládací panel). Aplikace dále obsahuje samostatnou nápovědu, která je dostupná pod tla-
čítkem Nápověda nebo při stisku klávesy F1. Nápověda je zaměřena především na základní
seznámení uživatele s vizuálním programovacím jazykem.
7.1 Editor bludiště
Interní datový formát bludiště je popsaný v sekci 6.2.3. Uživatelský editor bludiště slouží
k jednoduchému a rychlému vytvoření bludiště přímo v prostředí výsledného programu.
Náhled editoru je na obrázku 7.2. V levé části je panel s ovládacími prvky a v pravé části
je samotný editor. Stěny lze přidávat nebo odebírat prostým klepnutím myši na konkrétní
místo v bludišti. Kromě vytváření a možnosti smazání celého bludiště umožňuje editor
změnu velikosti bludiště a také načítání a ukládání do souboru v binárním formátu pomocí
standardní serializace objektů. Po plátně, které představuje bludiště, se lze pohybovat po-
sunem myši se stisknutým levým tlačítkem.
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Obrázek 7.2: Grafické uživatelské rozhraní editoru bludiště
7.2 Scénář
Scénář představuje předpřipravenou úlohu, u které má uživatel za úkol najít jedno z mož-
ných řešení spočívající v konfiguraci virtuálního světa a naprogramování robota prostřednic-
tvím vizuálního programovacího jazyka. Scénář obsahuje název a popis úlohy, dále hotové
referenční řešení a předpřipravené uživatelské řešení. Ovládací prvky scénáře jsou umístěny
v pravém panelu hlavního okna aplikace (viz obrázek 7.1). Pod tlačítkem Informace se
skrývá formulář, který umožňuje zobrazení a editaci názvu a popisu scénáře. Popis scénáře
lze formátovat v jazyce HTML. Celý scénář je možné uložit nebo načíst ze souboru nebo
lze zvolit jeden z předpřipravených scénářů popsaných v kapitole 8. Mezi zobrazením uživa-
telského a referenčního řešení scénáře je možné přepínat pomocí stisknutí jediného tlačítka.
Pro snadnější experimentování je možné referenční řešení zkopírovat jako uživatelské, pří-
padně lze uživatelské řešení nastavit jako referenční a vytvořit tak vlastní scénář. Tlačítka
Smazat slouží pro vymazání celého scénáře nebo pouze jeho dílčích řešení.
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Kapitola 8
Ukázkové řešení úloh
Součástí realizačního výstupu tohoto projektu jsou úlohy sledování čáry robotem 8.1 a
průchodu robota bludištěm s pravoúhlými stěnami 8.2. V těchto úlohách neexistuje jediné
správné řešení, protože k nim lze vždy přistupovat různými způsoby. Například úlohu sle-
dování čáry lze řešit pomocí jediného optického senzoru nebo také maticovou soustavou
senzorů a od toho se odvíjí i možná podoba rozhodovacího algoritmu. Záleží také na fyzické
velikosti robota, typu použitého podvozku a mnoha dalších faktorech. V této kapitole jsou
popsány základní přístupy řešení obou úloh a jsou zde také nastíněny postupy, které vedou
v některém ohledu k lepším výsledkům. Některé postupy jsou přímo zachyceny v ukázko-
vých úlohách prostřednictvím referenčního řešení, jiné jsou z důvodu složité implementace
vynechány.
8.1 Sledování čáry robotem
Úkolem robota v této úloze je sledovat čáru. Zpravidla se jedná o černou čáru na bílém pod-
kladu. Může se jednat o uzavřený okruh nebo může být čára nějakým způsobem ukončena.
V takovém případě by měl robot konec správně detekovat a zastavit. Složitost úlohy je
určena především ostrostí zatáček, přerušováním čáry nebo křížením. K řešení jednotlivých
případů existuje celá řada přístupů a odpovídajících algoritmů. Ty základní jsou popsány
níže. Ve všech případech je uvažován diferenciální podvozek, jehož řízení je velmi jednodu-
ché, jak demonstruje následující pseudokód:
1 i f ( S t e e rLe f t ) // požadavek na za t o č en í v l e v o
2 {
3 D i f f e r e n t i a lD r i v e . Le f t ( Speed . Slow ) ;
4 D i f f e r e n t i a lD r i v e . Right ( Speed . Fast ) ;
5 }
6 else
7 {
8 D i f f e r e n t i a lD r i v e . Le f t ( Speed . Fast ) ;
9 D i f f e r e n t i a lD r i v e . Right ( Speed . Slow ) ;
10 }
Diferenciální podvozek se skládá z levého a pravého motoru. Pokud začneme pohybovat
pouze s jedním motorem, robot se začne otáčet kolem místa, kde se druhé kolo dotýká země.
První kolo tedy bude opisovat kružnici a její poloměr bude roven rozchodu nápravy. Pokud
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ovšem zapneme i druhý motor, rychlostí nižší než první motor, robot se začne pohybovat po
kružnici se stále větším poloměrem, který je určen právě poměrem rychlostí obou motorů.
Pro pohyb vpřed a zatočení vlevo tak nastavíme levý motor na nižší rychlost a pravý motor
na vyšší, pro zatočení vpravo naopak. Podrobný popis lze nalézt v sekci 6.2.5.
(a) 1 (b) 2 (c) 4 (d) Více
Obrázek 8.1: Robot s různým počtem a rozmístěním optických senzorů
Sledování čáry pomocí jediného senzoru
Jedná se o základní variantu. Jediný optický senzor je umístěn uprostřed v přední části
robota, jak znázorňuje obrázek 8.1(a). Robot má velmi omezené možnosti vnímání okolního
světa. Program sledování čáry pomocí jediného senzoru může ve formě pseudokódu vypadat
následovně:
1 i f ( Sensor > 50%)
2 Stee r ( Le f t ) ;
3 else
4 Stee r ( Right ) ;
Pokud senzor indikuje, že se pod ním nachází čára, začne se robot pohybovat vlevo, aby se
dostal mimo čáru a jakmile začne senzor indikovat, že se pod ním nenachází čára, robot se
začne pohybovat vpravo a díky tomu se opět dostane na čáru. Tímto způsobem robot kmitá
na rozhraní čáry. Díky tomu může být čára libovolně tlustá. Robot ale nedokáže přejet přes
překřížené čáry, neporadí si s přerušovanou čárou a nedokáže ani detekovat konec čáry a
správně zastavit. Nespornou výhodou je jednoduchost tohoto přístupu.
Sledování čáry pomocí dvou senzorů
O něco složitější variantou je sledování čáry pomocí dvou senzorů. Jejich rozmístění zná-
zorňuje obrázek 8.1(b). Robot se snaží udržovat čáru uprostřed mezi senzory. Chování
robota je podobné jako v předchozím případě, s tím rozdílem, že pokud oba senzory shodně
detekují nebo nedetekují čáru, pak robot pokračuje rovně a díky tomu nekmitá. Pseudokód
pro řízení robota může vypadat následovně:
1 i f ( Le f tSensor > 50% AND RightSensor > 50%)
2 Stee r ( Forward ) ;
3 else i f ( Le f tSensor > 50%)
4 Stee r ( Le f t ) ;
5 else i f ( RightSensor > 50%)
6 Stee r ( Right ) ;
7 else
8 Stee r ( Forward ) ;
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Hlavní nevýhodou je, že pokud bude čára zatáčet příliš prudce a robot se bude otáčet
pomaleji, pak čáru ztratí a bude pokračovat rovně, protože bude předpokládat, že se čára
nachází mezi senzory.
Sledování čáry pomocí čtyř senzorů
Na obrázku 8.1(c) je jedno z možných rozmístění čtyř senzorů na robota. Tento přístup se
snaží eliminovat nedostatky řešení se dvěma senzory. Dva senzory na každé straně již dokáží
detekovat, zda se čára při provádění manévru posune zpátky pod robota nebo mimo robota.
Pokud začne robot čáru ztrácet, může přizpůsobit poměr rychlostí motorů diferenciálního
podvozku, aby zmenšil poloměr otáčení. Pomocí čtyř senzorů již lze také detekovat konec
čáry (pokud se nejedná o okruh). V takovém případě je čára zakončena krátkou navazující
čárou, celé zakončení je tedy ve tvaru písmene T, jak ukazuje obrázek 8.2(b). Pokud robot
detekuje na všech čtyřech senzorech čáru naráz, měl by zastavit. Problém nastává, pokud má
robot umět přejet přes protínající se čáry (obrázek 8.2(a)). To by mohlo způsobit, že robot
rovněž zastaví, protože se bude domnívat, že se jedná o konec. To lze ošetřit očekáváním
sekvence: nejprve detekování čáry na všech senzorech (nyní může robot zpomalit) a dále
detekováním prázdného místa na všech senzorech. Jedině v tom případě by měl robot úplně
zastavit, jinak musí pokračovat dále, protože se jedná s největší pravděpodobností o křížení
čáry. Program pro implementaci této varianty je již poměrně rozsáhlý, a proto zde není
uveden, programovací prostředí ale jeho implementaci umožňuje.
(a) Křížení (b) Konec
Obrázek 8.2: Podobnost případů křížení a konce čáry
Sledování čáry pomocí většího počtu senzorů
Větší počet senzorů slouží k získání lepšího přehledu o okolním světě. Je tedy možné přes-
něji zjistit tvar čáry a její pozici vůči robotovi. Robot se pak může lépe rozhodovat v obtíž-
nějších situacích, jako je křížení čáry, pravoúhlá zatáčka, přerušovaná čára nebo zakončení
čáry. Větší počet senzorů je také potřebný při použití PID regulátoru (viz níže). Jednotlivé
přístupy lze mezi sebou kombinovat. PID regulátor může být použit k základnímu sledování
čáry a další logika může pomoci při řešení složitějších situací. Senzory mohou být řazeny
do jedné přímky, do matice nebo jiného vzoru, jak ukazuje obrázek 8.1(d).
Sledování čáry pomocí PID regulátoru
Rovnice i teorie v této sekci vychází z knihy PID Control Theory [15]. PID regulátor je
složený z proporcionální, integrační a derivační části (anglicky proportional-integral-derivate
controller). Regulátor má široké možnosti uplatnění a lze jej použít i ke sledování čáry
robotem. Obecně je vstupem do regulátoru odchylka od požadovaného stavu a výstupem
je akční veličina. Pro potřeby úlohy sledování čáry je odchylkou myšlena vzdálenost čáry
od středu robota a akční veličina po vhodném přepočítání udává rychlost levého i pravého
motoru diferenciálního podvozku. Důležitou částí je co nejpřesnější zjištění odchylky. Lze
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použít například 6 a více optických senzorů v řadě. Čím více senzorů použijeme, tím bude
měření odchylky přesnější.
Chyba, tedy odchylka aktuální hodnoty od požadované, se stanoví podle rovnice 8.1
jako rozdíl požadované a aktuální pozice robota.
e = Pt − P (8.1)
Proporcionální složka regulátoru funguje jako zesilovač, k zesílení je použita konstanta
zesílení KP . Výpočet hodnoty proporcionální části udává rovnice 8.2.
PIDP = e ·KP (8.2)
Integrační složka udává kumulovanou odchylku ze všech předchozích kroků výpočtu akční
veličiny regulátoru. KI je konstanta integrační složky. Tím pádem integrační složka udává
míru, do jaké se robot vyskytoval v blízkém nebo vzdáleném okolí čáry. Výpočet lze provést
pomocí rovnice 8.3, kde n je celkový počet provedených kroků výpočtu včetně aktuálního.
PIDI =
(
n∑
i=0
ei
)
·KI (8.3)
Derivační složka slouží ke zrychlení regulačního děje a tím pádem k eliminaci kmitání kolem
čáry. Její výpočet je uveden v rovnici 8.4. KD je konstanta derivační složky, pomocí které
lze regulovat míru kmitání. Hodnota ei udává aktuální odchylku a hodnota ei−1 odchylku
vypočítanou v minulém kroku. K výpočtu prvního kroku lze použít nulovou odchylku.
PIDD = (ei − ei−1) ·KD (8.4)
Akční veličina se spočítá jako součet jednotlivých PID komponent podle rovnice 8.5.
x = PIDP + PIDI + PIDD (8.5)
Schopnost robota sledovat čáru pomocí PID regulátoru závisí na kvalitě výpočtu vstupní
odchylky a na stanovení konstant KP , KI a KD.
Sledování čáry robotem pomocí PID regulátoru je v tomto projektu podporováno. PID
regulátor je implementován v podobě vlastního modulu robota. Lze konfigurovat konstanty
KP , KI , KD a také rozsahy vstupních a výstupních hodnot. K výpočtu akční veličiny slouží
blok, který komunikuje s PID regulátorem. Vstupem je aktuální hodnota a požadovaná
hodnota. Výstupem je akční veličina udávající směr a rychlost pohybu motorů.
8.2 Průchod robota bludištěm
Existuje několik typů bludišť. Bludiště může být například nakresleno na podkladu jako
čáry, po kterých se robot pohybuje (viz předchozí sekce 8.1, která se zabývá sledováním čáry
robotem) nebo se může jednat o fyzické stěny, kterými musí robot projet, aby se dostal do
cíle. Dále může být bludiště poskládáno z pravoúhlých stěn o stejné délce, ale i nepravidel-
ných tvarů. V této práci bylo uvažováno bludiště s pravoúhlými stěnami o stejné délce, a to
především z důvodu jednoduššího ovládání robota v bludišti za účelem přehlednější demon-
strace jednotlivých algoritmů. Robot se tak vždy pohybuje o jeden krok, který má délku
stěny bludiště, a otáčí se o násobky 90◦. Při kolizi robota se stěnou je uživateli zobrazena
zpráva a simulace je zastavena. K detekci překážek slouží robotu senzor typu sonar blíže
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Obrázek 8.3: Robot se třemi sonary
popsaný v sekci 6.2.6. Robot se třemi sonary je znázorněn na obrázku 8.3. Tři senzory jsou
nutné pouze k urychlení průchodu, robot by si totiž vystačil i s jediným senzorem, protože
se může otáčet na všechny strany kolem své osy. Čtvrtý senzor by neměl žádný význam,
protože ve směru, ze kterého robot přijel, se překážka nacházet logicky nemůže.
Algoritmů pro nalezení cesty v bludišti existuje celá řada. Mezi tři základní patří Ran-
dom mouse (náhodný průchod), Wall follower (sledování stěny) a Trémauxův algoritmus
(podle objevitele jménem Charles Pierre Trémaux), z nichž první dva jsou prostřednictvím
simulačního programu, který je náplní této práce, řešitelné a jsou součástí referenčního
řešení předpřipravených scénářů. Pro možnost řešení posledního jmenovaného algoritmu
by bylo potřeba přidat efektor, který by byl schopný zaznamenávat značky na podkladové
mapě světa. Principy těchto algoritmů byly převzaty z [14].
Algoritmus Random mouse
Jedná se patrně o nejjednodušší algoritmus, který vždy nalezne správnou cestu do cíle,
pokud existuje. Robot se pohybuje bludištěm jedním směrem a pokud narazí na křižovatku,
vydá se náhodnou cestou dopředu, vlevo nebo vpravo. Zpět se vydá až pokud nemá jinou
možnost. Díky tomu po určité době dorazí do cíle. Problém je, že právě kvůli náhodnému
pohybu bude robot často procházet místa, která už navštívil a proto bude výsledné řešení
velmi pomalé a neefektivní. Pro velká bludiště pak bude zcela nepoužitelné.
Algoritmus Wall follower
Základní princip tohoto algoritmu je velice jednoduchý. Robot se pohybuje vždy podél
levé (lze i podél pravé) stěny. Pokud tedy robot dorazí na křižovatku, vždy zvolí první
variantu po směru (nebo proti směru) hodinových ručiček. Nazpět, tedy otočením o 180◦,
se robot vrací až jedině pokud nemá jinou možnost. Výhodou je jednoduchost algoritmu.
Zásadní nevýhodou je, že robot nemusí nalézt cíl, pokud se nachází někde uvnitř bludiště.
Tento problém si lze představit tak, jako by se robot snažil najít cíl uprostřed místnosti
obcházením zdí po obvodu. Pokud je cílem najít východ z bludiště, pak tento algoritmus
uspěje vždy.
Trémauxův algoritmus
Algoritmus je založení na umísťování značek do bludiště. Pokud procházíme bludištěm,
označujeme si jednotlivá místa, která jsme navštívili, jednou značkou. Ve chvíli, kdy do-
razíme na křižovatku, vydáme se náhodnou cestou, která ještě není označena. Pokud jsou
všechny cesty označené, vracíme se cestou, kterou jsme přišli a pokládáme druhou značku.
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Pokud dorazíme na křižovatku, opět volíme náhodně cestu, která ještě není označena. Po-
kud jsou označeny všechny, vracíme se náhodně cestou, která je označena pouze jednou
značkou. Pomocí tohoto algoritmu najdeme cíl, ať je umístěný kdekoli v bludišti. Pokud
žádná cesta k cíli nevede, skončí algoritmus ve výchozím bodě, tj. v místě, kde již všechny
směry budou označeny dvakrát.
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Kapitola 9
Závěr
Cílem této diplomové práce byl návrh programovacího prostředí pro virtuální roboty a jeho
implementace. Úvodní část se zabývala specifikací a nároky na řešení. Následně byla celá
úloha dekomponována na několik dílčích částí, ty byly detailně popsány a nakonec imple-
mentovány. Výstupem je funkční program, který umožňuje simulaci robota ve virtuálním
světě.
Před návrhem vizuálního programovacího jazyka bylo provedeno zmapování současného
stavu a problematiky na internetu. Bylo popsáno několik existujících řešení, jejich výhody
i nevýhody. Na základě této analýzy byl navržen vlastní vizuální programovací jazyk, který
uživateli umožňuje tvorbu jednoduchého instrukčního kódu. Vytvořený jazyk nabízí i po-
kročilé prvky, které nejsou u existujících jazyků běžné, jako je možnost tvorby lokálních
proměnných nebo práce s vlákny včetně jejich synchronizace. Dále má grafické a funkční
prvky, které usnadňují orientaci při vytváření kódu, například organizaci bloků do kategorií.
Dále byl navržen a implementován virtuální stroj pro vykonávání instrukcí zadaných
uživatelem. Podrobně byla rozebrána jeho struktura a princip vykonávání a plánování in-
strukcí. Nakonec byl popsán také použitý standardní plánovací algoritmus Round-robin.
Celé prostředí umožňuje simultánní běh několika robotů, kde v každém robotu může být
vykonáván kód pseudoparalelně pomocí vlastní implementace vláken. Ve výsledné aplikaci
je použit pouze jeden robot.
Poslední část se zabývala představením virtuálního světa, k jehož vykreslování byl použit
Delta Engine, a jeho detailní implementací. Parametry virtuálního světa je možné upravo-
vat. Je možné detailně konfigurovat robota včetně jeho modulů a byl vytvořen i grafický
editor pro editaci bludiště.
Funkcionalita celého projektu byla odzkoušena a prezentována na úlohách sledování
čáry a průchodu robota bludištěm. Jednotlivé úlohy jsou v uživatelském rozhraní aplikace
dostupné prostřednictvím předpřipravených scénářů včetně referenčních řešení.
9.1 Možnosti budoucího vývoje
Výstupem tohoto projektu je poměrně rozsáhlý program s komplexním chováním. Pozornost
byla zaměřena především na spolehlivé fungování programu jako celku. Některé dílčí části
by tak bylo možné do budoucna vylepšit:
Vizuální programovací jazyk
Výsledný vizuální programovací jazyk byl implementován prostřednictvím GDI+, a
to především kvůli rychlejší implementaci. GDI+ má ale několik nedostatků. Hlavním
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nedostatkem je, že vykreslování komponent je poměrně pomalé a je v režii operačního
systému. Počet popisovačů a tedy maximální počet ovládacích prvků je omezený a je
omezená i maximální hloubka zanoření komponent. Proto by bylo vhodné přepracovat
VPL do pomocí jiné technologie, např. WPF. Výsledné rozhraní také obsahuje větší
množství barev, méně volného prostoru mezi prvky a i samotné programové kontejnery
na bloky mohou působit nepřehledně. Dalším námětem na zlepšení by tak mohla
být zpětná analýza uživatelské přívětivosti a případné přepracování uživatelského
rozhraní. Také chybí podpora pro manipulaci s více bloky najednou a přesun nebo
kopie bloků mezi vlastními bloky (ve VPL reprezentovaných záložkami).
Efektor pro umístění značek
Efektor pro umístění značek na mapu světa by bylo vhodné implementovat v podobě
dalšího modulu robota. Modul by našel využití například při implementaci Trémau-
xova algoritmu pro průchod robota bludištěm. V podstatě by se jednalo o optický
senzor s opačnou funkcí (zápis místo čtení). Problém je ale určení způsobu míchání
barev. Barvy je možné mísit nebo nastavit absolutní hodnotou. Uživatel by měl mít
ve VPL možnost zvolit jeden ze způsobů. Dalším problémem je omezená velikost pod-
kladové bitmapy a její automatické zvětšení při zápisu značky mimo aktuální mapu.
Také by bylo potřeba vyřešit vymazání značek při restartu virtuálního světa.
Analýza uživatelské přívětivosti
Grafické uživatelské rozhraní nebylo testováno na reprezentativním vzorku uživatelů,
proto je možné, že méně zdatní uživatelé budou mít s některými úkony problémy.
Bylo by tedy vhodné provést analýzu uživatelské přívětivosti a na základě výsledků
rozhraní upravit.
Možnost rozšíření formou zásuvných modulů
V současné chvíli je jedinou možností programového rozšíření úprava základních zdro-
jových kódů a kompilace do výsledného programu. Proto by bylo vhodné přidat mo-
dulární systém, prostřednictvím kterého by bylo možné přidávat funkcionalitu dyna-
micky bez nutnosti úprav a následné kompilace celého programu.
Možnost konfigurace pomocí textových souborů
Virtuální prostředí lze konfigurovat výhradně prostřednictvím uživatelského rozhraní.
Pokročilí uživatelé by mohli těžit z možnosti přímé úpravy konfiguračních textových
souborů.
Možnost ladění kódu za běhu
Většina ukázkových případů je dostatečně jednoduchá, aby bylo možné případnou
chybu v kódu objevit z chování robota. Pro složitější úlohy, jako například sledování
čáry pomocí PID regulátoru, by bylo vhodné přidat možnost ladění kódu za běhu.
Jedná se například o zobrazení instrukčního kódu v graficky srozumitelné podobě,
vyznačení aktuálně prováděné instrukce a její efekt na stav paměti a modulů, dále
možnost vložení bodu zastavení (anglicky breakpoint) a příkazy pro ovládání vykoná-
vání instrukcí, jako krokování, zanoření a kontinuální běh.
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Dodatek A
Obsah CD
• bin\ProjectInstaller.msi – instalační soubor pro systémy Windows 7 a vyšší
• doc\* – programová nápověda
• latex\* – zdrojové kódy technické zprávy
• maps\* – mapy pro úlohy sledování čáry a průchodu bludištěm
• src\* – zdrojové kódy programu
• readme.txt – návod na přeložení zdrojových kódů
• zprava.pdf – tato technická zpráva v elektornické podobě
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Dodatek B
Ukázky vizuálních programovacích
jazyků
Obrázek B.1: VPL Blockly – průchod bludištěm
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Obrázek B.2: VPL Blockly – pohyb pera po kreslícím plátně
Obrázek B.3: Snap! – testovací aplikace
52
Obrázek B.4: Snap! – datové typy
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Obrázek B.5: Minibloq – demonstrační aplikace
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Obrázek B.6: Lego Mindstorms – tvorba vlastního bloku
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