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Abstract 
Effective communication of knowledge is paramount in every software 
organisation. Essentially, the role of documentation in a software 
engineering context is to communicate information and knowledge of the 
system it describes. Unfortunately, the current perception of documentation 
is that it is outdated, irrelevant and incomplete. Several studies to date have 
revealed that documentation is unfortunately often far from ideal. Problems 
tend to be diverse, ranging from incompleteness, to lack of clarity, to 
inaccuracy, obsolescence, difficulty of access, and lack of availability in 
local languages.  
This paper begins with a discussion of information seeking as an 
appropriate perspective for studying software maintenance activities. To 
this end, it examines the importance and centrality of documentation in this 
process. It finally concludes with a discussion on how software 
documentation practices can be improved to ensure software engineers 
communicate more effectively via the wide variety of documents that their 




Much of the research carried out to date in the area of software maintenance practice, 
centres around ‘software comprehension’. O’Brien (2003) defines software 
comprehension as a process whereby a software engineer understands a software 
artifact using both knowledge of the domain and/or semantic and syntactic knowledge, 
to build a mental model of its relation to the situation. Here, domain knowledge refers 
to the context of the problem that is addressed by a piece of software (Shaft, 1992). 
 
Singer et al. (1997) demonstrate that software engineers spend a considerable amount of 
their time seeking information - in other words, at the core of any software 
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comprehension activity, is an information requirement. Over several studies, they found 
that searching for information is done far more often than any other activity (Singer et 
al., 1997), (Singer, 1998). The purpose of software documentation is to help software 
engineers with that (enormously expensive) task. 
 
Essentially, documentation can be defined as any communicable material that is used to 
describe, explain or instruct regarding some attributes of an object, system or procedure, 
such as its parts, assembly, installation, maintenance and use. Typical examples of 
(technical) documentation include: user manuals, patents, design specifications, 
standards documentation, annual reports, etc. Documentation is especially important in 
the software engineering sector - and spans the entire software development lifecycle 
from requirements gathering to system maintenance and re-engineering. 
 
When technical writers refer to software documentation, they usually tend to mean ‘user 
manuals’. There is, however, much more to software (technical) documentation than 
simply just user manuals. “Concepts are prepared and documented, requirements are 
derived and written into specifications, designs are created and recorded in design 
documents, test cases and results are documented in special test case documents, and 
finally the as-built product is described in maintenance manuals” (Glass, 1989).  
 
Acquiring accurate, up-to-date, and relevant, information about the system being 
maintained is an arduous task in itself, (Lethbridge & Singer, 2003) as oftentimes, the 
sources of information are limited, inaccessible, or even unknown (Kajko-Mattsson, 
2001). Software engineers tend to rely on several different sources of information about 
the system they are attempting to correct, adapt, or perfect (O’Brien, 2008). These 
information sources range from requirements and design documentation, through the 
system itself (source code & execution) to user documentation (user manuals, etc.) and 
verbal/non-verbal communication with other users who have experience with the 
system under study (Seaman, 2002; Singer et al., 1997; Singer, 1998; Ko et al., 2007). 
 
Along with these external representations, programmers also use their own accrued 
expertise (knowledge base) consisting of, for example, a general understanding of the 
domain(s) under study, company coding conventions, knowledge of the syntax and 
semantics of the programming language at hand. As their knowledge of the system 
evolves and deepens, the programmer’s knowledge base is updated and thus expanded. 
 
 
Information Search & Retrieval 
 
Categories of Information 
 
Sim (1998) refers to software practitioners as task-oriented information seekers, 
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focusing specifically on getting the answers they need to complete a task using a variety 
of information types. For example, when finding a bug or carrying out an enhancement 
to a software system, the programmer will perceive an information need (to locate the 
bug). The perceived need will lead them to search for information, making demands 
upon a variety of information sources. Jarvelin & Repo (1983, 1984), propose three 
categories of information software engineers use as they seek information relevant to 
their maintenance task(s), namely: 
 
 problem information: information, which describes the structure, properties, 
and requirements of the problem at hand.  
 
 domain information: which consists of known facts, concepts, laws, and 
theories in the domain of the problem. In the case of software maintenance, this 
could be considered to be the application domain addressed by the software 
system. 
 
 problem-solving information: this type of information describes how problems 
should be seen and formulated, what problem and domain information should be 
used - and how it should be used, in order to solve the current problem. 
 
These three information categories represent three different dimensions and have 
different roles in addressing a problem. All categories are necessary in problem 
treatment but, depending on the task, only some of the categories may be available to a 
software engineer. 
 
Singer (1998) carried out an interview study at ten industrial sites to probe the work 
practices of software engineers (two engineers, who worked on the same system were 
interviewed from each company). Specifically she wished to assess/identify the 
information sources they found valuable. She found that: 
 
 the source code is the primary source of information used by programmers when 
carrying out enhancements to software systems. 
 
 when these respondents were asked about documentation as a communicative 
source, they stated that they only occasionally referred to it. The main reason 
given for the general distrust of documentation was the fact that documentation 
is time consuming to create and maintain and is therefore, often incomplete, and 
consequently, untrustworthy. Incidentally, the more abstract the documentation 
was, the more respondents trusted it. The reason for this is mainly due to the 
perception amongst software engineers that higher-level abstractions tend to 
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Information Seeking 
 
Problem solving can be defined as thinking that is directed toward the solving of a 
specific problem that involves both the formation of responses and the selection among 
possible responses (Solso, 1995). Information seeking is performed when forming these 
responses and selecting among possible responses. 
 
The term information seeking often serves as an umbrella overarching a set of related 
concepts and issues (Kingrey, 2002). In the simplest terms, information seeking 
involves the search, retrieval, recognition, and application of meaningful content. This 
search may be based on specific strategies or serendipity, the resulting information may 
be embraced or rejected, and the entire experience may be carried through to a logical 
conclusion or aborted in midstream. Indeed, there may be a million other potential 
results. 
 
Kingrey (2002) states that information seeking has been viewed as a cognitive exercise 
as a social and cultural exchange, as discrete strategies applied when confronting 
uncertainty, and as a basic condition of humanity in which all individuals exist. In fact, 
information behaviour may be a more encompassing term, rather than information 
seeking, to best describe the multi-faceted theory (Niedzwiedzka, 2003). 
 
The process of information seeking is generally considered an individual activity. 
However, in many cases, people work in teams and have common information needs 
(for example, software developers). Poltrock et al. (2003) expand the definition of 
information seeking to include communicating about the information need, sharing the 
retrieved information within the team and coordinating the constituent information 
retrieval activities across multiple participants. Only in recent years have researchers 
begun looking at information retrieval as a collaborative activity (O’Brien, 2008). Like 
an individual, a team must recognise its information needs but must subsequently 
effectively communicate retrieved information to its members. 
 
The information seeking process itself may lead to either a success or a failure. If the 
process is successful information can be located, which can be used in assisting in 
solving the problem. However, this may result in the satisfaction or non-satisfaction of 
the original perceived need. Satisfaction occurs when the located information has been 
analysed and placed in the context of the problem and fully satisfies the original need.  
 
Non-satisfaction occurs when the information does not fully satisfy the original need. 
With non-satisfaction, information seeking may be iterated until satisfaction occurs 
(Hayden, 2000). A failure to find information may result in the process of information 
seeking being continued or refined. As Krikelas (1983) states, information seeking 
begins when someone perceives that the current state of knowledge is less than that 
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needed to deal with some issue (or problem). The process then ends when that 
perception no longer exists. 
 
A typical example of an information seeking activity in a software maintenance context 
is presented in Table 1. As the programmer seeks-out and gathers all the relevant 
sources of information, she/he typically examines the results of their search in terms of 
usefulness in solving a given problem (in this case, a bug fix). The information seeking 
process is then complete when the programmer’s information requirements are satisfied 
and she/he can make their modifications to the system (problem solution). 
 
Table 1: Example Information Seeking Scenario 
 
 
Awareness of Problem 
 
 
A bug report arrives on programmer’s desk top 
 
 
The programmer studies the bug report (which subsystem 
is it in, who was the user(s), what were they doing, or 
why did the system crash?)  
 
 
After some time, the programmer finds that the program 
crashed out at point X and then searches for the program 
called by that program before crashing 
 
 
She/he browses through the source code, seeks out the 
relevant system documentation and prioritises the 
available information in terms of its relevance to fixing 
the actual problem (bug) 
 The programmer then searches for the chunk of code that 
contains the bug - and attempts to fix it 





The bug is now fixed and an incident report is generated 
 
 
Documentation as Communication 
 
Effective communication means determining and providing answers to the complex 
problems of the real world (Albers, 2005). Although documentation plays a clear role in 
the communication process, its role and centrality is somewhat varied. For example, 
there are significant differences in documentation for a scientific study, computer 
software, patient records and legal cases. 
 
Essentially, software documentation can be simply defined as an artifact whose purpose 
is to communicate information about the software system to which it belongs (Forward 
& Lethbridge, 2002). There are two broad categories of software documentation: 
‘technical’ and ‘user’. Technical documentation is primarily for software engineers who 
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develop or maintain computer systems; user documentation, on the other hand, is for 
those who use the computer system for a specific purpose. 
 
In software engineering terms, documentation is much more than just textural 
descriptions of a software system. It is, in essence, a form of communication amongst 
team members - with communication only being achieved when information is 
ultimately being conveyed. Based on the assumption that documentation is 
communication, the goal of a particular software document is to convey information. 
Examples of typical communicative documents include:  
 
 Requirements documentation: documents that identify attributes, capabilities, 
characteristics and qualities of a software system. 
 
 Design documentation: overview of the software system (software architecture 
description).  
 
 Technical documentation: documents detailing algorithms, code, interfaces, 
etc. Incidentally, it is these documents most software engineers refer to when 
using the umbrella term software documentation. 
 
As previously stated, this information may not necessarily be completely accurate or 
consistent. Typical reasons for this include: 
 
 the high cost of creating and maintaining good documentation 
 the fact that programmers usually do not like to write documentation and often 
are not good at it 
 the difficulty in finding people who are both skilled at writing and have a good 
understanding of the technology 
 the vast amount of material that needs to be documented. 
 
One of the most important forms of documentation for computer software is one that 
end-users never see - i.e. the comments that are included in the source code of computer 
programs. Source code is the version of software as it is originally written in a specific 
programming language (e.g. Java, C++). Comments do not affect the operation of the 
program in any way and are separated from the source code by special markers. They 
are statements by software developers explaining their code to other programmers who 
may work on the same programs and to remind themselves of what they did or what 
remains to be done. Comments also include justifications on why certain sections of 
code are written in a particular way and what they are intended to do.  
 
The primary tool of software maintenance engineers is the body of software 
documentation. Software documentation helps keep the software running and up-to-
date. Without clear and complete documentation of the software, the engineers must 
recreate the data on which they will base enhancement and correction actions.  
 
Somerville (2010) states that document quality is equally as important as program 
quality. Without information on how to use a system or how to understand it, the utility 
of that system is degraded. Achieving document quality requires a definitive 
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commitment to document design, standards, and quality assurance processes. Producing 
good documentation is neither straightforward nor cheap and many software engineers 
find it significantly more challenging than producing good quality programs. 
 
 
Importance of Good Documentation 
 
The importance of documentation cannot be understated, especially when referring to 
the information search and retrieval processes of software maintenance engineers. In a 
software engineering environment, user requirements coming from the product 
management team need to be translated, dependencies among different entities have to 
be understood, models have to be prepared, justifications have to be given for design 
choices that are made, and architectures have to be conceived (Kumar, 2012). At the 
same time, software engineers need to answer questions like: how is the entire 
development team staying on the same page? How are we going to realise our goals in 
the fixed time limit? What about maintenance down the line? What about software 
testing? In essence, having access to good, accurate, and timely documentation, is the 
answer to all of the above questions. 
 
Good documentation can serve several very important functions with regards to 
computer software. The most obvious being that it can make it easier to use and thereby 
save users’ time, frustration and money. It can also be useful for the developers and 
retailers of software because it can reduce the need for time-consuming and expensive 
support. Furthermore, it can enhance the perceived quality of the product and thereby 
lead to increased sales and profit margins for commercial software. Kipyegen & Korir 
(2013) state that as documentation acts as direct evidence of all the procedures and 
activities involved in software development, individual documents need to be up-to 
date, complete, consistent and usable. 
 
When it comes to the improving, extending and updating of software products, good 
documentation is paramount. Due to the fact that computer programs can be extremely 
complex, their original developers often forget what they were doing or thinking when 
they created them, particularly after the passage of long periods of time. Moreover, it is 
often the case that some or all of the original developers of a piece of software are no 
longer in practice, thus making it even more challenging to understand the original 
software in order to improve, extend, or update it. Several studies to date along with 
anecdotal evidence strongly suggest that the largest cost of software is not in its 
creation, but rather in maintaining it. Good, but more importantly, accurate 
documentation can ultimately help to reduce this overhead. It can also significantly 
assist programmers with reducing the amount time spent on information seeking 
activities.  
 
Parnas (2011) identified seven benefits of good documentation; namely: 
 
 easier reuse of old designs 
 better communication about requirements 
 more useful design reviews 
 easier integration of separately written modules 
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 more effective code inspection 
 more effective testing 
 more efficient corrections and improvements.  
 
In addition to the existence of good documentation, the actual process of creating the 
documentation itself can be advantageous if done concurrently during the 
coding/development process. This is because it can help uncover problems in the 
software at various stages of its development and therefore provide timely feedback to 
the developers for correcting and improving it. Documentation is needed in all phases of 
the development of a software product: from the requirements phase, through analysis, 
design, coding, testing, until delivery - and (future) maintenance - of the product 
(Aimar, 1998). For this reason, as depicted in Figure 1, documentation is an activity that 
needs to commence early in development and continue throughout the development 





Figure 1: Documentation Produced During Software Development (Aimar, 1998) 
 
 
It is crucial that the functional specifications of the system (specified by the client 
during the user requirements phase – see Figure 1) are documented accurately, signed-
off, and carried through right up to the completion of a software development project. 
The quality of requirements documentation can have a significant impact on the 
outcome of any project. Any shortcomings here could potentially lead to a wide range 






The prime purpose of documentation is communication. In a software engineering 
context, it provides information to people who are developing, maintaining or using 
computer systems. Understanding software systems is not limited solely to extracting 
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information from the source code alone. Any form of system documentation or previous 
maintenance records, are used as an integral part of the information search and retrieval 
process of software engineers. However, it is possible that this documentation will be 
inaccurate, inconsistent, incomplete or even non-existent. This leaves the maintenance 
engineer with the arduous task of attempting to recover not only the operation and 
structure of the software system, but many design issues and implicit assumptions made 
during its implementation. Recovering all this information from the source code itself is 
clearly not a trivial task. 
 
Communication and documentation are key for the success of any software engineering 
project (Kipyegen & Korir, 2013). Good communication is paramount in this 
environment and occurs between the various team players on a daily basis by way of 
verbal, non-verbal and written communication. 
 
Parnas (2011) boldly states that generally software engineers do not know how to 
produce precise documents for software. He further suggests that failure to document 
software designs properly reduces the efficiency of every phase in development 
lifecycle and contributes to the low quality software that we see so often today. When 
documents are produced, they generally tend to follow no defined standard and lack 
information that is crucial to make them understandable and usable by developers and 
maintainers (Briand, 2003).  
 
In a consolidated effort to improve software documentation practices - from the earliest 
stage, one initiative would be to teach technical writing within computer science 
university programmes - and not in separate transferrable sills-type modules. If a 
separate writing skills module is offered to undergraduate computer science students (as 
a foundation), it should ideally be tailored to meet the writing objectives and needs of 
software engineers in practice; for example it could be taught in conjunction with a 
software development project where students are given a real-world type opportunity to 
write the kinds of documents they will ultimately write in industry.  
 
Brockmann (1992) refers to documentation as communication designed to ease 
interactions between computer software and the individuals, who design, manage, 
operate, and/or maintain it. If emphasis is not placed on technical writing and the 
importance of producing good documentation at an early stage, it is unlikely that the 
graduate will prioritise the centrality of documentation as communication in an 
industrial context. With a clear foundation, understanding, and renewed appreciation of 
the writing process in general along with its associated cognitive components, software 
engineers will be better able to communicate effectively in the wide variety of 
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