Requirements engineering (RE) and software architecture (SA) significantly affect software project success. In practice, requirements and architectural design impact each other. This relationship was the subject of the Fourth International Workshop on the Twin Peaks of Requirements and Architecture (TwinPeaks@ICSE 2014). Similar to previous editions of the TwinPeaks workshop series, we aimed at exploring the relationship between RE and SA in the broader context of software engineering, rather than in the isolated contexts of either RE or SA. We found that there are things that drive architectural design, in addition to functional and quality requirements (e.g., "architectural necessities" which are often overlooked and ignored by architects). We then identified new challenges related to intertwining requirements and architectures based on the current state of practice. Furthermore, we described solutions to bridging the requirements-architecture gap. These range from technical solutions (e.g., knowledge reuse) to solutions related to changing the mindset and the "way of thinking" of software engineers (e.g., software engineering education).
INTRODUCTION
Requirements engineering (RE) is concerned with eliciting, analyzing, specifying, and managing requirements of a software system. In contrast, the discipline of software architecture (SA) focuses on designing feasible solutions to satisfy functional and quality requirements. In theory, RE and SA are often considered as separate disciplines. However, in practice, requirements and architectural design impact each other. TwinPeaks@ICSE 2014 addressed the challenges introduced by the strong interdependencies between requirements and architecture. These interdependencies are described in the Twin Peaks Model [1] . The Twin Peaks model suggests an intertwinement of software requirements and architecture to achieve incremental development and speedy delivery. TwinPeaks@ICSE 2014 was held in conjunction with the 36th International Conference on Software Engineering (ICSE 2014) in Hyderabad, India. The workshop aimed at providing a forum for software engineering researchers, practitioners and educators to discuss experiences, forge new collaborations, and explore solutions that address challenges that occur when relating RE and SA. Around 25 participants were registered for the workshop. The workshop was a follow-up event of TwinPeaks@RE 2012, TwinPeaks@ICSE 2013, and TwinPeaks@RE 2013 [2] .
PRESENTATIONS
The workshop featured a keynote delivered by Rick Kazman from the Software Engineering Institute (SEI). Rick talked about "What drives design." Rick argued that there are other things in addition to functional and non-functional requirements that drive design. Rick classified these "other things" as a) constraints, and b) architecture necessities. Constraints are architectural design decisions that cannot be influenced by the software architect. These often arise from project contexts or domains (e.g., platforms). Architecture necessities are issues that are often overlooked or ignored by architects. Furthermore, necessities are often not explicitly derived from stakeholders (e.g., exception management, data cleansing).
Based on a peer reviewer process, the workshop selected five research papers for inclusion in the proceedings. The papers were presented in 20-minute presentations. Furthermore, we included two invited talks. Mike Whalen explored engineering support for virtual integration. Jane Cleland-Huang talked about architecturally savvy personas.
We also invited workshop participants to submit one slide to be presented in one minute. The "one-minute" slides covered a topic or question that participants were passionate about and interested in discussing with other workshop participants, or ideas that emerged throughout the workshop. Five workshop participants presented a slide. These short presentations triggered interesting discussions among participants.
DISCUSSIONS
The goal of the discussions was to extend the findings from previous editions of the TwinPeaks workshops. In previous workshops, we identified several areas for future work that we thought may improve the state of practice.
1. Elicitation and specification of architecturally-significant requirements: Architecturally significant requirements emerge from the problem space and drive the solution. How can we identify and describe requirements that drive the solution? 2. Creation and maintenance of common viewpoints: Viewpoints can help identify and describe customer requirements from different perspectives. Also, viewpoints are frequently used to describe software architectures. How can we create and maintain common requirements and architecture viewpoints? 3. On-demand traceability between requirements and architecture in either direction: Traceability ensures that requirements and architecture artifacts are implemented and evolved simultaneously.
How can we support on-demand traceability, i.e., traceability for particular purposes at different stages of software development? 4. Reverse engineering of architectural concerns: Architectural concerns could include architecturally-significant requirements, quality attributes or functional requirements. Many software development projects are constrained by existing software, legacy systems, eco-systems, or reused components. In order to understand implications of architectural solutions on requirements we may need to reverse engineer architectural concerns from existing software artifacts. How can such architectural concerns be reverse engineered?
In this edition of the TwinPeaks workshop, we were interested in pushing forward and identifying potential solutions in the areas listed above. In particular, we were interested in techniques and practices for the above mentioned areas. Furthermore, we were interested in putting the Twin Peaks model in context (e.g., different types of software development processes, different domains) since the intertwinement of requirements and architecture may depend on the context.
We performed a quiet brainstorming exercise. The results of this exercise helped us create a wall of ideas (see Figure 1 ) that we used as the foundation for further discussions. Workshop participants put down thoughts from the quiet brainstorming activity on post-it notes. These notes were categorized based on two dimensions. The first dimension showed (new) needs and solutions. The second dimension was about techniques, practices and context.
Figure 1. Wall of ideas.
As can be seen in Figure 1 , the lower part of the grid contained more sticky notes. Our goal was to identify more solutions than new needs or challenges as in previous editions of the workshop. We analyzed the notes on the wall and discarded challenges identified in previous workshops. We grouped the remaining challenges into categories of new needs.
Empirical data: There seems to be a lack of empirical data and rigorously conducted empirical studies about the relationship between requirements and architecture. In this sense, collecting empirical data is not only a need but also a possible solution to better understand the four challenges listed above. -How much architecture / requirements is enough: We kept this as a challenge in this edition of the workshop. The question of how much analysis is needed before drafting initial architecture artifacts is one of the most debated questions in software development. Based on discussions we found that there are no clear guidelines but architecting usually starts as soon as an initial understanding of requirements has been achieved. This is mostly based on the experience of software engineers.
After discussing these new needs, cross-cutting solutions were identified.
Knowledge reuse: Reuse of requirements knowledge and architectural knowledge applies knowledge from previous projects and experiences to facilitate the transition between requirements and architectures. Reusing requirements knowledge can help identify architecture necessities that are often missed (see above). Reusing architectural knowledge (e.g., in form of architectural decisions or patterns) can help select architectural solutions that have proven and well-understood implications for software and system qualities. -Frameworks and checklists: Frameworks and checklists can provide guidance for how to bridge the gap between requirements and architecture. Frameworks and checklists for designing systems in specific domains can help capture, codify, share and reuse knowledge about how to successfully design systems that comply with requirements for a given problem. Frameworks and checklists can guide software engineers throughout the software development process. -Natural language processing: Natural language processing was proposed as a way to start from (potentially unstructured) textual requirements to identify architecturally significant requirements. -Education and training: As discussed in the last edition of the workshop, education and training are key success factors to link and intertwine requirements and architecture. This is also related to creating a mindset in developers to avoid treating requirements or architectural decisions in isolation but always consider the implications of requirements and architecture decisions on each other. -Formal approaches: Formal approaches can help evaluate and test software architectures. Furthermore, formal approaches can help rigorously define and describe requirements. Thus, expressing requirements using formal methods and translating them into architectures could a) help ensure traceability between requirements and architectures, and b) help test whether architectures comply with requirements. It was acknowledged that formal methods may not be applicable to all types of projects and systems and that there may be a gap between the theory of formal methods and their applicability in the real world.
The discussions concluded that no matter what approach is used to bridge the gap between requirements and architectures, tool support is crucial to make the application of such approaches feasible and useful for industrial practice.
CONCLUSIONS
The Twin Peaks model describes a conceptual approach to reason about the tight relationship between requirements engineering and software architecture. The workshop discussed challenges that occur when intertwining requirements and architectures. We also identified solutions and possible directions for further research to successfully apply the Twin Peaks model in current software engineering practices.
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