design of composite structures against buckling presents two major challenges to the designer. First, the problem of laminate stacking sequence design is discrete in nature, involving a small set of fiber orientations, which complicates the solution process. Therefore, the design of the stacking sequence is a combinatorial optimization problem which is suitable for genetic algorithms. Second, many local optima with comparable performance may be found. Most optimization algorithms find only a single optimum, while often a designer would want to obtain all the local optima with performance close to the global optimum. Genetic algorithms can easily find many near optimal solutions. However, they usually require very large computational costs. Previous work by the authors on the use of genetic algorithms for designing stiffened composite panels revealed both the above strength and weakness of the genetic algorithm. The present paper suggests several changes to the basic genetic algorithm developed previously, and demonstrates reduced computational cost and increased reliability of the algorithm due to these changes. Additionally, for a stiffened composite panel considered in this study, we present designs lighter by about 4% compared to previously obtained results.
INTRODUCTION
The growing use of high performance composite materials has motivated the development of optimization procedures for the design of laminates. Due to their high strength, composite plates are usually thin laminates that are buckling critical. Thus optimization of composite plates to maximize buckling loads has drawn considerable attention in recent years (e.g. Refs [l-4] ).
The design of composite laminates is often formulated as a continuous optimization problem with ply thicknesses and ply orientation angles used as design variables (e.g. Schmit and Farshi [l] ). However, for many practical problems, ply thicknesses are fixed and ply orientation angles are limited to a small set of angles such as 0, 90 and 45 degrees. Designing the laminate then becomes a stacking sequence optimization which can be formulated as an integer programming problem. In recent years there has been growing interest in the application of genetic algorithms to this integer programming problem.
Applications of genetic algorithms to the optimum design of nonconvex engineering problems can be found in several recent studies (e.g. . In the area of composite structural design, recent applications of genetic algorithms include Callahan and t University of Technology of Compibgne (France), currently visiting Virginia Polytechnic Institute and State University.
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Weeks [lo] , and Ball et al. [l 11. Le Riche and Haftka [ 121 solved the laminate stacking sequence design problem subject to buckling and strength constraints. Nagendra et al. [13, 141 applied the same approach to the design of stiffened composite panels. In both works [12, 141 it was found that the genetic algorithm can find a variety of alternative designs with similar performance, thus giving the designer a choice of alternatives. However, the cost of the genetic search was high, requiring thousands of analyses.
Kogiso et al. [15, 161 considered the use of information about past designs (memory) for the purpose or reducing the number of analyses required by the genetic algorithm. The information was used to construct a linear approximation to the buckling load in the neighborhood of each member of the population of designs. The approximations were then used to seek nearby improved designs. Substantial reductions in the number of required analyses for designing unstiffened laminates were achieved. However, the procedure could reduce the chance of locating isolated singular optima. Le Riche and Haftka [17] have found that substantial reduction in cost of the GA could be achieved by tailoring GA operators to the special features of stacking sequence design. The present paper similarly investigates the effect of various modifications to the basic genetic algorithm for the minimum weight design of stiffened panels subject to stability and strain constraints. The primary objective is to improve reliability and reduce the computational cost of the algorithm. S. Nagendra et al.
SKIN

PROBLEM DESCRIPTION
The panel under consideration is 30 in long and 32 in wide and has four equally spaced blade stiffeners (see Fig. 1 ). The panel is designed for an axial load (N, = 20,000 Ibin-') and a shear load (N,, = 5000 lbin-').
The small shear load was added to reduce sensitivity to off-design conditions. The skin, stiffener blade and stiffener flange laminates are constrained to be balanced and symmetric laminates made up of 0, +45 and 90 degree plies. The stiffener blade and flange (see Fig. 2 ) were constrained to have identical laminates. Furthermore, the number of adjacent (contiguous) plies of the same orientation is restricted to be four or less in order to prevent matrix cracking. Taking damage tolerance aspects under compressive loading
into consideration, the outer plies of the skin and stiffener blade laminates are restricted to be *45 degree plies. To account for shape imperfections and eccentricities, it is assumed that the panel could have a longitudinal bow of 3% of the panel length.
In Ref.
[ 181, strain and buckling critical stiff-skin designs (panel designs with 0" plies in the skin laminate) and soft-skin designs (panel designs with no zero-degree plies in the skin laminate) were identified. The soft-skin designs are expected to be better designs as the strain margin is higher than for the stiff-skin designs. In this paper stiffened composite panels are designed by genetic algorithms using the PASCO program [19, 20] for analysis purposes only (this is equivalent to the use of the analysis module VIPASA [21] of PASCO). Fig. 2 . PASCO repeating element with variable laminate thickness and stiffener blade height.
Lb+Ls
OF'TIMlZATION FORMULATION
The goal of the optimization is to find the stacking sequence of minimum weight panels that will not buckle or fail due to excessive strains for a particular set of design loads and boundary conditions. Additionally, ply contiguity constraints which require that the designs not have more than four contiguous plies of the same orientation are imposed so as to reduce the danger of matrix cracking.
The panel weight W is a function of the number of layers in the skin n,, number of layers in the stiffener blade nb and the planform areas A,, Ab and A, of the skin, blade and flange, respectively. Thus, the panel weight (with four equal stiffeners) can be calculated as
where t and p are the ply thickness and density given in Table 1 . The optimization problem can be formulated as finding the stacking sequences of the panel (i.e. ply orientation 0, of the ith ply) of the skin, and of the stiffener-blade laminates, as well as the stiffener height Hb in order to minimize the weight W of the panel W(H,, n,, n,,) Subject to
Minimize
where I, is the critical buckling load factor and 1, is the strength failure load factor obtained as the smallest (over all strain components) ratio of the strain allowable L$' to the corresponding strain component cij, g(6) represent the contiguous ply constraint and the balanced condition. The vector 6 of ply orientations has n, + nb components. In order to reduce the number of design variables and ensure balanced laminates, the laminates are assumed to be composed of stacks with each stack made up of two plies.
The constrained optimization problem must be transformed into an unconstrained problem for the genetic algorithm. This is done by using penalty parameters and defining an objective function F as where the penalty parameter, PC,,,, is used to enforce contiguity constraints and &, is the failure load factor defined as 1,,, = minjl,, A,}.
In eqn (3) the term W/leil ensures that the objective function is penalized for designs that do not satisfy failure constraint. The penalty parameter q is problem dependent and a value of q = 0.9 was employed here. When the failure constraint is satisfied [L,, > 1, see eqn (3)] a small fraction (6 = 0.001) of the critical failure load factor l,i, is subtracted from the weight, to discriminate between multiple designs with the same weight all of which satisfy the failure constraint. The best design has the largest possible margin of all panels of the same weight.
The ply contiguity constraint is imposed by modifying the objective function with a penalty parameter P con,, which is calculated as a function of the degree of constraint violations. The ply contiguity parameter PC,,, is calculated as the degree of constraint violation measured by the variables nv,, and nab,, which are defined to be the number of contiguous 0, or 90, degree stacks in excess of the constraint value of 2 in the skin and blade laminates, respectively. For example, the number of violations for a [90,/O,] Because of the laminate mid-plane symmetry the contiguity constraint can be violated by having more than one stack of 0, or 90, degree plies near the midplane. Thus for the laminate [O,, 90,] , the number of violations is 2. One violation is counted for the 90 degree stacks since there are two stacks at the midplane, and an additional violation is counted for the three O2 stacks.
GENETIC CODE
The design variables are the blade height, number of plies, and ply orientations restricted to a discrete set of angles (0, f45 and 90 degrees). Three possible stacks (see Fig. 3 ) are O,, f45 and 902 and are represented by the codes 1, 2 and 3, respectively. Since the total laminate thickness is not fixed, but the length of the string used to represent laminates is fixed, a string length corresponding to an upper bound on the thickness is used here. The length of the string needs to be such that at least one feasible design is guaranteed for the specified loads. The upper bound for the skin laminate was chosen as 15 stacks for the present study, while for the blade laminate it was chosen as 25 stacks. Therefore, to represent laminates with thicknesses smaller than the upper bound, a code of '0' is introduced to identify empty stacks. For example, using a string length of 10 (total number of possible plies = 40) the 32-ply symmetric laminate [*/*/90,/ +452/902/02/ f452/02]s is encoded as L,,, 1 2 2 1 3 2 2 3 0 0, where * denotes an empty stack. The leftmost 1 corresponds to the O2 stack closest to the laminate plane of symmetry (denoted by I,). The rightmost 3 describes the outermost 9Or stack. The zeros on the right correspond to empty stacks. During the optimization process, zeros representing empty stacks can be generated in the interior of a laminate design. This problem is resolved by packing the string to move all zeros toward the outside of the laminate without altering the order of occurrence of the filled stacks.
The blade height is a continuous variable approximated by a ternary rational number. The blade height variable is modeled using alleles 0, 1 and 2. During genetic operations, if a 0 is present in the interior of the blade height variable, no packing is done on that portion of the string and hence the order of the genes in the blade height string is not altered. The string length L, of the blade height array is based on the desired precision of the approximation. Given a ternary string [Y,,, . . , YZ , Y,], the corresponding blade height H,, is given as
r=l where X, and X, are the upper and lower bounds of the range of the continuous variable Hb. Based on the continuous optimum design obtained in Ref.
[ 181, the stiffener blade height was assumed to be in the range 1.5 < Hb < 3.3 in. The blade height Hb was discretized as a nine digit ternary number representing 39 or about 20,000 values in the range of 1.5-3.3 in. A design (a member in the population) is formed by concatenating the blade height substring with the skin and blade laminate substrings. This is identified as a complete design string. With string lengths of 15 and 25 chosen for the skin and blade laminates, respectively, and the string length of nine for the blade height, the total string length is 49. Since the skin laminate does not include any zero plies and the outermost stack has to be a +45 stack in the skin and blade laminates, the possible number of designs is 3 Is ' in the skin and 425 ' in the blade. Hence the complete set of possible designs is 39 * 314 * 424 z 2.65 x 1025.
IMPLEMENTATION OF THE GENETIC ALGORITHM
The implementation of the genetic algorithm is shown schematically in Fig. 4 . The process starts with the generation of a random initial population of nd designs. Next, the PASCO preprocessor translates the genetic string of each design into input for PASCO. PASCO evaluates the panel mass, buckling loads, strains and loads in different sections of the panel. Postprocessing of the PASCO output assigns the information regarding the panel mass, buckling loads and strains to individual parent strings in the population base. This procedure is repeated for each string in the population. The fitness processor evaluates the objective function for each design and ranks the designs. The evaluated population is processed then, by means of genetic operators, to create a new population which combines the most desirable characteristics of the old population. The old population is replaced by the new one except for the best design which is always kept unchanged-an "elitist" version of the genetic algorithm [5, 22] . This scheme guarantees that the best design will occur in the final population. The process is repeated until convergence, defined as a maximum number of generations without improvement in the best design, or a fixed number of generations chosen a priori.
The genetic algorithm begins with the random generation of a population of design alternatives. To ensure that a large number of initial designs are feasible in the initial population, the probability of choosing an empty stack denoted by '0' is forced to be small in the initial population. The selection process is biased so that high performance designs have a higher probability of transmitting their features to the next generation. This is implemented by allocating each individual a portion of a roulette wheel in proportion to their fitness. The fitness was chosen to be the rank in terms of a design's objective function in the population. The fitness (fraction of a simulated roulette wheel assigned to the design) assigned to the ith best individual of nd designs is then equal to 2(n, + 1 -i)/(ni + nd).
Once parents are selected various genetic operators are applied to create child designs. The genetic algorithm of Ref.
[ 131 called here the "basic GA" includes the operators of crossover, mutation and permutation, described in the next section. To improve the performance of the algorithm, these operators were modified, as described in the next section. Additionally, the selection of two identical parents was not allowed. The algorithm based on these modified operators is called herein the "improved GA".
GENETIC OPERATORS
Crossover
Crossover allows selected individuals to trade characteristics of their designs by exchanging parts of strings. A two-point crossover, where two break points in the string are chosen at random, is applied to the complete design string. Two offspring are created by swapping the parent substrings. The crossover operator is applied with a given probability P,, chosen here to be 0.95. If crossover is not applied, the first parent is copied into the next generation. The following is an example where a [+, +45,, 90.,, *45,, 902, f4s2, 90,] , laminate is mated with a [*6, f45,, go,, i-45,, 90,] , laminate to produce ]*1, f45,, 907, f45, 904, +45,, 907] , and [*6, f452, 90,, +45,, 90,, f45, 90,] , laminates. Child 2 L,33/23223/22000000.
Substring crossover
To improve the performance of the genetic algorithm, we tested a crossover applied to each substring representing the skin, the blade laminate and the stiffener height separately. Thus in comparison with the traditional crossover, the substring crossover is an eight point crossover instead of a two-point crossover.
Mutation
Mutation introduces small changes in children produced by crossover. One of the two children is randomly picked and endures mutation with a low probability P,,, (here 0.03 per gene in an individual parent).
Before mutation L,222322330000000.
After mutation L,22232~330000000.
New mutation
The mutation procedure can change ply orientation as well as delete or add a stack. The probabilities of the three events are linked and depend on the number of OS (empty stacks) in the string. To improve the performance we also considered three independent mutations of stack deletion, stack addition, and orientation mutation. The primary advantage of the new procedure was to separate and independently control the individual substring rates of mutation. The blade height mutation is not changed.
Stack deletion. First the skin or blade laminate is chosen at random for stack deletion. Then the stack closest to the midplane is deleted with probability Pdel. The choice of the stack closest to the midplane to be deleted is based on the fact that these stacks have little influence on the buckling load and so are more likely to be non-optimal than an outer stack.
Before stack deletion L,2 3 2 2 3 3 2 2 2 2 0 0 0 0 0.
Before stack addition L m 2 3 2 2 3 3 2 2 2 2 0 0 0 0 0.
After stack addition L,323223322220000.
(10)
Orientation mutation. The skin or blade laminate is chosen at random for orientation change, then a random stack is chosen and the stack orientation is changed to a new orientation with probability PO,,, . A change in the stack orientation is allowed anywhere in the filled part of the laminate substring.
Before orientation mutation L,2 3 2 2 3 3 2 2 2 2.
After orientation mutation L,2 3 2 2 2 3 2 2 2 2.
After stack deletion L,O 3 2 2 3 3 2 2 2 2 0 0 0 0 0. Permutation After string packing L,322332222000000. Permutation, a new stochastic operator devised for (9) laminate design [12] , inverts the order of the genes between two randomly assigned points.
Stack addition. The skin or blade laminate is chosen at random for stack addition, then a stack is Before permutation L, 1 1 / 2 2 2 1 3 / 2 3 2 1 3 0 0 0. added at the midplane with probability Padd and all the other stacks shifted by a stack away from the Afterpermutation L,11/31222/23213000. midplane without altering the order of the stacks. In the above example, the laminate described by the pair of strings before permutation is [eX, 90, , O, , +45, 902, +45, 90, , 02, +4&, OJs and becomes [*3, 902, Oz. +45, 90, , +454, 02, 90, , O, ] , after permutation. The permutation operator introduces drastic changes in the laminate stacking sequence and the new design can be feasible or infeasible by a wide margin. In order to introduce a change in the laminate stacking sequence that is less dramatic, Kogiso et al. [15] introduced an interchange operator which swaps two stacks. Here we differentiate between intra-and interlaminate swap.
Intralaminate swap
The intralaminate swap operator is applied with a probability of Pi,, either to the skin laminate or to the blade laminate with the laminate chosen at random (never to both). Two stacks are selected at random within a substring and swapped by interchanging the stacks with respect to their location in the string. The intralaminate swap operator is applied to the complete laminate substring and admits the swapping of a filled stack with an empty stack, which allows the stack to be moved towards the outside of the laminate. The swapping of two empty stacks is not allowed. For example in the skin laminate: before intralaminate swap L,232233222200000, after intralaminate swap L,222233232200000.
(13)
Interlaminate swap
The interlaminate swap operator exchanges a stack between the skin and the blade laminates. This particular operator is the only operator which exchanges genetic information between the skin and blade laminates. The interlaminate swap operator is applied with a probability of PiaW. A stack in the skin laminate and a stack in the blade laminate are chosen at random. If the chosen stack in the blade is not a 0, stack then the two stacks are swapped, otherwise no swapping occurs. This check ensures that the skin does not get altered from a soft-skin to stiff-skin design during the course of the search. Maintaining a diversity of individuals within a population is necessary for the long term success of any evolutionary process. Genetic diversity helps a population adapt quickly to changes in the environment and allows the population to continue searching for productive niches, avoiding premature convergence at local optima [22-251. In GAS it is difficult to maintain diversity because the algorithm assigns an exponentially increasing number of trials (for an infinite population) to the observed best parts of the search space (Schema Theorem, Holland [26] ). As a result the standard GA has strong convergence properties which may restrict the design space and lead to premature convergence at a local optimum [25] . Hence in order to ascertain whether the population is diverse during each generation of the search, a heterogeneity measure based on the individual members of the population and their relation to each other in terms of gene composition is devised.
The heterogeneity measure H,,, is calculated by comparing individual members of the population of size nd on a "gene by gene" basis and counting the number of nonidentical genes at the same location in the strings. That is 15) where the number of genes that are different between designs i and j is denoted by S,. For a random population the ratio of Sii to the string length L averages (m -1)/m, where tn is the number of alleles (in this case 3 or 4). At the beginning of the genetic search, the population is diverse and the heterogeneity measure H,,, is about 0.5, while towards the end of the search it becomes low as the population indicates an increased tendency to become homogeneous.
ALGORITHM PERFORMANCE
The GA is a stochastic process and hence the algorithm performance has to be evaluated based on performance criteria that take into account the algorithm's reliability in reaching the best solution. Here we assume that feasible designs with weights within 1 or 2% of the best known designs are acceptable and we denote them as practical optima.
To account for the variability in a stochastic algorithm we test the algorithm by repeating its execution a number of times with different seeds for the random number generator. The reliability R is then defined as the fraction of runs which produced a practical optimum. In comparing different GAS, premature convergence can lower both the reliability and the cost of the genetic algorithm. We can normalize these variations by estimating the number of analyses, NT, required to reach a target reliability T as shown from Ref. [27] 
RESULTS
To reduce computational cost, the probabilities associated with the various genetic operators were tuned on a simplified problem. The simplified problem had buckling and ply contiguity constraints only (no strain constraints), the blade height fixed at 3.2121 in, the blade laminate set to [ f 45/( f 45,/O&/( &45/O,),/ &-45/OJ, and did not include bow. With the stacking sequence of the skin laminate the only design variable, the design space P,,, = 0.75, P,,,* = 0.55, P,,, = 0.01, P,,, = 0.01, P,, = 0.01, q = 0.9). was reduced from 2.65 x 1O25 to approximately 4.78 x 106. Results were obtained for graphite-epoxy stiffened panels with AS413502 manufacturer specified properties shown in Table 1 .
For this simplified problem, the optimum skin design was obtained as [ &-45/90,/ + 45/90,/ rfr 45,] , with a mass of 22.68 lb. The basic GA obtained this design with a reliability of 80-85% after 80 generations (800 analyses), depending on the type of random number generator used (see the Appendix for a discussion of random number generators). Note that for this simplified problem the reliability is based only on the designs that achieved the optimum weight of 22.68 lb, since the next heaviest design of 23.82 lb lies outside the 1 or 2% tolerance used for defining practical optima. Increasing the design space by freeing the blade laminate yielded the best known design of 22.68 lb although reliability was poor. The poor reliability of the basic GA motivated the proposed modified genetic operators to improve the reliability of the algorithm.
Tuning the improved GA
The probabilities of the new genetic operators were tuned to obtain optimal performance of the algorithm. Tuning was carried out using a population size rrd of 10 and 10 individual optimization runs of the genetic algorithm were performed for each combination of the various probabilities. The blade height was fixed at 3.2121 in, and the stopping criterion was 40 generations without improvement. The algorithm was assumed to be tuned when it produced good reliability in obtaining the 22.68 lb with eight stacks (32 plies) in the skin and 17 stacks (68 plies) in the blade. The results of some of these trials are summarized in Table 2 . Because of the stopping criterion, both the average number of analyses, Na, and the reliability changed. To normalize the results, the number of analyses needed to obtain 50% reliability, NS, was calculated using eqn (16) . However, because of the small number of optimizations, the results are just a rough indication of the effect of the parameters.
Keeping the mutation rates due to addition, deletion, and orientation change small (1%) and having high rates for crossover (95%), intralaminate swap (75%) and interlaminate swap (55%), reliabilities as high as 70% with an average number of analyses of 1341 could be attained. It was observed that if the deletion probability was increased (keeping addition and stack swaps constant) from 1 to 30% the reliability decreased from 70 to 10%. This is attributed to the fact that if a large number of plies are deleted then the algorithm exhibits premature convergence. The best set of rates was tested further with 70 independent runs giving an average reliability of about 60% with an average number of analyses of 1233. This corresponds to a predicted N,, of 958 vs 772 based on only 10 optimizations. The substantial difference shows that the parameter tuning is not very precise.
The reliability of finding the best design in the population as a function of the generation number is plotted in Fig. 5a , where 40 genetic optimizations were used to calculate each point on the curve. As the number of generations increases, the reliability of the algorithm increased reaching about 65% reliability in 160 generations. The corresponding average mass of the best design is plotted as a function of the generation number in Fig. 5b . It is observed that the average mass of the best design quickly converges to about 22.80 in about 60 generations.
Complete string designs
Next the design space was increased further to allow the blade height (a continuous variable) to change, so that the entire design space was considered. The panel was still assumed to have no bow and no strain constraints were applied. Designs obtained in 10 genetic optimizations are shown in Table 3 . The introduction of the blade height allows a smooth variation of weight. The best design had a mass of 22.77 lb, the blade height increased by 1.18% and the buckling load factor increased by 0.14% compared to the best soft-skin design with a fixed blade height. Using a 1% weight tolerance, three of the 10 designs are practical optima, and with a 2% tolerance six designs were found to be practical optima. Clearly, increasing the design space made the problem more difficult as the optimal design of 22.68 lb with fixed blade height could not be found.
Full problem tests
The complete design problem [eqns (2-4)] was considered next. As in Ref.
[ 161, a population size of 20 was selected and the best probabilities (see Table 2 ) for the tuned algorithm were used. The improved algorithm was run with a fixed number of 150 generations for 40 optimizations. Improvements to the genetic operators were studied by replacing one of the new operators with its old version while keeping the others unchanged and comparing the results with the basic genetic algorithm. The test runs with such variations were made by using 10 optimizations. First the traditional crossover (applied on the complete string) was used while keeping all the other genetic operators identical to those in the improved Fig.   l-O GA. Next, the effect of replacing the mutation operator with the old (single) mutation operator, replacing the intralaminate swap by the basic permutation operator and eliminating the interlaminate swap were tested. The results are summarized in Table 4 and show that in all cases the improvements help the GA to increase reliability.
The effect of perturbations in the rates of individual mutations is shown in Table 5 . It is observed that increasing deletion and orientation mutation probabilities up to 2% improves the reliability of the improved GA. However, increasing the orientation mutation probability while keeping deletion probability fixed at 2% reduces the practical reliability, as does increasing deletion probability to 3% while keeping orientation mutation probability at 1%. In comparison with the old mutation procedure the deletion, addition and orientation mutations perform consistently better.
The payoj'
The payoff of the improved GA can be seen by comparing the designs obtained with it to those obtained in Ref. [14] with the basic GA. Table 6 shows the designs (obtained with the basic GA) along with the continuous optimum obtained from Ref. [18] . Table 7 shows practical optimum designs obtained by the improved GA. In Ref. [14] it was observed that the GA improved upon the continuous rounded optimum by reducing the weight from 26.08 to 25.19 lb. The improved GA pushed the weight further to 24.14 lb. Tables 6 and 7 also illustrate the wealth of design alternatives that can be generated by GAS. The skin laminate varied from 32 to 40 plies, the blade laminate from 64 to 80 plies and the blade height from 2.86 to 3.29 in.
The heterogeneity measure H,,, is plotted as a function of generation number in Fig. 6 . It can be observed that the population has a large amount of diversity (H,,, = 0.5) initially and slowly becomes homogeneous.
The reliability of the algorithm for 40 optimization runs is shown in Fig. 7 . It can be observed that practical optima that satisfy the 2% practical reliability requirement are easily found compared to the tighter 1% practical reliability condition.
CONCLUDING REMARKS
Several improvements in a genetic algorithm (GA) procedure for designing stiffened composite panels were developed. The improvements were systematically tested by performing hundreds of genetic optimizations. The improved genetic algorithm reduced the weight of a previously optimized panel by about 4%. Additionally the GA procedure produced a wealth of near optimal designs.
