Abstract-Due to its high compression efficiency, the H.264 video coder is very sensitive to impairments due to transmission over noisy channels. Most error resilience/concealment techniques provided in the H.264 standard were dealing with packet losses. In wireless environments, the proportion of corrupted packets (and thus considered as lost) may become very high. This paper shows that the H.264 decoder may be seen as a parity check decoder able to detect erroneous packets. Combined with soft estimation techniques, it allows to correct transmission errors and to reduce significantly the number of packets deemed lost. The proposed solution is compatible with the error-resilience features of H.264.
I. INTRODUCTION
The H.264 standard for video coding [1] achieves better video compression and improved network adaptation when compared to former standards [2] . These two advantages make H.264 efficient for wireless multimedia applications like video streaming, broadcasting or conversational services. Nevertheless, on the one hand, these applications require transmission over noisy packet-switched channels, where transmission errors range from single bit inversions to packet losses, and on the other hand, the high compression efficiency of the H.264 encoder makes it very sensitive to these transmission errors.
Usually, it is assumed that in the today transmission systems the multiplexing protocols include packet-loss and biterror detection capabilities [3] . For example, channel coding combined with ARQ mechanisms enable the vast majority of impairments to be detected and corrected, so that the decoder receives errorless packets. However, in applications such as video broadcasting or visiophony with mobile phones, ARQ is difficult to put at work due to delay constraints [3] . This is why H.264 includes error-resilience features at application level and error concealment capabilities [4] . Both were designed to make the H.264 decoder more robust to packet losses by preventing the propagation of errors due to lost data in the decoded video. They are applied in combination with channel coding techniques, thus increasing the required channel bandwidth.
However, when few errors remain in a packet after channel decoding, it would be much more efficient trying to correct these errors, instead of assuming that the packet is lost and using concealment techniques. This is the aim of joint sourcechannel decoding (JSCD) techniques, see, e.g., [5] - [10] . Video coders such as H.263 [11] , MPEG4 [12] or H.264 generate bitstreams that have to comply to some syntax in order to be decodable (the purpose of the standard is to describe this syntax). Thus, not all successions of bits may be generated by a video coder resulting in some redundancy left in the bitstream. Using soft information provided by the channel decoder, JSCD exploits this redundancy to correct errors that have gone through the channel decoder, by providing bitstreams that are compliant with the encoder syntax. For H.263, MPEG4, or H.264 in the baseline profile, redundancy has been identified due to the structure of the variable-length codes used for entropy coding [5] - [7] , to the fact that video is encoded macroblock by macroblock [8] and to the packetization of the encoded macroblocks [9] .
The redundancy in bitstreams generated by H.264 in the main or high profile, when using Context Adaptive Binary Arithmetic Coding (CABAC), is much more difficult to identify. Our purpose is to present a JSCD scheme adapted to this situation. It The purpose of a sequential decoder [16] is to solve (1) with a manageable complexity. To the vector Y Nyi of channel outcomes (see Figure 1) is assigned a decoding tree with 2Ni paths corresponding to all possible bitstreams x of Ni bits. Let Xl:n { xi, . . . Xn } be a path of n bits of this decoding tree.
The sequential decoder explores the decoding tree in order to find the best sequence according to a given metric, without examining too many paths. Here, the considered metric is derived from (1) MIYI:n, Xl:n) logp (YI:n xi:n). which has to be minimized in order to maximize p (yl Ni IX).
The most popular sequential decoding algorithms are the stack algorithm (SA) and the M algorithm (MA) [16] . The MA performs a breadth first search, the breadth being M, and allows to control the decoding complexity, proportional to M, contrary to the SA. This is why it is considered here.
The 
V. EXPERIMENTAL RESULTS AND DISCUSSION
The simulations performed in this section are based on the transmission scheme presented in Section III. The 197 first frames of the sequence foreman. cif are encoded, modulated and transmitted to the decoder NALU by NALU through a noisy channel. Every altered NALU is fed to the MA in order to compute a set of M estimates. These estimates are then provided to the H.264 syntax compliance checker, in decreasing likelihood order. If the current estimate of the NALU satisfies the H.264 syntax, it is provided to the H.264 decoder. If it is not the case, a syntax test is performed on the following estimate provided by the MA. When the whole set of M estimates for the current NALU has been tested without giving any acceptable solution, the H.264 error concealment techniques are involved.
The JM 10.2 implementation of H.264 [17] in its high profile has been used here. Some of the configuration parameters of the encoder are provided in Table I . Some of the error resilience techniques supported by H.264 [1] have been put at work, namely slice-structured coding and insertion of a fully intra-coded frame every 16 encoded frames. The size of a slice (and thus of a NALU) has been limited to 120 or 160 bytes. As mentioned in Section II-B, this size limitation introduces In classical video transmission scheme, each packet of compressed data is protected by a CRC. When the CRC is wrong, an ARQ mechanism is put at work. When the joint decoder presented in Section IV-B is involved, the CRC is bypassed and all packets are fed to the decoder. When the standard hard decoder is used, the presence of a CRC is simulated: when a packet is erroneous, it is not provided to the decoder and error concealment techniques are put at work. This allow a fair comparison between the two schemes. In fact, the H.264 decoder is particularly sensitive to bit errors: it may crash after a single bit error. For the simulations, no channel coding has been involved. Figure 2 shows the Signal to Noise Ratio (SNR) for the luminance as a function of the frame number, for a channel SNR of 11 dB. The performance increase provided by the joint decoder is more than 5 dB when compared to the hard decoder. Increasing M (the number of simultaneous paths processed by the MA) from 3 to 10 improves the performance of the decoder (with a decoding complexity that is also increased). Figure 3 represents the average SNR for the luminance of the decoded video as function of the SNR on the channel for the hard decoder (standard solution) and for joint decoders with M = 10 and M = 3. At 11 dB, an improvement of more than 5 dB is obtained by the soft decoder with M = 10 when compared to the standard solution. The average improvement is more than 4 dB when M = 3. When the channel becomes too bad, the error correction capacity of the soft decoding scheme is overflowed and both schemes perform in a similar (Figure 4 ) and the joint decoder with M = 10 ( Figure 5 ) are both displayed. The H.264 video coder has been mainly designed to resist to packet losses [3] and shows poor performance when it has to decode packets corrupted with transmission errors. In a wireless environment, with poor channel conditions, obtaining a moderate proportion of lost packets requires strong channel coding. This reduces significantly the usable bandwidth.
This paper provides a joint source-channel decoding technique allowing to partly mitigate the effect of packet transmission errors. Very limited redundancy is introduced, as our joint decoder uses the residual redundancy left in the bitstream by the H.264 video coder. This technique allows less redundant channel codes to be employed, and thus, results in an increase of the average video quality.
Current work is dedicated to further improvements of the joint source-channel decoding technique. For the time being, the tests presented in Section IV-A allow to decide whether a NALU complies with the H.264 syntax. It would be more interesting to determine the origin of the syntax error, which may be due to a transmission error occurring much earlier than the bit position its effect has been detected. An error cannot be detected directly: only its consequences may be detected, which may take some time to appear. A possible way to solve this problem is by exploiting the residual redundancy left by the binarization module of the CABAC.
The optimal redundancy introduction in such video transmission schemes is another important issue that has still to be solved: one has to find the trade off between redundancy introduced at the application level and redundancy at lower levels.
