Abstract. In type theory with an impredicative universe of propositions and a proofirrelevant propositional equality the normalization property fails. Thus, type checking is likely undecidable. The counterexample to normalization is adapted from Girard's counterexample against normalization of System F equipped with a decider for type equality. It refutes Werner's normalization conjecture [LMCS 2008].
Introduction
Type theories with an impredicative universe Prop of propositions, such as the Calculus of Constructions [Coquand and Huet, 1988] , lose the normalization property in the presence of a proof-irrelevant propositional equality = : Π A : Type. A → A → Prop. The loss of normalization is facilitated already by a coercion function with a reduction rule cast : Π A B : Prop. A = Prop B → A → B cast A A e x ⊲ x that does not inspect the equality proof e : A = Prop A but only checks whether the endpoints are (definitionally) equal.
The failure of normalization refutes a conjecture by Werner [2008, Conjecture 3.14] and strongly diminishes the hope of decidable type checking for type theory with an impredicative universe of proof irrelevant propositions and a propositional equality that eliminates into Type.
Consistency and canoncity is not at stake; thus, the situation is comparable to type theory with equality reflection , aka Extensional Type Theory. At the moment, it is unclear whether the use of impredicativity is essential to break normalization; predicative type theory might be able to host a proof-irrelevant propositional equality [Abel, 2009] .
Counterexample to Normalization
We employ the usual impredicative definition of absurdity ⊥ and negation ¬A and a derived definition of truth ⊤:
The presence of cast allows us to define self-application under the assumption that all propositions all equal. The self-application term ω refutes this assumption.
Impredicativity is exploited when applying z : ⊥ to type ⊤ = ⊥ → ⊥ so that it can be applied to z again. The type of the λ-term is ⊤ which we cast to A thanks to the assumption h that all propositions are equal.
We build a non-normalizing term Ω by applying ω to itself, reminiscent of the shortest diverging term in untyped λ-calculus.
Thanks to the reduction rule of cast, term Ω h reduces to itself:
= Ω h Thus, normalization is lost in the presence of a hypothesis (free variable) h. As a consequence, normalization that proceeds under λ-abstraction can diverge. This means that equality of open terms cannot be decided by normalization and is likely undecidable. As a consequence, type checking is likely undecidable as well.
The counterexample can be implemented in Werner's type theory with proof-irrelevance [2008] , refuting the normalization conjecture (3.14). We implement cast as instance of Werner's the more general equality elimination rule:
Eq rec : Π A : Type.
Related Work
The cast operator is reminiscient of Girard's operator J : Π A B : Prop. A → B with reduction rule J A A M ⊲ M that destroys the normalization property of System F [Girard, 1971, Harper and Mitchell, 1999] . In contrast to J, constant cast also requires a proof of equality of A and B, but it is not inspected und thus does not block reduction if it is non-canonical. Thus, the simple lie that all propositions are equal is sufficient to trigger divergence. The Automath system AUT-4 is maybe the first type-theoretic proof assistant to feature proof irrelevant propositions [de Bruijn, 1994] . The terminology used by de Bruijn is fourth degree identification, where proofs are expressions considered to have degree 4, propositions and values degree 3, types and Prop degree 2, and the universe Type of types degree 1.
Lean's type theory Carneiro [2019] features an impredicative universe of proof-irrelevant propositions which hosts both propositional equality and the accessibility predicate. As both may be eliminated into computational universes, decidability of definitional equality is lost, as demonstrated there for the case of accessibility. As a consequence, typing is not decidable. Maybe the normalization property for computational objects can be salvaged, provided embedded proof terms are not reduced, but we have neither proof nor counterexample at the time of writing.
The type-theoretic proof assistants Agda and Coq have recently [Gilbert et al., 2019 ] been equipped with a proof-irrelevant universe of propositions ("strict Prop"). In this universe, propositional equality can be defined, but cannot be eliminated into types that are strict propositions themselves. Thus, normalization and decidability of type checking is preserved.
