Abstract. Identifier names are the main vehicle for semantic information during program comprehension. Identifier names are tokenised into their semantic constituents by tools supporting program comprehension tasks, including concept location and requirements traceability. We present an approach to the automated tokenisation of identifier names that improves on existing techniques in two ways. First, it improves tokenisation accuracy for identifier names of a single case and those containing digits. Second, performance gains over existing techniques are achieved using smaller oracles. Accuracy was evaluated by comparing the output of our algorithm to manual tokenisations of 28,000 identifier names drawn from 60 open source Java projects totalling 16.5 MSLOC. We also undertook a study of the typographical features of identifier names (single case, use of digits, etc.) per object-oriented construct (class names, method names, etc.), thus providing an insight into naming conventions in industrial-scale object-oriented code. Our tokenisation tool and datasets are publicly available 1 .
Introduction
Identifier names are strings of characters, often composed of one or more words, abbreviations and acronyms that describe actions and entities in source code. Identifier names are tokenised into their component words to support a wide range of activities in software development, maintenance and research, including concept location [16, 14] , to extract semantically useful information for other processes such as traceability [2] , and the extraction of domain-specific ontologies [17] , or to support investigations of the composition of identifier names [9, 10] .
Identifier naming conventions describe how developers should construct identifier names. The conventions typically provide mechanisms for identifying boundaries between component words either with separator characters, e.g. get text (Eclipse), or internal capitalisation where the initial letter of the second and successive component words is capitalised, colloquially known as 'camel case', e.g. getText (OpenProj). The use of separator characters and internal capitalisation mean identifier names can be readily tokenised. However, a non-negligible proportion of identifier names (we found approximately 15%) are more difficult to tokenise accurately and reliably because they contain features such as upper case acronyms, unconventional uses of capitalisation and digits, or are composed of characters of a single case. Upper case acronyms and words are delimited inconsistently, e.g. setOSTypes (jEdit) contains the acronym OS, hasSVUID (Google Web Toolkit) contains two acronyms, SVU and ID, concatenated, while DAYSforMONTH [7] relies on a change of case to mark a word boundary. Digits are found in some acronyms, e.g. J2se and POP3, and are also found as discrete tokens, thus there is no simple means of recognising a word boundary where a digit appears in an identifier name. Single case identifier names contain no readily identifiable word boundaries and in some instances, e.g. ALTORENDSTATE (JDK), have more than one plausible tokensiation based on dictionary words, which needs to be resolved. Further difficulties arise from the use of mixed case acronyms like OSGi and DnD, where the acronym is difficult to recover as a single token when used in the mixed case form, e.g. as in isOSGiCompatible (Eclipse), which lack conventional word boundaries.
Current approaches to identifier name tokenisation [7, 8, 15 ] report accuracies of around 96% for the tokenisation of unique identifier names. However, some approaches ignore identifier names containing digits [8, 15] , or treat digits as discrete tokens [7] . In this paper, we present a step-wise strategy to tokenising identifier names that improves on existing methods [7, 8] in three ways. Firstly, we introduce a method for tokenising single case identifier names that addresses the problem of resolving ambiguous tokenisations and does not rely on the assumption that identifier names begin and end with known words; secondly, we implement and evaluate a method of tokenising identifier names containing digits that relies on an oracle and heuristics; and thirdly, we use an oracle created from published word lists [4] with 117,000 entries, which makes the solution easier to create and deploy than that described in [7] where the oracle consists of 630,000 entries harvested from 9,000 Java projects.
Improvements in identifier name tokenisation can have a big impact on the coverage of concept location and program comprehension tools because tokenisation accuracy is reported in terms of unique identifier names. Hence, even a 1% improvement of accuracy can have a radical effect (e.g. in concept location) if it affects those identifiers with many instances throughout the source code, which would otherwise lead to incorrect or missing concept locations. More importantly, by improving techniques for tokenising identifier names composed of characters of a single case and those containing digits, the coverage of concept location tools can be extended to include identifier names have previously been ignored or underused.
Identifier name tokenisation can also be used in IDE tools to support identifier name quality assurance. For example, some projects use tools like Checkstyle 2 to check conformance to programming conventions when source code is committed to the repository. Such tools typically only ensure typographical conventions, like the usage of word separators in names of constants, not lexical ones, like the usage of dictionary words and recognised abbreviations. Using tokenisation
