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1. Bevezetés
1.1. Az alkalmazás célja és funkciói
Egy olyan felhasználóbarát webalkalmazás biztosítása a cél, ami alkalmas adattáb-
lák kiterjedt körű kezelésére. A táblákon végrehajthatóak a szokásos adatbázis-
műveletek mint a beszúrás, törlés, módosítás, szűrés és vetítés, de mindez a felhasz-
náló által könnyen kezelhető, adatbázis ismereteket nem igénylő módon. Az elké-
szítés folyamán jelentős szempont volt a multifunkcionális felhasználhatóság, hogy
minél személyre szabhatóbb, egyéni igényekhez igazítható legyen, így felhasználók
széles körének biztosíthasson szolgáltatást.
Az adatbázis-műveletekben tapasztalt felhasználók számára az alkalmazás biztosít
egy SQL parancssort, ahol SQL szűréseket lehet futtatni.
Kompatibilitási szempontot figyelembe véve az alkalmazás képes CSV fájlformátum-
ból importálni az adatbázisba adattáblát, illetve exportálni onnan csv fájlt.
A táblák projektekbe rendezve jelennek meg így biztosítva az átlátható elrendezést,
egy projekt bármennyi táblát tartalmazhat.
A projektek és a táblák egy központi adatbázis-szerveren tárolódnak, minden felhasz-
náló csak a saját maga által létrehozott vagy importált projektekhez és táblákhoz
fér hozzá.
Lehetőség van a felhasználó regisztrációjára. A regisztrált felhasználók adatait egy
adattáblában tároljuk, biztonsági szempontokat figyelembe véve, hash-elt jelszóval,
továbbá arra figyelve, hogy két azonos nevű vagy email című felhasználó ne regiszt-
rálhasson.
Kiegészítő funkcióként az alkalmazás képes a felhasználó tábláinak adott oszlopaiból
oszlop diagramot vagy gyakoriság diagramot készíteni, illetve a projektek tartalmát
gráfosan megjeleníteni.
A program kevés előre definiált osztályt használ, a felhasználó futási időben de-
finiálhatja vagy akár felülírhatja a táblák sémáit. Ez által a táblák dinamikusan
jönnek létre, változnak vagy törlődnek, miután a felhasználó kéréseiből a program
futtatható SQL parancsot épít és majd végrehajtja azt.
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2.2.2. Projektek és táblák
Bejelentkezés után a program automatikusan megjeleníti a felhasználó projektjeinek
listáját (lásd 4. ábra bal). A projekteket ebben a nézetben lehet törölni a Delete-
re kattintva, ekkor a projekthez tartozó adatok, illetve a projekt alá rendelt összes
tábla visszavonhatatlanul törlődik az adatbázisból, a program nem kér megerősítést.
Az Open-re kattintva megnyithatjuk az adott projektet, ekkor megjelenik az összes
tábla amit a projekt tartalmaz (lásd 4.ábra jobb). A táblákat hasonló módon tud-
juk törölni, ekkor minden hozzátartozó adat és a tábla tartalma azonnal törlődik.
Az Edit-re kattintva megnyílik az adott tábla, megjelenítve az összes benne tárolt
adatot. A Back gomb megnyomásával tudunk visszalépni a tábla projektjébe, onnan
pedig a projektlistába. Egy projekt vagy egy tábla is lehet üres, az nem befolyásolja
a program működését.
A tábla nézetben (lásd 5.ábra) láthatjuk az adatbázis által a táblában tárolt
attribútumokat és az összes rekordot rendezetlenül, a felhasználó által hozzáadott
sorrendjükben.
Új projekt hozható létre az oldalmenün a New Project menüpontra kattintva, illetve
új tábla hozható létre a projekteken belül a New Table gombbal. Az új projekt, illet-
4. ábra. Projekt lista (bal) és tábla lista (jobb)
ve új tábla létrehozása csak akkor lehet sikeres, ha minden input mezőt megfelelően
tölt ki a felhasználó, azaz sehol nem hagy üres mezőt. Projekt létrehozás esetében
csak egy projektnevet kell megadni, tábla létrehozásánál nevet illetve attribútumo-
kat. Legalább egy attribútumot kötelező megadni, a már megadott attribútumokat
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SQL nyelvi elemeket nagy betűvel kell írni. Az utasítás megadása során a felhasz-
náló feladata egy szintaktikailag helyes, futtatható parancsot megadni, amennyiben
a parancs nem fut le, az oldal visszajelzést ad a hibáról.
A parancs számos okból lehet hibás, ilyen például a nem létező tábla név megadása,
nem létező attribútum megadása vagy szintaktikai hiba.
2.4. Importálás, exportálás
Az alkalmazásba importálható csv kiterjesztésű fájl az oldalmenün az Import op-
cióra kattintva. Adnunk kell a létrejövő táblának nevet, kiválasztani, hogy melyik
projektbe szeretnénk illeszteni, majd kiválasztani a csv fájlt a számítógépünkről. A
fájlnak szigorúan a következő formátumúnak kell lennie: az első sorban az attribú-
tumok vesszővel elválasztva, majd rekordonként új sorban a rekordok, értékenként
vesszővel elválasztva. Ügyeljünk rá fájl megadáskor,hogy csak adatok között sze-
repeljen vessző, illetve sehol ne szerepeljen az adatokban felülvonás (’) karakter.
Amennyiben a fájl megfelelő formátumú a program adattáblát épít belőle és menti
azt az adatbázisba a megadott néven, majd megnyitja. Innentől kezdve ugyanúgy
kezelhető a tábla mint az általunk létrehozottak.
Exportálni bármelyik táblánkat lehet, CSV kiterjesztésű fájl formájában előre meg-
adott helyre.
2.5. Adatvizualizációs eszközök
2.5.1. Gyakoriság diagram
A Visualize menüpontra kattintva, lehetőségünk van választani három féle diagram
közül. A Frequency diagram opciót választva lehetőségünk van egy választott tábla
választott oszlopában előforduló értékek gyakoriságáról diagramot készíteni. Az osz-
lop típusa lehet szám vagy szöveg is. A diagram x-tengelyén lesz látható az összes
legalább egyszer előforduló érték, fölöttük pedig a hozzájuk tartozó előfordulások
száma arányosan ábrázolva (lásd 9.ábra).
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3. Fejlesztői dokumentáció
3.1. Használt keretrendszer
A szerver ASP.NET Core 2.0 keretrendszerben, MVC technológiát használva ké-
szült C# nyelven, Visual Studio fejlesztői környezetben. Az adatokat a program
egy SQLite adatbázisban tárolja és Entity Framework Core segítségével illetve SQL
utasításokkal kezeli.
3.2. Használt SQL parancsok
Az alkalmazás számtalan algoritmusa az adatbázis elérést illetve az adatbázis mó-
dosításokat SQL parancsok segítségével végzi el. A következőkben bemutatásra
kerülnek, azok az alap adatbázis parancsok, amik felhasználásra kerülnek a prog-
ramkódban. A leírásuk nem teljeskörű, csak az alkalmazásban felhasznált mértékben
történik. [3]
• A SELECT utasítás alkalmas adattáblákból adatot kinyerni azaz szűrést és ve-
títést végrehajtani. A SELECT parancsszó után kell azt definiálni, hogy a tábla
mely oszlopait szeretnénk visszakapni, amennyiben mindent azt * karakter-
rel jelöljük. Ezután a FROM parancsot írjuk majd a tábla objektumot, ami
akár lehet másik lekérdezés beágyazva is. Ezután adhatjuk meg a WHERE zára-
dékban az opcionális szűrési feltételeket továbbá az ORDER BY záradékban, ha
szeretnénk rendezni az eredményt, valamely oszlop értékei szerint. A parancs
további záradékokkal is ellátható, de azokra az alkalmazásban nincs példa.
Példa szintaktikailag helyes SELECT utasításra:
SELECT * FROM Customers Where Salary > 5000 ORDER BY Salary;
SELECT parancsot használnak a TableController osztály PullData, RunSQL,
FilterResult és CollectData függvények.
• Az INSERT INTO parancs végzi el az adatbázisba való rekord beszúrást. A pa-
rancsszó után meg kell adni a tábla nevét, majd a beszúrandó adatok sémáját
vesszővel elválasztott attribútumok formájában zárójelben, majd a VALUES pa-
rancsszó után a beszúrandó értékeket szintén zárójelben. Példa szintaktikailag
helyes INSERT INTO parancsra:
12
INSERT INTO Customers (Id, Salary) VALUES (’25565’, ’4800’);
INSERT parancsot használnak a TableController SaveTable és SaveRecord
függvényei.
• A DELETE FROM parancs alkalmas rekord törlésére egy táblából megadott fel-
tétel alapján. A FROM után meg kell adni a tábla nevét majd egy WHERE zára-
dékban a feltételt. Példa szintaktikailag helyes DELETE utasításra:
DELETE FROM Customers WHERE Id = 548; DELETE parancsot használnak a
TableController Delete, ModifySchema és DeleteRecord függvényei.
• A DROP TABLE parancsot használjuk táblák törlésére. A parancs után megad-
juk a tábla nevét. Példa szintaktikailag helyes DROP TABLE parancsra:
DROP TABLE Customers;
DROP TABLE parancsot használnak a TableController Delete és ModifySche-
ma függvényei illetve a ProjectController Delete függvénye.
• A CREATE TABLE paranccsal hozhatunk létre új táblát az adatbázisba. A pa-
rancs után megadjuk a tábla nevét majd zárójelben felsoroljuk az attribútu-
mait típussal vesszővel elválasztva. Példa szintaktikailag helyes CREATE TABLE
parancsra:
CREATE TABLE Customers (Id int, Name varchar(255));
CREATE TABLE parancsot használ a TableController SaveTable függvénye.
• Az UPDATE parancs használható rekordok módosítására. A parancs után adjuk
meg a tábla nevét, majd a SET parancsszó után a kívánt attribútumokat az
új értékükkel egyenlővé téve, majd a WHERE záradékban a feltételt. Példa
szintaktikailag helyes UPDATE parancsra:
UPDATE Customers SET City= ’Frankfurt’ WHERE CustomerID = 1;
UPDATE parancsot használ a TableContoller SaveRecord függvénye.
3.3. MVC architektúra és előnyei
Az alkalmazás MVC (Model-View-Controller) architektúra alapján készült, mely-
nek lényege, hogy az üzleti logika élesen elszeparálódik az adatok prezentációjától a
felhasználói felületen. Ezt egy köztes komponens, a vezérlő használatával érjük el.
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A vezérlő réteg megkapja a felhasználótól a kérést egy művelet elvégzésére a néze-
ten keresztül. Ezután a modellből megszerzi a kívánt adatot, feldolgozza, esetleg
módosítja, majd továbbítja a nézet réteg felé, ami megjeleníti azt a felhasználó felé
(lásd 11.ábra) .
Mind a nézet és a vezérlő réteg függ a modell rétegtől, am azonban nem függ sem-
mitől, ezzel elősegítve a szeparált tesztelését a modell rétegnek.
Az architektúrát Trygve Reenskaug norvég informatikus találta fel és először a
Smalltalk nevű programnyelven alkalmazta [1]. Ez a fajta szerkezet lehetővé te-
szi, hogy az alkalmazás könnyen módosítható legyen anélkül, hogy az interfészben
kellene változtatásokat bevezetni, így nagy programkódú alkalmazásokhoz tökéletes
választás lehet. Az elv tiszta, könnyen átlátható kódot eredményez.
11. ábra. MVC architektúra
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12. ábra. Adatbázis szerkezete
3.4. Modell réteg
3.4.1. A modell réteg szerepe
A modell reprezentálja az alkalmazás üzleti logikáját, a program aktuális logikai
állapotát. Az esetünkben a modell réteget teljes egészében egy adatbázis alkotja,
ami dinamikusan változik futás közben a felhasználók kéréseinek megfelelően. A
vezérlők a modell réteg beli adatokból állítják össze a nézet modell objektumok
tartalmát. [2]
3.4.2. Az adatbázis szerkezete
Az adatbázis három előre definiált konstans sémájú táblával jön létre, ezek a Users,
UserTables és Projects táblák (lásd 12.ábra). A Users adatbázistábla tárolja a
felhasználókhoz tartozó adatokat, így egy egyedi azonosítót ami a tábla elsődleges
kulcsa is (id), az email címet (email), felhasználónevet (username), a jelszót titko-
sítva (passwordHash) és a valaha birtokolt táblák azonosítóját (ownedTables) egy
string-ben vesszővel elválasztva. Az adatbázis inicializálásakor a tábla csak egy
admin felhasználót tartalmaz. A felhasználóknak regisztrációval van lehetőségük re-
kordot rögzíteni ebbe a táblába. A program jelenlegi állapotában ebből a táblából
az alkalmazáson keresztül nem lehet rekordot törölni.
A Projects tábla tárolja az összes felhasználó, összes projektjét, és az azokhoz
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14. ábra. Nézetmodell osztályok és kapcsolataik
3.5. Nézetmodell osztályok
A kényelmes adatátvitel biztosítására a nézet, a vezérlő, és a modell között egy
további réteg került bevezetésre, a nézetmodell osztályok formájában. Ezek olyan
osztályok, amik minden megjelenítés szempontjából fontos adatot tárolni tudnak,
jellemzően több taggal rendelkeznek mint az adatbázis modell osztályai így vannak
benne olyan segédváltozók amik az eredeti osztályban nem léteznek.
A nézetek legtöbbször nézetmodell osztály típusú paraméterrel hívódnak meg. Az
osztályok felépítését és kapcsolatukat lásd a 14. ábrán.
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3.6. Vezérlő réteg
3.6.1. A vezérlő réteg szerepe
A vezérlő rétegben implementált osztályok felelnek a nézet és a modell közti akadály-
mentes adatátvitelért. A felhasználó kérését a megfelelő vezérlő feldolgozza, ha kell
kiolvas adatot az adatbázisból vagy esetenként módosítja azt, majd a kapott vagy
számolt adatot továbbítja a megfelelő nézet felé. Minden logikailag különválasztha-
tó funkcióeggyüttesnek saját vezérlője van, összesen öt főbb vezérlővel dolgozik az
alkalmazás, ezekről bővebben lejjebb.
Minden vezérlőt egy c# osztály valósít meg amik a Microsoft.AspNetCore.MVC.
Controller ősosztályból származnak. A vezérlők a konstruktorukban inicializálják
a Microsoft.EntityFrameworkCore.DbContext osztályból származó, feljebb be-
mutatott DataContext típusú objektumot, ami később az adatbázis, három előre
definiált táblájának (users, usertables, projects) eléréséhez használunk fel. Míg az
előbb említett három tábla könnyen olvasható és módosítható dinamikusan, a fel-
használók által létrehozott táblákra nem tudunk hivatkozni ezzel az objektummal,
így azok kezelését direkt módon, SQL utasításokkal fogjuk megtenni.
További közös tulajdonsága a vezérlő osztályoknak, hogy a függvényeik legtöbbször,
a segédfüggvényeket leszámítva, IActionResult típusúak, ami lehetővé teszi, hogy
azok nézetekkel térjenek vissza.
3.6.2. Adatbázis elérés dinamikus adatokból
A három előre definiált táblával (projects,users,usertables ellentétben, min-
den felhasználó által létrehozott tábla sémája fordítási időben ismeretlen, ezért az
EntityFramework által biztosított DbContext osztály általi adatbáziselérés ezeken
a táblákon nem megvalósítható. Ezt a problémát direkt SQL utasítások kódba
ágyazásával kerüli ki az implementáció. A UserTables táblában minden tábláról
megtalálhatóak a szükséges információk mint az attribútumai és azok típusa, ne-
ve, egyedi azonosítója, project adatai és tulajdonos. Amikor egy vezérlő adatbázis
műveletet szeretne végrehajtani egy felhasználói táblán, az első feladata, hogy a
UserTables táblából kinyert adatokból megfelelő, szintaktikailag helyes, futtatható
SQL utasítást készítsen string-ek megfelelő összeillesztésével.
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Miután a parancs felépítése megtörtént az adatbázis-táblák segítségével, a vezérlő
létrehoz egy SqliteConnection objektumot, aminek az implementációja a Microsoft.
Data.Sqlite névtérben található. Ez az objektum reprezentálja az adatbázissal lét-
rehozott kapcsolatot. A kapcsolat megnyitása után megkapja a felépített SQL pa-
rancsot string formátumban amit ezután lefuttat, majd ment minden adatbázisban
bekövetkező változást és bezárja a kapcsolatot.
3.6.3. Felhasználókat kezelő vezérlő
A felhasználókezeléshez kapcsolódó műveleteket a LoginController.cs osztály hajt-
ja végre (lásd 10. ábra).
A Login függvény felel a felhasználók bejelentkeztetéséért. Amennyiben a megadott
jelszó hashelt megfelelője egyezik a felhasználónévhez tartozó, adatbázisban tárolt
hash kóddal, a bejelentkezés sikeres, az alkalmazás egy HttpSession változóban
eltárolja a felhasználót, kiolvassa a felhasználó projektjeit az adatbázisból majd
visszatér az azok listáját megjelenítő nézettel.
A Signin és SignOut függvények rendre a felhasználó regsiztrálásának elkezdéséért il-
letve kijelentkeztetéséért felelnek, itt szintén a felhasználó nevét tároló HttpSession
változó módosul.
A SaveUser függvény hívódik meg, miután a regisztráció elindulását követően a
felhasználó megadta a rögzíteni kívánt adatait. Az alkalmazás gondoskodik róla,
hogy két azonos email címmel vagy felhasználónévvel ne történhessen regisztráció.
Szintén a projekt lista nézettel tér vissza, ami új felhasználó esetén mindig üres lesz.
3.6.4. Projekteket kezelő vezérlő
A ProjectController.cs osztály végzi a projektekhez kapcsolódó műveleteket és
adatbázis módosításokat (lásd 15.ábra). A NewProject függvény az új projekt lét-
rehozását kezdeményezi, és tovább irányítja a felhasználót az új projekt nevének
megadására alkalmas nézetbe. A Create függvény kapja meg a létrehozandó projekt
adatait, és írja azt be az adatbázisba, amennyiben még nincs ilyen nevű projektje a
felhasználónak. Miután megtörtént a mentés, a program listába gyűjti a felhasználó
projektjeit, az újonnan hozzáadottal együtt, és visszaadja a projekt listát megjele-
nítő nézetnek.
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15. ábra. LoginController és ProjectController osztályok
A ProjectList nevű paraméter nélküli függvény az aktuális felhasználó projektjeinek
kigyűjtésére alkalmas, felhasználónév alapján a projects táblából, majd azok to-
vábbítására a projekt listát megjelenítő nézetnek.
A Delete függvény egész projekt törlésére alkalmas. Az adatbázis Projects táblájá-
ból törli a projekthez tartozó rekordot illetve az abban megjelölt összes tartalmazott
táblát. A táblák nevét ráilleszti a "DROP TABLE" SQL parancs végére majd lefuttat-
ja azt az adatbázison. A függvény szintén a felhasználó tulajdonában lévő projektek
listájával tér vissza egy nézeten keresztül.
Az Open függvény megnyitja a projektet aminek az azonosítóját paraméterként kap-
ja meg. A projekthez tartozó táblákat a Projects táblából kéri le, egy vesszőkkel
elválasztott string formájában, amit feldarabol tábla nevekre, majd a UserTables
adatbázistáblából megkeresi a nevekhez tartozó többi adatot. A táblák listáját meg-
jelenítő nézettel tér vissza a függvény.
3.6.5. Adatvizualizációt kezelő vezérlő
A VisualController.cs osztály hajtja végre az adatvizualizációhoz, diagramok
elkészítéséhez szükséges adatok kigyűjtéséhez és azok megjelenítéséhez kapcsolódó
műveleteket (lásd 16. ábra).
A CollectData függvény felel az adatbázisból a megfelelő adatok kigyűjtéséért. Para-
méterként egy ChartViewModel nézetmodellrétegbeli objektumot kap, amiben min-
den szükséges adat megtalálható. Amennyiben nincs megadva a modellben x-tengely
és x- tengelyre illeszkedő érték lista, akkor a program biztos lehet benne hogy gyako-
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Az AddFreqTitle visszatér a nézettel ahol a felhasználó oszlopot választhat.
Az OrgChart függvény a projekt diagramhoz kapcsolódó műveleteket végzi el. Ki-
gyűjti a választott projekthez tartozó táblák listáját, majd azt felhasználva visszatér
a projekt diagramot megjelenítő nézettel.
3.6.6. Táblákat kezelő vezérlő
A TableController osztály tartalmazza az összes táblák létrehozásához, kezelésé-
hez, módosításához kapcsolódó függvényt, az alkalmazás legfőbb részét képezi (lásd
17. ábra).
Új tábla létrehozásakor az első függvény ami meghívódik, a NewTable ami inicia-
lizál egy TableViewModel nézetmodell objektumot, a tábla projektjének beállítja
az aktuális projektet, majd visszaadja az új tábla adatainak megadására alkalmas
nézetnek.
Miután a felhasználó megadta a tábla nevét, lehetősége van attribútumokat rögzí-
teni. Minden attribútum hozzáadáskor a AddAttribute függvény hívódik meg, ami
amennyiben még nem létezik az attribútumok listája, létrehozza azt, egyébként hoz-
záfűzi az attribútumot a listához. Az attribútum a hozzáfűzésig a newAttribute
változóban tárolódik. A függvény továbbá növeli az attribútumok számát számláló
változót majd visszatér az előbbi, tábla adatainak megadására szolgáló nézetbe.
Amikor a felhasználó megadta az összes kívánt attribútumot a program SaveTable
függvény meghívásával hozza létre és menti az adatbázisba a táblát. Összeilleszt
egy "CREATE TABLE IF NOT EXIST..." SQL parancsot a kapott nézetmodellbeli
paraméterekkel, majd ezt futtatja az adatbázison. A ModifySchema függvény felel a
tábla sémájának felüldefiniálásáért. Megkapja paraméterként a tábla összes aktuális
paraméterét, kimenti az adatokat egy listába, törli a táblát és a táblához kapcsoló-
dó összes rekordot a UserTables és Projects táblákból. Majd szintén a SaveTable
hívódik meg a tábla attribútumainak módosítása esetén is, mivel ekkor a program
nem a létező táblát módosítja, hanem egy módosított paraméterekkel rendelkező
táblát hoz létre, és abba menti vissza az adatokat.
A ShowTable függvény egy tábla megnyitásakor kap szerepet, ő készíti elő egy para-
méterként kapott tábla azonosítójához és nevéhez tartozó adatokat megjelenítésre.
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Létrehoz és inicializál egy TableViewModel típusú nézetmodell objektumot, az id
alapján megkeresi a HttpContext-ben a táblához tartozó UserTable objektumot.
Továbbá segítségül hívja a PullData függvényt (erről bővebben a következő bekez-
désben). Ezután visszaadja a kigyűjtött adatokat a táblát megjelenítő nézetnek.
A PullData egy gyakran felhasznált segédfüggvény ami egy tábla azonosítóját, ne-
vét és attribútumainak számát várja paraméterként és egy kétdimenziós listával tér
vissza, ami tartalmazza a kért tábla összes rekordját. Ez a függvény van felhasználva
tábla megjelenítéséhez, módosításához és exportáláshoz is. A tábla nevét ráilleszti
egy "SELECT * FROM ..." SQL parancs végére így az vissza fogja adni az egész
táblát. Ezután a SqliteDataReader osztály segítségével rekordonként feldolgozza
és a listába illeszti az adatokat amivel aztán visszatér.
Új rekord beszúrásához két függvény rendelhető. Az Add függvény inicializálja a
RecordViewModel típusú nézetmodell objektumot a nézet számára, amiben meg le-
het adni az új rekord értékeit. A SaveRecord függvény végzi az adatbázisba írást
egy kapott értékekből összeillesztett INSERT INTO ... VALUES..." SQl parancs le-
futtatásával. Ugyanez a függvény hívódik meg egy már létező rekord módosításakor
is. Ekkor UPDATE ... SET ... parancs kerül összeillesztésre az új értékekkel. A
rekordot az egyedi azonosítója alapján találja meg a WHERE záradékban. Minden
érték bekerül a módosításba, mivel egyszerre bármennyit átírhat a felhasználó, és a
program nem végez ellenőrzést, arról hogy melyik módosult.
A RunSQL parancs paraméterként egy TableViewModel típusú objektumot kap,
amiben a felhasználó által megadott SQL parancs is tárolva van string-ként. Amennyi-
ben a parancs üres vagy nem tartalmazza a SELECT vagy FROM szavak valamelyikét
akkor hibaüzenettel jelez a felhasználónak. Amennyiben a parancs szintaktikailag
helyes de nem egy a felhasználó által birtokolt táblára vonatkozik akkor szintén
jelzi a felhasználónak, hogy nincs joga a parancsot végrehajtani. Mivel a kiolvasás-
hoz szükség van az attribútumok számára azt a parancs feldarabolásával kinyeri és
eltárolja. Miután lefutott az SQL szűrés, feldolgozza azt rekordonként és egy két-
dimenziós listába menti. Létrehoz egy TableViewModel objektumot, inicializálja,
megadja neki a mentett kétdimenziós listát és a korábban kinyert attribútum listát.
Ezután visszatér a tábla megjelenítő nézettel.
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17. ábra. TableController osztály
A DeleteRecord függvény végzi rekordok törlését a táblából. Paraméterül kapja a
tábla nevét, azonosítóját, a törölni kívánt rekord egyedi azonosítóját és az attri-
bútum listát. A kapott értékeket beleilleszti egy "DELETE FROM ... WHERE ..."
SQL utasításba, ahol a WHERE záradékban a rekord egyedi azonosítója alapján tör-
ténik az összehasonlítás. Miután a törlés megtörtént, létrehoz és inicializál egy új
TableViewModel objektumot amibe menti a törölt rekord nélküli adatokat a Pull-
Data függvény felhasználásával. Ezután visszatér a tábla nézettel.
A szűréshez kapcsolódó függvények a Filter, RemoveDisplayAttribute, AddConditi-
on és a FilterResult. A Filter függvény hívódik meg először, ami paraméterként
megkapja az aktuális tábla adatait egy TableViewModel objektumban. Létrehoz
és inicializál egy FilterViewModel objektumot ami a TableViewModel osztályból
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származik. Az örökölt adattagokat egyenlővé teszi a kapott értékekkel, továbbá a
feltételek számát nullára állítja. Létrehozza a feltételek listáját és az új feltétel tá-
rolására alkalmas Condition típusú változót.Az előkészített objektumot átadja a
szűrés beállításainak megadására alkalmas nézetnek.
A RemoveDisplayAttribute függvény hívódik meg, ha a felhasználó eltávolít egy att-
ribútumot a megjelenítendő oszlopok közül. Törli az attribútumok közül a kattintott
elemet majd visszatér ugyanarra a nézetre.
Az AddAttribute felel új feltétel hozzáadásáért. Paraméterül megkapja az aktuális
FilterViewModel objektumot, a NewCondition változóból kiolvassa és egy sting-é
fűzi össze a feltételt, amennyiben a feltételek lista még nincs létrehozva, létrehozza
majd hozzáfűzi. Továbbá növeli a feltételek számát, majd visszatér ugyanazzal a
nézettel. Magát a szűrést mint adatbázisműveletet a FilterResult függvény hajtja
végre. Összeilleszti a megfelelő SQL SELECT parancsot ahol a WHERE záradékba a
felhasználó által megadott feltételek kerülnek. Amennyiben több feltétel van akkor
a felhasználó által megadott logikai műveleteket illeszti a feltételek közé. Továbbá
amennyiben a felhasználó adott meg rendezési elvet, azt is hozzáfűzi ORDER BY zá-
radék formájában. A parancs összeillesztése után lefuttatja azt, majd az eredményt
feldolgozza rekordonként és egy kétdimenziós listába menti. Végül létrehoz és inici-
alizál egy TableViewModel objektumot aminek megadja a kapott eredmény táblát
tartalmazó listát is és visszatér a tábla nézettel.
3.6.7. Importálást, exportálást kezelő vezérlő
Az ImportExportController osztály végzi el az importáláshoz és exportáláshoz kap-
csolódó műveleteket (lásd 18. ábra). A Create függvény készíti elő az adatokat
a feltöltéshez, egy listába kigyűjti a felhasználó projektjeit, erre azért van szük-
ség, hogy a felhasználó választhasson projektet amibe importálni szeretne. Ezután
visszaadja a feltöltendő fájl kiválasztására alkalmas nézetet.
Az Upload függvény végzi el a feltöltést, az adatbázis műveletet és a mentést. Pa-
raméterül megkap egy FileViewModel típusú objektumot ami tárol minden infor-
mációt a feltöltendő fájlról. Létrehoz és inicializál egy TableViewModel típusú ob-
jektumot amibe soronként beolvassa a kapott fájl tartalmát és beállítja a további
fontos attribútumokat mint tulajdonos, projekt, attribútumok és típusok. Ezután
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3.7. Nézet réteg
3.7.1. A nézet réteg szerepe
A nézet réteg elemei felelnek a felhasználó számára látható interfész megjelenítésé-
ért, .cshtml kiterjesztésű fájlok, komponenseit lásd a 19.ábrán. Nagyrészt Html és
CSS kódokat tartalmaznak amibe függőségi befecskendezéssel angolul: Dependency
Injection kerülnek bele a modelltől kapott adatok. A függőségi befecskendezés az
objektum orientált programozás egy technikája. Ez is elősegíti a merev, függő kap-
csolat csökkentését a nézet és modell rétegek között. Minden nézet egy-egy vezérlő
által hívódik meg, a vezérlőtől paraméterül kapja a megjelenítendő modellt. Ezek a
kapott modellek általában nézetmodell réteg beli osztályok példányosításai.
A nézetek többféle módon is tudnak adatot visszafelé továbbítani a vezérlő részére.
Egyik ilyen módja az adatátvitelnek, ami az alkalmazásban is többször előfordul,
az a gomb vagy link által meghívott vezérlőbeli függvénynek átadott paraméterek
megadása. Gyakoribb és praktikusabb módja a formok felhasználása. A felhasználó
által kitöltött form adatait adja vissza a réteg a vezérlőnek. Amennyiben további
adatot is szeretnénk továbbítani, felhasználhatjuk a Html.HiddenFor form elemet
ami létrehoz egy rejtett input mezőt a kívánt adattal amihez a felhasználó nem fér
hozzá, nem tudja azt módosítani.
Az alkalmazás nézeteit öt, a vezérlőkkel azonosítható csoportra bonthatjuk, minden
csoportról bővebben lejjebb. A nézetek mind hasonló, egyszerű stíluslapokkal ren-
delkeznek továbbá minden nézet egy közös Layout.cshtml nézet fájlba ágyazódik
be, ami tartalmazza az oldalmenüt.
3.7.2. Kezdő oldalhoz kapcsolódó nézetek
A Home mappában találhatóak a kezdőoldalhoz kapcsolódó nézetek. Az alkalmazás
indulásakor az Index.cshtml nézet hívódik meg, ami megjeleníti a bejelentkező fe-
lületet, és a regisztráció gombot. A bejelentkezést form valósítja meg, a jelszónak
speciális jelszó mezőt létrehozva ami nem jeleníti meg a begépelt betűket és bizton-
ságosan tárolja a beírt szót. Bejelenkezéskor a LoginController Login függvénye
hívódik meg. A regisztrációt választva megnyílik a SignIn.cshtml nézet ami a re-
gisztrációra alkalmas formot jeleníti meg. A form elküldése után a LoginController
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SaveUser függvénye hívódik meg.
A regisztrációhoz kapcsolódó hibák megjelenítésére szolgál a Error.cshtml, ami
kiírja a paraméterként kapott hibaüzenetet és megjelenít egy vissza gombot.
3.7.3. Importáláshoz és projektekhez kapcsolódó nézet
Az importáláshoz csak egy nézet tartozik, az Import.cshtml, ahol a felhaszná-
ló megadhatja, hogy melyik projektbe, mit és milyen néven szeretne importálni.
Mindezt egy form segítségével lehet megtenni ami meghívja az ImportController
Upload függvényét.
A projektek megjelenítéséhez két nézet tartozik. A NewProject.cshtml fájl tar-
talmazza az új projekt létrehozásához szükséges rövid formot. A formban csak a
létrehozandó projekt nevét kell megadni, majd az meghívja a ProjectController
Create függvényét.
A másik nézet, a ProjectList.cshtml, a projektek listáját jeleníti meg, paramé-
terül egy Project típusú objektumokat tartalmazó tömböt kap, azon iterál végig
egy ciklussal és jeleníti meg Open és Delete linkekkel minden projekthez. Az Open
link megnyitja az adott projektet a ProjectController Open függvényét meghív-
va. A Delete link törli a táblát szintén a ProjectController Delete függvényét
felhasználva.
3.7.4. Tábla megjelenítéséhez kapcsolódó nézetek
Az alkalmazásban leggyakrabban használt nézet a Table.cshtml, ami egy tábla
megjelenítéséért felel. Ezt a nézetet használjuk szűrés utáni eredmény megjele-
nítésére és a tábla rendes megjelenítésére is. A nézet a paraméterként kapott
TableViewModel értékeiből dönti el, mit kell megjeleníteni. Amennyiben az sqlCom-
mand változó nem üres úgy szűrés eredménye a megjelenítendő tábla, ekkor csak a
tábla értékeket, magát a parancsot és egy vissza gombot jelenít meg. Amennyiben
a változó üres úgy a tábla adatain felül megjelenít szűrésre, exportálásra, rekord
hozzáadására és séma felüldeffiniálásra alkalmas gombokat.
Továbbá ezen a nézeten található az SQL parancssor, ami egy formként jelenik
meg, a vezérlő felé elküldi a parancsot továbbá Http.HiddenFor form elemekkel
továbbítja az aktuális projekt és tábla egyedi azonosítóját és nevét, illetve a tábla
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attribútumainak listáját.
Az Add.cshtml valósít meg egy egyszerű, rekord felvevő formot ami paraméterül kap
egy RecordViewModel objektumot, felhasználásával minden attribútumhoz generál
egy input mezőt ahol a felhasználó megadhatja az új rekord értékeit. Mentéshez a
TableController SaveRecord függvényét hívja meg.
A Modify.cshtml nézet nagyon hasonlít az előbb bemutatott Add.cshtml nézethez,
létező rekord módosítására szolgál. Ugyancsak egy RecordViewModel objektumot
kap paraméterül, ami alapján legenerál minden attribútumhoz egy input mezőt,
azonban az input mezők rendelkeznek alapértelmezett értékkel, amik a rekord ak-
tuális értékei. A kívánt értékek módosítása után szintén a SaveRecord függvény
hívódik meg, ami ez esetben csak módosítja a rekordot.
A NewTable.cshtml nézet szintén csak egy formot tartalmaz, ami új tábla létreho-
zásakor alkalmas az adatok megadására. Paraméterül egy TableViewModel típusú
objektumot kap, amiben ha talál már rögzített attribútumokat, megjeleníti őket.
Attribútum hozzáadásakor ugyanez a nézet tér vissza, eggyel több megjelenített
attribútummal. Az attribútumok típusát legördülő menüből választhatja ki a fel-
használó. Az attribútumok megadása után a mentés során a TableViewModel Sav-
eTable metódusa hívódik meg. Ugyanez a nézet hívódik meg a séma felüldefiniálása
során is. A nézet a kapott objektumból kiolvassa a tábla már létező attribútumait,
majd módosítások után ugyancsak a SaveTable függvénnyel tér vissza.
A Filter.cshtml nézet jeleníti meg a szűrés feltételeinek beállítására alkalmas in-
terfészt. Amennyiben a paraméterül kapott FilterViewModel objektumban már
találhatóak feltételek, akkor azokat megjeleníti. A felhasználó akárhány feltételt
megadhat, minden feltétel megadás után ugyanerre a nézetre térünk vissza, megje-
lenítve a plusz feltételt is. Az oldal tetején kezdetben megjelenik mindegyik kapott
attribútum amiket a felhasználó eltüntethet, ekkor szintén ugyanerre a nézetre tér
vissza az alkalmazás, módosított megjelenítendő attribútum listával. A szűrés fut-
tatásakor a TableController FilterResult függvénye hívódik meg.
A TableList.cshtml nézet, a projekt listához hasonlóan egy kapott listából kiol-
vasott táblákat jeleníti meg, minden táblához Edit és Delete linkeket rendelve, amik
rendre megnyitják vagy törlik az adott táblát.
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3.7.5. Adatvizualizációhoz kapcsolódó nézetek
Az adatvizualizáció menüpontot választva az első nézet amit megjelenít az alkalma-
zás a ChooseChart.cshtml. A nézet három gombot tartalmaz amikhez a különböző
diagramok tartoznak, amik rendre a VisualController FreqChart, CreateChart és
OrgChart metódusait hívják meg.
A CreateChart.cshtml nézet jeleníti meg az oszlopdiagram elkészítéséhez alkalmas
interfészt. A felhasználó egy form segítségével legördülő menükből állíthatja össze
a kívánt paramétereket. A form a VisualController CollectData függvényét hívja
meg a beállított értékekkel.
A CreateFreqChart.cshtml fájl tartalmazza a gyakoriság diagram beállításainak
megadására szolgáló nézetet. Hasonló módon form segítségével továbbítja a meg-
adott értékeket a VisualController CollectData függvényének.
További adatvizualizációhoz kapcsolódó nézet a CreateOrgChart.cshtml fájl, ami
a projekt diagram elkészítéséhez szükséges projekt választó formot jeleníti meg to-
vábbá magát a diagramot. A form a VisualController OrgChart függvényének
adja át a projektet.
A ShowChart.cshtml nézet jeleníti meg a gyakoriság függvény és oszlop diagramok
ábráit, a kapott paramétereknek megfelelően.
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4. Tesztelés
4.1. Tesztelési terv
4.1.1. Funkcionális tesztelés
Funkcionális teszteseteken azokat a teszteseteket értjük, amik a program helyes,
determinisztikus működését tesztelik. Egy adott inputra, adott eredményt várnak
el és a teszteset vagy sikertelenül vagy sikeresen zárul. A tesztelések legfőképp
az adatbázis konzisztenciáját tesztelték, azaz azt, hogy egy-egy adatbázisművelet
megőrzi-e az adatbázis szabályos felépítését.
Az alkalmazás tesztelése manuálisan történt, a főbb teszteset kategóriák, tesztesetek
és eredményük az alábbiak voltak:
• Regisztrációs és bejelentkező felület tesztelése
Hibás bemenet a regisztrációs felületen: üres mező, létező felhasználó név, lé-
tező email cím, nem egyező jelszavak.
Elvárt eredmény: a program hibát jelez, az adatbázisban nem történik változ-
tatás.
Helyes bemenet a regisztrációs felületen: minden adat megfelel az elvártnak.
Elvárt eredmény: A program bejelentkezik, az adatbázis Users táblájába új
rekord kerül a megadott értékekkel, a többi rekord nem módosul.
Hibás bemenet a bejelentkező felületen: üres mező, nem létező felhasználó,
létező felhasználó és hibás jelszó.
Elvárt eredmény: A program nem jelentkezik be, továbbra is a bejelentkező
felületen marad.
Helyes bejelentkezés: helyes, az adatbázisban szereplő felhasználói adatok
megadása.
Elvárt eredmény: A program bejelentkezik, az adatbázis nem módosul.
• Új projekt és tábla létrehozásának tesztelése
Hibás bemenet projekt létrehozásakor: üres input mező vagy már a felhasználó
által létrehozott név a projekt nevének.
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Elvárt eredmény: A projekt nem jön létre, az adatbázisban nem történik vál-
tozás, továbbra is a projekt létrehozó felületen marad az alkalmazás.
Helyes bemenet projekt létrehozásakor: nem üres és még felhasználó által nem
létrehozott projektnév.
Elvárt eredmény: Az alkalmazás létrehozza a projektet, az adatbázis Projects
táblába új rekord kerül a megadott névvel, a létező rekordok nem módosulnak.
Hibás bemenet tábla létrehozásakor: üres mező a tábla nevének vagy üres att-
ribútum lista.
Elvárt eredmény: A tábla nem jön létre, az adatbázisban nem történik válto-
zás, a program a tábla létrehozó nézeten marad.
Helyes tábla létrehozás: nem üres tábla név, legalább egy attribútum.
Elvárt eredmény: A tábla létre jön az adatbázisban a megadott attribútu-
mokkal, a UserTables táblába új rekord kerül a létrehozott tábla adataival, a
Users tábla ownedTables értéke a felhasználónak megfelelő sorban módosul.
Tábla törlése: Egy projekt egy táblájának törlése lista nézetben.
Elvárt eredmény: Az adatbázisból törlődik az adott tábla, a UserTables táb-
lából törlődik a táblához tartozó rekord, a UserTables táblából a felhasz-
nálónak megfelelő rekordban módosul az ownedTables érték és a Projects
táblában módosul a Tables érték.
Projekt törlése: Egy projekt és annak tábláinak a törlése.
Elvárt eredmény: Az összes adott projekthez tartozó tábla törlése az adat-
bázisból, a táblákhoz tartozó rekordok törlése a UserTables táblából és a
Projects táblából a projekthez tartozó rekord törlése.
• Táblaműveletek tesztelése
Hibás bemenet új rekord felvételekor: üres mező a rekord valamely értékére.
Elvárt eredmény: A rekord nem jön létre, az adatbázis nem módosul, az al-
kalmazás az új rekord nézetben marad.
Új rekord felvétele: Nem üres input mezők a rekord értékeire.
Elvárt eredmény: A rekord belekerül az adatbázis táblájába, a meglévő rekor-
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dok nem módosulnak.
Rekord törlése: Egy táblában egy rekord törlése.
Elvárt eredmény: Az adott rekord az adatbázis adott táblájából törlődik, a
többi rekord nem módosul.
Rekord szerkesztése hibás bemenettel: Egy tábla egy rekordjának szerkesztése
üres input mezőkkel.
Elvárt eredmény: A rekord nem módosul, az alkalmazás a rekord módosítás
nézetben marad.
Rekord szerkesztése helyes bemenettel: Minden input mező nem üres.
Elvárt eredmény: A rekord módosul a megadott értékek szerint, a többi rekord
nem módosul.
Séma felüldefiniálás tesztelése: új attribútum felvétele egy táblához, nincs hi-
bás bemenet opció.
Elvárt eredmény: Az adatbázisban az adott tábla bővül az új oszloppal, az ada-
tok hiánytalanul szerepelnek a táblában, új adat nem kerül be. A UserTables
táblában a táblának megfelelő rekord attributes értéke bővül az új oszlopnév-
vel.
• Importálás tesztelése
Hibás bemenet importálandó fájl esetén: üres input mező vagy nem csv fájl-
kiterjesztésű fájl választása.
Elvárt eredmény: Az importálás nem történik meg, a program ugyanazon a
felületen marad.
Helyes importálás: helyesen megadott adatok, csv kiterjesztésű fájl megadása.
Elvárt eredmény: Az importálás megtörténik, módosulnak a UserTables,
Projects,Users táblák és egy új tábla kerül az adatbázisba a megadott név-
vel.
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4.1.2. Nem-funkcionális tesztelés
Nem funkcionális tesztelésen azt értjük, amikor nem a program szigorú funkcionali-
tását teszteljük, hanem más szempontok kerülnek figyelembe vételre. Ilyen szempon-
tok lehetnek például a hatékonyság, megbízhatóság vagy támadások elleni védelem.
Az alkalmazás jellemzően kis méretű adattáblák kezelésére optimális, százas rekord
nagyságrend felett a műveletek jelentősen hosszabb ideig tarthatnak, mint ahogy azt
egy felhasználóbarát alkalmazástól elvárnánk, ezért nagyobb táblák kezelése nem
ajánlott.
Az alkalmazás tesztelése megtörtént egy 500 soros tábla importálásával ami hiba nél-
kül, az elvártnak megfelelően lezajlott, azonban az importálás ideje 1,5 perc hosszúra
nyúlt.
Továbbá az alkalmazás tesztelve lett egyszeri 15 felhasználó kezelésével, hiba nélküli
működés volt tapasztalható.
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5. Összegzés
5.1. Tapasztalatok
A fejlesztés folyamán komoly kihívást jelentett a dinamikusan, futási időben létre-
jövő, fordítási időben ismeretlen sémájú táblák kezelésére alkalmas algoritmusokat
írni. Az adatbázis UserTables táblájának a sémáját számtalanszor újra kellett
definiálni, hogy minden igénynek megfelelő legyen, minden algoritmust ki tudjon
megfelelően szolgálni. A típusok rögzítése is csak utólag került bele, amikor a di-
agaramok miatt szükség volt arra az információra, hogy egy oszlop milyen típusú
adatokat tartalmaz.
Szintén a dinamikus táblákhoz kapcsolódó kihívás volt a fejlesztés folyamán a meg-
felelő, szintaktikailag helyes SQL utasítások felépítése az aktuális igényeknek megfe-
lelően. Gyakran előfordult, hogy egy szóköz, vagy vessző hiba miatt a parancs nem
futott le vagy inkonzisztenciát okozott. Ezt a Visual Studio fejlett debug eszközeivel
sikerült minden esetben kiküszöbölni, futási időben szintaktikailag megvizsgálva a
program által összeállított parancsot.
Továbbá külön figyelmet kellett arra fordítani, hogy több felhasználó esetén is kon-
zisztensek maradjanak az algoritmusok, ezért minden felhasználónév egyedi és min-
den tábláról és projektről tároljuk a tulajdonost. Ezt minden algoritmusban felhasz-
náljuk.
5.2. Továbbfejlesztési lehetőségek
Az alkalmazás számtalan továbbfejlesztési lehetőséget hordoz magában. Eredendő-
en kis adatbázisokra lett tervezve, de a műveletek optimalizálásával lehetne javítani
a program hatékonyságán. Továbbá több továbbfejlesztési irány is lehetséges. Az
alkalmazás tartalmaz egy minimális adatvizualizációt, ezt tovább lehetne bővíteni
különfélébb, összetettebb diagramok és ábrák opcióival. Ehhez kapcsolódó funkció
lehetne az ábrák importálhatósága, menthetősége.
Másik irány lehet egy kollaboratív rendszer kialakítása, ahol a felhasználók hoz-
záférhetnek mások tábláihoz, különféle jogokkal, mint olvasás vagy írás, a kapott
engedélyeknek megfelelően. Ez ideális lenne kisvállalkozások adatainak tárolására
és a felhasználók közös munkájának elősegítésére. Létrejöhetne két felhasználó egy-
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egy táblájának logikai összekapcsolása vagy közös projektek létrehozása bármennyi
felhasználó számára.
A táblák exportálását is lehetne precízebbre fejleszteni, felhasználó által választható
fájlformátummal és választható mentési hellyel.
A belső fejlesztésen túl, fejleszthető lenne a megjelenés stíluslapok formájában, il-
letve a mai webfejlesztési trendeknek jobban megfelelő, reszponzív weblap létreho-
zásával beágyazott srciptekkel vagy előre megírt grafikus csomagok használatával.
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6. Csatolt DVD tartalma
A mellékelt DVD a következő fájlokat tartalmazza:
• A futtatható állomány a bin\Release\netcoreapp2.0\win10-x64\publish
mappában található dotti.exe néven.
• A forráskódok a Models, Contorllers, Views, ViewModels mappákban ta-
lálhatóak logikailag szétbontva. Továbbá a gyökérkönyvtárban Program.cs,
Startup.cs néven, illetve dotti.csproj néven a projekt fájl.
• A database2.db mintaadatbázis a gyökérkönyvtárban található.
• Található továbbá a DVD-n egy sample.csv fájl az importálás teszteléséhez.
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