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Tato práce se zabývá popisem grafické knihovny pro dotykový displej výukového kitu s mi-
krokontrolérem od firmy Freescale. Součástí této knihovny je ovladač, který akceleruje
vykreslování barevných přechodů a podporuje čtení z grafické paměti displeje. Knihovna
umožňuje vkládání obrázků s průhledností a možností zvětšení. Podporováno je více druhů
písem s možností ztučnění a zvětšení.
Abstract
This work deals with description of graphic library for a touch screen educational kit with
a microcontroller from Freescale. Part of this library is a driver that accelerates gradient
rendering and supports reading from video RAM. The library allows inserting images with
transparency and their upscaling. Multiple fonts are also supported. Fonts can be upscaled
and their weight can be set.
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V dnešní době se stále častěji setkáváme se zařízeními, která jsou vybavena barevným
dotykovým LCD displejem. Nejčastěji se však jedná o mobilní telefony, přenosné přehrávače
videa a jiná zařízení vybavenými relativně výkonnými procesory, pamětí v řádu několika
megabajtů a operačním systémem.
Tento projekt pojednává o tvorbě grafické knihovny pro 8 bitový mikrokontrolér, který
má pouze 64 kB paměti pro program a data. Tento problém je navíc umocněn nízkým
výkonem mikrokontroléru. Knihovna tedy musí využívat vnitřní paměti displeje, do které
bude obraz vykreslován. Oproti jiným jednoduchým knihovnám je cílem implementovat
i takové funkce, které jiné grafické knihovny pro zařízení vybavenými tímto nebo jiným
méně výkonným mikrokontrolérem nenabízí. Zejména se jedná o průhlednost a barevné
přechody. Samozřejmostí je podpora vkládání obrázků a různých druhů písem libovolné
velikosti včetně jejich zvětšování. Výzvou je pak implementovat ovládací prvky s využitím
těchto funkcí a napodobit tak vzhled ovládacích prvků některého operačního systému pro
mobilní telefony.
Následující kapitola 1 se zabývá vývojovým kitem. Kapitola 2 popisuje modul s LCD
displejem, jeho řadič a dotykovou obrazovku. 3. kapitola se pak zabývá návrhem a imple-




Výukový kit je vybaven výměnným 8 bitovým mikrokontrolérem MC9S08JM60 [5] z ro-
diny HCS08 od firmy Freescale. Pro zobrazení lze použít vestavěný znakový LCD displej
2x16 znaků s RGB podsvětlením, nebo je možno pomocí rozšiřujícího portu připojit modul
s dotykovým grafickým LCD displejem. Pro zadání vstupních dat může sloužit dotyková
”
telefonní“ klávesnice nebo dotykový
”
kruh“, případně také směrová tlačítka. Mezi další
komponenty kitu patří slot na SD kartu, sériový port, komunikační USB port, posuvný
potenciometr a piezo měnič.
Obrázek 1.1: Výukový kit s programátorem Cyclone PRO.
Kit naprogramujeme programátorem Cyclone Pro, který lze připojit na port P7. Al-
ternativou je vestavěný programátor MC9S08JS16 připojený na druhý USB port. Napájecí
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napětí 5 V může být přivedeno externím programátorem, napájecím konektorem či konek-
torem USB.
1.1 Mikrokontrolér
Osmibitový mikrokontrolér MC9S08JM60 disponuje 4 kB paměti RAM, 256 B USB RAM
a 59,5 kB paměti flash. Vývojové prostředí CodeWarrior umožňuje překlad zdrojových kódů
v assembleru, C a C++. V případě vyšších programovacích jazyků je umožněno vkládání




Součástí vývojového kitu je barevný RGB displej DT028TFT-TS o úhlopříčce 2,8”od spo-
lečnosti Displaytech Ltd. Je založen na technologii TN (Twisted Nematic) TFT (Thin Film
Transistor). Umožňuje zobrazit až 262144 barev v rozlišení 320 x 240 pixelů [6].
Verze TS je oproti displeji DT028TFT navíc vybavena dotykovým panelem s 4-drátovým
zapojením. O podsvětlení panelu se starají 4 led diody, které jsou řízeny řadičem LDS8845,
díky němuž lze intenzitu podsvětlení ovládat pulzní šířkovou modulací.
2.1 Řadič ILI9320
LCD panel je řízen řadičem ILI9320 [2], který je určen pro 18 bitové RGB TFT LCD
displeje. Jedná se o kompletní jednočipové řešení, které zahrnuje 720 kanálový source driver,
320 kanálový gate driver, napájecí obvod a vestavěný oscilátor. Důležitou součástí řadiče je
172800 bajtů paměti RAM pro zobrazování grafických dat v rozlišení 240RGB x 320 pixelů
s 6 bity na barevnou složku.
Pro komunikaci s řadičem lze použít tato rozhraní:
• Systémové rozhraní i80 se šířkou sběrnice 8/9/16/18 bitů
• Sériové rozhraní SPI
• Rozhraní VSYNC
• Vstupní rozhraní RGB se šířkou sběrnice 6/16/18 bitů
Ke konfiguraci řadiče lze použít paralelní systémové rozhraní, které je založené na mik-
roprocesoru i80, nebo sériové rozhraní SPI. Rozhraní VSYNC a RGB jsou určena společně
s funkcí vysokorychlostního zápisu do GRAM pro zobrazování pohyblivého obrazu.
Řídicí signály
• Chip select (nCS) - nízká úroveň: řadič je vybrán a může být zahájen přenos přes
systémové rozhraní
• Register select (RS) - nízká úroveň: indexový nebo stavový registr,
vysoká úroveň: kontrolní registr nebo GRAM
• Write strobe (nWR) - společný pin s SCL, nízká úroveň: zápis dat povolen
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• Read strobe (nRD) - nízká úroveň: čtení dat povoleno
• Serial transfer clock (SCL) - společný pin s nWR, hodinový signál SPI
• Reset (nRESET) - nízká úroveň: inicializace řadiče
• MPU system interface mode (IM[3:0]) - výběr režimu systémového rozhraní
Řídicí signály rozhraní RGB
• Data enable (ENABLE)- povolení/zakázání zápisu
• Dot clock (DOTCLK) - hodinový signál
• Line synchronization (HSYNC) - řádková synchronizace
• Frame synchronization (VSYNC) - snímková synchronizace (i pro rozhraní VSYNC)
Displej disponuje i dalšími řídicími signály, které však nejsou na kitu zapojeny. Příkla-
dem může být signál FMARK, který je generován řadičem při každém snímku.
Signály pro přenos dat
• Serial Data Input (SDI) - vstupní pin SPI, data jsou zachycena při vzestupné hraně
SCL
• Serial Data Output (SDO) - výstupní pin SPI, data jsou odeslána při sestupné hraně
SCL
• 18-bit parallel bi-directional Data Bus1 (DB[17:0]) - 18 bitová obousměrná paralelní
datová sběrnice. Dle nastaveného režimu nemusí být využito všech 18 pinů. Nepou-
žité piny musí být ve stavu log. 0 nebo log. 1. Je využíváno systémovým rozhraním,
rozhraním VSYNC a RGB.
2.1.1 Systémové rozhraní
Systémové rozhraní umožňuje čtení a zápis do kontrolních registrů a přístup do paměti
GRAM. Režim rozhraní lze nastavit pomocí pinů IM[3:0] (tabulka 2.1), které jsou na rozšiřu-





RS, nRD, nWR, nCS
i80/9-bit 1011 DB[17:9]
i80/16-bit 0010 DB[17:10], DB[8:1]
i80/8-bit 0011 DB[17:10]
SPI/1-bit 010X SDI, SDO nCS, SCL
Tabulka 2.1: Systémové rozhraní - volba režimu a použité komunikační piny.
1Na kitu je datová sběrnice omezena pouze na 8 bitů.
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Řadič disponuje 16 bitovým indexovým registrem (IR) a 18 bitovými datovými registry
pro zápis (WDR) a čtení (RDR). IR slouží pro uchovávání indexu do 16 bitových kontrolních
registrů a do interní GRAM. WDR dočasně uchovává data pro zápis do GRAM, do které
jsou data přenášena automaticky. Data z GRAM lze číst pomocí registru RDR. Validní
data získáme až při druhém čtení tohoto registru.
V závislosti na zvoleném režimu není možné vždy naplnit registr během jednoho přenosu
a je nutné jej naplnit postupně viz. tabulka 2.2. V 18 bitovém a 9 bitovém režimu při zápisu
do 16 bitových kontrolních registrů není využita celá šířka sběrnice, a proto nejsou nejméně
významné bity využity. V obou případech se používá plný počet barev. V 9 bitovém režimu,
který využívá dvou přenosů, se nejprve přenesou horní bity.
Jak již bylo dříve uvedeno, jeden obrazový bod je v paměti GRAM uchován jako 18 bitů.
Pokud bychom chtěli tato data přenášet po 16 bitové sběrnici, museli bychom je přenést
na dvakrát, přičemž při druhém přenosu by bylo celých 14 bitů nevyužito. To není ale
příliš výhodné, a proto nám řadič umožňuje v tomto režimu používat 216 barev tak, že se
bitová hloubka červené a modré složky sníží o jeden bit. Důsledkem tedy je pouze jeden
zápis do paměti GRAM. Toto snížení barevné hloubky není pro většinu aplikací kritické
a poskytuje významné urychlení komunikace s řadičem.
Přesto mohou nastat situace, kdy by byla ztráta bitové hloubky nežádoucí. Mezi takový
případ například patří barevné přechody, které by pak mohly vytvářet viditelný schodovitý
efekt. Pro tyto případy řadič zachovává možnost využití plné barevné hloubky na úkor
rychlosti. Způsob zápisu do paměti lze ovlivnit nastavením bitů TRI a DFM v kontrolním
registru R03h. V 18 bitových a 9 bitových režimech musí být tyto bity vždy nastaveny na 0.
Režim R03h Datové přenosy Počet barev
TRI DFM Registr GRAM - Write GRAM - Read Write Read
i80/18-bit 0 0 1 (16:-) 1 (6:6:6) 1 (6:6:6) 262K 262K







65K1 0 2 (6:6:4) (2:-) 262K







65K1 0 3 (-:2) (4:4) (2:6) 262K







65K1 0 24 (-:6:6:6) 262K
1 1 24 (6:-:6:-:6:-) 262K
Tabulka 2.2: Systémové rozhraní - datové přenosy 2.
Podobná situace také vzniká v 8 bitovém režimu (obr. 2.3), kde řadič nabízí možnost
přenášet obrazová data pomocí dvou přenosů pro zobrazení 216 barev, případně lze pou-
žít tří přenosů pro zobrazení plného počtu barev. Zde je velmi zajímavé nastavení TRI=1
a DFM=1, které umožňuje RGB složky odeslat v oddělených bajtech tak, že nejméně vý-
znamné bity nejsou využity. Tento formát je výhodný zejména kvůli snadnému zpracování
v MCU. Příkladem může být zápis jednotlivých bodů s rozdílnou barvou, kde by konverze
2Údaj v závorce ve sloupci Datové přenosy značí počet bitů daného přenosu. Skládá-li se tento přenos
z více komponent, jsou tyto odděleny. Číselné hodnoty značí rozdělení jednotlivých bitů složek. Složka může
být rozdělena do více přenosů. Tehdy jsou významnější bity přeneseny jako první, méně významné jako
druhé. Odesílání probíhá zleva doprava. Zbývající nevyužité bity jsou značeny pomlčkou.
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z 18 bitového či 24 bitového formátu do 16 bitového trvala déle než provedení jednoho da-
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Obrázek 2.1: Formát dat 8 bitového rozhraní. Převzato z [2].
Datasheet řadiče [2] se ovšem nezmiňuje o tom, že nastavení bitů TRI a DFM nemá vliv
na čtení z paměti GRAM. Tento nepříjemný fakt způsobuje, že v 8 bitovém a 16 bitovém
režimu nelze z paměti GRAM získat plných 218 barev, ale musíme se spokojit pouze
s 16 bitovou hloubkou viz. tabulka 2.2.
2.1.2 Sériové rozhraní SPI
Systémové rozhraní SPI je zvoleno nastavením pinů IM[3:0] na hodnotu 010X, kde X slouží
jako nejméně významný bit identifikace zařízení (Device ID). Díky tomu mohou být na roz-
hraní SPI zároveň připojeny dva displeje s tímto řadičem.           	                    	     	       	 
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Obrázek 2.2: Formát dat rozhraní SPI. Převzato z [2].
V tomto režimu se nevyužívá paralelní datová sběrnice, ale vodiče SDI a SDO pro přenos
dat, hodinový signál SCL a chip sellect nCS. Signály RS, nRD a nWR jsou zde nahrazeny
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dvěma bity v start bajtu. Bit RS tedy rozlišuje, zda je vybrán indexový (0) nebo kontrolní
(1) registr. Bit R/W rozlišuje, zda se jedná o operaci čtení (1) nebo zápis (0). Celý start
bajt je tedy složen z 6 bitů Device ID a dvou bitů RS a R/W.
Komunikace SPI linkou začíná sestupnou hranou nCS a končí vzestupnou hranou stej-
ného signálu. Zápis bitu do řadiče probíhá synchronně se vzestupnou hranou signálu SCL.
Po zahájení komunikace musí vždy následovat start bajt. Při čtení dat z GRAM nebo
registru jsou validní data vystavena až při čtení 6. bajtu.
2.1.3 Rozhraní VSYNC
Jedná se o mezistupeň mezi RGB a paralelním systémovým rozhraním. Je primárně určeno
pro zobrazení animací a vyznačuje se jednodušším řízením než rozhraní RGB, které pro
svou činnost potřebuje velké množství synchronizačních signálů. Displej je řízen vnitřními
hodinami, které jsou doplněny signálem VSYNC. Ten slouží jako snímková synchronizace.
Data nejsou přímo vykreslována, ale ukládají se do paměti GRAM, což je výhodné pro
minimalizování datových přenosů.
Protože se jedná v podstatě pouze o rozšířené systémové rozhraní, je možné nastavo-
vat kontrolní registry bez nutnosti přepínat rozhraní zpět. Některé pokročilé funkce jsou
nedostupné, jako zobrazování částečného obrazu, prokládaní řádků, či vertikální posun.
Do paměti GRAM lze pouze zapisovat horizontálním zápisem (AM=”0”), čtení není možné.
Po resetu je řadič vždy v režimu systémového rozhraní (ať již paralelního či SPI). Do to-
hoto režimu se dostaneme nastavením bitů DM[1:0] na hodnotu ”10”v kontrolním registru
R0Ch. Zápis do paměti GRAM musí být pro správnou funkci povolen (bit RM nastaven
na 0 v tomtéž registru). Po přepnutí je nutné počkat alespoň jeden snímek, než je možné
začít s přenosem synchronizovaných dat. Systémové rozhraní se zapne zpět nastavením bitů
DM[1:0] na hodnotu ”00”.
Pro komunikaci je vždy využita celá paralelní sběrnice DB[17:0] - nezáleží na zvolené
bitové šířce systémového rozhraní. Jedná se tedy o podstatný limitující faktor, protože
mnoho displejů vybavených tímto řadičem má vyvedeno pouze 8 bitů paralelní sběrnice


















Obrázek 2.3: Přenos dat přes rozhraní VSYNC. Převzato s úpravami z [2].
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Rozhraní také zavádí potřebu dodržet minimální rychlost aktualizace zápisu dat do pa-
měti GRAM. Řadič si totiž při sestupné hraně signálu VSYNC sesynchronizuje vnitřní
hodiny. Nejprve
”
vykreslí“back porch řádky, které nám dávají čas pro nahrání části dat
do paměti GRAM, potom začíná překreslovat obrazovku. Pokud by nebyla dodržena mi-
nimální rychlost aktualizace, mohlo by se stát, že vykreslování předežene probíhající zápis
do paměti GRAM. Došlo by k zobrazení dat z minulého snímku, což by mohlo vést k nežá-
doucím obrazovým efektům.
Pro určení této limitní frekvence je nejprve nutné stanovit frekvenci oscilátoru:
fosc = fframe · (rowdisplay + rowfp + rowbp) · CCPL · k
• fosc - frekvence interních hodin
• fframe - snímková frekvence
• rowdisplay - počet zobrazovaných řádků
• rowfp - počet front porch řádků
• rowbp - počet back porch řádků
• CCPL - počet hodinových taktů na jeden řádek
• k - koeficient kolísání frekvence, spočítá se jako maximální rozptylminimální rozptyl
Koeficient kolísání frekvence bere v úvahu rozptyl interního oscilátoru, který může činit
až ±10% vlivem teploty a zněny napětí VCI. Nyní můžeme stanovit minimální frekvenci
aktualizace dat:
fWR =
fosc · col · rowdisplay
(rowbp + rowdisplay −margin) · CCPL
• fWR - minimální frekvence aktualizace zápisu dat
• col - počet sloupců, zde vždy 240
• margin - bezpečnostní rezerva mezi zapisovanými a čtenými daty, minimálně 2 řádky
2.1.4 Rozhraní RGB
Společně s VSYNC rozhraním slouží primárně pro zobrazování pohyblivého obrazu. Ob-
dobně jako u rozhraní VSYNC zde nejsou dostupné některé pokročilé funkce a přímé čtení
z grafické paměti. Pro přenos dat je využíváno pinů paralelní sběrnice DB[17:0]. Oproti
rozhraní VSYNC je umožněno bity RIM[1:0] nastavit šířku RGB rozhraní (tabulka 2.3).
Na rozdíl od rozhraní VSYNC je displej přímo řízen vnějšími signály VSYNC, HSYNC
a DOTCLK zcela nezávisle na vestavěném oscilátoru. Signál HSYNC slouží jako řádková
synchronizace. Pokud je signál ENABLE nastaven na nízkou hodnotu, jsou data nastavená
na RGB sběrnici se vzestupnou hranou signálu DOTCLK přímo zobrazována. V opačném
případě je možné provádět konfiguraci registrů přes paralelní či sériové systémové rozhraní.
Je-li RGB rozhraní zvoleno, musí být řídicí signály přiváděny po celou dobu nezávisle
na stavu signálu ENABLE.
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Režim R0Ch Datové piny Datové přenosy Počet barev
RIM[1:0] Write (R:G:B) Write
RGB/18-bit 00 DB[17:0] 1 (6:6:6) 262K
RGB/16-bit 01 DB[17:13], DB[11:1] 1 (5:6:5) 65K
RGB/6-bit 10 DB[17:12] 3 (6) (6) (6) 262K
Tabulka 2.3: RGB rozhraní - datové přenosy.
RGB rozhraní zavádí zvláštní požadavky na časování. Signál VSYNC musí být nastaven
na nízkou hodnotu minimálně po dobu prvního black porch řádku. Na začátku každého (tj.
i při black porch a bront porch) řádku musí být HSYNC nastaven na nízkou hodnotu po
dobu minimálně tří DOTCLK. Signál ENABLE nemůže být nastaven součastně se signálem
HSYNC.  	
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Obrázek 2.4: Přenos dat přes rozhraní RGB. Převzato z [2].
V 18 bitovém módu odpovídá zapojení datových pinů systémovému rozhraní. To ale
neplatí v 16 bitovém RGB módu - zde nejsou pro přenos využity bity 12 a 0 narozdíl
od 16 bitového systémového rozhraní, které nemá zapojeny bity 9 a 0. 6 bitový RGB režim
je velmi podobný 8 bitovému systémovému rozhraní (TRI=”1”a DFM=”1”) se třemi pře-
nosy. Počet přenosů má vliv na hodinový signál DOTCLK, který je nutné generovat pro
každý přenos. Pro dosažení shodné snímkové frekvence by byl nutný trojnásobný kmitočet
DOTCLK, což ovšem nemusí být vždy kvůli omezení maximální frekvence možné.
Pro zapnutí RGB režimu je nejprve nutné nastavit vysokorychlostní přístup a horizon-
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tální zápis do paměti GRAM. Po nastavení bitů DM[1:0] na hodnotu ”01”a RM=”1”je nutné
počkat na dokončení aktuálního snímku, pak teprve můžeme displej řídit RGB signály. Pře-
chod na systémové rozhraní probíhá obdobně - po nastavení bitů DM[1:0] na hodnotu ”00”,
RM=”0”a dokončení snímku je displej řízen interním oscilátorem.
2.1.5 Funkce řadiče
Přístup do registrů probíhá tak, že nejprve nastavíme index registr, do kterého budeme za-
pisovat. Ač je tento registr 16 bitový, horních 8 bitů musí být vždy nastaveno na nulu, proto
budeme v tomto textu při odkazování na vybraný konfigurační registr uvádět pouze dolní
významný bajt. Následuje zápis do vybraného 16 bitového konfiguračního registru. Výjim-
kou je index registr ”22h”, který odkazuje na paměť GRAM. Ač řadič definuje i čtení,
nemůže být hodnota většiny konfiguračních registrů přečtena. Výjimkou je registr ”00h”,
který u tohoto řadiče vrací vždy hodnotu ”9320h”a může sloužit k identifikaci řadiče. Čte-
ním index registru lze zjistit, který řádek je aktuálně vykreslován.
Čtení a zápis do paměti GRAM
Abychom mohli přistupovat do grafické paměti, je třeba nejprve určit souřadnice. K na-
stavení pozice na řádku slouží registr ”20h”, který přijímá hodnoty od 0 do 239. K výběru
sloupce pak slouží registr ”21h”. Zde jsou meze omezeny na interval 0 až 319. V režimu sys-
témového či VSYNC rozhraní jsou hodnoty z těchto registrů přeneseny do adresového čítače
ihned po aktualizaci vertikální části adresy. V režimu RGB jsou tyto hodnoty nastaveny
vždy na začátku snímku.
Nyní, když již máme adresový čítač aktualizován, vybereme registr ”22h”, který nám
zpřístupní paměť GRAM. To je nutné provést vždy i v režimech určených k zobrazování
animací.
Provedeme-li zápis, automaticky se navýší adresový čítač ve zvoleném směru. Není tedy
nutné měnit jeho hodnotu přes konfigurační registry. Protože je stále vybrán přístup do gra-
fické paměti, můžeme ihned po dokončení přenosu jednoho pixelu začít s přenosem dalšího.
Při čtení se hodnota adresového čítače nemění. Vystavení hodnoty z paměti není oka-





DB[17:9]  00h 22h
Set GRAM access Dummy read Read Nth pixel
High Low
Write Nth pixel
High Low High Low
Write (N+1)th pixel
Obrázek 2.5: Čtení a zápis do paměti GRAM přes 8 bitové systémové rozhraní
(16 bitová barevná hloubka, TRI=”0”a DFM=”0”).
Řadič umožňuje rychlý přenos obrazových dat do obdélníkové pracovní oblasti. Tu lze
nastavit čtveřicí registrů Horizontal/Vertical RAM Address Position Start/End, kterými
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lze tento obdélník vymezit. Mimo tuto oblast pak nelze zapisovat, proto je nutné po změně
těchto registrů zajistit, aby adresový čítač byl uvnitř zvolené oblasti.
Směr inkrementace čítače lze ovlivnit více parametry v registru Entry Mode ”03h”. Bit
AM umožňuje přepínat, zda je adresový čítač rychleji měněn v horizontálním (AM=”0”)
nebo vertikálním (AM=”1”) směru. Dvojice bitů I/D pak určují, zda je adresový čítač v da-
ném směru navyšován nebo snižován. Existuje tedy celkem 8 možností chování adresového
čítače.
Pro následující popis chování uvažujme horizontální směr zápisu (AM=”0”) s inkremen-
tací adresy (I/D=”11”) pro oba směry a pozici nastavenou do levého horního rohu oblasti.
Při sekvenčním zápisu více obrazových bodů je adresový čítač automaticky navyšován až
do chvíle, kdy dosáhne pravé hranice vymezené oblasti. Zde se pak uplatní inkrementace ad-
resy v horizontálním směru - adresový čítač se nastaví na další řádek levého okraje oblasti.
Po vyplnění celé oblasti je adresový čítač přesunut do levého horního rohu.
Řízení displeje
Řadič umožňuje určit, v jakém pořadí budou přepínány source a gate kanály. Toto zdánlivě
neužitečné zrcadlové převrácení obrazu lze využít například pro změnu souřadnicového
systému na úrovni řadiče.
Převrácení v horizontálním směru, tj. kratší strany s 240 pixely, ovlivňuje bit SS. Při
SS=”0” je směr posuvu výstupů source od S1 do S720 a opačně pro SS=”1”. Otočením to-
hoto bitu se však změní i pořadí vykreslování barevných složek z RGB na BGR. Správného
zobrazení lze docílit pouze opětovným přehráním celého obsahu paměti GRAM. Aby ne-
bylo nutné měnit pořadí barevných složek během přenosu z mikrokontroléru, řadič prohodí
modrou a červenou složku při zápisu do grafické paměti, pokud je to povoleno bitem BGR.
Již nahraná data však bit BGR neovlivňuje.
Ve vertikálním směru se převracení obejde bez nutnosti přepisu dat v GRAM. Bit
Gate Scan určuje směr skenování gate řadiče od G1 do G320 nebo opačně při GS=”1”.
Některé aplikace mohou využít možnosti prokládaného skenování nastavením bit SM. Při
SM=”1”a GS=”0”je pořadí skenování řádků G1,G3,. . .,G319,G2,G4,. . .,G320. V grafické
paměti jsou tedy data uspořádána tak, že horní polovina obsahuje liché řádky a dolní po-
lovina řádky sudé. Při SM=”1”a GS=”1”je pořadí opět otočeno.
Pokud chceme zobrazovat data v jiném poměru něž 4:3, například na čtvercové ploše
240 x 240 pixelů, řadič nabízí efektivní možnost použít pouze část z 320 řádků tak, že
nevyužité řádky nejsou obsluhovány. Počet aktivních řádků od 240 do 320 s krokem po 8
určují bity NL[5:0]. Pozice tohoto bloku je pak dána bity SCN[5:0].
Zmenšením počtu zobrazovaných řádků se však nezmenší adresovatelný prostor grafické
paměti. Zde nachází využití funkce vertikálního rolování (VLE=”1”), která umožňuje defi-
novat, od kterého řádku (VL[8:0]) bude započato vykreslování. Grafická paměť se v tomto
případě chová rotačně, což umožňuje tuto funkci použít i při všech 320 řádcích.
Partial image
Další zajímavou funkcí řadiče je zobrazit na displeji až dva částečné obrazy. Částečný obraz
je definován počátečním řádkem a dvěma ukazateli počátku a konce do grafické paměti.
Musí být zajištěno, že se tyto oblasti nepřekrývají, a že ukazatel počátku ukazuje na nižší
řádek než ukazatel konce. Tato funkce má opět smysl zejména v případě, nechceme-li využít
celé plochy displeje, nebo chceme-li přemapovat až dva úseky paměti GRAM na rozdílné
úseky na displeji.
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Funkci lze využít pouze v případě, pokud je nastaveno zobrazování na celý displej
(NL[5:0]=”27h”) a je vypnuto zobrazování základního obrazu (BASEE=”0”). Funkci nelze
použít s některými jinými funkcemi a v přenosových režimech VSYNC a RGB. Funkci
povolíme nastavením bitů PTDE0/1=”1”.
Funkce zmenšení obrazu
Řadič umožňuje zmenšení obrazu při přenosu do grafické paměti. Funkce je zapnuta na-
stavením bitů RSZ[1:0] na hodnotu ”01”pro zmenšení na 1/2 nebo na hodnotu ”10”pro
zmenšení na 1/4.
Pozice zmenšeného obrazu je dána obdélníkovou pracovní oblastí. Výchozí souřadnici
X0,Y0 uložíme do registrů HSA a VSA, stejně tak nastavíme adresový čítač. Abychom mohli
určit hodnoty zbývajících registrů HEA a VEA, musíme určit šířku dx a výšku dy zmenše-
ného obrazu. Tento výpočet bychom mohli jednoduše provést tak, že původní rozměry X
a Y vydělíme zmenšením N . Výsledek by často nebyl celým číslem, což je nežádoucí, protože
rozměry zmenšeného obrazu musí být v celých pixelech. Ořízneme tedy původní obraz tak,
aby byl přímo dělitelný N . Určíme velikost tohoto ořezu ve vertikálním V a horizontálním
H směru:
H = XmodN
V = Y modN
Tyto hodnoty musí být pro správnou funkci známy i řadiči. K tomuto účelu pak slouží
bity RCH[1:0] a RCV[1:0] v kontrolním registru ”04h”. Nyní již můžeme spočítat výsledné







Zbývá nastavit registry HEA a VEA:
HEA = x0 + dx − 1
V EA = y0 + dy − 1
Prahování
Pro některé aplikace je dokonce i 262 K barev limitujícím omezením. Vhodným příkladem
může být barevný přechod z jedné barvy na druhou přes celý displej, kde i při 18 bitové
barevné hloubce vzniká nepříjemný schodovitý efekt.
ILI9320 disponuje podporou pro 24 bitovou barevnou hloubku, která se skládá ze dvou
funkcí. Nejprve je potřeba bitem 16M EN=”1”zapnout 24 bitový přenos dat, který lze pou-
žít pouze na systémovém rozhraní při tomto nastavení:
• i80/18-bit, 2 přenosy (8:-:8:-) (8:-)
• i80/16-bit, 2 přenosy (8:8) (8:-), TRI=”1”, DFM=”0”
• i80/8-bit, 3 přenosy (8) (8) (8), TRI=”1”, DFM=”1”
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Nyní již zbývá pouze povolit funkci Dithering (Dither=”1”), která převede 24 bitů na 18
bitů tak, že rozšíří chybu způsobenou snížením barevné hloubky do okolních pixelů.
Tato funkce je popsána pouze ve starší verzi datasheetu [4], v novější verzi je vynechána.
Oscilátor a obnovovací frekvence
Řadič může jako zdroj signálu použít interní RC oscilátor, jehož frekvenci lze nastavit
pomocí vestavěného proměnného odporu, případně lze připojit externí rezistor mezi piny
OSC1 a OSC2. Třetí variantou je přímé připojení externího oscilátoru.
Velikost interního rezistoru lze ovlivnit nastavením bitů v registru ”2Bh”. Přesný vztah
mezi výslednou frekvencí oscilátoru fosc a nastavením bitů FR SEL[1:0] však není možné
stanovit kvůli rozdílným tvrzením v dokumentacích [4] a [2]. Externí oscilátor/rezistor lze
pravděpodobně povolit nastavením bitu EXT R.
Vztah mezi frekvencí oscilátoru a obnovovací frekvencí je:
fframe =
fosc
RTN ·DIV · (rowdisplay + rowfp + rowbp)
• fosc - frekvence interních hodin
• fframe - snímková frekvence
• rowdisplay - počet zobrazovaných řádků
• rowfp - počet front porch řádků
• rowbp - počet back porch řádků
• RTN - počet hodinových taktů na jeden řádek, bity RTNI[4:0]
• DIV - dělicí poměr fosc, bity DIVI[4:0]
V případě použití rozhraní RGB se používají externí synchronizační signály.
γ-korekce
Aby bylo možné k řadiči připojit LCD panely s různými charakteristikami, disponuje řadič
funkcí γ-korekce, která je definována třemi skupinami registrů ovlivňujících gradient, am-
plitudu a jemné doladění. Jedná se o dva konfigurovatelné odporové děliče, jejichž cílem je
z napětí mezi VREG1OUT a VGS získat 8 pozitivních a 8 negativních referenčních napětí
určujících úrovně šedé. Díky možnosti ovlivnit jak kladné tak záporné napětí lze docílit
asymetrického řízení.
Amplitudu určují hodnoty proměnných odporů na krajích odporových děličů. Hodnoty
těchto čtyř odporů lze nastavit registry VRP0[4:0]/VRN0[4:0] a VRP1[4:0]/VRN1[4:0].
Sklon křivky reprezentující vztah mezi stupni šedi a odpovídajícími referenčními napě-
tími upravuje čtveřice registrů PRP0[2:0]/PRN0[2:0] a PRP1[2:0]/PRN1[2:0]. Stejně jako
u amplitudy se zde nastavují proměnné rezistory, které se nacházejí v horní polovině odpo-
rového děliče mezi 2. a 3. referenčním napětím a v dolní polovině odporového děliče mezi
6. a 7. referenčním napětím.
Fine-adjustment registry řídí jemné doladění jednotlivých referenčních napětí. Jedná se
celkem o 6 hodnot pro každý odporový dělič. Každé výstupní referenční napětí má analogový
multiplexor, který dle nastavení vybírá jednu z osmi napěťových úrovní.
Podrobné schéma zapojení je kvůli své rozsáhlosti vloženo jako příloha (obr. E.2).
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Obrázek 2.6: Parametry γ-korekce. Převzato z [2].
Napájení
Napětí pro jednotlivé komponenty a řízení LCD displeje je nutno nastavit danými registry
ručně a v daném pořadí během inicializačního procesu.
Každá buňka displeje je řízena unipolárním tranzistorem. Napětí gate pinů se střídá
mezi hodnotami VGH (Voltage Gate High) a VGL (Voltage Gate Low). Výběr aktivního
řádku řadič provede přivedením napěťové úrovně VGH, na ostatní řádky je nastavena úroveň
VGL. Společná elektroda VCOM je řízena střídavým napětím, které osciluje mezi úrovněmi
VCOML a VCOMH. Napětí source výstupů přímo ovlivňuje tekuté krystaly. Výstupní
napěťová úroveň odpovídá úrovni šedé barvy. Polarita závisí na aktuálním napětí elektrody
VCOM (obr. 2.7).  	
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Obrázek 2.7: Napěťové úrovně přiváděné na LCD displej. Převzato z [4].
2.2 Dotyková vrstva
Rezistivní technologie je založena na principu odporového děliče [15]. Dvě vrstvy transpa-
rentního vodivého materiálu jsou umístěny nad sebou a otočeny vzájemně o 90◦. Mezi nimi
je vzduchová mezera. Při dotyku se vrstvy propojí a z tohoto bodu se přečte napětí po
průchodu vrstvou jakožto odporovým děličem. Jedná se tedy o pasivní technologii, která
reaguje prakticky na jakýkoli dotyk. Výhodou i nedostatkem zároveň je nutnost vyvinout
tlak, aby byla funkce dotykové vrstvy možná. Důsledkem je však náchylnost na poško-
zení ostrými předměty. Vzhledem k pružnosti, voděodolnosti a relativně nízkým výrobním
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nákladům je tato technologie stále nejvíce využívána. Existují varianty s různým počtem
vodičů, které se pak liší způsobem kalibrace. Nejjednodušší je čtyřdrátová varianta (obr.








Obrázek 2.8: Čtyřdrátová rezistivní technologie. Převzato z [9].
Infračervvená technologie je jedna z nejstarších metod dotykového ovládání, která vyu-
žívá ke zjištění dotyku sérii infra zářičů - nejčastěji LED diod a infra přijímačů. Tyto tvoří
souřadnicovou mřížku, je však možné umístit diody a přijímače i mimo pravoúhlou struk-
turu a dosáhnout tak větší přesnosti. Tato technologie vyžaduje umístění nad obrazovou
plochu, avšak reaguje na všechny netransparentní objekty.
Poslední zajímavou technologií je kapacitní, jejíž největší výhodou je možnost více do-
tyků najednou, tuto například odporová technologie nenabízí. Pracuje na bázi nevodivého
materiálu - většinou skla - pokrytého transparentním vodičem. Pokud se povrchu na nepo-
tažené straně dotkne elektricky vodivý objekt, naruší elektrostatické pole vytvářené vodivou
vrstvou, kterou prochází slabý proud, vytvoří se tak náboj, jehož změřením určíme souřad-
nice dotyku. K ovládání je však nutné používat vodivý materiál a není tedy tak univerzální
jako odporová technologie.
2.2.1 Určení místa dotyku
Budeme uvažovat čtyřvodičové zapojení. V místě dotyku dojde ke spoji vrstev. Souřad-
nice dotyku zjistíme ve dvou krocích tak, že pro každou souřadnici provedeme měření AD
převodníkem. Pro změření souřadnice na ose X kontakt X- uzemníme a na kontakt X+
přivedeme log. 1. Kontakt Y+ připojíme k AD převodníku a protilehlý kontakt Y- necháme





Souřadnici Y pak zjistíme obdobně připojením Y- a Y+ na log. 0 a log. 1, čtení pak
probíhá přes pin X+.
Během měření souřadnic však může docházet k rušení například vlivem elektromag-
netické indukce z okolních vodičů. Napětí logických úrovní vytvářejících dělič také závisí
na aktuální zátěži mikrokontroléru. Tyto vlivy lze po změně dobře eliminovat tak, že měření
budeme provádět ve STOP režimu mikrokontroléru, kdy je většina komponent uspána. Po
dokončení převodu je pak mikrokontolér zpět probuzen.
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Obrázek 2.9: Určení místa dotyku. Převzato z [9].
Pokud nechceme nebo nemůžeme mikrokontrolér převést do STOP režimu, musíme pou-
žít jiné techniky, například mediánový filtr či průměrování, čímž lze tyto vlivy částečně
eliminovat. Popsané jednotlivé metody včetně ukázek zdrojových kódů lze najít v [12].
Dalším problémem je vliv parazitní kapacity, která se projevuje po změně napětí na jed-
notlivých vývodech, tj. při přechodu z měření jedné souřadnice na druhou. Doba potřebná
k ustálení napětí záleží na konkrétním řešení. Často lze tento jev zanedbat.
Když nedochází k dotyku, není potřeba provádět pomalý AD převod a lze tak šetřit
energii i čas, který je nutný k přepočtu souřadnic a nastavení dalšího měření. Detekce
dotyku lze realizovat tak, že vývod X- uzemníme a pin Y- připojíme na pull-up rezistor
(obr. 2.10). Při doteku dojde ke spojení vrstev a uzemnění pinu Y- a je zavoláno přerušení
KBI.
Y-   KBI
Y+ 
X+X-
Obrázek 2.10: Detekce dotyku. Převzato z [9].
Tuto detekci lze také provádět během měření souřadnic a snadno tak zjistit událost
ukončení dotyku.
2.2.2 Kalibrace
U některých displejů může být dotyková vrstva dodávaná zvlášť, což pak často vede k ne-
přesnému slícování zobrazovacího zařízení s dotykovou vrstvou, která může být posunuta
či dokonce natočena. Pro získání správných souřadnic je pak nutné souřadnice zkalibro-
vat a přizpůsobit rozsah souřadnic na rozlišení displeje. Existují různé metody kalibrace,
které jsou dopodrobna popsány například v článku [13]. Nejjednodušší z nich je lineární
transformace, většinou pomocí 3 nezávislých bodů. Výsledné souřadnice X a Y získáme
z následujících vztahů:
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X = A ∗ UX +B ∗ UY + C
Y = D ∗ UX + E ∗ UY + F
Kde UX a UY jsou naměřené souřadnice. Výpočet koeficientů A až F však není triviální
záležitostí a neobejde se bez výpočtů s plovoucí desetinnou čárkou. Naštěstí v našem případě
je dotyková vrstva přímo součástí displeje a není tedy natočena. Stále se zde však projevuje
odpor přívodních vodičů a je nutné přepočítat rozsah. Použijeme tedy jednoduchou lineární
transformaci pomocí 2 bodů v protilehlých rozích obrazovky. Výpočet výsledných souřadnic








Proces kalibrace pak spočívá v pouhém změření napětí Umin při doteku na souřadnici
[0, 0] a Umax při doteku na souřadnici [xmax, ymax].
U osmidrátové rezistivní technologie lze hodnoty U(X,Y )min a U(X,Y )max získat měřením
napětí na Sense pinech X-,X+,Y-,Y+ a je tak možné úplně odstranit nutnost manuální





Grafickou knihovnu jsem se rozhodl rozdělit do tří úrovní (obr. 3.1). Nejnižší úroveň za-
pouzdřuje komunikaci s displejem a jeho funkce. Skládá se tedy z ovladače LCD displeje
a ovladače dotykového panelu. Střední úroveň pak zajišťuje kreslení základních grafických
primitiv - čár, obdélníků a kružnic, ale i zobrazování obrázků a textu. Nejvyšší úroveň se
pak stará o vykreslení a správu jednotlivých objektů uživatelského rozhraní.





NejvyššíSubsystém oken a objektů
Obrázek 3.1: Blokový diagram grafické knihovny.
Nyní se podíváme podrobněji na jednotlivé části.
3.1 Ovladač LCD displeje
Hned na začátku bylo zapotřebí zvolit správné komunikační rozhraní. Přídavný modul
kitu nemá připojeny veškeré dostupné datové vývody LCD displeje, ale pouze jejich část.
Z 18 bitové paralelní sběrnice jsou dostupné pouze piny DB[17:10], což znamená, že můžeme
použít pouze 8 bitové systémové rozhraní či 6 bitové rozhraní RGB. Rozhraní VSYNC či
vícebitové systémové/RGB rozhraní nelze využít.
Dalším omezujícím faktorem je výkon mikrokontroléru HCS08. Abychom mohli s dis-
plejem komunikovat přímo přes RGB rozhraní, musel by tento mikrokontrolér generovat
všechny potřebné řídicí signály s alespoň minimální snímkovou frekvencí, aby nedocházelo
k viditelnému blikání displeje. Uvažujme tedy minimální snímkovou frekvenci 30 Hz, 240
bodů na řádek, 326 řádků včetně back poch a front ponch a 3 datové přenosy na pixel.
Během každého datového přenosu musí dojít ke dvěma změnám signálu DOTCLK. Bylo
by tedy potřeba generovat změnu tohoto signálu v intervalu:
1
30 · 240 · 326 · 3 · 2 ≈ 71[ns]
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Když dosáhneme maximální frekvence mikrokontroléru fBUS = 24MHz, bude jeden
strojový takt trvat 42 ns. Zapsání hodnoty na výstupní port je však proveditelné nejméně
pomocí 2 strojových taktů. Z toho vyplývá, že nelze použít ani rozhraní RGB, protože by
mikrokontrolér ani nedokázal generovat všechny potřebné signály. Zbývá tedy pouze para-
lelní nebo sériové systémové rozhraní. SPI nebudeme používat, protože pomocí paralelního
rozhraní lze dosáhnout vyšší přenosové rychlosti.
Abychom se vyhnuli nežádoucímu efektu viditelného postupného vykreslování obrazu
na displeji, bylo by vhodné použít dvojitou vyrovnávací paměť. Zde však narážíme na další
omezení v podobě nedostatečné paměti mikrokontroléru. Pro uložení jednoho snímku při
18 bitech na pixel, by bylo potřeba 172800 B paměti, což je však mnohem více než veš-
kerá adresovatelná paměť HCS08. Budeme se muset této možnosti vzdát a provádět tak
vykreslování přímo do paměti displeje.
3.1.1 Zápis a čtení registrů řadiče
Před tím, než na displeji budeme moci cokoliv zobrazit, provedeme inicializaci řadiče.
K tomu musíme implementovat funkce pro čtení a zápis registru přes systémové rozhraní.
Protože je třeba dodržet správné časování a zároveň se jedná o často prováděnou operaci,




2   LDA #0x31
1     CLRX
1      CLRH
3       STX PTBD 
4          MOV #0x11,PTAD
2              STA ,X
5                MOV LCD_REG_IND,PTBD
4                     MOV #0x11,PTAD
2                         STA ,X
5                           MOV LCD_REG_VAL_HI,PTBD
2                                LDA #0x19
2                                  STA ,X
4                                    MOV #0x39,PTAD
5                                        MOV LCD_REG_VAL_LO,PTBD
2                                             STA ,X      
4                                               MOV #0x3d, PTAD




Obrázek 3.2: Časový diagram implementovaného zápisu do registru displeje.
Provádění tohoto kódu zabere 56 strojových taktů včetně návratu z podprogramu, což
odpovídá 2352 ns. Je zde tedy úspora 20 taktů oproti obdobné implementaci v jazyce C.
Během provádění transakce s displejem by nemělo dojít k jejímu přerušení. Důvodem je,
že signál nWR může být v nízké úrovni maximálně po dobu 500 ns. Dalším důvodem je, že
pokud by během přerušení byla provedena jiná transakce, mohlo by dojít k nedefinovanému
chování.
Za povšimnutí stojí využití registru H:X jako ukazatele na port PTA, na který jsou
napojeny řídicí signály. Proměnné jsou umístěny do první stránky paměti, což umožňuje
využít instrukcí MOV.
Data jsou do řadiče zapsána při vzestupné hraně signálu nWR a musí být platná mi-
nimálně po dobu 5ns. Ukázalo se, že přednastavení signálu RS před signály nCS a nWR
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(tj. Setup Time) není nezbytné. Mohou být nastaveny současně. Naproti tomu nemůže být
signál RS nastaven do vysoké úrovně společně se signálem nWR, proto je dodržení 5 ns




2   LDA #0x31
1     CLRX
1      CLRH
3       STX PTBD 
4          MOV #0x11,PTAD
2              STA ,X
5                MOV LCD_REG_IND,PTBD
4                     MOV #0x11,PTAD
2                         STA   ,X
3                           STX PTBDD
4                              MOV #0x29,PTAD
2                                 LDA #0x39
5                                   MOV PTBD,LCD_REG_VAL_HI
2                                        STA ,X
4                                          MOV #0x29,PTAD
2                                              LDA #0x3d
5                                                MOV PTBD,LCD_REG_LO
2                                                     STA ,X
4                                                       MOV #0xff,PTBDD





Obrázek 3.3: Časový diagram implementovaného čtení z registru displeje.
Sekvence čtení z registru je velmi podobná zápisové, avšak je zde třeba počítat s delšími
časovými intervaly. Řadič totiž nastaví hodnotu na datové vodiče až 100 ns po sestupné
hraně signálu nRD. Místo vložení instrukcí NOP se podařilo kód uspořádat tak, že před-
načteme hodnotu pro nastavení dalších signálů do registru A a následně provedeme toto
nastavení rychlejší instrukcí STA ,X. Přestože takto vložené čekání trvá pouze 2 strojové
takty a je tedy nižší než maximálních 100 ns, ukázalo se jako dostatečné.
Dále je nutné dodržet dobu nízké i vysoké úrovně signálu nRD, která každá musí trvat
minimálně 150 ns. I zde se 164 ns u vysoké úrovně nRD blížíme minimální hodnotě. Celková
doba čtení z registru činí 2688 ns, což odpovídá 64 strojovým taktům.
3.1.2 Výpočet napětí
V rámci inicializace bude také potřeba nastavit napěťové úrovně jednotlivých signálů řadiče.
Proto nejprve provedeme jejich výpočet.
Napájecí napětí V ci je v našem případě 3,3 V. Napětí V ci1, které je použito pro genero-
vání většiny dalších napětí, musí být nižší než 3 V. Tuto podmínku splňují pouze násobitelé
0, 76 · V ci či 0, 89 · V ci. Napětí V ci1 pak může nabývat hodnoty 2,508 V nebo 2,937 V.
Nyní se podíváme na napětí DDVDH, které musí být v rozsahu 4,5 až 6 V. Toto napětí
je generováno z napětí V ci1 násobením 2 x či 3 x a je tedy zřejmé, že pro obě možné
úrovně napětí V ci1 lze použít pouze násobitel 2 x. Napětí DDVDH může nabývat hodnot
5,018 V či 5,874 V. Před tím, než určíme hodnoty napětí V GH a V GL, které se nastavují
společně s napětím DDVDH, se zaměříme na referenční napětí V REG1OUT . Toto napětí
se vyznačuje tím, že jeho maximální úroveň nesmí překročit DDVDH-0,5 V. Jeho hodnota
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se určuje volitelným násobitelem z rozsahu 1,6 až 1,9 přímo z napájecího napětí V ciLvl,
které je opět 3,3 V. Toto napětí však i při nejnižším násobiteli 1,6 dosahuje 5,28 V. Aby byla
splněna podmínka pro maximální napěťovou úroveň, musíme použít vyšší hodnotu napětí
DDVDH = 5, 874V , které tuto podmínku splňuje. Tímto se ztrácí možnost použít nižší
napětí V ci1 s násobitelem 0, 76 · V ci.
Vrátíme se k napěťovým úrovním V GH a V GL. Napětí V GH by nemělo přesáhnout
hodnotu 15 V a pro jeho generování z napětí V ci1 můžeme použít násobitele 6 x, 7 x nebo
8 x. Je tedy zřejmé, že i když použijeme nejnižší násobitel 6 x, dosáhne výsledné napětí
17,622 V. Zde se dostáváme do konfliktu, protože jedinou dostupnou možností ke snížení na-
pětí V GH je snížení napětí V ci1, tím dojde k porušení podmínky pro napětí V REG1OUT ,
které nemůže být již více sníženo. Budeme muset nastavit jedno z těchto dvou napětí mimo
povolený rozsah. Napěťové úrovně DDVDH, V GH, V GL a V CL jsou nižší než jejich ide-
ální hodnoty kvůli odběru proudu z odpovídajících výstupů, oproti tomu napěťové úrovně
ve vztahu (DDVDH − V REG1OUT ) > 0, 5V jsou zcela přesné [4]. Budeme tedy předpo-
kládat, že skutečná úroveň napětí V GH bude nižší než teoretická odpovídající 17,622 V.
U napětí V GL je situace velmi podobná. Nyní můžeme generovat z napětí V ci1 náso-
biteli -3 x, -4 x nebo -5 x. Limit je zde tentokráte -12.5 V, což splňuje jak -3 x, tak i -4 x.
Protože změna této úrovně neměla žádný viditelný vliv na kvalitu zobrazování, zvolíme
násobitel -3 x, který je vhodnější z hlediska snížení spotřeby. Napětí V CL je vždy rovno
záporné úrovni V ci1.
Zbývá určit parametry střídavého signálu V com. Zde nám řadič nabízí širokou řadu
možností. Horní napěťová úroveň V comH může být generována z vnějšího referenčního
napětí nebo může být odvozena z napěťové úrovně V REG1OUT v širokém spektru ná-
sobitelem od 0,69 x až po 1,0 x. Tato napěťová úroveň by měla být vždy větší než úroveň
V ci, horní omezení je splněno automaticky. V našem případě lze použít všechny násobi-
tele. Druhým nastavitelným parametrem tohoto signálu je amplituda, která se opět odvíjí
od referenčního napětí V REG1OUT násobitelem z rozsahu 0,7 x až 1,24 x. Zde je zavedeno
omezení, že amplituda signálu V com musí být nižší než 6 V. Dolní úroveň signálu ComL
je pak rovna rozdílu těchto hodnot. Úroveň V comL musí být nižší než 0 V a zároveň vyšší
než V CL+ 0, 5V , což zavádí výrazné omezení dostupných hodnot.
Situaci vystihuje tabulka E.1, kde jsou zakázané hodnoty vyznačeny červenou barvou.
Ukázalo se, že nastavení těchto hodnot má výrazný vliv na zobrazení barev na displeji. Uva-
žujeme fixní amplitudu a budeme pohybovat s úrovní signálu V comH (a tedy i V comL).
Změna této úrovně se projeví tak, že při snížení napětí dojde k poklesu celé gamakřivky
a obraz je tak světlejší. Pokud použijeme fixní napětí V comH a změníme velikost ampli-
tudy, tak její snížení zvýší strmost gamakřivky při zachování černého bodu, což se projeví
přesvětlením obrazu. Rozhodl jsem se implementovat funkci GL LCD Gamma(byte b), která
mění oba tyto parametry zároveň. Hodnoty, které tato funkce používá, jsou v tabulce E.1
vyznačeny modrou barvou. Mění se zároveň strmost gamakřivky s hodnotami bílého a čer-
ného bodu. Jedná se o funkci gamakorekce.
3.1.3 Inicializace
Základní funkce pro přístup k řadiči již máme. Můžeme tedy začít s jeho inicializací. Nejprve
se pokusíme čtením registru R00h identifikovat řadič a zjistit, zda je komunikace v pořádku.
Pokud je správně přečtena hodnota 9320h víme, že je řadič přítomen, a že je časování
správné. O případném neúspěchu ovladač informuje dvojitým pípnutím piezoměniče.
Nyní můžeme přistoupit k samotnému spuštění řadiče. Spustíme oscilátor a během doby
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potřebné k jeho stabilizaci provedeme konfiguraci některých registrů. Nastavíme výchozí
rozlišení na 320x240 pixelů a počet back porch a front porch řádků na dva. To je minimální
hodnota. Dále zakážeme funkce zmenšování obrazu, vysokorychlostního zápisu do paměti
GRAM, rozhraní RGB a generování signálu FMARK. Zobrazení na displeji je zatím vy-
pnuto.
Dalším krokem je konfigurace napěťových úrovní a postupné oživení jednotlivých kom-
ponent řadiče. Ujistíme se, že operační zesilovač v napájecím obvodu displeje je vy-
pnut. Také musí být zakázán source driver a nastaven bit APE=”0”. Generování napětí
V REG1OUT a V GL je zatím zakázáno.
Před tím, než přistoupíme k dalšímu kroku, vyčkáme po dobu 200 ms. Pak zapneme
source driver, operační zesilovače a nastavíme bit APE=”1”. Frekvence step-up obvodů
nastavíme na druhou nejvyšší úroveň. Vyčkáme dalších 50 ms pro stabilizaci napětí. Nyní
je potřeba spustit generování napětí V REG1OUT a zapnout obvod 3 pro V GL. Po dalších
50 ms nastavíme parametry signálu V com. Tímto je konfigurace napájení ukončena.
Zbývá provést inicializaci dalších registrů. Nastavíme pracovní oblast na celý displej
a adresový čítač na souřadnici [0, 0]. Zakážeme funkci částečného obrazu a vertikální posun
obrazu. Použijeme funkci pro inverzi obrazových dat v paměti GRAM tak, aby odpovídala
formátu používaném v PC. Nízká hodnota tak bude odpovídat tmavé barvě a naopak vysoká
barvě světlé.
Bity RTNI a DIVI nastavíme tak, aby bylo dosaženo dostatečně vysoké snímkové frek-
vence a nedocházelo k problikávání obrazu.
Nakonec zapneme vykreslování obrazu, rozsvítíme podsvětlení displeje a přiřadíme uka-
zatele na funkce dle zvolené barevné hloubky. Tímto je inicializace dokončena a můžeme
přistoupit k zobrazování dat.
3.1.4 Nastavení rozlišení a pozice
Řadič displeje vnitřně pracuje se zobrazením na výšku s rozlišením 240x320 pixelů. K běž-
nému použití se však lépe hodí zobrazení na šířku, tj. 320x240 pixelů. Nejlepším řešením
by však bylo zachovat obě možnosti a nechat na uživateli, jaké rozlišení lépe vyhovuje
jeho aplikaci. U vertikálního zobrazení registr ”20h”nastavuje pozici na řádku a registr
”21h”vybírá řádek. Pro horizontální zobrazení začneme jednoduchou úpravou a to prohoze-
ním souřadnic. To však není zcela ideální, protože se nám souřadnice [0, 0] posune do levého
dolního rohu. Řešením by bylo provést přepočet souřadnice y v mikrokontroléru vztahem
ydisp = 240 − yreal. Zde nám řadič nabízí lepší řešení, které bylo popsáno v kapitole 2.1.5.
Změnou bitu SS docílíme správného adresování. Přepínání rozlišení implementují funkce
GL LCD Set320x240() a GL LCD Set240x320(). Pro vyšší vrstvy pak ovladač poskytuje
makra GL LCD GetScreenHeight() a GL LCD GetScreenWidth(), kterými lze zjistit aktu-
ální rozlišení.
Úprava bitů SS a GS nám však dovoluje více možností než jen prosté zobrazení na výšku
či na šířku. Zavedeme funkce GL LCD SetHorizontalFlip() a GL LCD SetVerticalFlip(),
které nám umožní překlopení obrazu v daném směru. Aplikováním těchto dvou funkcí lze
pokrýt zbývající možnosti pro otočení celého obrazu (obr. 3.4).
Změna rozlišení ruší aktuální překlopení obrazu, které je nutné případně nastavit znovu.
Stejně tak bude nutné pro správné zobrazení překreslit celou obrazovku.
Abychom snadno rozeznali, zda je vybráno rozlišení na šířku či na výšku, zavedeme
registr GL LCD STATE REGISTER a příznak direction. Pro nastavení aktuální pozice na dis-


















Obrázek 3.4: Rozlišení a otáčení celého obrazu.
registru. Je nutné mít na paměti, že změna registru ”20h”se neprovede okamžitě, ale až
po zapsání do registru ”21h”. Obě souřadnice musí být nastaveny zároveň a ve správném
pořadí. Zavedeme tak funkci GL LCD SetPosition(x,y), která toto zajistí. Adresování po-
zice na vyšších vrstvách nezávisí na zvoleném rozlišení či nastavení překlápění.
3.1.5 Barevná hloubka a přístup do grafické paměti
Z kapitoly o řadiči víme, že podporuje 16 bitovou, 18 bitovou a 24 bitovou barevnou hloubku.
Připomeňme si, že jeden pixel lze v 16 bitovém režimu přenést pomocí 2 přenosů, kdežto v 18
a 24 bitovém pomocí 3 přenosů. Pokud budeme uvažovat nastavení TRI=”1”a DFM=”1”,
pak rozdíl mezi 18 bitovým a 24 bitovým režimem spočívá pouze ve způsobu zpracování dat
řadičem a můžeme pro oba tyto režimy použít shodné zápisové funkce.
Obecně by se dalo říci, že 16 bitový režim stačí pro většinu běžné grafiky a je vhodný
zejména pro vyplňování jednobarevných oblastí. Na druhou stranu není příliš vhodný pro
barevné přechody, kde pak vzniká viditelný schodovitý efekt. Použití 18 bitové barevné
hloubky přináší výrazné zpomalení. Přesto je však u barevných přechodů přes celý dis-
plej viditelný schodovitý efekt. Ten je potlačen až v 24 bitovém režimu, který však díky
ditheringu není příliš vhodný pro zobrazování jednobarevných ploch.
Rozhodl jsem se tedy pro implementaci všech tří možností. Zavedl jsem proto funkci
GL LCD SetColorMode(mode). K přepínání slouží dva registry řadiče a to ”2Bh”, kde se
povolují 24 bité přenosy a dithering, a ”03h”, kde se nachází bity TRI a DFM. V tomto
registru se však také nachází i bity ID0/1, které upravují směr vykreslování a budeme je
chtít nezávisle měnit. Protože hodnota tohoto registru nemůže být z řadiče přečtena, musí si
ovladač udržovat svou vlastní kopii. Mimo nastavení řadiče dojde také k přepnutí ukazatelů
na funkce pro zápis do GRAM.
Aby bylo možné efektivně pracovat s daty nezávisle na aktuální barevné houbce, je
potřeba zvolit vhodný formát dat a vytvořit sadu převodních funkcí. Uživatelsky je nejvý-
hodnější pracovat s barvou po jednotlivých RGB složkách, naopak řadič s výhodou využije
dvoubajtový (565) formát. Dále budeme potřebovat i převod z jednobajtového (332) for-
mátu na formát dvoubajtový.
Nejprve se podíváme na převod z 24 bitové hloubky na hloubku 16 bitovou. Zde se v ja-
zyce C přímo nabízí využít konstrukce bitových struktur a provést převod přímým přiřaze-
ním. Po bližším prozkoumání vygenerovaného strojového kódu a s přihlédnutím na to, že
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24 bit (8,8,8) RGB
16 bit (5,6,5) BGR
8 bit (2,3,3) BRG
Obrázek 3.5: Barevné formáty a jejich převod.
se jedná o velmi častou operaci, jsem se rozhodl pro vlastní implementaci v jazyce symbo-
lických instrukcí. První implementace uvažovala o uchování barvy v globální proměnné pro
jednotlivé složky R,G,B a High,Low v první stránce paměti pro dosažení co největší rych-
losti. Tato 16 bitová reprezentace používá odlišné pořadí barevných složek - BGR. Zelená
barevná složka je rozdělena do bajtů High a Low.
Později se ukázalo, že bude výhodnější udělat obecnější verzi, aby nebylo nutné pře-
kopírovávání do globálních proměnných, či vytvářet další variantu této převodní funkce
s další sadou proměnných. K tomuto účelu jsem definoval datovou strukturu GL HLRGB,
která slouží k uchování barvy v obou bitových hloubkách podporovaných řadičem. Pře-
vodní funkci se pak přidá ukazatel na tuto strukturu jako parametr. Tato varianta vede
na pomalejší kód než předchozí, protože nelze využít registr X pro uchování dočasných dat.
Na druhou stranu odpadá nutnost překopírovávání do globálních proměnných a v konečném
důsledku vede na kratší kód se srovnatelným výkonem.
Převod z 16 bitové hloubky na 24 bitovou hloubku je složitější, protože nestačí pouhé
přiřazení, ale je potřeba jednotlivé složky rozšířit. Příkladem může být 5 bitová hodnota
”11111”b, kde by pouhým přiřazením vznikla hodnota ”11111000”b, která je však příliš
odlišná od výchozí hodnoty. Správného chování lze docílit snadno tak, že místo pevného
nastavení nejméně významných bitů na 0 či 1 zopakujeme nejvíce významné bity. Hodnota
”11111”b se pak správně převede na hodnotu ”11111111”b, stejně tak ”00000”b na hodnotu
”00000000”b.
Poslední implementovanou funkcí pro převod barev je převod z 8 bitového BRG (233)
formátu na 16 bitový BGR (565) formát. Neobvyklé pořadí barevných složek bylo vybráno
záměrně, protože vede k jednoduššímu a rychlejšímu převodu. Tyto exotické formáty si
můžeme dovolit i proto, že se nepředpokládá přímá editace barevných složek na úrovni
jednobajtové či dvoubajtové reprezentace.
Z kapitoly 2.1.5 víme, že zápis jednoho pixelu do paměti GRAM je rozdělen na nastavení
pozice a odeslání barvy pixelu. Nastavení pozice máme již vyřešeno. Ačkoliv by se zdálo, že
bude nejlepší vytvořit funkci, která bude mít jako parametr aktuální barvu, opak je pravdou.
S výhodou totiž využijeme možnost oddělit nastavení barvy od samotného odeslání pixelu,
takže nebude nutné při každém volání funkce znovu předávat parametry. Velmi často se
totiž tato barva nemění.
K uchování nastavené barvy pro odeslání do řadiče využijeme globální proměnou
GL LCD COLOR 1 typu GL HLRGB. K nastavení této proměnné je pak vytvořena sada funkcí
a maker, z nichž nejzajímavější je makro GL LCD FSetColor1, které nastaví složky R,G,B
a v případě potřeby provede převod do 16 bitového formátu.
Pro odeslání pixelu do řadiče je třeba implementovat 2 varianty - jednu pro 24 bitový
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a 18 bitový režim, druhou pro 16 bitový režim. Pro dvoupřenosovou variantu by šla použít
funkce k zápisu do registru. Může se tedy zdát, že není žádný důvod proč implementovat
další funkci s prakticky totožným chováním. Důvodů je však hned několik. Cílem je totiž
vytvořit jednu univerzální funkci GL LCD PutPixel(), která provede zápis právě nastavené
barvy nehledě na právě zvolenou bitovou hloubku. Pro dosažení co největšího výkonu pouze
přepneme ukazatele na 2 B nebo 3 B variantu funkce.
Pokud bychom použili tuto univerzální funkci, musíme vytvořit další pomocnou funkci,
která by nastavila správnou adresu index registru a barvu. Když vytvoříme další kopii této
funkce s jinými proměnnými a adresu index registru nastavíme napevno na hodnotu ”22h”,
odpadá nutnost kopírování nastavené barvy a v konečném důsledku je funkce dokonce o 1
takt rychlejší, tedy 55 strojových taktů (2310 ns). Tří přenosová varianta je obdobná a trvá
o 9 taktů více (2688 ns).
Pokud bychom chtěli přepsat veškeré pixely na obrazovce náhodným přístupem (tedy
včetně nastavení pozice pro každý pixel), dostáváme se na hodnotu (2 · 2352ns+2310ns) ·
320 · 240 .= 538, 7ms pro 2 přenosy a (2 · 2352ns + 2688ns) · 320 · 240 .= 567, 7ms pro 3
přenosy bez započítané další režie. Je tedy vidět, že nezávisle na zvolené bitové hloubce
trvá vykreslení po jednotlivých pixelech více jak 0,5 s. Pro dosažení vyššího výkonu bude
nutné použít některých postupů popsaných v kapitole 2.1.5.
3.1.6 Vyplňování obdélníkových oblastí jednou barvou
V praxi většinou nepřistupujeme k pixelům náhodně, ale zapisujeme je popořadě. Můžeme
tak využít automatické změny adresového čítače a zapisovat do sousedních pixelů. Nejprve
se podíváme na možnost urychlení vyplňování ploch jednou barvou. Opět je potřeba imple-
mentovat 2 varianty. Pro jednoduchost se podíváme pouze na 16 bitovou variantu blokového
vyplňování, 24 bitová je obdobná.
Vyjdeme z funkce pro zápis jednoho pixelu, kterou rozdělíme na 2 části - nastavení
index registru na hodnotu ”22h”a vícenásobný přenos pixelů. Budeme potřebovat počítadlo
zapsaných pixelů. K tomuto účelu je vhodné vyhradit některý z registrů mikrokontroléru,
pak ovšem už není výhodné použít urychlení instrukcí STA ,X, protože tato potřebuje oba
registry. Proměnná GL LCD COLOR 1 se však nachází v první stránce paměti. Můžeme tak
řešení založit pouze na využití instrukcí MOV. Toto řešení je pomalejší pouze o 4 takty.
Důsledkem je, že budeme mít k dispozici oba obecně použitelné registry mikrokontroléru
- 16 bitový registr H:X a 8 bitový registr A. Celý displej má však 76800 pixelů, z čehož
vyplývá, že by bylo potřeba 17 bitové počítadlo. Můžeme však použít jiný způsob. Celkový
počet pixelů k zápisu nebudeme zadávat jedním číslem, ale dvěma čísly reprezentujícími
rozměry vyplňované obdélníkové oblasti. Víme, že displej má rozlišení 320x240 či 240x320
pixelů. Menší rozměr se tak vždy vejde do registru A a větší rozměr do registru H:X. Budeme
tak moci zabalit přenos pixelu do smyček pracujících pouze s registry.
Pro vnitřní smyčku s výhodou použijeme instrukci DBNZA. Přidaná režie vnitřní smyčky
tak bude pouhé 4 takty. U vnější smyčky je situace složitější, protože neexistuje varianta
instrukce DBNZ pro celý registr H:X. Chování této instrukce jsme schopni nahradit posloup-
ností instrukcí AIX,CPHX a BNE za cenu 8 taktů. Existuje však rychlostně výhodnější řešení,
které pracuje s dolní částí instrukcí DBNZX, potom případně provede korekci registru H:X
a pokračuje ve vykonávání vnější smyčky. Její režie se pak bude blížit 7 taktům včetně
znovunačtení počítadla vnitřní smyčky a ve většině případů vede k výraznému zrychlení.
K inicializaci počítadel v registrech H:X a A definujeme globální proměnné
GL LCD SIZE V a GL LCD SIZE H. V ovladači jsou implementovány celkem 3 způsoby na-
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stavení těchto proměnných. Funkce GL LCD SetSizeShort(word) řeší nastavení počítadel
pouze jednou 16 bitovou hodnotou. Pro dosažení optimálního výkonu by měla být použita
pro nastavení oblastí do 255 pixelů. Funkce GL LCD SetSize a GL LCD SetSizeEff mají
dva parametry určující šířku a výšku oblasti. Druhá varianta nastaví počítadla tak, aby
provedení funkce vícenásobného zápisu trvalo co nejméně taktů, naopak první varianta se
snaží respektovat při vykreslování zadané rozměry. K vyplnění obdélníku jednou barvou je
tedy nejlepší použít nastavení počítadel funkcí GL LCD SetSizeEff. Nastavení některého
počítadla na 0 není ošetřeno a může vést k neočekávanému chování.
Abychom mohli vyplňovat libovolnou obdélníkovou oblast, nestačí pouze nastavit
počítadla, ale je třeba také provést její nastavení v řadiči. K tomu slouží funkce
GL LCD SetRectangle. Její parametry x a y určují výchozí souřadnici, paramery width
a height pak její šířku a výšku. Je zajištěno přepočítání šířky a výšky tak, aby oblast
nezasahovala mimo rozměry displeje. Poslední parametr flags pak rozhoduje o tom, zda
se má nastavit pozice a velikost oblasti. Pokud se má provést nastavení výchozí pozice, tak
se nastaví automaticky dle zvoleného směru vykreslování do horního levého rohu oblasti, či
do pravého dolního rohu oblasti. Tímto je zajištěn správný průchod oblastí.
Směr automatické změny adresového čítače řadiče má velký význam na směr vykreslo-
vání. Ten lze použít v kombinaci s funkcí GL LCD SetRectangle a ovlivnit, zda bude oblast
vykreslována po řádcích a sloupcích. Dalším příkladem může být kreslení vertikálních a ho-





Obrázek 3.6: Směry vykreslování.
Na základě znalostí z kapitoly 2.1.5 sestrojíme funkci GL LCD SetFillDirection(byte
direction), která dle zvoleného směru a aktivního rozlišení nastaví bity AM, ID0 a ID1
v registru ”03h”. Implementovány jsou celkem 4 varianty (obr. 3.6) z 8 možných. Zvolený
směr si poznamenáme do stavové proměnné ovladače v příznaku fill direction.
Náhodné po pixelech Sekvenční po pixelech Sekvenční blokové
16 bit 858,2921 ms 284,1444 ms 103,3524 ms
18 bit/24 bit 1061,4934 ms 322,8518 ms 148,5107 ms
Tabulka 3.1: Doba vyplnění celé obrazovky jednou barvou.
Tabulka 3.1 ukazuje naměřenou rychlost jednotlivých řešení. Náhodné po pixe-
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lech se skládá z volání GL LCD SetPosition a GL LCD PutPixel ve smyčce. Sekvenční
po pixelech počítá s automatickou inkrementací adresy a GL LCD SetPosition je vo-
lána pouze jedenkrát na začátku. Sekvenční blokové spočívá v pouhém zavolání funkcí
GL LCD SetRectangle, která nastaví obdélníkovou oblast, a GL LCD PutPixels, která pro-
vede její vyplnění. O tom, zda se použijí varianty se dvěma či třemi přenosy, rozhoduje
zvolený barevný režim. Výsledné zrychlení blokového vyplňování tak dosahuje více jak 7 x
pro 3 přenosy na pixel a více jak 8 x pro 2 přenosy na pixel.
3.1.7 Barevné přechody
Lineární přechod mezi dvěma barvami může být použit pro tvorbu uživatelsky přívětivé
grafiky. Zjednodušeně lze říci, že pro každý bod mezi dvěma krajními body je potřeba určit
jeho barvu v závislosti na barvě krajních bodů. V rámci jednoho rozměru můžeme určit
barvu cx bodu x mezi bodem 1 s barvou c1, ležícím pro jednoduchost na souřadnici 0,
a bodem 2 s barvou c2 ležícím na souřadnici v takto:
cx =
x · (c1 − c2)
v
+ c2 (3.1)
Ve skutečnosti je tento výpočet potřeba provést pro každou barevnou složku. Jakkoli
se tento výpočet zdá triviální, opak je pravdou. Při implementaci v jazyce C je nutné
souřadnice v a x reprezentovat 16 bitovými čísly. Pro uchování výsledku násobení rozdílu
barevných složek se souřadnicí x je potřeba použít znaménkové 32 bitové číslo. Je tedy
zřejmé, že tento výpočet bude na použitém mikrokontroléru velmi pomalý.
Na úrovni ovladače budeme řešit pouze vyplňování obdélníkových oblastí horizontálním
či vertikálním barevným přechodem. Vyjdeme z upravené funkce pro blokové vyplňování
jednou barvou. Bude potřeba založit další 2 globální proměnné typu GL HLRGB. Proměnnou
GL LCD COLOR 2 využijeme jako cílovou barvu c2 a GL LCD COLOR R jako dočasnou proměn-
nou cx.
Výpočet (3.1) provedeme ve vnější smyčce, čímž snížíme počet těchto výpočtů na 3 pro
jeden řádek či sloupec. Zde však nastává problém, který se v algoritmu pro jednobarevné
vyplňování neprojevuje. Narážíme zde na limit způsobený pevným přiřazením počítadel
do registrů mikrokontroléru, který se projevuje při hodnotách delší strany větších jak 255.
Příkladem může být celoobrazovkový horizontální barevný přechod při rozlišení 320 x 240
pixelů, kde bude počítadlo vnitřní smyčky mít hodnotu 240 proti očekávaným 320. Je tedy
zřejmé, že takto vytvořený barevný přechod nebude přesný. Ve většině případů je však
tento jev zanedbatelný a pro zachování co největšího výkonu ho nebudeme odstraňovat.
V případě potřeby zcela přesného barevného přechodu lze tento problém vyřešit na vyšších
vrstvách - například rozdělením na menší části.
I přes minimalizaci počtu výpočtů rovnice (3.1) je funkce stále příliš pomalá. K dosažení
dalšího zrychlení bude nutné tento výpočet optimalizovat v jazyce symbolických instrukcí.
Nejprve se zbavíme nutnosti používat znaménkovou aritmetiku. K tomu stačí, aby výsledek
rozdílu barevných složek byl vždy kladný. Uděláme tedy jeho absolutní hodnotu a v případě,
že by tento rozdíl měl být záporný, provedeme korekci celkového výsledku. Pro zápornou
variantu pak bude celý vztah vypadat takto:
cx = |(c1 − c2)| − x · |(c1 − c2)|
v
+ c1 (3.2)
Dále můžeme snížit šířku jednotlivých operandů. Souřadnice v a x mohou v našem
případě efektivně nabývat pouze 9 bitových hodnot. Pro výsledek násobení s rozdílem ba-
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revných složek bude tak stačit 17 bitů. To oproti původnímu řešení v jazyce C s datovým
typem dword vede ke značnému zjednodušení násobení, které si vystačí pouze s dvěma
instrukcemi MUL.
U dělení je však situace složitější. Dostupná operace DIV totiž umožňuje pouze dělení
16 bitového čísla číslem 8 bitovým za předpokladu, že se výsledek vejde do 8 bitů. Protože
postupné dělení není triviální záležitostí, vyřešíme tento problém jinak. V našem případě
potřebujeme vydělit 17 bitové číslo číslem 9 bitovým. Výsledek tohoto dělení se vždy vejde
do 8 bitů. Je tedy zřejmé, že když dělence i dělitele podělíme dvěma (lze realizovat operací
posuvu) dostaneme 16 bitový dělenec, 8 bitový dělitel a 8 bitový podíl. K tomuto dělení již
můžeme použít instrukci DIV. Získáme tak přibližný výsledek, který se od správného bude
lišit pouze v posledním bitu.
Za předpokladu, že budeme chtít barvu zjistit zcela přesně, musíme výsledek zpřesnit.
Provedeme postupné násobení přibližného výsledku s neupraveným dělitelem. Pokud bude
rozdíl původního dělence od vypočítaného záporný, zpřesníme přibližný výsledek tak, že
od něho odečteme 1, jinak je výsledek správný.
Ne vždy však bude nutné toto zpřesňování provádět. Pokud je délka barevného přechodu
v nižší jak 256, můžeme provést přímo dělení instrukcí DIV, protože souřadnice x musí být
při správném zadání vždy menší nebo rovna v.
Pokud ovšem pro barevné přechody nepoužijeme 24 bitový režim, postrádá veškeré zpře-
sňování z 7 bitů na 8 smysl. Už v 18 bitové hloubce displej využije pouze 6 bitů na složku.
Přidáme tedy pragmu, kterou lze tuto funkci vypnout.
Sekvenční blokový barevný přechod Sekvenční
ASM, výpočet v C (8-bit) ASM (8-bit) ASM (7-bit) jednobarevný
16 bit 267,16 ms 113,01 ms 110,47 ms 103,35 ms
18 bit/24 bit 311,43 ms 157,28 ms 154,75 ms 148,51 ms
Tabulka 3.2: Porovnání jednotlivých variant sekvenčního blokového barevného přechodu
s vyplněním celé obrazovky jednou barvou.
Tabulka 3.2 ukazuje dobu vyplnění celé obrazovky pro jednotlivé varianty algoritmu.
Přepsáním výpočtu (3.1) z jazyka C do assembleru jsme získali přibližně dvojnásobný ná-
růst výkonu. Odstranění zpřesnění sníží dobu vykreslování o další 3 ms. Pokud porovnáme
naměřené časy s jednobarevným blokovým vykreslováním, zjistíme, že 16 bitová varianta
je pomalejší o 7,12 ms a 24 bitová varianta pouze o 6,24 ms. Lze tedy používat barevné
přechody bez výrazného zpomalení. Rozdíl 0,88 ms mezi dvou přenosovou a tří přenosovou
variantou vzniká z nutnosti převodu barevné hloubky.
3.1.8 Transakční režim
Vyplňování jednou barvou či barevným přechodem však nestačí. Existují i další úlohy, pro
které se hodí rychlý sekvenční přístup. Příkladem mohou být bitmapy, kde každý pixel má
obvykle jinou barvu. Další využití se najde pro realizaci průhlednosti. Na základě znalostí
z předchozích funkcí se sekvenčním blokovým přístupem definujeme takzvaný transakční
režim.
Transakci si rozdělíme na 3 části:
• zahájení transakce
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• sekvenční zápis/čtení pixelů
• ukončení transakce
Zahájení transakce spočívá v nastavení index registru řadiče na hodnotu ”22h”, čímž je
vybrán přístup do paměti GRAM. Signál nCS zůstane po zahájení v nízké úrovni. Proto
během otevřené transakce nesmí být proveden žádný jiný přístup k řadiči. Mohlo by ji-
nak dojít k neočekávanému chování, vzniklého například voláním přerušení během právě
probíhající transakce.
Když je transakce zahájena, mohou být střídány operace čtení a zápisu. Vyjdeme
z funkce pro zápis jednoho pixelu a upravíme ji tak, aby pracovala bez hlavičky a ukončení.
Tímto zkrácením se sníží počet taktů z 64 na 42 taktů pro tří přenosovou variantu (úspora
924 ns) a z 55 na 31 taktů pro dvou přenosovou variantu (úspora 1008 ns).
Čtení z grafické paměti řadiče vychází z funkce čtení registru. Víme, že čtení probíhá
vždy výhradně pomocí dvou přenosů, nezávisle na zvolené bitové hloubce. Aby čtení neovli-
vňovalo právě nastavenou barvu pro zápis, využijeme globální proměnné GL LCD COLOR R,
kam se budou výsledky čtení ukládat. Čtení z paměti GRAM je oproti čtení registru poma-
lejší. Řadič totiž při prvním pokusu o čtení nevystaví správnou hodnotu. Ta je nastavena
až při druhém čtení. Přidáme tedy 2 čtecí pulsy na prázdno. Ukázalo se však, že u těchto
pulsů nemusí být dodrženo minimální časování, a že 84 ns pro dolní úroveň oproti 150 ns
nemá na správnou funkci vliv. Některé inicializační instrukce však mohou být přesunuty
tak, aby bylo dodrženo správné časování. U řádného čtení musí být správné časování do-
drženo za každých podmínek. Po načtení převedeme převod barvy do 24 bitové hloubky,
aby bylo možné pracovat s načteným pixelem po jednotlivých barevných složkách. Včetně
tohoto převodu pak přečtení jednoho pixelu trvá 144 taktů, což odpovídá 6048 ns.
Operace čtení nemění pozici aktuálního adresového čítače. Můžeme tedy nejprve přečíst
hodnotu pixelu z řadiče, poté zapsat novou, čímž se posuneme na další pixel. Díky tomuto
chování lze snadno realizovat průhlednost, kde můžeme původní barvu pixelu smíchat s ji-
nou a výslednou barvu pixelu odeslat zpět do řadiče.
Někdy se nám však hodí pouze přejít na další pixel bez jeho změny. Můžeme to
udělat například tak, že ukončíme transakci, nastavíme pozici a znovu zahájíme trans-
akci. Na první pohled je zřejmé, že toto řešení není příliš výhodné pro přeskočení jednoho
pixelu. Místo toho můžeme přejít na další pixel tak, že provedeme čtení a zápis pixelu, čímž
dojde k posunu čítače. Pokud je zvolena 16 bitová barevná hloubka a pokud nás nezajímá
barva přeskakovaného pixelu, je zcela zbytečné provádět převod. Proto vytvoříme funkci
GL LCD TransactionSkipPixel2B, která provede přeskočení pixelu bez převodu barvy. Je-
den pixel lze tedy přeskočit již za 85 taktů (tj. 3570 ns), což je méně než samotné čtení
pixelu s převodem na 24 bitů.
Transakční režim Sekvenční jednobarevný
Pouze čtení Čtení a zápis po pixelech blokový
16 bit 177,70 ms 661,55 ms 284,14 ms 103,35 ms
18 bit/24 bit 216,41 ms 700,26 ms 322,85 ms 148,51 ms
Tabulka 3.3: Doba vyplnění obrazovky v transakčním režimu.
V tří přenosovém režimu se bez převodu bitové hloubky neobejdeme, protože čtení je
prováděno vždy pomocí dvou přenosů. Navíc je nutné počítat se ztrátou části informací
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o barvě, proto případnou implementaci necháme na vyšších vrstvách.
Ukončení transakce se skládá z pouhého nastavení linky do výchozího stavu a povolení
přerušení.
Tabulka 3.3 porovnává výkonnost transakčního režimu s přístupem po pixelech a s blo-
kovým vyplňováním jednou barvou. Transakční režim přináší oproti sekvenčnímu přístupu
po pixelech rychlení 1,5 x. V měření nebyla použita funkce pro nastavení barvy pixelu. Pro
reálné využití je tedy nutné počítat s nižší výkonností.
Doba vyplnění obrazovky v transakčním režimu
”
čtení a zápis“, kterým lze využít napří-
klad pro průhlednost, je dle očekávání vysoká. Tuto funkci tedy není příliš vhodné používat
pro velké plochy.
3.1.9 γ-křivka
Na úrovni ovladače displeje jsou implementovány ještě další funkce, které zde zatím ne-
byly zmíněny. Jedná se o skupinu funkcí GL LCD SetGamma*, kterými lze ovlivnit barevné
podání displeje. Parametry jsou hodnoty z rozsahu 0 až 255 a jsou automaticky převedeny
do rozsahu využívaného řadičem. Význam těchto parametrů byl osvětlen v kapitole 2.1.5.
3.2 Ovladač dotykového panelu
Ovladač LCD displeje poskytuje široké možnosti zobrazení, které budeme chtít podporovat
i na úrovni ovladače dotykové obrazovky (TS). To je zejména změna rozlišení, zobrazení
na výšku či na šířku a překlápění obrazu dle jednotlivých os. Ovladač TS by tedy měl
poskytovat podobné transformace výstupních souřadnic. Ke snadnému využití na vyšších
vrstvách nás nebudou zajímat jen pouhé souřadnice, ale vytvoříme systém událostí, které
budou vytvářeny v reakci na dotek, pohyb a zdvihnutí pera.
Ovladač TS by měl být navržen tak, aby co nejméně zatěžoval mikrokontrolér. K detekci
dotyku budeme využívat přerušení KBI a k měření souřadnic vestavěný A/D převodník.
Ovladač může být v jednom ze 4 základních stavů:
• Off - neinicializovaný ovladač
• Idle - detekce dotyku
• ActiveA - měření skutečné souřadnice X
• ActiveB - měření skutečné souřadnice Y
Nejprve si přiblížíme funkce pro přechod mezi těmito stavy (obr. 3.7).
Inicializační funkce GL TS Init má 3 parametry. Parametr flags slouží k nastavení
stavové a konfigurační proměnné ovladače GL TS REG. Další 2 parametry slouží k nastavení
virtuálního rozlišení obrazovky. To lze změnit i později funkcí GL TS SetResolution. Ovla-
dač vnitřně pracuje s rozlišením na šířku. Otočení souřadnicového systému na výšku lze
docílit nastavením příznaku direction, jehož následkem je, že se skutečné rozlišení bude
lišit od virtuálního. Pro odlišení přejmenujeme skutečnou osu X na A a Y na B. Překlápění
podle os řídí příznaky horizontal flip a vertical flip. Ovladač si tedy bude pamatovat
jak rozlišení měřených souřadnic v proměnných GL TS Screen A a GL TS Screen B, které
slouží pro přepočet z naměřených souřadnic do cílových souřadnic, tak virtuální rozlišení
v proměnných GL TS ScreenWidth a GL TS ScreenHeight pro překlápění.
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Dalším inicializačním krokem je povolení přerušení KBI a přechod do stavu Idle. O to
se postará funkce GL TS ToIdle(), která nastaví vývody dotykového panelu pro detekci
dotyku. Oba piny X nastavíme jako výstupní a uzemníme je. Pin Y+ necháme odpojen







Obrázek 3.7: Zjednodušený stavový diagram ovladače TS.
V případě, že dojde k doteku a následnému spojení vrstev, je zavoláno přerušení KBI.
Ověříme, zda se skutečně jedná o tento zdroj signálu, vypneme přerušení KBI na tomto
pinu. Funkce GL TS ToActiveA() slouží k přepnutí měření souřadnice na ose A. Výstup X-
nastavíme na log. 0 a X+ nastavíme na log. 1. Piny Y- a Y+ budou použity jako vstupní
a odpojíme je od digitálního řízení. Tím dojde k vytvoření odporového děliče. Napětí v místě
dotyku změříme A/D převodníkem na vstupu Y-, což odpovídá kanálu ADP10.
Jako zdroj hodinového signálu pro převodník použijeme nezávislé asynchronní ho-
diny. Frekvence tohoto signálu v pomalejší konfiguraci může být od 1,3 MHz do 3,3 MHz,
nejčastěji však bývá kolem 2 MHz [5]. Použití tohoto signálu má hned několik výhod. Jeho
frekvence je nezávislá na frekvenci fBUS . Navíc nám umožňuje provádět měření ve STOP3
režimu mikrokontroléru, ve kterém je odpojena většina jeho komponent, čímž se sníží šum,
který je jinak činností těchto komponent vytvářen. Frekvenci fADACK však ještě dále
snížíme děličkou 8 x, čímž dosáhneme výsledné frekvence fADCK přibližně 250 kHz. Čím
nižší frekvenci měření použijeme, tím přesnější naměřený údaj bude. Protože jedno měření
trvá 43 těchto taktů, bude trvat přibližně 177µs.
Převodník může pracovat v 8 bitovém, 10 bitovém a v 12 bitovém režimu. V naší aplikaci
bude potřeba rozlišit až 320 napěťových úrovní, proto nemůže být 8 bitový režim použit.
Navíc je nutné počítat s odporem přívodních vodičů, které způsobí snížení rozsahu o více
než polovinu. Rozlišit všech 320 efektivních napěťových úrovní dokáže pouze 12 bitový režim
A/D převodníku.
Měření budeme provádět tak, že po jeho dokončení bude zavoláno přerušení AD převod-
níku. Bit ADCO zařídí, že ihned po vyčtení změřené hodnoty se začne s dalším převodem.
Po dokončení A/D převodu bude vyvoláno přerušení. Výsledek prvního měření zaho-
díme, protože může být zkreslen vlivem parazitní kapacity, která prodlužuje dobu potřebnou
k ustálení napětí. Ani druhý výsledek nemusí být vlivem šumu správný. Proto provedeme
měření vícekrát a z naměřených výsledků určíme ten správný. Průměrování se zdálo na první
pohled velmi výhodné, protože nepotřebuje paměť pro ukládání naměřených hodnot. Avšak
i při velkém počtu měření se takto získané souřadnice zdály jako velmi nepřesné. Naopak
mediánový filtr se ukázal jako velmi účinný. Zde je však třeba zvolit kompromis mezi využi-
tou pamětí a přesností. Při 50 měřeních je stabilita získaných souřadnic velmi dobrá, ovšem
je nutné počítat se 100 bajty paměti. Rozhodl jsem se použít nižší počet měření za cenu
nižší přesnosti. Implementované řešení používá mediánový filtr z 13 měření. Včetně prvního
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měření pak bude získání jedné souřadnice trvat přibližně 2,5 ms.
Takto jsme získali naměřenou (RAW) souřadnici, kterou je nutné přepočítat do cílo-
vého rozlišení. To provedeme vztahem (2.1). Výsledek přepočtu poté ořízneme, aby nabýval
pouze povolených hodnot. Pro tento výpočet bude potřeba znát mezní RAW souřadnice,
které získáme později procesem kalibrace. Před tím, než začneme s měřením druhé sou-
řadnice, ověříme, zda náhodou nedošlo ke zdvihu pera. V takovém případě nelze výsledek
měření posledního dotyku použít a bude zahozen. Musíme zde ovšem rozlišit dvě varianty
v závislosti na tom, zda bylo před začátkem měření této pozice pero zdvihnuto či nikoliv.
Pokud předtím nebyl registrován dotyk, tj. příznak stavové proměnné down je roven 0, pak
se jedná o omyl a přejdeme zpět do stavu idle. V opačném případě vyvoláme událost zdvihu
pera s předchozími platnými souřadnicemi.
Na základě aktuální měřené osy A nebo B (příznak check dir) a nastaveného směru
(příznak direction) přiřadíme přepočítanou hodnotu do dočasné proměnné GL TS SCR X
nebo GL TS SRC Y. Provedeme zde také případné převrácení těchto souřadnic. Obdobně
přiřadíme naměřenou RAW hodnotu do GL TS RAW X nebo GL TS RAW Y.
Druhou část souřadnice získáme tak, že přepneme osu měření funkcí
GL TS ToActiveB(). Výstup Y- nastavíme na log. 0 a Y+ nastavíme na log. 1. Piny
X- a X+ budou použity jako vstupní a odpojíme je od digitálního řízení. Napětí v místě
dotyku změříme A/D převodníkem na vstupu X-, což odpovídá kanálu ADP11. Zbývající
nastavení je shodné s GL TS ToActiveX().
Když budeme mít změřené souřadnice na obou osách, provedeme vyvolání událostí
o změně stavu dotykové vrstvy. Zavedeme nové proměnné GL TS X a GL TS Y pro cílové
souřadnice. Důvodem je minimalizace počtu událostí změny pozice pera pouze na případy,
kdy ke změně skutečně došlo. Vyvolání události dotyku pera může být uživateli oznámeno
pípnutím, které lze nastavit příznakem touch beep ve stavové proměnné TS. Po dokončení
přejdeme opět na měření osy A.
3.2.1 Systém událostí
Zavedeme si proměnnou pro uchovávání příznaků akcí. První bit slouží k rychlé detekci,
zda byla nějaká událost vyvolána. Další pak budou určovat, o jaký druh události se jednalo.
Budeme uvažovat 3 druhy události:
• Dotyk pera
• Změna pozice pera
• Zdvih pera
Toto uspořádání umožňuje sdružování odlišných událostí do jedné. Událost je vyvo-
lána v přerušení A/D převodníku nastavením bitu aktuální události a zavoláním funkce
GL TS NewAction(). V této funkci se poté nastaví, že událost je platná.
Zpracování akcí v závislosti na vyvolané události může být prováděno přímo během
přerušení. Právě tato možnost umožňuje využít přesné měření ve STOP3 režimu tak, že
v hlavním těle programu bude umístěno volání funkce GL Stop(), která po každém do-
končení přerušení přepne mikrokontrolér zpět do režimu spánku. Zpracování události by
však v tomto případě mělo být provedeno co nejrychleji, protože získání další pozice bude
započato až po dokončení zpracování.
Druhou možností je zpracování událostí vně přerušení v hlavní smyčce programu. Výho-
dou tohoto řešení je to, že měření další souřadnice může být prováděno paralelně s obsluhou
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předchozí události. Zpracování událostí se v tomto případě provede tak, že se ve smyčce
hlavního programu bude volat funkce GL TS HadnleActions(), která byla v předchozím
případě volána v GL TS NewAction(). Otestuje, zda je událost platná a případně atomicky
vytvoří kopii proměnné GL TS ACT REG a vynuluje ji. Nakonec je událost předána do pro-
gramátorem obsluhované call-back funkce GL OnTouchAction, kde může provést obsluhu
událostí a pracovat se získanou pozicí. Alternativní funkce GL TS HadnleActionsWait() se
liší pouze tím, že čeká na vznik nové události.
O tom, zda bude událost přímo zpracována v přerušení či nikoli, rozhoduje příznak
handle actions v konfigurační proměnné ovladače TS.
3.2.2 Kalibrace
Kalibrace může být provedena během inicializace nastavením vhodných výchozích hodnot.
Přesnější kalibrace může být provedena až po inicializaci. K dispozici jsou 2 kalibrační
funkce, které slouží k nastavení mezních bodů tak, že se přenese poslední získaná RAW
souřadnice do příslušných proměnných.
3.2.3 Uplatnění použitých přerušení pro jiné účely
V ovladači používáme přerušení KBI a A/D převodníku, které může chtít programátor
aplikací využít i jiným způsobem. Aby to bylo možné, je potřeba splnit několik předpokladů.
Oddělení funkčních částí obsluhy přerušení umožňuje vytvořit vlastní přerušení, ze kterého
bude volána obsluhující funkce. Dále je v konfiguračním registru příznak enabled, který
umožňuje pozastavit činnost ovladače. Při pozastavení zůstává veškerá konfigurace ovladače
beze změny. Pokud je v takovém případě spuštěn kontinuální A/D převod, nedojde k jeho
pozastavení. Přerušení KBI modulu může být využíváno programátorem i během aktivní
činnosti ovladače, avšak modul musí být zapnut a nesmí být změněna konfigurace pinu
vyvedeného na dotykovou obrazovku.
Použití A/D převodníku programátorem k jinému účelu se již neobejde bez pozastavení
ovladače. Protože při pozastavení by mohl být A/D převod aktivní, je nutné před obnovením
činnosti ovladače uvést konfiguraci A/D převodníku do stavu před pozastavením. To však
může být obtížné a je v tomto případě lepší ponechat A/D převod vypnutý a provést
reinicializaci voláním funkce GL TS ReInit(). Lepší možností je vyčkat s pozastavením
ovladače, až přejde do stavu idle. Tehdy není převodník využíván a jeho konfigurace může
být bez omezení modifikována.
3.3 Podpůrné funkce
Do řady pomocných funkcí patří GL DRV DELAY 1ms(). Ta je využívána při inicializaci
ke vkládání zpoždění. Délka tohoto zpoždění je přibližně 1 ms a je závislá na době stro-
jového taktu. K signalizaci zvukových signálů jsou definovány makra GL DRV SHORT BEEP()
a GL DRV DBL BEEP(), která využívají piezoměniče na kitu pro krátké a dvojité pípnutí.
3.4 Střední vrstva grafické knihovny
Střední vrstva je určena pro odstínění programátora od nepříliš pohodlných funkcí ovla-
dače. Knihovna se soustředí na kreslení základních geometrických obrazců využitelných pro
snadnou realizaci nejrůznějších ovládacích prvků. Dále zde bude řešeno rychlé vykreslování
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bitmap a podpora písem. S tím souvisí automatické přepínání barevné hloubky a zvolení
vhodného způsobu přenosu dat do řadiče. Inicializační funkce GL LOW Init() umožňuje
zvolit jinou barevnou hloubku pro kreslení jednobarevných oblastí a pro barevné přechody.
Toto nastavení je uchováno v konfigurační proměnné.
3.4.1 Aktivní oblast a ořezávání
Na všechny kreslící funkce střední vrstvy včetně obrázků a písem budeme chtít aplikovat
funkci ořezu, která umožní pouze vykreslení do zvolené oblasti. K určení této oblasti slouží
sada proměnných GL LOW window. Kreslící funkce si pak krajní body uloží do proměnných
GL LOW trimm. Zavolání funkce GL LOW TrimmArea provede průnik těchto oblastí, takže vý-
sledkem bude ořezaná oblast k vykreslení (obr. 3.8). Návratová hodnota této funkce určuje,
zda je objekt viditelný či nikoli. Podobnou funkcí je GL TestPixel, která kontroluje viditel-
nost pixelu. Pozicování souřadnic na střední vrstvě (narozdíl od ovladače LCD) je založeno
na využití záporných čísel. Tím je umožněno zasunout vykreslovaný objekt i za levý či horní








Obrázek 3.8: Funkce ořezu.
3.4.2 Styl čáry a výplně
K definici stylu čáry budou sloužit takzvaná pera. Styl výplně tvarů pak budou určovat
štětce. Pero je trojice styl, šířka a barva. Implementována je podpora těchto stylů čáry:
• PEN SOLID - plná čára
• PEN DASH - čárkovaná čára
• PEN DOT - tečkovaná čára
• PEN DASHDOT - čerchovaná čára
• PEN NULL - bez čáry
Šířka tečky je rovná šířce čáry. Mezera mezi tečkami a čárami se odvíjí od základní
velikosti GL LOW SPACE BASE SIZE, která je navyšována s šířkou čáry. Délka čáry v PEN DASH
a PEN DASHDOT obdobně závisí na počáteční délce GL LOW DASH BASE SIZE. Barva pera je
vždy 24 bitová.
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U štětců je situace složitější. Jedná se o variabilní strukturu ve čtyřech variantách.
O tom, jakou bude mít velikost, rozhoduje první položka styl. Štětec bez výplně BRUSH NONE
používá nejmenší GL BRUSH N pouze s jednou položkou pro styl. Struktura GL BRUSH B je
určena nejen pro uchování stylu, ale má i jednu položku pro uchování barvy. Lze ji vy-
užít k definici jednobarevných ploch BRUSH SOLID, nebo k definici ploch s pevně danou
50% průhledností BRUSH MIX COLOR. Výslednou barvu cn získáme tak, že barvu štětce cb








K výpočtu stačí pouze 8 bitová aritmetika. Pokud však budeme chtít použít jinou
průhlednost než 50%, zavedeme štětec BRUSH BLEND. Struktura GL BRUSH BL tedy navíc
obsahuje jednobajtovou položku, která určuje 256 různých úrovní průhlednosti. Výpočet
pro míchání barev je obvykle prováděn v aritmetice s plovoucí desetinnou čárkou. Protože








Dělení 256 na mikrokontroléru není ve skutečnosti potřeba provádět - použije se horní
část výsledku násobení instrukce MULL.
Zbývají poslední dva štětce umožňující vertikální a horizontální barevný přechod.
K tomu budeme potřebovat strukturu GL BRUSH, která umí uchovat obě barvy.
Aby pero a štětec nemusely být pokaždé předávány do funkce, která s ním bude pracovat,
zavedeme pojmy aktivní pero a štětec. Po nastavení aktivního pera a štětce s nimi budou
kreslící funkce pracovat do doby, než dojde k jejich přednastavení. Štětce i pera mohou
být vytvářeny odpovídajícími funkcemi dynamicky za běhu programu či makry již během
překladu.
3.4.3 Podpůrné funkce stylu čáry
Ke kreslení čar po jednotlivých pixelech budeme potřebovat funkci GL LOW SetPixel. Pro
širší čáry by však již bylo poměrně nevýhodné nastavovat pro zapsání každého pixelu pozici
na displeji. Využijeme zde s výhodou sekvenční blokové vyplňování. Funkce GL LOW SetBox
vyplní danou barvou čtverec o šířce určené proměnnou GL LOW Pix BoxSize na zadané
souřadnici.
Pro usnadnění kreslení přerušovaných čar jsou zavedeny alternativy výše uvedených
funkcí s vestavěným stavovým automatem a počítadlem zapsaných pixelů. Stačí tedy pouze
nastavit správný typ čáry. To zajistí funkce GL LOW Pix TableInit, která provede inicia-
lizaci vyhledávací tabulky, kde je uložena délka jednotlivých úseků. Druhý a čtvrtý úsek
určuje délku mezery, první úsek délku první čáry a třetí úsek délku druhé čáry. Po vykres-
lení všech pixelů úseku automat přejde do dalšího stavu a počítadlo je vynulováno. Lze
použít i pro kreslení nepřerušovaných čar.
3.4.4 Kreslení čar
K vykreslování čar použijeme upravený Bresenghamův algoritmus [10], protože pracuje
pouze s celočíselnými hodnotami. Úprava umožňuje kreslení čáry libovolným směrem. Čára
je tedy vykreslována po bodech funkcí GL LOW SetPixel Counter. Širší čáry dosáhneme
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tak, že vykreslíme požadovaný počet čar o šířce 1 pixelu. Důsledkem tohoto způsobu vy-
kreslování je, že výsledná čára je kosodélník, kde dvě strany budou rovnoběžné s některou
souřadnicovou osou.
Kreslení horizontálních či vertikálních čar, které jsou v praxi pro konstrukci ovládacích
prvků mnohem častěji používané, lze značně urychlit sekvenčním blokovým vyplňováním.
K přepínání mezi horizontální a vertikální čárou uplatníme změnu směru vykreslování.
Plné čáry o šířce 1 pixel vykreslíme funkcí GL LOW PutPixels TrimmPos, která využívá
sekvenční blokové vyplňování bez nastavení obdélníkové pracovní oblasti. Čáry o větší šířce
již využívají blokové vyplňování v kombinaci s GL LCD SetRectangle. Přerušované čáry
jsou pak kresleny jako jednotlivé obdélníky.
3.4.5 Kreslení obdélníků
Nejprve je potřeba vykreslit výplň obdélníka a to včetně oblasti pod rámečkem. Důvodem
je, že rámeček nemusí být vůbec přítomen, nebo může být kreslen přerušovanou čarou.
O vyplnění obdélníka se stará funkce GL LOW FillRect.
Pro jednobarevnou výplň je použito sekvenční blokové vyplňování. Průhledné štětce
jsou založeny na transakčním režimu. Výpočet výrazů (3.3) a (3.4) je nutné provádět pro
každý pixel vyplňované oblasti. Část shodnou pro všechny pixely lze však předpočítat.
K uložení výsledku využijeme druhé barvy ovladače, samotný výpočet pro všechny pixely
pak provedou funkce GL LOW PutPixelsMIX a GL LOW PutPixelsBLEND.
U výplní barevných přechodů je pro správné zobrazení nutné někdy přepočítat počáteční
a cílovou barvu v závislosti na ořezané oblasti. Princip výpočtu barvy v určitém místě ba-
revného přechodu byl již popsán v kapitole věnující se ovladači LCD displeje. K samotnému
vykreslení je použita funkce ovladače pro sekvenční blokové barevné přechody.
K vykreslení celého obdélníka včetně rámečku se používá funkce GL LOW DrawRect. Nej-
prve je vykreslena výplň postupem popsaným výše. Rámeček je pak vykreslen jednotlivými
horizontálními a vertikálními čarami.
3.4.6 Kreslení kruhů a obdélníků s kulatými rohy
Ke kreslení kružnic a kruhů budeme používat obdobu Bresenhamova algoritmu - algoritmus
Midpoint [8]. Abychom mohli algoritmus využít i pro obdélníky s kulatými rohy, rozdělíme
si vykreslování na jednotlivé čtvrtkruhy. Parametrem tak bude kvadrant, který má být
vykreslen. Vyjdeme z optimalizované rychlejší verze. V každém kroku tak získáme dvě
souřadnice v daném kvadrantu souměrné podle přímky rozdělující kvadrant na polovinu
(obr. 3.9.a).
Ačkoliv je tento algoritmus určen primárně pro kreslení kružnic, lze jej v upravené
podobě využít i pro vyplňování. Základní princip spočívá ve vykreslení horizontální čáry
směrem k vertikální přímce vedené středem kružnice (obr. 3.9.b). Pro vyplňování jednou
barvou lze takto algoritmus využít bez dalších úprav. Vykreslování kruhů s výplní barevným
přechodem a průhledností je složitější.
U horizontálního barevného přechodu pouze doplníme výpočet barvy pro každý vy-
kreslovaný řádek (obr. 3.9.b). Je však potřeba provést prohození počáteční a cílové barvy
v závislosti na zvolemém kvadrantu. U vertikálního barevného přechodu je navíc potřeba
změnit směr vykreslování čar. Úsečka tak povede vertikálním směrem k horizontální přímce
vedené středem kružnice (obr. 3.9.c).
Zavedení průhlednosti s sebou přináší několik problémů, které se doposud neprojevily.
Pro začátek se budeme zabývat situací v rámci jednoho kvadrantu. Zde dochází ke vzniku
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a) b) c)
Obrázek 3.9: Vykreslení kvadrantu kružnice a).
Vyplnění horizontálním barevným přechodem b).
Vyplnění vertikálním barevným přechodem c).
”tmavších řádků”, které vzniknou tak, že daný řádek obsahuje dva a více krajních bodů
kružnice. To způsobí, že je na daném řádku vykreslena čára vícekrát a vede k následné
kumulaci hodnot (3.10.a). Řešením je přidání podmínky, která provede vykreslení řádku
pouze při jeho změně. Důležité je zajistit, aby čára byla vykreslena vždy od nejvzdálenějšího
bodu od vertikální přímky vedené středem kružnice. Tato úprava je výhodná nejen pro










Obrázek 3.10: Vykreslení kvadrantu kruhu s průhledností bez úpravy a).
Vykreslení kruhu s průhledností bez úpravy b).
Šipky na obrázku (3.10.b) ukazují na druhý problém s průhledností, kterým je pře-
kryv jednotlivých kvadrantů kruhu. Protože chceme zachovat korektní tvar kruhu, tak
je jediným řešením zkrácení čar o jeden pixel a přeskočení konfliktního řádku ve vybra-
ných kvadrantech. Vykreslením všech čtyř kvadrantů tak vznikne kruh se shodnou úrovní
průhlednosti ve všech jeho pixelech. Jsou však situace, kdy tato úprava způsobí problémy,
protože jednotlivé kvadranty mají rozdílné rozměry. Příkladem může být obdélník se zaku-
lacenými rohy, kde je nutné, aby rozměry kvadrantů byly shodné. Zavedeme tedy přepínač
GL LOW circle mode, kterým lze jejich ořez zapnout.
Výplň kvadrantu kruhu je v knihovně realizována funkcí GL LOW FillCircleQuadrant.
V závislosti na zvoleném kvadrantu se zvolí funkce pro přepočet souřadnic získa-
ných algoritmem Midpoint na cílové. Podle druhu zvolené výplně se vybere funkce
pro vykreslení výplně. Pro jednobarevnou výplň či vertikální barevný přechod je pou-
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žita ke kreslení úseček funkce GL LOW FCHOR PutPixels. Pro horizontální barevný pře-
chod je to pak GL LOW FCVER PutPixels. Průhledná výplň je řešena dvojicí funkcí
GL LOW FCHOR MIX PutPixels a GL LOW FCHOR BLEND PutPixels.
K vykreslování pixelů ohraničení kvadrantu užijeme univerzální funkce
GL LOW SetPixel Counter. Pro korektní zobrazení přerušovaných čar je třeba upra-
vit algoritmus Midpoint tak, aby jednotlivé pixely na obvodu kružnice byly vykreslovány
v pořadí vedle sebe. Kružnice s okrajem širší jak jeden pixel můžeme vykreslit jako
více kružnic výše uvedeným postupem. To však není příliš výhodné, protože pro každý
pixel šířky se musí provést výpočet souřadnic algoritmem Midpoint. Navíc dochází
ke vzniku pixelových mezer. Užijeme metodu vykreslování širším čtvercovým štětcem -
GL LOW SetBox Counter. Přestože zde dojde k překryvu vykreslených oblastí, což se může
zdát jako časově nevýhodné, je zvolený postup rychlejší než vykreslování po jednotlivých
pixelech. Při tomto postupu však vzniká problém s posuvem ohraničení oproti vyplněnému
kruhu. To opravíme posunem středu a snížením poloměru kružnice ohraničení.
K vykreslení celé kružnice slouží funkce GL LOW DrawCircle, která postupně vykreslí
jednotlivé kvadranty. Funkce si sama zajistí zapnutí ořezu kvadrantů a jeho vypnutí po
vykreslení celé kružnice. Pokud je použit barevný přechod, provede se také přepočet barev
pro jednotlivé kvadranty.
Obdélník se zakulacenými rohy je nejsložitější obrazec, jehož vykreslení budeme imple-
mentovat. Skládá se ze 3 obdélníků a 4 kvadrantů kružnice (obr. 3.11). Je zapotřebí provést
výpočet souřadnic a rozměrů jednotlivých komponent a u výplní barevných přechodů za-
jistit korektní přepočet barev pro každou komponentu. Situace bez přepočtu barev je opět
znázorněna na obrázku. Pořadí vykreslování komponent záleží na zvolené výplni. Pro verti-












Obrázek 3.11: Pořadí vykreslování komponent obdélníka se zakulacenými rohy.
Výplň horizontálním barevným přechodem bez přepočtu barev a).
Výplň vertikálním barevným přechodem bez přepočtu barev b).
Ohraničení obdélníka se zakulacenými rohy bude vykreslováno také po jednotlivých
částech. Ze způsobu vykreslování je zřejmé, že ohraničení rohů může být vykresleno společně
s výplní. To však není možné u obdélníků, protože pouze některé z jejich okrajů budou
okrajem celého tvaru. Vykreslíme je tedy bez ohraničení a následně chybějící ohraničení
dokreslíme jako horizontální či vertikální čáry.
Funkce s prefixem LOW by neměly být přímo používány programátorem. K přímému
použití slouží sada maker bez tohoto prefixu, která řeší nastavení dodatečných proměnných.
Makra s postfixem T umožňují předání souřadnic jako datový typ GL POINT. Postfix P přidá




Další důležitou částí knihovny na střední vrstvě je podpora zobrazování bitmapových dat.
Formátů pro uchování obrazových dat existuje celá řada, bohužel zejména z výkonnostních
a i prostorových důvodů (nároky na paměť RAM a velikost implementace dekompresoru
v paměti flash) nepřichází podpora formátu jpg či gif v úvahu. Budeme tedy uvažovat
nekomprimovaná bitmapová data, případně data s jednoduchou kompresí RLE, která lze
snadno implementovat. Protože uchování obrazových dat o velkých rozměrech v paměti flash
mikrokontroléru není možné, budeme podporovat bitmapy s různými bitovými hloubkami.
Stejně jako u kreslení tvarů zde předpokládáme podporu funkce ořezu.
Pro dosažení co nejvyšší výkonnosti budeme kritické části implementovat v assembleru.
Tomu bude odpovídat i způsob uložení bitmapových dat v mikrokontroléru (obr. 3.12).
Základní informace o bitmapě jsou uchovávány v datové struktuře GL BITMAP. To jsou roz-
měry bitmapy, typ a ukazatelé na obrazová data a paletu. Typ určuje bitovou hloubku
a způsob uložení dat. Obrazová data budeme nezávisle na jejich vnitřním formátu uchová-
vat jako pole jednobajtových čísel. Důvodem je snadná a rychlá manipulace s takovýmito
daty v mikrokontroléru. Stejným způsobem uložíme i paletová data. Mimo samotných ba-
rev palety bude potřebí také odlišit jejich formát a počet položek. Oba dva tyto parametry
snižují množství obsazené paměti paletou. Aby byl zajištěn co nejrychlejší přístup k jednot-
livým barvám palety, posuneme ukazatel ze struktury GL BITMAP tak, aby ukazoval na první
barvu palety. Údaje o její velikosti a typu tak budou ležet na pozicích −1 a −2. Z toho je
























Obrázek 3.12: Bitmapy - datové typy
Dále se podíváme na jednotlivé formáty obrazových dat. Nejjednodušším je 24 bitová
(18 bitová) bitmapa, kde barva jednoho pixelu bitmapy bude uložena na 3 bajtech. Ve-
likost obsazené paměti tak bude 3 · width · height a je tedy zřejmé, že takovýto způsob
uložení dat je vhodný pouze pro ty nejmenší obrázky s plnou barevnou hloubkou. Zápis
do mikrokontroléru bude používat 24 bitový transakční režim.
Daleko výhodnější nejen z hlediska uchování v paměti, ale i k dosažení vyšší rychlosti,
je výhodnější 16 bitová bitmapa. Dalším krokem je použití 8 bitové bitmapy v již dříve
zmíněném formátu 233. Tím se sníží paměťová náročnost bitmapy téměř o polovinu, avšak
přibude potřeba každý pixel převést do 565 formátu, ve kterém ho můžeme odeslat do řadiče.
Tento problém převodu odstraníme tak, že použijeme pro výběr barvy paletu (tab. 3.4).
Bitmapa bude obsahovat index, kterým vybereme barvu z palety a tu poté zobrazíme.
Díky tomu, že v paletě jsou barvy uloženy jako 16 bitové popřípadě 24 bitové hodnoty,
nejsme omezeni do barevného prostoru vymezeným 233 formátem a výsledný obraz tak
může vypadat lépe. Nevýhodou je, že přidáním palety je obsazeno další místo v paměti
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mikrokontroléru, konkrétně count · p type, což může být i 768 B. Proto může být výhodné
velmi malé bitmapy zobrazit bez palety či jako bitmapu s větším množstvím bitů.
Typ palety Počet bitů (R-G-B)
GL PALETTE 332 8-bit (2-3-3)
GL PALETTE 565 16-bit (5-6-5)
GL PALETTE 888 24-bit (8-8-8)
Tabulka 3.4: Druhy palet
Palety nám nabízí možnost dále snížit bitovou hloubku pro uchování jednoho pixelu.
Protože použití například 7 bitové hloubky by vedlo ke složitému výpočtu pozice v obra-
zových datech, použijeme až 4 bitovou reprezentaci. Výhodou je, že v každém bajtu budou
uchovány právě 2 pixely. Každý pixel tak bude nabývat jedné z 16 barev. Tento způsob
uložení je první, který umožňuje uchovat celou bitmapu o rozměrech 320x240 pixelů v pa-
měti mikrokontroléru. Dále budeme uvažovat 2 bitovou a 1 bitovou reprezentaci. Ty opět
umožňují snadné zjištění pozice v obrazových datech, protože uchovávají právě 4 respektive
8 pixelů na 1 bajt. Nevýhodou je však již poměrně nízký počet rozlišitelných barev.
Na rozdíl od známého formátu BMP, kde je na konci každého řádku vloženo zarov-
nání na 4 bajty [11], nebudeme provádět žádné zarovnání. První pixel následujícího řádku
tak bude uložen na další volné bitové pozici. Důsledkem je maximální úspora místa, pro-
tože nevyužité bity mohou být pouze v posledním bajtu obrazových dat. Může se zdát, že
tento způsob uložení dat vede na složitější implementaci. Vykreslování řádku však může
kvůli ořezávání začít od zcela libovolného pixelu. Musíme tak umět začít s vykreslováním
od libovolné bitové pozice. Důsledkem toho je, že vkládání zarovnání ztrácí význam.
V implementaci umožníme, aby indexované formáty mohly být použity i bez palety.
Tehdy bude výstupem obraz ve stupních šedi. Další snížení velikosti obrazových dat prove-
deme kompresí RLE. Ta využívá toho, že sousední pixely jsou často shodné. Posloupnost
několika shodných sousedních pixelů v obrazových datech je uložena jako délka sekvence
a barva pixelů sekvence. V určitých případech, kdy je každý pixel obrazu jiný, vede RLE
komprese k nárůstu uložených dat, protože se délka sekvence ukládá i pro délku 1. O RLE
kompresi snadno rozšíříme 24 bitový, 16 bitový i 8 bitový režim, kde délka sekvence bude
reprezentována jako 1 bajt. V ideálním případě je možné sloučit 256 pixelů do 4,3 nebo 2
bajtů.
Pro méně jak 8 bitové formáty ale vzniká problém. Buď bude délka aplikovaná na celý
jeden následující byte a bude se vztahovat na opakování více pixelů, nebo snížíme její
velikost na méně než 8 bitů a pak ji uložíme společně s hodnotou pixelu. Rozhodl jsem se
pro implementaci druhé možnosti pro 4 bitovou variantu. V horní polovině bajtu tak bude
vždy uložena délka sekvence o maximální délce 16 a ve spodní části bude index, který určí
barvu z palety.
Vzhledem k množství podporovaných formátů bitmapy (tab. 3.5) a nepraktičnosti ruč-
ního vytváření potřebných struktur jsem vytvořil pomocnou aplikaci, která převede obrázek
na hlavičkový soubor, který lze přímo vložit do projektu. Její hlavní výhodou je náhled vý-
sledného obrázku a výpočet potřebné paměti mikrokontroléru. Lze tak vybrat nejvhodnější
formát jak s ohledem na výslednou kvalitu obrazu, tak na množství spotřebované paměti.
Podrobněji se této aplikaci budu věnovat v příloze B.
Nyní se podíváme na konkrétní implementaci v grafické knihovně. O vykreslení bitmapy
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Formát Počet bitů Paleta Počet Komprese RLE
(R-G-B) barev (délka sekvence)
GL BITMAP COLORS 8 8 8 24-bit (888) Není 16 M Volitelně (8bit)
GL BITMAP COLORS 6 6 6 18-bit (666) Není 262 K Volitelně (8bit)
GL BITMAP COLORS 5 6 5 16-bit (565) Není 65 K Volitelně (8bit)
GL BITMAP COLORS 3 3 2 8-bit (332) Není 256 Volitelně (8bit)
GL BITMAP COLORS 256 8-bit (index.) Paleta/Stupně šedi 256 Volitelně (8bit)
GL BITMAP COLORS 16 4-bit (index.) Paleta/Stupně šedi 16 Volitelně (4bit)
GL BITMAP COLORS 4 2-bit (index.) Paleta/Stupně šedi 4 Ne
GL BITMAP COLORS 2 1-bit (index.) Paleta/Stupně šedi 2 Ne
Tabulka 3.5: Formáty bitmap
se stará funkce GL DrawBitmap, která má 5 parametrů. První dva určují pozici levého hor-
ního bodu na displeji. Následuje ukazatel GL HBITMAP na hlavičku bitmapy. Další dva pa-
rametry slouží k nastavení faktoru zvětšení a povolení průhlednosti. Zvětšení rozměrů je
umožněno v celočíselných násobcích od 1 až do 255. Jedná se o nejednodušší metodu nej-
bližších pixelů, která lze v mikrokontroléru snadno realizovat bez zpomalení vykreslování
obrazu.
Na začátku provedeme ořez a nastavení obdélníkové oblasti k vykreslení dle zvětše-
ných rozměrů. Následuje nastavení potřebných globálních proměnných. Dále určíme bitovou
a bajtovou velikost jednoho pixelu. Ty jsou použity pro výpočet pozice v obrazových datech.
Na základě formátu bitmapy je zvolena jedna z osmi funkcí pro zobrazení jednoho řádku
(proměnná GL LOW Bitmap PutLine). U indexovaných režimů je navíc potřeba vybrat funkci
(proměnná GL LOW BITMAP PutPixel GP) pro ořez indexu palety či stupně šedi (pokud není
žádná paleta zvolena) a funkci pro vyhledání barvy v paletě (GL LOW BITMAP SearchPal)
podle formátu palety. Na základě použitého formátu je také zvolen 2 přenosový či 3 přeno-
sový způsob zápisu do paměti GRAM.
Vykreslování jednotlivých řádků v transakčním režimu funkcí
GL LOW Bitmap TransferPixels, případně GL LOW Bitmap TransferPixelsRLE, po-
kud jsou obrazová data komprimována metodou RLE. Nejprve se podíváme na variantu
bez komprese. Zde projdeme jenom řádky, které jsou viditelné i po provedení funkce ořezu.
Abychom mohli přeskočit řádky a jejich části, které nebudou vidět, provedeme výpočet
a nastavení pozice v obrazových datech. K tomu však nejprve vytvoříme funkci, která
přepočítá zvolený bod bitmapy na pozici:




posbit = posfull & 0x07 (3.7)
Parametr bitcount určuje počet bitů bitmapy, xp a yp jsou souřadnice bodu, pro který
chceme určit pozici, width je pak délka jednoho řádku bitmapy v pixelech. Protože posfull
určuje bitovou pozici v rámci obrazových dat, jedná se o velmi velké číslo. Pro další využití
však budeme potřebovat bajtovou pozici posbyte a bitovou pozici posbit v rámci bajtu.
Vrátíme se k funkci pro vykreslení jednotlivých řádků, kde určíme bod [xp, yp]:
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xp = xt − x0 (3.8)
yp =
h+ yt − y0
resize
(3.9)
Bod [x0, y0] je pozice levého horního rohu bitmapy na obrazovce, bod [xt, yt] je pozice
prvního viditelného bodu po aplikaci ořezání, h aktuální řádek k vykreslení, resize je již
známé zvětšení. Posledním krokem je určení počtu pixelů na řádku k vykreslení (lpix =
wt/resize). Protože je tento výpočet pro všechny řádky neměnný, stačí ho provést pouze
jednou na začátku.
Funkce pro vykreslení řádku si jsou velmi podobné. Protože je zde navíc kladen důraz
na rychlost, minimalizaci délky kódu, provedeme jejich optimalizaci v assembleru. Iniciali-
zace společná pro všechny varianty je vyjmuta do funkce GL LOW Bitmap PreparePointer.
Ta na zásobníku připraví adresu prvního pixelu k vykreslení. V registru H:X je pak pře-
dán počet vykreslovaných pixelů. Následuje smyčka přes jednotlivé pixely, jako počítadla
se používá právě registru H:X, který je pro vnitřek smyčky skryt na zásobníku.
Obsah smyčky je pro každou variantu jiný s tím, že lze zobecnit na dvě varianty. Bezpa-
letové více bajtové formáty bitmapy po načtení barvy z obrazových dat ji přímo zkopíruje
do první barvy ovladače. Pro formát 233 je navíc nutné provést převod. Následuje vykreslení
pixelu obrázku jednou ze dvou metod, které odpovídají použité bitové hloubce:
• GL LOW BITMAP TransactionPutPixelsRes2B
• GL LOW BITMAP TransactionPutPixelsRes3B
V těchto funkcích je řešena průhlednost se zvětšením. Zvětšení je provedeno vícená-
sobným zápisem pixelu dle proměnné GL BITMAP resize. U průhlednosti je pak barva ak-
tuálního pixelu porovnána s předem nastavenou průhlednou barvou a v případě shody je
provedeno přeskočení pixelu, jeho přečtením a znovuzapsáním do paměti GRAM. U tříbaj-
tové varianty je nutné počítat se snížením bitové hloubky původního obrazu, protože čtení
z paměti GRAM je možné pouze v 16 bitové barevné hloubce. Navíc je pomalejší, protože
je nutné provést převod bitové hloubky. Průhledná barva není součástí struktury bitmapy,
ale je ji nutné nastavit předem.
U indexovaných formátů je využívána maska k výběru bitů indexu. Na začátku pro-
vedeme její inicializaci dle bitové pozice v obrazových datech. V každé iteraci je maska
posunuta doprava o předem daný počet bitů. Získaný index je rozšířen na celých 8 bitů tak,
aby nejvyšší hodnota indexu byla 255 a nejnižší hodnota indexu byla 0. Takto upravený
index tak může být použit pro přímé zobrazení obrázku ve stupních šedé. Pro vyhledání
v paletě ho stačí oříznout na požadovaný počet bitů. Vykreslení konkrétního pixelu je
provedeno předem zvolenou funkcí. Buďto je pixel přímo zobrazen jako úroveň šedé v tří
přenosovém režimu, nebo je provedeno oříznutí indexu a následné vyhledání barvy v paletě.
Pixel obrázku je pak vykreslen shodným způsobem jako u formátů bez palety.
Nachází-li se maska v nejpravější pozici a nemohla by být dále posunuta, je třeba navýšit
ukazatel do obrazových dat a provést reinicializaci masky.
Vrátíme se však k obrazovým datům komprimovaných metodou RLE a funkci
GL LOW Bitmap TransferPixelsRLE. Aby bylo možné použít výše implementované funkce
pro vykreslení řádků, provedeme dekompresi obrazových dat. Zde však opět narážíme na pa-
měťové limity. Není třeba ale provádět dekompresi celé bitmapy. Protože data vykreslujeme
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po jednotlivých řádcích, stačí dekomprimovat jeden řádek, který poté vykreslíme. Pro roz-
balení obrázku se šířkou 320 pixelů a s maximální bitovou hloubkou budeme potřebovat
paměť o velikosti 960 B. Spotřebu této paměti lze dále snížit tak, že nebudeme vykreslovat
celý řádek, ale využijeme možnosti začít vykreslování od libovolné pozice obrazových dat.
Pro jednoduchost jsem se rozhodl vykreslovat řádky po polovinách. Tím se sníží maximální
potřebná paměť na 480 B.
K uložení dekomprimovaných dat využijeme dynamické alokace, kterou nám nabízí stan-
dardní knihovna stdlib.h. Výhodou tohoto řešení je, že bude použito právě tolik paměti,
kolik je potřeba pro rozbalení jedné poloviny řádku obrázku, nikoliv celých 480 B. Ne-
výhodou je, že pro dynamickou paměť je ve standardní knihovně vyhrazeno pouze 2000 B.
Alokace paměti tak může selhat nejen díky jejímu vyčerpání, ale i vlivem fragmentace, která
způsobí, že není možné najít dostatečně velký neobsazený úsek. V takových případech pak
nebude obrázek zobrazen.
Způsob vykreslení Doba vykreslení Využití paměti Zápis do GRAM (přenos/pixel)
24 bit/18 bit (888)/(666) 25,588 ms 12297 B 3
16 bit (565) 21,807 ms 8201 B 2
8 bit (233) 35,569 ms 4105 B 2
8 bit index, 24 bit pal. 35,572 ms 4872 B 3
8 bit index, 16 bit pal. 31,960 ms 4607 B 2
8 bit index, 8 bit pal. 43,485 ms 4162 B 2
8 bit Greyscale 26,788 ms 4105 B 3
4 bit index, 24 bit pal. 41,465 ms 2107 B 3
4 bit index, 16 bit pal. 37,853 ms 2091 B 2
4 bit index, 8 bit pal. 49,379 ms 2074 B 2
4 bit Greyscale 32,336 ms 2057 B 3
2 bit index, 24 bit pal. 44,557 ms 1047 B 3
2 bit index, 16 bit pal. 40,944 ms 1043 B 2
2 bit index, 8 bit pal. 52,470 ms 1039 B 2
2 bit Greyscale 35,427 ms 1033 B 3
1 bit index, 24 bit pal. 40,597 ms 529 B 3
1 bit index, 16 bit pal. 36,985 ms 527 B 2
1 bit index, 8 bit pal. 48,511 ms 525 B 2
1 bit Monochrome 31,640 ms 521 B 3
16 bit Blokové vyplňování 5,565 ms 2
24 bit Blokové vyplňování 7,973 ms 3
Tabulka 3.6: Srovnání doby vykreslení bitmapy 64x64 pixelů
Nakonec se podíváme na výkonnost jednotlivých variant. Tabulka 3.6 mimo jiné také
ukazuje množství využité paměti daným obrázkem včetně palety. Nejrychleji je vykreslena
16 bitová (565) bitmapa, která je velmi výhodná i pro zobrazení obrázků s velkým počtem
barev. Vykreslení takovéto bitmapy je přibližně 4x pomalejší než vyplnění stejné oblasti
jednou barvou.
Chceme-li dosáhnout co nejvyšší obrazové kvality a nemůžeme z prostorových důvodů
použít 16 bitový (565) formát, je vhodné využít 8 bitový indexovaný s 16 bitovou paletou,
který poskytuje přibližně shodnou kvalitu obrazu, případně 4 bit indexovaný s 16 bit pale-
tou, kde může být použitím vhodné metody prahování obrazu dosaženo uspokojivé kvality
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zobrazení.
Nejpomaleji byl obrázek vykreslen v 2 bitovém indexovaném formátu s paletou (233),
který byl přibližně 9,5x pomalejší než vyplnění oblasti jednou barvou. Paleta v 8 bitovém
formátu (233) se ukázala jako nepříliš vhodná, protože je ve všech případech výrazně po-
malejší než 16 bitová a zároveň nepřináší výraznou úsporu paměti. Z indexovaných režimů
je vždy nejvýhodnější použít 16 bitovou paletu.
Pro nejjednodušší grafiku postačí 1 bitový režim, kde je dosaženo maximální úspory
paměti s přijatelnou rychlostí vykreslování. Vykreslování obrázků metodou RLE je o několik
milisekund pomalejší a doba vykreslení je proměnlivá stejně jako velikost dat.
3.4.8 Text a písma
Další částí, která je nezbytná pro tvorbu ovládacích prvků, je podpora zobrazení textových
dat. K tomu budeme potřebovat alespoň jedno písmo, v lepším případě zcela libovolný
počet. Kvůli jednoduchosti implementace nebudeme uvažovat vektorová (outline) písma,
ale pouze rastrová, kde jsou jednotlivé znaky uloženy jako 1 bitová bitmapa.
Podíváme se tedy na různé implementace rastrových písem. Nejčastěji se počítá s pevnou
šířkou/výškou o velikosti jednoho bajtu, případně více bajtů. V druhém směru je velikost
variabilní. Takovýto formát má řadu nevýhod, jednak omezení na rozměry znaku (napří-
klad s pevnou šířkou u W), jednak plýtvání místem u znaků s malými rozměry (například
s pevnou šířkou u znaku —). Abychom mohli přistupovat k jednotlivým znakům, je potřeba
mít na každý znak ukazatel. Nejčastěji je implementováno kompletní pole plnohodnotných
ukazatelů na jednotlivé znaky - v našem případě pole 256 16 bitových ukazatelů (tj. 512 B).
Variabilní rozměr může být nastaven na pevnou velikost, aby nebylo nutné uchovávat
údaj o délce ve variabilním směru, opět nejčastěji jako kompletní (256) pole délek (8 bit) tj.
256 B. Nejčastěji používaná rastrová písma s pevnými rozměry znaků používají 8x14 pixelů.
V ideálním případě bychom však chtěli používat i jiná než monospace písma o pevně dané
velikosti, takže budeme potřebovat znát velikost i ve druhém směru. V takovémto případě
bude paměťová režie pomocných polí dosahovat 1024 B. Na druhou stranu toto uspořádání
umožňuje definovat zcela libovolné rozměry znaků, protože pevná šířka/výška může být
u libovolného znaku navýšena o požadovaný počet celých bajtů. Nevýhodou je, že pro
určité velikosti znaků, může zbývat poměrně značný počet nevyužitých bitů.
Před tím, než si ukážeme formát rastrových písem, ve kterém budou v knihovně ucho-
vány, se podíváme na linuxový formát BDF [3], který je využívaný například prostředím
X Window. V tomto textovém formátu jsou jednotlivé znaky uloženy jako bitmpapy, kde
každá má svoje vlastní rozměry. Ty určuje deklarace BBX. Rozměry této bitmapy však mo-
hou být odlišné (menší) od velikosti celého znaku na obrazovce kvůli přítomnosti mezer
mezi znaky. Proto je definována deklarace DWIDTH, která určuje skutečné rozměry znaku.





BBX 3 13 -1 -3
BITMAP
20 00 00 20 20 20 20 20 20 20 20 20 C0
ENDCHAR
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Velikost bitmapy je 3x13 pixelů a je umístěna na pozici [−1,−3]. Záporná souřadnice X
značí překryv předchozího znaku, záporná souřadnice −3 značí, že znak zasahuje 3 pixely
pod řádek (obr. 3.13 vlevo). Šířka znaku je sice shodná se šířkou bitmapy, ale díky jejímu
zápornému posuvu ho rozšiřuje o 1 pixel. Je zřejmé, že tento formát nabízí poměrně široké
možnosti pro pozicování jednotlivých znaků včetně záporných mezer a možnost překryvu
více znaků přes sebe. Rozměry bitmapy jsou přitom právě tak velké, aby bitmapa pokrývala

















Obrázek 3.13: Pozicování ve formátu BDF (Arial 13 px)
Nyní se pokusíme tento formát upravit pro použití mikrokontroléru. Stejně jako
u bitmap se předpokládá vkládání písma do projektu jako hlavičkový soubor s částí pro-
gramu. Protože každý znak má své vlastní odlišné rozměry, bude v tomto formátu každý
znak potřebovat informaci o rozměru znaku a bitmapy pro vykreslení, které bude nutné
co nejefektivněji uchovávat pro minimalizaci množství využité paměti a zároveň brát ohled
na rychlé zpracování v mikrokontroléru (obr. 3.14).
Druhá souřadnice v deklaraci DWIDTH je pro písma s horizontálním směrem textu vždy
rovna 0, proto ji nemusíme uvažovat. Stejně tak pro zjednodušení nebudeme předpokládat
směr textu zprava do leva, který se vyskytuje například u arabštiny. DWIDTH tak bude v hla-
vičce znaku reprezentován jako kladné 6 bitové číslo - horní 2 bity si ponecháme na příznaky
určující další formát hlavičky. Tím je omezena maximální šířka znaku na 64 pixelů.
Rozměry bitmapy znaku pro vykreslení (první dva parametry deklarace BBX) jsou vždy
opět kladné případně nulové. Navíc se velmi často jedná o hodnoty menší jak 16 pixelů a to
i v případě písem s většími rozměry. Toho lze s výhodou využít a uložit obě tyto souřadnice
do jednoho bajtu tak, že v horní polovině je uchována šířka a v dolní polovině výška. Pokud
ovšem bude některý z těchto rozměrů větší jak 15 pixelů, tak šířku a výšku uložíme do dvou
bajtů. Rozlišovat mezi těmito dvěma možnostmi tak bude příznak v prvním bajtu hlavičky,
kde se nachází DWIDTH.
Zbývá ještě uložit pozici bitmapy (poslední dva parametry deklarace BBX). Opět se jedná
o nízké hodnoty, které ale v tomto případě už mohou být i záporné. Souřadnicový systém
je v BDX formátu umístěn tak, že osa x leží na dolní lince textu. Bitmapa je vykreslována
od jejího levého horního rohu a stejně tak i další objekty. Pro snažší výpočet pozice by
se nám hodilo, aby hodnoty souřadnice y rostly směrem shora dolů. To zajistíme během
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převodu, kdy lze určit maximální výšku znaků a následně přepočítat souřadnici y tak, že






















Obrázek 3.14: Hlavička znaku a význam parametrů.
Souřadnici x ponecháme beze změny, a to včetně možnosti předsazení bitmapy, tj. x < 0.
Záporné x se však vyskytuje pouze u minima znaků. Můžeme tak použít stejný způsob
uložení jako u rozměrů bitmapy znaku. Pokud budou obě souřadnice v rozsahu 0 až 15,
uložíme je do 1 bajtu a nastavíme patřičný příznak v prvním bajtu hlavičky. Pokud jedna
ze souřadnic tuto podmínku nesplní, je potřeba uložit každou souřadnici zvlášť. V tomto
případě se bude se souřadnicí x zacházet jako se znaménkovým číslem.
Velikost variabilní hlavičky každého znaku se bude pohybovat mezi 3 až 5 bajty v zá-
vislosti na způsobu jednotlivých parametrů. Nyní k hlavičce připojíme bitmapu znaku,
kterou budeme reprezentovat jako monochromatická obrazová data. K vykreslení znaku
tak budeme moci použít část algoritmů, které byly vytvořeny pro vykreslování bitmap.
Tento způsob uložení znaku přináší výraznou úsporu paměti oproti variantám s pevnou
šířkou nebo výškou, protože pro libovolné rozměry znaku je zajištěno, že nevyužito zůstane
maximálně 7 bitů z posledního bajtu obrazových dat.
Znak j, jehož reprezentaci ve formátu BDF jsme si uvedli dříve, tak bude v tomto
formátu zapsán následovně:
0x83/* W:3 */,
0x3D/* RW:3 RH:13 */,
/* X:*/-1, /* Y:*/3 ,
0x20 ,0x12 ,0x49 ,0x24 ,0x9C
Za povšimnutí stojí výrazná úspora místa díky reprezentaci bitmapy jako monochroma-
tická obrazová data - došlo ke snížení velikosti bitmapy z 13 bajtů na 5 bajtů oproti formátu
BDF.
Nyní se podíváme na uložení znaků v rámci písma. Můžeme se držet standardní imple-
mentace, kde jsou data znaků uložena v jednom souvislém poli a k jednotlivým znakům se
pak přistupuje přes 16 bitový ukazatel, který získáme z druhého pole na indexu odpovída-
jící hodnotě znaku. Výhodou tohoto řešení je velmi snadná implementace a rychlý přístup
k jednotlivým znakům. Nevýhodou je naopak velikost indexového pole, které vždy zabere
celých 512 bajtů.
Pokusíme se tedy navrhnout řešení s nižší paměťovou náročností. Klíčem je snížení
velikosti ukazatele z 16 na 8 bitů. Tím se ale omezí možnost adresace v poli pro data znaků
na pouhých 256 bajtů, což nepostačuje pro uchování všech znaků. To obejdeme tak, že
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datové pole rozdělíme na několik menších bloků, které budou uchovávat posloupnost znaků
tak, že poslední znak v tomto poli nebude začínat na pozici větší jak 255.
Jednobajtové ukazatele na tyto znaky pak umístíme v opačném pořadí před data znaků.
Důvodem pro opačné pořadí je opět rychlý výpočet pozice. Můžeme tak odečtením pořado-
vého čísla znaku od 16 bitového ukazatele na blok, který je zároveň ukazatelem na první znak
daného bloku, získat 8 bitový ukazatel na zvolený znak. Ten pak převedeme na 16 bitový
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Obrázek 3.15: Písmo - datové typy
Počet znaků, které se vejdou do jednoho bloku, je proměnný a bude nutné pro každý
blok mimo jednoho 16 bitového ukazatele uchovat alespoň počet znaků v bloku. Blokovou
strukturu lze však využít ještě efektivněji, protože zdrojová BDF písma mohou mít méně než
256 znaků. Pro každý blok nebudeme uchovávat jeho počet znaků, ale počáteční a koncový
znak. Blok tak bude obsahovat pouze souvislé skupiny znaků. V případě chybějícího znaku
tak bude blok ukončen, i když ještě není zcela plný. Nový blok bude vytvořen až s dalším
využitým znakem.
Údaje o jednotlivých blocích uchováme na konci hlavičky písma. Na jejím začátku si
poznamenáme typ písma (zde jen jedna varianta), výšku písma, umístění dolní linky písma
(v implementaci nevyužito), poslední využitý znak (pro detekci posledního bloku) a šířku
mezery a tabulátoru. Protože ruční vytváření těchto datových struktur (obr. 3.15) by bylo
velmi obtížné, vytvořil jsem pomocnou aplikaci, která umožňuje převod písem z formátu
BDF. Podrobněji se jí věnuji v příloze C.
Zvolené řešení nabízí ve většině případů výrazné snížení počtu bajtů. Testovací písmo
Arial 13px s vybranými 154 znaky potřebovalo 118 bajtů pro jednobajtové ukazatele
v rámci 36 bloků a 144 bajtů pro uchování 16 bitových ukazatelů a rozsahů bloků. Cel-
kem tedy bylo potřeba 262 bajtů, což je téměř o polovinu lepší oproti řešení polem 256
ukazatelů. Z 36 bloků jich přitom 15 obsahovalo pouze 1 znak, největší počet znaků v jed-
nom bloku byl 29. Nejčastěji používané znaky s ASCII hodnotou 33 až 126 byly přitom
uloženy v prvních 4 blocích. Pokud by tedy dané písmo neobsahovalo vybrané znaky ná-
rodní abecedy, bylo by potřeba 89 bajtů pro ukazatele v rámci bloku a 16 bajtů pro uchování
údajů o 4 blocích. Zde je paměťová úspora ještě znatelnější.
Celkové množství paměti písma se 154 znaky bylo 1760 bajtů. Díky této malé paměťové
náročnosti je do mikrokontroléru možné vložit hned několik druhů písem a velikostí.
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Nyní se podíváme na implementaci vykreslování znaků. Protože data znaků jsou uložena
jako bitmapy, budeme k vykreslování jednotlivých znaků používat algoritmy pro vykreslo-
vání bitmap. Tyto bitmapy ovšem na sebe nemusí navazovat a budou se překrývat. Pokud
bychom je tedy vykreslili s černým popředím a bílým pozadím, nacházely by se mezi znaky
zbytky původního pozadí. Proto budeme uvažovat pouze barvu popředí (textu), pozadí
bude vykresleno jako průhledné. To zajistí nejen správné zobrazení překryvu znaků, ale
umožní i ztučnění znaků. To provedeme tak, že daný znak vykreslíme vícekrát v závislosti
na velikosti ztučnění a pokaždé navýšíme pozici na řádku o jeden pixel. Bez průhledného
pozadí textu by tento způsob nebyl možný.
O vykreslení zvoleného textu na obrazovku se stará funkce GL LOW DrawText. První dva
parametry udávají pozici textu na displeji. Následuje ukazatel na písmo (GL HFONT) a uka-
zatel na text k vykreslení. Předposlední parametr určuje zvětšení, které funguje stejným
způsobem jako u bitmap. Poslední parametr řeší ztučnění písma, kdy je každý znak rozšířen
o daný počet pixelů. Obdobnou funkcí je GL LOW GetTextMetrics, která místo vykreslení
na obrazovku provede výpočet rozměrů textové oblasti. K nastavení barvy textu slouží
sada funkcí GL SetFontColor, které provedou převod bitové hloubky a nastaví globální
proměnnou GL FONT color.
Implementace algoritmů pro vykreslení znaku a vyhledání znaku je pro dosažení co
nejvyššího výkonu provedena v assembleru. O průchod textem a vyhledání znaku se
stará funkce GL LOW Text. Ta je použitá nejen pro vykreslování textu, ale i pro zjištění
jeho rozměrů. Pro získání přímého ukazatele na hlavičku znaku, který uloží do proměnné
GL FONT GlyphPtr, zavolá funkci určenou ukazatelem GL FONT GlyphAction.
Nejprve je provedena inicializace proměnných, kde se také spočítá šířka mezery a tabulá-
toru v závislosti na zvětšení. Poté je ve smyčce procházen vstupní text, dokud není nalezen
ukončovací znak s ordinální hodnotou 0h. V případě výskytu znaku mezery či pokud znak
chybí úplně je provedeno pouhé navýšení pozice na aktuálním řádku podle vypočítané po-
zice mezery. U tabulátoru je situace složitější, protože požadujeme, aby tabulátory byly
zarovnány vždy ve stejném sloupci nezávisle na počtu již vykreslených znaků na daném
řádku. Odřádkování (10h) posune kurzor na začátek dalšího řádku. Navýší se tak počítadlo
výšky textu (pozice y) a pozici x nastavíme na počátek. Předtím ale zjistíme, zda šířka
posledního řádku není největší a případně si ji uložíme. To zajistí, že po průchodu celým
textem budeme znát jeho šířku na nejdelším řádku.
Následuje vyhledání znaku v bloku. Zde je potřeba jeho hodnotu porovnat s posledním
znakem bloku a pokud je větší, přejdeme na další blok. Pokud je menší, porovnáme znak
s prvním znakem bloku a pokud je opět menší, daný znak v písmu chybí. Provedeme tedy
navýšení pozice na řádku stejně jako v případě mezery.
Pokud znak v bloku leží, musíme na něj získat ukazatel. Odečteme od hodnoty znaku
hodnotu prvního znaku v bloku. Tím získáme index znaku v bloku. Pokud je roven nule,
tak ukazatel na blok je ukazatelem na hledaný znak. Pokud není roven nule, odečteme
od ukazatele na blok hodnotu indexu. Z této adresy pak můžeme načíst 8 bitový ukazatel
na znak v rámci bloku. Regulérní 16 bitový ukazatel tak získáme jednoduchým sečtením
s ukazatelem na blok.
O vykreslení znaku se stará funkce GL LOW DrawChar, ta nejprve získá hodnoty z hla-
vičky znaku a zvětší získané rozměry, pokud je třeba. Dále je proveden ořez a případné
několikanásobné vykreslení znaku (ztučnění) funkcí GL LOW Bitmap TransferPixels. Po
vykreslení je pak zavolána funkce GL LOW CountWidth, která navýší pozici na řádku podle
šířky znaku s ohledem na zvětšení a ztučnění znaku.
Vykreslování bitmapy probíhá standardním způsobem. Je pouze přidána další funkce
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pro vykreslení pixelu. Vstupem této funkce je hodnota 255 nebo 0. Pokud je vstup roven 255,
pak bude na displeji zobrazen bod v barvě definované v proměnné GL FONT color. Pokud
je hodnota rovna 0, jedná se o průhledné pozadí. Provede se příkaz přeskočení pixelu.
3.5 Horní vrstva grafické knihovny
Na horní vrstvě grafické knihovny budeme řešit vykreslování oken s ovládacími prvky a zpra-
cování událostí. Rozhodl jsem se oddělit definici vzhledu od knihovny, aby programátor
aplikací mohl snadno změnit vzhled oken a ovládacích prvků podle svých potřeb. Stejným
způsobem lze upravit chování jednotlivých komponent.
Subsystém oken umožňuje vytvářet okna s různými rozměry. Poskytuje funkce pro přepí-
nání mezi okny a zavření právě otevřeného okna. Dále rozhraní řeší změnu velikosti a pozice
oken včetně překreslení pouze změněných oblastí. Vyvolané události jsou předány do odpo-
vídajícího okna a je proveden přepočet souřadnic do vnitřního pracovního prostoru. Mimo
běžných událostí vyvolaných ovladačem dotykové obrazovky je možné používat události
typu
”
táhni a pusť“, které lze použít například pro intuitivní změnu pozice oken.
Subsystém ovládacích prvků (objektů) pak řeší jejich vykreslování a předávání udá-
lostí. Zvláštní skupinou jsou kontejnery, které umožňují sdružovat objekty do skupin. Této
vlastnosti mohou využít například ovládací prvky typu
”
radio button“. Vnitřní prostor kon-
tejnerů může být větší než jeho velikost a je vybaven posuvníky. Kontejnery lze zanořovat
do sebe.
3.5.1 Vykreslování oken
Horní vrstva nabízí další inicializační funkci. Hlavním účelem GL Init je provést inicializaci
displeje a vykreslení pozadí a zároveň inicializovat ovladač dotykové obrazovky pro odběr
událostí. Pro vykreslení pozadí je potřeba definovat funkci, kterou předáme jako parametr
OnDrawBackground. Rozlišení s otáčením a zrcadlením obrazovky se nastavuje příznaky,
jejichž formát vychází z ovladače TS. Navíc jsou přidány příznaky bitové hloubky pro




















Obrázek 3.16: Aktivní okono se 4 objekty.
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Pro každé okno bude potřeba uchovávat jeho rozměry a pozici na displeji (position).
Pozice objektů patřících oknu by měla být zcela nezávislá na pozici okna. Bude tedy uvažo-
vána relativně k vnitřní oblasti okna (active area), která může být menší než oblast celého
okna. Důvodem je, že okno nemusí být jen jednobarevná plocha, ale můžeme v rámci jeho
stylu chtít definovat jeho rámeček a titulek.
Ke specifikaci vzhledu slouží ukazatel na funkci OnScreenDraw. Ta zajistí vykreslení
pozadí okna, jeho rámečku a titulku. Každé okno může používat rozdílnou vykreslovací
funkci a tedy mít i jiný vzhled. K ošetření událostí, které jsou směřovány na okno, ale nepatří
do vnitřní oblasti s objekty, slouží ukazatel na funkci OnScreenEvent. V té mohou být
ošetřeny události titulku okna či jeho rámečku. Tyto funkce mohou potřebovat uchovávat
další informace o okně (například text v titulku nebo ikonu okna). K tomuto účelu bude
každé okno mít položku user data, kam lze umístit ukazatel na tyto rozšiřující informace.
Každé okno by si také mělo pamatovat svůj stav. K tomu slouží položka flags s násle-
dujícími příznaky:
• inicialized - Okno již bylo inicializováno (lze s ním pracovat).
• direction - Přepínání zobrazení displeje na šířku/výšku2.
• use last dir - Zakázaní jakékoli změny zobrazení daným oknem. Způsob zobrazení
tak bude určen posledním oknem.
• block events - Blokování událostí. Pokud je nastaveno, okno nebude zpracovávat
žádné události. Může sloužit ke
”
zmrazení“okna.
• vertical flip - Převracení zobrazení displeje ve vertikálním směru2.
• horizontal flip - Převracení zobrazení displeje v horizontálním směru2.
V její horní části se pak nacházejí příznaky, které naleznou využití pro definici vzhledu
okna a povolení potřebných událostí:
• can close - Příznak, zda dané okno může být zavřeno
• can resize - Povolení změny velikosti okna
• can move - Povolení změny pozice okna
Bity prog1 až prog4 mohou být využity libovolným způsobem pro potřeby progra-
mátora. Pro přístup k objektům okna slouží dvojice ukazatelů, které zpřístupňují tabulku
objektů. V této tabulce jsou uchovány pouze ukazatele na objekty. Pořadí objektů v ta-
bulce ovlivňuje pořadí jejich vykreslení, které probíhá od ukazatele objects start po
objects end. Při zpracování událostí dotykové obrazovky je prováděno hledání v opačném
směru. Posloupnost ukazatelů musí být ukončena zarážkou NULL. Důvodem je, že v době
překladu není ukazatel objects end znám a je vypočítán až během inicializace okna. Tento
přepočet je také možné ručně vyvolat funkcí GL Screen RecalcObjectTable.
Pro usnadnění deklarace oken jsou vytvořena makra, která zajistí naplnění struktury
včetně přetypování některých položek. Nejprve se makrem GL DeclareScreen naplní hlavní
struktura. Následně může být oknu přiřazeno makrem GL DeclareScreenObject několik
objektů. Tabulka objektů je pak uzavřena makrem GL DeclareScreenEnd.
2Má smysl pouze u oken přes celý displej.
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Na displeji může být otevřeno více oken různých rozměrů. Ukazatele na otevřená okna
budeme uchovávat na zásobníku ScreenStack, kde aktivní okno bude vybráno indexem
ActiveScreen. První důležitou funkcí, na kterou se podíváme, bude GL Screen Activate,
která zařadí vybrané okno na vrchol zásobníku a provede jeho vykreslení. Nejprve se po-
kusí okno k aktivaci vyhledat v zásobníku (GL HI ScreenStack Find). V případě nálezu
vyjme jeho ukazatel a umístí ho na vrchol zásobníku. Zde tak vznikne mezera, kterou eli-
minujeme přeskládáním položek (GL HI ScreenStack PushDown). Pokud je dané okno již
aktivní (nachází se na vrcholu zásobníku), není jej nutné překreslovat. Při aktivaci okna,
které se nenachází na zásobníku, dojde k jeho přidání na vrchol zásobníku. Před vykres-
lením okna je prověřeno, zda již bylo použito a případně je zavolána inicializační funkce
(GL Screen Create).
K zavření aktivního okna slouží funkce GL Screen CloseTop(). Ta odstraní okno z vr-
cholu zásobníku a zajistí překreslení části obrazovky nacházející se pod tímto oknem. Za-
vření jiného než právě aktivního okna není knihovnou přímo umožněno. V případě potřeby
lze takové okno zavřít tak, že ho nejprve aktivujeme a následně uzavřeme.
O vykreslení celého okna se postará funkce GL Screen Draw, která má dva parametry.
Jedním z nich je ukazatel na okno k vykreslení (typ GL HSCREEN), druhým je oblast (typ
GL HRECT), která má být překreslena. Díky tomu můžeme vykreslit pouze změněnou část
okna a výrazně tak urychlit vykreslení. Nejprve se tedy spočítá průnik oblasti okna s ob-
lastí vykreslení funkcí GL CALC RectIntersect a pak se nastaví aktivní oblast pro ořez











Obrázek 3.17: a) Rozdělení na sektory při vykreslování okolí okna.
b) Zneplatněná oblast při změně pozice okna.
Podobnou funkcí je GL HI Screen Test Draw. Ta nejprve ověří, zda je okno aktivní
a celé ho vykreslí nezávisle na zvolené oblasti k překreslení. Tento parametr se využije
až při volání GL Screen DrawAround, která vykreslí zvolené okolí aktivního okna. To je
rozděleno na čtyři sektory (obr. 3.17.a). Ty jsou překresleny pouze v případě, pokud se jejich
část kryje se zneplatněnou oblastí (obr. 3.17.b). Daný sektor je pro jednoduchost vykreslen
takzvaným
”
malířovým algoritmem“, kdy je nejprve vykresleno pozadí obrazovky a následně
jednotlivá okna (pokud se v dané části sektoru nacházejí). Rychlost vykreslení pak závisí
zejména na velikosti dané části sektoru a na počtu zasažených oken. Ruční překreslení celé
obrazovky lze vyvolat funkcí GL ReDrawAll.
Ke změně pozice a velikosti okna můžeme použít GL Screen SetRect. Tato funkce zajistí
překreslení původní zneplatněné oblasti a okno je celé vykresleno znovu. Při nastavení
příznaků okna (GL Screen SetFlags) je překreslen celý displej. Důvodem jsou zejména
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příznaky sloužící ke změně rozlišení a způsobu vykreslování.
3.5.2 Vykreslování objektů okna
Nezávisle na tom, zda se jedná o popisek, tlačítko či jiný objekt, musíme o každém objektu
okna uchovávat jeho rozměry a pozici uvnitř okna. Dále každý objekt musí mít přiřazen
funkci pro obsluhu událostí, která definuje chování objektu a funkci pro vykreslení objektu,











Obrázek 3.18: Datová struktura společná pro všechny objekty.
Pro přidání dalších dat, jako jsou speciální funkce objektu (obsluha kliknutí) či data pro
modifikaci vzhledu (např.ikona nebo text), je možné tuto obecnou strukturu dále rozšířit
o další položky.
Důležitou roli zde opět hrají příznaky, které jsou tentokráte rozděleny do dvou bajtů.
V položce flags se nachází:
• fast redraw - Při překreslování je přímo zavolána funkce OnDraw, nerespektuje pořadí
vykreslování objektů. Je vhodné nastavit, pokud se nad vybraným objektem nena-
chází jiný objekt.
• container - Objekt je kontejner (může obsahovat další objekty).
• transparent - Objekt využívá průhlednosti. Jeho překreslení je nutné provést včetně
všech objektů nacházejících se pod tímto objektem. Má přednost před fast redraw.
• enabled - Blokování obsluhy událostí objektem.
• visible - Blokování vykreslení objektu.
V druhém bajtu eflags nalezneme čtyři příznaky ovlivňující výpočet pozice objektu:
• anchor bottom - Ukotvení k dolnímu okraji vnitřní oblasti okna/kontejneru
• anchor top - Ukotvení k hornímu okraji vnitřní oblasti okna/kontejneru
• anchor right - Ukotvení k pravému okraji vnitřní oblasti okna/kontejneru
• anchor left - Ukotvení k levému okraji vnitřní oblasti okna/kontejneru
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Tyto příznaky lze kombinovat. Pokud jsou obě kotvy v páru (levá/pravá nebo horní/-
dolní) nulové, považuje se levá nebo horní jako implicitně nastavena. Pokud jsou naopak
levá i pravá kotva nastaveny na hodnotu 1, tak parametr w nebude určovat šířku objektu,
ale jeho vzdálenost od pravého okraje. Totéž platí i pro horní a dolní kotvu a výšku ob-
jektu. Výhodou tohoto způsobu adresování je možnost mít objekt přichycen k vybraným
okrajům okna nezávisle na velikosti okna. V případě uchycení k protilehlým okrajům je
velikost objektu měněná v závislosti na změnu velikosti okna. V horní polovině eflags jsou
umístěny další příznaky, které jsou určeny pro uchování stavu objektu.
Zvláštním případem objektu je kontejner, který umožňuje - podobně jako okno - vlastnit
objekty. Struktura tohoto objektu je odlišná od ostatních objektů a jedinými společnými
rysy jsou příznaky flags a eflags a pozice s rozměry objektu. Daleko více se podobá
struktuře okna, protože obsahuje svou vnitřní oblast pro objekty a tabulku objektů. Sa-
mozřejmostí jsou funkce OnDraw a OnEvent, které slouží ke specifikaci chování a vzhledu
kontejneru. Tato podobnost struktur umožňuje použít funkce určené pro vykreslování ob-
jektů okna i pro vykreslení objektů kontejneru. Rekurzivní volání těchto funkcí umožňuje
používat i více zanořených úrovní kontejnerů - limit je dán pouze dostupnou pamětí (veli-
kostí zásobníku). Oproti oknu je struktura doplněna o oblast virtual area, která definuje
rozměry vnitřní oblasti. Pozice této oblasti pak určí viditelnou část. Díky této vlastnosti
může být kontejner snadno vybaven o posuvníky.
Vykreslení objektů vybraného okna realizuje funkce GL HI Draw Objects. Objekty jsou
vykreslovány od prvního po poslední tak, aby bylo zajištěno správné pořadí v případě jejich
překryvu. Omezení oblasti k vykreslení umožňuje přeskočit některé objekty a výrazně tak
urychlit překreslení zvolené části okna. Stejně tak nejsou vykreslovány objekty, které nemají
nastaven příznak visible. V případě, že je zpracovávaný objekt kontejnerem, provede se
zavolání funkce GL Container Draw, která vykreslí pozadí a funkční části kontejneru. Před
rekurzivním zavoláním funkce GL HI Draw Objects pro vykreslení objektů kontejneru se
provede inicializace tabulky objektů kontejneru, pokud je potřeba.
Pro každý objekt, který bude skutečně vykreslen, je nutné spočíst jeho absolutní souřad-
nice na obrazovce. Tento výpočet je rozdělen do dvou kroků. Nejprve získáme pro vnitřní
pracovní oblast okna/kontejneru její absolutní souřadnice, které budeme potřebovat pro
další výpočet a jsou shodné pro všechny objekty. Ve druhém kroku se pak provede vý-
počet absolutní pozice a rozměrů objektu se zohledněním kotev. Výsledná oblast je funkcí
GL HI Object Calculate Rect uložena v globální proměnné, jejíž hodnotu lze později zís-
kat makrem GL GetActiveObjectRect.
Následně je zavolána vykreslovací funkce objektu. Ta může pro své potřeby využít nejen
již vypočítané rozměry a pozici objektu, ale získat rodičovské okno (GL GetParentScreen)
a kontejner (GL GetParentContainer). Pokud objekt není umístěn v kontejneru, pak makro
vrátí NULL.
Po vykreslení objektu je provedeno znovunastavení ořezu dle viditelné části. Důvodem
je, že ořez mohl být při překreslování objektu změněn (pro kreslení vně objektu). U kon-
tejnerů je ve druhém kroku nutné zohlednit pozici definovanou v virtual area a zajistit
tak posun objektů.
Překreslení objektu inicializované událostí by nemělo být prováděno přímým voláním
jeho překreslovací funkce, ale specializovanou funkcí GL Screen ReDraw Object, která za-
jistí správný způsob vykreslení objektu v závisloti na nastavení jeho příznaků. Překres-
lená oblast je určena nastavením proměnné GL ActiveObjectRect. Je-li potřeba překres-
lit odlišný objekt, než aktuální je nutné přenastavit tuto proměnnou nebo použít funkci
GL Screen Redraw Object FS.
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Je-li objekt průhledný, není možné jeho vykreslení urychlit, protože k jeho korektnímu
zobrazení je nutné vykreslit i objekty ležící pod ním - je použito volání pro překreslení celé
obrazovky s omezením oblasti. Není-li objekt průhledný, pokusíme se daný objekt vyhledat
a vykreslit ho včetně objektů ležících nad ním. K tomuto účelu je definována specializovaná
funkce GL HI ReDraw Object NT. V případě, že při hledání objektu narazíme na kontejner,
pokusíme se ho rekurzivně prohledat. Úspěch či neúspěch hledání je indikován zpět přes
návratovou hodnotu funkce.
K urychlení vykreslování často používaných (selektivně překreslovaných) objektů je
vhodné, aby byly umístěny na konci tabulky objektů. Důvodem je, že pro objekty ležící
v tabulce před hledaným objektem není nutné přepočítávat souřadnice a zkoušet, zda jsou
viditelné, protože víme, že buďto leží mimo překreslovanou oblast, nebo budou zakryty vy-
kreslovaným objektem. U objektů ležících v tabulce za hledaným objektem již toto nelze
zaručit a je nutné provádět celý test viditelnosti.
Rychlé překreslení zajistí pouze vykreslení objektu. Jedná se o nejrychlejší způsob, jak
daný objekt vykreslit, ovšem nerespektuje pořadí vykreslování objektů a může tak vést
k chybám zobrazení.
3.5.3 Zpracování událostí dotykové obrazovky
Po zpracování události ovladačem dotykové obrazovky je zapotřebí tuto událost předat
konkrétnímu oknu a objektu. Budeme rozlišovat tři následující způsoby směrování zpráv:
• Basic - Vyhledání objektu na základě aktuálně získané souřadnice.
• Drag&Drop - Objekt si registruje předávání všech souřadnic, dokud nedojde k události
zdvihu pera.
• Hook - Objekt si registruje předávání všech souřadnic, dokud registraci sám nezruší.
Nejprve se podíváme, jak bude struktura zprávy vypadat. Typ zprávy rozlišují horní 4
bity položky flags a lze tak definovat až 16 různých typů zpráv. Dolní 4 bity jsou závislé
na typu zprávy. Nejčastěji však obsahují kopii události ovladače TS, tedy rozlišení, zda
se jedná o událost dotyku pohybu či zdvihnutí pera. Pro předání hodnot pak obsahuje
dvoubajtové položky X,Y a L,R.
Základní směrování zpráv využívá pouze zprávy označené jako EVENT TS . V X a L je
získaná souřadnice X, v Y a R pak souřadnice Y. Důvodem ke zdvojení hodnot je možnost
přepočtu souřadnic X a Y na lokální a zároveň v R a L zachovat globální pozici.
Přepnout na směrování typu Drag&Drop je možné pouhou změnou identifikace
z EVENT TS na EVENT DRAG během obsluhy zprávy. Tato změna je detekována a globální
souřadnice z položek L a R budou použity jako cíl směrování pro všechny následující
zprávy. Lze tak použít stejný směrovací mechanizmus jako při základním směrování zpráv.
Přepnutí je možné vyvolat zejména jako reakci na událost dotyku pera nebo případně jeho
pohybu. Při zdvihu pera je tato zpráva knihovnou ignorována. Při opětovném vyvolání
zprávy EVENT DRAG dojde ke změně již uložené cílové pozice.
Při vyvolání další události ovladačem TS může následovat pouze pohyb pera či jeho
zdvih. Pro tento účel definujeme zprávy EVENT DRAG MOVE a EVENT DROP. V X a Y budou
předány původní souřadnice, L a R bude obsahovat souřadnice nové.
Bez této funkce by šlo jen velmi obtížně implementovat například přetahování oken či
objektů. Dovoluje peru opustit oblast objektu či okna bez toho, aby tuto událost dostal
jiný objekt nebo okno.
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Poslední způsob směrování typu Hook využívá zprávy EVENT HOOK TS REG k registraci
a odregistraci předávání souřadnic objektu. Lze ji (podobně jako u Drag&Drop) vyvolat
ve funkci obsluhy události objektu či okna. Při registraci musí položka L obsahovat uka-
zatel na funkci obsluhy zpráv, která bude při vzniku události EVENT HOOK TS zavolána. Při
odregistraci stačí položku L nastavit na NULL. Položka R je určena pro předání uživatel-
ských dat či ukazatele do pozdějšího volání funkce obsluhy události. Může to být například
ukazatel na okno či objekt, který lze pak využít v obsluze událostí. Po registraci bude každá
další událost až do odregistrace přímo předána ke zpracování požadované funkci obsluhy
události, která tak získá přístup k absolutním souřadnicím v položkách X a Y a zároveň
k surovým souřadnicím získaných A/D převodem.
Tento způsob směrování je určen například pro obsluhu událostí v rozbalovacích sezna-
mech či menu. Surové souřadnice mohou být využity pro kalibraci dotykové obrazovky.
Ovladač dotykové obrazovky po vzniku události zavolá funkci GL HI TouchActionProc,
kde je rozlišen způsob směrování podle bitů v GL HI STATE REG a tomu odpovídající napl-
nění struktury události. K dalšímu zpracování zpráv slouží funkce GL Handle Event. Vý-
jimkou je hookování, kde je zpráva přímo předána registrované obsluze a zprávy typu Hook
tak již nejsou předány k dalšímu zpracování. Předání však lze v obsluze vynutit tak, že se
změní typ zprávy. Tímto způsobem lze zařídit současné zpracování souřadnic z celé obra-
zovky vybranou funkcí a zároveň zachovat standardní zpracování zpráv. V tomto průchozím
stavu však musíme počítat s následující prioritou zpracování zpráv:
• EVENT DRAG MOVE a EVENT DROP
• EVENT HOOK TS
• EVENT TS
Je tedy zřejmé, že pokud bude při zapnutém odchytávání zpráv obrazovky zahájena
operace Drag&Drop, nebude obsluha zachytávání souřadnic dostávat žádné zprávy až
do ukončení operace.
Funkce GL Handle Event po obdržení zprávy nejprve zjistí, zda se jedná o zprávu, která
má být dále zpracována. Pak následuje prohledání zásobníku ScreenStack od horního
(aktivního) okna, zda souřadnice X a Y leží uvnitř oblasti daného okna. V případě shody
končíme prohledávání a předáme zprávu funkci GL HI Screen Handle Event. Nejprve se
ověří, zda okno nemá blokován příjem zpráv a případně je další vyhledávání ukončeno. Při
události dotyku pera je okno aktivováno, pokud tomu tak již není.
Pokud souřadnice leží mimo klientskou oblast, je zpráva předána do funkce obsluhy
zpráv okna. V té může být implementována například reakce na kliknutí na rámeček okna
či zavírací tlačítko.
Směřuje-li souřadnice do klientské oblasti, předáme zprávu funkci
GL HI Objects Handle Events. Tato funkce se vyznačuje tím, že je určena pro vy-
hledání objektu jak v rámci okna, tak v rámci kontejneru. Tabulka objektů je procházena
od shora dolů. Pro každý objekt je proveden výpočet jeho rozměrů a absolutní polohy.
Zpracování zpráv objektem může být podobně jako u okna blokováno jeho příznakem.
Zvláštní situace nastane, narazíme-li na kontejner. Zde se totiž musí určit, zda leží
v jeho klientské oblasti a je rekurzivně zavoláno zpracování události kontejnerem, nebo zda
leží mimo klientskou oblast a zpráva je předána na zpracování obsluhy zpráv kontejneru.
Není-li objekt kontejnerem, je zpráva přímo předána na zpracování obsluhy zpráv objektu.
Podokně jako u kreslící funkce jsou zde k dispozici makra pro zjištění absolutní pozice
objektu, rodičovského okna a kontejneru.
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3.5.4 Ovládací prvky
Definice vzhledu a chování ovládacích prvků je oddělena od hlavní části knihovny. Důvodem
je snadná možnost přizpůsobení těchto prvků pro potřeby aplikace. V rámci implementace
jsem vytvořil sadu ovládacích prvků se vzhledem podobným prvkům z operačního sys-
tému Windows. Definice struktur ovládacích prvků vychází ze struktur obecného objektu
GL OBJECT či obecného kontejneru GL CONTAINER. Ty mohou být rozšířeny o další položky
(například text, obrázek a ukazatel na funkci pro obsluhu změny stavu objektu či jiné
akce). Struktury ovládacích prvků jsou definovány v rámci knihovny, stejně tak makra,
která programátorovi aplikací usnadňují statickou deklaraci těchto struktur.
Ve struktuře objektu se nenachází žádný implicitní identifikátor, který by specifikoval,
o jaký druh objektu se jedná (pomineme-li příznak odlišující objekt od kontejneru). To lze
rozlišit pouze z kombinace funkcí obsluhy zpráv a vykreslovací funkce objektu. Kombino-
váním těchto funkcí lze s výhodou využít pro vytváření nových objektů.
Vzhled všech ovládacích prvků Win lze hromadně ovlivnit několika globálními proměn-
nými, které určují například styl čáry a barvu rámečků okna, barvu písma, styl titulku okna
a tlačítek. Lze také změnit použité písmo.
Před tím, než se podíváme na jednotlivé ovládací prvky, si specifikujeme vzhled oken.
Uprostřed záhlaví okna je umístěn textový titulek. Nejprve se určí rozměry textu, ze kterých
se spočítá jeho pozice, následně se provede jeho zobrazení. Protože je písmo vždy průhledné,
je i pod textem zachován barevný přechod, kterým je záhlaví vyplněno. Na pravé straně
záhlaví se nachází zavírací tlačítko, které po jeho stisku provede zavření okna. Přítomnost
tohoto tlačítka lze ovlivnit bitem can close v příznacích okna. Pozici okna lze změnit
přetáhnutím za jeho záhlaví. Pro volné přetahování se využívá operace Drag&Drop. Tuto
funkci lze zakázat bitem can move. Pozadí klientské oblasti okna je pak jednobarevné.
K definici okna slouží makro GL DeclareScreenWin, které zajistí správný výpočet vni-
třní oblasti podle velikosti záhlaví a rámečku okna. V posledním parametru je pak možné
zadat text titulku okna. Přidání objektů okna a ukončení jeho deklarace je pak provedeno
makry knihovny. Ke změně velikosti okna je deklarována funkce GL Screen ResizeWin,
která ji provede i včetně přepočítání rozměrů klientské oblasti.
Pasivní ovládací prvky
Pasivní ovládací prvky nemají přiřazenu funkci pro zpracování zpráv. Nejjednodušším pa-
sivním ovládacím prvkem je popisek (GL LABEL SIMPLE) , u kterého je struktura rozšířena
o text popisku a uvnitř jeho vykreslovací funkce nalezneme pouze nastavení výchozí barvy
textu a vypsání textu na obrazovku s výchozím písmem. V rozšířené verzi je navíc možné
určit použité písmo, jeho barvu a styl. Pro určení rozměrů popisku v závislosti na rozměrech
textu slouží funkce GL SetLabelSizeByCaption. Neprovádí ovšem překreslení objektu.
Druhým zástupcem pasivních prvků je obrázek (GL PICTURE), který kromě samotné
bitmapy (GL HBITMAP) umožňuje specifikovat 16 bitovou průhlednou barvu. O tom, zda
bude průhlednost použita, rozhoduje příznak transparent. Jestliže má bitmapa větší roz-
měry jak objekt, dojde k jejímu ořezu. Při větších rozměrech objektu bude bitmapa vykres-
lena celá a zbývající plocha objektu bude průhledná.
Progress bar slouží k vizualizaci číselné hodnoty v daných mezích. Mimo aktuální hod-
noty lze specifikovat i minimální a maximální hodnotu. Při změně hodnoty je nutné progress
bar pro promítnutí nové hodnoty na displej překreslit. Samotný progress bar zobrazíme jako
dva obdélníky se zakulacenými rohy. Jejich velikost a pozice bude totožná, ale funkcí ořezu
docílíme zobrazení pouze jejich částí odpovídající hodnotě progress baru. Číselná hodnota
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je pak zobrazena právě uprostřed ovládacího prvku. Formát tohoto výpisu lze specifikovat
ve struktuře objektu, čímž lze doplnit o jiný text či jednotky.
Aktivní ovládací prvky
Jedním z nejdůležitějších aktivních ovládacích prvků je tlačítko. V knihovně jsou definovány
tyto struktury pro definici tlačítek:
• GL BUTTON - Obsahuje textový popisek a funkci OnClick.
• GL TOGGLE BUTTON - Obsahuje textové popisky pro oba stavy tlačítka a funkci
OnClick.
• GL IMG BUTTON - Obsahuje bitmapu s možností definovat průhlednou barvu a funkci
OnClick.
• GL TOGGLE IMG BUTTON - Obsahuje bitmapy pro oba stavy tlačítka s možností defino-
vat průhlednou barvu a funkci OnClick.
Tlačítko budeme zobrazovat jako obdélník se zakulacenými rohy. Směr jeho barevného
přechodu pak bude určovat stav tlačítka. V závislosti na tom, o jaký typ tlačítka se jedná,
pak bude uprostřed obdélníku vykreslen buď obrázek, nebo jeho textový popisek, který
navíc může být závislý na stavu tlačítka. Celkem se tak jedná o tři vykreslovací funkce.
Obrázek 3.19: Demoaplikace - progress bar, přepínací tlačítka uvnitř group boxu, zaškr-
távací tlačítko, tlačítko, ikona uvnitř poloprůhledného box containeru nad
ikonou.
Protože při definici chování tlačítek se nepotřebujeme zabývat jejich vzhledem a funkce
OnClick leží ve všech těchto strukturách na stejné pozici, stačí implementovat pouze dvě
definice chování tlačítek (jednostavové a dvoustavové). Jednostavové tlačítko je při doteku
zamáčknuto (volána funkce překreslení s state = 1) a při uvolnění pera překresleno zpět
do výchozího stavu. Aby nedocházelo k záseku tlačítka v dolní poloze při pohybu pera
mimo tlačítko, je po dotyku zahájena operace Drag&Drop. Uživatelská funkce definována
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v OnClick je zavolána až po uvolnění pera. Příznak state zde slouží pouze pro indikaci
stavu tlačítka vykreslovací funkci.
Dvoustavové tlačítko je při prvním dotyku zamáčknuto (včetně překreslení), při jeho
uvolnění však zůstává v dolní poloze a je zavolána funkce OnClick. Při následujícím dotyku
se tlačítko nepřekreslí, protože je již zamáčknuto.Překlopení jeho stavu včetně překreslení
se provede až při uvolnění dotyku pera. Příznak state zde může být použit funkcí OnClick
k určení stavu tlačítka.
Výše uvedené vykreslovací funkce a funkce pro zpracování událostí lze kombinovat a lze
tak definovat 6 odlišných druhů tlačítek. Funkce zpracování událostí dvoustavového tlačítka
lze použít i pro zaškrtávací tlačítko.
Přepínací tlačítko lze dotekem pouze aktivovat. Deaktivovat ho můžeme aktivací jiného
tlačítka. Při aktivaci tedy musíme projít všechny objekty v aktuálním kontejneru (pokud
se nenachází v kontejneru tak v okně) a nastavíme stav všech ostatních přepínacích tla-
čítek do neoznačené polohy. To, že se jedná o přepínací tlačítko, poznáme podle shodné
funkce obsluhy událostí. Při přepnutí dojde k překreslení pouze dvou tlačítek a to tlačítka
deaktivovaného a tlačítka nově aktivovaného.
K výběru textových hodnot může také sloužit ovládací prvek seznam, využivající strun-
tury GL LIST BOX, kde si budeme pamatovat index vybrané položky. Položky seznamu (ře-
tězce) budou uloženy v externím poli ukončeným NULL. V seznamu tak bude pouze ukaza-
tel na toto pole. Protože položek v seznamu může být obecně více než je velikost seznamu,
bude v pravé části seznamu zobrazen posuvník (princip vysvětlen u scrool panelu). Ten
potřebuje uchovávat svoji polohu. Výška položky seznamu je zároveň šířkou posuvníku.
Ovládací prvek spin edit slouží k zadání číselné hodnoty v daném rozsahu. Ta lze změnit
pomocí dvou tlačítek, kde stiskem dojde k navýšení nebo ke snížení hodnoty o zvolenou
hodnotu. Ve struktuře objektu tak bude uložena nejen aktuální hodnota, ale i minimální
a maximální mez a krok. Podobně jako u tlačítek lze specifikovat funkci OnClick, která
bude zavolána vždy po doteku na ovládací prvek a může být použita pro detekci změny
hodnoty.
K intuitivnímu zadání číselné hodnoty lze upravit ovládací prvek progress bar, aby při
doteku došlo k nastavení požadované hodnoty.
Kontejnery
Základní průhledný kontejner (transparent container) není potřeba dlouze popisovat.
Jeho účelem je pouze sdružovat ovládací prvky (důležité zejména u přepínacích tlačítek)
a v kombinaci s kotvami přidává další možnosti pro pozicování objektů. V rozšířené verzi
zvané group box je vybaven rámečkem a lze navíc specifikovat i jeho titulek (struktura
GL CAP CONTAINER). Implementován byl také box container, u kterého lze určit rámeček.
Jeho výplň je buď poloprůhledná nebo jednobarevná v závislosti na nastavení příznaku
transparent.
Posledním kontejnerem je scrool panel, který je vybaven dvěma posuvníky. Vnitřní pro-
stor kontejeru (active area) je přepočítáván automaticky v závisloti na nastavení velikosti
posuvníku scroll size, která je specifikována v rozšířené struktuře GL SC CONTAINER. Pozici
posuvníku px můžeme určit z posunu virtuální plochy virtual areax následujícím přepoč-
tem:
M = virtual areaw − active areaw (3.10)
px =




Vychází-li M rovno nule nebo záporné, znamená to, že velikost virtuální oblasti
virtual areaw je menší nebo stejná jako velikost vnitřní oblasti active areaw panelu, a není
tedy potřeba posuvník v daném směru zobrazovat. Pro opačný výpočet, kdy chceme ze
získané souřadnice dotyku X získat pozici virtuální oblasti virtual areax, je nutné tuto
souřadnici přepočítat na polohu posuvníku px:
px = X − scroll size
2
−ActiveObjectx (3.12)
kde ActiveObjectx je knihovnou vypočítaná absulutní poloha panelu na displeji. Hodnota
virtual areax pak může být vyjádřena ze vztahů (3.10) a (3.11). Pro druhý posuvník py je
situace podobná.
Obrázek 3.20: Demoaplikace - Scrool panel (přikotvený k okrajům okna Posuvníky),
dvoustavové tlačítko (se dvěma ikonami)
Okno Hlavní panel - popisek s dvouřádkovým textem, tlačítko s ikonou
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Závěr
Podařilo se implementovat ovladač LCD displeje, který umožňuje přepínání zobrazení
na šířku i na výšku včetně zrcadlení obrazu v horizontálním i vertikálním směru. Ovla-
dač disponuje prostředky pro volbu barevné hloubky zápisu do GRAM řadiče displeje mezi
16, 18 nebo 24 bity. Lze tak podle charakteru zobrazovaných dat zvýšit rychlost zápisu
do řadiče, nebo naopak dosáhnout nejvyšší možné kvality zobrazení.
Pixely mohou být zapisovány buďto jednotlivě, nebo lze použít rychlejší sekvenční zá-
pis s automatickým přechodem na další pixel. Směr sekvenčního zápisu je nastavitelný
a s výhodou ho použijeme pro vyplňování obdélníkových oblastí. Barevné přechody jsou
řešeny optimalizovanými postupy přímo na úrovni ovladače. Transakční režim je alterna-
tivní rychlý přístup k obdélníkové oblasti, ve kterém lze používat operace čtení a zápisu
pixelů. V knihovně je využíván pro průhlednost, ale i vykreslování obrázků a textu.
Ovladač dotykové vrstvy umožňuje zpracování událostí jak v hlavní smyčce programu,
tak i v přerušení. Měření souřadnic může být pro dosažení větší přesnosti omezením rušení
mikrokontroléru prováděno v režimu úspory energie.
Střední vrstva řeší kreslení čar, kruhů včetně jeho častí a obdélníků s možností zakula-
cených rohů. Pro vykreslování svislých a vodorovných čár jsou k dispozici optimalizované
funkce. Lze zde definovat pera, která ovlivňují způsob vykreslování čar a rámečků. Nastavi-
telná je nejen barva, ale také lze volit sílu dané čary i její styl. Štětce definují výplň, která
může být jednobarevná, poloprůhledná, nebo se může jednat o plynulý lineární přechod
z jedné barvy na druhou.
Knihovna dále umožňuje vkládat obrázky s různou bitovou hloubkou a jejich zvětšo-
vání. Průhlednost pak lze s výhodou použít pro zobrazení ikon. Písma mohou být také
zvětšována a je možno použít nastavitelný tučný řez. Zde je kladen velký důraz na mini-
malizaci paměťové náročnosti písma. Pro snadné vkládaní obrázků i různých druhů písem
jsem vytvořil jednoduché konverzní nástroje.
O správu oken a ovládacích prvků se stará nejvyšší vrstva knihovny. Funkce ořezu ob-
jektů umožnila vykreslit pouze změněnou část obrazovky. U každého okna lze specifikovat,
zda má být zobrazeno na výšku či na šířku a měnit jeho velikost a pozici. Díky oddělení
definice vzhledu (vykreslovací funkce) a chování (funkce obsluhy zpráv) lze snadno mě-
nit vzhled či chování ovládacích prvků a oken. Kontejnery umožňují sdružovat ovládací
prvky a společně s funkcí ořezu mohou být vybaveny posuvníky. Díky bohatým možnostem
knihovny, lze snadno definovat nové ovládací prvky.
Knihovna nabízí hned několik způsobů směrování zpráv od ovladače dotykové obrazovky
k ovládacím prvkům. Objekt si tak může zaregistrovat příjem všech souřadnic i mimo své
hranice či operaci Drag&Drop, kterou lze využít k přesunu objektů.
Celkově je v knihovně kladen důraz zejména na rychlost zobrazování a mnohé její části
jsou řešeny na úrovni jazyka symbolických instrukcí. To je zároveň i nevýhodou, protože tak
vzniká větší vázanost knihovny na architekturu HCS08. Knihovnu lze dále rozšířit o podporu
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dalších displejů s jiným řadičem než ILI9320 za předpokladu, že řadič bude umožňovat čtení
hodnot ze své grafické paměti a bude podporovat alespoň 16 bitovou barevnou hloubku.
Přidat podporu pro další druhy dotykových panelů lze bez dalších omezení.
Oproti grafické knihovně eGUI/D4D [1] od firmy Freescale je vytvořená knihovna vý-
razně rychlejší a nabízí navíc podporu průhlednosti a barevných přechodů. To je promítnuto
i do vzhledu ovládacích prvků, které jsou tak v eGUI/D4D poměrně strohé. eGUI/D4D však
nabízí některé jiné možnosti, jako například psaní podtrženého či přeškrtnutého textu nebo
vykreslení grafů. Podporuje také více druhů řadičů LCD a různé druhy dotykových panelů.
V případě potřeby však lze tyto možnosti doplnit i do této knihovny.
Za povšimnutí stojí spotřeba paměti mikrokontroléru, kde knihovna eGUI/D4D spotře-
buje téměř 30 kB paměti FLASH a přes 500 B paměti RAM oproti necelým 22 kB paměti
FLASH a 170 B paměti RAM v této knihovně. Pro správnou funkčnost knihovny je však
potřeba zajistit dostatečnou velikost zásobníku. Při použití v demoaplikaci se ukázala jako
vhodná hodnota 512 B.
Vlastní přínos shledávám v prohloubení mých znalosti v oblasti programovaní vestavě-
ných systémů včetně optimalizování kritických částí kódu. Dále jsem získal znalostí o způ-
sobu řízení barevných LCD displejů a dotykových panelů.
Praktické uplatnění knihovny vidím zejména v jejím využití na výukovém kitu, kde
může být použita pro tvorbu intuitivních grafických aplikací.
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• README – soubor podobný této příloze
• bitmap convertor – nástroj na převod obrázků
• font convertor – nástroj na převod písem z BDF
– fontforge-mingw – editor písem s možností exportu do formátu BDF
• doxygen – generovaná programátorská dokumentace
• install – instalační soubory
– README – návod na instalaci vývojového prostředí CodeWarrior 6.3 v prostředí
operačího systému Windows 7 x64
• lit – vybraná literatura
• project – obsahuje projekt pro vývojové prostředí Freescale Code Warrior
– examples – ukázkové projekty
– lib – přeložená knihovna
– Sources – zdrojové soubory
∗ gl/include – hlavičkové soubory knihovny
∗ gl/src – zdrojové soubory knihovny
∗ glwin/include – hlavičkové soubory ovládacích prvků
∗ glwin/src – zdrojové soubory ovládacích prvků
∗ gl/icons – ukázkové ikony
∗ gl/fonts – ukázková písma
• tabulky
• text – text práce ve formě pdf
– Tex – zdrojové kódy pro LATEX
• video – ukázková videa a fotografie
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Příloha B
Nástroj na převod obrázků
Image Converter je aplikace vytvořená ve vývojovém prostředí Lazarus sloužící jako pře-
vodník obrázků do zdrojových kódů. Pro zvýšení počtu podporovaných formátů využívá
konzolový program ImageMagick [7]. Podporovány jsou tak vstupní formáty: .bmp, .jpg,
.gif, .png, .tiff, .ico, .pcx, .xcf a .psd.
Po načtení obrázku se v horní části zobrazí náhled dle aktuálního nastavení (obr. B.1.a).
Lze zadat název bitmapy, která bude odpovídat nejen výsledným proměnným, ale i názvu
výstupních .c a .h souborů. Dále je možné zvolit výstupní formát bitmapy a to jednu
z osmi možností. V případě indexovaných režimů, lze zvolit formát použité palety barev,
případně lze paletu zaškrtávacím tlačítkemGreyscale úplně vypnout a výsledný obraz tak
bude ve stupních šedé.
Obrázek B.1: Převaděč obrázků.
Protože vstupní obrázek může mít obecně libovolný počet barev, může být nutné je-
jich počet snížit - pomocí prahování. Nejprve je programem řešeno snížení počtu barev
z 24 bitové barevné hloubky (RGB 888) na 16 bitovou (BGR 565) případně 8 bitovou (BRG
233) a lze v seznamu vybrat nejvhodnější z 21 způsobů prahování. V případě použití for-
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mátů s paletou je navíc provedeno další prahování na požadovaný počet barev. Zde je
možné vybrat mezi Error Correction metodami FloydSteinberg nebo Riemersma. Případně
lze použít pouhé omezení barev.
Po kliknutí na tlačítko Convert dojde k vypočítání paměťové náročnosti a vytvoření
souborů. Jejich obsah lze zobrazit přepnutím záložek (obr. B.1.b).
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Příloha C
Nástroj na převod písem
Bitmap font converter je další pomocná aplikace, která provádí převod písem ve formátu
BDF [3] do zdrojových kódů. Díky tomu je možné v grafické knihovně používat zcela libo-
volná písma. Program umožňuje pouze převod BDF písem bez možnosti ho ovlivnit. Veškeré
úpravy znaků či jejich výběr je nutné provést v jiné aplikaci jako například FontForge [14].
Ta umožňuje vytvořit bitmapové BDF písmo o zvolené velikosti i z běžně používaných
vektorových formátů písem jako je TrueType či OpenType. Je zde také možné vybrat znako-
vou stránku písma pro prvních 256 znaků, které jsou aplikací BFC převáděny. Můžeme tak
snadno vybrat pro písmo znaky národní abecedy. Nepotřebné znaky lze snadno odstranit,
či upravit.
Obrázek C.1: Převaděč BDF písem
Převodní aplikace také do výsledného hlavičkového souboru přidá statistiky (obr. C.1),
které obsahují počet znaků ve výsledném písmu, celkovou výšku písma, umístění dolní
linky písma a maximální šířku znaku. Dále zobrazí množství obsazené paměti. Údaj Total
overhead je součtem paměti potřebné pro uchování režijních dat (hlavičky znaků, bloky,




Instalace a příklady použití
knihovny
D.1 Instalace knihovny
Nejprve bude potřeba zkopírovat adresář Project do složky lib v umístění vývojového
prostředí CodeWarrior.
Po té vytvoříme nový projekt. Vybereme MCU MC9S08JM60 s podporou jazyka C.
V souborech pro přidání ze složky {CW}\lib\Project\lib přidáme jedenu z následujících
knihoven:
• GraphicLib irq opt.lib – Knihovna se zapnutými optimalizacemi a přerušeními AD
převodníku a KBI.
• GraphicLib opt.lib – Knihovna se zapnutými optimalizacemi. Přerušení KBI
a ADC je nutno definovat v aplikaci. Pro správnou funkčnost knihovny
však v nich musí být volány odpovídající funkce GL TS KB Interrupt proc
a GL TS ADC Interrupt proc.
• GraphicLib.lib – Neoptimaliovaná verze bez přerušení.
V následujících příkladech budeme uvažovat knihovnu GraphicLib irq opt.lib.
V případě, že budeme chtít používat ovládací prvky, je nutné přidat ještě knihovnu
WinControls.lib.
Abychom mohli s knihovnou pracovat je nutné přidat hlavičkové soubory do přístupové
cesty. To můžeme udělat například přes konfigurační dialog Standart Settings, který lze




V souboru Project.prm nutno změnit velikost zásobníku z výchozích 128 B (STACKSIZE
0x80) na doporučených 512 B (STACKSIZE 0x200) a přidat DRV FAST PAGE do Z RAM.
Pro dosažení co nejvyššího výkonu doporučuji přepnout mikrokontrolér frekvenci fBUS
na 24MHz. K tomu můžeme použít funkci MCU init(), která se nachází v souborech
MCUinit.h,MCUinit.c ve složce {CW}\lib\Project\Sources\.




1 #inc lude <g l d rv . h>
2 #inc lude "MCUinit.h"
3 void main ( void ) {
4 MCU init ( ) ; // I n i c i a l i z a c e MCU
5 GL LCD init (GLF 65K COLORS) ; // I n i c i a l i z a c e Ovladače
6 GL LCD Set 240x320 ( ) ; // Přepnutí r o z l i š e n í na 240∗320 p ix e lů
7 GL LCD SetFi l lDirect ion (GLF FD BOTTOM TO TOP) ;
8 //Směr vykr e s l ován í sekvenčním zápisem
9 GL LCD SetColor1 (0 x00 , 0 x f f , 0 x00 ) ; //Nastavíme ze lenou barvu pozadí
10 GL LCD SetSize (GL LCD GetScreenWidth ( ) , GL LCD GetScreenHeight ( ) ) ;
11 //Nastavení početu p ix e lů pro n á s l e d u j í c í ope rac i
12 GL LCD PutPixels ( ) ; //Vybarvení obrazovky
13 GL LCD SetColorMode (GLF 16M COLORS) ; //Změna počtu barev na 16 mil .
14 GL LCD SetColor2 (0 x f f , 0 x00 , 0 x00 ) ; //Nastavíme druhou barvu
15 GL LCD SetRectangle (0 ,50 ,240 ,50 , GLF SET RECT SETSIZE | GLF SET RECT SETPOS) ;
16 //Nastavení obdé ln íkové o b l a s t i včetně nastaven í poz i c e a v e l i k o s t i
17 GL LCD PutPixelsGradient ( ) ; //Vyplnění o b l a s t i barevným přechodem
18 f o r ( ; ; ) { RESETWATCHDOG( ) ; } //Zarážka
19 }
Obrázek D.1: Ovladač LCD - ukázkový příklad (oříznuto).
D.3 Střední vrstva
V následujícím příkladu je nutné do projektu přidat obrázek WallWinXP a písmo
Arial 16px:
1 #inc lude <g l l ow . h> // St ředn í vr s tva
2 #inc lude <gl b i tmap . h> // Bitmapy
3 #inc lude <g l f o n t . h> // Písma
4 #inc lude "WallWinXP.h" // Obrázek
5 #inc lude "Arial_16px.h"// Font
6 #inc lude "MCUinit.h"
7
8 GL DeclareBrushBlend (BRUSH BL,GL DEF RGB(0 x f f , 0 x f f , 0 x00 ) ,0 x77 ) ; //Průhledný š t ě t e c
9 GL DeclareBrushVert ica lGradient (BRUSH VGG,GL DEF RGB(0x00 , 0 x00 , 0xBB) ,
10 GL DEF RGB(0 x00 , 0 x00 , 0 x77 ) ) ; // Ve r t i k á l n í l i n e á r n í barevný přechod
11 GL DeclarePen ( pen none , PEN NULL,GL DEF RGB(0 x00 , 0 x00 , 0 x00 ) , 1 ) ; //Žádné pero
12 GL DeclarePen ( pen so l i d ,PEN SOLID,GL DEF RGB(0xFF,0xFF,0xFF ) , 1 ) ; // B í l é pero
13 GL DeclarePen ( pen dash dot2 ,PENDASHDOT,GL DEF RGB(0 x00 , 0 x00 , 0 x00 ) , 3 ) ;
14 //Černé čerchované pero se š í ř kou 3
72
15 GL POINT pt ;
16
17 void main ( void ) {
18 MCU init ( ) ; // I n i c i a l i z a c e MCU
19 GL LOW Init (GLF 65K COLORS,GLF 16M COLORS, GL RES 320x240 ) ;
20 // I n i c i a l i z a c e , jednobarevné o b l a s t i 65K, barevné přechody 16M
21 GL DrawBitmap(0 ,0 ,&WallWinXP , 2 , 0 ) ; //Obrázek na pozadí se zvětšením 2x
22 GL DrawRectPB(&pen none ,&BRUSH VGG,0 , 2 20 , 3 20 , 2 0 ) ; // L i š t a
23 GL SetFontColor1B (0xFF ) ; // Bí lá barva textu
24 GL DrawTextBold (3 ,220 ,& Aria l 16px , "Start" , 2 ) ; // Popisek
25 pt = GL GetTextMetricsBold(&Aria l 16px , "Start" , 2 ) ; // Z j i s t íme délku textu
26 GL DrawVerticalLineP(&pen so l i d , pt . x+4 ,222 ,16) ; // Sv i s l á čára
27 // GL DrawCirclePB(&pen dash dot2 ,&BRUSHWHITE,20 , 2 0 , 3 0 ) ; / / Kruh
28 GL DrawRectPB(&pen dash dot2 ,&BRUSH BL,200 , −5 ,140 ,240) ; // Průhledný obdé ln ík
29 f o r ( ; ; ) { RESETWATCHDOG( ) ; } // Zarážka
30 }
Obrázek D.2: Střední vrstva - ukázkový příklad.
D.4 Horní vrstva
V následujícím příkladu je nutné do projektu přidat písmo fon1 a knihovnu ovládacích
prvků WinControls.lib:
1 #inc lude <WinScreen . h> // Okna
2 #inc lude <WinButton . h> // Tlač í tka
3 #inc lude <WinLabel . h> // Tlač í tka
4 #inc lude "fon1.h" // Font
5 #inc lude "MCUinit.h"
6
7 char buf [ 3 0 ] = { 0 } ; // Prázdný ř e t ě z e c
8 GL DeclareWinLabelSimple ( l1 , GLF OBJ VISIBLE | GLF OBJ ENABLED, GLFAKBOTTOM,
9 5 ,5 ,200 ,20 , buf ) ; // Popisek , pozicován od po ln ího okra j e okna
10
11 void T la c i t koC l i ck (GLHBUTTON obj pt r ,GL HEVENT e ) { //Ošet řen í udá l o s t i t l a č í t k a
12 s p r i n t f ( buf , "Souřadnice kliknutí: %d %d" , e−>X, e−>Y) ; // Nastavení textu popisku




16 // Tlač í tko ukotvené k okrajům okna
17 GL DeclareWinButton (b1 ,GLF OBJ VISIBLE | GLF OBJ ENABLED,GLF AK LEFT | GLF AK RIGHT
18 | GLF AK TOP | GLFAKBOTTOM, 5 ,5 ,5 ,25 ,& Tlac i tkoCl i ck , "Tlačítko" ) ;
19
20 // pozadí plochy
21 GL DeclarePen (GL HI PEN NONE,PEN NULL,GL DEF RGB(0 x00 , 0 x00 , 0 x00 ) , 1 ) ;
22 GL DeclareBrushVert ica lGradient (GL HI BRUSH BACKGROUND,GL DEF RGB(0 x50 , 0 x80 , 0 x40 ) ,
23 GL DEF RGB(0 x50 , 0 x40 , 0 x80 ) ) ;
24 void OnDrawScreenBackground (GL PTR p) {
25 GL DrawRectPB(&GL HI PEN NONE,&GL HI BRUSH BACKGROUND,0 , 0 , 3 2 0 , 3 2 0 ) ;
26 }
27
28 GL DeclareScreenWin ( scr ,GLF SCREN LAST RES | GLF SCREEN MVC,
29 // Okno nemění natočen í obrazovky a má povoleno zav í rán í , přesun a změnu v e l i k o s t i
30 20 ,60 ,200 ,150 ,30 , // Okno na sou řadn i c i [ 2 0 , 6 0 ] a rozě r ech 200x150 p ix e lů
31 2 ,"Hello World !" ) // Š í řka rámečku okna 2 , t i t u l e k ”He l lo World ! ”
32
33 GL DeclareScreenObject ( b1 ) // Přidáme t l a č í t k o
34 GL DeclareScreenObject ( l 1 ) // Přidáme popisek
35 GL DeclareScreenEnd ( ) // Ukončení tabulky objektů
36
37 void main ( void ) {
38 MCU init ( ) ; // I n i c i a l i z a c e MCU
39 GL Init (GL FD HORIZONTAL | GL FD TOUCH BEEP ON,
40 // I n i c i a l i z a c e knihovny − ho r i z o n t á l n í zobrazení , p ípán í p ř i dotyku
41 GLF 65K COLORS,GLF 16M COLORS,&OnDrawScreenBackground ) ;
42 // Vykres lovac í funkce pozadí obrazovky
43 win main font = (GL HFONT) &fon1 ; // Nastavení fontu
44 GL Screen Act ivate ( (GL HSCREEN) &sc r ) ; // Zobrazení okna
45 f o r ( ; ; ) { GL TS HadnleActions ( ) ; } // Zpracování udá l o s t í od ovladače TS
46 }
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Obrázek E.2: Schéma odporového děliče γ-korekce. Převzato z [2].
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