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Abstract 
 
Title: SQL Injection Prevention Using Random4 Algorithm 
 
Web Applications form an integral part of our day to day life. The number of attacks on 
websites and the compromise of many individuals secure data are increasing at an alarming 
rate. With the advent of social networking and e-commerce, web security attacks such as 
phishing and spamming have become quite common. The consequences of these attacks 
are ruthless. Hence, providing increased amount of security for the users and their data 
becomes essential. Most important vulnerability as described in top 10 web security issues 
by Open Web Application Security Project is SQL Injection Attack (SQLIA). This paper 
focuses on how the advantages of randomization can be employed to prevent SQL injection 
attacks in web based applications. SQL injection can be used for unauthorized access to a 
database to penetrate the application illegally, modify the database or even remove it. For a 
hacker to modify a database, details such as field and table names are required. So we try to 
propose a solution to the above problem by preventing it using an encryption algorithm based 
on randomization and other solution is using Hirschberg algorithm, it is a divide and conquer 
approach to reduce the time and space complexity. It has better performance and provides 
increased security in comparison to the existing solutions. Also the time to crack the 
database takes more time when techniques such as dictionary and brute force attack are 
deployed. Our main aim is to provide increased security by developing a tool which prevents 
illegal access to the database. 
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Chapter 1 
 
 
Project Overview 
 
 
 
 
1.1Introduction 
 
According to the report by the White Hat on web security vulnerabilities 2011, it shows 
that nearly 14-15 % of web application attacks account for SQL Injection. With the 
increasing attacks on web applications, it is very important to have awareness about the 
existing attacks, because vulnerabilities such as phishing, social engineering attack, 
denial of service attacks have become very common. The most basic Social Engineering 
attacks are Phishing and Email spamming.  
 
 Another emerging phishing attack is Tab Nabbing, which can deceive even tech 
savvy online users. A survey on web security was conducted by us and a total of about 
100 students participated. It is really surprising to note that nearly 80 % were unable to 
identify phishing attack and around 70 % could not identify Email spam. Hence there is 
a need that everyone has basic awareness about web security, since most of the 
confidential transactions are carried out on the web.  
 In this paper we take up SQL Injection, a critical web security vulnerability. 
SQLIA is a type of code-injection attack. It is caused mainly due to improper validation 
of user input. Solutions addressed to prevent SQL Injection Attack include existing 
defensive coding practices alongside encryption algorithms based on randomization. 
Defensive coding mechanisms are sometimes prone to errors, hence not complete in 
eradicating the effect of vulnerability. Defensive programming is sometimes very labour 
intensive, thus not very effective in preventing SQLIA. SQL Injection Attack is 
application level security vulnerability.  
 
 The main intent to use SQL injection attack include illegal access to a database, 
extracting information from the database, modifying the existing database, escalation of 
privileges of the user or to malfunction an application. Ultimately SQLIA involves 
unauthorized access to a database exploiting the vulnerable parameters of a web 
application.  
 
 A novel idea to detect and prevent SQLIA, an application specific encryption 
algorithm based on randomization is proposed and its effectiveness is measured. There 
are many methods to illegally access a database using SQLIA and most of the solutions 
proposed to detect and prevent it are able to solve only problems related to a subset of 
the attack methods. 
  Chapter 1 : Project overview 
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 The related work which works on similar concept named SQL rand uses 
randomization to encrypt SQL keywords. But this needs an additional proxy and 
computational overhead and the need to remember those keywords. The overhead 
associated with this concept is removed in our proposed algorithm. It belongs to 
application specific class of coding methodology.  
  
The major contributions by us in this paper include, the proposal of Random4 encryption 
algorithm to prevent SQLIA. A tool to generate cipher text written in Java programming 
language is presented. An empirical analysis based on brute force attack to show its 
effectiveness is emphasized. The proposed technique is applied in several applications to 
prove its correctness. 
 
Today's modem web era, expects the organization to concentrate more on 
webapplication security. This is the major challenge faced by all the organization 
toprotect their precious data against malicious access or corruptions. Generally 
theprogram developers show keen interest in developing the application with 
usabilityrather than incorporating security policy rules. 
 
Input validation issue is a security issue if an attacker finds that an application 
makes unfounded assumptions about the type, length, format, or range of input data. The 
attacker can then supply a malicious input that compromises application.  
 
When a network and host level entry points are fully secured; the public interfaces 
exposed by an application become the only source of attack the cross site scripting 
attacks, SQL Injections attacks and Buffer Overflow are the major threat in the web 
application Security through this input validation security issues  
 
Especially SQL Injection attacks breach the database mechanism such as Integration, 
Authentication, Availability and authorization. 
 
Since 2002, nearly 5000 of total cyber vulnerabilities were input validation 
vulnerabilities. Since 2002, 20% of the input validation issues are SQL Injection 
vulnerabilities(SQLIVS) and, therefore, 10% of cyber vulnerabilities since 2002 SQL 
injection attack involves placing SQL statements in the user input for corrupting or 
accessing the Database . 
 
 
 Even the SQL Injection attacks can bypass the security mechanism such as 
Firewall, cryptography and traditional Intrusion detection systems. If the trend 
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ofproviding web-based services continues, the prevalence of SQLIVs is likely toincrease 
access to the database that underlie Web applications and the most worrying aspect of 
SQL Injection attack are; it is very easy to perform, even ifthe developers of the 
application are well known about this type of attacks. The basic idea behind in this 
attack is that the malicious user counterfeits the data that a web application sends to the 
database aiming at the modification of the SQL Query that will be executed by the 
DBMS software. 
 
Input validation issues can allow the attackers to gain complete access to such 
databases. Technologies vulnerable to SQL injection attacks are dynamic Script 
languages like ASP,ASP.net, PHP, JSP, CGI, etc. In addition all types of database have 
been severely vulnerable in such type of SQL injection attacks. 
 
 
 
Researchers have proposed a different technique to provide a solution for 
SQLIA, but many of these solutions have limitations that affect their effectiveness and 
practically.  
 
  
Researchers have indicated that solution to these types of attacks may be based 
on defence coding practice. But it’s not efficient because of three reasons, First it is very 
hard to bring out a rigorous defensive coding discipline. Second, many solutions based 
on defensive coding address only a subset of the possible attacks. Third, legacy software 
poses a particularly difficult problem because of the cost and complexity of retrofitting 
existing code so that it is compliant with defensive coding practices. In this work, an 
attempt has been made to increase the efficiency of the above techniques by a 
combinational approach for protecting web applications against SQL Injection attacks. 
 
 
1.1.1 Motivation 
 
The motivation to use SQL injection attack include illegal access to a database, 
extracting information from the database, modifying the existing database, escalation of 
privileges of the user or to malfunction an application. Ultimately SQLIA involves 
unauthorized access to a database exploiting the vulnerable parameters of a web 
application. A novel idea to detect and prevent SQLIA, an application specific 
encryption algorithm based on randomization is proposed and its effectiveness is 
measured. There are many methods to illegally access a database using SQLIA and most 
of the solutions proposed to detect and prevent it are able to solve only problems related 
to a subset of the attack methods. 
 
1.1.2 Advantages Over Current System  
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There are multiple of advantages of this Project over current system. SQL Injection 
attacks can bypass the security mechanism such as Firewall, cryptography and 
traditional Intrusion detection systems. If the trend of providing web-based services 
continues, the prevalence of  SQLIAs is likely To increase access to the database that 
underlie Web applications and the most worrying aspect of SQL Injection attack are; it 
is very easy to perform, even ifthe developers of the application are well known about 
this type of attacks. The basic idea behind in this attack is that the malicious user 
counterfeits the data that a web application sends to the database aiming at the 
modification of the SQL Query that will be executed by the DBMS software. 
 
 
 
 
 
 
1.2  Proposed System Architecture 
 
This Technique is used to detect and prevent SQLIA’s with runtime monitoring. The 
solution insights behind the technique are that for each application, when the login page 
is redirected to our checking page, it was to detect and prevent SQL Injection attacks 
without stopping legitimate accesses. It is a hacking technique in which the attacker adds 
SQL statements through a web application's input fields or hidden parameters to gain 
access to resources or make changes to data. The fear of SQL injection attacks has 
become increasingly frequent and serious. This proposed technique is Random4 and 
Hirschberg Algorithm is used. 
ADVANTAGES OF PROPOSED SYSTEM:  
1. Safe Authentication. 
2. Reduce the time and space complexity. 
3. More Secure online transactions are possible. 
4. The major issue of web application security is the SQL Injection, which can give the 
attackers unrestricted access to the database that underlie Web applications. 
5. Highly automated approach for protecting Web applications from SQLIAs. 
6. Provides DBMS auditing methods to find out the transactions. 
7. Does not require customized and complex runtime environments. 
8. Requires no modification of the runtime system. 
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1.3  Organization of the Project 
 
The remaining part of the project is organized as follows. 
 
In Chapter 1, we have described about our project which includes the motivation in 
section 1.1.1 and the advantage of our project over the current system in section 1.1.2. 
Section 1.2 contains the system architecture of our project followed by the formulation 
of problems of the technology being used in our project in section 1.2.1. 
 
In chapter 2, we discuss about the various papers that we have referred for our project. 
This section includes the title of the papers, along with their description and the pros 
and cons of those projects. Here we also mention the ways by which we are overcoming 
all the disadvantages of the projects that have been described in the paper. This chapter 
also includes the technological review of our project. 
 
In chapter 3, the requirement analysis of our project have been discussed. This includes 
the operating system that we are working on, the hardware, software, front end and the 
back end requirement of our project so as to execute successfully. 
 
Chapter 4, is based on project design. This includes all the design approaches that 
include the front end design, component diagram, deployment diagram, E-R diagram 
and the flow graph of our project. 
 
Chapter 5, is related to the implementation details of our project. This includes the 
assumptions that we have taken into consideration while designing our project and also 
the dependencies. Section 5.2 describes the modular description of project. The use-
case report and the class-diagram report have been explained in sections 5.3.1 and 5.4.1 
respectively. 
 
In chapter 6, we have the results and discussion section, which consists of the test cases 
and the result discussion. 
 
In chapter 7, Project Time Line, we have two sections Project time line matrix and chart 
where we have explained the steps that were undergone for the completion of our 
project along with the time required for completing each part. 
 
Chapter 8, is about task distribution, where we have discussed about how we have 
distributed the project among ourselves. This includes the amount of work done by each 
one of us. 
 
The last chapter i.e. Chapter 9, is about conclusion and future scope. 
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Chapter 2 
 
 
Review Of Literature 
 
 
 
2.1 Paper Title: SQL Injection Prevention Using Random4 Algorithm 
 
2.1.1 Description  
 
Literature survey is the most important step in software development process. Before 
developing the tool it is necessary to determine the time factor, economy n company 
strength. Once these things are satisfied, then next steps is to determine which 
operating system and language can be used for developing the tool. Once the 
programmers start building the tool the programmers need lot of external support. This 
support can be obtained from senior programmers, from book or from websites. 
Before building the system the above consideration are taken into account for 
developing the proposed system. 
SQL Injection is one of the main issues in database security. It affects the database 
without the knowledge of the database administrator. It may delete the full database or 
records or tables without the knowledge of the respective user or administrator. It is a 
technique used to exploit the database system through vulnerable web applications. 
These attacks not only make the attacker to breach the security and steal the entire 
content of the database but also, to make arbitrary changes to both the database 
schema and the contents. SQL injection attack could not be realized about information 
compromization until long after the attack has passed. In many scenarios, the victims 
are unaware that their confidential data has been stolen or compromised. With the help 
of simple web browser, SQL Injection attacks can be performed by attackers.  
In order to locate the hotspots where SQLIA vulnerability occurs, we first discuss 
about the 3-tier logical view architecture of web applications. 
A. 3-tier Architecture of web application 
1) User interface tier: This layer forms the front end of the web application. It interacts 
with the other layers based on the inputs provided by the user. 
 
2) Business logic tier: The user request and its processing are done here. It involves 
the server side programming logic. Forms the intermediate layer between the user 
interface tier and the database tier. 
  Chapter 2 : Review of Literature 
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3) Database tier: It involves the database server. It is useful in storage and retrieval of 
data. 
 
 
Figure 1. Web 3-tier architecture 
 
 
2.1.2 Pros 
The complex application rules are easy to apply in the application server.  
 
- Business logic is off-loaded from the data base server and client, this enhances 
performance.  
 
- If there are changes to the specific business’s logic, these changes are automatically 
imposed by the server. The changes only require new application server software to be 
installed.  
 
- Application server logic is portable to other database server platforms by virtue of the 
application software. 
 
2.1.3 Cons 
- It uses more complex structures  
 
- It is more difficult to set up and maintain 
  Chapter 2 : Review of Literature 
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2.2 Project Title:SQL Injection Basic Principle 
 
2.2.1 Description 
 
SQL injection attack is a web security attack by using SQL statements exploiting the 
poorly designed input elements of a web form. This compromises the confidentiality 
and integrity of users’ sensitive data. 
 
 
Figure 2. Sample Login form 
 
SQLIA takes place between the user interface layer and the business logic layer. To 
understand the essence of SQL injection let us see the following example.  
 
SELECT * from tablename WHERE user=‘ ’ and password= ‘ ’; 
 
A sample SQL statement containing two input parameters is considered .Instead of 
typing the actual username and password, if a hacker attempts illegally to access the 
database by inputting SQL statements, it is said to be a SQLi attempt. For example if 
the hacker inputs, ’ OR ‘1’=‘1’ - -, the statement becomes,  
  Chapter 2 : Review of Literature 
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SELECT * from tablename WHERE user=‘’ OR ‘1’=‘1’- - and password= ‘ ’ ; 
 
Here the user gets unauthorized access to the system because 1=1 is true always and - - 
indicates the statements following it are comments. Therefore, if the inputs by the user 
were not properly sanitized, it might lead to a critical web security attack. This 
describes the basic principle involved in SQL injection. 
 
 
 
2.3 Paper Title: SQL Injection Attacks 
 
2.3.1 Description 
 
This section briefly describes about the types of SQLi attacks [10] for which we 
propose solutions in the next section. 
1) Using tautology: The example quoted in the section II.B to explain SQL injection 
describes the attack using tautology. 
2) Using illegal/incorrect queries: By providing incorrect inputs, the database might 
return some important information regarding the table and fields used in the database. 
Using successive requests like these, the security can be compromised. In the following 
example instead of a 
valid username (xyz), an incorrect input (xyz’) is provided and an error message is 
returned giving clues about the database making it vulnerable to intrusion. 
 
Error: SELECT username, password from student WHERE username = xyz’ 
 
Here field names such as username and password from table student are exposed. 
3) Using Piggy-Backed Queries: Previously mentioned attack types try to gain 
unauthorized access to the application or fetch details about the database without any 
additional queries added to the input query. If additional queries are piggy-backed in 
the input area using special characters such as “ ”, “ – ” or “ ; ” [5] hackers can modify 
or delete the database. An example to this is: 
 
SELECT * from User WHERE id=123;drop table User; 
Here “;” acts as a delimiter and additional an drop statement may be executed and 
deletes the table. 
 
4) Blind injection: In case of incorrect queries, programmers try to hide database 
information as a measure to protect the application from attacks using illegal/incorrect 
  Chapter 2 : Review of Literature 
10 
 
queries. Now, the hacker does not get any clues about the database. The option hence 
used to compromise security is, by querying the database with a lot of true/false queries 
and checking its result. Based on the response of the application to the queries, the 
hackers attempt illegal access. This type of attack is most prominently used. It includes 
timing attacks [10] as one of the technique to identify the behavior of the application. 
 
 
III. PROPOSED SOLUTION 
 
Section III.A describes the basic solution resembling the existing solution which is a 
client side validation and the  
Section III.B describes the proposed randomized algorithm. 
Section III. C deals with the tool generating the random keys for a given input. 
 
A. Client Side Variation 
Using client side script validation such as JavaScript, a lot of SQL injection attacks can 
be prevented in Web application. Though this approach does not solve all the attack 
types, it is necessary to provide the basic security to prevent illegal attacks. The 
sequence of steps that increase the level of security in case of vulnerabilities is depicted 
in the activity diagram [Fig 3].  
The advantage of client side validation is that it reduces CPU cycles since it avoids a 
number of round trips to the server. Some of the steps involved in client side validation 
include limiting the input size, restricting the use of special characters etc. But limiting 
the size of the input and restricting the use of special characters cannot be imposed on 
users in all applications. Also the protection provided by clientside scripts can be easily 
bypassed. The use of this approach can solve attacks using tautology or incorrect 
queries. It cannot solve the threat posed by blind injection techniques. Hence we prefer 
server side validation techniques. 
 
 
 
2.4  Technological Review 
 
The technology that we are using here is Java (JSP & Servlet). 
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Chapter 3 
 
 
Requirement Analysis 
 
3.1  Platform Requirement : 
 
In terms of platform requirement, we require: 
 
A Windows OS operating system along with a licensed Java software installed in it is 
needed. As this project has been designed in Java, a Windows OS is necessary. 
 
3.1.1 Supportive Operating Systems :  
 
The supported operating systems include: 
 
Windows XP or 7 
As Windows supports Java, this OS is needed for its efficient working. 
 
3.2  Software Requirement : 
 
Java is a set of several computer software and specifications developed by Sun 
Microsystems, later acquired by Oracle Corporation, that provides a system for 
developing application software and deploying it in a cross-platform computing 
environment.  
 
3.2.1 Front End Software Requirement :  
 
The frond end software requirements are: 
• Operating system       :  Windows XP or 7. 
• Coding Language      :  Java (JSP & Servlet) 
• Web Server       : Apache Tomcat 7 
• IDE        : Eclipse 
• Data Base       : MYSQL Server 
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3.3  Hardware Requirement : 
 
There are 2 different types of hardware required. One is for the experimental setup and 
the other is for the actual programming part of the project.Theyhave been discussed 
below. 
 
 
3.3.1 Basic Hardware Required for Development : 
 
• System :  Pentium IV 2.4 GHz. 
• Hard Disk        :  40 GB. 
• Floppy Drive :  1.44 Mb. 
• Monitor :  15 VGA Colour. 
• Mouse  :  Logitech. 
• Ram  :  512 Mb.
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Chapter 4 
 
Project Design 
 
4.1  Design Approach 
Design is the first step in the development phase for any techniques and principles for 
the purpose of defining a device, a process or system in sufficient detail to permit its 
physical realization. Once the software requirements have been analyzed and specified 
the software design involves three technical activities design, coding, implementation 
and testing that are required to build and verify the software. The design activities are 
of main importance in this phase, because in this activity, decisions ultimately affecting 
the success of the software implementation and its ease of maintenance are made. 
These decisions have the final bearing upon reliability and maintainability of the 
system. Design is the only way to accurately translate the customer’s requirements into 
finished software or a system. Design is the place where quality is fostered in 
development. Software design is a process through which requirements are translated 
into a representation of software. Software design is conducted in two steps. 
Preliminary design is concerned with the transformation of requirements into data. 
 
 
4.2  Software Architectural Designs 
4.2.1 Component Diagram  
 
In the Unified Modeling Language, a component diagram depicts how components are 
wired together to form larger components and or software systems. They are used to 
illustrate the structure of arbitrarily complex systems. 
 
 
4.2.2 Deployment Diagram  
 
A deployment diagram the Unified Modeling Language models the physical 
deployment of artifacts on nodes. To describe a web site, for example, a deployment 
diagram would show 
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Figure 4.1: Component Diagram of sql attack 
 
 
what hardware components ("nodes") exist (e.g.a web server, an application server, and 
a database server), what software components ("artifacts") run on each node (e.g. web 
appli-cation, database), and how the different pieces are connected (e.g. JDBC, REST, 
RMI). 
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4.3  Work-flow Design 
 
A work flow diagram is a graphical representation of the flow of data through an 
information system, modelling its process aspects. A DFD is often used as a 
preliminary step to create an overview of the system, which can later be elaborate. DFD 
can also be used for the visualization of data processing(structured design). 
 
In software engineering, an entity–relationship model (ER model) is a data model for 
describing the data or information aspects of a business domain or its process 
requirements in an abstract way that lends itself to ultimately being implemented in a 
database such as a relational database. The main components of ER models are entities 
(things) and the relationships that can exist among them
  Chapter 5 : Implementation Details 
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Chapter 5 
 
Implementation Details 
 
5.1Implementation Methodologies 
Random4 Algorithm: 
The random4 algorithm is based on randomization and is used to convert the input into 
a cipher text incorporating the concept of cryptographic salt. This algorithm forms the 
basis of the proposed approach. Any input in web forms will contain numbers, 
uppercase, lowercase or special characters. Keeping this in mind the input from user is 
encrypted based on randomization. In our algorithm the valid inputs are numbers, 
lowercase or uppercase characters and at most 10 special characters. The reason for 
choosing only 10 special characters is that they are rarely used and for additional 
security. Each character in the input can have 72 combinations (26 lowercase, 26 
uppercase, 0-9 and 10 special characters). Hence for a 6 character input there can he 
726 combinations possible. To encrypt the input, each input character is given four 
random values. 
 
 
Figure 5.1. Lookup table for Random4 algorithm 
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A sample lookup table is given in figure 4. Based on the next input character, one of 
these four values is substituted for a given character. For example.let username be the 
input to be provided. If the username is ‘abc”,the first character 'a' is given 4 random 
values in the lookup table. Based on the next input character which is lowercase ‘b’ 
here, the value R[1] is chosen. If the next character was uppercase R[2] would have 
been chosen and R[3] if it was a number and R[4] if it was a special character or no 
character. These random values for each character are application specific. The idea 
behind making these random values different for different application is that, it 
decreases the probability of decrypting it by hackers. The algorithm to encrypt the 
input is presented as follows [Fig 5]. The algorithm below shows that one of the four 
random values are chosen for each character based on the lookup table as in [Fig 4]. 
 
Framework for RANDOM4  
A framework to build the tool generating the encrypted text based on Random4 is 
shown in [Fig 6]. A normal text is given as input. Each input character is mapped to 
one of its four values as in the lookup table. The key values of each character are 
concatenated to form the cipher text.  
A Java application using Netbeans was developed which is the tool to generate the 
encrypted keys for the given input values. This can then be stored in database and used 
by programmers in server side programming to prevent illegal access through SQL 
injection. A sample screen shot of the output generated by this tool is shown. 
PREVENTION STRATEGY  
A. For piggy-backed query  
For a piggy-backed query to be successful, we need the information about the table 
such as table name and the corresponding field names. By concatenating the original 
table and field names along with its encrypted string makes it difficult to crack the 
table and field names, hence preventing SQL injection attack through piggy-hacked 
queries.  
For example the table "user" becomes "userA2;h". The time to crack such cipher texts 
are in years. Hence for the hacker to successfully attempt an attack by piggy backing 
he needs the table and field names. Since it is encrypted using Random4 algorithm and 
the encryption logic is also application specific, it is highly difficult and time 
consuming for decryption and deploy an attack. Thus attack by piggy backing is 
prevented. 
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Figure 5.2 Random4 algorithm for encryption 
 
B. For Blind SQL injection 
In case of piggy-backed query attacks we encrypted only the table and field names. In 
case of blind injection attacks, we encrypt the user input and validate it for authorized 
access. Hence even if attacks are attempted, they will be prevented because only the 
encrypted values are checked with the database and not the actual input. The following 
example explains this strategy of how blind injection works in a web application which 
is poorly designed. 
 
SELECT * FROM user WHERE id='' and password=''; 
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For the above the SQL statement if the id=567 and password=xyz, the SQL statement 
will he checked with an encrypted value such as id=g4” and password=j8G.This is 
based on the random values used for the particular application. Instead of valid data if 
Illegal attempts to access database is tried, it becomes unsuccessful. For example, if an 
illegal SQL statement is given as input such 
 
 
 
Figure 5.3 Framework for Random4 algorithm 
 
as id=";drop table users;— —",the SQL statement becomes,  
SELECT * FROM user WHERE  
id=’2dg9Jlo9&aBd3nK0SV4;' and password=''; 
Hence the above statement when checked with the database will not match any entry, 
thus returning false. An attempt to attack the database was prevented successfully using 
the idea of encryption based on randomization. The overall strategy of the proposed 
solution providing the sequence of stages involved in web application transactions is 
shown 
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NOTATION: 
SOURCE OR DESTINATION OF DATA: 
External sources or destinations, which may be people or organizations or other entities. 
 
 
 
DATA SOURCE:  
Here the data referenced by a process is stored and retrieved. 
    
 
PROCESS: 
People, procedures or devices that produce data. The physical component is not 
identified. 
     
DATA FLOW: 
 
Data moves in a specific direction from an origin to a destination. The data flow is a 
“packet” of data. 
 
 
 
 
MODELING RULES: 
There are several common modeling rules when creating DFDs: 
1. All processes must have at least one data flow in and one data flow out.  
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2. All processes should modify the incoming data, producing new forms of 
 outgoing data.  
3. Each data store must be involved with at least one data flow.  
4. Each external entity must be involved with at least one data flow.  
5. A data flow must be attached to at least one process.  
 
UML DIAGRAMS: 
USE CASE: 
Normal Accessing Use Case Diagram 
 
 
1. Use Case Diagram for Combinational approach 
 
query
Data base
Respose
Client Adminlogin
Authentication 
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Login Monitoring module
Query statement Analyzing Module
Preventing module
SQL Data Base
Query Statement
Client Web 
Application
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SEQUENCE:  
 
 
Figure 5.4.Sequence for Random4 algorithm 
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FLOW CHART: 
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DFD LEVEL 1 
 
 
 
 
 
 
 
 
      Injection Found         NO Injection 
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Chapter 6 
 
 
RESULTS AND DISCUSSION 
 
 
6.1  Test Cases: 
 
TYPE OF TESTING: 
BLOCK & WHITE BOX TESTING: 
Black Box Testing 
        Black Box Testing is testing the software without any knowledge of the inner 
workings, structure or language of the module being tested. Black box tests, as most other 
kinds of tests, must be written from a definitive source document, such as specification or 
requirements document, such as specification or requirements document. It is a testing in 
which the software under test is treated, as a black box .you cannot “see” into it. The test 
provides inputs and responds to outputs without considering how the software works.  
 
White Box Testing 
        White Box Testing is a testing in which in which the software tester has knowledge 
of the inner workings, structure and language of the software, or at least its purpose. It is 
purpose. It is used to test areas that cannot be reached from a black box level. 
 
UNIT TESTING: 
Unit testing is usually conducted as part of a combined code and unit test phase of the 
software lifecycle, although it is not uncommon for coding and unit testing to be 
conducted as two distinct phases. 
 
Test strategy and approach 
 Field testing will be performed manually and functional tests will be written in 
detail. 
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Test objectives 
 All field entries must work properly. 
 Pages must be activated from the identified link. 
 The entry screen, messages and responses must not be delayed. 
 
Features to be tested 
 Verify that the entries are of the correct format 
 No duplicate entries should be allowed 
All links should take the user to the correct page. 
 
SYSTEM TESTING: 
 
The purpose of testing is to discover errors. Testing is the process of trying to discover 
every conceivable fault or weakness in a work product. It provides a way to check the 
functionality of components, sub-assemblies, assemblies and/or a finished product It is the 
process of exercising software with the intent of ensuring that the Software system meets 
its requirements and user expectations and does not fail in an unacceptable manner. There 
are various types of test. Each test type addresses a specific testing requirement. 
 
 
INTEGRATION TESTING: 
Software integration testing is the incremental integration testing of two or more 
integrated software components on a single platform to produce failures caused by 
interface defects. 
 The task of the integration test is to check that components or software 
applications, e.g. components in a software system or – one step up – software 
applications at the company level – interact without error. 
Test Results:All the test cases mentioned above passed successfully. No defects 
encountered.
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Project Time Line 
 
 
 
7.1  Project Time Line Matrix 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 7.1: Project Time Line Matrix 
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7.2  Project Time Line Chart 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 7.2: Project Time Line Chart 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Figure 7.3: Project Time Line Chart
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Chapter 8 
 
 
Task Distribution 
 
 
 
 
8.1  Distribution of Workload 
 
 
8.1.1 Scheduled Working Activities  
 
 
Activity Time Comment   
 Period     
     
Requirement Gathering 08 Days Requirement gathering has 
  took placed through  search- 
  ing on internet and taking the 
  ideas, sharing the views among 
  group members.Collecting the 
  attributes  for accepting the 
  input.    
   
Planning 04 Days Planing has done by Reviewing 
  of literature of IEEE papers and 
  by taking the walk through.  
   
Design 04 Days Designing  has  done  by  cre- 
  ating UML(Unified  Modelling 
  language) diagram, By creating 
  Charts.   
    
Implementation 90 Days Implementation has done First 
  creating the back-end and then 
  front end module by module. 
   
Testing 10 Days Testing has done by performing 
  unit testing, alpha & Beta Test- 
  ing, integrated testing and sys- 
  tem testing.   
   
Deployment 05 Days Deployment  has  done  by  in- 
  stalling project on the System. 
     
Table 8.1: Scheduled Working Activities   
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8.1.2 Members actvities or task  
 
Member Activity Time Start End Comment      
   Period Date Date         
           
M1, M2 Requirement4 Days 02/05/15 05/05/15 M1, M2  and  has 
 Gather-    performed the searching 
 ing     for project requirement on 
      the internet by reviewing 
      the related literature and 
      by analysing the related 
      project which is already 
      available in  the market. 
      Regularly inform to the 
      other members of team. 
          
M1, M2 Analysing 3 Days 06/05/15 08/05/15 M1, M2,  done the 
 of the    requirement  analysing 
 require-    of project by sharing the 
 ment     ideas, and by discussing 
      on related information 
      which is gather by them 
      and has created the list of 
      requirement after every 
      meeting      
      
M1, M2 Finalising 1 Day 09/05/15 09/05/15 Whole team finalise the re- 
 the re-    quirement. M1, M2 and 
 quire-     has created a list of fi- 
 ment     nalise requirement.  
      
M1, M2 Planning 4 Days 10/05/15 13/05/15 Planning has done by walk 
      through and by analysing 
      the available product. M2 
      and  creates a list of 
      function which  will be 
      implement in the project. 
      Each and every module 
      were discuss in every 
      group meeting and M1 
      and  M2  creates  a  blue 
      print for project .   
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M1, M2 Front 4 Days 14/05/15 17/05/15 M1 and M2 creates the 
 End     UML diagram for front 
 design    end of the system and 
      data flow diagrams and 
      informed to the whole 
      team regularly.  
      
M1, M2 Back 4 Days 14/05/15 17/05/15 M1 and M2 creates the 
 End     UML diagram for back 
 design    end of the system and 
      data flow diagrams and 
      informed to the whole 
      team regularly.  
        
M1, M2 Installation 1 Days 18/05/15 18/05/15 M1 and M2 installed 
 of tools    the all the require tools 
 and     which is use for front 
 tech-    end design.  
 nology        
 for front        
 end         
      
M1, M2 Installation 2 Days 19/05/15 21/05/15 M1 and M2 installed all 
 of tools    the require tools which 
 and     is use for back end de- 
 technol-    sign.    
 ogy for        
 back end        
      
M1, M2 Implementation4Days 22/05/15 25/05/15 M1 and M2 creates the 
 of GUI    GUI of the project and 
      informed to other mem- 
      ber.    
        
M1 Collecting 20 Days 22/05/15 12/06/15 M1 Collecting Input 
 Input    Data and discuss  on 
 Data    it  with other team 
      members   
     
M1,M2 Implementation12Days 22/05/15 31/05/15 M1  and  M2  imple- 
 of Data    mented the Data Min- 
 Mining    ing Techniques and dis- 
 Tech-    cuss on it with other 
 niques    team members  
     
M1 connectivity4 Days 31/05/15 05/06/15 M1 makes the connec- 
 of Input    tion among Input mod- 
 module    ule. M1 and M2 Ex- 
 with the    plain the codes to the 
 GUI    other members of team. 
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M1, M2 Data 8 Days 06/06/15 13/06/15 M1 and M2 makes the 
 Mining    connection  with  GUI 
 algo-    and discuss on it with 
 rithms    other  team members 
 connec-    regularly.   
 tivity         
 with         
 GUI         
      
M1, M2 Database 4 Days 05/06/15 09/06/15 M1 and M2 created the 
 connec-    database connectivity. 
 tivity         
      
M1,M2 GUI 4 Days 10/06/15 13/06/15 M1 and M2 created the 
 Connec-    connectivity GUI with 
 tivity    database    
        
M2 Implementation10Days 14/06/15 24/06/15 M2 implemented the 
 of Apri-    Apriori program for 
 ori    finding the factors 
 algo-    responsible for the 
 rithm    degradation of the 
     student’s performance 
     and regularly updates 
     to the other member of 
     team.    
      
M1, M2 Data 2 Days 14/06/15 16/06/15 M1 and M2 gather the 
 gather-    data of students from 
 ing  into    different branches of 
 database    Engineering and made 
     the collection into the 
     database.   
     
M1, M2 Connectivity8 Days 25/06/15 03/07/15 M1 and M2 created the 
 of Com-    connectivity  of  Com- 
 bination    bination program  and 
 program    Apriori program. They 
     explains the code to 
     other member of team. 
       
M2 Indexing 8 Days 25/06/15 03/07/15 M2 implements Com- 
     binations programs in 
     the python.  And Con- 
     nect it with the GUI. 
     She explain the code to 
     other members of team. 
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M2 Connectivity2 Days 04/07/15 06/07/15 M2 makes the index- 
 of in-    ing program connectiv- 
 dexing    ity with database. And 
 with     informed to the other 
 database    member of team.  
         
M1,M2 Implementation5Days 06/07/15 11/07/15 M1 and M2 imple- 
 of data   mented  data mining 
 mining   algorithm and regularly 
 algo-   discussed this imple- 
 rithms   mentation with the 
      other members of team. 
     
M1,M2 Algorithms 2 Days 11/07/15 13/07/15 M1 and M2 makes the 
 connec-   connectivity algorithm 
 tivity   programs with GUI. 
     
M1, M2 Integration 10 Days 15/07/15 24/07/15 M1, M2 integrated 
 of all   all the module. Imple- 
 modules   mented whole system 
      properly.     
       
M1,M2 Unit  2 Days 25/07/15 27/07/15 M1 and M2 performed 
 testing   the unit testing and 
      noted down results 
      and discuss with other 
      member of team.  
     
M1, M2 Integrated  5 Days 25/07/15 29/07/15 M1 and M2 performed 
 testing   the integrated testing 
      and noted down results 
      and discuss the result of 
      testing with other mem- 
      ber.       
     
M1, M2 Deployment1 Day 30/07/2015 30/07/2015 M1, M2 will de- 
      ploy the application to 
      the College and show 
      the results.    
             
   Table 8.2: Member Activities and Task       
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Conclusion and Future Scope 
 
 
 
 
9.1  Conclusion 
 
SQL injection is one most important web security threat that needs attention so as to 
improve security for the users and their data. This paper deals with an application specific 
randomized encryption algorithm to detect and prevent it. Further its effectiveness was 
compared with other existing techniques and its performance was quantified. Hence we 
took up this web security vulnerability and analyzed its attack types. Security threat posed 
SQLIA is really high and it is very necessary to protect user’s data in a web application, 
since it is very confidential and sensitive. 
 
 
9.2Future Scope 
 
.  
The proposed work can be extended further to detect more number of attacks and further 
performance can be improved.  
1. System can be modified for detection and prevention of XML attacks and attacks on 
web services 
 2. Can be extended for detection and prevention of more number of attack
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Appendix I 
 
 
 
 
Installing JAVA 
 
The user has to install Java SE(Standard Edition) Development Kit 7 in order to run the 
application. Java development kit allows the user to run the Java applications without having 
to physically install Java. Java SE 7 is available for downloading on the Web. It can be in-
stalled even for Linux/Window. After the installation has been completed, the application can 
be executed on the user’s system. 
 
 
Installing Eclipse Juno 
 
The user has to install Eclipse Juno Service Release 2 inorder to run the application. 
It is available for downloading on the web. After the installation has been completed, 
 the application can be executed on the user’s system. 
 
Installing SQLyog 
 
The user has to  install sqlyog community edition version 7.01. The user then has to load the 
database file in the sqlyog. 
 
Open Online Banking 
 
The first step after opening eclipse is to open online banking where you can open the online 
bank system and see the customer details as well as make transactions..
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