


















In der vorliegendenArbeit werdenmit Hilfe deshandels̈ublichenHigh-Level-
Synthese-WerkzeugsMonet derFirmaMentorGraphics Schaltungenfür eine
ATM-Switch-Steuerungsynthetisiert.Zweck der Untersuchungist esfestzustellen,
ob esmöglich undsinnvoll ist, Schaltungenfür schnelleDaten̈ubertragungmit Hil-
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High-Level-Synthese-Werkzeugesind erst seit wenigenJahrenauf dem Markt. Nach-
dem1995der“Behavioral Compiler ” derFa.Synopsys angebotenwurde,erschien
1998 “Monet ” der Fa. Mentor Graphics.Die Aufnahmeder HLS-Werkzeugevon
denHardware-Entwicklerngeschiehtnurzögerlich,manscheutdieEinarbeitungszeitund
kannauchnichtabscḧatzen,obderEinsatzderWerkzeugezueinemErfolg führt.Esgibt
Beispielefür guteSynthesenvon Verhaltensbeschreibungenvon Matritzenberechnungen
(MPEG-Komprimierung)oderDif ferentialgleichungen.Untersuchungen̈uberdeneffek-
tivenEinsatzvon General-Purpose-HLS-Werkzeugenfür die Synthesevon Steuerschal-
tungenfür Hochgeschwindigkeitsnetzesindnochnichtbekannt.






Der in diesemBerichthäufigverwendeteNamen“Monet” ist ein Handelsname.
Die Arbeit gliedertsich wie folgt: Im nächstenAbschnittwird auf die High-Level-
Syntheseeingegangen,danachwird kurz die Anwendung:die ATM-Switch-Steuerung
beschrieben.Im Kapitel 2 wird dasverwendetenSynthesewerkzeugMonet vorgestellt.
In denKapiteln 4 bis 10 wird die Syntheseder einzelnenATM-Module beschrieben.In
der Zusammenfassungsind die Syntheseergebnissetabellarischdargestelltund werden





in derHardware-BeschreibungsspracheVHDL) eineRT- (Register-Transfer)Struktur. Die
RT-StrukturbestehtauseinemDatenfluß-Teil undeinemKontrollfluß-Teil, der alsFSM
(Finite StateMachine)ausgef̈uhrt ist [DeMi94] [Gaj92].Der Datenflußentḧalt die Lese-
OperationenderEingangssignale,dieDatenverarbeitungderselbenunddieSchreibopera-
tionenderAusgangssignale.
Der Kontrollfluß definiert die zeitlicheAbfolge in diskretenTaktschritten(Schedu-
ling) derDatenflußoperationen.
Die High-Level-Synthese(HLS) wird vondenheutigenHLS-Werkzeugenim wesent-
lichenin dreiSchrittendurchgef̈uhrt:
1. Allokation: Hier werdendieKomponentenfür die Schaltungselektiert.
2. Scheduling:Die Kontrollschrittewerdenfestgelegt.
3. Assignment(oderBinding):Die in derAllokation definiertenKomponentenwerden
denOperationenin deneinzelnenKontrollschrittenzugeordnet.
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Ein großerVorteil für denSchaltungsentwicklerist, daßbeiEinsatzeinesHLS-Werk-
zeugsnicht nur die Selektionder einzelnenKomponentenvom Werkzeugdurchgef̈uhrt
wird, sondernauchdieEntwicklungdesControllers(FiniteStateMachine,FSM)automa-
tischerfolgt. Der Entwicklerkannsichauf die effizienteBeschreibungdesDatenflusses
undaufdie OptimierungderSchaltungkonzentrieren.
1.1.2 Ablauf der Synthese
Die High-Level-Synthesewird sowohl für BC alsauchfür Monet in folgendenSchritten
durchgef̈uhrt:
1. Modifizieredie simulierteVHDL-Beschreibungin folgenderHinsicht:
(a) Festlegungdes“Reset”undentsprechendeKodierung.In unseremFall ist ein
synchronesZurücksetzenausreichend.
(b) FestlegungdesEingabe-Ausgabe-Modus( ieheKapitel: “Eingabe-Ausgabe-
Modi”). In unseremFall ist der“superstateI/O-Modus”angebracht.
(c) Festlegungfür dasAufrollen vonSchleifen.In unseremFall ist esmeistange-
bracht,die Schleifennicht aufzurollen,d.h.dadasAufrollen meistalsVorga-
be(Default)genommenwird, mußeinentprechendesAttribut gesetztwerden.
(z.B.: don’t unroll loop “label”).




(b) Ansiedlungim Entwicklungsraum:(DesignSpace):Die Schaltungmit gerin-
ger Verz̈ogerunghat Vorrangvor geringerFläche.Für Monet wird bei den
“Allocation Constraints”“f astest”ausdrei Stufen(fastest,smallestarea,cu-
stom)selektiert.
(c) FestlegungderTaktperiode.In unseremFall wird jeweilseinTaktperiodevon
25 nsgewählt.
DasErgebnisist eineStrukturbeschreibungauf RT-Ebenein VHDL.
4. SimulationdessynthestisiertenModuls mit Hilfe desobenverwendetenTesttrei-
bers.Damit ist eineÜberpr̈ufung der Funktionaliẗat der synthetisiertenSchaltung
möglich.
Die SimulationnachderSynthesemit anschließender̈Uberpr̈ufungderFunktionaliẗat









Das Blockschaltbild(Abbildung 1) zeigt einenKanal einer ATM-Übertragungsleitung
in der sog.ATM-Schicht.Die FunktionendereinzelnenModule (AHT IN, HT/RT, RC,



























































Monet ben̈otigt eine Technologie-Bibliothek(HLS Library) für die Abscḧatzungvon
Chipfläche(area)undVerz̈ogerung(delay)und für die Erstellungder RTL-Netzlisteals
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Ergebnisder High-Level-Synthese.In dieserBibliothek ist eine Sammlungvon meist





 Die KomponentenwerdendenBibliotheken“mgc lca300kcompdc.lib”
“mgc lca300kdmagdc.lib” entnommen.
 Die Ziel Technologieist eineLCA-Technologie.Die Flächeneinheit1 wird durch
den1-Bit Inverterdargestellt.
2 DasHLS-WerkzeugMonet von Mentor
MonetzeichnetsichdurcheineübersichtlichegraphischeOberfl̈acheaus(siehe[Mum98])




2.1 Regelnfür VHDL-Beschreibungenfür die Synthesemit Monet
2.1.1 SynchronesWarten auf ein Signal
Für jedessynchroneWartenaufein Signalz.B.:
“WAIT UNTIL Clk com’EVENTandClk com= ’1’and Hd rdy = ’1’;”
wird eineSchleifewie folgt geschrieben:
hd_rdy_loop : loop
wait until clk_com’event and clk_com = ’1’;-- ------------
exit hd_rdy_loop when ( hd_rdy = ’1’ );
end loop hd_rdy_loop;
In der Schleifeerscheintdie “Warteanweisung”auf den Takt, und dasWartenauf
dasSignal(hier “hd rdy”). Ein zus̈atzlichesWartenauf ein “Reset”,d.h.ein zus̈atzliches
“exit” in derobigenSchleifekannzu einemProblemführen.Daherwird für dasZurück-
setzendas“globaleReset”gewählt.
2.1.2 Synchronisation der Datenannahme
“SynchronisierenderDatenannahme”bedeutet,Datenvon einerDatenleitung(hier z.B.:
“Data In”) dannin ein Registerzu übernehmen,wennein Synchronisationssignal(hier





Hd_reg(31 downto 24) := Data_In;
wie folgt mit hineingenommenwird.
cell_sync_loop: loop -- fuer monet
wait until clk_aht_in’event and clk_aht_in = ’1’;
Hd_reg(31 downto 24) := Data_In;
exit cell_sync_loop when (Cell_Sync_in = ’1’);
end loop cell_sync_loop;
2.1.3 Die Eingabe-Ausgabe-Modivon Monet
Die Eingabe-Ausgabe-Modisindwie folgt:
1. “Cycle fixed” I/O-Modus: Die einzelnenKontrollschrittewerdenzwingendvom
Entwicklerfestgelegt.
2. “Superstatefixed” I/O-Modus:“Superstates”sindZusẗandezwischenzwei “Wait”-
Anweisungen,in die derSchedulernochweitereKontrollschritte,wennnötig, ein-
fügt. DieserModus wird für unsereAnwendunggewählt. Er ist für Module die
asynchronmiteinaderkommunizierenamgünstigsten.
3. “Freefloating” I/O-Modus:Hier ist esdemSchedulervollkommenfreigestellt,wie
die Kontrollschrittegesetztwerden.DieserModus kann für unsereAnwendung
nichtgewähltwerden.
2.1.4 Zur ücksetzenund Initialisier ender Schaltung(Reset)




exit Reset\_loop when reset = ’1’;
Einfacherist dasimplizite synchroneZurücksetzen.Im DeklarationsteilderArchitektur
einerSchaltungsbeschreibungwird dasAttribut “sync reset”zusammenmit derBezeich-
nungundderPhase(positiv odernegativ) desReset-Signalseingef̈uhrt. Damit kannmit
einem“Reset”-SignalnachjedemZustandeineRückkehr zum Zustand1 der FSM er-
reichtwerden.
2.2 Randbedingungender Synthese:
Für alleModulewerdenfolgendeRandbedingungenfür dieSynthesemit Monetgewählt:
1. I/O-Modus:“superstatefixed”.
2. SchedulingConstraint:“f astest”:(Lösungmit geringsterVerz̈ogerung)





2.3 Simulation der Netzlistenach der Synthese
Die SimulationderNetzlistenachderSynthesewird mit demSimulator“Quicksim	 ”
der Fa. Mentor durchgef̈uhrt. Die Simulationgilt als notwendigeÜberpr̈ufung der Kor-
rektheitdersynthetisiertenSchaltung.
2.4 VerwendeteVersionen:
Bis 30.7. 1998:VersionR 31,danachR 33.
3 Zuverlässigkeit der Synthese
Um die Zuverlässigkeit desSynthesewerkzeugsbeurteilenzu können,wir in diesemZu-
sammenhangein ZuverlässigkeitsmaßZ wie folgt definiert:
1. Z = 10: Die Synthesewurde fehlerlos abgeschlossen.DasErgebnisderSynthese
(dieBeschreibungderSchaltungaufRT-Ebene)ist nachAbscḧatzungdesEntwick-
lersakzeptabelundkorr ekt simulierbar, d.h.die Simulationist funktionalgleich
wie dieSimulationderVerhaltensbeschreibungvor derSynthese.DasErgebnisder
SynthesekanndemnächstenSyntheseschritt(derRT-Synthese)zugef̈uhrt werden.
2. Z = 8: Die Synthesebrichtmit einemProgrammfehler ab. DurchÄndernderVer-
haltensbeschreibungwird eineUmgehungdesFehlerserreicht.Dadurchwird das
ErgebnisderSyntheseakzeptabel undist korr ekt simulierbar. DasErgebnisder
SynthesekanndemnächstenSyntheseschrittzugef̈uhrtwerden.
3. Z = 5: Die Synthesebricht mit einemProgrammfehlerab. DurchÄndernderVer-
haltensbeschreibungwird eineUmgehungdesFehlerserreicht.Dadurchwird das
ErgebnisderSynthesenachAbscḧatzungdesEntwicklersschlechter alsbeiZ = 10
oderZ = 8, jedochdasErgebnisist korr ekt simulierbar. DasErgebnisderSynthese
kanndemnächstenSyntheseschrittzugef̈uhrt werden.
4. Z = 2: Die Synthesebricht mit einemProgrammfehlerab. Eswird nur ein Teiler-
gebniserreicht,daszwarAufschlüssëuberdiezuerwartendeSchaltungergibt, aber
dasErgebnisderSynthesekannnichtweitersynthetisiertwerden.




DasAHT-EingangsmoduleAHT IN nimmt Zellen ausder PhysikalischenSchichtüber
die 8-Bit breiteDatenleitungData in auf (sieheBild 1 oder[LaRo97]).
Das ersteDatenbytekommt synchronmit dem Signal Cell Sync In und die rest-
lichen Bytes der ATM-Zelle erscheinensynchronmit der positiven Flanke desTaktes
Clk AHT in. DadieDatenkontinuierlicheintrefen,isteswichtig,daßdasModulAHT In
auchin jedemTakt für Datenaufnahmenbereitst.
Das Modul AHT In umfaßt zwei Prozesse:den Prozeß“AHTIN” und den Prozeß
“Payload”. Der AHTIN-Prozeßnimmt den 5 Byte großenZellkopf an und gibt davon
4 Bytes (ohne HEC-Byte: HeaderError Control) im Two-Way-Handshake-Modusan




entsprechend en Monet-Richtliniengëandertwerden.Dies trif ft haupts̈achlich zu für
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Abbildung 2: Gantt-ChartdesProzessesAHTIN. Die Spalten1 bis 10 stellendie Kon-
trollzyklendesProzessesdar.
4.1.1 Behandlungder SchleifeL1.
Im “Payload”-Prozeßwerdenin einerSchleife(L1) jeweils4 ByteszueinemWort zusam-
mengefaßtundan denCELL FIFO-Speicher̈ubergeben.Die Nutzlastumfaßt48 Bytes,
d.h.dieseSchleifewird zwölfmal durchlaufen.
Ein Aufrollen der Schleifebedeutet,daßdie Steuereinheit,(die Control-FSM)sehr
vieleZusẗande(hier51)erḧalt.
Daherwird hierzun̈achstversucht,dieSchleifenicht aufzurollen.Die FSMwird ein-




Kontrollzyklusaufgewendetwird. Aus diesemGrundwird die Lösungmit aufgerollter
Schleifegewählt.
4.1.2 Gantt-Charts und FSM’s:
Die Abbildung2 zeigtdiesog.Gantt-ChartdesProzessesAHTIN, die Abbildung3 zeigt
denoberenTeil derGantt-ChartdesPayload-ProzessesnachderSynthese.
Die SynchronisationdeserstenDatenbytesmit demSignalCell Sync In wird ohne
Problemeerreicht.
Beim erstenVersuchübernimmtder Payload-Prozeßdie EingangsdateneinenTakt-
zykluszu sp̈at.Daskanndadurchbehobenwerden,daßim ProzeßAHTIN zwischendas




Im Payload-Prozeßwird eineSchleifefür dasSammelndervier Bytesverwendet,die
amStück zumCell FIFO übertragenwerden.Die Schleifewird 12 mal durchlaufen.Die
SimulationBild 6 zeigt, daßdie Datenkontinuierlich übertragenwerden.Die Schleife
wird bei derSyntheseaufgerollt.
4.1.3 Synthese-Daten
Rechenzeiten:(SunUltra 2 mit 640MB RAM): EssinddieSyntheseschritteaufgef̈uhrt,
die derReihenachaufdergraphischenOberfl̈acheselektiertwerden:
1. Einlesenundin eineinterenDatendarstellungumformen(“elaborate”):ca.14 sec.




















4. Schritt:“ExtractDatapathandFSM’s”: ca.5 sec





DasErgebnisderSyntheseist akzeptabelundkorr ekt simulierbar .
Zuverlässigkeitsmaß:10.
Daten der synthetisiertenSchaltkreise:(RT-Ebene):
GesamteSchaltungsfl̈ache(DP After Sharing): 1842.8
Gescḧatzte Verzögerung(Kritischer Pfad): 17.96ns
1. ProzeßAHTIN
(a) Anzahl Kontrollzyklen: (ScheduleLength) 10. (Bei einerTaktperiodevon
25 ns,simuliertmit Takt 25ns).
(b) Anzahl der Operationen nachMonet-Definition:“RealeOperationen”sind




















































































(a) Anzahl Kontrollzyklen: 52. (Bei einerTaktperiodevon 25 ns,simuliertmit
Takt 25ns).
(b) Schaltungsfl̈ache: (sieheoben).











Simulation des Moduls AHTIN nach der Synthese, die ersten Takte.
Simulation des Moduls AHTIN, Übertragung einer ganzen Zelle.





DasZellkopfübersetzungsmodul(HT) erḧaltdenZellkopfvomModulAHT IN undadres-
siertmit denFeldernVPI/VCI die Routing-Tabelle.Die Routing-Tabellegibt die neuen
VPI/VCI-Werte zus̈atzlich mit einerRouting-Informationzurück. Die neuenVPI/VCI-
























































Abbildung7: Scheduling-Ergebnissedesht mit Monet: Gantt-chart.Die Spaltenzeigen
die Taktzyklen.
5.1.1 Gantt-Chart und FSM




In denSpaltensinddie Taktzyklendargestellt,die Zeilenzeigendie Operationenan.














Abbildung8: Die FSM desProzesseshtproc
Die Abbildung8 zeigtdieFSMfür denProzeß“htproc”. Die FSMist zyklischdarge-





5.1.2 Synthese-Datenfür denProzeß“htpr oc”
Rechenzeiten:(SunUltra 2 mit 640MB RAM): EssinddieSyntheseschritteaufgef̈uhrt,
die derReihenachaufdergraphischenOberfl̈acheselektiertwerden:
1. Einlesenundin eineinterenDatendarstellungumformen(“elaborate”):ca.4 sec.
2. Allokierungs-Schritt(mit Option“fastest”):ca.3 sec.
3. Scheduling-Schritt:ca.3 sec.
4. Schritt:“ExtractDatapathandFSM’s”: ca.3 sec





DasErgebnisderSyntheseist akzeptabelundkorr ekt simulierbar .
Zuverlässigkeitsmaß:10.
Aus demSynthese-Report(sieheAnhang)ergebensichfolgendeZahlen:
1. GesamteSchaltungsfl̈ache(DP After Sharing): 1242.610
2. GescḧatzteVerzögerung(Kritischer Pfad): 2.33ns
3. Anzahl Kontrollzyklen: 7 (Bei einerTaktperiodevon 25 ns,simuliertmit Takt 50
ns).
4. Anzahl der Operationen : “RealeOperationen”sind solcheOperationenfür die
eineKomponentein der Bibliothek zur Verfügungsteht.(z.B.: alle arithmetische
und logischeOperationen)Für “Pseudo-Operationen”werdenkeine Komponen-














Funktionale Simulation der Routing-Steuerung (Singlecast)
Funktionale Simulation der Routing-Steuerung (Multicast)
Abbildung10: SimulationdesRC-Moduls.Die oberenSkalenzeigendieZeit in ns
Die Routing-Information(derRouting-Tag) entḧalt die Information,ob eineEinzel-
verbindung(Singlecast)odereineMehrfachverbindung(Multicast)gefordertist.
Die VerhaltensbeschreibungderVHDL-Architektur entḧalt zweiProzesse:RCIN, der
dasInterfacezum FIFO-Speicherund zur Verbindungssteuerungbedientund RCOUT,
derdie Verbindungzur Schieberegister-Steuerungunterḧalt.
DerProzeßRCIN ist wesentlichkomplizierteralsdasZellkopf-Übersetzungs-Modul.
Esentḧalt eineSchleife,die nicht aufgerolltwerdendarf, sowie mehrfachverschachtelte
IF-Strukturen.












1. Eine“Rest-Loop”mit einemReset-Signalwird eingef̈uhrt.
2. Die Schleifemit der Abfrage nachden Ausgangsbitsim 16 Bit breitenRouting
Tag darf nicht aufgerolltwerden.(Attribut dont unroll). Die verwendeteVersion
(R 33) von Monetbleibt sonstim Allocation-Stephängen.Diesist auchallgemein
sinnvoll, da dasSetzender Ausgangsadressenfür die Verbindungssteuerungnur
seriellerfolgenkann.
3. Die Konvertierungender Laufvariablein der Schleifezur Ausgangsadresse(Typ
Std Logic Vector, 4 Bit breit)wird mit StandardfunktionenausderBibliothekStd -
Logic arith durchgef̈uhrt.
Die ErgebnissedesSchedulingzeigendie “Gantt-charts”Abbildung11 für denRC-
Eingangs-Prozeßrcin undAbbildung12 für denRC-Ausgangs-Prozeßrcout.
Die Abbildung13 zeigt die FSM für denProzeß“rcin” und die Abbildung14 zeigt
die FSMfür denProzeßrcout.
Die Abbildung 15 zeigt die Simulationder Netzlistenachdem letztenSchritt der
Synthesemit Monet:(Shareresources).
6.1.1 Synthese-Daten
Rechenzeiten:(SunUltra 2 mit 640MB RAM): EssinddieSyntheseschritteaufgef̈uhrt,
die derReihenachaufdergraphischenOberfl̈acheselektiertwerden:
1. Einlesenundin eineinterenDatendarstellungumformen(“elaborate”):ca.12 sec.
2. Allokierungs-Schritt(mit Option“fastest”):ca.3 sec.
3. Scheduling-Schritt:ca.3 sec.
4. Schritt:“ExtractDatapathandFSM’s”: ca.3 sec
5. Schritt:“Bind to Components”:ca.3 sec
6. Schritt“Shareresources”:ca.8 sec
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Abbildung11: Scheduling-ErgebnissedesProzessesrcin derRoutingsteuerungmit Mo-
net:GanttChart.Nur derobereundderuntereTeil derGanttChartsinddargestellt.
Zuverlässigkeit:
Die Synthesebleibt im “Allocation”-Schritthängen.DurchÄndernderVerhaltensbe-
schreibung(Die Loop L1 darf nicht aufgerolltwerden)wird eineUmgehungdesFehlers





GesamteSchaltungsfl̈ache(DP After Sharing): 1688.9





(a) Anzahl Kontrollzyklen: 17.













(a) Anzahl Kontrollzyklen: 6.
(b) Anzahl der Operationen nachMonet-Definition:39
* RealeOperationen:1.
* Pseudo-Operationen:38.

















































Die Schieberegister-Steuerung̈ubernimmtdenZellkopf von der Routing-Steuerungund
die Nutzlastdirekt ausdem“Payload-FIFO”.Um einesichereÜbertragungzu gewähr-
leisten,werdensowohl Zellkopf alsauchNutzlastin Einheitenzu 32 Bit mit dem4B/5B
Verfahrenverschl̈usselt.JederEinheitwird einStartzeichenvorangestellt,wobeiderZell-
kopf ein eigenesStartzeichenerḧalt, damitderZellstarteindeutigerkennbarist.
Die Verschl̈usselungsfunktionwird im Package“utilc src” beschrieben.Hier ist es
angebracht,dasSynopsys-Attribut “preserve function” zuwählen.Dadurchwird dieVer-
schl̈usselungsfunktionvom Schedulerwie eineKomponentebehandelt.Eswird vermie-
den, daßbei jeder Verschl̈usselungs-Aktion(je zwei pro Byte) der Verschl̈usselungs-
Quellcodeinline in dieVHDL-Beschreibunghineinkopiertwird.




Letzteresist auchinsofernsinnvoll, alsdasSchieberegisterauf dasSpannungsniveau
desATM-Switches,der in PECL-Technologievorliegt, angehobenwerdenmuß.Für das


























nicht aufgerollt.Die SchleifeL1 wird zwölfmal durchlaufen.Aus funktionalenGründen
ist diessinnvoll, zus̈atzlichwerdendadurchdie ZusẗandederFSM reduziert.
Die gescḧatzteSchaltungsfl̈acheist relativ groß.Daskommtdaher, daßMonetfür die
Datenverschl̈usselungin SRC die Funktion “encd()” nicht automatischwie eineKom-










































ist), sondernjedesmalbeimAufruf die Funktionencd()inline setztunddamitdie Fläche
erḧoht.
Eine separateKomponentezu definieren,ist aufwendig.Es wird in diesemRahmen
daraufverzichtet.
7.1.2 Gantt-Charts und FSM’s:
Die Abbildung17zeigtdenoberenTeil derGantt-ChartdesProzessesShift Proc.




Rechenzeiten:(SunUltra 2 mit 640MB RAM): EssinddieSyntheseschritteaufgef̈uhrt,
die derReihenachaufdergraphischenOberfl̈acheselektiertwerden:
1. Einlesenundin eineinterenDatendarstellungumformen(“elaborate”):ca.16 sec.
2. Allokierungs-Schritt(mit Option“fastest”):ca.5 sec.
3. Scheduling-Schritt:ca.5 sec.
4. Schritt:“ExtractDatapathandFSM’s”: ca.5 sec










GesamteSchaltungsfl̈ache(DP After Sharing): 7120.5
Gescḧatzte Verzögerung(Kritischer Pfad): 7.04ns
Prozeß:Shift Proc
1. Anzahl Kontrollzyklen: (ScheduleLength) 17.(Bei einerTaktperiodevon25ns,
simuliertmit Takt25 ns).
2. Anzahl der Operationen nachMonet-Definition:“RealeOperationen”sindsolche
Operationenfür die eineKomponentein derBibliothek zur Verfügungsteht.(z.B.:













































Die Verbindungs-Steuerung(ConnectionControl CC) nimmt die Verbindungsanfragen
(RoutingRequestsRR) von 14 Routing-Steuerungen(RC) anundbearbeitetsiederRei-
he nach.Eine Verbindungsanfragekann ‘Singlecast’sein, d.h. die Verbindungzu nur










Die Schleifenwerdennicht aufgerollt.Dies reduziertdie Stati der FSM erheblichund
ist ausfunktionalenGründensinnvoll, daderSwitchnur sequentiellkonfiguriertwerden
kann.
8.1.2 Gantt-Chart





Rechenzeiten:(SunUltra 2 mit 640MB RAM): EssinddieSyntheseschritteaufgef̈uhrt,
die derReihenachaufdergraphischenOberfl̈acheselektiertwerden:
1. Einlesenundin eineinterenDatendarstellungumformen(“elaborate”):ca.16 sec.
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2. Allokierungs-Schritt(mit Option“fastest”):ca.3 sec.
3. Scheduling-Schritt:ca.5 sec.
Zuverlässigkeit:








1. Anzahl Kontrollzyklen (ScheduleLength): 17.
(Bei einerTaktperiodevon25ns).
2. Anzahl der OperationennachMonet-Definition:352
“RealeOperationen”sindsolcheOperationenfür die eineKomponentein der Bi-
bliothek zur Verfügungsteht.(z.B.: alle arithmetischeund logischeOperationen)
Für “Pseudo-Operationen”werdenkeineKomponenteneingesetzt.(Pseudo-Operationen









derdieseriellenBitströmeempf̈angt.Die Datenwerdenin Einheitenzu je 48Bit übertra-





























Synthesemit Monetentfernt.Die sichdarausergebendenSchnittstellensindin Abbildung
22ersichtlich.
9.1 Synthesemit Monet
Nach den Monet-spezifischen̈Anderungenim QuellcodedesDaten-Annahme-Moduls
(RD) (z.B. Reset-Loop,SchleifenanstattkombinierteWait-statements,etc.)erhaltenwir
die folgendenSynthese-Ergebnisse.
Die ErgebnissedesSchedulingzeigendie “Gantt-charts”Abbildung23 für denRD-
EingangsProzeßrdin undAbbildung24 für denRD-AusgangsProzeßrdout.
Die Abbildung 25 zeigt die FSM für denProzeß“rdin” unddie Abbildung 26 zeigt
die FSMfür denProzeßrdout.
Die Abbildungen27 und 28 zeigendie Simulationder Netzlistenachdem letzten
SchrittderSynthesemit Monet: (Shareresources).Abbildung27 zeigtdie Annahmeder
erstenZellworte,Abbildung28zeigtdie AnnahmeeinerganzenZelle.
Die gescḧatzteSchaltungsfl̈acheist relativ groß.Daskommtdaher, daßMonetfür die
Datenentschlüsselungin RD die Prozedur“decode()”nicht automatischwie eineKom-
ponentebehandelt(wie diesbeimBC durchdasAttribut “preserve function” theoretisch
möglich wäre),sondernjedesmalbeim Aufruf die Prozedurinline setztund damit die
Flächeerḧoht.
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Abbildung 23: Scheduling-ErgebnissedesProzessesrdin desDaten-Annahme-Moduls




Rechenzeiten:(SunUltra 2 mit 640MB RAM): EssinddieSyntheseschritteaufgef̈uhrt,
die derReihenachaufdergraphischenOberfl̈acheselektiertwerden:
1. Einlesenundin eineinterenDatendarstellungumformen(“elaborate”):ca.16 sec.
2. Allokierungs-Schritt(mit Option“fastest”):ca.5 sec.
3. Scheduling-Schritt:ca.8 sec.










IO_W=>rcell_bus  [&5] 287



























































Der Grund für die hoheSchaltungsfl̈acheist die paralleleRealisierungdes4B/5B
Dekoders.
Gescḧatzte Verzögerung(Kritischer Pfad): 10.1226ns
1. Prozeß:rdin:
(a) Anzahl Kontrollzyklen (ScheduleLength): 10. (Bei einerTaktperiodevon
25 ns,simuliertmit Takt 25ns).
















(a) Anzahl Kontrollzyklen: 6.
(b) Anzahl der Operationen nachMonet-Definition:
A RealeOperationen:1.
A Pseudo-Operationen:28.
(c) Daten der FSM :
A AnzahlderZusẗande:5





DasAHT-AusgangsmoduleAHT OUT nimmt ZellenausdemFIFO OUT-Speicherund
gibt sieauf den8-Bit breitenAusgangskanal.EinenTakt vor jederZellübertragungwird
einCell Presync-Signalaktiv. Mit Zellbeginnwird dasSignalCell Syncoutaktiv gesetzt.
Wichtig ist, daßdie Zelldatenkontinuierlichsynchronmit demTakt Clk aht out auf die
LeitungDataoutgegebenwerden.
DasModul AHT OUT umfaßtzwei Prozesse:AHTOUT, der die Zelldatenin einer
Breite von 32-Bit ausdem FIFO OUT-Speicherholt und AHTOUT Transmit,der die
Datenin einerBreitevon8 Bit aufdie Ausgangsleitungsetzt.
10.1 Synthesemit Monet
Ähnlich wie beimEingangsmodulAHT IN mußauchbeimAusgangsmodulAHT OUT
daraufgeachtetwerden,daß
B dasersteDatenbytesynchronmit demSignalCell Syncoutausgegebenwird.
B die Datenkontinuierlich auf die Ausgangsleitunggesetztwerden,d.h. es dürfen
keineDatenl̈uckenauftretenundkeineDatenverlorengehen.





10.1.1 Behandlungder SchleifenL1 und L2.
Im “AHTOUT”-Prozeßwerdenin einerSchleife(L1) jeweils 4 Bytesvom FIFO OUT
Speichergeholt und an den “AHTOUT Transmit”-Prozeßweitergegeben.Die Schleife
L1 wird zwölfmal durchlaufen.
Im “AHTOUT Transmit”-Prozeßwerdenin einerSchleife(L2) jeweils 4 Bytesauf
die Datenleitung(Dataout) zur physikalischenSchichtgegeben.Die SchleifeL2 wird
zwölfmal durchlaufen.
Ein Aufrollen der Schleifenbedeutet,daßdie Steuereinheiten,(die Control-FSM’s)
sehrviele Zusẗandeerhalten.Daherwird hier zun̈achstversucht,die Schleifennicht auf-
zurollen.DasErgebnisist, daßfür jedeSchleifenausf̈uhrungein zus̈atzlicherKontroll-
zyklus aufgewendetwird, der dazuführt, daßeineDatenl̈ucke auf der Ausgangsleitung
entsteht.DasAttribut “dont unroll” wirkt fälschlicherweisefür beideProzesse.Aus die-
semGrundwird die Lösungmit aufgerolltenSchleifenfür beideProzessegewählt.
10.1.2 Gantt-Charts und FSM’s:
Die Abbildung 29 zeigt den oberenTeil der Gantt-ChartdesProzessesAHTOUT, die
Abbildung 30 zeigt denoberenTeil der Gantt-ChartdesAHTOUT Transmit-Prozesses
nachderSynthese.
Die Abbildung 31 zeigt die FSM desahtout-Prozesses,die Abbildung 32 zeigt die
FSMdesAHTOUT Transmit-Prozesses.
Im AHTOUT Transmit-Prozesswird eineSchleifefür dasAufteilen der vier Bytes
unddasSetztenvon einemByte pro Takt auf die DatenleitungDataout verwendet.Die
Schleifewird 12 mal durchlaufen.Die SimulationBild 33 zeigt,daßdie Datenkontinu-





















































Rechenzeiten:(SunUltra 2 mit 640MB RAM): EssinddieSyntheseschritteaufgef̈uhrt,
die derReihenachaufdergraphischenOberfl̈acheselektiertwerden:
1. Einlesenundin eineinterenDatendarstellungumformen(“elaborate”):ca.8 sec.
2. Allokierungs-Schritt(mit Option“fastest”):ca.5 sec.
3. Scheduling-Schritt:ca.5 sec.
4. Schritt:“ExtractDatapathandFSM’s”: ca.5 sec








GesamteSchaltungsfl̈ache(DP After Sharing): 1338.03











































































(a) Anzahl Kontrollzyklen: (ScheduleLength) 29. (Bei einerTaktperiodevon
25 ns).
(b) Anzahl der Operationen nachMonet-Definition:197.





2. ProzessAHT OUT Transmit
(a) Anzahl Kontrollzyklen: 52. (Bei einerTaktperiodevon 25 ns,simuliertmit
Takt 25ns).
(b) Schaltungsfl̈ache:KeineAngaben.
(c) Anzahl der Operationen nachMonet-Definition:162.






Simulation des Moduls AHT_OUT nach der Synthese: Die ersten Takte
Simulation nach der Synthese: Übertragung einer ganzen Zelle 
Abbildung33:SimulationdesModulsAHT OUT nachderSynthese
11 Zusammenfassung
In dervorliegendenArbeit wird eineATM-Switch-Steuerung(ASS)(siehe[LaRo97])die
in VHDL verhaltensbasiertbeschriebenist, mit Monet von Mentor Graphicssyntheti-
siert.Die Ergebnis-Netzlistenwerdensimuliert.Von derBeschreibungundderSynthese
ausgenommensinddie FIFO-SpeicherunddieRouting-Tabelle(RT).
Dabeizeigt sich,daßalle in der mit VHDL beschriebenenund simuliertenSpezifi-
kationen(nachEinfügenvon Änderungen)synthetisiertwerdenkönnen(Ausnahme:das
Modul CC konntenur biszumScheduling-Schrittsynthetisiertwerden).
Achtet man bei den Verhaltensbeschreibungendarauf,daßnur die synthetisierbare
Untermengeder sehrumfangreichenHardwarebeschreibungsspracheVHDL verwendet
wird, sohaltensichdienötigenÄnderungenim Rahmen.







11.1 VerwendeteBibliotheken und Parametereinstellungen
Abbildung1 zeigtdie verwendetenBibliothekenundParametereinstellungen.
Bibliotheken I/O- Allocation- Takt- Reset
Modus Modus periode
lca 300k compdc superstate fastest 25 ns synchron
lca 300k dmagdc fixed
Tabelle1: VerwendetetBibliothekenundParametereinstellungen
Die Monet-Bibliotheken sindLCA- (Logic Cell Array) Bibliothekenbei denender
Ein-Bit-Invertermit derFlächeneinheit1 die Basis-Zelledarstellt.
Der I/O-Modus “superstatefixed” ist in Kapitel 1 beschrieben.
Der Allocation-Modus gibt die AnsiedlungderSchaltungim Entwicklungsrauman:
In unseremFall hatbei derAllocation eineKomponentemit geringerVerz̈ogerungVor-
rangvor derKomponentemit geringerFläche.
Bei Monet gibt es im Allocation-Schritt drei Wahlmöglichkeiten: fastest,smallest
area,custom.Eswird “f astest”selektiert.




Die TabelleAbbildung 34 zeigt die Ergebnisseder Syntheseder einzelnenModule und
Prozessein Bezugaufnc-loc’s(non-commentarylinesof code),Chipfläche(Area),Verz̈oge-
rung (delay),Anzahl Kontrollschritte(#csteps),Anzahl Operationen(#ops)und FSM-
Daten.
Im erstenBlock derTabelle“Behavioral VHDL Description” werdendie einzelnen
ModuleunddiedazugeḧorigenProzesseaufgef̈uhrt.DieSpalte“nc-loc” (non-commentary
linesof code)gibt die effektive AnzahlderVHDL-Quellcode-Zeilen,ohneKommentar-
undLeerzeilenfür die simulierbareVerhaltensbeschreibungan.Die Spalte“min csteps”
gibt die theoretischkleinsteAnzahl KontrollschrittedesModuls an, bedingtdurchdie
eingef̈ugten“Wait”-Anweisungen.













































































































































1. ProzeßPayload:Um Verz̈ogerungenzu vermeiden,wird die Weitergabeder Zell-
datenandenCell FIFO-Speichersynchronanstattasynchrondurchgef̈uhrt.
2. ProzeßRCIN: Hier wird dieumgekehrteVorgehensweiseingef̈uhrt:Um denZell-
kopf sichervom HeadFIFO zu laden,wird die “Two way handshaking”Kommu-
nikationstattdersynchronen̈Ubertragungangewendet.
3. ProzeßShift Proc:DasSchieberegisterwird ausgelagert.EskannalsexterneKom-
ponenteaufLogikebenein VHDL geschriebenundzugef̈ugt werden.
4. ProzeßRDIN: Auch auf der DatenannahmeseitedesSwitcheswird dasSchiebe-
registerausgelagert.
Bei der Chipfläche(Ar ea) ist die Flächeneinheit1 die FlächeeinerLCA-Basiszelle
(eines1-Bit-Inverters).
Die Flächeist für denDatenpfadundfür dieFSM getrenntangegeben.Sieist für den
DatenpfadnachdemSchritt “ShareResources”abgescḧatztworden.Dieskommteinem
erstenOptimierungsschrittfür dieDatenpfad-Schaltunggleich.
Die Flächensindfür dieModuleSRCundRD relativ groß.Daskommtdaher, daßfür
die Verschl̈usselungin SRCund für die Entschl̈usselungin RD keineseparateKompo-
nentesonderneineFunktionverwendetwird. Esgibt beiMonetkein“preserve function”-
Attribut, daseineFunktionautomatischwie eineseparateKomponenteeinbindet.Monet
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setztdieVer- undEntschl̈usselungsfunktionbei jedemAufruf inline underḧohtdamitdie
Fläche.
SeparateKomponentenzudefinierenist aufwendig.Eswird in diesemRahmendarauf
verzichtet.
Als Verz̈ogerung(Delay) wird die größteVerz̈ogerung(Cumulative Delay)ausdem
“Timing-Report”genommen.DieseVerz̈ogerungwird verursachtdurchdie“langsamste”
OperationpluseventuellsequentielleLogik in dementsprechendenProzeß.Wichtig ist,
daßdieseVerz̈ogerungkleiner ist alsdie Taktperiode(25 ns),sonstwird im Scheduling-
SchritteineTaktperiodehinzugef̈ugt.
Die Anzahl Kontrollschritte(#csteps)sind bei Monet gleich oder höher als in der
VHDL-Beschreibung, da vom Schedulerim “superstatefixed” I/O-Modus zus̈atzliche
Kontrollschritteeingef̈ugtwerden.
Bei denProzessenPayload(Modul AHT IN) und AHTOUT T (letzterProzeß)ge-
neriertMonet52 Kontrollschritte.Dieskommtdurchdas“Aufrollen” derSchleifen.Da-
durchwird einekontinuierlicheDaten̈ubertragungerreicht,allerdingswerdendamit die
FSM’s in Bezugauf dieAnzahlZusẗandeundFlächeneinheitenrelativ groß.
11.2.2 Rechenzeit,Speicherbedarfund Zuverlässigkeit

































Abbildung 35: Zusammenfassungder Syntheseergebnissein Bezug auf Rechenzeit,
SpeicherbedarfundZuverlässigkeit
Als Rechenzeitwird die Zeit für denSchritt angegeben,der im Syntheseablaufam
längstendauert.Meistist diesdieZeit für den“elaborate”-Schritt.BeimModulAHT OUT
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ben̈otigt der“ShareResources”Schrittdie längsteZeit. Die Monet-Rechenzeitenkönnen
nur ungef̈ahr angegebenwerden,da sie manuellgemessenwurden.Eine automatische
Messungist hier nichtmöglich,dadie einzelnenSchritteausdergraphischenOberfl̈ache
mit “Mausklick” selektiertwerden.Die Rechenzeitkannnur ein Richtwertsein,da sie




Monetreichenfür alle Module64 MB Arbeitsspeicher.
Die Zuverlässigkeit ist in Kapitel 3 definiert.DasZuverlässigkeitsmaßZ gibt an,in
welchemMaßdasErgebnisderSynthesekorrektundakzeptabelist.
11.2.3 Dokumentation und Einarbeitungszeit
Dokumentation
Das“Training Workbook” [Montw98] für Monet ist übersichtlichund gut versẗand-
lich.
Darüberhinausgibt esbei Monet relativ wenigDokumentation[Mum98]. D.h. man-
cheDinge suchtmanvergebens.(Beispiel:Wie wird eineVHDL-Funktion als Kompo-
nenteeingebunden?)
Die Einarbeitszeit für Monet ist relativ kurz. Das “Monet Training Workbook”




12 Anhang: Quellcodesund Berichte (reports)der High-
Level-Synthese
UmdenAnhangnichtzuüberladen,wurdenüberlangeOperation-count-ListenundVerz̈ogerungs-
Pfad-Listengek̈urzt.Die Kürzungist jeweilsangezeigtmit “... removedw.l.”
12.1 EingangsmodulAHT IN
Quellcodeder VHDL-V erhaltensbeschreibung
-- Verhaltensbeschreibung des AHT_In fuer
-- Simulation mit qhsim
-- Synthese mit Monet
-- Cellfifo muesste mit minimal ein viertel der Clk_AHT_IN Rate laufen
-- AHT_In hat 2 Prozesse: einen fuer die Aufnahme und asynchrone Weiterleitung
-- des Zell-Headers, der zweite Prozess nimmt die Payload auf, und die
-- asynchrone Weitergabe des Payload Registers an den Cell-Fifo.
-- Aenderung fuer Monet:
-- Synchrone resets und Waits nach Monet-Muster einfuehren!
-- dont_unroll - Attribut eingefuehrt (21. 8. 98)
-- es kann leider nicht beutzt werden..
-- Attribute sync_reset eingefuehrt








PORT (Data_In : IN STD_LOGIC_VECTOR(7 DOWNTO 0);
clk_aht_in : IN STD_LOGIC;
cell_sync_in : IN STD_LOGIC;
reset : IN STD_LOGIC;
Hd_fetch : IN STD_LOGIC;
Cell_fetch : IN STD_LOGIC;
Buffer_full : IN BOOLEAN;
Hd_Bus : OUT STD_LOGIC_VECTOR(31 DOWNTO 0);
Cell_Bus : OUT STD_LOGIC_VECTOR(31 DOWNTO 0);
Hd_rdy : OUT STD_LOGIC;
Cell_rdy : OUT STD_LOGIC);
END aht_in;
---------------------------------
ARCHITECTURE aht1ar OF aht_in IS
SIGNAL Cell_part : STD_LOGIC_VECTOR(31 DOWNTO 0);
SIGNAL Start_Payl: STD_LOGIC;
SIGNAL Cell_ack : STD_LOGIC;
ATTRIBUTE sync_reset OF aht1ar : ARCHITECTURE IS "reset" ;
ATTRIBUTE reset_phase OF AHTIN : LABEL IS "positive" ;
ATTRIBUTE reset_phase OF Payload : LABEL IS "positive" ;
BEGIN
AHTIN: PROCESS
-- Der AHTIN Process nimmt den Header auf und leitet ihn asynchron
-- an HT weiter.
VARIABLE Hd_reg : STD_LOGIC_VECTOR(31 downto 0); --Reg fuer Header B.
BEGIN -- Process
-- Reset: Setze alle Variablen und Indices zurueck ----------------------
Hd_rdy <= ’0’;
Start_Payl <= ’0’;
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
------------------------ Haupt-Loop ---------------------------------
-- Cell_Sync_In erscheint, eine neue Zelle kommt an...
WHILE NOT Buffer_full loop -- main loop ------------------------
Start_Payl <= ’0’;
-- Monet: Fuer jedes synchtrone Wait: eine separate loop
-- Wait UNTIL Clk_AHT_In’EVENT AND .... and Cell_Sync_In = ’1’;
cell_sync_loop: loop -- fuer monet
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wait until clk_aht_in’event and clk_aht_in = ’1’;
Hd_reg(31 downto 24) := Data_In;
exit cell_sync_loop when (cell_sync_in = ’1’);
end loop cell_sync_loop;
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’; -- fuer monet
-- Cell_Sync ist da, lade den Header.. ---------------------
Hd_reg(31 downto 24) := Data_In; -- 1. Byte
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
Hd_reg(23 downto 16) := Data_In; -- 2. Byte
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
Hd_reg(15 downto 8) := Data_In; -- 3. Byte
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
Hd_reg(7 downto 0) := Data_In; -- 4. Byte
-- Das HEC Byte bleibt unberuecksichtigt.
-- Hd_Bus <= Hd_reg; -- Setze das Hdreg. auf den Bus und
-- Hd_rdy <= ’1’; -- Vergiss den HEC...
-- Start_Payl <= ’1’;
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’; -- HEC Byte
Hd_Bus <= Hd_reg; -- Setze das Hdreg. auf den Bus
Hd_rdy <= ’1’; -- Vergiss den HEC...
Start_Payl <= ’1’; -- Aktiviere den Payload Prozess
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
-- Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’ and Hd_fetch = ’1’;
Hd_fetch_loop: loop -- fuer monet
wait until clk_aht_in’event and clk_aht_in = ’1’;
exit Hd_fetch_loop when ( Hd_fetch = ’1’ );
end loop Hd_fetch_loop;
Hd_rdy <= ’0’;
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
End loop; -- Main Loop
End Process;
Payload: PROCESS
-- Der Payload Process nimmt den Header auf und leitet ihn asynchron
-- an den Cell-Fifo weiter.
VARIABLE Cell_reg : STD_LOGIC_VECTOR(31 downto 0); -- Reg fuer Cell Bytes
VARIABLE Cell_reg2 : STD_LOGIC_VECTOR(31 downto 0); -- Reg fuer Cell Bytes
-- attribute dont_unroll of L1 : label is true;
BEGIN -- Process
-- Reset: Setze alle Variablen und Indices zurueck ---------------
Cell_rdy <= ’0’;
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
-- Die Payload wird geladen
Payl: loop -- main loop ---------------------------
Cell_rdy <= ’0’;
-- Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’ and Start_Payl = ’1’;
start_payl_loop: loop -- fuer monet
wait until clk_aht_in’event and clk_aht_in = ’1’;
exit start_payl_loop when ( Start_Payl = ’1’ );
end loop start_payl_loop;
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’; -- fuer monet
L1: FOR k in 1 TO 12 loop
-- 4 Byte der Zelle werden geladen..
-- Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’; -- fuer monet
Cell_reg(31 downto 24) := Data_In; -- 1. Byte 153
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
Cell_reg(23 downto 16) := Data_In; -- 2. Byte 157
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
Cell_reg(15 downto 8) := Data_In; -- 3. Byte 161
IF Cell_fetch = ’1’ THEN Cell_rdy <= ’0’; END IF;
45
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
Cell_reg(7 downto 0) := Data_In; -- 4. Byte 167
-- Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
Cell_Reg2 := Cell_reg;
Cell_Bus <= Cell_reg2; -- Lade 4 Bytes
Cell_rdy <= ’1’;
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
end loop; -- (For k in 1 to 12)
Wait UNTIL Clk_AHT_In’EVENT AND Clk_AHT_In = ’1’;
End loop; -- Payload loop ----------------------------------------



















extended operation counts and delay paths removed. w.l.
Processes in design:
ahtin payload





I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_aht_in (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
-------------
Total Area: 0.00
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 IO_W=>hd_rdy 59 &0 PSEUDO
1 ASSIGN 60 &2 PSEUDO
10 RISINGEDGE 79 PSEUDO
11 IO_R<=data_in 81 PSEUDO
12 RISINGEDGE 83 PSEUDO
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13 IO_R<=data_in 85 PSEUDO
14 RISINGEDGE 87 PSEUDO
15 IO_R<=data_in 89 PSEUDO
16 RISINGEDGE 91 PSEUDO
17 IO_R<=data_in 93 PSEUDO
18 RISINGEDGE 100 PSEUDO
19 IO_W=>hd_bus 101 &3 PSEUDO
2 RISINGEDGE 61 &1 PSEUDO
20 IO_W=>hd_rdy 102 &5 PSEUDO
21 ASSIGN 103 &6 PSEUDO
22 RISINGEDGE 105 &4 PSEUDO
23 LOOP 109 hd_fetch_l PSEUDO
24 RISINGEDGE 110 PSEUDO
25 TERMINATE 111 PSEUDO
26 IO_W=>hd_rdy 114 &7 PSEUDO
27 RISINGEDGE 115 &8 PSEUDO
28 LOOP 52 ahtin_loop PSEUDO
29 LOOPEND 52 PSEUDO
3 LOOP 66 loop66 PSEUDO
30 LOOPEND 66 PSEUDO
31 LOOPEND 73 PSEUDO
32 LOOPEND 109 PSEUDO
4 TERMINATE 66 PSEUDO
5 ASSIGN 68 PSEUDO
6 LOOP 73 cell_sync_ PSEUDO
7 RISINGEDGE 74 PSEUDO
8 IO_R<=data_in 75 PSEUDO
9 TERMINATE 76 PSEUDO
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 10 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
28 LOOP 52 ahtin_loop 1 0.000
29 LOOPEND 52 10 0.000
0 IO_W=>hd_rdy 59 &0 1 0.001
1 ASSIGN 60 &2 1 0.001
2 RISINGEDGE 61 &1 2 0.001
3 LOOP 66 loop66 2 0.000
4 TERMINATE 66 2 0.001
30 LOOPEND 66 10 0.000
5 ASSIGN 68 2 0.001
6 LOOP 73 cell_sync_ 2 0.000
31 LOOPEND 73 2 0.000
7 RISINGEDGE 74 2 0.001
8 IO_R<=data_in 75 2 0.001
9 TERMINATE 76 2 0.001
10 RISINGEDGE 79 3 0.001
11 IO_R<=data_in 81 3 0.001
12 RISINGEDGE 83 4 0.001
13 IO_R<=data_in 85 4 0.001
14 RISINGEDGE 87 5 0.001
15 IO_R<=data_in 89 5 0.001
16 RISINGEDGE 91 6 0.001
17 IO_R<=data_in 93 6 0.001
18 RISINGEDGE 100 7 0.001
19 IO_W=>hd_bus 101 &3 7 0.001
20 IO_W=>hd_rdy 102 &5 7 0.001
21 ASSIGN 103 &6 7 0.001
22 RISINGEDGE 105 &4 8 0.001
32 LOOPEND 109 8 0.000
23 LOOP 109 hd_fetch_l 8 0.000
24 RISINGEDGE 110 8 0.001
25 TERMINATE 111 8 0.001
26 IO_W=>hd_rdy 114 &7 9 0.001




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
loop66 9 2 10
cell_sync_loop 1 2 2




I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_aht_in (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
-------------
Total Area: 0.00
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
204 operations removed w.l.
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 52 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
177 LOOP 125 payload_lo 1 0.000
204 operations removed w.l.




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
payl 51 2 52
start_payl_loop 1 2 2
Area Estimate
-------------
Component Post Post Post
Name Area Alloc Bind Share
--------- ---------- ----- ----- -----
AndGate(1,2) 2.000 0 3 3
InvGate(1) 1.000 0 4 4
Mux1h(1,2) 3.000 0 2 2
Mux1h(1,4) 5.000 0 1 1
Mux1h(32,2) 96.000 0 1 1
Mux1h(32,4) 160.000 0 1 1
Mux1h(32,5) 224.000 0 1 1
NorGate(1,13) 9.125 0 1 1
NorGate(1,14) 9.750 0 1 1
NorGate(1,3) 2.000 0 1 1
OrGate(1,2) 2.000 0 110 110
Register(1,0,0) 7.000 0 3 3
Register(32,0,0) 224.000 0 4 4
mux_mux2(2,32) 89.437 0 2 2
rdcnor_four(4,5) 3.015 0 1 1
rdcnor_three(4,4) 2.000 0 1 1




Post-Scheduling Post-DP & FSM Post-Binding Post-Sharing
------------ ---------------- ---------------- ---------------- ----------------
Total Area 0.0 0.0 1842.8 1842.8
Total Reg 0.0 0.0 917.0 (50%) 917.0 (50%)
------------ ---------------- ---------------- ---------------- ----------------
DataPath 0.0 0.0 1842.8 (100%) 1842.8 (100%)
MUX 0.0 0.0 669.9 (36%) 669.9 (36%)
FUNC 0.0 0.0 5.0 (0%) 5.0 (0%)
LOGIC 0.0 0.0 250.9 (14%) 250.9 (14%)
BUFFER 0.0 0.0 0.0 0.0
DP-REG 0.0 0.0 917.0 (50%) 917.0 (50%)
------------ ---------------- ---------------- ---------------- ----------------
FSM 0.0 0.0 0.0 0.0
FSM-REG 0.0 0.0 0.0 0.0
FSM-COMB 0.0 0.0 0.0 0.0






Resource: r507rg(OrGate_1_2) Signal: n_127tmp Unit delay: 0.33 Delay: 0.33
51 resources removed w.l.
Resource: r322rg(Mux1h_1_4) Signal: cell_rdy_pre_ff Unit delay: 0.49 Delay: 17.96
Slacks of outputs:
Clock period or pin-to-pin delay constraint: -1
Slacks of register inputs:
Clock period or pin-to-reg delay constraint: -1
Resource r259rg Port hd_bus_pre_ff -1.5 (clock period exceeded)
Resource r272rg Port hd_rdy_pre_ff -4.98 (clock period exceeded)
Resource r287rg Port start_payl_pre_ff -5.31 (clock period exceeded)
Resource r300rg Port hd_reg_pre_ff -3.35376 (clock period exceeded)
Resource r311rg Port cell_bus_pre_ff -5.87554 (clock period exceeded)
Resource r317rg Port cell_reg_pre_ff -5.63 (clock period exceeded)
Resource r323rg Port cell_rdy_pre_ff -18.96 (clock period exceeded)
FSM name: ahtin (aht_in_sid0_ahtin)
Total area: 905
Combinational area: 640 Sequential area: 265
Input to output delays





Register-output to output delays
clk_aht_in->n_49_fsm: 0
0 delay-paths removed w.l.
clk_aht_in->n_27_fsm: 0
FSM name: payload (aht_in_sid0_payload)
Total area: 15809
Combinational area: 14443 Sequential area: 1366
Input to output delays
Input to register-input delays
start_payl: 0.35
reset: 0.35
Register-output to output delays
clk_aht_in->n_273_fsm: 0
98 delay paths removed w.l.
clk_aht_in->n_157_fsm: 0
----------------------------------------------------------------
Variables Mapped to Memories
----------------------------
Variable Process Line# Size ResID Ram/Rom Component







r311rg 32 bits cell_bus
r287rg 1 bits start_payl
r317rg 32 bits cell_reg
r300rg 32 bits hd_reg
r272rg 1 bits hd_rdy
r323rg 1 bits cell_rdy












IO_R WRITEINDEX OR XNOR SKEDLIST
IO_W AND NOR NOT









-- Verhaltensbeschreibung des HT (Header Translator) fuer Monet
-- und Mentor-Simulator
-- ht_mon/ht_m.vhd
-- Autor: W. Lange. Letzte Aenderung: 12. 5. 1998
-- Aenderungen fuer Monet:






PORT ( Clk_com : IN STD_LOGIC ; -- Clock common
Hd_Bus : IN STD_LOGIC_Vector(31 DOWNTO 0); -- Header - 4 Bytes
Hd_rdy : IN STD_LOGIC; -- AHT1 has Header for you
Hd_fetch : OUT STD_LOGIC; -- Header arrived in HT: Header fechted
RT_Addr : OUT STD_LOGIC_Vector(15 downto 0);
rt_read : OUT STD_LOGIC;
RT_data : IN STD_LOGIC_Vector(39 downto 0);
rtdta_strobe : IN STD_LOGIC;
fwrq : OUT STD_LOGIC; -- Fifo write re.
headout : Out STD_LOGIC_Vector(47 downto 0); -- Fifo input
head_taken : IN STD_LOGIC;
ffull : IN STD_LOGIC; -- fifo ist voll
Reset : IN STD_LOGIC);
END ht;
---------------------------------
ARCHITECTURE htar OF ht IS
BEGIN
htproc : PROCESS
VARIABLE Address : STD_LOGIC_Vector(0 TO 15);
VARIABLE Header : STD_LOGIC_Vector(47 DOWNTO 0); -- Header w. RTag
VARIABLE rtag : STD_LOGIC_Vector(15 DOWNTO 0); -- Hilfsvar. f.rtag
VARIABLE vpivci : STD_LOGIC_Vector(23 DOWNTO 0); -- Hilfsvar. f. vpivci
VARIABLE rtdata : STD_LOGIC_Vector(39 downto 0); -- Hilfsvar.
VARIABLE rdwrt : STD_LOGIC;
BEGIN -- Process -------------------------------------------------------
reset_loop: loop
Hd_fetch <= ’0’; -- Setze die Signale auf null..
fwrq <= ’0’;
rt_read <= ’0’;
-- Headfifo_reset; -- Reset Header - Puffer (noch nicht eingebaut)
-- WAIT UNTIL Clk_com’event and Clk_com = ’1’; (mon)
------------------------ Haupt-Loop ----------------------------------
WHILE TRUE LOOP
-- Hole einen Header vom AHT1_In ab ---------------
--------------------Warte auf Hd_rdy_up --------------------------
hd_rdy_loop: loop -- sync. loop (mon)
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when Reset = ’1’; -- Synchronous reset (mon)






Header(31 downto 0) := Hd_Bus;
Hd_fetch <= ’1’; -- Sag AHT1_In: Header abgeholt!
------------------------Warte auf Hd_rdy_dwn ---------------------
hd_rdy_dwn_lp: loop -- sync. loop (mon)
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when Reset = ’1’; -- Synchronous reset (mon)





-- Adressiere die Routing-Tabelle VPI_2, VCI_2
Address := Header(27 downto 24) & Header(15 downto 4); -- Get VCI/VPI
-- Hier kann man die Adressrechnung einsetzen Addr:=F1(Addr);
-- Adressiere die RT und hole die neuen VPI und VCI’s
RT_Addr <= Address; -- Setze die Adresse
rt_read <= ’1’;
Hd_fetch <= ’0’;
------------ Warte auf das RT-Data Ergebnis ------------------------
rt_lp: loop -- sync. loop (mon)
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when Reset = ’1’; -- Synchronous reset (mon)






rtag := rtdata(39 downto 24); -- Hilfsvariablen wegen CADDY
vpivci := rtdata(23 downto 0); -- Hilfsvariablen wegen CADDY
-- Header(31 DOWNTO 28) ist GFC, von Bit 3 bis 0: PTI und CLP
Header(47 downto 4) := rtag & Header(31 DOWNTO 28) & vpivci;
rt_read <= ’0’;
------ Speichere das Headerregister im Headerpuffer ab ----------
f_full_lp: loop -- sync. loop (mon)
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when Reset = ’1’; -- Synchronous reset (mon)







------------------------ 5. Takt ----------------------------------
hd_taken_lp: loop -- sync. loop (mon)
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when Reset = ’1’; -- Synchronous reset (mon)






WAIT UNTIL Clk_com’event and Clk_com = ’1’;
exit reset_loop when Reset = ’1’; -- Synchronous reset (mon)
END LOOP; --
end loop; -- reset loop
END Process;






















I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_com (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
InvGate(1) 1.00 1 1.00
-------------
Total Area: 1.00
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 LOOP 46 reset_loop PSEUDO
45 operations removed w.l.
9 IO_R<=hd_bus 67 PSEUDO
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 7 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
0 LOOP 46 reset_loop 1 0.000
43 operations removed w.l.




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
loop55 7 1 7
hd_rdy_loop 1 1 1
hd_rdy_dwn_lp 1 2 2
rt_lp 1 3 3
f_full_lp 1 4 4
hd_taken_lp 1 5 5
Area Estimate
-------------
Component Post Post Post
Name Area Alloc Bind Share
--------- ---------- ----- ----- -----
InvGate(1) 1.000 1 5 5
AndGate(1,2) 2.000 0 3 3
Mux1h(1,2) 3.000 0 3 3
Mux1h(16,2) 48.000 0 1 1
Mux1h(48,2) 144.000 0 1 1
Mux1h(48,3) 192.000 0 1 1
NorGate(1,2) 1.000 0 1 1
OrGate(1,2) 2.000 0 8 8
Register(1,0,0) 7.000 0 3 3
Register(16,0,0) 112.000 0 1 1
Register(48,0,0) 336.000 0 2 2
rdcnor_four(4,8) 5.537 0 3 3




Post-Scheduling Post-DP & FSM Post-Binding Post-Sharing
------------ ---------------- ---------------- ---------------- ----------------
Total Area 1.0 1.0 1242.6 1242.6
Total Reg 0.0 0.0 805.0 (65%) 805.0 (65%)
------------ ---------------- ---------------- ---------------- ----------------
DataPath 1.0 (100%) 1.0 (100%) 1242.6 (100%) 1242.6 (100%)
MUX 0.0 0.0 393.0 (32%) 393.0 (32%)
FUNC 0.0 0.0 16.6 (1%) 16.6 (1%)
LOGIC 1.0 (100%) 1.0 (100%) 28.0 (2%) 28.0 (2%)
BUFFER 0.0 0.0 0.0 0.0
DP-REG 0.0 0.0 805.0 (65%) 805.0 (65%)
------------ ---------------- ---------------- ---------------- ----------------
FSM 0.0 0.0 0.0 0.0
FSM-REG 0.0 0.0 0.0 0.0
FSM-COMB 0.0 0.0 0.0 0.0






Resource: r317rg(OrGate_1_2) Signal: n_12tmp Unit delay: 0.33 Delay: 0.33
Resource: r320rg(OrGate_1_2) Signal: n_13tmp Unit delay: 0.33 Delay: 0.66
Resource: r323rg(OrGate_1_2) Signal: n_14tmp Unit delay: 0.33 Delay: 0.99
Resource: r326rg(OrGate_1_2) Signal: n_15tmp Unit delay: 0.33 Delay: 1.32
Resource: r329rg(OrGate_1_2) Signal: n_16tmp Unit delay: 0.33 Delay: 1.65
Resource: r332rg(OrGate_1_2) Signal: n_17tmp Unit delay: 0.33 Delay: 1.98
Resource: r27rg(InvGate_1) Signal: n_26tmp Unit delay: 0.09 Delay: 2.07
Resource: r30rg(AndGate_1_2) Signal: hd_fetch_pre_ff Unit delay: 0.26 Delay: 2.33
Slacks of outputs:
Clock period or pin-to-pin delay constraint: 25
Slacks of register inputs:
Clock period or pin-to-reg delay constraint: 25
Resource r31rg Port hd_fetch_pre_ff 22.67
Resource r40rg Port header_pre_ff 24.33
Resource r55rg Port fwrq_pre_ff 22.67
Resource r64rg Port headout_pre_ff 24.5
Resource r71rg Port rt_addr_pre_ff 24.5
Resource r84rg Port rt_read_pre_ff 22.67
FSM name: htproc (ht_sid0_htproc)
Total area: 430
Combinational area: 279 Sequential area: 151
Input to output delays



















Variables Mapped to Memories
----------------------------
Variable Process Line# Size ResID Ram/Rom Component







r64rg 48 bits headout
r55rg 1 bits fwrq
r84rg 1 bits rt_read
r71rg 16 bits rt_addr
r40rg 48 bits header












IO_R WRITEINDEX OR XNOR SKEDLIST
IO_W AND NOR NOT









-- Verhaltensbeschreibung des RC fuer
-- Synthese mit Monet
-- rc_bc.vhd hat ein two-way handshaking IF auch zum Header_FIFO
-- rc_bc.vhd hat Interfaces zu Head_FIfo, CC und SRC_Out,
-- in dieser Version wurde die Abfrage von ’free’ umgestellt.
-- dadurch ist die Simulation stabiler.
-- moegliche Verbesserungen: siehe notes.
-- 2 Prozesse werden verwendet RCIN, RCOUT.
-- RCIN nimmt header und Routing Tag auf, untersucht den Routing Tag
-- und kommuniziert mit dem Connection Controller (CC)
-- RCOUT gibt den header an SRC weiter und kommuniziert mit SRC
-- multicast muss sein, damit der CC weiss, wann "configure" gegeben wird
-- Das Signal free gibt an, wann xmit_bsy nach einer Uebertragung
-- wieder aktiv werden darf, d.h. wann die Belegung eines Ausgangs
-- aufgehoben ist.
-- Aenderungen, um v_parser zum Laufen zu bringen:
-- use IEEE.std_logic_unsigned.all; auskommentiert
-- Aenderungen fuer BC:
-- Attribute: dont_unroll fuer die LOOPS.
-- viele Wait’s gesetzt um HLS-45/etc. Fehler zu eleminieren.
-- Autor: W. Lange. 16. 2. 98
-- Umgeschrieben fuer Monet: 27. 5. 98








reset : IN STD_LOGIC;
Clk_com : IN STD_LOGIC;
Hd_read : OUT STD_LOGIC; -- HEADER_FIFO
Hd_write : IN STD_LOGIC;
Hd_Data : IN STD_LOGIC_VECTOR(31 DOWNTO 0);
Hd_loaded : OUT STD_LOGIC; -- for tw-handshake
busy : IN STD_LOGIC; -- SRC_OUT
transmit : OUT STD_LOGIC;
load_hd : OUT STD_LOGIC;
header : OUT STD_LOGIC_VECTOR(31 DOWNTO 0);
load_ok : IN STD_LOGIC;
multicast : OUT STD_LOGIC; -- CC
RR : OUT STD_LOGIC;
OA : OUT STD_LOGIC_VECTOR(3 DOWNTO 0);
WAIT_CC : IN STD_LOGIC;
free : IN STD_LOGIC;




ARCHITECTURE rcar OF rc IS
SIGNAL connected : BOOLEAN;
SIGNAL head_reg : STD_LOGIC_VECTOR(31 DOWNTO 0);
SIGNAL hd_reg_bsy : BOOLEAN;
SIGNAL hd_r_b : BOOLEAN; -- sagt RCOUT proc, head_reg busy
SIGNAL head_ready : BOOLEAN;
BEGIN
RCIN: PROCESS -- Der SRCIN Process nimmt den Header und den R-tag auf
VARIABLE r_tag : STD_LOGIC_VECTOR(15 DOWNTO 0);
VARIABLE r_tag_old : STD_LOGIC_VECTOR(15 DOWNTO 0);
-- VARIABLE hilf : STD_LOGIC_VECTOR(31 DOWNTO 0);
VARIABLE first : BOOLEAN;
-- attribute dont_unroll : boolean;
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attribute dont_unroll of L1 : label is true;
BEGIN -- Process
reset_loop: loop












Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
main_loop: loop -- main loop ---------------------------
first := TRUE;
-- Warte bis das Header Reg. frei ist.
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and not hd_reg_bsy;
hd_reg_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit hd_reg_loop when (hd_reg_bsy = FALSE);
end loop hd_reg_loop;
-- Setze Hd_read: Lies den Zellkopf ein -----------------
Hd_read <= ’1’;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-45)(10)
-- Warte bis ein Header da ist.
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and Hd_write = ’1’;
Hd_write_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit Hd_write_loop when (Hd_write = ’1’);
end loop Hd_write_loop;
r_tag := Hd_Data(15 downto 0);
Hd_loaded <= ’1’; -- two way handshake
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-45)
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and Hd_write = ’0’;
Hd_write2_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit Hd_write2_loop when (Hd_write = ’0’);
end loop Hd_write2_loop;
Hd_loaded <= ’0’;
hd_r_b <= true; -- kuendige den Header an
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and Hd_write = ’1’;
Hd_write3_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);





head_ready <= true; -- bedeutet: der Header ist geladen
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and Hd_write = ’0’;
Hd_write4_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit Hd_write4_loop when (Hd_write = ’0’);
end loop Hd_write4_loop;
Hd_loaded <= ’0’;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and busy = ’0’;
busy_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit busy_loop when (busy = ’0’);
end loop busy_loop;
IF (r_tag_old /= r_tag) THEN
r_tag_old := r_tag;
xmit_bsy <= ’0’; -- CC: Gib die Verbindungen frei
55
connected <= FALSE;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
IF r_tag(15) = ’1’ THEN multicast <= ’1’; END IF;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-45)(7)
-- ELSE
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
-- END IF;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- versetzt fuer monet
exit reset_loop when (reset = ’1’); -- fuer monet
-- Die loop L1 prueft 14 bits im rtag nach requests fuer
-- Verbindungen. (Multicast) Fuer jedes aktive Bit:
-- Generierung einer Ausgangsadresse
L1: FOR i IN 13 DOWNTO 0 loop -- Wir haben nur 14 Kanaele
IF r_tag(i) = ’1’ THEN
IF first THEN -- Tue’s nur das erste mal
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and free = ’1’;
free_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit free_loop when (free = ’1’);
end loop free_loop;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
xmit_bsy <= ’1’; -- Wenn die Verbindung geloest ist ..
first := FALSE;
-- OA <= convert(i);
OA <= std_logic_vector(conv_unsigned(i, 4)); -- library fct..
RR <= ’1’;
ELSE
-- OA <= convert(i);
OA <= std_logic_vector(conv_unsigned(i, 4)); -- library fct..
RR <= ’1’;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS47)
exit reset_loop when (reset = ’1’); -- fuer monet
END IF; -- IF first
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-4
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and WAIT_CC = ’1’;
WAIT_CC_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit WAIT_CC_loop when (WAIT_CC = ’1’);
end loop WAIT_CC_loop;
-- WAIT UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC (12)
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and WAIT_CC = ’0’;
WAIT_CC2_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit WAIT_CC2_loop when (WAIT_CC = ’0’);
end loop WAIT_CC2_loop;
-- WAIT_CC = ’0’ heisst: die Verbindung steht, es geht weiter
RR <= ’0’;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
ELSE
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-47)(5)
END IF; -- IF r_tag(i) = ’1’
END loop;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-47)(8)
multicast <= ’0’;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
ELSE
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-47)(9)
END IF; -- If r_tag-old /= r_tag ..
connected <= TRUE;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-45)(11)
exit reset_loop when (reset = ’1’);
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and not hd_reg_bsy;
hd_reg_bsy_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);





Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
end loop; -- main loop









-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
main_loop: loop -- main loop ---------------------------
-- Warte bis SRC_Out der header kommt -----------------------
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and hd_r_b;
hd_r_b_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit hd_r_b_loop when (hd_r_b = TRUE);
end loop hd_r_b_loop;
hd_reg_bsy <= true;
-- Warte bis der Header geladen ist. (head_ready)
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and head_ready;
head_ready_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit head_ready_loop when (head_ready = TRUE);
end loop head_ready_loop;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and busy = ’0’;
busy2_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);




-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-45)(1)
-- Der header ist abgegeben, Das Register ist wieder frei
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and load_ok = ’1’;
load_ok_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);




-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-45)(2)
-- Warte bis die Verbindung steht, dann kann uebertragen werden ---
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and connected;
connected_loop: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit connected_loop when (connected = TRUE);
end loop connected_loop;
transmit <= ’1’;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- fuer BC(HLS-45)(3)
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’ and busy = ’1’;
busy_loop3: loop -- fuer monet
wait until Clk_com’event and Clk_com = ’1’;
exit reset_loop when (reset = ’1’);
exit busy_loop3 when (busy = ’1’);
end loop busy_loop3;
transmit <= ’0’;
END loop; -- main loop
end loop; -- reset loop



























I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_com (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
InvGate(1) 1.00 1 1.00
cmp_cla(0,1,1,1,16,16) 130.98 1 130.98
dec_rpl(1,5) 28.00 1 28.00
rdcor_two(3,4) 3.00 1 3.00
read_indexB(14,1) 0.00 1 0.00
read_indexB(16,0) 0.00 1 0.00
-------------
Total Area: 162.98
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 LOOP 72 reset_loop PSEUDO
130 ops removed w.l.
99 OR 179 rdcor_two(3,4)
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 17 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
126 ASSIGN 67 9 0.001
130 ops removed w.l.




Loop N_Unroll Interval Latency




Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
main_loop 16 2 17
hd_reg_loop 1 2 2
hd_write_loop 1 3 3
hd_write2_loop 1 4 4
hd_write3_loop 1 5 5
hd_write4_loop 1 6 6
busy_loop 1 7 7
l1 5 9 13
free_loop 1 9 9
wait_cc_loop 1 10 10
wait_cc2_loop 1 11 11
hd_reg_bsy_loop 1 15 15
Process: rcout
---------------------------------------------------
I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_com (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
InvGate(1) 1.00 1 1.00
-------------
Total Area: 1.00
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 LOOP 264 reset_loop PSEUDO
37 ops removed w.l.
9 LOOP 287 head_ready PSEUDO
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 6 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
0 LOOP 264 reset_loop 1 0.000
37 ops removed w.l.




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
main_loop 6 1 6
hd_r_b_loop 1 1 1
head_ready_loop 1 2 2
busy2_loop 1 3 3
load_ok_loop 1 4 4
connected_loop 1 5 5




Component Post Post Post
Name Area Alloc Bind Share
--------- ---------- ----- ----- -----
InvGate(1) 1.000 2 20 20
cmp_cla(0,1,1,1,16,16) 130.980 1 1 1
dec_rpl(1,5) 28.000 1 1 1
rdcor_two(3,4) 3.000 1 0 0
read_indexB(14,1) 0.000 1 0 0
read_indexB(16,0) 0.000 1 0 0
AndGate(1,2) 2.000 0 10 10
AndGate(1,3) 2.000 0 5 5
Mlatch(1) 5.000 0 3 3
Mux1h(1,2) 3.000 0 8 8
Mux1h(1,3) 4.000 0 5 5
Mux1h(16,2) 48.000 0 1 1
Mux1h(16,3) 64.000 0 1 1
Mux1h(32,2) 96.000 0 2 2
Mux1h(4,2) 12.000 0 1 1
Mux1h(4,3) 16.000 0 1 1
NandGate(1,2) 1.000 0 3 3
NorGate(1,19) 12.875 0 1 1
NorGate(1,2) 1.000 0 7 7
NorGate(1,20) 13.500 0 5 5
NorGate(1,3) 2.000 0 1 1
OrGate(1,2) 2.000 0 45 45
OrGate(1,3) 2.000 0 1 1
Register(1,0,0) 7.000 0 13 13
Register(16,0,0) 112.000 0 2 2
Register(32,0,0) 224.000 0 2 2
Register(4,0,0) 28.000 0 2 2
mux_aoi(2,1) 4.000 0 4 4
mux_aoi(2,4) 12.683 0 1 1
mux_mux4(14,1) 27.178 0 1 1
rdcand_three(1,4) 3.000 0 2 2
rdcnor_four(4,7) 4.742 0 1 1
rdcnor_four(4,9) 6.301 0 3 3
TOTAL AREA (After Sharing): 1688.860
Area Estimate
-------------
Post-Scheduling Post-DP & FSM Post-Binding Post-Sharing
------------ ---------------- ---------------- ---------------- ----------------
Total Area 164.0 164.0 1688.9 1688.9
Total Reg 0.0 0.0 819.0 (48%) 819.0 (48%)
------------ ---------------- ---------------- ---------------- ----------------
DataPath 164.0 (100%) 164.0 (100%) 1688.9 (100%) 1688.9 (100%)
MUX 0.0 0.0 431.9 (26%) 431.9 (26%)
FUNC 162.0 (99%) 162.0 (99%) 203.6 (12%) 203.6 (12%)
LOGIC 2.0 (1%) 2.0 (1%) 234.4 (14%) 234.4 (14%)
BUFFER 0.0 0.0 0.0 0.0
DP-REG 0.0 0.0 819.0 (48%) 819.0 (48%)
------------ ---------------- ---------------- ---------------- ----------------
FSM 0.0 0.0 0.0 0.0
FSM-REG 0.0 0.0 0.0 0.0
FSM-COMB 0.0 0.0 0.0 0.0






Resource: r498rg(OrGate_1_2) Signal: n_67tmp Unit delay: 0.33 Delay: 0.33
Resource: r501rg(OrGate_1_2) Signal: n_68tmp Unit delay: 0.33 Delay: 0.66
Resource: r504rg(OrGate_1_2) Signal: n_69tmp Unit delay: 0.33 Delay: 0.99
Resource: r507rg(OrGate_1_2) Signal: n_70tmp Unit delay: 0.33 Delay: 1.32
Resource: r510rg(OrGate_1_2) Signal: n_71tmp Unit delay: 0.33 Delay: 1.65
Resource: r513rg(OrGate_1_2) Signal: n_72tmp Unit delay: 0.33 Delay: 1.98
Resource: r516rg(OrGate_1_2) Signal: n_73tmp Unit delay: 0.33 Delay: 2.31
Resource: r519rg(OrGate_1_2) Signal: n_74tmp Unit delay: 0.33 Delay: 2.64
Resource: r522rg(OrGate_1_2) Signal: n_75tmp Unit delay: 0.33 Delay: 2.97
Resource: r525rg(OrGate_1_2) Signal: n_76tmp Unit delay: 0.33 Delay: 3.3
Resource: r528rg(OrGate_1_2) Signal: n_77tmp Unit delay: 0.33 Delay: 3.63
Resource: r531rg(OrGate_1_2) Signal: n_78tmp Unit delay: 0.33 Delay: 3.96
Resource: r534rg(OrGate_1_2) Signal: n_79tmp Unit delay: 0.33 Delay: 4.29
Resource: r537rg(OrGate_1_2) Signal: n_80tmp Unit delay: 0.33 Delay: 4.62
Resource: r540rg(OrGate_1_2) Signal: n_81tmp Unit delay: 0.33 Delay: 4.95
Resource: r543rg(OrGate_1_2) Signal: n_82tmp Unit delay: 0.33 Delay: 5.28
Resource: r546rg(OrGate_1_2) Signal: n_83tmp Unit delay: 0.33 Delay: 5.61
Resource: r596rg(OrGate_1_2) Signal: n_101tmp Unit delay: 0.33 Delay: 5.94
Resource: r599rg(OrGate_1_2) Signal: n_102tmp Unit delay: 0.33 Delay: 6.27
Resource: r654rg(NorGate_1_2) Signal: n_121tmp Unit delay: 0.18 Delay: 6.45
Resource: r243rg(Mux1h_1_3) Signal: hd_loaded_pre_ff Unit delay: 0.49 Delay: 6.94
Slacks of outputs:
Clock period or pin-to-pin delay constraint: 25
Slacks of register inputs:
Clock period or pin-to-reg delay constraint: 25
Resource r136rg Port hd_read_pre_ff 18.71
Resource r151rg Port head_ready_pre_ff 18.71
Resource r160rg Port r_tag_pre_ff 24.5
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Resource r167rg Port r_tag_old_pre_ff 18.72
Resource r180rg Port n_4tmp_19_pre_ff 20.7522
Resource r189rg Port multicast_pre_ff 18.39
Resource r198rg Port rr_pre_ff 18.39
Resource r204rg Port oa_pre_ff 18.72
Resource r208rg Port n_47dp 23.0554
Resource r212rg Port first 24.26
Resource r216rg Port n_4tmp_19 24.28
Resource r222rg Port head_reg_pre_ff 24.5
Resource r235rg Port hd_r_b_pre_ff 18.71
Resource r244rg Port hd_loaded_pre_ff 18.06
Resource r254rg Port first_pre_ff 23.95
Resource r267rg Port l1__i_pre_ff 20.4822
Resource r282rg Port xmit_bsy_pre_ff 19.04
Resource r291rg Port connected_pre_ff 18.39
Resource r455rg Port load_hd_pre_ff 22.34
Resource r464rg Port header_pre_ff 24.5
Resource r477rg Port hd_reg_bsy_pre_ff 22.34
Resource r492rg Port transmit_pre_ff 22.34
FSM name: rcin (rc_sid0_rcin)
Total area: 3590
Combinational area: 3060 Sequential area: 530
Input to output delays



















Register-output to output delays
clk_com->n_36_fsm: 0
37 delays removed w.l. (all 0)
clk_com->n_34_fsm: 0
FSM name: rcout (rc_sid0_rcout)
Total area: 517
Combinational area: 350 Sequential area: 167
Input to output delays





















Variables Mapped to Memories
----------------------------
Variable Process Line# Size ResID Ram/Rom Component





r455rg 1 bits load_hd
61
r204rg 4 bits oa
r222rg 32 bits head_reg
r492rg 1 bits transmit
r160rg 16 bits r_tag
r180rg 1 bits n_4tmp_19 n_6tmp_20
r477rg 1 bits hd_reg_bsy
r244rg 1 bits hd_loaded
r198rg 1 bits rr
r208rg 0 bits n_11tmp
r282rg 1 bits xmit_bsy
r212rg 0 bits n_12tmp
r464rg 32 bits header
r167rg 16 bits r_tag_old
r267rg 4 bits l1__i
r151rg 1 bits head_ready
r216rg 0 bits n_13tmp
r235rg 1 bits hd_r_b
r136rg 1 bits hd_read
r189rg 1 bits multicast
r254rg 1 bits first











IO_R WRITEINDEX OR XNOR SKEDLIST
IO_W AND NOR NOT









-- Verhaltensbeschreibung des SRC fuer
-- Simulation mit Mentor qhsim
-- Synthese mit Monet
-- src_mon.vhd hat einen Prozess
-- Umgeschrieben fuer Monet von Synopsys BC-Version
-- Prozeduren shift und encode wieder inline eingearbeitet. - Fuer BC
-- Reset eingefuehrt
-- Das Schieberegister wird ausgelagert, da BC einen
-- eine Taktzyclus hinzufuegt. - Fuer BC
-- Letzte Version von srcout.vhd mit 4B/5B encoder
-- Am Anfang vor jeder Uebertragung einer Header-Zelle
-- steht das Header-Startzeichen: "11001" (X19)
-- Am Anfang vor jeder Uebertragung eines 32 - bit - Reg
-- steht das Payload-Register-Startzeichen: "10001" (X11)
-- Autor: W. Lange 1.9.98







PORT (Clk_xmit : IN STD_LOGIC;
reset : IN STD_LOGIC; -- Fuer BC und Monet
busy : OUT STD_LOGIC; -- von und zu SRC_IN
transmit : IN STD_LOGIC;
load_hd : IN STD_LOGIC;
header : IN STD_LOGIC_VECTOR(31 DOWNTO 0);
load_ok : OUT STD_LOGIC;
Cell_read : OUT STD_LOGIC; -- Cell_FIFO
Cell_write : IN STD_LOGIC;
Cell_word : IN STD_LOGIC_VECTOR(31 DOWNTO 0);
Cell_loaded : OUT STD_LOGIC;
-- Cell_data : OUT STD_LOGIC -- Datenleitung entfernt
sr_ready : IN STD_LOGIC; -- neu fuer SR
sr_strobe : OUT STD_LOGIC; -- neu fuer SR - Date





ARCHITECTURE srcoutar OF srcout IS
ATTRIBUTE sync_reset OF srcoutar : ARCHITECTURE IS "reset" ;
ATTRIBUTE reset_phase OF Shift_Proc : LABEL IS "positive" ;
BEGIN
Shift_Proc: PROCESS
VARIABLE shift_reg : STD_LOGIC_VECTOR(47 DOWNTO 0);
VARIABLE aux_reg : STD_LOGIC_VECTOR(31 DOWNTO 0);
attribute dont_unroll of L1 : label is true;
-- Bitlokationen des shift_reg
-- 47 43 42 38 37 33 32 28 27 23 22 18 17 13 12 8 7 3 2 0
-- shift_reg := "11001 00000 00000 00000 00000 00000 00000 00000 00000 000";
PROCEDURE load_reg_encode IS
BEGIN
shift_reg(42 downto 38) := encd(aux_reg(31 downto 28));
shift_reg(37 downto 33) := encd(aux_reg(27 downto 24));
shift_reg(32 downto 28) := encd(aux_reg(23 downto 20));
shift_reg(27 downto 23) := encd(aux_reg(19 downto 16));
shift_reg(22 downto 18) := encd(aux_reg(15 downto 12));
shift_reg(17 downto 13) := encd(aux_reg(11 downto 8));
shift_reg(12 downto 8) := encd(aux_reg(7 downto 4));













Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’;
main_loop: loop
-- Load Header -----------------------------------------------
-- Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’ and load_hd = ’1’;
load_hd_loop: loop -- fuer monet
wait until Clk_xmit’event and Clk_xmit = ’1’;
exit load_hd_loop when (load_hd = ’1’);
end loop load_hd_loop;




Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’; -- f. BC(HLS-45)
-- Lade Schieberegister und encodiere den Header
-- load_reg_encode; encode wandelt 4 Bit in 5 Bit um
load_reg_encode;
Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’;
load_hd2_loop: loop -- fuer monet
wait until Clk_xmit’event and Clk_xmit = ’1’;
exit load_hd2_loop when (load_hd = ’0’);
end loop load_hd2_loop;
load_ok <= ’0’;
-- Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’; -- f. BC(HLS-45)(1)
-- Warte auf transmit und sr_ready ---------------------
-- Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’ and transmit = ’1’;
transmit_loop: loop -- fuer monet
wait until Clk_xmit’event and Clk_xmit = ’1’;
exit transmit_loop when (transmit = ’1’ and sr_ready = ’1’);
end loop transmit_loop;
-- wenn das und-Verknuepfen hier geht.. ist das ein grosser Vorteil..
-- Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’ and sr_ready = ’1’;
shift_reg(47 downto 43) := "11001"; -- lade das "Start_Cell" Zeichen




shiftreg <= shift_reg; -- lade das Schieberegister
-- Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’;
-- Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’ and sr_ready =’0’;
sr_ready_loop: loop -- fuer monet
wait until Clk_xmit’event and Clk_xmit = ’1’;
exit sr_ready_loop when (sr_ready = ’0’);
end loop sr_ready_loop;
sr_strobe <= ’0’;
Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’;
-- Schiebe die Payload durch den Switch ---------------------
L1: FOR k IN 1 TO 12 loop
Cell_read <= ’1’;
Cell_write_loop: loop -- fuer monet
wait until Clk_xmit’event and Clk_xmit = ’1’;
exit Cell_write_loop when (Cell_write = ’1’);
end loop Cell_write_loop;
-- Lade Schieberegister und encodiere die Daten (load_reg_encode;)
aux_reg := Cell_word;
Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’;
load_reg_encode;
Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’;
Cell_loaded <= ’1’;
Cell_read <= ’0’;
Cell_write2_loop: loop -- fuer monet
wait until Clk_xmit’event and Clk_xmit = ’1’;
exit Cell_write2_loop when (Cell_write = ’0’);
end loop Cell_write2_loop;
Cell_loaded <= ’0’;
sr_ready2_loop: loop -- fuer monet
wait until Clk_xmit’event and Clk_xmit = ’1’;
exit sr_ready2_loop when (sr_ready = ’1’);
end loop sr_ready2_loop;
shift_reg(47 downto 43) := "10001"; -- lade das "Start_Reg" Zeichen
-- Schiebe ein Payload-Wort durch den Switch (call proc shift) -----
-- entfernt
sr_strobe <= ’1’;
shiftreg <= shift_reg; -- lade das Schieberegister
sr_ready3_loop: loop -- fuer monet
wait until Clk_xmit’event and Clk_xmit = ’1’;
exit sr_ready3_loop when (sr_ready = ’0’);
end loop sr_ready3_loop;
sr_strobe <= ’0’;
Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’;
END loop; -- For i = 1 to 12
busy <= ’0’;
Wait UNTIL Clk_xmit’EVENT AND Clk_xmit = ’1’;
END loop; -- main_loop












function encd(v: STD_LOGIC_VECTOR(3 downto 0)) return STD_LOGIC_VECTOR;
end;
---------------------------------------------------
package body utils_src is
function encd(v : STD_LOGIC_VECTOR(3 downto 0)) return STD_LOGIC_VECTOR IS
VARIABLE temp : STD_LOGIC_VECTOR(4 downto 0);




WHEN "0000" => temp := "11110";
WHEN "0001" => temp := "01001";
WHEN "0010" => temp := "10100";
WHEN "0011" => temp := "10101";
WHEN "0100" => temp := "01010";
WHEN "0101" => temp := "01011";
WHEN "0110" => temp := "01110";
WHEN "0111" => temp := "01111";
WHEN "1000" => temp := "10010";
WHEN "1001" => temp := "10011";
WHEN "1010" => temp := "10110";
WHEN "1011" => temp := "10111";
WHEN "1100" => temp := "11010";
WHEN "1101" => temp := "11011";
WHEN "1110" => temp := "11100";
WHEN "1111" => temp := "11101";






























I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_xmit (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
AndGate(1,2) 2.00 1 2.00
InvGate(1) 1.00 1 1.00
cmp_cla(0,1,1,1,4,4) 38.00 1 38.00
65
inc_vn(0,4) 18.00 1 18.00
-------------
Total Area: 59.00
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 CONDITIONALTRANSFER 37 PSEUDO
708 ops removed w.l.
99 SELECT 25 PSEUDO
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 17 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
394 READSLICE 18 4 0.001
702 operations removed w.l.




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
main_loop 16 2 17
load_hd_loop 1 2 2
load_hd2_loop 1 5 5
transmit_loop 1 6 6
sr_ready_loop 1 7 7
l1 7 9 15
cell_write_loop 1 9 9
cell_write2_loop 1 11 11
sr_ready2_loop 1 12 12
sr_ready3_loop 1 13 13
Area Estimate
-------------
Component Post Post Post
Name Area Alloc Bind Share
--------- ---------- ----- ----- -----
AndGate(1,2) 2.000 1 3 3
InvGate(1) 1.000 1 11 11
cmp_cla(0,1,1,1,4,4) 38.000 1 113 113
inc_vn(0,4) 18.000 1 1 1
AndGate(48,2) 96.000 0 2 2
InvGate(48) 48.000 0 2 2
Mux1h(1,2) 3.000 0 43 43
Mux1h(1,3) 4.000 0 2 2
Mux1h(4,3) 16.000 0 1 1
Mux1h(48,3) 192.000 0 1 1
Mux1h(48,5) 336.000 0 1 1
NorGate(1,18) 12.250 0 4 4
NorGate(1,2) 1.000 0 3 3
NorGate(1,20) 13.500 0 1 1
OrGate(1,2) 2.000 0 487 487
Register(1,0,0) 7.000 0 5 5
Register(4,0,0) 28.000 0 1 1
Register(48,0,0) 336.000 0 2 2
rdcand_three(1,4) 3.000 0 8 8
rdcor_three(3,4) 3.000 0 8 8
TOTAL AREA (After Sharing): 7120.500
Area Estimate
-------------
Post-Scheduling Post-DP & FSM Post-Binding Post-Sharing
------------ ---------------- ---------------- ---------------- ----------------
Total Area 59.0 59.0 7120.5 7120.5
Total Reg 0.0 0.0 735.0 (10%) 735.0 (10%)
------------ ---------------- ---------------- ---------------- ----------------
DataPath 59.0 (100%) 59.0 (100%) 7120.5 (100%) 7120.5 (100%)
MUX 0.0 0.0 681.0 (10%) 681.0 (10%)
66
FUNC 56.0 (95%) 56.0 (95%) 4360.0 (61%) 4360.0 (61%)
LOGIC 3.0 (5%) 3.0 (5%) 1344.5 (19%) 1344.5 (19%)
BUFFER 0.0 0.0 0.0 0.0
DP-REG 0.0 0.0 735.0 (10%) 735.0 (10%)
------------ ---------------- ---------------- ---------------- ----------------
FSM 0.0 0.0 0.0 0.0
FSM-REG 0.0 0.0 0.0 0.0
FSM-COMB 0.0 0.0 0.0 0.0






Resource: r1220rg(cmp_cla_0_1_1_1_4_4) Signal: n_343dp Unit delay: 2.54 Delay: 2.54
Resource: r2453rg(OrGate_1_2) Signal: n_682tmp Unit delay: 0.33 Delay: 2.87
Resource: r2456rg(OrGate_1_2) Signal: n_683tmp Unit delay: 0.33 Delay: 3.2
Resource: r2459rg(OrGate_1_2) Signal: n_684tmp Unit delay: 0.33 Delay: 3.53
Resource: r2462rg(OrGate_1_2) Signal: n_685tmp Unit delay: 0.33 Delay: 3.86
Resource: r2465rg(OrGate_1_2) Signal: n_686tmp Unit delay: 0.33 Delay: 4.19
Resource: r2468rg(OrGate_1_2) Signal: n_687tmp Unit delay: 0.33 Delay: 4.52
Resource: r2471rg(OrGate_1_2) Signal: n_688tmp Unit delay: 0.33 Delay: 4.85
Resource: r2474rg(OrGate_1_2) Signal: n_689tmp Unit delay: 0.33 Delay: 5.18
Resource: r2477rg(OrGate_1_2) Signal: n_690tmp Unit delay: 0.33 Delay: 5.51
Resource: r2480rg(OrGate_1_2) Signal: n_691tmp Unit delay: 0.33 Delay: 5.84
Resource: r1574rg(Mux1h_1_2) Signal: n_346dp Unit delay: 0.41 Delay: 6.25
Resource: r1048rg(Mux1h_48_5) Signal: n_1043tmp Unit delay: 0.53 Delay: 6.78
Resource: r1055rg(AndGate_48_2) Signal: shift_reg_pre_ff Unit delay: 0.26 Delay: 7.04
Slacks of outputs:
Clock period or pin-to-pin delay constraint: 25
Slacks of register inputs:
Clock period or pin-to-reg delay constraint: 25
Resource r1024rg Port load_ok_pre_ff 19.37
Resource r1033rg Port l1__k_pre_ff 23.52
Resource r1042rg Port sr_strobe_pre_ff 18.72
Resource r1056rg Port shift_reg_pre_ff 17.96
Resource r1071rg Port cell_loaded_pre_ff 19.37
Resource r1086rg Port busy_pre_ff 19.37
Resource r1103rg Port shiftreg_pre_ff 19.7
Resource r1112rg Port cell_read_pre_ff 19.05
FSM name: shift_proc (srcout_sid0_shift_proc)
Total area: 2093
Combinational area: 1694 Sequential area: 399
Input to output delays








Register-output to output delays
clk_xmit->n_155_fsm: 0
27 delays removed (all 0) w.l.
clk_xmit->n_115_fsm: 0
----------------------------------------------------------------
Variables Mapped to Memories
----------------------------
Variable Process Line# Size ResID Ram/Rom Component







r1112rg 1 bits cell_read
r1103rg 48 bits shiftreg
r1071rg 1 bits cell_loaded
r1086rg 1 bits busy
r1042rg 1 bits sr_strobe
r1033rg 4 bits l1__k
r1024rg 1 bits load_ok
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-- Verhaltensbeschreibung des CC mit Multicast fuer
-- Simulation mit Synopsys. Compilierung mit v_parser,
-- cc.vhd hat Interfaces zu 14 mal AHT_IN, und den Switch,
-- CC nimmt die Routing Requests der RC’s auf,
-- und veranlasst den Switch, eine Verbindung zwischen
-- Eingangs - und Ausgangsadresse zu schalten (load und configure)
-- Bis die Verbindung geschaltet ist, wird das Signal
-- Wait_CC aktiviert. Es wird angenommen, dass jedes neue load
-- und configure die alten Verbindungen ueberladedt, sodass ein
-- reset (zum Passthru) zwischen den einzelnen Umschaltungen unnoetig ist.
-- Broadcast kann alle anderen RR’s blockieren. Variable "first" sorgt dafuer,
-- dass nach einem broadcast erst einmal die anderen RR’s an die Reihe kommen.
-- Autor: W. Lange, 4. 11. 97
-- Umgeschrieben fuer Monet: 20. Juli 1998:
-- 1. Monet Libraries zufuegen.
-- Reset zugefuegt: Rst
-- Reset loop
-- Reset zu jedem Wait..
-- convert, convert_to_nat mit Library-Funktionen (auch std_logic_unsigned)
-- gibt Probleme, daher convert ins Package kopiert..
-- Die loops sollen nicht aufgerollt werden: (resultiert in zu vielen
-- csteps (110): (attribute dont_unroll of L1 : label is true;)










rst : IN STD_LOGIC;
Clk_com : IN STD_LOGIC;
RR : IN STD_LOGIC_VECTOR(0 to 13); -- Routing Request
multicast : IN STD_LOGIC_VECTOR(0 to 13);
OA : IN Address;
xmit_bsy : IN STD_LOGIC_VECTOR(0 to 13);
Wait_CC : OUT STD_LOGIC_VECTOR(0 to 13);
free : OUT STD_LOGIC_VECTOR(0 to 13);
S_IA : OUT STD_LOGIC_VECTOR(3 downto 0); -- zum switch
S_OA : OUT STD_LOGIC_VECTOR(3 downto 0);
load : OUT STD_LOGIC;
configure : OUT STD_LOGIC;
reset : OUT STD_LOGIC);
END cc;
ARCHITECTURE ccar OF cc IS
-- Attribut fuer globales reset:
ATTRIBUTE sync_reset OF ccar : ARCHITECTURE IS "rst" ;
ATTRIBUTE reset_phase OF ccin : LABEL IS "positive" ;
BEGIN
ccin: PROCESS -- Der CCIN Process nimmt Routing Requests auf
VARIABLE active_reg,belegt_reg : STD_LOGIC_VECTOR(0 TO 13);
VARIABLE verbind : matrix;
VARIABLE IAd,r,k,OAd : NATURAL := 0;
-- VARIABLE OAD_i : INTEGER;
VARIABLE inp_addr, out_addr : STD_LOGIC_VECTOR(3 DOWNTO 0);
VARIABLE vector_14 : STD_LOGIC_VECTOR(0 to 13) := "00000000000000";
CONSTANT zeros : STD_LOGIC_VECTOR(0 to 13) := "00000000000000";
VARIABLE first : BOOLEAN;
attribute dont_unroll of L1 : label is true;
attribute dont_unroll of L2 : label is true;
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BEGIN -- Process
-- Reset: Setze alle Signale und Variablen zurueck ----------------------
-- reset_loop: loop
belegt_reg := "00000000000000"; -- Zeigt belegte Ausgaenge




Wait_CC <= "00000000000000"; -- 14 Waits auf ’0’






-- Set Switch auf Passthru
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
-- Warte einen Taktzyklus (mind. 7 ns)
configure <= ’0’;
reset <= ’0’;
-- Setze Verbindungsmatrix gesamt auf ’0’
For i in 0 to 13 loop verbind(i) := "00000000000000"; end loop;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
main_loop: loop -- main loop ---------------------------
-- Pruefe ob ein RR da ist.
-- Broadcast Behandlung: haelt alle anderen Uebertragungen an ...
IF RR(0) = ’1’ and first THEN
Wait_CC(0) <= ’1’;
-- Warte bis alle Kanaele frei sind
IF (belegt_reg = zeros) THEN -- alle Ausgaenge frei?
belegt_reg := "11111111111111";
free <= "00000000000000";




Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
-- Warte einen Takt lang (mind. aber 7 ns)
reset <= ’0’;
Wait_CC(0) <= ’0’;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
first := FALSE; -- sorge dafuer, dass auch andere Kanaele drankommen
END IF;
ELSE
-- Suche die Kanaele ab nach einem aktiven RR
L1: FOR i in 1 to 13 loop -- 13 Kanaele-loop
IF multicast(i) = ’1’ THEN
r := 0;
WHILE multicast(i) = ’1’ loop -- multicast loop
r := r + 1;
IF RR(i) = ’1’ THEN
-- connect_sw(k); -- der Compiler kennt i nicht
-- Die Prozedur muss inline gesetzt werden
Wait_CC(i) <= ’1’; -- Setze Wait aktiv --
out_addr := OA(i); -- conv to std_logic_vector
-- OAd := conv_to_nat(out_addr);
-- Konvertierung mit Standard-Funktion (siehe notes)
OAd := natural(CONV_INTEGER(out_addr));
-- inp_addr := convert(p);
inp_addr := std_logic_vector(conv_unsigned(i, 4)); -- library fct..




IF multicast(i) = ’0’ THEN configure <= ’1’; END IF; --ein config.
vector_14 := zeros;
vector_14(OAd) := ’1’;
verbind(i) := verbind(i) or vector_14;
belegt_reg(OAd) := ’1’;
free(i) <= ’0’;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;




active_reg(i) := ’1’; -- nach Wait_CC = ’0’
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
END IF; -- End.. Der Ausgang ist frei
END IF; -- aktive RR’s sind da
EXIT when r = 12; -- 13 waere broadcast
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
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END loop; -- End while loop
configure <= ’1’;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
configure <= ’0’;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
ELSE
IF (RR(i) = ’1’ and active_reg(i) = ’0’) THEN
-- connect_sw(k);
Wait_CC(i) <= ’1’; -- Setze Wait aktiv --
out_addr := OA(i); -- conv to std_logic_vector
OAd := natural(CONV_INTEGER(out_addr));
-- OAd := conv_to_nat(out_addr);
-- inp_addr := convert(i);
inp_addr := std_logic_vector(conv_unsigned(i, 4));




IF multicast(i) = ’0’ THEN configure <= ’1’; END IF; --ein config.
vector_14 := zeros;
vector_14(OAd) := ’1’;
verbind(i) := verbind(i) or vector_14;
belegt_reg(OAd) := ’1’;
free(i) <= ’0’;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;




active_reg(i) := ’1’; -- nach Wait_CC = ’0’
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
END IF; -- End.. Der Ausgang ist frei
END IF; -- Ein aktiver RR ist da
END IF; -- multicast IF Then Else
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
end loop; -- 13 Kanaele loop: Abfrage nach aktivem RR
first := TRUE;
END IF; -- broadcast IF
-- Bei Uebertragungsende, setze belegt-reg und verb-Matrix zurueck
-- Beginne bei der Broadcast-Abfrage
IF active_reg(0) =’1’ THEN -- broadcast - Abfrage




Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
END IF; -- xmit_bsy if ..
END IF; -- active_reg if ..
L2: FOR m in 1 to 13 loop -- kanaele loop
IF xmit_bsy(m) = ’0’ THEN
-- Suche erst mal die aktiven Eingaenge
IF active_reg(m) =’1’ THEN
active_reg(m) := ’0’;
-- Loesche die Belegungenn im belegt-reg
belegt_reg := belegt_reg and not verbind(m);
verbind(m) := zeros;
free(m) <= ’1’;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
END IF; -- end active if
END IF; -- end xmit_bsy if
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
END loop; -- kanaele-loop
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
END loop; -- main loop
-- END loop; -- reset loop
END Process;








--TYPE Address IS ARRAY(Integer Range 0 to 13) OF STD_LOGIC_VECTOR(3 downto 0);
-- TYPE matrix IS ARRAY(Integer Range 0 to 13) OF STD_LOGIC_VECTOR(0 to 13);
-- changed for Monet
subtype vec4 IS STD_LOGIC_VECTOR(3 downto 0);
TYPE Address IS ARRAY (0 to 13) OF vec4;
subtype vec13 IS STD_LOGIC_VECTOR(0 to 13);
TYPE matrix IS ARRAY (0 to 13) OF vec13;
function CONV_INTEGER(ARG: STD_LOGIC_VECTOR) return INTEGER;
function convert(n: natural) return STD_LOGIC_VECTOR;
function conv_to_nat(add : STD_LOGIC_VECTOR) return natural;
end;
---------------------------------------------------
package body utilsCC is
function CONV_INTEGER(ARG: STD_LOGIC_VECTOR) return INTEGER is





function convert(n : natural) return STD_LOGIC_VECTOR IS
VARIABLE temp : STD_LOGIC_VECTOR(3 downto 0);
begin
CASE n IS
WHEN 0 => temp := "0000";
WHEN 1 => temp := "0001";
WHEN 2 => temp := "0010";
WHEN 3 => temp := "0011";
WHEN 4 => temp := "0100";
WHEN 5 => temp := "0101";
WHEN 6 => temp := "0110";
WHEN 7 => temp := "0111";
WHEN 8 => temp := "1000";
WHEN 9 => temp := "1001";
WHEN 10 => temp := "1010";
WHEN 11 => temp := "1011";
WHEN 12 => temp := "1100";
WHEN 13 => temp := "1101";
WHEN 14 => temp := "1110";
WHEN 15 => temp := "1111";




function conv_to_nat(add : STD_LOGIC_VECTOR) return natural IS
VARIABLE temp : Natural;




WHEN "0000" => temp := 0;
WHEN "0001" => temp := 1;
WHEN "0010" => temp := 2;
WHEN "0011" => temp := 3;
WHEN "0100" => temp := 4;
WHEN "0101" => temp := 5;
WHEN "0110" => temp := 6;
WHEN "0111" => temp := 7;
WHEN "1000" => temp := 8;
WHEN "1001" => temp := 9;
WHEN "1010" => temp := 10;
WHEN "1011" => temp := 11;
WHEN "1100" => temp := 12;
WHEN "1101" => temp := 13;
WHEN "1110" => temp := 14;
WHEN "1111" => temp := 15;

































I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_com (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: rst (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
AndGate(14,2) 28.00 1 28.00
InvGate(14) 14.00 3 42.00
OrGate(14,2) 28.00 1 28.00
cmp_cla(0,1,1,1,4,4) 38.00 1 38.00
inc_vn(0,4) 18.00 1 18.00
mux_mux8a(16,14) 375.01 1 375.01
mux_mux8a(16,4) 123.89 1 123.89
rdcor_two(3,14) 13.32 1 13.32
read_indexB(14,0) 0.00 1 0.00
read_indexB(14,1) 0.00 1 0.00
write_indexB(1,0) 0.00 2 0.00
write_indexB(14,1) 0.00 4 0.00
-------------
Total Area: 666.22
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 ASSIGN 76 PSEUDO
349 ops removed w.l.
99 IO_R<=oa(9) 178 PSEUDO
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 17 C-Steps
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Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
190 READSLICE 31 4 0.001
304 delays removed (all 0.001 ns) w.l.




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
main_loop 15 3 17
l1 9 4 12
loop127 4 5 8
l2 3 14 16
Area Estimate
-------------
Component Post Post Post
Name Area Alloc Bind Share
--------- ---------- ----- ----- -----
AndGate(14,2) 28.000 1 0 0
InvGate(14) 14.000 3 0 0
OrGate(14,2) 28.000 1 0 0
cmp_cla(0,1,1,1,4,4) 38.000 1 0 0
inc_vn(0,4) 18.000 1 0 0
mux_mux8a(16,14) 375.012 1 0 0
mux_mux8a(16,4) 123.886 1 0 0
rdcor_two(3,14) 13.323 1 0 0
read_indexB(14,0) 0.000 1 0 0
read_indexB(14,1) 0.000 1 0 0
write_indexB(1,0) 0.000 2 0 0
write_indexB(14,1) 0.000 4 0 0
TOTAL AREA (After Allocation): 666.221
Area Estimate
-------------
Post-Scheduling Post-DP & FSM Post-Binding Post-Sharing
------------ ---------------- ---------------- ---------------- ----------------
Total Area 666.2 0.0 0.0 0.0
Total Reg 0.0 0.0 0.0 0.0
------------ ---------------- ---------------- ---------------- ----------------
DataPath 666.2 (100%) 0.0 0.0 0.0
MUX 498.9 (75%) 0.0 0.0 0.0
FUNC 69.3 (10%) 0.0 0.0 0.0
LOGIC 98.0 (15%) 0.0 0.0 0.0
BUFFER 0.0 0.0 0.0 0.0
DP-REG 0.0 0.0 0.0 0.0
------------ ---------------- ---------------- ---------------- ----------------
FSM 0.0 0.0 0.0 0.0
FSM-REG 0.0 0.0 0.0 0.0
FSM-COMB 0.0 0.0 0.0 0.0
------------ ---------------- ---------------- ---------------- ----------------
Timing Report
--------------
Detailed timing not available until after Component Binding
Variables Mapped to Memories
----------------------------
Variable Process Line# Size ResID Ram/Rom Component
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-- Verhaltensbeschreibung des rd (receive data) fuer
-- Simulation mit quicksim.
-- Synthese mit Monet
-- rd_mon.vhd nimmt zunaechst in einem 5-Bit Schieberegister
-- die Daten aus dem Switch auf.
-- Das Interface muss gegenueber rd.vhd geaendert werden,
-- da wegen des BC auch hier das SR ausgelagert wird.
-- das SR liefert 48 bit Daten parallel.
-- Die ersten 5 bit tragen das Startzeichen, die dekodiert werden.
-- Der decoder ist ein 5B/4B Decoder.
-- Jede Zelle beginnt mit einem Start-Of-Cell Zeichen (’11001’)
-- Jedes der 12 folgenden Zellworte (mit 48 Bit) der Payload
-- beginnt mit einem Start-Of-Payload Zeichen (’10001’) (reg-start)
-- Die letzten 3 bits des Zellworts werden ignoriert.
-- Der 5B/4B decoder prueft auf Fehler: Wenn ein unerlaubtes
-- Zeichen kommt, wird das Signal ‘‘error’’ ungleich Null
-- In diesem Fall wird das Schreiben in den FIFO-OUT Buffer untrdrueckt..
-- Nach jeder Zelluebertragung muessen wenigstens 2 Leertakte kommen
-- rd.vhd ist in 2 Prozesse aufgeteilt:
-- RDIN nimmt die Daten (rcell_data) auf, im Unterschied zu rd.vhd
-- aus einem 5 bit Schieberegister (hilf5),
-- dekodiert sie und setzt sie in ein 32 Bit Reg (out_reg).
-- RDOUT schreibt das out_reg in das out_fifo mit rcell_rdy, rcell_bus
-- Der Takt wird geaendert zu Clk_com (statt Clk_transmit)
-- Monet doesn’t like BOOLEAN Signals







PORT (Clk_com : IN STD_LOGIC;
Reset : IN STD_LOGIC; -- fuer BC eingefuehrt
sr_strobe : IN STD_LOGIC;
sr_data : STD_LOGIC_VECTOR(47 DOWNTO 0);
srdta_taken : OUT STD_LOGIC;
rcell_rdy : OUT STD_LOGIC;
rcell_fetch : IN STD_LOGIC;
rbuffer_full : IN STD_LOGIC;




ARCHITECTURE rd_ar OF rd IS
SIGNAL out_reg : STD_LOGIC_VECTOR(31 downto 0);
-- SIGNAL write_fifo : BOOLEAN;
SIGNAL write_fifo : STD_LOGIC;
SIGNAL error_h : STD_LOGIC_VECTOR(4 downto 0);
SIGNAL error_pl : STD_LOGIC_VECTOR(4 downto 0);
-- SIGNAL wr_ack : BOOLEAN;
SIGNAL wr_ack : STD_LOGIC;
BEGIN
RDIN: PROCESS
-- Der RDIN Process nimmt die Zelle vom Switch auf, dekodiert sie,
-- und gibt sie an den FIFO-OUT weiter.
VARIABLE hilf_reg : STD_LOGIC_VECTOR(47 downto 0);
VARIABLE hilf5 : STD_LOGIC_VECTOR(4 downto 0);
VARIABLE err,err_hold : STD_LOGIC_VECTOR(4 downto 0);
VARIABLE hilf4 : STD_LOGIC_VECTOR(3 downto 0);
-- VARIABLE i,k,m : NATURAL ; -- i,k fuer v_parser .. (BC)
VARIABLE out_reg_h : STD_LOGIC_VECTOR(31 downto 0);
CONSTANT start_cell : STD_LOGIC_VECTOR(4 downto 0):= "11001";
CONSTANT start_payl : STD_LOGIC_VECTOR(4 downto 0):= "10001";
CONSTANT header_err : STD_LOGIC_VECTOR(4 downto 0):= "00001";
CONSTANT payl_err : STD_LOGIC_VECTOR(4 downto 0):= "00010";
-- attribute dont_unroll : boolean;
attribute dont_unroll of L3 : label is true;
-- Bitlokationen von out_reg und Zellwort
-- 31 28 27 24 23 20 19 16 15 12 11 8 7 4 3 0
-- out_reg := "0000 0000 0000 0000 0000 0000 0000 0000";
-- 47 43 42 38 37 33 32 28 27 23 22 18 17 13 12 8 7 3 2 0
-- Zellwort := "11001 00000 00000 00000 00000 00000 00000 00000 00000 000";
BEGIN -- Process










Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’; -- noetig, sonst ist
-- moeglicherweise eine loop ohne wait’s
-- eine neue Zelle kommt an...
WHILE (rbuffer_full = ’0’) loop -- main loop ---------------------------
sr_strobe_loop: loop -- fuer monet
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when (Reset = ’1’);
exit sr_strobe_loop when (sr_strobe = ’1’);
end loop;
-- Der Header ist da.. ------------------------------
hilf_reg := sr_data;
srdta_taken <= ’1’;
sr_strobe_loop_0: loop -- fuer monet
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when (Reset = ’1’);
exit sr_strobe_loop_0 when (sr_strobe = ’0’);
end loop;
srdta_taken <= ’0’;
IF hilf_reg(47 downto 43) = start_cell THEN
-- Das Startzeichen ist da, sammle den Header auf..
hilf5 := hilf_reg(42 downto 38);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(31 downto 28) := hilf4;
hilf5 := hilf_reg(37 downto 33);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(27 downto 24) := hilf4;
hilf5 := hilf_reg(32 downto 28);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(23 downto 20) := hilf4;
hilf5 := hilf_reg(27 downto 23);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(19 downto 16) := hilf4;
hilf5 := hilf_reg(22 downto 18);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(15 downto 12) := hilf4;
hilf5 := hilf_reg(17 downto 13);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(11 downto 8) := hilf4;
hilf5 := hilf_reg(12 downto 8);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(7 downto 4) := hilf4;
hilf5 := hilf_reg(7 downto 3);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(3 downto 0) := hilf4;




ELSE error_h <= header_err;
END IF;
wr_ack_loop: loop -- fuer monet
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when (Reset = ’1’);
exit wr_ack_loop when (wr_ack = ’1’);
end loop;
write_fifo <= ’0’;
-- Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
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-- Sammle die Payload auf
L3 : FOR k in 1 to 12 loop
sr_strobe_loop_1: loop -- fuer monet
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when (Reset = ’1’);
exit sr_strobe_loop_1 when (sr_strobe = ’1’);
end loop;
-- Das Zellwort ist da.. ----------------------
hilf_reg := sr_data;
srdta_taken <= ’1’;
sr_strobe_loop_01: loop -- fuer monet
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when (Reset = ’1’);
exit sr_strobe_loop_01 when (sr_strobe = ’0’);
end loop;
srdta_taken <= ’0’;
IF hilf_reg(47 downto 43) = start_payl THEN
-- Das Startzeichen ist da, sammle das Zellwort auf..
hilf5 := hilf_reg(42 downto 38);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(31 downto 28) := hilf4;
hilf5 := hilf_reg(37 downto 33);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(27 downto 24) := hilf4;
hilf5 := hilf_reg(32 downto 28);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(23 downto 20) := hilf4;
hilf5 := hilf_reg(27 downto 23);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(19 downto 16) := hilf4;
hilf5 := hilf_reg(22 downto 18);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(15 downto 12) := hilf4;
hilf5 := hilf_reg(17 downto 13);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(11 downto 8) := hilf4;
hilf5 := hilf_reg(12 downto 8);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(7 downto 4) := hilf4;
hilf5 := hilf_reg(7 downto 3);
decode(hilf5,hilf4,err);
IF err /= "00000" THEN err_hold := err; END IF;
out_reg_h(3 downto 0) := hilf4;




ELSE error_pl <= payl_err;
END IF;
wr_ack_loop_1: loop -- fuer monet
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when (Reset = ’1’);
exit wr_ack_loop_1 when (wr_ack = ’1’);
end loop;
write_fifo <= ’0’;
End loop; -- 1 to 12 loop
-- WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
End loop; -- Main Loop




-- Der RDOUT Process laedt das out_register in den rd-FIFO
-- und kommuniziert mit dem rd-FIFO
-- Achtung, Kommunikation zwischen RDIN und RDOUT
-- ueber write_fifo ist synchron. Das kann Probleme geben, wenn
-- rcell_fetch zu lange ausbleibt.
-- rcell_fetch
-- sollte innerhalb von 4 Takten nach rcell_rdy kommen.
VARIABLE Cell_reg : UNSIGNED(31 downto 0); -- Reg fuer Cell Bytes
BEGIN -- Process
reset_loop: loop




Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
WHILE (rbuffer_full = ’0’) loop -- main loop ---------------------------
wr_fifo_loop_1: loop -- fuer monet
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when (Reset = ’1’);





wr_fifo_loop_0: loop -- fuer monet
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when (Reset = ’1’);
exit wr_fifo_loop_0 when (write_fifo = ’0’);
end loop;
wr_ack <= ’0’;
rcell_fetch_loop: loop -- fuer monet
WAIT UNTIL Clk_com’EVENT and Clk_com = ’1’;
exit reset_loop when (Reset = ’1’);
exit rcell_fetch_loop when (rcell_fetch = ’1’);
end loop;
rcell_rdy <= ’0’;
Wait UNTIL Clk_com’EVENT AND Clk_com = ’1’;
END loop; -- main loop











procedure decode(v : IN STD_LOGIC_VECTOR(4 downto 0);
ret : OUT STD_LOGIC_VECTOR(3 downto 0);
err : OUT STD_LOGIC_VECTOR(4 downto 0));
end;
---------------------------------------------------
package body utilsrd is
procedure decode( v : IN STD_LOGIC_VECTOR(4 downto 0);
ret : OUT STD_LOGIC_VECTOR(3 downto 0);
err : OUT STD_LOGIC_VECTOR(4 downto 0)) IS





WHEN "11110" => ret := "0000";
WHEN "01001" => ret := "0001";
WHEN "10100" => ret := "0010";
WHEN "10101" => ret := "0011";
WHEN "01010" => ret := "0100";
WHEN "01011" => ret := "0101";
WHEN "01110" => ret := "0110";
WHEN "01111" => ret := "0111";
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WHEN "10010" => ret := "1000";
WHEN "10011" => ret := "1001";
WHEN "10110" => ret := "1010";
WHEN "10111" => ret := "1011";
WHEN "11010" => ret := "1100";
WHEN "11011" => ret := "1101";
WHEN "11100" => ret := "1110" ;
WHEN "11101" => ret := "1111";































I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_com (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
InvGate(1) 1.00 1 1.00
cmp_cla(0,1,1,1,5,5) 46.12 1 46.12
inc_vn(0,4) 18.00 1 18.00
-------------
Total Area: 65.12
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 LOOP 85 reset_loop PSEUDO
670 ops removed w.l.
99 ASSIGN 37 PSEUDO
Cycle Constraints
-----------------
From To Constraint Actual Met?




TOTAL SCHEDULE LENGTH 10 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
40 ASSIGN 27 4 0.001
668 delays (all 0.001) removed w.l.




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
loop96 9 2 10
sr_strobe_loop 1 2 2
sr_strobe_loop_0 1 3 3
wr_ack_loop 1 5 5
l3 5 6 10
sr_strobe_loop_1 1 6 6
sr_strobe_loop_01 1 7 7
wr_ack_loop_1 1 9 9
Process: rdout
---------------------------------------------------
I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_com (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
InvGate(1) 1.00 1 1.00
-------------
Total Area: 1.00
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 LOOP 284 reset_loop PSEUDO
1 IO_W=>rcell_rdy 286 &3 PSEUDO
10 ASSIGN 306 PSEUDO
11 IO_W=>rcell_rdy 299 PSEUDO
12 IO_W=>rcell_bus 300 PSEUDO
13 ASSIGN 301 PSEUDO
14 LOOP 303 wr_fifo_lo PSEUDO
15 RISINGEDGE 304 PSEUDO
16 TERMINATE 306 PSEUDO
17 NOT 306 InvGate(1)
18 ASSIGN 309 PSEUDO
19 LOOP 311 rcell_fetc PSEUDO
2 IO_W=>rcell_bus 287 &5 PSEUDO
20 RISINGEDGE 312 PSEUDO
21 TERMINATE 314 PSEUDO
22 IO_W=>rcell_rdy 317 &7 PSEUDO
23 RISINGEDGE 318 &8 PSEUDO
24 LOOPEND 284 PSEUDO
25 LOOPEND 291 PSEUDO
26 LOOPEND 293 PSEUDO
27 LOOPEND 303 PSEUDO
28 LOOPEND 311 PSEUDO
3 ASSIGN 288 &6 PSEUDO
4 RISINGEDGE 289 &4 PSEUDO
5 LOOP 291 loop291 PSEUDO
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6 TERMINATE 291 PSEUDO
7 LOOP 293 wr_fifo_lo PSEUDO
8 RISINGEDGE 294 PSEUDO
9 TERMINATE 296 PSEUDO
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 6 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
0 LOOP 284 reset_loop 1 0.000
24 LOOPEND 284 6 0.000
1 IO_W=>rcell_rdy 286 &3 1 0.001
2 IO_W=>rcell_bus 287 &5 1 0.001
3 ASSIGN 288 &6 1 0.001
4 RISINGEDGE 289 &4 2 0.001
5 LOOP 291 loop291 2 0.000
6 TERMINATE 291 2 0.001
25 LOOPEND 291 6 0.000
7 LOOP 293 wr_fifo_lo 2 0.000
26 LOOPEND 293 2 0.000
8 RISINGEDGE 294 2 0.001
9 TERMINATE 296 2 0.001
11 IO_W=>rcell_rdy 299 2 0.001
12 IO_W=>rcell_bus 300 2 0.001
13 ASSIGN 301 2 0.001
14 LOOP 303 wr_fifo_lo 3 0.000
27 LOOPEND 303 3 0.000
15 RISINGEDGE 304 3 0.001
16 TERMINATE 306 3 0.001
17 NOT 306 3 0.090
18 ASSIGN 309 3 0.001
28 LOOPEND 311 4 0.000
19 LOOP 311 rcell_fetc 4 0.000
20 RISINGEDGE 312 4 0.001
21 TERMINATE 314 4 0.001
22 IO_W=>rcell_rdy 317 &7 5 0.001




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
loop291 5 2 6
wr_fifo_loop_1 1 2 2
wr_fifo_loop_0 1 3 3
rcell_fetch_loop 1 4 4
Area Estimate
-------------
Component Post Post Post
Name Area Alloc Bind Share
--------- ---------- ----- ----- -----
InvGate(1) 1.000 2 4 4
cmp_cla(0,1,1,1,5,5) 46.122 1 3 3
cmp_rpl1(0,1,1,1,5,5) 42.594 0 256 256
inc_vn(0,4) 18.000 1 1 1
AndGate(1,2) 2.000 0 2 2
AndGate(32,2) 64.000 0 1 1
InvGate(32) 32.000 0 1 1
Mux1h(1,2) 3.000 0 2 2
Mux1h(1,3) 4.000 0 66 66
Mux1h(32,2) 96.000 0 1 1
Mux1h(32,3) 128.000 0 1 1
Mux1h(4,2) 12.000 0 1 1
Mux1h(4,3) 16.000 0 1 1
NorGate(1,2) 1.000 0 68 68
OrGate(1,2) 2.000 0 797 797
Register(1,0,0) 7.000 0 4 4
Register(32,0,0) 224.000 0 2 2
Register(4,0,0) 28.000 0 2 2
Register(48,0,0) 336.000 0 1 1
mux_aoi(2,1) 4.000 0 1 1
mux_aoi(2,4) 12.683 0 1 1
mux_mux2(2,48) 129.458 0 1 1
rdcnor_four(4,8) 5.537 0 1 1
rdcnor_four(4,9) 6.301 0 2 2




Post-Scheduling Post-DP & FSM Post-Binding Post-Sharing
------------ ---------------- ---------------- ---------------- ----------------
Total Area 66.1 66.1 14380.7 14380.7
Total Reg 0.0 0.0 868.0 (6%) 868.0 (6%)
------------ ---------------- ---------------- ---------------- ----------------
DataPath 66.1 (100%) 66.1 (100%) 14380.7 (100%) 14380.7 (100%)
MUX 0.0 0.0 668.1 (5%) 668.1 (5%)
FUNC 64.1 (97%) 64.1 (97%) 11078.5 (77%) 11078.5 (77%)
LOGIC 2.0 (3%) 2.0 (3%) 1766.0 (12%) 1766.0 (12%)
BUFFER 0.0 0.0 0.0 0.0
DP-REG 0.0 0.0 868.0 (6%) 868.0 (6%)
------------ ---------------- ---------------- ---------------- ----------------
FSM 0.0 0.0 0.0 0.0
FSM-REG 0.0 0.0 0.0 0.0
FSM-COMB 0.0 0.0 0.0 0.0






Resource: r1484rg(cmp_rpl1_0_1_1_1_5_5) Signal: n_16dp Unit delay: 2.75263 Delay: 2.75263
Resource: r2751rg(OrGate_1_2) Signal: n_649tmp Unit delay: 0.33 Delay: 3.08263
Resource: r2754rg(OrGate_1_2) Signal: n_650tmp Unit delay: 0.33 Delay: 3.41263
Resource: r2757rg(OrGate_1_2) Signal: n_651tmp Unit delay: 0.33 Delay: 3.74263
Resource: r2760rg(OrGate_1_2) Signal: n_652tmp Unit delay: 0.33 Delay: 4.07263
Resource: r2763rg(OrGate_1_2) Signal: n_653tmp Unit delay: 0.33 Delay: 4.40263
Resource: r2766rg(OrGate_1_2) Signal: n_654tmp Unit delay: 0.33 Delay: 4.73263
Resource: r2769rg(OrGate_1_2) Signal: n_655tmp Unit delay: 0.33 Delay: 5.06263
Resource: r4644rg(NorGate_1_2) Signal: n_1280tmp Unit delay: 0.18 Delay: 5.24263
Resource: r1652rg(Mux1h_1_3) Signal: n_32dp Unit delay: 0.49 Delay: 5.73263
Resource: r1792rg(Mux1h_1_3) Signal: n_59dp Unit delay: 0.49 Delay: 6.22263
Resource: r1618rg(Mux1h_1_3) Signal: n_88dp Unit delay: 0.49 Delay: 6.71263
Resource: r1716rg(Mux1h_1_3) Signal: n_115dp Unit delay: 0.49 Delay: 7.20263
Resource: r1767rg(Mux1h_1_3) Signal: n_143dp Unit delay: 0.49 Delay: 7.69263
Resource: r1637rg(Mux1h_1_3) Signal: n_168dp Unit delay: 0.49 Delay: 8.18263
Resource: r1632rg(Mux1h_1_3) Signal: n_192dp Unit delay: 0.49 Delay: 8.67263
Resource: r1777rg(Mux1h_1_3) Signal: n_216dp Unit delay: 0.49 Delay: 9.16263
Resource: r1405rg(Mux1h_4_2) Signal: n_1400tmp Unit delay: 0.41 Delay: 9.57263
Resource: r1408rg(mux_aoi_2_4) Signal: hilf4_pre_ff Unit delay: 0.55 Delay: 10.1226
Slacks of outputs:
Clock period or pin-to-pin delay constraint: 25
Slacks of register inputs:
Clock period or pin-to-reg delay constraint: 25
Resource r1399rg Port write_fifo_pre_ff 19.71
Resource r1409rg Port hilf4_pre_ff 14.8774
Resource r1418rg Port l3__k_pre_ff 23.52
Resource r1427rg Port out_reg_pre_ff 15.3474
Resource r1431rg Port hilf_reg_pre_ff 22.9997
Resource r1437rg Port srdta_taken_pre_ff 20.04
Resource r2165rg Port wr_ack_pre_ff 22.34
Resource r2180rg Port rcell_rdy_pre_ff 22.34
Resource r2197rg Port rcell_bus_pre_ff 22.67
FSM name: rdin (rd_sid0_rdin)
Total area: 1042
Combinational area: 783 Sequential area: 259
Input to output delays








Register-output to output delays
clk_com->n_52_fsm: 0
16 delays removed: (all 0) w.l.
clk_com->n_12_fsm: 0
FSM name: rdout (rd_sid0_rdout)
Total area: 357
Combinational area: 222 Sequential area: 135
Input to output delays


















Variables Mapped to Memories
----------------------------
Variable Process Line# Size ResID Ram/Rom Component







r1431rg 48 bits hilf_reg
r2165rg 1 bits wr_ack
r1427rg 32 bits out_reg
r1418rg 4 bits l3__k
r1409rg 4 bits hilf4
r1399rg 1 bits write_fifo
r2197rg 32 bits rcell_bus
r2180rg 1 bits rcell_rdy











IO_R WRITEINDEX OR XNOR SKEDLIST
IO_W AND NOR NOT









-- Verhaltensbeschreibung des ahtout fuer
-- Simulation mit qhsim. Compilierung mit qvcom,
-- Synthese mit Monet
-- aht_out besteht aus 2 Prozessen:
-- AHTOUT holt Zell-Daten aus dem FIFO_out-Speicher und
-- und gibt sie an den PROCESS AHTOUT_Transmit weiter
-- AHTOUT_Transmit gibt die Daten in 8-Bit Paketen (an die PHYS-Schicht)
-- auf die Leitung.
-- Es werden 53 Byte uebertragen (5 Byte fuer den Header, HEC:
-- Wiederholung des vorhergehenden Bytes)
-- Es wird davon ausgegengen, dass der HEC in der PHYS-Schicht
-- eingefuegt wird.







PORT (Clk_aht_out : IN STD_LOGIC;
Cell_Sync_out : OUT STD_LOGIC;
Cell_preSync : OUT STD_LOGIC;
Chan_bsy : IN STD_LOGIC;
Reset : IN STD_LOGIC;
Data_out : OUT STD_LOGIC_VECTOR(7 DOWNTO 0);
rnew_cell : OUT STD_LOGIC;
rcell_data : IN STD_LOGIC_VECTOR(31 DOWNTO 0);
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rcell_read : OUT STD_LOGIC;
rcell_write : IN STD_LOGIC);
END ahtout;
---------------------------------
ARCHITECTURE ahtoutar OF ahtout IS
SIGNAL transmit : STD_LOGIC;
SIGNAL reg_taken : STD_LOGIC;
SIGNAL cell_reg : STD_LOGIC_VECTOR(31 downto 0); --Reg fuer Cellwort
-- As a possible Work Around, use the "sync_reset" attributes for
-- defining the sync. reset condition PKB
ATTRIBUTE sync_reset OF ahtoutar : ARCHITECTURE IS "reset" ;
ATTRIBUTE reset_phase OF AHTOUT_Transmit : LABEL IS "positive" ;
ATTRIBUTE reset_phase OF AHTOUT : LABEL IS "positive" ;
BEGIN
AHTOUT: PROCESS
-- Der AHTOUT Process holt Zell-Daten aus dem FIFO_out-Speicher und
-- und gibt sie an den Process AHTOUT_TRANSMIT weiter
-- attribute dont_unroll of L1 : label is true;
VARIABLE i,k : NATURAL;
BEGIN -- Process
-- PKB The next line is not needed if using attribute "sync_reset"
-- PKB reset_loop: loop




Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
main_loop: loop -- main loop ---------------------------
chan_bsy_loop: loop -- fuer monet
WAIT UNTIL Clk_aht_out’EVENT and Clk_aht_out = ’1’;
exit chan_bsy_loop when ( Chan_bsy = ’0’);
end loop;
-- Der Ausgangskanal ist frei, hole eine Zelle aus dem FIFO-Speicher.
-- Uebertrage erst den Header
rcell_read <= ’1’;
rnew_cell <= ’1’;
WAIT UNTIL Clk_aht_out’EVENT and Clk_aht_out = ’1’;
rcell_write_loop: loop -- fuer monet
-- cell_reg <= rcell_data; -- wird mit rcell_write uebernommen
WAIT UNTIL Clk_aht_out’EVENT and Clk_aht_out = ’1’;
exit rcell_write_loop when ( rcell_write = ’1’);
end loop;




reg_taken_loop: loop -- fuer monet
WAIT UNTIL Clk_aht_out’EVENT and Clk_aht_out = ’1’;
exit reg_taken_loop when ( reg_taken = ’1’);
end loop;
transmit <= ’0’;
-- Wiederhole 12 mal fuer 32 - Bit-Register (48 Byte)
L1: FOR i in 1 to 12 loop
rcell_read <= ’1’;
-- Warte auf die Antwort des Speicher-Mgmt’s
rcell_write_loop2: loop -- fuer monet
-- cell_reg <= rcell_data;
WAIT UNTIL Clk_aht_out’EVENT and Clk_aht_out = ’1’;






reg_taken_loop2: loop -- fuer monet
WAIT UNTIL Clk_aht_out’EVENT and Clk_aht_out = ’1’;








VARIABLE hilf : STD_LOGIC_VECTOR(31 downto 0);







Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
main_loop: loop
transmit_loop: loop -- fuer monet
-- hilf := cell_reg;
WAIT UNTIL Clk_aht_out’EVENT and Clk_aht_out = ’1’;




Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
Cell_Sync_out <= ’1’;
-- Transmit Bytewise den Header
reg_taken <= ’1’;
data_out <= hilf(31 downto 24);
Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
data_out <= hilf(23 downto 16);
Cell_Sync_out <= ’0’;
Cell_preSync <= ’0’;
Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
reg_taken <= ’0’;
data_out <= hilf(15 downto 8);
Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
data_out <= hilf(7 downto 0);
Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
-- Das HEC Byte ist die Wiederholung der vorhergehenden Daten
hilf := cell_reg;
Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
-- Transmit Bytewise die Payload
L2: FOR k IN 1 TO 12 loop -- 12 * 32 Bit register
-- IF (transmit = ’1’) THEN -- weggelassen wegen add. Takt n. Syn
-- hilf := cell_reg;
reg_taken <= ’1’;
data_out <= hilf(31 downto 24);
Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
data_out <= hilf(23 downto 16);
reg_taken <= ’0’;
Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
data_out <= hilf(15 downto 8);
Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
data_out <= hilf(7 downto 0);
Wait UNTIL Clk_aht_out’EVENT AND Clk_aht_out = ’1’;
hilf := cell_reg; -- verlegt
-- End IF;
end loop; -- 1 to 12 loop
End loop; -- Main Loop
-- PKB The next line is not needed if using attribute "sync_reset"



























I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_aht_out (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
InvGate(1) 1.00 1 1.00
-------------
Total Area: 1.00
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 IO_W=>rcell_read 60 &0 PSEUDO
196 ops removed w.l.
99 TERMINATE 106 PSEUDO
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 29 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
168 LOOP 53 ahtout_loo 1 0.000
177 delays removed (all 0.001) w.l.




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
main_loop 28 2 29
chan_bsy_loop 1 2 2
rcell_write_loop 1 4 4
reg_taken_loop 1 5 5
i16_rcell_write_loop2 1 22 22
i4_rcell_write_loop2 1 10 10
i18_rcell_write_loop2 1 24 24
i6_rcell_write_loop2 1 12 12
i22_rcell_write_loop2 1 28 28
i10_rcell_write_loop2 1 16 16
i20_rcell_write_loop2 1 26 26
i12_rcell_write_loop2 1 18 18
i2_rcell_write_loop2 1 8 8
i8_rcell_write_loop2 1 14 14
i0_rcell_write_loop2 1 6 6
i14_rcell_write_loop2 1 20 20
i5_reg_taken_loop2 1 11 11
i9_reg_taken_loop2 1 15 15
i23_reg_taken_loop2 1 29 29
i3_reg_taken_loop2 1 9 9
i15_reg_taken_loop2 1 21 21
i21_reg_taken_loop2 1 27 27
i1_reg_taken_loop2 1 7 7
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i17_reg_taken_loop2 1 23 23
i13_reg_taken_loop2 1 19 19
i19_reg_taken_loop2 1 25 25
i11_reg_taken_loop2 1 17 17
i7_reg_taken_loop2 1 13 13
Process: ahtout_transmit
---------------------------------------------------
I/O Scheduling Mode: Super
Operation Count
---------------




Clock Signal: clk_aht_out (Edge: Falling)
Clock Period: 25.0000 Clock Overhead: 10.00 %
Reset Information
-----------------
Reset Signal: reset (Mode: Sync, Phase: Positive)
Allocation Constraints
----------------------
Qualified Component Name Area Quantity Area Subtotal
----------------------------------- -------- -------- -------------
-------------
Total Area: 0.00
Multi-Cycle (Combinational) Component Usage
-------------------------------------------
Instance Component Name Delay #Cycles
-------- ----------------------------- ------- -------
Operation-to-Component Mappings
-------------------------------
Oper Operation Line Mapped to
Number Type Number Label Component
------ -------------------- ------ ---------- -----------------------------
0 ASSIGN 130 &7 PSEUDO
161 ops removed w.l.
99 IO_W=>data_out 177 &93 PSEUDO
Cycle Constraints
-----------------
From To Constraint Actual Met?
----------------------- ---------------------- ---------- ------ ----
Scheduled Operations
--------------------
TOTAL SCHEDULE LENGTH 57 C-Steps
Oper Operation Line
Number Type Number Label C-Step Delay
------ -------------------- ------ ---------- ------ -----
159 LOOP 125 ahtout_tra 1 0.000
161 delays removed (all 0 or 0.001) w.l.




Loop N_Unroll Interval Latency
------------------------------ -------- ---------- -------
Loops
-----
Length Start End Initiation
Loop C-step C-step C-steps N_Unroll Interval Latency
------------------------------ ------ ------ ------- -------- ---------- -------
main_loop 56 2 57
transmit_loop 1 2 2
Area Estimate
-------------
Component Post Post Post
Name Area Alloc Bind Share
--------- ---------- ----- ----- -----
InvGate(1) 1.000 1 3 3
AndGate(1,2) 2.000 0 3 3
Mux1h(1,2) 3.000 0 3 3
Mux1h(1,3) 4.000 0 3 3
Mux1h(8,7) 72.000 0 1 1
NorGate(1,2) 1.000 0 3 3
NorGate(1,44) 28.500 0 1 1
NorGate(1,59) 37.875 0 2 2
OrGate(1,2) 2.000 0 200 200
Register(1,0,0) 7.000 0 6 6
Register(32,0,0) 224.000 0 2 2
Register(8,0,0) 56.000 0 1 1
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mux_mux2(2,32) 89.437 0 2 2
rdcnor_four(4,6) 3.906 0 1 1
TOTAL AREA (After Sharing): 1338.030
Area Estimate
-------------
Post-Scheduling Post-DP & FSM Post-Binding Post-Sharing
------------ ---------------- ---------------- ---------------- ----------------
Total Area 1.0 1.0 1338.0 1338.0
Total Reg 0.0 0.0 546.0 (41%) 546.0 (41%)
------------ ---------------- ---------------- ---------------- ----------------
DataPath 1.0 (100%) 1.0 (100%) 1338.0 (100%) 1338.0 (100%)
MUX 0.0 0.0 271.9 (20%) 271.9 (20%)
FUNC 0.0 0.0 3.9 (0%) 3.9 (0%)
LOGIC 1.0 (100%) 1.0 (100%) 516.2 (39%) 516.2 (39%)
BUFFER 0.0 0.0 0.0 0.0
DP-REG 0.0 0.0 546.0 (41%) 546.0 (41%)
------------ ---------------- ---------------- ---------------- ----------------
FSM 0.0 0.0 0.0 0.0
FSM-REG 0.0 0.0 0.0 0.0
FSM-COMB 0.0 0.0 0.0 0.0






Resource: r557rg(OrGate_1_2) Signal: n_83tmp Unit delay: 0.33 Delay: 0.33
69 delays removed w.l.
Resource: r305rg(Mux1h_1_3) Signal: reg_taken_pre_ff Unit delay: 0.49 Delay: 23.44
Slacks of outputs:
Clock period or pin-to-pin delay constraint: 25
Slacks of register inputs:
Clock period or pin-to-reg delay constraint: 25
Resource r243rg Port cell_reg_pre_ff 19.7945
Resource r255rg Port rnew_cell_pre_ff 10.79
Resource r264rg Port transmit_pre_ff 10.47
Resource r270rg Port rcell_read_pre_ff 10.47
Resource r282rg Port cell_presync_pre_ff 5.84
Resource r297rg Port cell_sync_out_pre_ff 5.84
Resource r306rg Port reg_taken_pre_ff 1.56
Resource r312rg Port data_out_pre_ff 5.18259
Resource r316rg Port hilf_pre_ff 19.7945
FSM name: ahtout (ahtout_sid0_ahtout)
Total area: 7676
Combinational area: 6899 Sequential area: 777
Input to output delays





Register-output to output delays
clk_aht_out->n_87_fsm: 0
55 delays removed (all 0) w.l.
clk_aht_out->n_85_fsm: 0
FSM name: ahtout_transmit (ahtout_sid0_ahtout_transmit)
Total area: 19266
Combinational area: 17760 Sequential area: 1506
Input to output delays
Input to register-input delays
reset: 0.35
transmit: 0.35
Register-output to output delays
clk_aht_out->n_246_fsm: 0
109 delays removed w.l.
clk_aht_out->n_322_fsm: 0
----------------------------------------------------------------
Variables Mapped to Memories
----------------------------
Variable Process Line# Size ResID Ram/Rom Component





r306rg 1 bits reg_taken
r270rg 1 bits rcell_read
87
r243rg 32 bits cell_reg
r316rg 32 bits hilf
r312rg 8 bits data_out
r297rg 1 bits cell_sync_out
r282rg 1 bits cell_presync
r264rg 1 bits transmit











IO_R WRITEINDEX OR XNOR SKEDLIST
IO_W AND NOR NOT
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