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1. INTRODUCTION
Uncertain data widely exists in various applications due to
several reasons. First, data generated by automated infor-
mation extraction and data analysis tools is error-prone [5].
Second, data integrated from various sources is often uncer-
tain or even conﬂicting, depending on the trustworthiness
of its sources and the quality of the data mapping proce-
dures [9]. Furthermore, experimental results and sensor data
are observed in conditions that may be subject to a range
of variability in natural environment, mechanical defects,
contaminated samples, etc. [3].
The abundance of uncertain data demands an eﬀective
database management system that records our conﬁdence
about the data as probabilities, supports eﬃcient query eval-
uation, and provides conﬁdence indicators for query results.
Toward this goal, a lot of work has been done to manage
uncertain data in relational databases. Recently, there is a
growing interest in designing XML-based models to repre-
sent uncertain data due to the following reasons [8, 9]. First,
XML can represent data uncertainty of diﬀerent levels more
naturally and succinctly compared with the relational data
models. Second, the semi-structure and ﬂexibility of XML
data model ﬁts well in applications such as information ex-
traction and data integration where data is often uncertain.
Several XML-based probabilistic data models of diﬀerent
expressiveness have been proposed [8, 4, 9]. One common
feature of those models is that the probability of a node
is assigned conditioned on the existence of its parent node.
Naturally, a node may exist only if its parent node exists,
therefore these models present a good conceptual represen-
tation for uncertain data. However, as we will see, this in-
tuitive model may incur big overhead on query processing
performance.
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Existing XML query processing techniques [2] only need to
retrieve and process related data nodes to ﬁnd query results.
Nevertheless, using current probabilistic XML data models,
it is inevitable to access all the ancestors of the XML nodes
in a pattern match to the query in order to compute the
probability of the query result. Therefore, the beneﬁts of
the existing XML query evaluation techniques can not be
fully leveraged.
For example, suppose that a geographer would like to
ﬁnd out city names in a geographic XML database using
an XPath query /geodb/country/province/city/name.T o
process this query on regular XML data, we can apply ex-
isting XML query processing techniques [2], such that query
results can be retrieved without accessing the intermediate
nodes with tag geodb, country, province and city.H o w -
ever, in order to calculate the probability of a query result,
existing probabilistic XML data models need to retrieve all
these intermediate nodes.
The problem becomes more severe if we extend the exist-
ing models for probabilistic XML data to support queries
containing descendant axes. Let us consider another XPath
query /geodb//city/name. To calculate the probability of
a query result using the existing data models, we need to
walk the data tree from the node matching name, retrieve the
probabilities of all its ancestors: city, province, country,
till the root geodb. A widely used technique [6, 2, 1], which
eﬃciently handles descendant axes using an interval-based
labeling scheme without accessing intermediate data nodes
with tag province and country, can not be fully exploited
to achieve eﬃciency.
In this paper, we argue that physical models are needed in
addition to the existing conceptual models for probabilistic
XML data in order to achieve query evaluation eﬃciency.
We propose a physical model for probabilistic XML data
which proactively materializes part of probability calcula-
tion to speed up query evaluation. This model is named
as PEPX, Probability Encoded Probabilistic XML. We de-
sign an eﬃcient query evaluation algorithm for this data
model that does not require extra node accesses to compute
the probabilities of query results by leveraging the encod-
ing. An algorithm is proposed to maintain the probability
encoding upon updates. Experimental results demonstrate
the eﬃciency of our approach. The proposed physical model
for probabilistic XML data can be adapted to existing con-
ceptual models [8, 4, 9] to improve query evaluation perfor-
mance without sacriﬁcing expressiveness.
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Figure 1: Query Q and its Pattern Match M
2. THE PEPX DATA MODEL AND QUERY
EVALUATION
To model uncertain XML data, we associate a proba-
bility Prob(n)w i t he a c hn o d en in an XML tree, where
0 ≤ Prob(n) ≤ 1. Prob(n) denotes our conﬁdence about
the existence of node n,a sw e l la st h ec o r r e c t n e s so fn’s
value if n is a leaf node.
To evaluate a tree pattern query on probabilistic XML
data, we not only need to search query results, but also
compute the probability of each result. Suppose that a ge-
ographer would like to ﬁnd out the names of the cities in
a country which has a population larger than 25,000,000
and at least 45% of the population are Roman Catholic
believers. This can be expressed as an XPath query Q:
//country[religions[name="Roman Catholic"][percent-
age>=45]][population>25000000]//city/name. Q can be
presented as the query tree in Figure 1(a).
Consider a pattern match M to Q as shown in Figure 1(b).
Each node in dark color has a corresponding node in the
query tree, while the nodes in grey color are obtained from
the XML data such that all the nodes in a pattern match
are connected through parent-child relationship up to the
root of the data tree. The Pr associated with a node n in
M records the probability of the existence of n: Prob(n). A
node with a missing probability can be assumed to have a
default probability value of 1.
The probability of pattern match M is computed as fol-
lows
1.
Prob(M)=Prob(name)Prob(percentage)Prob(population)
Prob(name)/(Prob
2(country)Prob(religions))
=
0.85 × 0.75 × 0.7 × 0.79
12 × 0.92
=0 .38
In general, the probability of a pattern match can be com-
puted according to the following theorem.
Theorem 1. Given a pattern match M,l e tB be the set
of branch nodes and L be the set of leaf nodes in M.T h e
probability of M can be computed from the probabilities of
nodes in M as follows:
Prob(M)=
Q
l∈L Prob(l)
Q
b∈B Prob C(b)−1(b)
,
where C(b) returns the number of children of node b.
1We use the tag of a node to refer that node for illustration
purpose.
In contrast, previous work on probabilistic XML data
models [8, 4, 9] record the conditional probability of the ex-
istence of an XML node n (n is not the root) given the exis-
tence of its parent node ρ(n), i.e., Prob(n|ρ(n)). To compute
the probability of pattern match M in Figure 1(b), we need
to access all the data nodes and multiply their probabilities.
As we can see, the eﬃciency of PEPX compared with
previous work are two-fold. First, PEPX requires fewer disk
accesses. According to Theorem 1, to compute the proba-
bility of a pattern match, PEPX needs to access only the
data nodes that match the branch or leaf nodes in the query
tree. This gives us an opportunity to exploit existing XML
query optimization techniques [6, 2, 1]. In contrast, previ-
ous work on probabilistic XML data requires accessing all
the nodes in a pattern match. Second, PEPX requires fewer
unit operations (multiplication, power, division) in probabil-
ity computation. The number of unit operations that PEPX
performs for each pattern match is equal to the number of
leaf and branch nodes in the query tree; while the number
of unit operations in previous approaches is equal to the
number of nodes in the pattern match.
3. IMPLEMENTATIONANDCONCLUSION
We have implemented a prototype of PEPX, which sup-
ports tree pattern query processing and update maintenance.
To evaluate the eﬀectiveness of the PEPX system, we com-
pared its performance with ProTDB [8]. Experimental re-
sults show substantial performance speedup of PEPX, espe-
cially for queries containing descendant axes. More details
of the PEPX system and experimental evaluation can be
found in [7].
PEPX represents a physical model, which leverages an
encoding of node probabilities to achieve eﬃcient probability
computation for query results. This model can be adapted
to existing conceptual models for probabilistic XML data to
improve query evaluation performance without aﬀecting the
expressiveness.
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