









 Supervisor: Prof. Nobuhiko Koike  
Haskell による複数移動体の協調動作制御に関する研究 










This paper describes about study of coordinated 
operation and control for multiple object by Haskell. 
Haskell, which is a functional programming language, is 
said to be better than imperative language in logical 
description and calculation. Haskell does not have many 
practical examples to real systems, but Haskell has 
possibility to improve abstraction level in programs and 
to provide accurate and reliable programs. In this study, 
line trace car which is added stop function and following 
robot for line trace car are implemented by Haskell, and 
designed robot simulators by Haskell and Yampa which 
is functional reactive programming, and are verified the 
possibility of applying to a real system. In this experiment, 
robot programs and robot simulators outputted motor’s 
speeds correctly in response to inputs from sensors. 
However, trouble that real sensors and motors is not set 
upped are also observed. This trouble will can be solved 
by correcting interfaces to connect Haskell and real 
systems. It is also possible to improve programs as simply. 
Though coordinated operation and control for multiple 
object has not been fully realized in this study, further 
study is continued to apply as simply by correcting 
interfaces and updating software and hardware. 
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は Lego Mindstorms のものを使用する．ただし，Lego 




Raspberry Pi 2 model B 


















Brick Pi を搭載した． 
 
3.1.Raspberry Pi の準備 
初期状態の Raspberry Pi では Haskell のプラットフォー
ムがないため，あらかじめ以下の手順によって Haskellを
使用できる環境を揃える．なお，一部の手順および遠隔
操作を行うために Tera Term および win-SCP を使用し，
PC からインターネット回線を経由して Raspberry Pi の操
作およびファイルの転送を行う．[7] 
1. 用意した OS のイメージファイルを実装用の SD カ
ードに書き込む．この際，イメージファイルは










sudo apt-get update 
sudo apt-get upgrade 
4. 以下のコマンドによって Haskellのプラットフォー
ムをインストールする． 







cabal install concurrent-extra 
 
3.2.BrickPi およびプログラムの準備 
Raspberry Pi に Haskell のプラットフォームを揃え，
BrickPi と Raspberry Pi をピンで接続し，各センサーとモ
























ghc --make プログラム名.hs BrickPi.o tick.o 










































































SF A B ≈ (t → A) → (t → B) 
この関数は時間 t によって連続的に変化する信号 A を
時間 tによって連続的に変化する信号 Bに写像する．Fは
Δt を要約したものとなり，信号 B が信号 A と F に依存









・arr ::  持上げ(Lifting) 普通関数をアロー記法のオブ
ジェクトに変換する 
・(>>>) :: 合成(Composition) 一連の関数を合成する 
なお，アロー記法を用いる場合は文頭の記述を以下の
ものにする必要がある． 












と y 座標を型シノニムとして設定した． 









output :: Pos -> Vel -> SF () (Pos, Vel) 
output pos0 vel0 = proc input -> do 
  vel <- (vel0 ^+^) ^<< integral -< (ax, ay) 
  pos <- (pos0 ^+^) ^<< integral -< vel 














分を x 座標と y 座標に関して一括で計算している．上記
の関数において axと ayを x座標と y座標における加速度
a として定数を置いているが，今回のシミュレーターで
は左右のモーターの速さに応じてオブジェクトが等速度
直線運動を行う仕様のため，ax と ay には 0 を代入してい
る． 
 
 doingOutput :: Pos -> Vel -> SF () (Pos, Vel) 
doingOutput pos0 vel0 = switch (bb pos0 vel0) (\ (pos, vel) -> if 
snd pos < 0 then doingOutput ((fst pos), 10) vel else 
doingOutput pos vel 
  where bb pos0' vel0' = proc input -> do 
          (pos, vel) <- output pos0' vel0' -< input 
          event <- edge -< snd pos <= 0 
          returnA -< ((pos, vel), event `tag` (pos, vel)) 
 この関数は入力値と時間 t を更新しつつ，更新した入
力値と時間 t を用いて output 関数を呼び出す．output 関数
を呼び出す前に if 文によって呼び出す際に渡す値の内容
を調整している．今回は表示する情報の仕様上，y 座標
が 0 を下回るときに y 座標が初期値に戻るよう条件付け
をし，そうでない場合は入力値をそのままに output 関数
を呼び出す． 
simulate :: SF (Event ()) (IO ()) 
simulate = discardInputs >>> update >>> draw 
 main 関数から呼び出される，描画までのオブジェクト
の状態の設定から描画までを行うための関数．




で，モーターの速度に応じた simulate 関数，draw 関数，
main 関数を用意している． 
idle :: IORef Int -> ReactHandle (Event ()) (IO ()) -> IO () 
idle oldTime rh = do 
    newTime'  <- get elapsedTime 
    oldTime'  <- get oldTime 
    let dt = (fromIntegral $ newTime' - oldTime')/200 
    react rh (dt, Nothing) 
    writeIORef oldTime newTime' 
    return () 





















































 対象との距離は超音波センサーの入力値が 20 未満の場
合を近い，20 以上 40 未満の場合を中間，40 以上の場合
を遠いとする． 
























・BrickPi の本体および OS，Raspberry Pi の本体およびの
アップグレードに外部インタフェースが対応できていな
い 
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有 ― ― 一時停止 
無 黒 黒 速度 50(5.0)/s で直進 
無 黒 白 左に旋回 
無 白 黒 右に旋回 









無 ― ― 追従をせず一時停止 
有 近い 近い 一時停止 
有 近い 中間 速度 100(10.0)/s で左回転 
有 近い 遠い 速度 200(20.0)/s で左回転 
有 中間 近い 速度 100(10.0)/s で右回転 
有 中間 中間 速度 100(10.0)/s で直進 
有 中間 遠い 左に旋回 
有 遠い 近い 速度 200(20.0)/s で右回転 
有 遠い 中間 右に旋回 
有 遠い 遠い 速度 200(20.0)/s で直進 
