The advancements in the
• A visual tool to enable users to specify a MDO-like application. Also, related to this issue is the design of a visual language specification that has one-toone correspondence with the visual representation.
• Application Programming Interfaces (APIs) specification to allow different visualization and i°r esource management tools to eaSily work with the proposed environment.
• Collaboration support in the design, execution, and monitoring phases of a distributed heterogeneous application.
• Multi-domain support to allow users from different domains to work together. On the other hand, other users may be more' comfortable writing the XML script using an offline editor and then using the visual representation for execution. To support this we have developed translators that translate a script-based specification to a visual-based specification, and vice-versa. These translators are integrated with our tools and are transparent to users.
The rest of this paper is organized as follows. In Section 2, we present some of the related work. Section 3 describes the overall architecture of the Arcade system. Section 4 focuses on the application specification prototype in Arcade and, finally, in Section 5 we conclude by summarizing the work that we have described in this paper. [9] is a graphical tool that has been built on top of GIobus [5] to allow users to interactively specify and monitor the execution of a set of tasks with dependencies between them. GECCO enables the user to formulate job execution as a task graph.
Related Work
The front-end for most of these systems is generally some variation of large-grained data flow graphs with computational modules being triggered when their inputs are available.
In our experience, we have found that to easily express heterogeneous applications requires more control structure than provided by such data flow-based systems. For example, in a multidisciplinary optimization code, the optimization cycle would have to be embedded within a module in a system that only supports data flow rather than being explicit at the outer level. Also, these systems mainly concentrate on different aspects of the infrastructure required for managing the execution and interaction of the modules making up the application whereas the goal of the project described here is to build an integrated framework for all phases of the design and execution of distributed heterogeneous applications.
However, such collaborative systems do not provide any support for the management and steering of the execution of distributed applications. 
Overview of Arcade

Application Specification
In our framework, a distributed application consists of a collection of heterogeneous modules (application codes from different disciplines). We are targeting applications where these modules are very coarse grained. A typical distributed application requires these modules to be executed in some order and possibly on different machines. For certain problems, a set of modules may need to be executed iteratively, for example, until a desired optimization criterion is reached.
In Arcade, each application is internally represented as a Java Project object. Figure 2 provides The Project object consists of a vector of Module objects. This is the central object in our framework. All the information related to the application, both static and dynamic, is stored within this object. The Project object is a complex object that is shared by all the processes of the middle tier, (cf. Figure i ) and supports methods that are used by these processes. represents the set of internal modules.
• If Module: This module provides a mechanism for testing the value of a condition. The truth-value of the condition determines whether the modules in the then-block or the else-block (if present) will be executed.
• Hierarchical
Module:
An abstract Module representing a subgraph, i.e., a recursively defined collection of modules.
In the current prototype there are two ways to specify distributed applications: visual based and XML-script. We describe these two approaches in the next two subsections.
The first subsection talks about the visual specification of the project and how a user can visually specify an application. The second subsection talks about how an application can be represented using the scriptbased XML format.
Visual Specification
The visual specification applet allows a user to graphically specify a heterogeneous application. The objective is to support a visual specification, which is intuitive to build, can be used for visual monitoring, and works with the Web.
We have implemented a Java applet, as shown in Figure 2 , that provides a visual specification interface and addresses some of these issues. In the background of the figure, we can see the Application Editor window where the user can graphically specify the modules that comprise the application and their intercommunications.
When a module is specified, a separate pop-up window appears allowing the user to specify the properties of the module. In the bottom left of the figure, we have the module information window for the Normal Module MI.
The application can be seen as a graph where a node represents a module and the arcs represent data flow. It is easy to see how a data flow-based application can be modeled using such a system. When the output port of a module is connected to the input port of another module, another pop-up window appears allowing the user to specify the interconnection.
In the upper right of the figure, we have a dependency information window where the user is specifying a data flow between MI and M2. However, it does not provide an integrated view of the whole application in a single window, i.e., the body of a control structure is always shown in a separate window.
In the bottom right of Figure  3 , we have the module information window for the Loop Module Loopl along with its body. The visual representation of an application described above can also be used to monitor an application during execution.
A monitoring applet uses a pre-determined color-scheme to indicate modules, which are pending, are currently executing, and have finished execution. <Module name=-"M1"directory="/homelahmed/Pa_Finder" startx="260" starry=-"52" endx=-'260"endy=-"28" > <ModulelO type="lnput" nam_"lOFileO" The dependency is implemented using files or signals. Consider sample modules Ml and M2, where an input of M2 depends on an output of MI, (cf. Figure 3) . The Graph specification will look like this: <Graph> <Edge From=-"Ml" To="M2"> <Deplnfo Output="outl" /nput=-"outl"/> </Edge> </Graph>
XML-script Specification
filename="in l " extemal=-"i"editable=-"Y"/> <ModulelO type=-"Output"nam_'lOFilel" filename=-"outl" extemal=-"i"editable=-"Y"l> </Module>
Storing and Retrieving of the Project object
The user can design the project online using the visual tools provided, or he/she can write an XML script specification offline. We have to provide support for conversion between these two formats.
Storing the Project Object:
The ProjectSaver Class starts the process of saving the Project. Each Class, extending from Mod,de class, implements a procedure to write itself to the file in XML format.
So all the components write themselves recursively to the specified file (see Figure 4(a) ).
Retrieving the Project Object:
The Project parser class implements the XML parser, which reads the XML file and generates a Project along with its visual information. It does so by generating an empty Project first and then adding individual Modules to it. As shown in Figure 4(b) , the Project loader class calls this parser.
Conclusion
In this paper, we have described the application specification interfaces for Arcade, a web-based environment for distributed heterogeneous applicatibns. We describe two interfaces:
visual and script based. The visual interface has been designed to allow users to drag and drop modules providing the information required for each module. The dependencies between modules can f also be specified graphically.
The system also supports control dependencies using hierarchical modules to specify the bodies of loops and the then and else blocks of conditionals.
Such an approach shows just the data dependencies at each level, hiding the control structure in the hierarchy.
The visual representation is, thus, clean with no cluttering of control and data dependencies.
However, this approach does not seem to provide an overall view of the application in a single window forcing users to look through multiple windows. We are currently experimenting with other views.
The second interface is script based. We use an XML-based script for offline specification of the application.
We can, thus, leverage off XML tools to build the interfaces. The use of XML also provides a more standard approach to specifying distributed applications that presents the opportunity of interframework portability of such specifications. We are currently exploring the translations required for such inter-operability.
