Abstract. This paper examines the relations between software architecture and software configuration management. These disciplines overlap because they are both concerned with the structure of a software system being described in terms of components and relationships. On the other hand, they differ with respect to their focus -specific support for programming-in-the-large, versus general support for the management of evolving software objects throughout the whole life cycle. Several problems and alternatives concerning the integration of both disciplines are discussed.
Introduction
Software architectures play a central role in the development and maintenance of a software system. A software architecture description defines the structure (high-level design) of a software system in terms of components and relationships. It describes the interfaces between components and serves as the blueprint of the system to be implemented. It can be used for generating implementations (complete ones or frames to be filled in by programmers), makefiles to drive system building, overall test plans, etc.
Software configuration management (SCM) is the discipline of managing the evolution of complex software systems. To this end, an SCM system provides version and configuration control for all software objects created throughout the software life cycle. In addition, it supports system building (creation of derived objects from their sources), release management, and change control.
These disciplines overlap considerably. In particular, both software architectures and software configurations describe the structure of a software system at a coarse level. On the other hand, they differ with respect to their focus (specific support for programming-in-the-large versus general support to manage software objects throughout the whole life cycle).
In this paper, we examine the relation between software architecture and SCM. We discuss this relation not only at a conceptual level; we also address tool support for software architecture and SCM, respectively. We identify several problems and alternatives concerning the integration of both disciplines. By summarizing our findings and views with the help of a set of theses, we hope to raise discussions and motivate further research in the intersection of software architecture and SCM. 
Software Process
There is a great variety of software processes. Numerous life cycle models have been proposed, including the waterfall model, the spiral model, several incremental process models for object-oriented software development, etc. However, in order to discuss the relationships between software architecture and SCM, we have to make some minimal assumptions on the overall software process. Therefore, we briefly introduce a core life cycle model to establish the context of our subsequent discussion ( Figure 1 ). Requirements engineering addresses the problem domain (what has to be built). Programmingin-the-large belongs to the solution domain (how the system is to be built). Here, the software architecture is defined, and then realized in programming-in-the-small. SCM is concerned with the management of all software objects (requirements definitions, software architecture models, component implementations, test data, etc.) created throughout the entire software life cycle. Project management deals with coordination issues such as planning, organizing, staffing, controlling, and leading software projects. Quality assurance comprises activities such as validation, verification, inspections, testing, etc. Finally, documentation includes both technical and user documentation.
Software Architecture

Definition
Although not being a new invention, the discipline of software architecture has recently attracted much attention [1] . Unfortunately, there is no definition of this discipline which has been accepted universally. This became evident at a Dagstuhl Seminar held in 1995 [2] and has not changed significantly since then. The Software Engineering Institute has collected a large set of definitions [3] . Below, we quote one of these definitions [4] which we consider appropriate in the context of this paper:
An architecture is the set of significant decisions about the organization of a software system, the selection of the structural elements and their interfaces by which the system is composed, together with their behavior as specified in the collaborations among these elements into progressively larger subsystems, and the architectural style that guides this organization.
Terms such as organization, structure, behavior, interfaces, composition, and interaction indicate what is addressed by software architecture. While software architecture is concerned with the overall organization of a software system, this does not imply that details do not have to be considered. In contrast, the design of interfaces and collaborations is an essential part of software architecture.
Architectural Languages
A variety of languages have been proposed and used to describe software architectures. We will categorize all of them as architectural languages, even though they vary considerably from each other. Deliberately, we do not go into debates on the choice of the "best" modeling abstractions for software architectures.
The term module interconnection language [5] denotes a group of languages that were developed from the mid 70s to the mid 80s. The first module interconnection languages were designed to add architectural information that could not be expressed in contemporary programming languages. Later on, modular programming languages such as Modula-2 and Ada were developed, parts of which were dedicated to specifying module interconnection. Module interconnection languages address the structure and partly the evolution of software systems, but they do not deal with behavior. Software architectures are described in terms of modules and their export and import interfaces, where modules may be composed into subsystems. Some module interconnection languages offer version control, e.g., multiple realization versions for the same interface.
Object-oriented modeling languages can be used for expressing software architectures, but they usually cover requirements engineering as well. Today, the Unified Modeling Language (UML) [4] dominates the scene. The UML provides a comprehensive set of diagram types that may be used to model both the structure and behavior of software systems, e.g., class, object, collaboration, sequence, and state diagrams. Models may be structured into packages which may be nested. Model evolution is supported e.g. by subclassing and by allowing for multiple classes realizing the same interface.
Loosely defined, "an architecture description language for software applications focuses on the high-level structure of the overall application rather than the implementation details of any specific source module" [6] . According to a survey conducted by Medvidovic and Taylor [7] , an architecture description language models architectures in terms of components, connectors, and configurations. A component is a unit of computation or a data store. Components communicate with their environment through a set of ports. Connectors are architectural building blocks used to model interactions between components. The interfaces of connectors are called roles, which are attached to ports of components. An architectural configuration is a connected graph of components and connectors that describe architectural structure. For the sake of scalability, complex components and connectors may be refined by subconfigurations. In addition to structure, architecture description languages address behavior of architectural elements, by using e.g. state diagrams, temporal logic, CSP, etc.
Tools
With respect to tool support, we may distinguish among the language categories introduced above. Tools for module interconnection languages are concerned with analysis and system construction. Analysis refers to syntax and static semantics of module interfaces. System construction comprises version selection and code generation.
Object-oriented modeling languages are supported by integrated CASE tools which provide graphical editors, analysis tools, code generators, and interpreters (if the modeling language is executable). Many commercial CASE tools are available, including e.g. Rational Rose (for the UML), ROOM, and SDT for SDL. CASE tools have often been criticized as drawing tools. Clearly, the functionality of a CASE tool depends on how well the syntax and semantics of the underlying modeling language are defined. In the case of an executable modeling language, CASE tools go far beyond drawing tools.
Tools for architecture description languages partly offer more sophisticated functionality than most CASE tools, in particular for those languages in which behavior may be formally specified. An overview is provided in [7] , which categorizes tool functionality into active specification, multiple views, analysis, refinement, implementation generation, and dynamism. Most of these tools are research prototypes with frequently incomplete functionality.
Software Configuration Management
Definition
Software configuration management (SCM) is the discipline of controlling the evolution of complex software systems [8] . In an IEEE standard [9] , the four main functions of SCM are defined as follows:
Configuration management is the process of identifying and defining the items in the system, controlling the changes to these items throughout their life cycle, recording and reporting the status of these items and change requests, and verifying the completeness and correctness of items.
In addition, [10] includes software manufacture, process management, and team work into SCM. However, in the context of this paper, we will take a product-centered view on SCM. That is, we will focus on the management of all software objects created throughout the whole life cycle, their composition into software configurations, and the evolution of both individual objects and their configurations. 
Concepts, Models, and Languages
SCM is concerned with the management of all software objects (artifacts, documents) created throughout the software life cycle. This includes requirements definitions, software architectures, implementations, test plans, test data, project plans, etc. These are arranged into software configurations by means of various kinds of relationships such as hierarchies and dependencies. In addition to source objects, SCM deals with derived objects such as compiled code and executables.
The evolution of software systems is addressed by version control. Generally speaking, a version represents some state of an evolving object. Evolution may occur along different dimensions. Versions along the time dimension are called revisions, where a new revision is intended to replace a previous one. In contrast, multiple variants may coexist at a given time, e.g., a software system required to run on multiple platforms.
Thus, SCM deals with both the product space and the version space [11] . Software objects and their relationships constitute the product space, their versions are organized in the version space. A versioned object base combines product space and version space. In particular, SCM has to support the consistent selection of versions across multiple software objects and their relationships. All of the above is illustrated in Figure 2 .
In SCM, version control has always played an important role. Version control is based on an underlying version model. A version model defines the objects to be versioned, version identification and organization, as well as operations for retrieving existing versions and constructing new versions. A large variety of version models have been proposed and implemented; see [11] .
Evolving software configurations can be represented in different ways, depending on the type of the respective SCM system. In a file-based system, a configuration is represented by a collection of versioned files. Alternatively, SCM systems may offer a (versioned) database. Then, the user may define types of software objects and relationships in a schema, and subsequently populate the database with instances of these types. Finally, system modeling languages have been developed for representing software configurations. A system model defines the system components, as well as their relationships. A system model is usually described at the level of source objects (in particular, program source code), but it may also contain rules for producing the derived objects. The system modeling language may be either specific (for design and implementation objects [12, 13] ), or it may deal with arbitrary software objects [14] [15] [16] .
Tools
A great variety of tools have been developed for SCM, see e.g. the Ovum reports [17] for information about commercial tools. The services provided by SCM systems may be classified according to the functions introduced in Section 4.1 (identification, control, status accounting, verification, software manufacture, process management, and team work).The spectrum ranges from small tools for specific tasks, e.g., Make [18] for software manufacture and SCCS [19] or RCS [20] for version control), to comprehensive integrated systems such as ClearCase [21] and Continuus [22] .
A driving force behind the development of SCM systems is the intent to provide general services which may be re-used in a wide range of applications. An SCM system provides a versioned object base which acts as a common repository for all of the software objects maintained by tools for requirements engineering, programming-inthe-large, programming-in-the-small, project management, quality assurance, and documentation. For the sake of generality, SCM systems make virtually no assumptions about the contents of software objects, which are usually represented by text files or binary files.
Interplay of Software Architecture and SCM
Based on the preceding sections, we make some initial observations concerning the relationships between software architecture and SCM. These observations will be refined in the next sections. Table 1 summarizes the relationships between software architecture and SCM as discussed so far:
Coverage. Software architecture focuses on programming-in-the-large, while SCM covers the whole life cycle. Software objects. Software architecture deals with design objects such as components, modules, classes, etc. SCM is concerned with all kinds of software objects. While some of these may be organized according to the software architecture (e.g. module implementations), others bear no obvious relationships to design objects (e.g., requirements specifications or project plans). Relationships. In software architectures, design objects are typically organized by means of inheritance hierarchies, import relationships, connectors, etc. SCM has to deal with all conceivable kinds of relationships between software objects. Semantic level. Architectural languages strive for a high semantic level which allows one to analyze software architectures for syntactic and semantic consistency. On the other hand, SCM is performed at a rather low semantic level -which is both a strength and a weakness. To provide for re-usability, SCM systems abstract from the contents of software objects, which are typically treated as text or binary files. Granularity. Software architecture specifically addresses the overall organization of large software systems. However, architectural languages typically cover also finegrained descriptions of interfaces, e.g., provided and required resources. SCM also deals with the overall organization of software objects, but takes the whole software life cycle into account. Software objects are usually treated as black boxes whose internal structure is not known. Versions. To support evolution of software systems, architectural languages typically provide concepts such as inheritance, genericity, or abstraction (distinction between interface and realization). In terms of SCM, this kind of evolution support may be used to represent variants, also called logical versioning in [23] . In contrast, SCM also covers historical versioning, i.e., revisions. In addition, SCM deals with cooperative versioning, i.e., versions which are created concurrently by different developers (and are merged later on).
Integration Approaches
In the current section, we describe different approaches which have been developed for the integration of software architecture and SCM. These approaches differ with respect to the "division of labor" between software architecture and SCM (see Figure 3 for an overview). Please note that we will discuss the interplay between software architecture and SCM not only at a conceptual level. In addition, we will address pragmatic issues of tool integration (inter-operation of architectural design tools and SCM tools). 
Orthogonal Integration
In the case of orthogonal integration, software architecture and SCM are decoupled as far as possible. The versioned object base of the SCM system contains a set of versioned objects (typically files). A configuration description is used to select object versions from the versioned object base. The workspace manager, a component of the SCM system, sets up a uni-version workspace which provides access to the selected object versions. Architectural design tools operate on architectural descriptions via the workspace by reading and writing the corresponding files. Orthogonal integration is a mainstream approach to the coupling of architectural design tools and SCM systems (consider, e.g., the integration of Rational Rose [24] and ClearCase [21, 25] , as described in [26] ). Architectural evolution is supported on two levels: Embedded evolution is performed within the software architecture, e.g., by the separation of interfaces and realizations, inheritance, or genericity (parameterization). All of these mechanisms are suitable to deal with variants, i.e., logical versioning, but they are not designed for historical versioning. In contrast, meta-level evolution deals with evolution of the software architecture as a whole. In this way, global evolution is supported (also with respect to other software objects).
Orthogonal integration supports bottom-up integration of existing tools. An architectural design tool may be combined with multiple SCM systems and vice versa. Since vendors of SCM systems strive for re-usability, they make virtually no assumptions concerning the application tools to be supported. Vice versa, the vendors of application tools -e.g., architectural design tools -usually do not want to become dependent on a specific SCM system.
SCM-Supported Software Architecture
In orthogonal integration, an architectural design tool does not take advantage of functions provided by an SCM system. In particular, this applies to version control. Version selection is performed beforehand; the architectural design tool sees only a single version. In the case of SCM-supported software architecture, an architectural design tool makes use of the services provided by the SCM system. The overall software architecture is decomposed into units (packages or subsystems) which are submitted to version control. To compose a software architecture from a set of architectural units, the architectural design tool offers commands for browsing the versioned object base, for supplying configuration descriptions, and for initiating checkout/checkin operations. At the user interface, this results in more convenient access to SCM services. The software architect may invoke these services directly from the architectural design tool. In the case of orthogonal integration, the user has to work outside the architectural design tool instead.
On the other hand, this integration approach also suffers from some disadvantages. The architectural design tool needs to be extended. Such extensions require implementation effort, and they assume that the tool provides adequate extension mechanisms (e.g., definition of new command menus). Furthermore, the extended architectural design tool depends on the specific services provided by the SCM system. Therefore, the extensions may have to be adapted if another SCM system is used. To a certain extent, such adaptations may be avoided by introducing an abstract interface. However, presently there is no standard interface to SCM services.
To a large extent, SCM-supported software architecture coincides with orthogonal integration. The SCM system does not make specific assumptions concerning the applications tools using it (including architectural design tools). Moreover, reusable SCM services are still implemented only once in the same way for all applications. However, in orthogonal integration the architectural design tool is not aware of the SCM system, while it depends on the SCM system and takes advantages of its services in the case of SCM-supported software architecture.
Redundant Integration
In the case of SCM-supported software architecture, the architectural design tool benefits from the services provided by the SCM system, but it does not contribute to a richer description of the software configuration. Architectural information is still contained almost exclusively only in the representation maintained by the architectural design tool (apart from the decomposition into architectural units which are maintained as versioned objects in the SCM repository). In contrast, redundant integration aims at providing more architectural information as part of the overall software configuration. To this end, an abstraction of the architecture is represented in the software configuration. Please note that redundant integration and SCM-supported software architecture may complement each other, i.e., they are not mutually exclusive alternatives.
Redundant integration provides several benefits: First, it can be applied under the constraints of bottom-up integration, provided that the architectural design tool offers an interface to its architectural representation. Second, architectural information is represented in the software configuration. Therefore, the software configuration can be used as a skeleton for organizing software objects according to the architecture. Third, an abstraction of the architecture is represented in the SCM repository in an applicationindependent way. Therefore, it is not necessary to run the architectural design tool to access this abstraction. Moreover, if different architectural languages and tools are used for different parts of the overall software system, the software configuration (system model) acts as a neutral and integrating architectural representation.
On the other hand, a price has to be paid: redundant representations have to be kept consistent with each other. To cope with redundancy, we have to invest programming effort (to write an integration tool which maintains consistency), runtime (for executing the tool), and storage space (for storing redundant representations). Here, similar problems have to be solved as in makefile generation (where build rules are derived from the source code).
SCM-Centered Software Architecture
In this approach, software architecture is considered a part of SCM. The SCM system provides support for representing software architectures; it is assumed that there is no representation of the software architecture outside the SCM system. Software architectures are typically represented with the help of system modeling languages. As explained in Section 4, we may distinguish between system modeling languages dealing specifically with design objects, and languages for arbitrary software objects.
With respect to system modeling, it is instructive to study the evolution of the Adele system. An early version of the Adele system [13] offered a predefined module interconnection language derived from Intercol [12] . However, this made it difficult to model non-code objects; for example, even a simple textual document was required to have an interface and a body. Furthermore, the user was forced to adopt the predefined language for programming-in-the-large. Thus, more flexibility and generality is required. Therefore, the current version of Adele offers an "out of the box" system model that the user may or may not adopt. In addition, the user may define any desired system model for organizing software objects. In fact, the predefined system model is defined in terms of a database schema, i.e., on top of Adele rather than built-in [27] .
SCM-centered software architecture avoids redundancy problems because it is based on the assumption that there is no representation of the software architecture outside the SCM system. This assumption may have been valid a long time ago, but it does not hold any more. Using the modeling facilities of an SCM system may be considered the "poor man's approach to software architecture": one may resort to this solution if nothing else is available. However, providing a full-fledged architectural language such as e.g. Wright [28] or Rapide [29] goes beyond the scope of an SCM system (which, on the other hand, has to deal with general software objects). Thus, we consider it more realistic to maintain abstractions of the software architecture in the SCM system, as it is done in the case of redundant integration.
Architecture-Centered SCM
Architecture-centered SCM inverts the approach described in the previous subsection. SCM is considered part of software architecture. This approach acknowledges the central role which the software architecture plays in software development and maintenance. In particular, the architecture may be used for organizing implementation and test activities, for reconfiguring deployed software systems, etc. In contrast to orthogonal integration, evolution is not handled on two levels. Rather, evolution is supported in a unified way in the underlying architectural language and the respective support tools.
In [30, 31] , it is argued that software architecture and SCM are highly related, and the advantages of a single, unified system model are stressed. The Mae system [32] was developed along these lines. To cope with architectural evolution, Mae provides multiple concepts such as (sequences of) revisions, variants, optionality, and inheritance. Version selection is supported at the architectural level. Several opportunities of this integrated approach are identified such as version selection based on compatibility relationships, multi-version connectors, and generation of change scripts based on architectural differences. From the user's point of view, Mae behaves in a similar way as in the case of SCM-supported software architecture. However, Mae does not use a general-purpose SCM system. The mainstream version model of SCM -version graphs -is considered inappropriate because revisions and variants are intermingled rather than separated cleanly.
Architecture-centered SCM provides several benefits. There is only a single representation of the software architecture. Furthermore, evolution is dealt with at one place (in the software architecture), while orthogonal integration and its derivatives handle evolution on two levels (meta-level and embedded evolution, respectively). Finally, many software development and maintenance activities are centered around the software architecture. For example, implementation and test activities may be planned with the help of the software architecture. Moreover, the architecture can be used to organize a large set of documents created in the software process.
However, SCM needs to be applied throughout the whole life cycle rather than only to the software architecture and the attached software objects. Therefore, the redundancy problem is not really solved from a more global perspective. That is, a general SCM system is required to manage "the rest" (requirements definitions, project plans, etc.). Taking this into account, extending an architectural design tool with SCM support works against the intent of SCM systems -namely to provide uniform, applicationindependent services for version control, configuration control, etc.
This goal is achieved in both orthogonal integration and SCM-supported software architecture. The latter provides similar benefits as architecture-centered SCM in that it makes SCM services available in an architectural design tool, and it avoids the disadvantages of the "SCM services in the tools" solution (re-implementation of SCM services, no global repository). On the other hand, architecture-centered SCM provides more freedom and allows e.g. to use the "favorite version model". In contrast, the conceptual world of the SCM system has to be adopted in SCM-supported software architecture.
Discussion
This section summarizes the discussion of the relationships between software architecture and SCM with the help of a set of theses.
Software Life Cycle
Thesis 1 Architectural design vs. the whole life cycle: Software architecture and SCM overlap since they both deal with the overall organization of a software system. However, while software architecture refers to programming-in-the-large, SCM addresses the whole software life cycle.
We have stressed this point repeatedly in this paper. Architectural languages provide more high-level support for system composition and consistency. On the other hand, SCM also deals with non-design objects (requirements definitions, test plans, project plans, documentations, etc.) and offers version control, which is only partly covered by software architecture. Since the software architecture plays a central role in the software process, the vision of an architecture-centered process is quite tempting. In such a process, the software architecture is used as a "skeleton" for organizing software objects, browsing, generation of implementation frames and test plans, etc. However, the total software process can be covered only partly this way, especially for incremental development models. We may rather argue that a software process should be requirements-centered (or user-centered) . No matter where the focus is set: An SCM system has to manage software objects created in all life cycle phases, and it also should support traceability from the initial or negotiated requirements to the finally delivered code.
Tool Integration
Thesis 3 Tool integration -bottom-up or top-down: An SCM system has to provide general services for a wide range of applications. Therefore, it must be designed for bottom-up integration with existing tools.
Bottom-up integration means that existing tools are integrated after the fact (toolkit approach, integration of legacy systems). Since vendors of SCM systems usually strive for re-usability, they make no assumptions concerning the tools to be integrated with the SCM system. Vice versa, the vendors of application tools usually do not want to become dependent on a specific SCM system (this independence may be achieved e.g. by a virtual workspace). In contrast, top-down integration means that new tools are designed and implemented as a whole, resulting in a tightly integrated software engineering environment (comprising tools for architectural design and SCM). Then, the SCM tools may be used only as a part of the integrated environment. This thesis is underpinned by the Adele system, which evolved from an SCM system with a built-in module interconnection language to a fairly general object-oriented database system. A language for architectural design which is built into an SCM system clashes with the architectural languages being in use today. For example, if a company adopts the UML, there is not a free choice of the architectural language any more. Therefore, an SCM system should be developed under the assumption that the architecture is modeled in an application-dependent way using some architectural language, many of which are available today. A system modeling language offered by an SCM system should be considered only as a "poor man's architecture description language".
Thesis 5 Unavoidable redundancy in system descriptions: Under the constraints of bottom-up integration, there is no hope to unify software architectures and software configurations in the sense that only a single, integrated description needs to be maintained. A certain amount of redundancy is therefore inevitable.
In [30] , it is argued that multiple descriptions of the software architecture result in redundancy and increased modeling support. However, the vision of an integrated approach assumes top-down integration. That is, a new system is built where the notions of software architecture and software configuration are unified from the beginning. A user of such a system would have to commit to this conceptual world. Mostly, however, there are constraints concerning the notations and tools used throughout the software life cycle. To cope with redundancy, tools are therefore required which extract the overall organization of a software system from the software architecture into a (part of) a software configuration. With the help of such tools, we may maintain software configuration descriptions which provide more information than e.g. directory hierarchies.
Evolution Thesis 6 Evolution at the architectural level: Architectural design deals with architectural evolution at a semantic level. In particular, variants can be represented within the software architecture description (as realization variants, subclasses, or instances of generic modules).
That is, to some extent version control is supported within the software architecture description. Architectural design attempts to ensure that software architectures are reusable, and that they remain stable even under changing requirements. For example, we may define a neutral file system interface which can be mapped onto different actual file systems, confining platform changes to a single spot in the architecture. Thus, software architecture descriptions are placed under version control, like all other software objects. If a software architecture description is composed of multiple software objects (the usual case), configuration control is also required. Version control provided by an SCM system can be used e.g. to handle change requests that imply architectural restructuring, to maintain competing architectural variants for the purpose of comparison and evaluation, to handle concurrent changes, e.g., fixes in an old release while the new release is being developed on the main branch, etc.
Thesis 8 Evolution at different abstraction levels:
Altogether, the evolution of software architectures has to be dealt with at two levels: at the architectural level and at the SCM level. These two levels complement each other and cannot be unified easily. On the other hand, the levels are not orthogonal with respect to logical versioning (variants).
At the architectural level, we may deal with semantic changes. Interfaces, inheritance, genericity, etc. have a well-defined meaning. Therefore, evolution cannot be delegated to an SCM system which treats software objects as black boxes. In addition, we may have to use multiple variants simultaneously, while the user of an SCM system usually has to pre-select one version to work on. At the SCM level, we may handle global changes of any kind throughout the software life cycle (comprising both variants and revisions, usually at a fairly low semantic level). Handling these changes at the architectural level would defeat the very purpose of an SCM system: to relieve software tools from tasks which can be taken care of by general services.
Conclusion
We examined the relationships between software architecture and SCM. To this end, we delineated their roles in the software life cycle and introduced five approaches to the integration of software architecture and SCM. Finally, we summarized our conclusions with the help of eight theses. In this way, we intend to initiate further discussions; indeed, other authors take different views, see e.g. [30] .
According to our view, software architecture and SCM play different roles in the software life cycle. However, they overlap both in the product space and the version space. An architectural configuration should be considered a part of an overall software configuration covering the whole life cycle. The architectural configuration constitutes an abstraction of an architectural description whose level of detail (e.g., in interface descriptions) goes beyond the fairly coarse-grained level of software configurations.
Therefore, a certain amount of redundancy is inevitable, in particular under the constraints of bottom-up integration of existing tools and languages. Evolution can be handled both at the architectural level and the SCM level.
Most of the integration approaches that have been realized so far do not follow this view. In the case of orthogonal integration, coupling is reduced to an absolute minimum. SCM-centered architecture and architecture-centered SCM are unbalanced approaches which focus on one discipline at the expense of the other. Thus, the potentials for synergy between software architecture and SCM have to be exploited further.
