In this paper we present an approach towards a unified modeling and query-processing tool for mediatory information systems. Based upon Coloured Petri nets we are able to model the integration of pammetric data (external, uncertain and temporal informations) and to visualize the dataflow in mediatory information systems,
Introduction
With the transition from isolated to cooperating information systems there is an urgent need for sound computational query-processing with a diversity of circumstantial informations. Wiederhold et al. [24, 251 have proposed the concept of a mediator, a device which expresses how the integration of different information systems is to be achieved. Different languages for building mediatory information systems have been presented in [14, 111. These approaches depart from former proposals as they are declarative, i.e. logic based. We believe that from a software engineering point of view a declarative language could alleviate the difficult task of building and in particular maintaining mediatory information systems. In this paper we present a Petri net model based upon an extension of Coloured Petri nets [8] for such a lan uage, which can be viewed as a parametric database [27 in the sense that it allows a seamless integration of temporal, uncertain and inconsistent information. The integration of external data is modeled as constraints comprising of functions and relations over some external software packages. From an implementational oint of view we use a common object request broker b] to invoke the external functions and for describing the interface to those external functions/relations. For a detailed description on how external data can be integrated, the interested reader may refer to [14, 221. We will focus in this paper on the graphical representation of mediatory knowledge rather than the underlying information systems.
A step towards an environment for building mediated systems is a graphical user interface to assist the mediator developer. On the domain or object level numerous extensions of the entity-relationship model in order to model time, uncertainty and objectorientation have been proposed. Tools as [4, 191 for aiding partial or global schema integration provide assistance in figuring out possible equivalence among objects, but up to now no graphical tool modeling the dataflow in mediatory information systems has been made available.
The paper is structured as follows. We first present the mediator architecture followed by a description of a language for expressing mediatory knowledge and Coloured Petri nets (CPN). In section 4, an extended Petri net model as an executable graphical representation mediator architecture is presented. The paper is concluded by a comparison to former approaches, possible applications and further research directions.
Mediator Architecture
The following example will be used throughout the paper to illustrate our approach. Consider a broker having access to a relational database containing stock prices of the last few days. Two different online tickers provide recent stock prices. These two differ in the amount of information they provide and in their reliability. A typical task of a broker is to discover extraordinary events, such as detecting certain stock differences. In order to automate this task, two different information sources -the relational DB and the online services -are to be integrated. These sources are heterogeneous in their structure, and different kinds of inconsistency may arise. The reader may refer to table 1 for some sample values.
Our mediator architecture has been inspired by the work described in [18] . It consists of mediators converting queries in a query language spanning multiple information sources (IS) such as databases relational, object-oriented, deductive) as well as ot h er software packages (e.g. spreadsheets) to specialized Table 1 : External Information Sources queries, which in turn are converted by translators into queries in the language of the requested IS. Consequently, there is a translator for every external information source to be accessed. Furthermore, the translator includes other functionalities such as caching extracted information or dispatching remote procedure calls.
This approach differs significantly from traditional integration of multiple databases:
There is no global schema integrating the local IS 0 The information sources may be heterogeneous in their structure, for example object-oriented databases, computer algebra systems, WWWpages or other mediators as well. Building global schemas require more or less uniform datamodels.
e Integrating heterogeneous information sources focus not only on the integration of the data-object schema but also on integrating the different accessing mechanisms. In fact this is the central point in [18] .
Building a global schema from local schemas is a bottom-up procedure (refer for example to [IS]):
Firstly, the local schemas of the underlying information sources are defined. Secondly, the global schema is specified on top of these local schemas. Finally, application views to the global schema are defined. In contrast, a mediator is developed in a top-down manner: Initially, there is a given user task requiring access to multiple information sources. A mediator provides via translators direct access to these local information sources (IS). From the application point of view no global schema of all the underlying informaconsidered as specialized "global" views. Two information systems may differ in the information they provide. Choosing the better (more reliable or more specialized) source requires expertise. In our example the broker has experience with the two tickers. He knows when to trust them. To simulate this behavior the mediator has to be some kind of expert system. Other knowledge intensive decisions may be necessary such as choosing the optimal parameters for a query or consulting the sources in appropriate order.
Given a predefined application need, it could be the case that neither each local information system nor a global schema build from them provides the whole answer. Instead, the answer to a query may require additional inferences on the external informations. In our example, none of the sources detect those extraordinary events.
These kinds of mediators do not only integrate heterogeneous IS but also add knowledge. The result is a new information system providing more than just the sum of the underlying information systems, but (re-)using and depending on them. In this paper we will focus on a tool which allows mpid prototyping of mediator code by means of Coloured Petri nets. The construction of the translators, which make up an essential part of our architecture for mediatory knowledge bases will not be covered. However, in the future, standards such as ODBC (Relational DB) or OpenMath (Computer Algebra Systems) will provide uniform application programming interfaces (API) to different cornmercial information sources.
Prerequisites 3.1 A language for mediatory knowledge bases
The language for expressing mediatory knowledge bases has been proposed in [14, 22, 23, 121 and is based upon generalized annotated logic and constrained databases [9] . In this section we first sketch generalized annotated logic due to [lo]. It provides us with an universal language for dealing with temporal, uncertain and inconsistent information or in general with parametric data which provides the algebraic structure of a lattice. 
All variables (objFct or annotation) are implicitly universally quantified. Any set of annotated clauses is called a Generalized Annotated Program (GAP).
Definition 3.3 (Strictly ground instance) Suppose that C is an annotated clause. A strictly ground instance of C is any ground instance of C that contains only c-annotations.
Let H be the Herbrand base of the program. An annotated logic interpretation I is a mapping I : H + 7 from the base onto a lattice.
Definition 3.4 (Satisfiability) Let I be an interpretation, p E 7 a c-annotation and A a ground atom:
The other logical connectives are defined as customary. In GAP there are two different kinds of negation, the so-called epistemic (or explicit) negation 7 and the non-monotonic not. 7 requires symmetry between t r u e and false, e.g. -A : t = A : f. For a proposal on how to handle not in GAP the reader may refer to [14, 201. We will not get into more detail, but the Petri net model presented here can easily be extended to deal with non-monotonic negation in stratified mediatory knowledge bases along the lines of [7, 211. For GAP without non-monotonic negation the fixedpoint operator has the following form:
'A complete lattice (T, 5 ) is a partial ordering with respect to 5 , a least upper bound (lub) U and a greatest lower bound (glb) fl for every subset of 7. A lattice is linear if 5 is a total Definition 3.5 (Fixedpoint-operator) Let Note that when evaluating the Stock relation the external relational stock database is being accessed through some remote function call.
Coloured Petri nets
A Coloured Petri net is a triple N = ( P , T , A ) consisting of disjoint sets P (places) and T (transitions) and a multi-set A (arcs) over ( P x T ) U (T x P ) forming a bipartite graph. Each place p E P is assigned a colourset C ( p ) and a multi-set M ( p ) of tokens each of colour C(p). 
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In this section the representation of mediatory knowledge and the integration of external information sources via remote function calls are described.
A transformation of a GAP knowledge lbase into an extended Petri net N = ( P , T, A ) is done according to the subsequent rules (suppose the clauses are enumerated from 1 to n):
An extended Petri net Model
Each predicate p is a place p E P in the net. In the example above only one token was in place q after transition 2 fired, but transition 3 needed this token two times to be enabled, one for every arc (q,3). Unlike the definition in section 3.2, tokens will not be removed if a transition fires. This reflects the fact that the tokens represent knowledge rather than resources that cannot be shared. It is similar to the case when a materialized view gets queried, where an element from a view should not be deleted if it has been queried for. In other words our Petri net model caches all facts necessary for answering a query, which could lead to a large number of tokens to be kept within the net. Such an extension avoids conflicts between transitions which need the same token to be enabled, as encountered in the example. is a reductant of the set It is important that every annotation in M is a c-annotation to ensure that the least upper bound U is defined.
3.
It is also possible to delete tokens from a place.
For example every time (a, 0.5) E M ( p serves as sition t (with ( p , t ) E A), (a,0.6) will as well;
but not vice versa. We say that (~~~0 . 6 ) subsumes (a,0.5), because 0.6 2 0.5. (q0.5) might be deleted from M ( p ) without changing the behavior of an extended Petri-net. X, b), t), ((a, b) ,T)}) is empty.
To summarize the three extensions presented above we redefine the update of the marking due to the firing
With these extensions, example 2 works as expected: Transitions 1 and 2 place the tokens (bmw, t)
and (bmw,f) in p respectively.
ates to { bmw,t), (bmw,f), (bnfy,T)} an M ( p ) to {(bmw, T I }, which enables transition 3, since T t T.
Before presenting algorithms for the testing for fireability of a transition and updating of the net marking, some more definitions are required. \ subsumption(M(p));
Refer to [12] for algorithms implementing reductants() and subsumption().
It is worth noting that our model captures the o p erational semantics of a GAP. Consequently, in any GAP where the least fixpoint reachability [lo, 141 holds, our Petri net model computes this fixpoint within finite time. In [IO] a different semantics, the general semantics has been proposed for such programs for which a Petri net model very similar to the one presented here has been developed in [l] .
So far, only the transformation of GAPS to the extended Petri net model has been described. The beauty of the the theory of Coloured Petri nets is that the constraint part E of a clause a : p t El(b1 : 
Conclusion and further research directions
In this paper we presented a Petri net model as an executable graphical representation of mediating knowledge. Our model has several other applications: It provides a natural and simple mechanism for maintaining mediated views very different from algorithms such as [13] . Once the rules defining a view have been transformed into a Petri net, base relation updates and view redefinitions can be simply modeled by the addition or deletion of the corresponding places and transitions from the network. The well understood relationship of Petri nets and concurrency permits the simultaneous firing of several transitions. We plan a detailed performance analysis of the Petri net a p proach for incremental view maintenance in comparison to other algorithms such as [13] .
In 131 a knowledge engineering tool based upon Coloured Petri nets has been described. However, the purpose of their work is a bit different. In particular the tool described allows the rapid prototyping of fullfledged expert systems. Therefore, no formal semantics for dealing with uncertain/temporal or external information has been provided.
In [17] a Petri net model for reasoning in the presence of inconsistency has been presented. It is based upon a preliminary version of the logic we are using in this paper and does not allow query-processing with temporal and uncertain information. In particular vand t-annotations have not been addressed, which are necessary for dealing with temporal/uncertain information and aggregation.
Meseguer [15] developed a consistency checking algorithm for a propositional rule base based upon Predicate/Transition Petri nets. In this approach the notion of consistency is defined through the solution of a system of linear equations obtained from the Petri net representation. However, our use of the Coloured Petri net departs from the Predicate/Transitions nets that are sufficient for propositional logic.
All algorithms are implemented within a graphical tool for entering and executing GAPS 71. The main down-construction of mediator code. We believe that a graphical representation could not only facilitate the acquisition of mediating rules but also provide some hints about a possible distribution of the mediatory knowledge base across a network. However, such a model only specifies the data flow but not the control flow. In order to deal with stratified modes of negation a control flow specification -that is prescribing the order in which enabled transitions fire -is necessary.
In this paper we did not discuss the development of translators. A translator depends on the underlying information source. We believe that at least parts of a translator will be reusable for various information sources, so building a translator shell is one of our future goals.
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