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LearnSQL és un sistema desenvolupat per un grup de professors de l’àrea de les bases de dades 
gràcies a l’ajut obtingut de diferents projectes d’innovació docents [ref. G1]. Aquest sistema 
permet la correcció automàtica de tot tipus d’exercicis que es fan a les seves assignatures (SQL, 
àlgebra relacional, procediments emmagatzemats, etc.) i oferir un feed-back a l’estudiant sobre 
quin és el problema que té la seva solució.  
Dins el marc del sistema LearnSQL, hi ha una aplicació que és la que permet al professor gestionar 
els exercicis a corregir. Aquesta aplicació la va desenvolupar l’Adrià Toporcer en el seu projecte de 
final de carrera  “Gestor de cuestiones SQL y servicios web correctores” [ref. 1] que va acabar l’any 
2007. 
Degut a que l’anterior projecte era extens, no es va poder donar abast a tots els requeriments 
oportuns. No obstant, es va desenvolupar una aplicació funcional i estable. Des de la seva posada 
en producció, ha sorgit la necessitat de noves funcionalitats i millores. El present projecte té doncs 
com a objectiu fer una segona versió d’aquesta aplicació que a partir d’aquí anomenaré AT 
(Authoring Tool). 
Aquest és per tant un projecte de manteniment/evolució de software, que parteix d’una llista de 
requeriments proporcionada pels professors en començar el projecte. Així doncs, per 
desenvolupar aquests requeriments no s’ha seguit el típic cicle de vida, ja que no era el més 
adequat, sinó que s’ha seguit una metodologia i concepte de manteniment de software.  
La plataforma sobre la que s’havia desenvolupat l’aplicació de partida s’ha mantingut. Per tant, el 
desenvolupament de la segona versió de l’aplicació ha seguit amb l’ús del programari de lliure 
















1.2 Context del projecte 
Com he dit abans,  l’objectiu d’aquest projecte surt de la necessitat d’ampliar i millorar les 
funcionalitats de l’AT que fa la gestió d’exercicis o qüestions  El punt de partida és una versió 
estable de l’AT que és usada en producció des de l’any 2007. Per tant, els usuaris que se’n 
beneficien són: 
• Els professors, que disposen d’un magatzem d’exercicis, que en l’aplicació s’anomenen 
qüestions, sobre el temari de base de dades.  
• Els estudiants, de manera indirecta, ja que l’existència dels qüestionaris remots de 
correcció d’exercicis de bases de dades els facilita el resoldre qüestions i obtenir el feed-
back de les correccions de forma interactiva, per a poder corregir els seus errors, cosa que 
facilita l’aprenentatge.   
L’arquitectura del sistema LEARN-SQL, està fonamentada en tres components que es relacionen 
entre si, per a que el conjunt permeti donar abast a les necessitats dels usuaris que hem comentat. 
En la secció següent (1.3) s’expliquen aquests components i es descriu la seva funció dins del 
sistema. 
 
1.3 Components del sistema 
El sistema en el que s’emmarca el projecte realitzat, consta de tres components o aplicacions. 
Aquestes components són: 
• AT: Una aplicació per gestionar la base de dades o magatzem d’exercicis, que s’anomenen 
qüestions en el sistema. 
• Campus virtual Moodle: Un entorn usat pels estudiants per enviar a corregir i obtenir 
feed-back  sobre els exercicis o qüestions. 
• SW: Serveis web capaços de corregir els diferents tipus d’exercicis o qüestions. 
 
  





Figura 1.2: Components del sistema y les seves relacions 
Cal remarcar que aquests components van estar dissenyats i desenvolupats en diferents projectes 
final de carrera de la FIB abans referenciats. La seva configuració, que té una gran escalabilitat, ha 
permès que els canvis realitzats durant l’execució d’aquest projecte es poguessin integrar sense 
cap problema i sense que es perdés aquesta característica de l’arquitectura. 
Una altra virtut, és que els components, encara que estiguin enllaçats, són elements separats que 
poden ser tractats gairebé de forma independent i per tant, poden ser desenvolupades noves 
versions de cadascun sense haver d’endinsar-se en tots els mòduls.  

















































1.3.1 Gestor de qüestions (AT) 
L’eina per manipular el repositori de qüestions és l’aplicació Authoring Tool. La seva tasca no és 
només crear, modificar i eliminar qüestions, sinó que ha de permetre als professors dissenyar i 
provar els exercicis que després hauran de resoldre els alumnes d’una forma més fàcil i eficient. 
L’aplicació, que és l’àmbit d’aquest projecte, està dissenyada en un format de finestres i formularis 
que ofereixen un còmode accés al magatzem de qüestions i establir la solució correcta del 
professor, i executar-la invocant a un o més serveis web correctors per a diferents jocs de prova, 
establint els resultats correctes de l’exercici per cadascun dels jocs de prova.  
Com ja s’ha comentat abans, l’objectiu d’aquest projecte és fer una nova versió d’aquesta 
aplicació que en millori la seva usabilitat i que ofereixi noves funcionalitats als seus usuaris, els 
professors. 
1.3.2 Mòdul de qüestionaris de Moodle 
Moodle és un campus virtual per a la creació i gestió de cursos [ref. Md1], és software de lliure 
distribució i va ser dissenyat per a donar suport als educadors per crear comunitats 
d’aprenentatge en línia. 
Actualment, aquesta plataforma és utilitzada àmpliament a les universitats per informar i 
comunicar-se amb els alumnes, distribuir documents, o fins i tot, executar i avaluar exercicis, com 
és aquest cas. La seva interfície, especialment per estar basada en un entorn web, permet que es 
pugui accedir des de qualsevol lloc (sempre que es tingui accés a Internet) i fer més fàcil el 
seguiment de l’aprenentatge.    
Al tractar-se d’una tecnologia amb codi obert, permet que es puguin implementar i afegir noves 
funcionalitats, tal com va fer el primer projecte, que va dissenyar i implementar aquesta part del 
sistema.  
L’extensió de Moodle que s’ha fet per adaptar el LearnSQL permet crear qüestionaris remots que 
agrupen diferents exercicis o qüestions sobre bases de dades que estan emmagatzemades al 
magatzem de qüestions gràcies a l’AT. Cada qüestionari pot tenir un o més exercicis de diferents 
categories i temàtiques. Per altra part permet als alumnes resoldre’ls d’una forma dinàmica, i que 
aquests qüestionaris quedin integrats amb altres recursos docents que es posen a disposició dels 
estudiants i que s’utilitzen per a les assignatures. 
El projecte no queda afectat de cap manera per la presencia d’aquest component al sistema. Ni els 
canvis en el meu projecte afectaran de cap manera al bon funcionament d’aquest component. 
  
 
1.3.3 Serveis web corre
D’aquest component, que està en constant modificació per millorar i adaptar
acadèmic,  ja n’hi ha disponible una quarta versió. La seva tasca fonamental és proporcionar 
l’execució de qualsevol tipus d’exercici de bases de dades (sentènc
emmagatzemats, programes JDBC,...) recolzant
Els exercicis que permet corregir no tenen una solució única. El corrector no es basa doncs en la 
sintaxis de la solució per fer
diferents situacions possibles de la base de dades on accedeixen. Per tant, el que aquest 
component fa és comparar els resultats de les solucions dels estudiants respecte al resultat de la 
solució correcta dels professors per cadascun dels jocs de proves o situacions de la base de dades 
definida. 
Per decidir si les solucions dels alumnes són les que s’esperen, els correctors es basen en una 
estructura de jocs de proves i comprovacions que permeten poder avaluar sobr
aspecte sobre les bases de dades. Cada joc de proves correspon a una situació o estat concret de 
la base de dades. Per cada exercici o qüestió es defineixen un o més jocs de proves, i per cada joc 
de proves hi ha una o més comprovacions que per
el que ha de ser després de l’execució de la solució. 
 
L’AT interacciona amb els serveis web per tal de corregir la solució del professor obtenint els 
resultats correctes de cada joc de proves. En les noves funcionalitats a desenvolupar a l’AT hauré 
també de fer invocacions als serveis web per tal d’implementar
ofereixen aquests serveis web, i que són rellevants pel meu projecte són les següe
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• Generar els resultats: Per un determinat exercici o qüestió, per cada joc de proves i per 
cada comprovació es genera els resultats que s’obtenen amb l’execució de la solució del 
professor. Aquesta funcionalitat s’usarà des de l’aplicació AT amb la qual el professor 
gestiona el magatzem de qüestions. En cas que hi hagi errors sintàctics o semàntics en el 
plantejament de l’exercici també ho indica com a resultat. Aquesta generació 
s’emmagatzema al magatzem de qüestions per què es necessària per més endavant poder 
corregir les solucions dels alumnes. 
• Corregir: Per un exercici o qüestió, per cada joc de proves i per cada comprovació es 
genera el resultats que s’obtenen per l’execució d’una solució que un alumne ha fet de 
l’exercici. Desprès compara aquests resultats amb els resultats emmagatzemats en el 
magatzem de qüestions per al mateix exercici. Depenent d’això, el corrector facilita 
informació sobre els errors que hi hagut o dóna per vàlida la solució. 
 
 
1.4 Raó i oportunitat 
Són diversos els motius pels quals vaig decidir involucrar-me en el desenvolupament d’aquest 
projecte, però tots tenen relació. 
El primer motiu que hi havia era poder desenvolupar i millorar una aplicació que és part del 
sistema que ja havia usat quan vaig cursar DABD (Disseny i Administració de Base de Dades) i que 
m’havia  ajudat a aprendre i a estudiar. Jo vaig utilitzar l’eina des de l’altra banda, com a estudiant, 
i vaig veure l’útil que arriba a ser poder rectificar els teus errors al mateix moment de cometre’ls. 
Per tant, volia ser partícip de poder millorar l’eina que vaig utilitzar. 
El segon motiu que em va empènyer a endinsar-me en aquest món és poder modificar una 
aplicació en funcionament i que s’està utilitzant actualment. Això vol dir que els futurs estudiants 
de la Facultat de Informàtica s’aprofitaran d’una eina remodelada per mi, cosa que em gratifica. 
El tercer i últim motiu que em va ajudar a decidir-me, encara que al principi no m’agradava gaire 
l’idea, és el repte de poder continuar una aplicació en producció. A part de la dificultat que em 
trobaria per adaptar-me al codi fet per una altra persona, he pogut valorar i aprendre lo important 
que té estructurar i dissenyar una arquitectura que permeti augmentar el manteniment/evolució. 









1.5 Objectius del projecte 
Partint d’un sistema on els seus tres components són funcionals i estables, el principal objectiu del 
projecte és obtenir una nova versió on les noves funcionalitat i les millores de les existents estiguin 
integrades d’una forma que no canviï aquesta situació. 
Així doncs, a part d’aquest objectiu, s’extreuen quatre blocs d’objectius: 
Estudi Previ:  
Es tracta entendre les funcionalitats de l’aplicació existent, saber-la utilitzar com un usuari 
qualsevol, i també entendre com ha estat desenvolupada. Tenint en compte d’on partim, una part 
important d’aquest objectiu és adaptar-se el més ràpid possible al codi que implementa la versió 
existent de l’aplicació, i a tot els software de base que s’ha usat en la seva implementació. 
Millora de funcionalitats:  
Es tracta de desenvolupar els requeriments que comporten millores de funcionalitats ja existents. 
Serien aquelles que ja estan implementades però que durant el transcurs d’aquest temps, ha 
canviat el procés de la tasca o senzillament s’ha vist la possibilitat de millorar-lo degut a que la 
utilització no era la més adient per l’usuari.  
Noves funcionalitats:  
Es tracta de desenvolupar els requeriments que comporten el desenvolupament de noves 
funcionalitats. Són les que abans no es contemplaven o no havia donat temps d’implementar-les. 
Aquesta és la part més gran del projecte ja que al llarg del temps les necessitats canvien. 
Aspectes d’interfície:  
Es tracta de desenvolupar els requeriments que comporten millores en quan a l’usabilitat de 
l’aplicació.  Són requeriments específics que milloren la interacció de l’usuari amb l’aplicació. 
 
Per acabar dins els objectius del projecte també s’ha demanat que es faci un estudi de la dificultat 
que tindria fer una tercera versió de l’aplicació en què aquesta disposés d’una interficie usable a 










1.6 Tecnologies utilitzades (Recursos) 
Una de les particularitats destacables són les tecnologies empleades, ja que tot el sistema LEARN-
SQL està basat, com he comentat abans, en programari de lliure distribució i protocols estàndards. 
Aquest fet fa, a part de abaratir el cost, que l’adaptació i les extensions a noves funcionalitats es 
produeixin d’una forma més fàcil i eficient.  
A continuació veurem les principals tecnologies que formen part d’aquest projecte: 
1.6.1 Bases de dades relacionals  
Per poder dur a terme l’emmagatzematge de les dades que després es voldran consultar, s’utilitza 
les bases de dades relacionals. Aquest recurs ens permetrà poder organitzar-les adequadament en 
taules, definir relacions i expressar les restriccions per garantir la seva persistència.  
L’eina que s’encarrega de gestionar tot això és un SGBD (sistema de gestió de base de dades) i en 
aquest cas s’ha procedit per seguir amb el software PostgreSQL que ja hi havia definit.  
1.6.2 Plataforma Java  
La plataforma en la que es va desenvolupar l’AT és un entorn basat en el llenguatge Java. La raó 
d’utilitzar un llenguatge orientat a objectes és que permet encapsular les funcionalitats que es 
requereixen, en diferents objectes de classe, afavorint la reutilització de codi i facilitant la seva 
gestió.  
La principal virtut que s’obté amb aquesta plataforma, és poder executar el codi sobre qualsevol 
tipus de hardware, per la seva versalitat d’adaptar-se als diferents entorns. Per tant, els usuaris de 
l’AT tindran més facilitat de poder utilitzar-la. 
La versió del llenguatge que s’ha fet servir és la 1.6, que és l’última versió oficial. Per aplicar els 
canvis al codi s’ha utilitzat un gestor de projecte Java, Netbeans, que dóna facilitats per tenir 
menys errors sintàctics i semàntics abans de compilar i executar. 
1.6.3 Serveis web  
Els serveis webs són protocols i estàndards que serveixen per intercanviar dades entre aplicacions 
que, fins i tot,  poden ser desenvolupades en diversos llenguatges de programació. Així, és l’eina 
que permet tenir connectats els diferents components del sistema LEARN-SQL. 
L’estructura que identifica cada un dels diferents serveis, està codificada en XML. Aquest meta-
llenguatge en forma d’etiquetes s’utilitza per definir els components d’altres llenguatge i 
intercanviar dades estructurades. 
  




1.7 Organització de la memòria 
La memòria s’ha dividit en diferents capítols per separar els conceptes que es volen explicar: 
En el capítol 1 s’ha explicat una visió global dels aspectes més importants que s’han tingut en 
compte pel desenvolupament del projecte. Després es fa una breu descripció dels elements que 
configuren el sistema. 
En el capítol 2 es fa enfasis sobre el manteniment de software per la naturalesa d’aquest projecte. 
En el capítol 3 s’introdueix l’anàlisi que s’ha fet de l’AT abans començar a especificar, dissenyar i 
implementar els canvis ha realitzar. 
En el capítol 4 es descriu el desenvolupament de les funcionalitats de l’AT que s’han especificat i 
implementat en aquest projecte. Es procura exposar totes les decisions de disseny que s’han fet 
durant la realització del projecte. 
En el capítol 5 es tracta l’estudi d’un possible canvi d’interfície per adaptar l’AT en un entorn web 
que faciliti la seva utilització. 
En el capítol 6 es presenta la planificació inicial i real del projecte, així com un estudi econòmic del 
què costaria en cas de ser un projecte real realitzat en el marc d’una empresa.  
En el capítol 7 es fa la conclusió del projecte que s’ha desenvolupat analitzant si s’han complert els 
objectius que s’havien proposat. Després es comenta les taques que han quedat pendents i les 
possibles millores. 
 
Finalment, s’inclou la bibliografia consultada via web, i en documents. Els annexos els trobem al 
darrere, on s’adjunta també els manuals d’instal·lació necessaris per a posar en funcionament l’AT 
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Tal com s’ha explicat a la introducció, aquest és un projecte de manteniment de software. Segons 
terminologia ANSI-IEEE [ref. M1], el concepte de manteniment de software és “la modificació d’un 
producte software després de l’entrega al client o usuari per corregir defectes, per millorar el 
rendiment o altres propietats desitjades, o per adaptar-lo a un canvi d’entorn”. 
Aquesta definició implica que les activitats de manteniment d’un producte comencen només 
després de que s’hagi entregat, és a dir, quan ja esta operatiu. No obstant, moltes vegades es 
considera que hi ha activitats de manteniment que poden començar abans. Exactament, les 
activitats prèvies a l’entrega ja inclouen planificació de possibles modificacions de software. Per 
tant, tenim dos tipus d’activitats: De preparació del manteniment i de manteniment pròpiament 
dit (posteriors a l’entrega). 
En aquest projecte, es pot entendre que s’ha fet un manteniment d’una aplicació ja que es parteix 
d’un producte finalitzat, que està en funcionament i en el que s’han volgut millorar o adaptar 
funcionalitats. Així doncs, s’ha tingut en compte aquest fet durant el desenvolupament del 
projecte.  
 
2.1 Tipus de manteniment 
Si es parteix de la definició de manteniment, sorgeix una classificació natural amb quatre tipus de 
manteniments segons la forma en que s’actua: 
• Correctiu: Encara que a les etapes anteriors del cicle de vida del software, hi ha proves i 
verificacions, els programes poden tenir defectes. Aquest tipus de manteniment té per 
objectiu localitzar i eliminar les possibles falles del sistema. Entre altres, aquestes poden 
ser causades a l’hora del processament, per un mal rendiment, per programar codi d’un 
disseny inadequat o per una documentació inconsistent. 
• Preventiu: Consisteix en la modificació de software per millorar les propietats, ja sigui per 
augmentar la qualitat o la mantenibilitat, però sense alterar les especificacions funcionals. 
A vegades és parla de manteniment reutilitzatiu, quan es tracta d’incorporar components 
o biblioteques per a que l’aplicació sigui més reutilitzable, tot i així és millora de propietats 
i per tant cauria en aquest tipus. 
• Perfectiu: Els canvis a les especificacions, provocats per fer canvis en els requeriments del 
producte, defineix aquest manteniment com un conjunt d’activitats dedicades a millorar o 
afegir noves funcionalitats requerides per l’usuari. Per tant, a aquest tipus podria haver-hi 
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• Adaptatiu: Quan la modificació d’un programa ve motivat per un canvi a l’entorn, ja sigui 
hardware com software, parlem d’aquest tipus de manteniment. Últimament el tipus 
adaptatiu és el més freqüent, pel constant progrés que és viu en els diversos aspectes de 
la informàtica. Quan parlem de software hi ha dos classes de canvis, dins l’entorn de les 
dades i en l’entorn dels processos. 
Instintivament és sol associar el manteniment de software com la correcció d’errors, per això dóna 
la impressió entre usuaris, i inclòs entre informàtics, que el manteniment més utilitzat és del tipus 
correctiu. Encara així, estudis realitzats indiquen que el manteniment perfectiu és el més habitual. 
Segons els requeriments que s’han analitzat, i que estan explicats al capítol de desenvolupament, 
durant la realització del projecte s’han dut a terme modificacions de tots els tipus de manteniment 
que han estat definits. 
 
2.2 Activitats implicades 
Les activitats que es realitzen quan es fa un manteniment de software és poden agrupar en tres 
categories:  
• Comprensió del software i dels canvis a realitzar:      
Per poder modificar un programa, abans s’ha de conèixer les funcionalitats i l’estructura 
d’aquest. Per una altra banda també cal tenir clar els objectius i requeriments dels canvis 
que s’han de realitzar.              
• Modificació del software:         
Per incorporar els canvis necessaris s’haurà de crear i modificar l’estructura de dades, la 
lògica dels processos, la interfície de l’aplicació i la documentació. Per tant s’han de 
conèixer les possibles repercussions que hi ha al fer aquests canvis al sistema, per tal 
d’evitar el màxim els efectes secundaris . 
• Realització de proves:          
Per poder validar els canvis, s’han de realitzar proves selectives que comprovin la 
correcció del software. Aquesta activitat és necessària per tots els canvis que es realitzin, 
inclòs els petits canvis, ja que qualsevol modificació pot provocar que es redueixi la 
qualitat i fiabilitat del software. 
Tenint present les activitats que intervenen durant el procés de manteniment, s’ha seguit un cicle 
de desenvolupament que no correspon amb l’habitual. 
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Figura 2.1 Fase de desenvolupament - Fase de manteniment 
En aquest gràfic s’observa clarament la diferència que existeix en un projecte inicial a un projecte 
de manteniment. La càrrega de treball que hi ha a la fase inicial del manteniment moltes vegades 
no esta suficientment valorada, per motius de dificultats a l’hora de documentar-la correctament, 
per això, amb el resultat final dóna la sensació que l’única tasca realitzada és codificar.   
 
2.3 Cost del manteniment 
El manteniment pot presumir de ser l’etapa més costosa del cicle de vida del software. Tal és el 
seu cost, que hi ha molts estudis sobre les causes d’aquest fet, ja que els recursos que es destinen 
cada vegada són majors, i això provoca que el mercat del manteniment de software augmenti 
considerablement. 
Són varies les causes que provoquen l’alt cost: programes desenvolupats fa una dècada, 
programes que han patit migracions a noves plataformes, programes amb múltiples modificacions 
de noves necessitats o canvis realitzats a l’arquitectura. Tot així, aquestes causes no es poden 
aplicar al projecte dins l’entorn que es va començar.  
Igualment sempre que es fa un manteniment de software existeix la possibilitat d’utilitzar 






Formació – Instal·lació 
Expressió de les necessitats Comprensió del codi existent 
Especificacions funcionals Definició d’objectius 





    PFC  
 
  
26 Manteniment software 
 
2.4 Metodologies i estàndards 
Hi ha moltes metodologies que es poden seguir per tractar el manteniment de software i segons 
quin tipus, hi ha diferents conjunts d’activitats que s’hauran de fer. 
Una de les metodologies és MANTEMA [ref. M2] que presenta diferencies amb altres perquè es 
motivada per reparar els errors abans de realitzar cap planificació. El seu model identifica tres 
activitats: Una activitat inicial que és comuna en totes les metodologies de manteniment, 
l’activitat intermèdia és la que presenta diferencies, ja que separa les tasques a fer en dos, 
depenen si el manteniment es panificable o no. I per acabar, una activitat final que també és 
comuna en la majoria de les metodologies. 
L’altra part important que cal tenir en compte, són els estàndards que es disposen quan es vol fer 
un manteniment de software, que en aquest cas el document internacional que descriu aquest 
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3.1 Anàlisi de la versió inicial 
Com ja s’ha comentat primerament per fer una nova versió d’una aplicació, cal un estudi previ de 
l’aplicació existent, i en aquest estudi previ cal fer primerament un estudi de les funcionalitats i 
interfície de l’aplicació existent. El propòsit és entendre el sentit i el motiu de totes les noves 
funcionalitats i millores que es vol introduir.  
3.1.1 Funcionalitats de domini existents 
Les funcionalitats de domini, en gran trets, que ofereix la versió inicial de  l’AT són: 
• Gestió d’exercicis o qüestions (alta  / baixa / canvi). 
• Gestió de temàtiques (alta  / baixa / canvi). 
• Gestió d’esquemes (alta  / baixa / canvi). 
• Gestió de correctors (alta  / baixa / canvi). 
• Gestió de jocs de proves (alta  / baixa / canvi / copia). 
• Gestió de comprovacions (alta  / baixa / canvi / copia). 
• Assignar pesos als jocs de proves d’un exercici o qüestió. 
• Cercar i llistar totes les qüestions existents. 
• Cerques de qüestions aplicant filtres segons el nom de l’autor, títol, categoria, esquema i 
temàtiques. 
• Generar resultats de jocs de proves i comprovacions d’un exercici o qüestió. 
• Comparar els resultats obtinguts segons diferents serveis web correctors. 
• Copiar les dades d’una qüestió d’una base de dades a una altra diferent. Així es pot tenir 
una base de dades de prova i després poder copiar les qüestions desitjades a una base de 
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3.1.2 Funcionalitats d’interfície existents 
Funcionalitats d’aparença, usabilitat, rendiment i seguretat que ofereix la versió inicial de l’AT: 
• Es disposa d’un sistema de control d’accés mitjançant nom d’usuari i contrasenya. 
• Ofereix una interfície amb una aparença que manté la combinació de colors, formes i 
textos en les seves pantalles i funcionalitat. 
• Es disposa d’eines d’ajuda que faciliten la utilització. 
• En cas de produir-se errors, es comunica els motius que ho han originat. 
• Es demana confirmació abans de modificar o eliminar qualsevol dada de la base de dades. 
3.1.3 Model conceptual 
El model conceptual en què es basa la versió inicial de l’AT és el següent: 
 
Figura 3.1 Model conceptual inicial 
La classe principal, qüestió identificada per Id i amb els seus atributs, està associada a una 
categoria, un esquema, temàtiques, correctors, un tipus de solució i depenen quan, fins amb dos 
fitxers. A més, té agregats els jocs de proves que, a la seva vegada tenen agregades les 
comprovacions. 
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3.1.4 Model lògic de la base de dades 
En aquest cas també és necessari tenir present el model de la base de dades, ja que hi han millores 
que faran modificar aquest model. 
 
Figura 3.2 Model lògic de la base de dades inicial 
El model que presenta la base de dades mostra una taula per les classes de qüestions, temàtiques, 
esquemes, correctors, joc de proves i comprovacions. A més, hi ha dos taules que fan d’enllaç 
entre els correctors i les qüestions i entre les temàtiques i les qüestions. 
3.1.5 Mancances i millores 
Les mancances i millores que s’han trobat durant el procés d’anàlisis són exactament els 
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3.2 Dificultats  
3.2.1 Comprensió de codi 
Durant aquest apartat es pretén explicar les dificultats que hi hagut per poder dur a terme 
l’activitat de comprendre el codi del que es partia. Encara que no es vegi al resultat final, una de 
les tasques que ha ocupat més temps en aquest projecte és aquesta, ja que començar amb una 
estructura de codi que no has sigut partícip, et fa dedicar molt de temps, en llegir tota la 
documentació, en analitzar les relacions entre les classes i com tot això es plasma al codi inicial. 
A continuació es comenta els diferents problemes que han fet endarrerí moltes vegades les 
tasques que es tenien establertes.   
3.2.1.1 Arquitectura en capes 
El fet de tenir una arquitectura d’aquest tipus, que s’especifica a l’apartat 4.3.1, dóna una 
escalabilitat molt gran, però té inconvenients. El primer que es pot extreure és que s’ha de dedicar 
temps a estudiar les relacions que hi ha entre les capes, es a dir com es comuniquen i com es 
passen la informació.  
El segon que s’identifica és el cost que té afegir uns atributs a la base de dades i voler mostrar-los 
per pantalla, ja que les classes que s’han de modificar es tripliquen al tenir que passar aquesta 
informació de capa en capa.  
3.2.1.2 Problemes amb la interfície 
El principal problema que es va tenir durant la primera etapa d’aquest apartat és comprendre el 
codi que s’havia desenvolupat sobre la capa de presentació i especialment la distribució de la 
interfície. Tot i llegir l’apartat corresponent on s’explicava el disseny d’aquesta capa, hi havia molts 
factors que no acabaven d’establir-se com es desitjava.  
El primer requeriment, que s’especifica en el següent apartat, va ser un dels primers objectius en 
voler aconseguir, ja que d’aquesta manera, l’haver de generar una nova pantalla, feia que s’hagués 
de tocar la capa de presentació i poder saber el funcionament més ràpid.  
Una vegada és va veure clar les classes que intervenien en el procés d’afegir noves pantalles o 
modificar les existents, és va haver de fer un esquema per cada pantalla que s’havia de modificar, 
gairebé totes.  
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Figura 3.3: Exemple d’esquema de les pantalles 
Com es pot veure a la figura 3.3, s’ha de delimitar cada component dins de la pantalla i identificar 
quina part del codi equival a cada cel·la imaginaria que s’ha dibuixat amb les línies vermelles. Al 
codi, primer es defineix aquest tipus de taula introduint les files i les columnes, i quan es crea el 
component s’ha de posicionar en el lloc que es vol. 
3.2.1.3 Problemes amb el serveis webs 
A mitjans de projecte, quan es van voler implementar les funcionalitats on intervenien els serveis 
web es va identificar una nova dificultat, la versió del servei web corrector que es va implantar en 
l’entorn de desenvolupament de l’AT no era l’última de la que s’havia implementat, i per dur a 
terme els requeriments establerts, és necessitava la darrera. Una vegada identificat el què fallava, 
va haver-hi un altre problema, ja que s’havia de generar codi a partir d’un fitxer wsdl del que no es 
disposava.  El meu desconeixement sobre la tecnologia dels serveis web també va ser una 
dificultat afegida que va fer complicar la resolució dels dos problemes anteriors. Ja que em va 
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3.2.2 Configuració Base de dades 
Una altra dificultat que va estar present durant el projecte és el treballar amb un SGBD nou per a 
mi, com és el PostgreSQL. Aquesta tecnologia era desconeguda i va caler dedicar un cert temps 
per poder adaptar-se al seu funcionament. 
Per altra part, una vegada es va instal·lar i saber fer funcionar, s’havia de configurar l’entorn del 
SGBD amb les taules, atributs i relacions que eren necessàries per començar a poder dissenyar i 
implementar. Aquest pas, ben explicat a la documentació del projecte “Gestor de cuestiones SQL y 
servicios web correctores”  [ref.1], va ser realitzat sense problemes. 
Els problemes van sorgir quan es devia crear les diferents bases de dades que intervenen al 
sistema. Aquí, la documentació ja no era suficient i es va trigar més del que, potser, era necessari a 
preparar l’entorn creant les bases de dades requerides i usuaris que administraven aquestes. 
Durant bona part del projecte no es va acabar de configurar del tot correctament la base de dades 
correccions, per falta de coneixement dels permisos d’usuari que havia de tenir la base de dades i 
els seus esquemes. D’això, me’n vaig adonar al començar d’implementar els requeriments 
funcionals que necessitaven de correccions.  
Al principi vaig poder avançar però amb lentitud, degut a que per cada correcció que es duia a 
terme, s’havia de tornar a crear un esquema perquè s’havia esborrat. Aquest pas feia impossible 
poder corregir un seguit de qüestions alhora i per tant impedia poder implementar correctament 
un dels requeriments. 
Finalment, amb l’ajut dels professors que utilitzen l’aplicació AT en producció vam poder 
administrar correctament els permisos adequats pel bon funcionament del projecte. 
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4.1 Anàlisis de requeriments 
Una de les tasques més importants per desenvolupar una aplicació és definir les característiques 
que l’usuari, o client, necessita. Per tant en aquest apartat es determina els requeriments que 
hauria de tenir el sistema una vegada finalitzat el projecte. 
En aquesta fase, el client ha de transmetre les seves necessitats, i degut a que no té perquè ser un 
expert en el món dels sistemes d’informació, és important que l’anàlisi es faci en llenguatge de 
negoci, on el client no pugui tenir confusió de que s’acabarà desenvolupant. 
Donat que en aquest projecte, l’usuari i client tenen un alt nivell de coneixement tècnic, s’ha 
pogut plasmar el context que es desitjar desenvolupar d’una forma més àgil i sense complicacions. 
En els següents punts es defineixen els requeriments i les restriccions que s’han extret després 
d’analitzar les necessitats. S’han enumerat d’una forma clara per poder fer referència en apartats 
posteriors. 
4.1.1 Requeriments funcionals 
Considerant de que és vol modificar les funcionalitats d’una aplicació, tindrem tres tipus de 
requeriments, els que són de millora, els que són nous i alguns sobre l’aspecte d’interfície. Com 
l’àmbit del projecte és el gestor de qüestions, només hi hauran detalls sobre aquesta part del 
sistema. 
4.1.1.1 Noves funcionalitats  
F1 Gestionar les categories de qüestions: 
La versió actual gestiona les categories mitjançant un fitxer text. Interessa que aquesta gestió es 
pugui fer mitjançant l’aplicació i emmagatzemant les categories al magatzem de qüestions. 
• El sistema ha de permetre realitzar altes, baixes i modificacions de les categories. 
• A cada categoria cal indicar el seu identificador, descripció i els elements rellevants (veure 
el requeriment F15). 
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F2 Modificar i gestionar interfície de temàtiques: 
Cada categoria de qüestions està relacionada amb una o més temàtiques de qüestions i una 
temàtica pot ser d’una o més categories. Cal poder emmagatzemar aquestes relacions en el 
magatzem de qüestions. 
• S’ha de poder afegir, modificar i eliminar categories a les temàtiques que estan a la base 
de dades.  
F3 Filtrar per dificultat: 
Anteriorment hem comentat els criteris de cerca que hi ha actualment a l’AT. S’ha identificat que 
existeix també la necessitat de poder buscar qüestions segons el seu grau de dificultat. 
• El sistema ha de permetre cercar qüestions per un nou criteri, la dificultat.  
• Cal indicar un interval de dificultat de les preguntes en que s’està interessat. El valor 
mínim del interval ha de ser 0, el màxim 1. 
F4 Filtrar per Id: 
Anteriorment hem comentat els criteris de cerca que hi ha actualment a l’AT. S’ha identificat que 
existeix també la necessitat de poder buscar qüestions segons el seu identificador. 
• El sistema ha de permetre cercar qüestions per un nou criteri, l’identificador. 
F5 Incorporar nous atributs a les qüestions: 
Aquests atributs fins ara no hi eren, i són necessaris per tal que el servei web corrector pugui 
corregir un determinat tipus de qüestió en les que els estudiants en comptes de donar una solució, 
donen una URL de la base de dades que han utilitzat per fer l’exercici. 
• Cal afegir els atributs: nom d’usuari, contrasenya i opció SSL a les qüestions de tipus URL. 
F6 Afegir un camp de post-inicialitzacions: 
Aquest atribut fins ara tampoc no hi era. El camp inicialitzacions d’un joc de proves conté les 
sentències SQL que deixen la base de dades on corregir la solució d’un exercici en un estat 
determinat. Però s’ha identificat alguns casos en què són necessàries unes post-inicialitzacions 
posteriors a les inicialitzacions. Aquest camp permetrà guardar també aquestes sentències. 
• Cal afegir als formularis un camp post-inicialitzacions (permetrà entrar sentències que cal 
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F7 Permetre fixar la política de correcció binaria: 
Aquest atribut es necessari per marcar el funcionalment desitjat del servei web durant la 
correcció. 
• El sistema ha de poder fixar una política de correcció binària per al global de la qüestió. 
• El sistema ha de poder fixar una política de correcció binària per cada joc de proves i cada 
comprovació. 
F8  Permetre fixar la política de missatges: 
Aquest atribut es necessari per marcar el funcionalment desitjat del servei web durant la 
correcció. 
• El sistema ha de poder fixar la política de missatges per cada joc de proves i per cada 
comprovació de les qüestions. 
F9 Permetre fixar la política de correcció amb gàbia: 
Aquest atribut es necessari per marcar el funcionalment desitjat del servei web durant la 
correcció. 
• El sistema ha de poder fixar una política de correcció amb gàbia per al global de la qüestió. 
F10 Generació d’attachements: 
Quan les qüestions es presenten als estudiants a través de moodle, se’ls ofereix sempre un fitxer 
adjunt on tenen les dades sobre la base de dades per la que s’ha de resoldre l’exericic i també les 
dades sobre els jocs de prova que el professor vulgui fer públics. Aquest fitxer el professor 
actualment l’ha de editar a ma, copiant-hi el que vol que hi hagi en ell. Es vol que la nova versió de 
l’AT permeti generar automàticament aquest fitxer. Per fer-ho l’usuari ha de marcar quines parts 
es volen incloure al fitxer i quines parts s’han d’obviar. Els camps que es poden incloure són:  Les 
inicialitzacions, les post-inicialitzacions i la neteja de la qüestió; Per cada joc de proves, les 
inicialitzacions, l’entrada, el resultat en forma de comentari i la neteja; I per cada comprovació de 
cada joc de proves, els mateixos camps. Per defecte estaran marcades les inicialitzacions de la 
qüestió i les inicialitzacions del joc de proves públic. 
• El sistema ha de poder generar un fitxer associat a l’enunciat. 







    PFC  
 
  
40 Desenvolupament de la 2ª versió AT 
F11 Gestionar estats (snapshots): 
Aquest atribut fins ara tampoc no hi era. Aquest camp només té sentit per les qüestions de tipus 
URL en què es vol guardar l’estat de la base de dades dels estudiants en un cert moment de la 
correcció. En el camp es guardarà les sentències que cal executar per guardar aquest estat. 
• El sistema ha d’afegir un atribut estat per qüestió.  
F12 Permetre enunciats en múltiples idiomes: 
Actualment l’enunciat de la qüestió i els missatges d’error només es poden introduir en un idioma. 
Hi ha d’haver la possibilitat de poder diferenciar-los en varis idiomes. A més s’han de guardar 
aquests camps al magatzem de qüestions. 
• El sistema ha de poder introduir l’enunciat i els missatges d’error dels jocs de proves i les 
comprovacions en més d’un idioma. 
F13 Edició de l’enunciat en HTML: 
L’enunciat d’una qüestió esta escrit en un format HTML. S’hauria de permetre previsualitzar-lo des 
de la pròpia eina de la mateixa forma que apareixerà posteriorment al Moodle. 
• El sistema ha de poder previsualitzar l’enunciat de la pregunta en HTML. 
F14 Gestió de l’assignació de serveis web (correctors) a qüestions: 
Actualment les assignacions d’un servei web a les qüestions s’ha de fer una per una. Es vol 
permetre fer aquesta operació d’una forma més eficient. Per altra part també cal poder executar 
totes les qüestions que tenen un mateix servei web assignat d’una forma massiva i saber si dóna 
resultats correctes o hi hagut errors.  
• El sistema ha de poder mostrar les qüestions que estan associades al corrector 
seleccionat.  
• Ha de poder marcar qüestions que no tinguin el servei web com a corrector, i desmarcar-
ne d’altres que si que el tenien. 
• També, un cop feta aquesta assignació/desassignació, ha de poder executar totes les 
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F15 Gestió dels elements rellevants segons les categories: 
Actualment es pot editar qualsevol dels elements a qualsevol qüestió indiferentment de la seva 
categoria. Ara bé, hi ha elements que no tenen sentit segons la categoria. S’ha de poder gestionar i 
guardar quins elements queden inhabilitats de poder editar depenent de la categoria que té la 
qüestió. 
• En la gestió de categories, el sistema ha de poder indicar quins elements de la definició de 
qüestions són o no rellevants. 
F16 Executar la solució d’un alumne: 
En la versió inicial de l’AT les solucions dels alumnes només es poden corregir a través de Moodle. 
En aquest cas, interessa que hi hagi l’opció de poder corregir des de l’AT per facilitar comprovar les 
reclamacions dels alumnes. Per tant s’han de mostrar els resultats obtinguts amb la solució i la 
nota que obtindria l’alumne. 
• En les pestanyes relacionades amb una qüestió: Gestió / Execució, se n’ha d’afegir una 
altra que permetrà l’execució de la solució d’un alumne.  
• El sistema ha de poder mostrar els resultats dels jocs de proves i comprovacions amb la 
solució d’un alumne i la nota que obtindria.  
 Resposta LEARN-SQL Resposta Alumne Comparació Nota 
Públic     
C1-1     
C1-2     
JP2     
C2-1     
C2-2     
   Total:  
 
F17 Bloquejar/desbloquejar qüestions: 
Actualment una qüestió es pot modificar o esborrar per error i no hi ha res que ho impedeixi. Hi ha 
d’haver la  possibilitat de bloquejar en el cas que no es vulgui modificar. 
• El sistema ha de poder bloquejar/desbloquejar una qüestió de manera que no es pugui 
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F18 Enter relacionat amb les post-inicialitzacions: 
Aquest atribut es necessari per marcar el funcionalment desitjat del servei web durant la 
correcció.  
• El sistema ha de poder guardar un valor que ha de ser menor o igual que el màxim de 
l'atribut “ordre” dels jocs de proves. <= max(ordre).  
F19 Generar llistats: 
Com en el cas de generar un fitxer per l’enunciat d’una qüestió, es vol poder generar un fitxer amb 
tota la informació relacionada d’una qüestió. Això permetrà als professors imprimir tot el 
relacionat amb una qüestió i poder estudiar-la amb una estructura plana que li donarà una visió 
global de l’exercici. 
• El sistema ha de permetre generar un llistat de tota la informació d’una qüestió. 
4.1.1.2 Millores de funcionalitats existents 
F20 Problemes a la cerca: 
Actualment quan es cerca per algun atribut que contingui un apòstrof, dóna error al accedir a la 
base de dades amb el caràcter ( ‘ ). 
• El sistema ha de poder cercar per títol, autor, temàtiques o esquemes que continguin un 
apòstrof  
F21 Gestió de l’atribut dificultat:  
Encara que, en general, la dificultat d’una qüestió la introdueix l’usuari de l’aplicació, poden existir 
altres aplicacions que la generen i graben a la base de dades. Actualment quan aquestes altres 
aplicacions posen en aquest atribut un valor NULL o un valor real amb més de dos decimals, la 
visualització d’aquest valor no és correcta. 
• El sistema ha de poder tractar la dificultat d’una qüestió quan el seu valor és NULL. 
F22 Millorar la informació sobre l’execució dels serveis web quan aquesta dóna error: 
Actualment, en algunes ocasions no es dóna el codi d’error i missatge que retorna el servei web en 
el cas que no funcioni correctament. Cal fer que sempre es doni aquesta informació a l’usuari.  
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F23 Baixa de serveis web (correctors): 
Quan es vol donar de baixa un corrector, actualment el que fa l’aplicació és mirar si hi ha alguna 
qüestió que té aquest corrector assignat, i no té cap altre corrector assignat. Si n’hi ha alguna amb 
aquesta circumstància, no deixa fer la baixa del corrector. S’ha de poder eliminar l’enllaç del 
corrector amb les qüestions massivament i d’una forma clara. 
• El sistema ha de poder donar de baixa un corrector i s’indiqui quines són les qüestions que 
es quedaran sense corrector. 
4.1.2 Requeriments no funcionals 
Els requeriments del sistema que han de satisfer els aspectes d’aparença, usabilitat, rendiment, 
seguretat i operació són: 
N1 Entrar a l’aplicació: 
Fer que a l’entrar a l’aplicació, un cop has entrat el username i pasword puguis fer return per 
accedir. 
• El sistema ha d’entrar a l’aplicació si un cop s’ha entrat el username i pasword es fa return.  
N2 Finalitzar l’aplicació: 
En el cas de voler sortir de l’aplicació i apretar al botó de tancar, l’AT ha de finalitzar tancant totes 
les connexions. 
• El sistema ha de finalitzar l’aplicació quan es doni al botó de tancar, i no que l’amagui. 
N3 Interfície en diferents idiomes: 
Fer que el idioma de la interfície sigui configurable. En un fitxer per cada idioma hi hauria d’haver 
les paraules que s’utilitzen per cadascuna de les comandes que surten a la interfície.  
• El sistema ha de permetre que el idioma de la interfície sigui configurable.  
• Hi ha d’haver-hi un fitxer per cada idioma amb etiquetes que tenen com a equivalent les 
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N4 Mostrar l’identificador de la qüestió: 
Actualment per cada pregunta que es guarda a la base de dades, es genera un identificador (camp 
tipus serial), cal mostrar aquest identificador a la pantalla. 
• El sistema ha de mostrar l’identificador de la qüestió como una dada més quan es 
visualitzen les seves dades principals. 
N5 La interfície ha de complir els requeriments no funcionals del projecte que es parteix: 
• Interfície amigable i funcional, amb pantalles de la mateixa combinació de colors i forma. 
• Textos amb tipografia, tamany i contrast per poder ser llegible.  
• Eines per facilitar la utilització de l’aplicació. 
• Pantalles d’error informant quan el sistema no funciona com s’especifica als casos d’us. 
• Permetre accedir a les funcionalitats en pocs passos. 
• El sistema ha de continuar funcionant, encara que els serveis webs no estiguin disponibles 
o no es pugui accedir-hi. 
• El sistema ha de demanar confirmació abans de modificar o eliminar qualsevol dada de la 
base de dades. 
• El sistema ha de prevenir de la introducció de dades incorrectes. 
• El sistema ha de poder tenir control d’accés mitjançant usuari i contrasenya. 
• El sistema s’ha de poder utilitzar amb una resolució mínima de 1024x768 píxels. 
• La interacció amb el sistema ha de poder fer-se mitjançant els perifèrics de teclat i ratolí. 
4.1.3 Restriccions de disseny 
Al partir d’una arquitectura, estructura i codi prèviament dissenyat, ens trobem en una situació de 
que si es vol complir amb l’estabilitat del sistema, s’haurà de respectar les condicions que ja estan 
implementades. 
R1: Les qüestions que es manipulin a AT, s’han de poder utilitzar des de l’entorn Moodle. Per tant 
s’ha de tractar la persistència de les dades amb un SGBD (Sistema Gestor de Base de Dades). A 
més, cal que l’esquema lògic i físic tingui correspondència amb Moodle. 
R2: S’ha d’utilitzar els correctors específics que hi ha dissenyats per al sistema. Com són serveis 
webs, s’ha d’accedir amb els protocols establerts i respectant la seva comunicació. 
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4.2 Especificació 
Primer de tot, cal dir que l’especificació esta basada, com tot el projecte, en el treball realitzat per 
Adrián Toporcer i que té com a títol “Gestor de cuestiones SQL y servicios web correctores” [Ref.1]. 
Per aquest motiu, les funcionalitats del sistema que no s’hagin modificat o que no siguin noves, es 
a dir, que no es trobin als requeriments, és podran consultar a l’annex A. 
4.2.1 Model de casos d’us 
En aquest model s’especifica els usos que hi haurà al sistema durant la seva execució. També es 
descriurà la interacció entre el sistema i els actors que intervenen.  
4.2.1.1 Actors 
Els actors que intervenen al sistema poden ser de dos tipus: 
Usuari:  Qualsevol persona que utilitza el gestor de qüestions i que manipula la seva base 
de dades. Normalment aquest usuari és el professor que dissenya els exercicis pels 
estudiants. 
Servei de correcció:  Sistema extern on s’executa les solucions de les qüestions i generen 
els resultats corresponents als jocs de proves i comprovacions. D’això s’encarrega els 
correctors utilitzen els serveis web. 
4.2.1.2 Diagrames de casos d’us 
A continuació tenim el diagrama global dels casos d’ús que tenim a la nostra aplicació. Es mostra la 
relació que hi ha entre els actors i les diferents agrupacions lògiques. 
Cal comentar que les agrupacions amb fons fosc són les que han estat modificades o creades 
durant aquest projecte. 
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A l’organització que es mostra, s’observa com l’usuari es relaciona amb totes les agrupacions ja 
que és l’actor que haurà d’administrar totes les dades de les qüestions. En canvi, el servei de 
correcció només intervé amb les qüestions, degut que el seu propòsit és el de generar els resultats 
de les qüestions. 
A continuació es mostra per cadascuna de les agrupacions, els casos d’us que inclou. Igualment es 
marcarà en blau els casos d’ús que s’han desenvolupat i modificat com a part d’aquest projecte. 
Gestió de qüestions: 
L’agrupació “Gestió de qüestions” conté a la seva vegada l’agrupació gestió de jocs de proves i 
aquesta conté la gestió de comprovacions. 
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Gestió de correctors: 
A l’agrupació “Gestió de correctors” s’ha de destacar la relació del cas “sol·licitar característiques” 
que es consulta per conèixer les categories acceptades o SGBD utilitzat. Al crear o modificar un 
corrector cal actualitzar la informació del servei corresponen. 
 
Figura 4.3: Contingut de l’agrupació “Gestió de correctors” 
Consulta del catàleg: 
Una de les agrupacions és “Consulta del catàleg” que conté els casos d’us de llistar totes les 
qüestions o buscar unes en concret segons les característiques. 
 
Figura 4.4: Contingut de l’agrupació “Consulta del catàleg” 
Gestió de temàtiques: 
Les agrupacions “Gestió de temàtiques”, “Gestió d’esquemes” i “Gestió de categories” només 
tenen els casos bàsics de gestió (crear, modificar i eliminar) amb cap particularitat. 
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Gestió d’esquemes: 
 
Figura 4.6: Contingut de l’agrupació “Gestió d’esquemes” 
Gestió de categories: 
 
Figura 4.7: Contingut de l’agrupació “Gestió de categories” 
Cal destacar que en les figures anteriors no s’ha mostrat les relacions dels casos d’us amb l’actor 
Usuari a causa de que aquest s’interrelaciona amb tots els casos d’us i quedarien uns diagrames 
excessivament complicats. En canvi amb l’usuari servei de correcció cal veure les seves relacions. 
 
Figura 4.8: Relació dels casos d’us amb l’actor “servei de correcció” 
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4.2.1.3 Especificació de casos d’us 
Per definir el comportament del sistema és fan servir fluxos d’esdeveniments, els típics que 
descriuen les accions més habituals , i els alternatius que ho fan amb possibles situacions d’error o 
en casos d’us que s’estenen les seves funcionalitats bàsiques.  
A l’annex A és poden trobar les especificacions originals de l’aplicació i que no han estat 
modificades. Per tant no s’han tornat a especificar en aquest apartat.  A continuació s’especifiquen 
els nous casos d’us. 
C1 Crear categoria: 
• Descripció: L’usuari crea una nova categoria per poder assignar a les qüestions. 
• Ref. requeriments funcionals: F1, F2, F15. 
• Flux típic d’esdeveniments: 
1. L’usuari indica que es vol crear una nova categoria. 
2. El sistema demana a l’usuari que introdueixi les dades de la categoria. 
3. L’usuari introdueix les dades i accepta. 
4. El sistema comprova que les dades són correctes i dóna d’alta la nova categoria. 
• Flux alternatiu: 
 L’usuari no introdueix el identificador o la descripció de la categoria: el sistema 
informa a l’usuari i permet introduir les dades que calen. 
 La categoria ja existeix: el sistema informa a l’usuari que ja hi ha una categoria 
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C2 Modificar categoria: 
• Descripció: L’usuari modifica les dades d’una categoria. 
• Ref. requeriments funcionals: F1, F2, F15. 
• Flux típic d’esdeveniments: 
1. L’usuari indica que es vol modificar les dades d’una categoria determinada. 
2. El sistema mostra a l’usuari les dades actuals de la categoria i permet modificar-les. 
3. L’usuari realitza els canvis que desitja i accepta. 
4. El sistema demana confirmació. 
5. L’usuari confirma. 
6. El sistema comprova que les dades són correctes i reemplaça de forma permanent les 
dades anteriors. 
• Flux alternatiu: 
 L’usuari no introdueix l’identificador o descripció de la categoria: el sistema 
informa a l’usuari i permet introduir les dades que calen. 
 La categoria ja existeix: el sistema informa a l’usuari que ja hi ha una categoria 
amb l’identificador indicat i permet modificar-la. 
C3 Eliminar categoria: 
• Descripció: L’usuari elimina una categoria. 
• Ref. requeriments funcionals: F1, F2, F15. 
• Flux típic d’esdeveniments: 
1. L’usuari indica que es vol eliminar una categoria determinada. 
2. El sistema demana confirmació. 
3. L’usuari confirma. 
4. El sistema comprova que no hi ha qüestions associades a la categoria i la dóna de baixa. 
• Flux alternatiu: 
 Existeix qüestions relacionades amb la categoria: el sistema ho notifica a l’usuari. 
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C4 Generar Llistat: 
• Descripció: L’usuari genera un llistat amb totes les dades d’una qüestió. 
• Ref. requeriments funcionals: F19 
• Flux típic d’esdeveniments: 
1. L’usuari indica que vol generar un llistat d’una qüestió determinada. 
2. El sistema mostra quines dades es volen incloure al fitxer. 
3. L’usuari marca les dades que s’han de generar i confirma. 
4. El sistema genera un fitxer amb les dades que l’usuari ha volgut incloure. 
• Flux alternatiu:  
 L’usuari vol guardar el fitxer localment: els sistema demana on es vol guardar i ho 
realitzar un cop escollit per l’usuari. 
C5 Generar Attachments: 
• Descripció: L’usuari genera un fitxer amb les dades necessàries d’una qüestió per entregar 
als estudiants. 
• Ref. requeriments funcionals: F11 
• Flux típic d’esdeveniments: 
1. L’usuari indica que vol generar un fitxer d’una qüestió determinada. 
2. El sistema mostra quines dades es volen incloure al fitxer. 
3. L’usuari marca les dades que s’han de generar i confirma. 
4. El sistema genera un fitxer amb les dades que l’usuari ha volgut incloure-hi l’adjunta a la 
qüestió. 
• Flux alternatiu:  
 L’usuari vol guardar el fitxer localment: els sistema demana on es vol guardar i ho 
realitzar un cop escollit per l’usuari. 
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C6 Executar la solució de l’alumne: 
• Descripció: Executa la solució que ha ficat l’alumne per saber en quins jocs de proves o 
comprovacions ha fallat.  
• Ref. requeriments funcionals: F16 
• Flux típic d’esdeveniments: 
1. L’usuari indica que es vol executar la solució de l’alumne. 
2. El sistema mostra per pantalla la solució de l’usuari . 
3. L’usuari posa la solució de l’alumne i executa. 
4. El sistema executa, i mostra els resultats obtinguts de la qüestió amb la solució de 
l’alumne per pantalla 
• Flux alternatiu: 
 El servei web no ha pogut resoldre la qüestió i mostra per pantalla l’error obtingut 
per a que l’usuari el pugui tractar. 
C7 Executar les qüestions d’un corrector: 
• Descripció: Executa totes les qüestions que estan associades a un correctori en concret i 
indica si ha generat correctament les sortides o no.  
• Ref. requeriments funcionals: F14 
• Flux típic d’esdeveniments: 
1. L’usuari selecciona un corrector. 
2. El sistema mostra per pantalla totes les qüestions del magatzem amb una marca les que 
tenen el corrector assignat . 
3. L’usuari marca i desmarca les assignacions, guarda les modificacions i executa. 
4. El sistema executa el generar sortides de totes les qüestions que estan assignades i 
mostra si el resultat obtingut és correcte o no. També executa el comparar sortides en el 
cas que tingui més d’un corrector i mostra si les comparacions han sigut correctes o no.  
• Flux alternatiu: 
 El servei web no ha pogut resoldre alguna de les qüestions assigandes i mostra per 
pantalla l’error obtingut per a que l’usuari el pugui tractar. 
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4.2.2 Model conceptual de dades 
En aquest model, es representa les classe de domini de l’aplicació, com es relacionen i les 
propietats que tenen. Es parteix dels components desenvolupats del projecte anterior on hi havia 
els conceptes ben definits, i per tant no hi hagut dificultats en integrar els canvis que han sigut 
necessaris.  
L’esquema conceptual que s’ha obtingut mostra com s’han incorporat les noves classes, els nous 
atributs, les propietats, les relacions i les restriccions que intervenen en aquest projecte. 
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S’ha mantingut el idioma original de les classes per motius de concordança amb la implementació 
que ja es disposava i dels canvis realitzats. Així no s’haurà de patir mal entesos. 
Restriccions textuals d’integritat: 
• No pot haver dos qüestions amb el mateix identificador. 
• No pot haver dos tipus de solució amb el mateix identificador. 
• No pot haver dos idiomes amb el mateix identificador. 
• No pot haver dos categories amb el mateix identificador. 
• No pot haver dos temàtiques amb el mateix nom. 
• No pot haver dos esquemes amb el mateix nom. 
• No pot haver dos correctors amb la mateixa URL. 
• No pot haver dos jocs de proves amb el mateix nom assignats a la mateixa qüestió. 
• No pot haver dos comprovacions amb el mateix nom assignats al mateix joc de proves 
• Els ordres dels jocs de proves assignats a una qüestió han de mantenir valors correlatius. 
• Els ordres de les comprovacions assignades a un joc de proves han de mantenir els valors 
correlatius. 
• La dificultat de les qüestions només pot prendre valors entre 0 i 1. 
• El pes dels jocs de proves només pot prendre valors entre 0 i 1. 
• La suma dels pesos dels jocs de proves assignats a una qüestió ha de sumar 1. 
• L’atribut derivat “/resolta” s’obté de la següent forma: 
 Una qüestió es considera resolta sempre que tingui jocs de proves assignats i cap 
d’aquests, ni tampoc cap de les seves possibles comprovacions, disposi d’una 
sortida buida. 
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Cal comentar que les qüestions poden estar associades fins amb dos fitxers, tal com es pot veure a 
l’esquema conceptual: 
• Un fitxer amb informació addicional que es vol tenir com adjuntat a la qüestió, en el 
requeriment F11 cal que s’adjunti el fitxer generat. 
• Un altre fitxer que conté la solució si és necessari, en el cas de que el tipus de solució ho 
necessiti. En cas contrari, la solució s’indica amb l’atribut “solució”. 
Per altra part es defineixen dos relacions de composició, una entre “Qüestió” i “JocProves”, i una 
altra entre “JocProves” i “Comprovació”. Aquestes relacions volen expressar que les classes no 
tenen sentit per si soles, i per això en el cas de que s’elimini una qüestió, s’ha d’eliminar els jocs de 
proves que estan associats, i el mateix cas passa amb les comprovacions i els jocs de proves. 
També s’ha de destacar l’atribut “/resolta” a la classe “Qüestió” que és utilitzada en comú per l’AT 
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4.2.3 Model de comportament 
En aquest model s’estableixen les operacions que es porten a terme per realitzar els casos d’us 
especificats anteriorment. Com ha passat en els casos d’us, només es descriuen les noves 
funcionalitats i les que en algun cas s’hagin modificat funcionalitats existents.  
Per altra part, a l’annex A, es troben definits els diagrames del projecte que es parteix: “Gestor de 
cuestiones SQL y servicios web correctores”. No es van definir tots els casos d’us degut que la 
majoria són de gestió (alta, baixa i modificació) i es comporten de la mateixa forma. 
C1 Crear categoria: 
• Diagrama de seqüència: 
 
• Contracte de l’operació “altaCategoria”: 
 Responsabilitats:  
· Donar d’alta una nova categoria. 
 Excepcions: 
· Si el valor de l’identificador o la descripció es null, retorna error. 
· Si ja existeix una categoria amb el mateix identificador, retorna error. 
 Pre-condicions: 
· No existeix la categoria amb l’identificador indicat. 
 Post-condicions: 
· Alta d’una instància de categoria amb l’identificador, descripció i les rellevàncies 
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C2 Modificar categoria: 
• Diagrama de seqüència: 
 
• Contracte de l’operació “obtenirDades”: 
 Responsabilitats:  
· Obtenir les dades relatives a la categoria indicada. 
 Excepcions: 
· Si no existeix cap categoria amb l’identificador igual a idcategoria, retorna error. 
 Pre-condicions: 
· Existeix la categoria amb l’identificador indicat. 
 Sortida: 
· Retorna les dades de la categoria desitjada. 
• Contracte de l’operació “actualitzarCategoria”: 
 Responsabilitats:  
· Modificar les dades de la categoria de forma permanent. 
 Excepcions: 
· Si no existeix cap categoria amb l’identificador igual a idoriginal, retorna error. 
· Si no s’ha especificat l’identificador o la descripció, retorna error. 
 Pre-condicions: 
· Existeix la categoria amb l’identificador indicat. 
 Post-condicions: 
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C3 Eliminar categoria: 
• Diagrama de seqüència: 
 
• Contracte de l’operació “baixaCategoria”: 
 Responsabilitats:  
· Donar de baixa una categoria. 
 Excepcions: 
· Si no existeix cap categoria amb l’identificador indicat, retorna error. 
· Si la categoria esta associada a alguna qüestió, retorna error. 
 Pre-condicions: 
· Existeix la categoria amb l’identificador indicat. 
· La categoria no es troba associada a cap qüestió. 
 Post-condicions: 
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C4 Generar llistat: 
• Diagrama de seqüència: 
 
• Contracte de l’operació “generarLlistat”: 
 Responsabilitats:  
· Generar un fitxer amb les dades de la qüestió que s’hagin especificat. 
 Excepcions: 
· Si no existeix cap qüestió amb l’identificador indicat, retorna error.  
 Pre-condicions: 
· Existeix la qüestió amb l’identificador indicat. 
 Sortida:  
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C5 Generar Attachment: 
• Diagrama de seqüència: 
 
• Contracte de l’operació “generarAttachment”: 
 Responsabilitats:  
· Generar un fitxer amb les dades de la qüestió que s’hagin especificat. 
 Excepcions: 
· Si no existeix cap qüestió amb l’identificador indicat, retorna error.  
 Pre-condicions: 
· Existeix la qüestió amb l’identificador indicat. 
 Sortida:  
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C6 Executar solució de l’alumne: 
• Diagrama de seqüència: 
 
• Contracte de l’operació “executarSolució”: 
 Responsabilitats:  
· Executar la solució d’un alumne sobre una qüestió i generar les sortides dels jocs 
de proves i comprovacions corresponents. 
 Excepcions: 
· Si no existeix cap qüestió amb l’identificador indicat, retorna error. 
· Si la qüestió no esta resolta per una solució de l’usuari, retorna error. 
 Pre-condicions: 
· Existeix una qüestió amb l’identificador indicat i amb jocs de proves. 
· La qüestió en concreta esta resolta per una solució proporcionada per l’usuari. 
 Post-condicions: 
· El resultat generat sempre és el mateix, independentment del corrector assignat 
a la qüestió. 
 Sortida:  
· Retorna correcte (per cada joc de proves i comprovació) si el resultat és el mateix 
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C7 Executar les qüestions associades a un corrector: 
• Diagrama de seqüència: 
 
• Contracte de l’operació “executar”: 
 Responsabilitats:  
· Generar les sortides de les qüestions que estan assignades a un corrector en 
concret i mostrar els resultats si són correctes o no. 
 Excepcions: 
· Si no existeixen qüestions assignades, retorna error. 
 Pre-condicions: 
· Existeix almenys una qüestió assignada al corrector. 
 Post-condicions: 
· Mostra per cada qüestió assignada si es genera sortides correctes i si la 
comparació amb altres correctors genera les mateixes sortides. 
 Sortida:  
· Retorna correcte (per cada qüestió) que ha generat solucions correctes i error en 
cas contrari, a més retorna (en cas de haver-hi més d’un corrector assignat) 
correcte si les sortides igual, i error en cas contrari. 
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4.2.4 Model d’estats 
En aquest model és representa els diferents estats en que poden estar els objectes d’una classe. 
En el projecte només hi ha una classe del domini que canvi d’estat, la qüestió. Aquesta classe pot 
estar resolta o sense resoldre depenen de les accions que es facin. 
El motiu per la qual es distingeix aquests estats, es degut a que un usuari de l’aplicació gestor de 
qüestions pot modificar les característiques de les una qüestions, que són les mateixes que fan 
servir els usuaris de Moodle, i que només poden avaluar les que estan anteriorment resoltes. 
  
 
Figura 4.10: Diagrama d’estats d’una qüestió 
Com es pot observar, una qüestió estarà resolta només quan s’hagi generat les sortides i els 
resultats retornats siguin correctes. A més veiem que amb qualsevol canvi que hi ha sobre les 
dades d’una qüestió provoca que es torni a l’estat “sense resoldre”, fet que fa que sempre hi hagi 
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4.3 Disseny 
Una vegada es disposa de l’especificació de “que” ha de fer l’aplicació, en aquest apartat es 
determina els factors que intervenen a l’hora de dissenyar el “com” s’han fet les funcionalitats que 
s’han vist anteriorment.  
Per a que s’obtingui un disseny adequat a les necessitats que hi ha, s’ha de tenir en compte amb 
molts factors, com per exemple, la tecnologia sobre la que es treballarà, els requeriments que ha 
de complir el sistema, el temps del que es disposa i fins i tot els recursos que s’invertiran. 
4.3.1 Arquitectura utilitzada 
Abans de començar a dissenyar, i en el cas del manteniment de software, s’ha de fer un estudi de 
l’arquitectura que ja disposa l’aplicació. En aquest cas hi ha una arquitectura basada en tres capes, 
fet que permet la integració de les noves funcionalitats d’una forma eficient.  
Degut que l’arquitectura que hi ha establerta és òptima per dur a terme els requeriments del 
projecte, s’ha procedit a continuar en aquesta línia. L’inconvenient d’aplicar el model de tres 
capes, és el temps de dedicació que s’ha d’invertir per estudiar les relacions que hi ha entre capes. 
D’aquesta arquitectura podem destacar que la visibilitat es dóna d’una capa a la capa inferior, és a 
dir, que la capa inferior retorna els resultats que demana la capa superior. A part, no és pot 
accedir a una capa que no sigui immediata. 
Les avantatges que s’obtenen utilitzant tres capes és reduir l’acoblament fent que sigui més fàcil 
poder generar canvis en el nivell que faci falta sense veure’s modificat els altres. Per tant, també 
permet que el manteniment tingui menor cost i es pugui adaptar més ràpid a les tecnologies que 
vagin sorgint. A canvi, el model provoca que el flux d’informació perdi eficiència, ja que es veu 



































Com s’observa a la figura 2.7, l’arquitectura consta exactament de quatre capes,  el model de tres 
capes més una d’afegida: 
• Capa de presentació
recollir les seves peticions, i en una altra per mostrar els resultats de les 
• Capa de domini: És l’encarregada d’implementar la lògica de negoci de l’aplicació.
• Capa de gestió de dades
dades relacional de forma permanent.
• Capa de comunicació
resultats de les qüestions.
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Control de serveis 
Serveis
Components d’interfcie gràfica 
Figura 4.11: Arquitectura en capes 
: És l’encarregada de la interacció amb l’usuari, en una part per 
: És l’encarregada d’emmagatzemar les dades en una base de 
 
: És l’encarregada d’accedir als serveis de correcció per generar els 
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4.3.2 Capa de presentació 
La capa de presentació és la principal cara de l’aplicació AT i per tant consisteix en una interfície 
gràfica que dóna un aspecte visual mitjançant finestres, formularis i botons per a que l’usuari 
pugui interaccionar amb el sistema. 
Primerament s’explicarà com s’ha dissenyat les pantalles que l’usuari manipula i després es 
definirà el funcionament intern de la capa. 
4.3.2.1 Disseny interfície gràfica 
En aquest apartat s’especifica el disseny que s’ha dut a terme per a implementar els diferents 
aspectes gràfics. Les diferents pantalles, finestres que s’han anat implementat sorgeixen de les 
especificacions dels casos d’ús, segons les interaccions que ha de fer l’usuari amb el sistema. 
S’ha fet servir botons, camps de text, llistes, desplegables, menús i taules com a components més 
adequats per a que hi hagi una màxima interactivitat al sistema. També s’ha procurat que l’entorn 
i distribució fos el més òptim per poder accedir a totes les funcionalitats d’una forma eficient. 
En aquest projecte, s’ha seguit amb el disseny que ja hi havia establert i que, utilitzant llibreries 
gràfiques “Swing”, “SwingX” i “awt” s’ha implementat els diferents formularis que s’havien 
d’afegir i relacionar amb les altres pantalles de les que es disposaven.  
També s’ha utilitzat dos llibreries més, “JGoodies Looks” i “JGoodies Forms” que treballen sobre les 
anteriors anomenades. En aquest cas, la primera serveix per donar un aspecte físic diferent a 
l’habitual de “Swing” i produir una millora en la combinació de colors i formes de cada component 
gràfic, fent que sigui l’entorn més agradable. La segona llibreria, s’utilitza per definir la composició 
dels components que s’han de veure a la pantalla. Per això s’utilitza una disposició que organitza 
els elements mitjançant cel·les que faciliten el seu posicionament. 
Les avantatges que s’obtenen, a part d’una interfície agradable, és aconseguir un aspecte comú en 
totes les pantalles independentment dels components que s’apliquin. A més, es poden agrupar 
elements per a que tinguin la mateixa relació de grandària i canviï proporcionalment quan es 
redimensiona la finestra.  
Els inconvenients que es poden extreure és la dificultat que hi ha a l’hora de dissenyar la disposició 
dels components, ja que requereix, primerament saber de les possibilitats que dóna la llibreria, i 
després haver de definir les línies i columnes que hi hauran, d’una forma manual. Aquest fet 
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Figura 4.12: Composició amb JGoodies mitjançant cel·les 
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Com s’ha explicat en l’apartat anterior on s’especifica les dificultats, la implementació de les noves 
pantalles i la modificació de les existents ha provocat haver de dissenyar una altra vegada cada 
composició, encara que només s’hagués d’afegir un sol atribut. 
A continuació es mostra les diferents classes i la relació que tenen: 














          PanelPrincipal 
Figura 4.14: Composició classes de la capa de presentació 
Al FramePrincipal es pot observar la introducció el requeriment del projecte de tenir la interfície 
en diferents idiomes. Per portar a terme el disseny d’aquesta part, s’ha utilitzat la classe 
“ResourceBundle” que permet recollir d’un fitxer, en format clau-text, les diferents paraules de la 
interfície en diferents idiomes. 
L’avantatge que es té al tenir tot en diferents fitxers és la possibilitat de canviar, sense modificar 
codi, qualsevol paraula que apareix a la interfície. Per altra part, incloure un altre idioma també 
implica fer petits canvis al codi de l’aplicació AT i crear un nou fitxer per al idioma. 
En aquest projecte que hi havia tota la interfície en castellà, s’ha introduït el català i l’anglès com a 
altres idiomes. A més, s’ha definit el català com idioma principal. 
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Figura 4.16: Composició de la capa de presentació 
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Les pantalles que es veuen amb contorn més gruixut, són les pantalles que durant aquest projecte 
s’han creat o modificat alguna part, sempre tenint en compte que el idioma s’ha modificat a totes 
les pantalles. 
En les següents Figures, es mostra les pantalles auxiliars que serveixen per, en la majoria, escollir 
d’una llista els elements que es volen seleccionar per agregar a les Qüestions.  
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Figura 4.18: Pantalles auxiliars en format Dialog 
Finalment, es mostra les pantalles emergents d’avis, confirmació, error i de procés que es poden 
veuen en el cas que hi hagi canvis. 
 









Figura 4.19: Pantalles emergents d’avis, confirmació, error i de procés 
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4.3.2.2 Disseny intern 
La mateixa llibreria “Swing” que s’utilitza per representar els components gràfics, fa la funció de 
capturar els events que es provoquen quan l’usuari interacciona amb l’aplicació AT. Aquesta 
funcionalitat que aporta, permet que es tingui un controlador integrat i no cal afegir classes de 
control de cada pantalla. 
El disseny intern (tenint en compte amb aquest factor) de la capa de presentació facilita la 
implementació, ja que les classes que anteriorment s’han anomenat, es relacionen amb la capa de 
domini notificant els canvis provocats per les accions de l’usuari i mostren les dades que provenen 
del model quan són modificades. 
 
Figura 4.20: Exemple flux donar alta un element 
En aquest exemple es pot veure el comportament d’un cas d’afegir un element (Categoria, 
Temàtica, Esquema, Corrector o Qüestió) al model. Quan l’usuari ha omplert les dades que són 
requerides, i prem el botó d’afegir del Panel corresponent, aquest llança un event que recull el 
controlador que la mateixa classe desenvolupa, com s’ha explicat abans. Una vegada s’ha rebut 
l’event es comunica amb la capa de domini, primerament per saber si l’element ja existeix, que en 
cas negatiu, retorna que s’ha produït un error i el mostra per pantalla, i en cas afirmatiu, es dóna 
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4.3.3 Capa de domini 
Tenint present que la gran majoria de funcionalitats de l’AT consisteixen en consultar i modificar 
les dades del magatzem de qüestions, sembla que aquesta capa no hagi de tenir sentit, ja que les 
seves funcions es podrien fer en altres capes. Tot i així, tenir una capa de domini permet 
manipular amb facilitat tots els components, atributs i relacions que intervenen. 
Una altra raó, és que manté la lògica de l’aplicació, que es veu inalterada en cas de que hi hagi 
canvis a la base de dades o en la forma de presentar les dades. Per això, ja sigui per un canvi a 
l’esquema físic, com perquè es canviï de SGBD o es vulgui llistar una sèrie d’atributs per pantalla, 
no hi hauria risc de que l’AT quedi inoperatiu. 
Aquesta capa,  que acostuma a ser l’encarregada d’implementar totes les funcionalitats del 
sistema, i que fa d’enllaç entre la capa de presentació i de gestió de dades, presenta unes 
característiques diferents, ja que únicament s’ha implementat la lògica de l’aplicació i deixa que 
s’encarreguin les altres capes de fer les funcionalitats necessàries. 
D’aquesta forma, la capa de domini manté una representació de l’estat de totes les qüestions i 
permet així, no accedir constantment a la base de dades per cada operació, sinó que consulta i 
guarda les dades quan ho necessita.  
El disseny de la part del domini, fa que s’hagi de tenir en compte de que l’esquema conceptual 
estigui normalitzat. Així que partint del model que s’ha especificat en l’apartat anterior, totes les 
associacions són binaries i no hi ha cap classe associativa. 
L’únic factor que s’ha de revisar és l’atribut derivat “/resolta”, que s’ha materialitzat per a obtenir 
un esquema conceptual totalment normalitzat. Actualitzar l’atribut té un cost mínim ja que es 
canvia el seu valor només quan es modifica alguna dada essencial per al procés de correcció i quan 
els resultats generats són correctes . 
El cas de les restriccions d’integritat, queden delegades a la capa superior, la de presentació i a la 
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4.3.3.1 Disseny intern 
Per dur a terme la implementació de la capa de domini, s’ha realitzat una estructura de classes 
basant-se en el concepte de tenir un diccionari per cada element del domini. Aquesta estructura 
permet guardar les instancies de cada classe que es van creant, modificant i eliminant d’una forma 
ordenada per a poder gestionar-les amb més facilitat. 
Pensant amb facilitar i millorar la implementació de la capa de presentació, les classes Diccionari 
s’han creat a partir de l’extensió de la funcionalitat “ArrayList” implementant les interfícies 
“ListModel” i “ComboBoxModel”. Amb aquests tipus de classe, s’obté la comoditat d’utilitzar llistes 
ordenades de les instàncies i amb la avantatge de poder mostrar-les per pantalla segons més 
convingui. 
Per altra part, la relació qüestió, joc de proves i comprovació, on existeix una jerarquia, tal com 
s’ha especificat a la introducció, permet implementar una interfície “TreeNode” en aquestes 
classes, fent que es pugui expressar la seva dependència en forma d’arbre a la capa de 
presentació.   
 
 
Figura 4.21: Classes diccionari de la capa de domini 
Es té una classe diccionari per cada classe de domini que cal identificar el seu estat de les 
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4.3.4 Capa de gestió de dades 
A aquesta capa es pretén definir el disseny que s’ha utilitzat sobre la base de dades per a poder 
emmagatzemar-les d’una forma eficient. Per això s’especifica els esquemes lògics i físics. També 
s’ha realitzat l’especificació de l’accés de Java a la base de dades. 
Com l’AT és una aplicació en producció i que per tant és subministrada per dades ja 
emmagatzemades, a l’annex B és pot trobar les sentències SQL que modifiquen l’estat, i en cap cas 
les dades, de les diferents taules que són necessàries per la nova versió. 
4.3.4.1 Esquema lògic de la base de dades 
L’esquema lògic de la base de dades s’ha dissenyat a partir de l’esquema conceptual, tenint en 
compte les particularitats que calen canviar per poder representar-lo a una base de dades 
relacional.  
En el cas de l’AT, els conceptes que no es poden representar d’una forma directa són les 
associacions que tenen multiplicitat *-*. Per tant, les associacions entre qüestions i temàtiques, les 
qüestions i els correctors, i categories i temàtiques, aquesta última dissenyada per poder portar a 
terme un dels requeriments del projecte, són les que es veuen afectades. 
La solució que es fa en aquests casos, i que així s’ha procedit, és introduir taules intermèdies que 
seran les encarregades de mantenir la informació sobre els elements relacionats. D’aquí surten les 
taules: “t_tematiquesquestions”, “t_urlswquestions” i “t_categoriestematiques”. Les claus 
primàries d’aquestes taules són el conjunt de les claus primàries a les que relaciona.  
Moodle, és un altre dels components que accedeix a la base de dades però, en el seu cas, no 
requereix de totes les taules amb els seus atributs que hi han emmagatzemades. Per aquest 
motiu, són necessàries definir unes vistes. Durant el disseny d’aquest projecte, no s’han modificat 
cap vista que hi havia especificada ni s’ha creat cap de nova, fent que Moodle no es vegi afectat. 
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Figura 4.22: Esquema lògic de la base de dades 
 
A la figura 4.? s’observa en fosc com s’ha integrat les noves taules a l’esquema que hi havia de 
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4.3.4.2 Esquema físic amb PostgreSQL 
Encara que l’AT és capaç d’utilitzar diferents SGBD com Oracle o Informix, el projecte ha estat 
desenvolupat sobre PostgreSQL que es un software de lliure distribució, com s’ha comentat 
anteriorment. A continuació es mostren les propietats de les taules que s’han implementat sobre 
aquest sistema de gestió de base de dades. 
 
Figura 4.23: Taula de qüestions 
A la principal taula de la base de dades, ha estat necessari afegir un atribut identificador ja que cap 
dels altres era candidata a ser clau primària. A l’utilitzar un atribut específic per aquesta tasca, ha 
estat definit de tipus “serial” per a que el mateix SGBD s’encarregui de generar la seqüència de 
valors enters únics, que faran la funció d’identificació.  
Davant de l’avantatja d’evitar-nos d’aquesta forma fer el control de la clau primària, hi ha 
l’inconvenient de copiar qüestions d’una base de dades a una altra de forma manual, ja que 
cadascuna té el seu particular serial i pot donar problemes i errors. Per això, sempre cal fer servir 
l’opció de “copiar a BD” des de l’AT. 
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Figura 4.24: Taula de jocs de proves i taula de comprovacions 
Aquestes dues taules, que al model conceptual es representaven com agregacions, introdueixen la 
restricció d’utilitzar com a clau primària el seu identificador més el identificador de la taula a la 
que estan agregades, així es té que la clau primària de joc de proves esta composta pel seu nom i 
l’id de la taula qüestions. D’una forma similar es composa la clau primària a comprovacions. 
En aquest cas, com a la taula de qüestions hi ha atributs amb tipus “bytea”, que la seva 
especificació és la de cadena de text amb format binari. S’utilitza aquest tipus perquè són camps  
que contenen sentències SQL, que després es voldran executar, i per tant s’ha d’assegurar que el 
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Una altra opció que afavoreix aquest tipus, és quan es vol emmagatzemar el contingut dels fitxers 
que l’usuari adjunta. D’aquesta forma no s’altera cap dada que hi hagi dins i es pot recuperar 





   
Figura 4.25: Taula categories, taula temàtiques, taula esquemes i taula correctors 
 
Les taules que es veuen a la figura 4.? són taules bàsiques sense cap restricció a part de la clau 
primària. A part de la taula d’esquemes, les altres tres taules tenen relacions intermèdies, que es 
veuran a continuació, pel motiu abans comentat de tenir relacions molts a molts (* - *). 
Per facilitar la interacció amb la base de dades i no fer canvis durant una transacció que després, 
potser, s’ha de retrocedir, s’utilitza restriccions com DEFERRABLE sobre la definició de la clau 
forana. Aquesta opció permet comprovar la restricció una vegada s’hagi conformat la transacció 
on s’estava modificant la base de dades. Així, per exemple, en el cas que es vulgui canviar el 
identificador d’una categoria, que és la seva clau primària, no s’actualitzarà la taula 
“t_categoriestematiques”, que és l’encarregada de mantenir la correspondència, fins que s’hagi 
finalitzat la transacció, ja que es comprova la restricció en diferit. En cas contrari, s’hauria de crear 
una categoria amb el nou identificador i amb les dades anterior, associar-la a les temàtiques 
corresponents i esborrar la categoria original.  
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Figura 4.26: Taules intermèdies entre qüestions, temàtiques i correctors,  
i entre temàtiques i categories 
 
A la figura 4.? es mostren les taules intermèdies, que només tenen els atributs associats a les claus 
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Figura 4.27: Taula de correccions i taula d’incidències 
 
Aquestes taules s’utilitzen a l’hora de fer les correccions de les qüestions. La taula “Incidencies” 
manté un registre de les operacions que han fallat quan s’accedeix als serveis web. Les operacions 
són: 
• 1 = begin refereeing process 
• 2 = thread execució (updates taula correccions)  
• 3 = check refereeing process status 
En el cas de la taula “correccions_serveis_web” s’utilitza per guardar momentàniament els 
resultats erronis que es produeixen al executar una qüestió amb la solució de l’alumne. L’operació 
que guarda l’estat de la correcció és “begin refereeing process” i l’encarregat de esborrar-lo és el 
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4.3.4.3 Accés a la base de dades des de Java 
La comunicació entre la base de dades i l’aplicació AT és fa mitjançant JDBC (Java Database 
Connectivity) que és una API dissenyada per facilitar la connexió entre els principal SGBD que 
existeixen i la plataforma Java. 
Els mètodes que s’utilitzen permeten interaccionar amb la base de dades relacional d’una forma 
fàcil i directa, ja que les consultes i sentències SQL es poden passar per paràmetre, fent així que 
des de la capa de domini es pugui transmetre en format text les sentències que escriuen els 
usuaris a la capa de presentació. 
Per dur a terme l’accés, s’ha creat un controlador per cada classe diccionari que s’ha comentat 
abans, menys per “DiccCatalogo”, i que serveix de separació i comunicació entre les capes. En 
aquest projecte s’ha hagut de canviar el controlador de categories per a que pogués accedir a la 
base de dades. 
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El cas de les qüestions (“DiccCatalogo”), que disposen de molts més atributs i la relació amb els 
jocs de proves que a la seva vegada estan relacionats amb les comprovacions, fa que l’usuari pugui 
fer moltes operacions abans de voler confirmar els canvis realitzats. Per això, s’ha creat una classe, 
“SaveOnCommit” que fa possible guardar en memòria els canvis que va realitzant l’usuari, creant, 
modificant o eliminant jocs de proves i comprovacions, per finalment acabar-los guardant (fent 
“commit”) o fer-se enrere i recuperar la qüestió en el seu estat original (fent “rollback”). 
Les avantatges que s’obtenen fent aquesta classe, és que només accedeix a la base de dades quan 
tots els canvis desitjats s’han realitzat, i en cas que no es vulguin guardar els canvis, es pot 
recuperar l’estat anterior. D’aquesta manera no es fan canvis innecessaris insertant elements que 
després s’haurien d’eliminar. 
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4.3.5 Capa de comunicació 
La capa de comunicació ha estat dissenyada per establir l’accés als serveis webs des de l’AT. El 
desenvolupament s’ha realitzat mitjançant l’eina WSDL2Java “Web Services for Java 2 Platform, 
Enterprise Edition” [ref. D3], que és capaç de generar clients d’un servei web a partir de la seva 
descripció. Automatitzant aquest procés, es podrà crear una API de Java a partir de l’arxiu WSDL 
de l’especificació del servei web. 
Amb aquest procediment, les classes generades fan que la comunicació amb els serveis web sigui 
transparent al desenvolupament del sistema. La qual cosa facilita la integració de les capes i 
permet poder modificar i ampliar els serveis web sense que es vegi afectada l’aplicació. 
Per generar el codi Java a partir del fitxer WSDL s’ha de seguir els següents passos: 
• Primer de tot hem de tenir l'entorn de desenvolupament inicialitzat correctament: 
Disposar del codi font del corrector (fitxer corrector.wsdl). 
Disposar de les llibreries de Apache Axis2 versió 1.2 
Disposar del JDK 1.5.0_12 
Disposar de Apache Ant 1.6.5 
• La mateixa carpeta que conté l'arxiu .wsdl ha de contenir l'arxiu xsd0.xsd que serveix per 
configurar l’esquema de XML que es fa servir. Aquest arxiu el podem trobar a: 
 %DIR_BASE%/Program Files/Authoring Tool/SW/xsd0.xsd  
• Per generar el codi, primer s’ha d’especificar la ubicació de l’arxiu: 
%AXIS2_HOME%\bin\wsdl2java.bat uri corrector.wsdl 
• Aquesta crida crearà una carpeta anomenada src que contindrà un conjunt de carpetes. 
Concretament a la ubicació  %AXIS2_HOME%/bin/src/org/apache/ws/axis2/corrector 





• S’ha d’agafar el segon arxiu, NomDelCorrectorSOAP11Port_httpStub, canviar-li el seu nom 
per CorrectorStub i copiar-lo a la carpeta: 
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4.4 Proves 
Amb la premissa de partir d’una aplicació en producció i amb funcionalitats estables, les proves 
que s’han fet per aquest projecte són abundants, ja que un dels principals objectius és obtenir una 
versió amb més funcionalitat i que sigui estable.
Durant el desenvolupament dels requeriments esmentats, s’ha seguit una metodologia de proves 
exhaustiva, ja que per un petit canvi
classes, motiu que podia pr
havien estat provades. 
Figura 4.30
Aquest cicle permet observar que han 
que s’implementava un requeriment, no només es feia la prova adequada per tenir un correcte 
funcionament, sinó que es feien les proves de les funcionalita
incorporar aquest disseny. 
La major part de dificultats trobades amb les proves s’han registrat en la primera etapa, quan 
s’estava analitzant el codi de que es disposava, i a l’última etapa amb el disseny i la implementació 
dels requeriments que modifi
sistema. 
Per altra part, una vegada es finalitzava les proves oportunes, es passava una versió a un usuari 
final de l’aplicació (un professor) 









 provocava que s’havia de fer varies modificacions en diverses 
ovocar que fallés qualsevol de les funcionalitats existen
: Cicle de les proves realitzades 
estat importants les proves realitzades ja que cada vegada 
ts que es podien veure afectades
caven les correccions, ja que es depenia d’un altre component del 





ts i que ja 
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sin els errors que 
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D’altra banda, durant el procés de fer les proves, s’han detectat funcionalitats que s’havien 
especificat d’una forma i que una vegada implementades s’han hagut de tornar a especificar 
perquè no era el que realment es volia definir. Aquestes, han estat en gairebé tots els casos, 
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Capítol 5:  
Estudi canvi d’interfície 
En aquest capítol és fa un estudi del cost que hi hauria per passar l’actual interfície a una interfície 
web. Aquest canvi pot provocar que s’hagi de canviar l’arquitectura de la que es disposa i 
segurament la plataforma sobre la que esta programada l’AT. 
L’estudi s’ha basat en un article de “Brian Jimerson” extret d’internet [ref. E1] que tracta d’un cas 
real on es va implementar la migració de plataforma, en concret de Java a ASP.NET implementat 
en C# i utilitzant la tecnologia JLCA.  
El JLCA (Java Language Conversion Assistant) és una eina utilitzada per convertir una aplicació 
Java en una aplicació C#. La versió que es tractarà és la 3.0 que esta inclòs al Visual Studio 2005. 
Aquesta versió inclou millores per a convertir artefactes Java, com a Servlets y pàgines de servidor 
de Java (JSP), així com aplicacions de client que utilitzen Swing o AWT.  
A la pràctica, el JLCA ofereix un bon punt de partida per a fer la conversió, però no completarà 
correctament tot el procés.  Per tant s’haurà de realitzar molts canvis manuals als elements 
convertits després d’utilitzar l’eina. 
El procés de convertir codi font Java a C# no és molt costos. Quan es completa aquest procés, el 
JLCA crea un informe HTML amb els errors i els advertiments que s’han generat. A més, també 
s’introdueixen sobre el codi C# com comentaris dels components incorrectes. Molts dels 
advertiments poden ser ignorats perquè només indiquen diferencies de comportament entre Java 
i C#. Tot i així, s’ha de llegir tots els advertiments per assegurar-se de que no afectin a la aplicació. 
Una vegada s’ha fet aquesta conversió, s’ha de tenir en compte els diferents aspectes que Java i C# 
no tenen en comú. En aquest cas trobem: 
• Localització de recursos: 
El procés de trobar i carregar recursos d’arxiu és fa d’una forma significativament diferent. 
Java utilitza un carregador de classes per a carregar i analitzar una definició de classe en 
temps d’execució. Part de la seva responsabilitat és administrar el context d’una classe. 
Utilitza un tipus especial de variable d’entorn, anomenada classpath, per a localitzar 
recursos. Pel contrari, els recursos de .NET Framework poden implementar-se i carregar-se 
de dos formes diferents: com un recurs incrustat i binari amb un assemblador o com un 
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• Administració d’aplicacions d’entrada/sortida: 
Existeixen varies diferencies entre les aplicaciones E/S en Java i en .NET que s’hauran de 
tractar després de la conversió. Una diferencia considerable és que las seqüències de 
comandes E/S de .NET son bidireccionals, mentre que les de Java son unidireccionals. 
Aquesta diferencia no suposa molta dificultat ja que les seqüències de comandes .NET 
ofereixen, la mateixa funcionalitat que les de Java. Igualment, s’ha de revisar el codi ja que 
hi ha una gran probabilitat de que es produeixin errors lògics. 
• Registres: 
El registre afecta a la capacitat d’escriure missatges per a un destí en determinats punts 
d’execució al codi. A Java com .NET Framework s’ofereix eficaços marcs per a la informació 
de registre, però els seus disenys i implementacions són diferents. En Java, es realitza 
mitjançant log4j de la Apache Software Foundation (ASF) o amb les API de registre 
distribuïdes amb  versions del Kit de desenvolupament  Java (JDK) de Sun Microsystems. 
Per a les aplicacions basades en .NET, la biblioteca de components Microsoft Enterprise 
Library ofereix un eficaç bloc d’aplicacions per al registre. El registre és un procés que 
requereix molts recursos i precisos per evitar que afecti el rendiment de l’aplicació. 
• Coleccions: 
Java com .Net Framework ofereixen importants col·leccions API. Ambos són ampliables i 
cobreixen la majoria d’escenaris.  Per exemple, les llistes son col·leccions ordenades i es 
poden considerar com un tipus de matriu d’una dimensió. El JLCA realitza una bona tasca 
al convertir aquestes classes de col·leccions Java als seus equivalents .NET. Igualment, es 
generen advertiments sobre els comportaments comuns que són diferents en les diferents 
plataformes. Tot i així, es troben problemes al convertir col·leccions especialitzades a 
l’aplicació Java original. 
• Filtres: 
Un filtre és un paradigma comú utilitzat en aplicacions web J2EE per a interceptar 
selectivament sol·licituds i respostes per a realitzar un pre o post processament. Els filtres 
de Java implementen les interfícies “Filtro”, que defineix determinats events del cicle de 
vida. ASP.NET ofereix una funcionalitat semblant en forma d’una interfície anomenada 
IHttpHandler. Els filtres com els controladors HTTP posseeixen interfícies molt senzilles, 
però amb utilitats molt eficaces. El JLCA 3.0 ofereix classes auxiliars que ajuden durant la 
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• Convencions de nomenclatura: 
Encara que els llenguatges Java i C# són semblants, existeixen diferencies a la lexicografia, 
el disseny de l’arbre de recursos i les convencions de nomenclatura. Un exemple és que, 
les classes de Java han de situar-se en un directori que ha de coincidir amb el seu paquet 
declarat, relatiu a l’arrel dels arxius font (o classpath). C# no imposa aquesta restricció. 
• Propietats: 
La construcció de propietats en C# és significativament diferent a la de Java. Les propietats 
poden ser pensades com camps públics que emmagatzemen l’estat d’una classe o, en 
termes d’UML, atributs de classe. Però a Java, no hi ha una propietat de construir, sinó 
propietats representades en mètodes, denominats captadors i establidors. Una vegada dit 
això, no existeix una forma fàcil de convertir els captadors i establidors de Java en 
propietats de C#.  
• Noms de mètodes: 
Els noms de mètodes Java solen utilitzar les majúscules i minúscules Camel. Es a dir, noms 
que comencen amb una lletra minúscula i cada límit de paraula posterior s’escriu en 
majúscula. La convenció de C# diu que els mètodes utilitzen les majúscules i minúscules  
Pascal. La diferencia és que la primera lletra del nom també s’escriu en majúscula. No 
existeix una forma fàcil d’examinar tot el codi convertit i actualitzar la nomenclatura.  
 
En conclusió, s’ha descrit el possibles problemes de la conversió d’una aplicació Java a ASP.NET. La 
majoria del treball ho realitza el JLCA, però hi ha varis elements que necessiten intervenció 
manual. No obstant, el JLCA és una eina molt poderosa i permet que l’aplicació es transformes 
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Capítol 6:  
Estudi temporal 
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6.1 Planificació inicial i d'execució 
La planificació és una de les tasques que es fa quan comença el projecte, amb els requeriments 
definits. La seva funció es tenir un calendari dels petits objectius que s’han d’assolir dia a dia, a 
part de saber quan durarà, en cost de temps, les tasques que calen per dur a terme el projecte. 
6.1.1 Calendari 
En aquest cas es mostrarà la planificació real del projecte, ja que per molts motius: Començar a 
treballar, falta de pressió d’horaris i fites, dificultats trobades comentades en anteriors punts i 
motius personals; La planificació inicial ha tingut una desviació molt gran, ja que s’havia d’acabar 
el projecte al febrer i s’ha acabat al juliol. Així que a partir d’ara es parlarà sempre de planificació 
real. 
Per fer aquest calendari s’ha fet servir una eina que planifica projectes i genera diagrames de 
Gantt. Primerament es veurà un detall de la planificació per mesos i després és mostrarà la seva 
correspondència amb el programa utilitzat. 
Amb  tot el temps que ha durat aquest projecte, s’ha seguit cada dos setmanes, reunions amb la 
directora del projecte per veure les evolucions que s’anaven realitzant. Aquestes reunions duraven 
una mitjana d’una hora, depenent del dia. 
 
Al calendari, s’han diferenciat els dies depenen dels següents criteris: 
           : Dia de les fites de començament, acabament del projecte i de la presentació. 
           : Dies que s’han dedicat un nombre indeterminat d’hores a realitzar el projecte.    
           : Dies que s’han dedicat 8 hores a realitzar el projecte. 
           : Dies que s’han dedicat 4 hores a realitzar el projecte. 
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S E T E M B R E  2 0 0 9  
Dl Dm Dx Dj Dv Ds Dg 
 1 2 3 4 5 6 
7 8 9 10 11 12 13 
14 15 16 17 18 19 20 
21 22 23 24 25 26 27 
28 29 30     
 
O C T U B R E  2 0 0 9  
Dl Dm Dx Dj Dv Ds Dg 
   1 2 3 4 
5 6 7 8 9 10 11 
12 13 14 15 16 17 18 
19 20 21 22 23 24 25 
26 27 28 29 30 31  
 
N O V E M B R E  2 0 0 9  
Dl Dm Dx Dj Dv Ds Dg 
      1 
2 3 4 5 6 7 8 
9 10 11 12 13 14 15 
16 17 18 19 20 21 22 
23 24 25 26 27 28 29 
30       
 
D E S E M B R E  2 0 0 9  
Dl Dm Dx Dj Dv Ds Dg 
 1 2 3 4 5 6 
7 8 9 10 11 12 13 
14 15 16 17 18 19 20 
21 22 23 24 25 26 27 
28 29 30 31    
 
El dia 21 de setembre de 2009 és quan va 
començar aquest projecte després que 
durant l’estiu es prengués la decisió de dur-
lo a terme. 
21/09 - 13/10: Estudi Previ 
Durant les primeres quatre setmanes es va 
realitzar la comprensió i organització del codi 
que es disposava. Es va instal·lar l’aplicació 
AT i tots els components necessaris per 
executar-la, a l’ordinador que es portaria a 
terme la implementació. Una vegada fet 
això, es va provar les funcionalitats existents. 
 
14/10 - 27/11: Gestionar categories 
Durant gairebé un mes i mig es va dedicar el 
temps a fer el requeriment de gestionar les 
categories. S’havia de modificar la interfície, 
que va durar sobre uns 15 dies degut a la 
dificultat que portava, ja que s’havia de fer 
els esquemes de cada pantalla abans de 
poder modificar-les. Després es va modificar 
la base de dades per poder incorporar les 
categories, creant les taules necessàries. Per 
últim és va d’haver de reestructurar la 
pantalla de temàtiques i la lògica entre 
aquestes dues classes. Aquesta tasca va 
durar sobre 12 dies. 
 
30/11 - 8/12: Fer cerques de camps 
Durant aquestes 7 dies s’han fet les cerques 
per dificultat i per id. 
9/12 -  18/12: Camps checks 
S’afegeix la gestió dels camps missatge, 
binaria i gàbia. També es fa el camp de les 
pos-inicialitzacions. 
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G E N E R  2 0 1 0  
Dl Dm Dx Dj Dv Ds Dg 
    1 2 3 
4 5 6 7 8 9 10 
11 12 13 14 15 16 17 
18 19 20 21 22 23 24 
25 26 27 28 29 30 31 
 
F E B R E R  2 0 1 0  
Dl Dm Dx Dj Dv Ds Dg 
1 2 3 4 5 6 7 
8 9 10 11 12 13 14 
15 16 17 18 19 20 21 
22 23 24 25 26 27 28 
 
M A R Ç  2 0 1 0  
Dl Dm Dx Dj Dv Ds Dg 
1 2 3 4 5 6 7 
8 9 10 11 12 13 14 
15 16 17 18 19 20 21 
22 23 24 25 26 27 28 
29 30 31     
 
A B R I L  2 0 1 0  
Dl Dm Dx Dj Dv Ds Dg 
   1 2 3 4 
5 6 7 8 9 10 11 
12 13 14 15 16 17 18 
9 20 21 22 23 24 25 




A partir del dia 4 de gener vaig començar a 
treballar a una empresa i les hores que es 
van dedicar al projecte van disminuir a la 
meitat, ja que es realitzava el projecte 
després de treballar. 
4/01 - 17/01: Gestionar estats 
21/01: Entrega l’informe del projecte 
18/01 - 12/02: Generació attachments 
Tres setmanes i mitja per generar la pantalla 
adequada i la lògica per poder crear un fitxer 
amb les dades de la qüestió. 
 
13/02 - 24/02: Enunciats múltiple idioma 
 
 
25/02 - 15/04: Gestió correctors 
Durant un mes i mig es va treballar per fer la 
gestió i execució dels correctors. Aquí, es va 
endarreri les tasques degut als problemes 
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M A I G  2 0 1 0  
Dl Dm Dx Dj Dv Ds Dg 
     1 2 
3 4 5 6 7 8 9 
10 11 12 13 14 15 16 
17 18 19 20 21 22 23 
24 25 26 27 28 29 30 
31       
 
J U N Y  2 0 1 0  
Dl Dm Dx Dj Dv Ds Dg 
 1 2 3 4 5 6 
7 8 9 10 11 12 13 
14 15 16 17 18 19 20 
21 22 23 24 25 26 27 
28 29 30     
 
J U L I O L  2 0 1 0  
Dl Dm Dx Dj Dv Ds Dg 
   1 2 3 4 
5 6 7 8 9 10 11 
12 13 14 15 16 17 18 
19 20 21 22 23 24 25 








28/04 - 06/06: Execució solució alumne 
Durant un mes és va fer les pantalles i la 
lògica necessària per poder solucionar les 
qüestions amb la solució de l’alumne, aquí 
també és va patir els problemes amb la base 
de dades. 
14 Octubre - 17 Maig: Aspectes interfície 
Durant tot el projecte s’ha fet conjuntament 
les millores que s’havien detectat de la 
interfície. 
 
07/06 - 04/07: Revisió dels errors 
Durant aquest mes s’han arreglat els errors 
que durant tota la implementació s’ha trobat 
mentrestant es feien les proves. 
 
03/05 - 25/06: Realització de la memòria 
Paral·lelament a la implementació de codi 
s’ha realitzat la memòria 
 
28/06: Entrega de la Memòria 
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Una vegada vista la planificació per mesos, es mostra les diferents tasques ben detallades que 
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6.1.2 Hores dedicades 
Després de veure el calendari de les tasques, és pot extreure la dada que el projecte ha durat des 
del 21 de setembre fins al 5 de juliol, es a dir 287 dies, ó millor dit 9 mesos i 14 dies. Aquesta dada, 
significativa per saber quan de temps ha passat per tenir la segona versió de l’aplicació AT, no té 
sentit per saber quin es el cost temporal del projecte, ja que no s’han dedicat les 24 hores de tots 
els dies que han passat. 
Segons el calendari i els horaris definits, en total s’ha dedicat 167 dies i 766 hores: 
• 32 dies amb 8 hores = 256 hores 
• 77 dies amb 4 hores = 308 hores 
• 58 dies amb hores indeterminades = 202 hores 
S’ha distribuïts les hores segons les tasques i s’obté la següent taula: 
 
Tasca Hores 
Anàlisi 137 hores 
Especificació 166 hores 
Disseny 98 hores 
Codificació 179 hores 
Proves 56 hores 
Documentació 130 hores 
Total: 766 hores 
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6.2 Cost econòmic 
Quan es vol dur a terme un projecte, sempre s’ha de tenir en compte la part econòmica que 
suposarà implementar tots els requeriments. Aquests costos es divideixen en dos parts, segons els 
actius que s’utilitzaran i el personal necessàri segons el temps del que es disposa. 
6.2.1 Costos d’actius  
Els actius que s’han fet servir en aquest projecte es poden dividir en dos, en maquinaria 
(hardware) i en programari (software). Per tots dos, ha primoritzat l’estalvi degut que és un 
projecte de final de carrera.  
Per la part de la maquinaria, s’ha utilitzat un portàtil, que té uns requeriments estàndards segons 
el mercat. D’aquesta forma s’ha pogut treballar en diferents llocs segons les circunstàncies dels 
moments.   
En aquest equip s’ha instal·lat el programari necessari per dur a terme el projecte. Com s’ha 
explicat en el primer apartat, s’ha utilitzat programes de lliure distribució, per tant en aquest 
aspecte s’ha estalviat considerablement.  
Per desenvolupar el projecte sobre la plataforma Java, s’ha utilitzat l’entorn NetBeans 6.8 amb 
(Java Development Kit) JDK 1.6, que es pot descarregar via web gratuïtament. Per la gestió de la 
base de dades, PostgreSQL 8.2 ha estat el SGBD escollit per portar a terme aquesta tasca. Aquesta 
aplicació també té un caràcter gratuït. També s’ha instal·lat els programes Apache Axis 1.2, Ant 
1.6 i Tomcat 6.0 per comunicar-se amb els serveis webs i poder fer les correccions necessàries. 
Sobre el sistema operatiu Windows Vista Home és on s’ha executat els programes anomenats 
anteriorment. Al principi semblava que podia comportar problemes, però no ha estat el cas, ja que 
tots els programes es van poder instal·lar. 
En definitiva, el cost que hagués suposat dur a terme aquest projecte en concepte d’actius, és la 
compra d’un ordinador amb característiques estàndards, ja que tots els programes que s’han 
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6.2.2 Costos de personal  
En aquest cas, el projecte l’ha desenvolupat només una persona, que ha assumit els diferents rols 
professionals que calen per gestionar, realitzar i executar el projecte. Per tant, s’ha dividit el temps 
que s’ha dedicat per fer les tasques segons els perfils.  
Per definir el cost de la part del personal, cal tenir present les hores reals dedicades al projecte, 
per a que definint un preu per hora, es pugui calcular quin és el preu total dedicat als recursos 
humans. 
Perfil Tarifa Hores Cost 
Cap de projecte 50 €/h 130 h 6500 € 
Analista 38 €/h 401 h  15238 € 
Programador 25 €/h 235 h 5875 € 
Total:  766 h  27613 € 
 
Figura 6.3: Taula del cost del personal 
 
Els preus per hora i per perfil s’han extret d’una mitja del mercat actual, i on el cap de projectes 
contempla les hores assignades per la documentació, a part de la seva tasca de gestió. Per això, el 
seu preu per hora és relativament baix. 
Durant la contabilització s’ha tingut en compte les hores dedicades en l’aprenentatge, que fan 
pujar considerablement el cost del rol d’analista, ja que ha estat una de les seves tasques més 
important. 
El programador ha dedicat la meitat d’hores que l’analista, encara que moltes de les hores estan 
compaginades entre tots dos rols. 
6.2.3 Costos del projecte 
Una vegada especificats els costos dels actius i del personal podem calcular el cost global del 
projecte: 
Actius 500 € 
Personal 27.613 € 
TOTAL: 28.113 € 
 
Figura 6.4: Cost total del projecte  
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7.1 Objectius aconseguits 
El context que s’ha obtingut al finalitzar aquest projecte és el mateix que es tenia abans, en 
concepte de tenir un sistema estable i funcional. Els canvis realitzats han fet més escalable 
l’arquitectura i han millorat l’usabilitat de l’aplicació. Per tant l’objectiu principal s’ha assolit. 
S’ha aconseguit dissenyar, implementar i integrar la gestió de les categories dins de l’aplicació AT 
en comptes de fer-ho mitjançant un fitxer. En la seva adaptació és va fer la relació amb les 
temàtiques. 
S’ha canviat la interfície per integrar els atributs necessaris que milloren les funcionalitats, 
incorporant els components requerits a les diferents pantalles del projecte. 
S’ha incorporat una nova funcionalitat, que permet obtenir els resultats d’executar les qüestions 
amb les solucions dels alumnes, fet que millora i facilita la correcció dels professors.  
S’ha millorat la gestió del correctors, introduint la funcionalitat de saber quines qüestions estan 
associades a un corrector i l’opció de modificar-les massivament. A més, es pot executar totes les 
qüestions seleccionades per saber si amb aquest corrector genera sortides correctes i la 
comparació amb els altres correctors es correcta o errònia 
S’ha modificat tots els aspectes visuals que no funcionaven correctament o que simplement 
s’havia de canviar la forma de mostrar les dades. En aquest cas, s’ha obtingut una interfície amb 
diferents idiomes, en concret tres, amb la possibilitat de poder ampliar. 
En definitiva, s’ha establert una versió de l’aplicació AT, que es pot incorporar a producció i en 

















7.2 Possibles millores, treball pendent 
En aquest projecte s’ha realitzat una part del treball que queda pendent, el canvi d’interfície a 
web, que permetrà poder fer servir l’aplicació des de qualsevol lloc amb connexió a la xarxa. Com 
s’ha comentat, aquest canvi, té una dificultat afegida perquè s’ha de passar de la plataforma Java a 
la plataforma ASP.NET codificat en C#. 
Una possible millora en cas que no és faci el canvi d’interfície, es tractar el redimensionat de les 
pantalles per a que es puguin veure amb qualsevol resolució, ja que ara, amb resolucions més 
petites que 1024x768 no s’acaben de veure tots els components. 
Per altra part, una altra millora, és la possibilitat de gestionar els SGBD, ja que ara només es pot fer 
funcionar amb Oracle, PostrgeSQL i Informix. Aquest fet, facilitaria la incorporació de noves 
tecnologies que puguin sortir durant els anys d’ús de l’aplicació. 
 
7.3 Aportació personal 
El desenvolupament d’aquest projecte ha suposat per mi un repte de poder modificar una 
aplicació que esta en funcionament i que s’utilitza per millorar l’aprenentatge. El pensar que les 
millores i les noves funcionalitats que s’han dissenyat, implementat i provat durant la realització 
del projecte, s’utilitzaran per molts usuaris que esperen el correcte funcionament, fa que el meu 
treball sigui gratificant. 
En els aspectes tècnics, són molts els coneixements que s’han adquirit, sobretot en el disseny de 
l’arquitectura en tres capes, que fa que les aplicacions siguin més escalables i funcionals. No 
obstant, partir d’un disseny elaborat per una altra persona, permet poder veure les decisions que 
es van prendre i analitzar-les per aprendre o millorar-les. 
Els serveis webs, encara que no s’ha especificat cap, també ha permès poder aprendre d’aquesta 
tecnologia, perquè per fer algun requeriment s’ha necessitat saber el seu funcionament i com es 
relacionen amb la plataforma Java. 
L’experiència de desenvolupar un projecte de sistema d’informació on he realitzat les tasques dels 
rols de cap de projecte, analista i programador, ha provocat endinsar-se en tots els perfils i no 
especialitzar-se en cap.  
Finalment, volia donar les gràcies a les persones que m’han ajudat durant la realització del 
projecte i que han estat animant-me a realitzar les tasques i ajudant-me quan no em sortien. Per 
això, primer de tot vull donar les gràcies a aquella persona que esta al meu costat en tot moment. 
També voldria agrair a la directora del meu projecte, Carme Quer, que ha confiat en mi tot aquest 
temps i m’ajuda’t a resoldre els dubtes que he tingut. 
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Annex A:  
Manual d’installació del sistema 
A.1 Gestor de Qüestions 
A.1.1 PostgreSQL 
• Descomprimir el contingut del fitxer postgresql-8.2.4-1.zip a qualsevol directori. 
• Executar el fitxer postgresql-8.2.msi que hi ha dins el directori on s’ha descomprimit, i 
seguir les instruccions de l’assistent. La pròpia instal·lació crearà un usuari en Windows 
anomenat postgres i un altre al SGBD amb el mateix nom. 
• Executi el programa pgAdmin III, que es podrà accedir a través del “Menu Inicio”. Una 
vegada dins, s’ha de crear un servidor amb les dades necessàries per poder connectar-te, 
després cal crear dos usuaris, a part del que ja hi ha creat que es “postgres”:  
 Usuari per gestionar la base de dades magatzem. Per exemple, amb nom 
usermagatzem. 
 Usuari per gestionar la base de dades correcció. Per exemple, amb nom 
usercorreccio 
• Crear dos base de dades, amb codificació LATIN9: 
 Una amb nom, per exemple, magatzem i que el seu propietari sigui 
usermagatzem. En aquesta base de dades serà la que es tindrà les taules i atributs 
de l’aplicació. Sobre aquesta base de dades cal executar les sentències de creació, 
en el cas que s’estigui instal·lant des de el inici, i també les sentències de 
modificació que es poden trobar a l’annex B. 
 Una altra amb nom, per exemple, correccio i que el seu propietari sigui 
usercorreccio. Aquesta base de dades estarà buida i servirà per poder fes les 
correccions. Per a que funcioni, l’esquema public d’aquesta base de dades ha de 
ser d’un usuari diferent a usercorreccio, per exemple, postgres. Cal també 
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A.1.2 Java 
• Executar el instal·lador jdk-6u1-windows-i586-p.exe i segueix les instruccions de 
l’assistent. Les dades per defecte ja són les correctes. 
• Crear una variable d’entorn JAVA_HOME que apunti a: C:/Program Files/Java/jdk1.6.0_01. 
Des de Windows XP es pot fer: Panel de control->Sistema->Propiedades avanzadas-> 
Variables de entorno. 
• Afegir a la variable d’entorn PATH la següent ruta: C:/Program Files/Java/jdk1.6.0_01/bin. 
A.1.3 Gestor de qüestions (AT) 
• Executar el instal·lador setupAT.exe i seguir les instruccions de l’assistent. 
• Configurar les dades de connexió al magatzem de les qüestions. El fitxer es troba a: C:/ 
Program Files/Authoring Tool/config/conexion.txt 
• Executar l’executable de l’aplicació per posar en funcionament el gestor de qüestions. 
A.2 Servei de correccions 
Per instal·lar el servei de correccions es necessita disposar de Java. Si encara no s’ha instal·lat, 
consulti l’apartat anterior. 
A.2.1 Apache Tomcat (6.0.13) 
• Executar l’instal·lador apache-tomcat-6.0.13.exe i seguir les instruccions de l’assistent 
amb les opcions per defecte. Només cal indicar la contrasenya de l’usuari administrador. 
• És recomanable configurar que el servidor Tomcat es posi en funcionament 
automàticament quan s’inicia l’ordinador. Per fer aquest pas: Panel de control -> 
herramientas administrativas -> Servicios. Una vegada dins, s’ha de buscar el servei 
Apache Tomcat i accedir a les propietats, llavors es pot indicar que el inici sigui automàtic. 
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A.2.2 Ant (1.6.5) 
• Descomprimir el fitxer apache-ant-1.6.5-bin.zip al directori desitjat, es recomana guardar 
la carpeta a l’unitat arrel (C:/). 
• Crear una variable d’entorn ANT_HOME que apunti a aquest directori, per exemple 
C:/apache-ant-1.6.5. Per accedir a variables d’entorn: Panel de control -> Sistema -> 
Opciones avanzadas -> Variables de entorno. 
• Afegir el directori /bin a la variable PATH. Com abans, si seguim amb l’exemple, seria: 
C:/apache-ant-1.6.5/bin. 
A.2.3 Apache Axis (1.2) 
• Descomprimir el fitxer axis2-1.2-zip al directori desitjat, es recomana guardar la carpeta a 
l’unitat arrel (C:/). 
• Establir el paràmetre hotupdate = true en el fitxer C:/axis2-1.2/conf/ axis2.xml. D’aquesta 
forma es podrà desplegar serveis sense tenir que reiniciar el servidor cada cop. 
• Desde un interpret de comandes, dirigir-se al directori C:/axis2-1.2/webapp i executar la 
instrucció ant. Tancar el interpret de comandes al acabar. 
• El pas anterior haurà creat un fitxer anomenat axis2.war al directori C:/axis2-1.2/dist. S’ha 
de moure aquest fitxer al directori C:/ Program Files/Apache Software Foundation/Tomcat 
6.0/webapps per a que Tomcat pugui desplegar automàticament el fitxer. Per saber si s’ha 
realitzat correctament, cal comprovar que es pot accedir a http://localhost:8080/axis2 des 
d’un navegador. 
• Coloqui al directori de llibreries de Axis2, C:/Program Files/Apache Software 
Foundation/Tomcat 6.0/webapps/axis2/WEB-INF/lib, els controladors JDBC que han de 
poder utilitzar els serveis de correcció. Per exemple, en el cas de PostgreSQL, s’hauria de 
focar el controlador postgresql-8.2.509.jdbc3. Cada cop que es vulgui afegir nous 
controladors s’haurà de reiniciar el servidor Tomcat, Panel de control -> Herramientas 
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A.2.4 Corrector 
• Crear un directori anomenat sw_conf en el directori arrel de Tomcat, en C:/Program 
Files/Apache Software Foundation/Tomcat 6.0. 
• Copiar el fitxer cfg_corrector.txt en el directori creat anteriorment. Cal configurar les 
dades de connexió del magatzem de qüestions i de les bases de dades de correccions. 
Aquest fitxer es troba a: C:/ Program Files/Authoring Tool/SW/ 
• Des d’un intèrpret de comandes, dirigir-se a aquest directori C:/ Program Files/Authoring 
Tool/SW/ i executar la instrucció “ant”. Això generarà un fitxer anomenat corrector.aar 
• Copiar el fitxer generat, al directori “services” de Axis2 per a que es pugui desplegar de 
manera automàtica. 
• Verificar que el servei s’ha desplegat correctament. Per això, cal accedir a la url següent: 
http://localhost:8080/axis2/services/corrector?wsdl des d’un navegador i comprovar que 
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Annex B:  
Casos d’ús 1ª versió AT 
En aquest apartat es pot trobar documentació extreta literalment del projecte “Gestor de 
cuestiones SQL y servicios web correctores”  d’en Adrián Toporcer [ref.1], que va dissenyar i 
implementar l’aplicació que parteix en tot moment aquesta documentació. 
B.1 Especificacions de casos d’us 
 
CU1. Crear cuestión 
• Descripción: El usuario crea una nueva cuestión en el almacén. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear una nueva cuestión. 
2. El sistema solicita que se introduzcan los datos de la cuestión. 
3. El usuario introduce los datos y acepta. 
4. El sistema comprueba que los datos son correctos y da de alta la nueva cuestión. 
• Flujos alternativos: 
 El usuario no introduce algún dato considerado como imprescindible: el sistema 
informa al usuario y permite introducir los datos que haga falta. 
 El usuario indica que quiere añadir un juego de pruebas: comienza el caso de uso 
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CU2. Modificar cuestión 
• Descripción: El usuario modifica los datos de una cuestión del almacén. 
• Flujo típico de eventos: 
1. El usuario indica que quiere modificar los datos de una cuestión determinada. 
2. El sistema muestra los datos de dicha cuestión y permite modificarlos. 
3. El usuario realiza los cambios que desea y acepta. 
4. El sistema informa de los cambios que se van a realizar y pide confirmación. 
5. El usuario confirma. 
6. El sistema comprueba que los datos son correctos y reemplaza de forma permanente 
los datos anteriores. 
• Flujos alternativos: 
 El usuario no introduce algún dato considerado como imprescindible: el sistema 
informa al usuario y permite introducir los datos que haga falta. 
 El usuario indica que quiere añadir, modificar o eliminar un juego de pruebas: 
comienza el caso de uso” Crear juego de pruebas”, “Modificar juego de pruebas” o 
“Eliminar juego de pruebas” según convenga. 
 El usuario indica que quiere modificar el orden de los juegos de pruebas: comienza 
el caso de uso “Ordenar juegos de pruebas” siempre que la cuestión disponga de 
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CU3. Eliminar cuestión 
• Descripción: El usuario elimina una cuestión del almacén, junto con sus juegos de pruebas 
y las respectivas comprobaciones. 
• Flujo típico de eventos: 
1. El usuario indica que quiere eliminar una cuestión determinada. 
2. El sistema pide confirmación. 
3. El usuario confirma. 
4. El sistema da de baja la cuestión, sus juegos de pruebas y las correspondientes 
comprobaciones de cada juego de pruebas. 
• Flujos alternativos: Sin determinar. 
 
 
CU4. Copiar cuestión 
• Descripción: A partir de una cuestión del almacén el usuario crea una nueva, agilizando el 
proceso de introducción de datos para cuestiones de similares características. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear una copia de una determinada cuestión. 
2. El sistema da de alta una nueva cuestión con los mismos datos que la cuestión original a 
excepción del título que comienza por “Copia de...”. El sistema también da de alta juegos 
de pruebas y comprobaciones iguales a los de la cuestión original. 
• Flujos alternativos: 
 El usuario indica que quiere modificar algunos datos de la nueva cuestión: 
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CU5. Crear temática 
• Descripción: El usuario crea una nueva temática según la cual organizar las cuestiones del 
almacén. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear una nueva temática. 
2. El sistema pide al usuario que introduzca los datos de la temática. 
3. El usuario introduce los datos y acepta. 
4. El sistema comprueba que los datos son correctos y da de alta la nueva temática. 
• Flujos alternativos: 
 El usuario no introduce el nombre o descripción de la temática: el sistema informa 
al usuario y permite introducir los datos que haga falta. 
 La temática ya existe: el sistema informa al usuario que ya hay una temática con el 
nombre indicado y permite modificarlo. 
CU6. Modificar temática 
• Descripción: El usuario modifica los datos de una temática. 
• Flujo típico de eventos: 
1. El usuario indica que quiere modificar los datos de una temática determinada. 
2. El sistema muestra al usuario los datos actuales de la temática y permite modificarlos. 
3. El usuario realiza los cambios que desea y acepta. 
4. El sistema pide confirmación. 
5. El usuario confirma. 
6. El sistema comprueba que los datos son correctos y reemplaza de forma permanente 
los datos anteriores. 
• Flujos alternativos: 
 El usuario no introduce el nombre o descripción de la temática: el sistema informa 
al usuario y permite introducir los datos que haga falta. 
 La temática ya existe: el sistema informa al usuario que ya hay una temática con el 
nombre indicado y permite modificarlo. 
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CU7. Eliminar temática 
• Descripción: El usuario elimina una temática. 
• Flujo típico de eventos: 
1. El usuario indica que quiere eliminar una temática determinada. 
2. El sistema pide confirmación. 
3. El usuario confirma. 
4. El sistema comprueba que no hay cuestiones organizadas según dicha temática y la da 
de baja. 
• Flujos alternativos: 
 Existen cuestiones relacionadas con la temática: el sistema lo notifica al usuario. 
 
 
CU8. Crear esquema 
• Descripción: El usuario crea un nuevo esquema según el cual agrupar las cuestiones del 
almacén. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear un nuevo esquema. 
2. El sistema pide al usuario que introduzca los datos del esquema. 
3. El usuario introduce los datos y acepta. 
4. El sistema comprueba que los datos son correctos y da de alta el nuevo esquema. 
• Flujos alternativos: 
 El usuario no introduce el nombre o descripción del esquema: el sistema informa 
al usuario y permite introducir los datos que haga falta. 
 El esquema ya existe: el sistema informa al usuario que ya hay un esquema con el 
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CU9. Modificar esquema 
• Descripción: El usuario modifica los datos de un esquema. 
• Flujo típico de eventos: 
1. El usuario indica que quiere modificar los datos de un esquema determinado. 
2. El sistema muestra al usuario los datos actuales del esquema y permite modificarlos. 
3. El usuario realiza los cambios que desea y acepta. 
4. El sistema pide confirmación. 
5. El usuario confirma. 
6. El sistema comprueba que los datos son correctos y reemplaza de forma permanente 
los datos anteriores. 
• Flujos alternativos: 
 El usuario no introduce el nombre o descripción del esquema: el sistema informa 
al usuario y permite introducir los datos que haga falta. 
 El esquema ya existe: el sistema informa al usuario que ya hay un esquema con el 
nombre indicado y permite modificarlo. 
 
CU10. Eliminar esquema 
• Descripción: El usuario elimina un esquema. 
• Flujo típico de eventos: 
1. El usuario indica que quiere eliminar un esquema determinado. 
2. El sistema pide confirmación. 
3. El usuario confirma. 
4. El sistema comprueba que no hay cuestiones agrupadas según dicho esquema y lo da de 
baja. 
• Flujos alternativos: 
 Existen cuestiones relacionadas con el esquema: el sistema lo notifica al usuario. 
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CU11. Crear corrector 
• Descripción: El usuario crea un corrector que hace referencia a un sistema de corrección 
externo a través del cual generar y comparar las salidas de las cuestiones del almacén. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear un nuevo corrector. 
2. El sistema pide al usuario que introduzca los datos del corrector. 
3. El usuario introduce los datos y acepta. 
4. El sistema comprueba que los datos son correctos y da de alta el nuevo corrector. 
5. Comienza el caso de uso “Solicitar características”. 
• Flujos alternativos: 
 El usuario no introduce la URL o descripción del corrector: el sistema informa al 
usuario y permite introducir los datos que haga falta. 
 El corrector ya existe: el sistema informa al usuario que ya hay un corrector con la 
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CU12. Modificar corrector 
• Descripción: El usuario modifica los datos de un corrector. 
• Flujo típico de eventos: 
1. El usuario indica que quiere modificar los datos de un corrector determinado. 
2. El sistema muestra al usuario los datos actuales del corrector y permite modificarlos. 
3. El usuario realiza los cambios que desea y acepta. 
4. El sistema pide confirmación. 
5. El usuario confirma. 
6. El sistema comprueba que los datos son correctos y reemplaza de forma permanente 
los datos anteriores. 
7. Comienza el caso de uso “Solicitar características”. 
• Flujos alternativos: 
 El usuario elimina los datos actuales del corrector y no especifica otros: el sistema 
informa al usuario y permite introducir los datos que haga falta. 
 El corrector ya existe: el sistema informa al usuario que ya hay un corrector con la 
URL indicada y permite modificarla. 
 
CU13. Eliminar corrector 
• Descripción: El usuario elimina un corrector. 
• Flujo típico de eventos: 
1. El usuario indica que quiere eliminar un corrector determinado. 
2. El sistema pide confirmación. 
3. El usuario confirma. 
4. El sistema comprueba que no existen cuestiones que utilicen dicho corrector y lo da de 
baja. 
• Flujos alternativos:  
 Existen cuestiones relacionadas con el corrector: el sistema lo notifica al usuario. 
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CU14. Crear juego de pruebas 
• Descripción: El usuario añade un nuevo juego de pruebas a una cuestión del almacén. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear un juego de pruebas para una determinada cuestión. 
2. El sistema solicita que se introduzcan los datos del juego de pruebas. 
3. El usuario introduce los datos y acepta. 
4. El sistema comprueba que los datos son correctos y da de alta el nuevo juego de 
pruebas. 
• Flujos alternativos: 
 El usuario no introduce algún dato considerado como imprescindible: el sistema 
informa al usuario y permite introducir los datos que haga falta. 
 El usuario indica que quiere añadir una comprobación al juego de pruebas: 
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CU15. Modificar juego de pruebas 
• Descripción: El usuario modifica los datos de un juego de pruebas asignado a una cuestión 
del almacén. 
• Flujo típico de eventos: 
1. El usuario indica que quiere modificar los datos de un juego de pruebas determinado. 
2. El sistema muestra los datos de dicho juego de pruebas y permite modificarlos. 
3. El usuario realiza los cambios que desea y acepta. 
4. El sistema informa de los cambios que se van a realizar y pide confirmación. 
5. El usuario confirma. 
6. El sistema comprueba que los datos son correctos y reemplaza de forma permanente 
los datos anteriores. 
• Flujos alternativos: 
 El usuario no introduce algún dato considerado como imprescindible: el sistema 
informa al usuario y permite introducir dichos datos. 
 El usuario indica que quiere añadir, modi_car o eliminar una comprobación: 
comienza el caso de uso “Crear comprobación”, “Modificar comprobación” o 
“Eliminar comprobación” según convenga. 
 El usuario indica que quiere modificar el orden de las comprobaciones de los 
juegos de pruebas: comienza el caso de uso “Ordenar comprobaciones” siempre 
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CU16. Eliminar juego de pruebas 
• Descripción: El usuario elimina un juego de pruebas asignado a una cuestión del almacén, 
junto con las respectivas comprobaciones. 
• Flujo típico de eventos: 
1. El usuario indica que quiere eliminar un juego de pruebas concreto. 
2. El sistema pide confirmación. 
3. El usuario confirma. 
4. El sistema da de baja el juego de pruebas y las correspondientes comprobaciones. 
• Flujos alternativos: Sin determinar. 
 
 
CU17. Copiar juego de pruebas 
• Descripción: A partir de un juego de pruebas el usuario crea uno nuevo, agilizando el 
proceso de introducción de datos para juegos de pruebas de similares características. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear una copia de un determinado juego de pruebas. 
2. El sistema da de alta el nuevo juego de pruebas con los mismos datos que el juego de 
pruebas original a excepción del título que comienza por “Copia de...”. El sistema también 
da de alta comprobaciones iguales a las del juego de pruebas original. 
• Flujos alternativos: 
 El usuario indica que quiere modi_car algunos datos del nuevo juego de pruebas: 
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CU18. Crear comprobación 
• Descripción: El usuario añade una nueva comprobación a un juego de pruebas. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear una comprobación para un juego de pruebas 
determinado. 
2. El sistema solicita que se introduzcan los datos de la comprobación. 
3. El usuario introduce los datos y acepta. 
4. El sistema comprueba que los datos son correctos y da de alta la nueva comprobación. 
• Flujos alternativos: 
 El usuario no introduce algún dato considerado como imprescindible: el sistema 
informa al usuario y permite introducir dichos datos. 
 
CU19. Modificar comprobación 
• Descripción: El usuario modifica los datos de una comprobación asignada a un juego de 
pruebas. 
• Flujo típico de eventos: 
1. El usuario indica que quiere modificar los datos de una comprobación determinada. 
2. El sistema muestra los datos de dicha comprobación y permite modificarlos. 
3. El usuario realiza los cambios que desea y acepta. 
4. El sistema informa de los cambios que se van a realizar y pide confirmación. 
5. El usuario confirma. 
6. El sistema comprueba que los datos son correctos y reemplaza de forma permanente 
los datos anteriores. 
• Flujos alternativos: 
 El usuario no introduce algún dato considerado como imprescindible: el sistema 
informa al usuario y permite introducir los datos que haga falta. 
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CU20. Eliminar comprobación 
• Descripción: El usuario elimina una comprobación asignada a un juego de pruebas. 
• Flujo típico de eventos: 
1. El usuario indica que quiere eliminar una comprobación determinada. 
2. El sistema pide confirmación. 
3. El usuario confirma. 
4. El sistema da de baja la comprobación. 
• Flujos alternativos: Sin determinar. 
 
 
CU21. Copiar comprobación 
• Descripción: A partir de una comprobación el usuario crea una nueva, agilizando el 
proceso de introducción de datos para comprobaciones de similares características. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear una copia de una determinada comprobación. 
2. El sistema da de alta la nueva comprobación con los mismos datos que la comprobación 
original a excepción del título que comienza por “Copia de...”. 
• Flujos alternativos: 
 El usuario indica que quiere modi_car algunos datos de la nueva comprobación: 
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CU22. Ordenar juegos de pruebas 
• Descripción: El usuario modifica el orden en que deben ejecutarse los juegos de pruebas 
de una cuestión. 
• Flujo típico de eventos: 
1. El usuario indica que quiere modificar el orden de los juegos de pruebas de una cuestión 
determinada. 
2. El sistema muestra los juegos de pruebas de la cuestión respetando el orden actual y 
permite que el usuario lo modifique. 
3. El usuario intercambia la posición de los juegos de pruebas que desea y acepta. 
4. El sistema modifica de forma permanente los datos relativos al orden de los juegos de 
pruebas de la cuestión. 
• Flujos alternativos: Sin determinar. 
 
 
CU23. Ordenar comprobaciones 
• Descripción: El usuario modifica el orden en que deben ejecutarse las comprobaciones de 
un juego de pruebas asignado a una cuestión. 
• Flujo típico de eventos: 
1. El usuario indica que quiere modificar el orden de las comprobaciones de un juego de 
pruebas determinado. 
2. El sistema muestra las comprobaciones del juego de pruebas respetando el orden actual 
y permite que el usuario lo modifique. 
3. El usuario intercambia las posiciones que desea y acepta. 
4. El sistema modifica de forma permanente los datos relativos al orden de las 
comprobaciones asignadas al juego de pruebas. 
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CU24. Generar salidas 
• Descripción: El usuario solicita que se generen las salidas de los juegos de pruebas y 
comprobaciones asignados a una cuestión del almacén. Dichas salidas son las que deben 
considerarse como válidas para posteriormente poder evaluar la solución de los alumnos 
en los cuestionarios de Moodle. 
• Flujo típico de eventos: 
1. El usuario solicita al sistema que genere las salidas de una cuestión determinada. 
2. El sistema escoge uno de los correctores asignados a la cuestión y solicita al servicio de 
corrección referenciado que genere las salidas de dicha cuestión. 
3. El servicio de corrección genera las salidas e informa al sistema. 
4. El sistema transmite el resultado al usuario. A continuación comienza el caso de uso 
“Comparar salidas”, de forma secuencial, para el resto de correctores asignados a la 
cuestión. 
5. En último lugar, el sistema obtiene las salidas generadas y las pone a disposición del 
usuario. 
• Flujos alternativos: 
 No se consigue acceder al servicio de corrección: el sistema informa de ello al 
usuario y se interrumpe el flujo de eventos. 
 El servicio de corrección informa que han surgido errores mientras se intentaba 
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CU25. Comparar salidas 
 Descripción: El sistema procura comprobar para una cuestión del almacén que no se 
generan salidas distintas a las existentes. 
 Flujo típico de eventos: 
1. Dada una cuestión y uno de sus correctores, el sistema solicita al servicio de corrección 
referenciado que compruebe si genera para las mismas salidas que las existentes. 
2. El servicio de corrección comprueba que genera idénticas salidas e informa al sistema. 
3. El sistema transmite el resultado al usuario. 
 Flujos alternativos: 
 No se consigue acceder al servicio de corrección: el sistema informa de ello al 
usuario. 
 El servicio de corrección informa que han surgido errores mientras se intentaba 
comparar las salidas: el sistema transmite el error al usuario y se interrumpe el 
flujo de eventos. 
 El servicio de corrección informa que las salidas no coinciden: el sistema lo 
transmite al usuario. 
 
CU26. Solicitar características del corrector 
• Descripción: El sistema procura obtener el SGBD utilizado y las categorías que admite un 
corrector para poder informar al usuario de ello. 
• Flujo típico de eventos: 
1. Dado un corrector, el sistema solicita al servicio de corrección referenciado los datos 
correspondientes al SGBD que utiliza y las categorías de cuestión que sabe corregir. 
2. El servicio de corrección informa al sistema de sus características. 
3. El sistema transmite el resultado al usuario. 
• Flujos alternativos: 
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CU27. Consultar todas las cuestiones 
• Descripción: El usuario consulta qué cuestiones hay dadas de alta en el almacén. 
• Flujo típico de eventos: 
1. El usuario indica que quiere consultar todas las cuestiones. 
2. El sistema pone todas las cuestiones a disposición del usuario. 
• Flujos alternativos: 
 No hay ninguna cuestión: el sistema informa al usuario de ello. 
 
 
CU28. Filtrar cuestiones 
• Descripción: El usuario busca y consulta qué cuestiones del almacén coinciden con 
determinadas características. 
• Flujo típico de eventos: 
1. El usuario indica que quiere realizar una búsqueda entre las cuestiones del almacén. 
2. El sistema solicita al usuario que introduzca el autor, título, categorías, temáticas y 
esquemas según los que filtrar. 
3. El usuario especifica los parámetros que son de su interés y acepta. 
4. El sistema pone a disposición del usuario las cuestiones que cumplen con los requisitos 
especificados. 
• Flujos alternativos: 
 Ninguna cuestión se ajusta a los parámetros: el sistema informa al usuario y 
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CU29. Copiar cuestión a otra base de datos 
• Descripción: A partir de una cuestión del almacén el usuario crea una copia en otra base 
de datos, evitando tener que introducir los datos de la cuestión paso a paso nuevamente. 
• Flujo típico de eventos: 
1. El usuario indica que quiere crear una copia en otra base de datos de una determinada 
cuestión. 
2. El sistema solicita que se introduzcan los datos de conexión de la base de datos de 
destino. 
3. El usuario introduce los datos y acepta. 
4. El sistema conecta con la base de datos indicada. A continuación comprueba si dicha 
base de datos contiene los correctores, temáticas y esquema asignado a la cuestión 
original y, en caso de no existir, los da de alta. Finalmente da de alta la cuestión con los 
mismos datos que la cuestión original, incluidos juegos de pruebas y comprobaciones. 
• Flujos alternativos: 
 No se consigue conectar con la base de datos indicada: el sistema informa al 
usuario y permite modificar los datos de conexión. 
 No se consigue dar de alta la cuestión porque existen conflictos en la base de 
datos de destino (p.ej. el esquema de la base de datos no es el adecuado): el 
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B.2 Diagrames de seqüència 
Crear cuestión 
• Diagrama de secuencia: 
 
• Contrato de la operación “altaCuestión”: 
 Responsabilidades: Dar de alta una nueva cuestión. 
 Excepciones: 
Si no se ha especificado el autor, título, enunciado, dificultad, solución, categoría, 
tipo de solución o esquema, indicar error. 
 Precondiciones: 
Existe la categoría con el identi_cador indicado. 
Existe el tipo de solución con el identi_cador indicado. 
Existen el esquema con el nombre indicado. 
Existen las temáticas con los nombres indicados. 
Existen los correctores con las URL indicadas. 
 Postcondiciones: 
Alta de una instancia de cuestión con los valores indicados para cada uno de sus 
atributos. 
Alta de las instancias de asociación entre la cuestión y la categoría, tipo de 
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Modificar cuestión 
• Diagrama de secuencia: 
 
• Contrato de la operación “obtenerDatosCuestión”: 
 Responsabilidades: Obtener los datos relativos a la cuestión indicada. 
 Excepciones: 
Si no existe ninguna cuestión con id = idCuestión, indicar error. 
 Precondiciones: 
Existe la cuestión con el identificador indicado. 
 Salida:  
Devuelve los datos de la cuestión deseada, incluyendo los elementos con los que 
se encuentra asociada (categoría, tipo de solución, esquema, temáticas y 
correctores). 
• Contrato de la operación “actualizarCuestión”: 
 Responsabilidades: Modificar los datos de la cuestión de forma permanente. 
 Excepciones: 
Si no existe ninguna cuestión con id = idCuestión, indicar error. 
Si no se ha especificado el autor, título, enunciado, dificultad, solución, categoría, 
tipo de solución o esquema, indicar error. 
 Precondiciones: 
Existe la categoría con el identi_cador indicado. 
Existe el tipo de solución con el identi_cador indicado. 
Existen el esquema con el nombre indicado. 
Existen las temáticas con los nombres indicados. 
Existen los correctores con las URL indicadas. 
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 Postcondiciones: 
Modificación de los atributos de cuestión correspondientes. 
En primer lugar, baja de las instancias de asociación que relacionan a la cuestión 
con categorías, tipos de solución, esquemas, temáticas y correctores. 
A continuación, alta de las instancias de asociación entre la cuestión y la categoría, 
tipo de solución, esquema, temáticas y correctores indicados. 
 
Eliminar cuestión 
• Diagrama de secuencia: 
 
• Contrato de la operación “bajaCuestión”: 
 Responsabilidades: Dar de baja una cuestión con los respectivos juegos de 
pruebas y comprobaciones. 
 Excepciones: 
Si no existe ninguna cuestión con id = idCuestión, indicar error. 
 Precondiciones: 
Existe la cuestión con el identi_cador indicado. 
 Postcondiciones: 
Baja de las instancias de comprobación asignadas a los juegos de pruebas de la 
cuestión. 
Baja de las instancias de juego de pruebas asignadas a la cuestión. 
Baja de las instancias de asociación que relacionan a la cuestión con categorías, 
tipos de solución, esquemas, temáticas y correctores. 
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Copiar cuestión 
• Diagrama de secuencia: 
 
• Contratos de las operaciones: Utiliza las operaciones “obtenerDatosCuestión” y 
“altaCuestión” que ya aparecían en casos de uso anteriores y que, por consiguiente, ya 
han sido definidas. Como se puede apreciar en el diagrama de secuencia, para copiar una 
cuestión tan sólo hace falta obtener los datos de una cuestión determinada y dar de alta la 
nueva cuestión utilizando exactamente dichos datos. 
 
Generar salidas 
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• Contrato de la operación “generarSalidas”: 
 Responsabilidades: Generar las salidas de los juegos de pruebas y comprobaciones 
de una cuestión, y comprobar que éstas son iguales independientemente del 
corrector de la cuestión utilizado. 
 Excepciones: 
Si no existe ninguna cuestión con id = idCuestión, indicar error. 
Si dicha cuestión no dispone de ningún juego de pruebas, indicar error. 
 Precondiciones: 
Existe una cuestión con id = idCuestión. 
Existe por lo menos un juego de pruebas para dicha cuestión. 
 Postcondiciones: 
Modificación de las salidas de los juegos de pruebas asignados a la cuestión. 
Modificación de las salidas de las comprobaciones asignadas a cada uno de los 
juegos de pruebas anteriores. 
Las salidas generadas siempre son las mismas, independientemente del corrector 
asignado a la cuestión que se utilice. 
 Salida: Devuelve “correcto” si se han podido generar las salidas correctamente y 
se ha comprobado que todos los correctores generan idénticas salidas. De lo 
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Crear temática 
• Diagrama de secuencia: 
 
• Contrato de la operación “altaTemática”: 
 Responsabilidades: Dar de alta una nueva temática. 
 Excepciones: 
Si el valor de nombreTema o descripTema es nulo, indicar error. 
Si existe la temática con nombre = nombreTema, indicar error. 
 Precondiciones:   
No existe la temática con el nombre indicado. 
 Postcondiciones: 




• Diagrama de secuencia: 
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• Contrato de la operación “obtenerDatosTemática”: 
 Responsabilidades: Obtener los datos relativos a la temática indicada. 
 Excepciones: 
Si no existe ninguna temática con nombre = nombreTema, indicar error. 
 Precondiciones: 
Existe la temática con el nombre indicado. 
 Salida: Devuelve los datos de la temática deseada. 
• Contrato de la operación “actualizarTemática”: 
 Responsabilidades: Modificar los datos de la temática de forma permanente. 
 Excepciones: 
Si no existe ninguna temática con nombre = nombreOriginal, indicar error. 
Si no se ha especificado el nombre o la descripción, indicar error. 
 Precondiciones: 
Existe la temática con el nombre indicado. 
 Postcondiciones: 
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Eliminar temática 
• Diagrama de secuencia: 
 
• Contrato de la operación “bajaTemática”: 
 Responsabilidades: Dar de baja una temática. 
 Excepciones: 
Si no existe ninguna temática con nombre = nombreTema, indicar error. 
Si la temática está asociada a alguna cuestión, indicar error. 
 Precondiciones: 
Existe la temática con el nombre indicado. 
La temática no se halla asociada a ninguna cuestión. 
 Postcondiciones: 
Baja de la instancia de temática con nombre = nombreTema. 
 
El resto de operaciones 
En cuanto a los casos de uso cuyo comportamiento no se ha detallado, cabe aclarar lo siguiente: 
• Las operaciones necesarias para gestionar juegos de pruebas son muy similares a las 
utilizadas para gestionar cuestiones, encontrándose sus principales diferencias en los 
atributos admitidos en cada caso. De hecho, las operaciones son más sencillas puesto que 
se los juegos de pruebas disponen de menos atributos y tan sólo se hallan relacionados 
con comprobaciones, a diferencia de las cuestiones que se asocian a correctores, 
esquemas, temáticas y categorías. 
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• De igual manera, las operaciones necesarias para gestionar comprobaciones son también 
muy parecidas a las utilizadas para gestionar cuestiones. En este caso, se manejan aún 
menos atributos que en el caso de los juegos de pruebas y tampoco hay ningún tipo de 
relación con otras clases de objetos como sucede con las cuestiones. 
• Las operaciones necesarias para gestionar esquemas son prácticamente idénticas a las 
utilizadas para gestionar temáticas. En ambos casos sólo se manejan dos atributos: el 
nombre identificador y la descripción del elemento en cuestión. 
• Por otra parte, las operaciones necesarias para gestionar correctores también se parecen 
a las usadas en la gestión de temáticas ya que manipulan los mismos atributos, uno 
identificador y otro de descripción, sin embargo, las operaciones de alta y actualización 
exigen acceder a los servicios de corrección para obtener sus características. Desde el 
punto de vista del usuario, la interacción con el sistema para manipular correctores no es 
distinta a la que realiza para crear temáticas o esquemas ya que las diferencias son 
internas al sistema y, por consiguiente, ajenas al propio usuario. La figura 2.5 pretende 
mostrar las similitudes y diferencias de la gestión de correctores respecto a la gestión de 
temáticas. 
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Annex C:  
Scripts Base de Dades 
C.1 Scripts creació de la BD en PostgreSQL 
-- Correccions (servei web) 
-- Aquesta taula la fa servir el servei web per saber l'estat de les correccions 
CREATE TABLE correccions_serveis_web( 
  moodle text NOT NULL DEFAULT ''::text, 
  idusuari int8 NOT NULL DEFAULT 0, 
  idquestioremota int8 NOT NULL DEFAULT 0, 
  ordrejp int4 NOT NULL, 
  resultatcodi int4, 
  resultatmissatge text, 
  CONSTRAINT correccions_serveis_web_pkey PRIMARY KEY (moodle, idusuari, idquestioremota, 
ordrejp) 
)WITHOUT OIDS; 
-- Incidències (servei web) 
-- Aquesta taula la fa servir el servei web per anotar les vegades en que s'ha 
-- sol·licitat una connexió però no n'hi havia cap disponible 
CREATE TABLE incidencies( 
  codi text NOT NULL, 
  operacio int2 NOT NULL, 
  idusuari int8 NOT NULL, 
  temps timestamp NOT NULL DEFAULT now(), 
  servei int2 NOT NULL 
)WITHOUT OIDS; 
ALTER TABLE incidencies ADD numcodi int; 
COMMENT ON TABLE incidencies IS ' 
OPERACIONS: 
1. begin refereeing process 
2. thread execució (updates taula correccions)  
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CODIS: 
1. espera connexió BD qüestions 
2. espera connexió BD correccions 
-106. error obtenint fitxer amb la solució 
-111. existeix correcció prèvia 
-112. jocs de proves inexistents 
-113. qüestió inexistent 
-114. error durant inserts provisionals (op. 1) 
-115. correcció inexistent 
-116. error consultant la correcció (op. 3) 
-117. error durant updates de correccions (op. 2) 
-125. error de connexió'; 
-- Sequence 
-- Es fa servir per t_questions.id 
CREATE SEQUENCE t_questions_id_seq 
  INCREMENT 1 
  MINVALUE 1 
  MAXVALUE 9223372036854775807 
  START 1 
  CACHE 1; 
-- Taules 
CREATE TABLE t_esquemes( 
  nom text NOT NULL, 
  descripcio text NOT NULL, 
  CONSTRAINT t_esquemes_pkey PRIMARY KEY (nom) 
)WITHOUT OIDS; 
CREATE TABLE t_tematiques( 
  nom text NOT NULL, 
  descripcio text NOT NULL, 
  CONSTRAINT t_tematiques_pkey PRIMARY KEY (nom) 
)WITHOUT OIDS; 
CREATE TABLE t_urlsw( 
  urlsw text NOT NULL DEFAULT ''::text, 
  descripcio text NOT NULL, 
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CREATE TABLE t_questions( 
  id int4 DEFAULT nextval('t_questions_id_seq') NOT NULL, 
  autor text NOT NULL, 
  titol text NOT NULL, 
  enunciat text NOT NULL, 
  tipussolucio int4 NOT NULL, 
  tipusquestio int4 NOT NULL, 
  fitxeradjunt bytea, 
  inits bytea, 
  urlurl bytea, 
  usuariurl bytea, 
  clauurl bytea, 
  sslurl bool, 
  solucio bytea NOT NULL, 
  neteja bytea, 
  resolta bool NOT NULL DEFAULT false, 
  esquema text NOT NULL, 
  dificultat float4, 
  extensiofitxer text, 
  extensiosolucio text, 
  CONSTRAINT t_questions_pkey PRIMARY KEY (id), 
  CONSTRAINT t_questions_esquema_fkey FOREIGN KEY (esquema) 
      REFERENCES t_esquemes (nom) MATCH SIMPLE 
      ON UPDATE NO ACTION ON DELETE NO ACTION DEFERRABLE INITIALLY IMMEDIATE 
)WITHOUT OIDS; 
CREATE TABLE t_jocsproves( 
  id int4 NOT NULL, 
  ordre int4 NOT NULL, 
  nomjp text NOT NULL, 
  descripcio text NOT NULL, 
  msgerror text NOT NULL, 
  injp bytea, 
  outjp bytea, 
  inits bytea, 
  neteja bytea, 
  pes float4 NOT NULL, 
  CONSTRAINT t_jocsproves_pkey PRIMARY KEY (id, nomjp), 
  CONSTRAINT t_jocsproves_id_ordre_unique UNIQUE (id, ordre), 
  CONSTRAINT t_jocsproves_id_fkey FOREIGN KEY (id) 
      REFERENCES t_questions (id) MATCH SIMPLE 
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CREATE TABLE t_comprovacions( 
  id int4 NOT NULL, 
  nomjp text NOT NULL, 
  nomcompr text NOT NULL, 
  ordre int4 NOT NULL, 
  msgerror text NOT NULL, 
  descripcio text NOT NULL, 
  incompr bytea NOT NULL, 
  outcompr bytea, 
  CONSTRAINT t_comprovacions_pkey PRIMARY KEY (id, nomjp, nomcompr), 
  CONSTRAINT t_comprovacions_id_nomjp_ordre_unique UNIQUE (id, nomjp, ordre), 
  CONSTRAINT t_comprovacions_id_nomjp_fkey FOREIGN KEY (id, nomjp) 
      REFERENCES t_jocsproves (id, nomjp) MATCH SIMPLE 
      ON UPDATE NO ACTION ON DELETE NO ACTION DEFERRABLE INITIALLY IMMEDIATE 
) WITHOUT OIDS; 
CREATE TABLE t_tematiquesquestions( 
  id int4 NOT NULL, 
  nom text NOT NULL, 
  CONSTRAINT t_tematiquesquestions_pkey PRIMARY KEY (id, nom), 
  CONSTRAINT t_tematiquesquestions_id_fkey FOREIGN KEY (id) 
      REFERENCES t_questions (id) MATCH SIMPLE 
      ON UPDATE NO ACTION ON DELETE NO ACTION, 
  CONSTRAINT t_tematiquesquestions_nom_fkey FOREIGN KEY (nom) 
      REFERENCES t_tematiques (nom) MATCH SIMPLE 
      ON UPDATE NO ACTION ON DELETE NO ACTION DEFERRABLE INITIALLY IMMEDIATE 
) WITHOUT OIDS; 
CREATE TABLE t_urlswquestions( 
  id int8 NOT NULL, 
  urlsw text NOT NULL, 
  CONSTRAINT t_urlswquestions_pkey PRIMARY KEY (id, urlsw), 
  CONSTRAINT t_urlswquestions_id_fkey FOREIGN KEY (id) 
      REFERENCES t_questions (id) MATCH SIMPLE 
      ON UPDATE NO ACTION ON DELETE NO ACTION, 
  CONSTRAINT t_urlswquestions_urlsw_fkey FOREIGN KEY (urlsw) 
      REFERENCES t_urlsw (urlsw) MATCH SIMPLE 
      ON UPDATE NO ACTION ON DELETE NO ACTION DEFERRABLE INITIALLY IMMEDIATE 
) WITHOUT OIDS; 
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C.2 Scripts modificació de la BD en PostgreSQL 
--Taula categories: 
CREATE TABLE t_categories( 
 id integer NOT NULL, 
 descripcio text NOT NULL, 
 CONSTRAINT t_categories_pkey PRIMARY KEY (id) 
) WITHOUT OIDS; 
--Inserts a categoria: 
INSERT INTO t_categories (id, descripcio) VALUES (1, 'Selects'); 
INSERT INTO t_categories (id, descripcio) VALUES (2, 'Inserts/Deletes/Updates'); 
INSERT INTO t_categories (id, descripcio) VALUES (3, 'Create (Tables/Views/Sequences)'); 
INSERT INTO t_categories (id, descripcio) VALUES (4, 'Optimización'); 
INSERT INTO t_categories (id, descripcio) VALUES (5, 'Procedures/Triggers'); 
INSERT INTO t_categories (id, descripcio) VALUES (6, 'JDBC/SQLJ'); 
INSERT INTO t_categories (id, descripcio) VALUES (7, 'Algebra'); 
--Inserts a tematiques: 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('JDBC - consultes', 'JDBC - consultes'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Dues taules + join', 'Dues taules més una 
join entre elles, amb distinct o no.'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('JDBC - actualizacions', 'JDBC - 
actualizacions'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Àlgebra', 'Àlgebra'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('UNION', 'Sense descripció'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Una taula', 'Sense descripció'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Creating Tables', 'Items that check if the 
students understand the Create Table sentence'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Insert,Delete,Update', 'Intems that check if 
the students understand the Insert, Delete and Update sentences, and the integrity constraints of 
the relational model'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Diferència amb nuls', 'Items that may be 
solved with a select that includes a difference with null values'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Diferència sense nuls', 'Items that may be 
solved with a select that includes a difference without null values'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('funcions d''agregació', 'Items that may be 
solved with a select that includes aggregate functions') 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Divisió', 'Items that may be solved with a 
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INSERT INTO t_tematiques (nom, descripcio) VALUES ('Join reflexiva', 'Items that may be solved 
with a select sentence that includes a reflexive join'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Normalització (dependencies funcionals)', 
'Items to check if the students know how to normalitze relational tables until BCNF'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('NULL', 'Items that may be solved with a 
select sentence that includes expression that compare with the null value'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('OUTER JOIN', 'Items that may be solved 
with a select sentence that includes the clause Outer Join'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('GROUP BY', 'Items that may be solved with 
a select sentence that includes the clause Group By'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('HAVING', 'Items that may be solved with a 
select sentence that includes the clause Having'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('INNER JOIN', 'Items that may be solved with 
a select sentence that includes the clause Inner Join'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Procedures', 'Items that have to be solved 
defining a procedure'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Subconsultes', 'Items that may be solved 
with a select sentence that includes a subselect'); 
INSERT INTO t_tematiques (nom, descripcio) VALUES ('Triggers', 'Items that have to be solved 
defining triggers'); 
--Taula de join entre tematiques i categories: 
CREATE TABLE t_categoriestematiques ( 
 id integer NOT NULL, 
 nom text NOT NULL, 
 CONSTRAINT t_categoriestematiques_pkey PRIMARY KEY (id, nom), 
 CONSTRAINT t_categoriestematiques_id_fkey FOREIGN KEY (id) 
   REFERENCES t_categories (id) MATCH SIMPLE 
   ON UPDATE NO ACTION ON DELETE NO ACTION 
   DEFERRABLE INITIALLY IMMEDIATE, 
 CONSTRAINT t_categoriestematiques_nom_fkey FOREIGN KEY (nom) 
   REFERENCES t_tematiques (nom) MATCH SIMPLE 
   ON UPDATE NO ACTION ON DELETE NO ACTION 
   DEFERRABLE INITIALLY IMMEDIATE 
) WITHOUT OIDS; 
--Inserts a categoriesTematiques: 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'GROUP BY'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'funcions d''agregació'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'Diferència sense nuls'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'NULL'); 
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INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'Una taula'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'INNER JOIN'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'Dues taules + join'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'Subconsultes'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'Diferència amb nuls'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'HAVING'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'Join reflexiva'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'OUTER JOIN'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (1, 'Divisió'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (2, 'Insert,Delete,Update'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (3, 'Creating Tables'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (5, 'Triggers'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (5, 'Procedures'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (6, 'JDBC - consultes'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (6, 'JDBC - actualizacions'); 
INSERT INTO t_categoriestematiques (id, nom) VALUES (7, 'Àlgebra'); 
--Alter de la taula questio: 
ALTER TABLE t_questions ADD CONSTRAINT t_questions_categories_fkey FOREIGN KEY 
(tipusquestio) 
     REFERENCES t_categories (id) MATCH SIMPLE 
     ON UPDATE NO ACTION ON DELETE NO ACTION 
     DEFERRABLE INITIALLY IMMEDIATE; 
--Afegir camps a la taula questions: 
ALTER TABLE t_questions ADD 
postinits text; 
ALTER TABLE t_questions ADD 
postinitjp integer; 
ALTER TABLE t_questions ADD  
snapshot text DEFAULT NULL; 
ALTER TABLE t_questions ADD 
binaria boolean; 
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--Afegir camps a la taula questions per ficar mes d'un enunciat: 
ALTER TABLE t_questions ADD 
enunciatesp text; 
ALTER TABLE t_questions ADD 
enunciating text; 
--Afegir camps a la taula jocs de proves: 
ALTER TABLE t_jocsproves ADD 
binaria boolean; 
ALTER TABLE t_jocsproves ADD 
missatge boolean; 
ALTER TABLE t_jocsproves ADD 
msgerroresp text; 
ALTER TABLE t_jocsproves ADD 
msgerroring text; 
--Afegir camps a la taula comprovacions: 
ALTER TABLE t_comprovacions ADD 
binaria boolean; 
ALTER TABLE t_comprovacions ADD 
missatge boolean; 
ALTER TABLE t_comprovacions ADD 
msgerroresp text; 
ALTER TABLE t_comprovacions ADD 
msgerroring text; 
--Afegir camp output a la taula correccions per guardar el valor de retorn: 
ALTER TABLE correccions_serveis_web ADD 
output text; 
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--Afegir camps a categories per guardar les relevancies: 
ALTER TABLE t_categories ADD 
inits boolean; 
ALTER TABLE t_categories ADD 
postinits boolean; 
ALTER TABLE t_categories ADD 
neteja boolean; 
ALTER TABLE t_categories ADD 
estat boolean; 
ALTER TABLE t_categories ADD 
solucio boolean; 
ALTER TABLE t_categories ADD 
initsJP boolean; 
ALTER TABLE t_categories ADD 
entradaJP boolean; 
ALTER TABLE t_categories ADD 
netejaJP boolean; 
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Annex D:  
Configuració serveis web 
# ============================================================================== 
# IDENTIFICADOR DEL CORRECTOR 
# ============================================================================== 
# valor numèric que identifica el corrector en cas d'haver d'introduir una 
# entrada a la taula d'incidències en el transcurs d'una execució 
id = 3 
# ============================================================================== 
# GENERACIÓ DE MISSATGES  
# ============================================================================== 
# booleà que indica si el corrector pot generar missatges al log del Tomcat 
missatges = true 
# ============================================================================== 
# MOSTRAR MISSATGES D'ERROR A LES SORTIDES DELS JOCS DE PROVES 
# ============================================================================== 
# boolea que indica si s'ha de mostrar els missatges d'error, o nomes els codis 
# el seu valor es pot modificar mitjancant un hint a l'entrada del joc de proves 
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# ============================================================================== 
# CONNEXIONS A BASES DE DADES DE QÜESTIONS 
# ============================================================================== 
# número de connexions ------------------------------------------------------ 
q_num = 1 
# dades comunes ---------------------------------------------------------------- 
q_sgbd = postgresql 
q_host = localhost 
q_servidor = nothing 
q_port = 5432 
q_nom = magatzem 
q_ssl = false 
# dades de la connexió 1 ---------------------------------------------------- 
q_usuari1 = usermagatzem 
q_clau1 = a 
# dades de la connexió 2 ---------------------------------------------------- 
# ============================================================================== 
# CONNEXIONS A BASES DE DADES DE CORRECCIONS 
# ============================================================================== 
# numero de connexions --------------------------------------------------------- 
c_num = 1 
# dades comunes ---------------------------------------------------------------- 
c_sgbd = postgresql 
# dades de la connexio 1 ------------------------------------------------------- 
c_host1 = localhost 
c_servidor1 = noSaplica 
c_port1 = 5432 
c_nom1 = correccions 
c_ssl1 = false  
c_usuari1 = usercorreccio 
c_clau1 = b 
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# dades de la connexio 2 ------------------------------------------------------- 
# ============================================================================== 
# TIPUS DE QÜESTIONS ACCEPTATS 
# ============================================================================== 
numero_tipus_questions = 7 
# ============================================================================== 
# TIPUS DE QÜESTIONS ACCEPTATS 
# ============================================================================== 
# descripció dels tipus: 
# tipus 1 selects 
# tipus 2 inserts/updates/deletes 
# tipus 3 create tables/views/surrogates 
# tipus 4 url (optimitzacio 1) 
# tipus 5 triggers/procedures 
# tipus 6 JDBC 
# tipus 7 Algebra relacional 
# tipus acceptats: 
# 0 - no acceptat 
# 1 - acceptat sense gàbia 
# 2 - acceptat amb gàbia (en IFX: fa servir LOG MODE ANSI) 
# 3 - acceptat amb gàbia (en IFX: sense LOG MODE ANSI) 
t_1 = 2 
t_2 = 2 
t_3 = 2 
t_4 = 2 
t_5 = 2 
t_6 = 0 
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# ============================================================================== 
# INICIS DE SENTÈNCIA ACCEPTADES PER A CADA TIPUS DE QÜESTIÓ 
# ============================================================================== 
#el separador actual es ; 
# el caràcter \ fa el salt de línia de manera que no arriba al codi java 
# Si posem un 0 com a valor només acceptarà sentències que comencin per 0 (és a dir, no 
funcionarà). 
# Si es deixa en blanc acceptarà totes les sentencies. 
t_1_ini_sentencia = select 
t_2_ini_sentencia = insert;update;delete 
t_3_ini_sentencia = create table;alter table;create view;create sequence;create materialized view 
t_4_ini_sentencia =  
t_5_ini_sentencia = create function;create or replace function;\ 
create procedure;create or replace procedure;\ 
create trigger;create or replace trigger;\ 
create type;create or replace type 
t_6_ini_sentencia =  
t_7_ini_sentencia =  
# ============================================================================== 
# CODIS D'ERROR 
# ============================================================================== 
# llistes separades per comes 
# es comparen els primers N caràcters (fins a 5) q s'indiqui a cada codi 
# han de tenir el següent forma 
# codiState1 (codiError1 codiError2 codiError3), codiState2, codiState3 (codiError4 codiError5) 
# Primer es mira si l'estat comença igual que algun dels donats i si és així, es mira si el codi  
# d'error comença igual que algun dels donats per aquest estat 
# codis SQLState (5 caràcters) acceptats com a warnings o errors que no compten (donen codi de 
retorn negatiu) 
#42 -> Syntax error 
#22P02 -> ??? (sembla que no sigui d'Oracle) 
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# codis SQLState (5 caràcters) acceptats com a errors que compten (donen codi de retorn posiu) 
#21000 -> Comparacio incorrecte per a una subconsulta amb moltes tuples (Oracle) 
#S0001 -> Comparacio incorrecte per a una subconsulta amb moltes tuples (SQLServer) 
sqlstates_si_compten = 21000 
#codis de time out 




# timeout màxim que donarà java al SGBD per executar les sentències de l'alumne 




# ruta de la classe principal 
practica_path = execucions/ 
jdk_path = /usr/local/java/jdk1.5.0_12/ 
jdbc_path = /usr/local/pgsql/share/java/postgresql.jar 
axis_path = /usr/local/axis2-1.2/ 
politics = grant{permission java.net.SocketPermission "localhost:5432", "connect";}; 
#Els arxius que no s'han de descomprimir han d'anar sense espais (addicionals) i separats per ';'. 
Exemple: a;b;c 










    PFC  
 
  
156 Annex D: Configuració serveis web 
# ============================================================================== 
# Operacions actives 
# ============================================================================== 
# true - available // false - not available 
checkRefereeStatusAvailable = true 
getDBMSAvailable = true 
getQuestionTypesAvailable = true 
beginRefereeingProcessAvailable = true 
checkRefereeingProcessStatusAvailable = true 
generateOutputsAvailable = true 
compareOutputsAvailable = true 
getCurrentCorrectionsAvailable = true 
deleteCorrectionAvailable = false 
# ============================================================================== 
# Algebra relacional 
# ============================================================================== 
catalogQuery = select table_name, column_name from information_schema.columns where 
table_schema='public' order by table_name, column_name; 
# ============================================================================== 
# Altres configuracions 
# ============================================================================== 
# true - available // false - not available 
#Retorna la sortida del joc de proves si aquest no es passa 
returnOutputIfError = true 
 
 
 
 
 
