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ABSTRACT 
 
 
Computer programming is the essential foundation for the other basic skills in Information 
Technology knowledge areas. Success in this field requires complex knowledge and skill. 
Mostly, conventional programming courses have been delivered based on the 
programming textbooks with professional developer tools which focus on the syntax or 
semantic through the coding task. The role of Software Visualization (SV) has been 
involved to overcome the complexity and problems in the learning programming. It 
represents the abstractness of the program in graphical views or illustrations of its entities. 
Nevertheless, the outcome of the learning still remains poor. Through multi-
methodological approach, this research aimed to improve the effectiveness of the 
visualization as the program comprehension tool. It is found that the interrelated tasks in 
the programming process, with its various abstractions, and timing in delivering the 
feedback, need to be addressed with the equal attention in learning to program. Taking into 
account from those main issues, this study introduces the new model of integrated 
algorithm-program visualization (ALPROV) for developing program comprehension tool. 
This model is then to be used in the prototype tool development that is called 3De-
ALPROV (Design Development Debug – Algorithm Program Visualization). The efficacy 
evaluation of the prototype is based on pre- and post- test of the students’ programming 
performance. The programming performances from the treatment and control group are 
compared to analyze the effect of using the proposed tool in learning programming. 
Respondents are first-year bachelor students who lack of programming knowledge and 
experience.Analysis proved that using the program comprehension tool, which has been 
developed using integrated ALPROV model significantly improved the treatment group’s 
programming  performance. Conducting other experiments as the extended study, such as 
seek for a larger group of respondents, conduct the experiments throughout the necessary 
period, and use various methods for programming assessment and analysis may improve 
the findings of this research.  
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ABSTRAK 
 
 
Pengaturcaraan komputer adalah asas penting bagi kemahiran yang lain dalam bidang 
teknologi maklumat. Kejayaan di bidang ini memerlukan pengetahuan dan kemahiran 
yang kompleks. Kebanyakan kursus pengaturcaraan konvensional disampaikan 
berdasarkan buku teks pengaturcaraan dengan alat pembangun profesional yang tertumpu 
kepada syntak/semantik melalui tugasan penulisan program. Visualisasi Perisian (SV) 
telah dibabitkan bagi mengatasi kerumitan dan masalah dalam pembelajaran 
pengaturcaraan. Ianya mendedahkan keabstrakan program dalam bentuk grafik atau 
ilustrasi dari entitinya. Walau bagaimanapun, masih terdapat kekurangan dalam hasil 
pembelajaran. Melalui pendekatan multi-methodological, matlamat kajian ini untuk 
meningkatkan keberkesanan visualisasi sebagai alat pemahaman program. Kajian ini 
mendapati bahawa tugas-tugas yang saling berkait dalam proses pengaturcaraan dengan 
pelbagai abstraksi program dan penyampaian maklum balas, perlu ditangani dengan 
perhatian yang sama masa belajar membuat program. Mengambil kira dari isu utama ini, 
kajian ini memperkenalkan model baru dari algoritma-program visualisasi bersepadu 
(ALPROV) untuk membangunkan alat pemahaman program. Model ini digunakan dalam 
pembangunan prototaip yang dipanggil dengan nama 3DE-ALPROV (Rekabentuk 
Pembangunan Debug - Algoritma Program Visualisasi). Penilaian keberkesanan prototaip 
adalah berasaskan kepada peperiksaan pra dan pasca pencapaian pengaturcaraan 
pelajar. Pencapaian pengaturcaraan daripada  kumpulan perlakuan dan kawalan, 
dibandingkan dengan memerhati, mengukur, dan menganalisis keberkesanan penggunaan 
alat visualisasi yang dicadangkan dalam mempelajari pengaturcaraan. Responden adalah 
pelajar sarjana muda tahun pertama yang kurang pengetahuan dan pengalaman dalam 
pengaturcaraan.Analisis membuktikan bahawa menggunakan alat pemahaman 
pengaturcaraan yang telah dibangunkan dengan menggunakan model ALPROV bersepadu 
dapat meningkatkan pencapaian pengaturcaraan dari pada kumpulan perlakuan dengan 
signifikan. Menjalankan eksperimen yang lain sebagai kajian lanjutan, iaitu mendapatkan 
kumpulan responden yang lebih besar, eksperimen dalam tempoh yang cukup, 
menggunakan pelbagai kaedah untuk penilaian pengaturcaraan dan analisis boleh 
menambah baik kepada hasil kajian ini.  
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