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complex systems by encapsulating their internal behaviour. Rules are given for how 
actor systems may be composed. 
Despite being a revised version of a doctoral thesis, this book should be accessible 
to a wide audience. The style of explanation is straightforward and down-to-earth, 
and the main ideas are reinforced by apt examples. Some knowledge of denotational 
and operational semantics is required for the later chapters, though. A useful glossary 
of actor terms has been provided. Although there are not many mistakes in the 
book, most seem to occcur in example programs and equations, where they can be 
very misleading and confusing. Occasional curiosities, such as justifying the guaran- 
tee of mail delivery by the finiteness of the universe, can be overlooked. In summary, 
this book is the definitive text on actors. 
Mario WOLCZKO 
Department of Computer Science 
University of Manchester 
Manchester, United Kingdom 
Quality Programming: Developing and Testing Software with Statistical Quality Con- 
trol. By Chin-Kuei Cho. Wiley, Chichester, 1987, Price X40.35, ISBN O- 
471848999. 
The central metaphor of Dr. Cho’s book is that software development can be 
regarded as a manufacturing industry that works some raw material into a usable 
form. The raw material is the data which is input to the software and the usable 
material is the data output by the software. 
Thus, the software itself is equivalent to a factory an? software development is 
equivalent to designing and building a factory. From this perspective, Dr. Cho 
asserts that software development can start applying the “time-tested lessons of the 
other manufacturing industries”. 
The implications which arise from this viewpoint are: 
- the product (i.e. the output) and the raw materials (i.e. input) must be fully 
defined before the software is developed, 
- the user is interested only in the “quality” (i.e. the proportion of defectives) of 
the product (i.e. outputs), not the method of factory (i.e. software) construction, 
- the classic technique for controlling the quality of manufacturing goods (i.e. 
statistical quality control) can be applied to software. 
Dr. Cho argues that software development should be preceded by detailed 
modelling of the “products” in terms of inputs and outputs, and that this activity 
associated with the use of statistical quality control techniques allows software to 
be properly tested. In this context, “properly tested” implies that the proportion of 
defective outputs expected from a piece of software can be determined to an agreed 
level of precision by determining the proportion of defectives in a random sample 
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taken from a large number of randomly generated outputs. He further asserts that 
this approach allows acceptance criteria for software to be agreed and warranties 
to be provided for software. 
Dr. Cho expands his basic metaphor over some 400 pages (including Appendices), 
with the intention of demonstrating how the software industry should conduct itself 
in order to produce high quality products. He argues that current approaches are 
wrong and his approach is correct. It is, therefore, essential that he adequately 
justifies the validity of his metaphor. It is here, however, that the book clearly fails. 
It is not ‘sufficient to describe statistical quality control in general to justify its 
applicability to software. The concept of assessment by sampling is simple when 
the grouj& of items sampled (usually called lots) are all the same (e.g. all light 
bulbs, or all ball bearings), but is the concept still applicable when the lots are 
outputs which have been generated by random selection of input values? This crucial 
question was not answered, or even acknowledged. Another crucial issue is determin- 
ing what is meant by a defective output in the case of software. This involves 
definining the “product unit” which is a ser of outputs corresponding to a particular 
set of inputs, and the product quality characteristics which define the permitted 
format and the constraints on each piece of data output. This information allows 
the “product unit defectiveness definition” to be identified. This might be thought 
to lead to a set of different defectiveness rates for different classes of defect, but 
throughout the book the product unit defective rate is treated as a single number. 
This apparent inconsistency is another issue which is ignored. 
What is perhaps even worse, is that the organisation of the book seems designed 
to obscure the fact that there may be difficulties applying statistical quality control 
to the software industry. The book is littered with backward and forward references, 
so the reader is never presented with all the information necessary to evaluate any 
part of Dr. Cho’s approach in a single place. For example, when the development 
of a system test plan is discussed, in section 8.3.1, the reader is referred back to the 
chapters on statistical quality control, and there is no discussion of the relevance 
of those concepts to software in either place. 
From the viewpoint of a statistician, which was my original profession, I found 
Dr. Cho’s approach to software quality control unconvincing. His approach is clearly 
applicable to simple functions (such as his example of a random number generator), 
and may have a place in third party assessment, but Dr. Cho has done nothing to 
demonstrate that it is easily applicable to wide classes of software. 
As someone who has also worked as a software developer, and now lectures in 
computer science, I found his view of software development bizarre and equally 
unconvincing. Of course, it is correct to state that the inputs and outputs to software 
need to be fully defined, it is however, a little odd to suggest hat this should occur 
before the software requirements have been stated. Also it would probably come 
as something of a surprise to people such as James Martin (Information Engineer- 
ing), Tom DeMarco (Structured Design), Michael Jackson (JSP and JSD), Ken 
Jackson (MASCOT) and Cliff Jones (VDM), that Dr. Cho finds the software industry 
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guilty of inadequate input and output modelling, without referencing any of their 
work. 
The unusual view Dr. Cho takes of the development process arises from his basic 
analogy between software development and manufacturing, and in my view illus- 
trates the basic flaw in the analogy. The design and construction of a factory in the 
manufacturing industry is an application of a known technology, we know how to 
build a car, or brew beer. The problem with software development is that we are 
usually trying to produce the solution to a new problem. The successes of “Fourth 
Generation” approaches indicates that the software industry is just as capable as 
any other industry of producing cost effective, high quality products when basic 
solutions already exist. Equally, the failures of manufacturing industries, (e.g. the 
cost and time overruns experienced during the development of Concorde, and the 
cost and quality problems of Nimrod), occur when conventional engineers attempt 
new problems. 
In summary, I do not think Dr. Cho’s book does anything to ameliorate the basic 
problems of the software industry. Like any other simple answer to a complex 
problem, it contains a grain of truth but is mostly invalid and inappropriate. 
Barbara KITCHENHAM 
Center for Software Reliability 
The City University 
London, United Kingdom 
Temporal Logic of Programs. By Fred Kroger. EATCS Monographs on Theoretical 
Computer Science, Springer, Berlin, 1987, viii+ 148 pages, Price DM 68.00, 
(hard cover). ISBN 3-540-17030-S 
This monograph is an elaboration of notes from courses on temporal logic given 
by the author. The goal of temporal logic is described in the introduction as “the 
investigation in languages and ‘logical instruments’ for reasoning about propositions 
that depend on time”. Temporal logic has widely (and successfully) been used as 
a language for describing and reasoning about parallel systems. This book is intended 
as an introduction to the basic principles and some of the applications of temporal 
logic. 
The book is set out in two main parts. The first deals only with the purely logical 
aspects of propositional and first-order temporal logics. Chapters l-3 describe a 
simple (discrete, linear, and infinite time) temporal logic. In Chapter 1, the new 
linguistic features of temporal logic are introduced as extensions of classical logic 
and their formal semantics are described. An axiomatisation of propositional tem- 
poral logic is given in Chapter 2, and is extended to first-order logic in Chapter 3. 
In the second part of the book, a ‘temporal semantics’ of parallel programs is 
described. In Chapter 4, the formal basis of this temporal semantics is described. 
