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Abstrakt 
Tato bakalářská práce se zabývá vývojem aplikace Interaktivní turistický průvodce pro platformu 
Android. Popisuje řešení návrhu a implementace aplikace, která prostřednictvím tzv. rozšířené 
reality zobrazuje na obrazovce mobilního přístroje informace o kolem ležících objektech. Také          
se zabývá problematikou práce s vestavěnými senzory mobilních zařízení s operačním systémem 







This bathelor‘s thesis deals with development of application called Interactive tourist guide for 
Android platform. It explains draft and implementation of the application that by using augmented 
reality displays on a mobile device display information about objects that are lying around. Also 
describes problems of using embedded sensors of mobile devices with Android operation system. 
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Popularita použití mobilních přístrojů za posledních několik let se velmi zvýšila. Skoro každý 
má dnes chytrý telefon nebo tablet. Všichni už jsou zvyklí používat svoje mobilní přístroje pro 
vyhledávání informaci, focení, vyhledávání míst na mapách atd. Proto se vývojáři snaží vymyslet 
něco, co by ještě více zjednodušovalo uspokojení vysokých nároků uživatelů. Právě tímto se budu 
zabývat ve své bakalářské práci.  
Cílem práce je prozkoumat možnosti vytváření aplikací založených na rozšířené realitě 
s použitím knihovny OpenGL pro platformu Android a následně vytvořit interaktivního turistického 
průvodce Brnem. Výsledná aplikace bude užitečná jak pro lidi, kteří jsou v Brně na turistickém 
pobytu, tak i pro ty, kteří chtějí poznat město Brno více. 
Databáze aplikace bude obsahovat významná místa Brna, namířením fotoaparátu mobilního 
přístroje na určité místo se uživatel dozví informace o dané památce přímo na obrazovce ve formě 
rozšířené reality. Aplikace bude obsahovat i další funkce, například navigování k místům občerstvení, 
hotelům a WC, zobrazování jízdních řádů, tras linek MHD apod. Podrobnější informace o funkcích 
aplikace jsou uvedeny v kapitole Návrh. 
V kapitole Existující řešení je souhrn podobných aplikací a jejich porovnání. Je zde uvedeno, co 
se mi na těch aplikacích líbí a co chci vylepšít. 
V kapitole Návrh lze nalézt popis funkcí vysledné aplikace, její návrh, ER diagramy tříd               
a databází a GUI aplikace. 
V kapitole Implementace je podrobný popis řešení problémů vývoje aplikace. 
V kapitole Testování lze nalézt popis procesu testování. 
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2 Existující řešení 
Dnes již existují na trhu aplikace, které řeší danou problematiku. V této kapitole vyjmenujeme 
a prorovnáme některá existující řešení. 
Jelikož mám za úkol vypracovat aplikaci pro platformu Android, podíváme se na aplikace 
z PlayMarketu (trh aplikací, vyvíjených speciálně pro platformu Android ). 
Dvě nejpopulárnější aplikace, které funkčností odpovídají požadavkům v naší aplikaci, jsou 
Wikitude od vyvojáře Wikitude GmbH a junaio od vyvojáře Metaio GmbH.  
Samozřejmě, že existují i další aplikace zaměrené na konkrétní město, např. průvodce 
Milánským metrem nebo vyhledávač parkovišť v Římě. Tyto aplikace mají odlišnou koncepci, kterou 
probereme dál v kapitolách 2.3. a 2.4. Jako zástupce z této skupiny aplikací můžeme použít Rome 
Metro Augmented Reality od vyvojáře Green Consulting. 
V kapitolách 2.1 až 2.3 postupně podrobněji rozeberu aplikace Wikitude, junaio a Rome Metro 
Augmented Reality. Zmíním se o výhodách a nevýhodách každé aplikace a o grafickém uživatelském 
rozhraní. Následně v kapitole 2.4 porovnám všechny tři aplikace a použiji ve své aplikaci to, v čem 
jsou dobře zpracované a to, co mi nevyhovuje nebo nedostačuje požadavkům, se pokusím vylepšit. 
2.1 Wikitude 
Tato aplikace je nejvíce podobná aplikaci, kterou budu vyvíjet. Jedná se o průvodce, který     
na obrazovce podle výběru uživatele zobrazí určitý typ informací. Uživatel má možnost vybrat mezi 
památkami, ubytováním, událostmi. Může se podívat na všechno, co se děje kolem něj, kdo a kde 
psal do různých sociálních sítí nebo si zahrát augmented reality hry.  
Aplikace nemá svoji vlastní databázi objektů. Místo toho spolupracuje s jinými servisy, které 
už své databáze mají (Wikipedia, tripadvisor, last.fm, Hotels.com, yelp a další). Výhoda tohoto 
přístupu spočívá v tom, že aplikace se dá využít skoro všude na planetě, protože databáze výše 
zmiňovaných servisů jsou velmi rozsáhlé a pokrývají obrovskou část Země. Další výhodou je přístup 
šetřící paměť mobilního přístroje, protože veškerá data se nahrávají přes internet. Toto ale může být 
zároveň nevýhodou, protože se zvětšuje počet dat přenášených z internetu a aplikace nefunguje bez 
připojení na internet, které nemusí mít většina turistů. Hlavní nevýhoda spočívá v tom, že informace, 
které se zobrazují, jsou velmi povrchní. Pro velká města je informací více než dost, ale například pro 
město Brno tato aplikace není aktuální. Skrze danou aplikaci jako památku v Brně najdeme pouze 
hrad Špilberk a kostel sv. Tomáše. Stejnou situaci můžeme pozorovat s hotely a událostmi v Brně.  
 Nyní se podíváme na GUI. Po startu aplikace nabízí výběr mezi druhy objektů a jejich polohu, 
kterou chceme pozorovat na obrazovce (Obr. 2.1). 
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Obr. 2.1: GUI aplikace Wikitude hned po startu 
 Po vyběru některé z možností se v levém okně načte obraz z kamery a navíc uvidíme popisy 
s názvy objektů, které nás zajímají. Můžeme kliknout na některý z popisů, pokud chceme vědět více 
informací. Na Obr. 2.2 lze vidět, jak vypadá obrazovka po stisknutí tlačitka „Sights“ (Památky). 
 
Obr. 2.2: Aplikace Wikitude po stisknutí tlačitka „Sights“ 




Jedná se o koncepčně odlišnou aplikaci než je ta, kterou chci vytvořit. Tato aplikace je fakticky 
pouze základem, na kterém pak každý může vyvinout svůj tzv. kanál (mini aplikaci využívající 
rozšiřenou realitu). Kategorie těchto kanálů jsou velmi odlišné. Jsou kanály, pomocí kterých se dá 
vyhledat hotel nebo památka, kanály s hrami nebo jen grafické ukázky možností rozšířené reality. 
Výhodu tohoto přístupu vidím v tom, že nad rozvojem aplikace pracují stovky lidí zaroveň, tím 
pádem se shromažďují nápady spousty vyvojářů a ne jen jedné malé vývojové skupiny. Hlavní 
nevýhodou z mého úhlu pohledu je to, že uživatel nemůže najít potřebnou informaci mezi tisíci pro 
něj neužitečných kanalů. Také mu nikdo nemůže zaručit kvalitu nalezených informací, protože 
výrobce aplikací nemůže znát kvalifikovanost ostatních vývojářů. 
Podobně, jak Wikitude aplikace nemá svojí vlastní databázi objektů. To nese podobné výhody 
a nevýhody dané aplikace. Výhodou je šetření paměti, nevýhodou nutnost být připojený k internetu. 
Problém s neaktuálností aplikace v menších městech je částečně řešen zapojením dalších lidí           
do vývoje, tzn. někdo může vytvořit kanál, na kterém by ukazoval brněnské památky a nespoléhal  
by na to, že všechno obsahuje databáze Wikipedie nebo jiných servisů. 
 
Obr. 2.3: Aplikace junaio. Okno vyhledávání kanálu 
 
GUI aplikace je velmi jednoduché. Po startu vidíme poslední spuštěný kanál. V levém horním 
rohu je tlačítko vyhledávání, po jeho stisknutí se otevře okno vyhledávání kanálu. Na Obr. 2.3           
je okno vyhledávání. Na Obr. 2.4 vidíme kanál, pomocí kterého můžeme najít parkoviště. 
 6 
 
Obr. 2.4: Aplikace junaio. Kanál pro vyhledávání parkovišť 
2.3 Rome Metro Augmented Reality 
Tato aplikace má za úkol ukázat uživateli, kde  
je vybraná stanice římského metra. Na rozdíl           
od dvou předchozích aplikací má tato svoji vlastní 
databázi. Aplikace, která zahrnuje jenom jedno 
město, si toto může dovolit, jelikož databáze            
je malá, nezabírá moc paměti a je přímo v přístroji, 
což nevyžaduje stálé připojení k internetu. 
Nevýhodou tohoto přístupu je to, že je velice 
obtížné zajistit funkčnost aplikace v jiných místech    
na planetě. Je potřeba ručně doplňovat každý objekt 
do databáze. Ale jak už bylo zmíněno, toto řešení       
je pro malou oblast nejlepší. 
GUI aplikace je velmi jednoduché, můžeme 
zobrazit mapu metra nebo přejít do režimu 
vyhledávání konkrétní stanice, ze které nás aplikace 
nasměruje do vybrané stanice metra. Tento režim 
můžeme vidět na Obr. 2.5. Obrázek je převzat         
ze stránek aplikace na PlayMarketu. 
  
Obr. 2.5: Aplikace Rome Metro Augmented 
Reality 
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2.4 Porovnání aplikací 
Aplikace Wikitude, junaio a Rome Metro Augmented Reality, které jsou popsány v kapitolách 
2.1, 2.2 a 2.3, mají některé věci rozdílné a některé společné. Nás zajímají rozdíly z úhlu pohledu 
aktuálnosti v malých (konkrétních) městech, využití internetu a použití vlastní nebo externí databáze 
objektů. 
Co se týče aktuálnosti aplikace Wikitude a junaio, jsou aktuální globálně, ale ve většině míst 
na planetě, včetně Brna, nejsou skoro použitené. Na rozdíl od nich Rome Metro Augmented Reality 
není aktuální nikde až na Řím, což dělá aplikaci použielnou jen pro omezené množství lidí,                
ale aplikace poskytuje výrazně kvalitnější informace než dvě předchozí. 
Stalé připojení k internetu nepotřebuje pouze aplikace Rome Metro Augmented Reality, 
protože jako jediná využívá vlastní interní databázi. To je velká výhoda, protože tuto aplikaci budou 
využívat především turisté, kteří většinou nemají připojení k internetu v cizí zemi. Ostatní 
porovnáváné aplikace bez internetu nelze používat.  
Z tohoto porovnání existujících řesení jsem určil vlastnosti aplikace, kterou budu vyvíjet. 
Jelikož aplikace je určená primárně pro turisty, kteří přijeli do Brna, bude mít svoji vlastní databázi 
objektů, která se bude nahrávat do paměti přístroje hned po instalaci aplikace. Databáze nebude 
velká, proto nezabere moc místa v paměti. Zaroveň toto řešení umožňuje pracovat bez přístupu 
k internetu. 
Funkčnost aplikace se bude nejvíce podobat aplikaci Wikitude, ale má aplikace nebude 
podporovat sociální sitě. Také tam nebudou hry, jejichž implementace není záměrem této práce. 
Funkčnost bude rozšířena o možnost zobrazování tras linek MHD, obchodních center a obchodů       














V této kapitole je popsán návrh aplikace Interaktivní turistický průvodce Brnem.  
V kapitole 3.1. lze nalézt popis předpokládaných tříd výsledné aplikace. Jak už bylo řečeno, 
aplikace bude využívat vlastní databázi, proto kapitola 3.2. obsahuje návrh databáze, která bude 
použita při implementaci programu. Popis grafického uživatelského rozhraní je vysvětlen     
v kapitole 3.3. 
3.1 Popis tříd 
Aplikace bude obsahovat tři základní třídy: Object, Category a User. ER diagram             
je zobrazen na Obr. 3.1. 
 
Obr. 3.1: ER diagram 
3.1.1 třída Object 
Instance třídy Object budou konkrétní objekty. Jejich popis bude zobrazován na obrazovce 
v případě, že uživatel se nachází blízko tohoto objektu. Prvním parametrem třídy je ID,                       
tj. identifikátor objektu. Dalším parametrem je type, který je výčtového typu, tj. bude výčtem 
možných typů objektů zobrazených na obrazovce. Vždy se zobrazí u konkrétního objektu. Může 
nabývat hodnot: sight, restaurant, wc, hotel, shop, pubtran, else. Typ sight 
označuje památku, restaurant místo občerstvení, wc označuje veřejné toalety, typ hotel 
reprezentuje hotely, shop obchody a obchodní centra, pubtran označuje objekty MHD          
(např. zastávky), typem else budou označena ostatní místa. Dalším parametrem je gps 
coordinates. Tento parametr uchovává gps souřadnice daného objektu pro jeho přesné určení. 
V parametru name se ukládá jméno daného objektu. Parametr description obsahuje 
podrobnější popis objektu. V dalším a posledním parametru link bude uložen odkaz                       
na internetovou stránku, která obsahuje kompletní popis objektu. Pochopitelně ho může využít jen 
uživatel připojený k internetu. 
3.1.2 třída Category 
Instance třídy Category reprezentuje pouze jeden typ objektů. Jeho jediný parametr ID 
může nabývat stejných hodnot jako paremter type třídy Object. 
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3.1.3 třída User 
Instancí třídy User je uživatel, který aplikaci využívá. Uživatel je vždy právě jeden, proto 
třída nemá parametr ID. Ostatními parametry jsou: gps coordinates (gps souřadnice,           
ve kterých se právě uživatel nachází), orientation sensor X, Y a Z (hodnoty polohového 
senzoru mobilního přístroje, který uživatel drží v rukou). 
Z ER diagramu tříd (Obr. 3.1) je vidět, že právě jeden uživatel vybírá 0 až * typů objektů, které 
chce zobrazit na obrazovce. Každá kategorie také obsahuje 0 až * objektů. 
3.2 Databáze 
Jak už bylo popsáno v kapitole 2.4, aplikace bude mít svoji vlastní databázi. Hlavním důvodem 
je předpoklad, že cílová skupina uživatelů nejpravděpodobněji nebude mít přístup k internetu a další 
neméně důležitou výhodou použití databáze je fakt, že výsledná aplikace bude obsahovat 
podrobnější a kvalitnější informace, než ostatní servisy. 
Databáze bude velmi jednoduchá, bude složena pouze z jedné tabulky. Větší není nutná, 
potřebujeme ukládat jen objekty. Obr. 3.2 je názorná ukázka jednoduché tabulky databáze. 
 
Obr. 3.2: Tabulka databáze 
 
Tabulka obsahuje parametry, které jsou významově srovnatelné s parametry třídy Object, 
která je popsána v kapitole 3.1. 
3.3 GUI 
Grafické uživatelské rozhraní bude velmi jednoduché. Základní obrazovka dle Obr. 3.3               
s doplňujícími okny na Obr. 3.4. V pravé menší části okna můžeme vidět menu s nabídkou typů 
objektů, které uživatel může pozorovat na obrazovce. V levé větší části okna je obraz z kamery 
přístroje, doplněný o augmented reality objekty, které ukazují na polohu míst. 
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V levé části obrazovky budou podpisy se jmény objektů typů, které jsou zvolené v pravé části 
obrazovky. Po kliknuti na jméno objektu se otevře okénko s podrobným popisem daného objektu       
(Obr. 3.4).  
 
Obr. 3.3: Návrh GUI základní obrazovky 
 




4 Implementace aplikace 
V této kapitole je popsana implementace aplikace Interaktivní turistický průvodce Brnem. 
V kapitole 4.1 se budu zabývat vývojovým prostředím a použitou verzí API, v kapitole 4.2 
součástmi aplikace a v kapitole 4.3 implementačními detaily. 
4.1 Vývojové prostředí 
Aplikace byla vyvíjena pomocí Android Developer Tool, jehož součástí je vývojové prostředí 
Eclipse a Android SDK. 
Jako cílovou verzi operačního systému Android jsem zvolil nejnovější Android 4.2.2, jemuž 
odpovídá API verze 17. Aplikace byla vyvíjena primárně pro tablety a mobilní telefony s větším 
displejem. Na většině takových zařízení běží již Android 2.3 nebo novější. Proto jako nejnižší 
podporovanou verzi jsem vybral Android 2.3 Gingerbread, verze API 9. Rozhodl jsem                          
se nepodporovat nižší verze operačního systému, protože vyvíjená aplikace je dost náročná                
a na přístrojích s malou operační pamětí a pomalým procesorem by mohla být aplikace 
nepoužitelná. Dalším argumentem je to, že drtivá většina uživatelů nižší verzi systému již nepoužívá.  
4.2 Součásti aplikace 
Aplikace obsahuje pouze jednu aktivitu, ve které se zobrazují veškeré informace. Podrobnější 
informace jsou v kapitole 4.2.1. 
Třídy pro práci s OpenGL grafikou jsou rozebrané v kapitole 4.2.2. 
Třída umožňující pracovat s databází je popsána v kapitole 4.2.3. 
Třída, kde se zpracovávají informace o gps poloze zařízení, je popsána v kapitole 4.2.4. 
Třída, ve které se načítají informace z internetu o aktuállní poloze vozidel MHD,                        





Aktivita je to, co vidí uživatel. Je to hlavní způsob 
komunikace mezi uživatelem a aplikací. GUI je definováno 
pomocí XML souboru nebo přímo v kódu. Aktivita většinou 
představuje pouze jednu obrazovku. Jelikož vyvíjená 
aplikace má jen jednu obrazovku, vystačíme si pouze 
s jednou aktivitou. 
Z této aktivity jsou volány metody dalších tříd pro 
inicializaci a práci s OpenGL grafikou, s databází,  
s polohovými senzory a s dalšími bloky aplikace. 
Základem aktivity je prvek RelativeLayout,      
ve kterém jsou na sobě naskládány tři vrstvy informací. 
První vrstvou je obraz z kamery zabalený                              
do SurfaceView, na ní leží vrstva pro zobrazení OpenGL 
grafiky. Tato druhá vrstva je z větší části průhledná.            
Je na ní zobrazen pouze kompas. Podrobnější informace     
o první vrstvě jsou popsány v kapitole 4.3.1 a o zobrazení 
OpenGL grafiky se lze dočíst v kapitolách 4.2.2 a 4.3.2.      
Ve třetí vrstvě ležící na povrchu se zobrazují názvy objektů, 
které se nacházejí ve vzdálenosti zvolené uživatelem. 
Polohy názvů na obrazovce se mění v závislosti na poloze přístroje v prostoru. Po stisknutí 
jakéhokoliv názvu se v pravém dolním rohu obrazovky zobrazí okénko s podrobnějším popisem 
určitého objektu. Podrobnosti o třetí vrstvě jsou uvedeny v kapitole 4.3.3. 
 
 





Obr. 4.1: Menu 
 
Obr. 4.3: Okénko nastavení 
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Součástí aktivity je také tzv. Action Bar (Obr. 4.2), tj. horní panel aktivity se jménem aplikace   
a tlačítky pro změnu parametrů aplikace. Jak je vidět na Obr. 4.2, na Action Baru se nachází dvě 
tlačítka: první pro volbu typů zobrazovaných objektů (Obr. 4.1) a druhé pro vyvolání okénka 
nastavení (Obr. 4.3). Nastavit lze pouze jeden parametr, rádius, který se zadává v kilometrech. 
Zobrazují se pouze ty objekty, které jsou v kratší vzdálenosti, než je zvolený rádius. 
4.2.2 Třídy pro práci s OpenGL grafikou 
Těmito třídami jsou MyGLSurfaceView, MyRenderer a Compas.  
Třída MyGLSurfaceView rozšiřuje třídu GLSurfaceView, tedy vzhled, ve kterém           
se zobrazuje OpenGL grafika. Tento vzhled se zobrazuje v aktivitě jako druhá vrstva. V konstruktoru 
se vytváří tzv. Renderer, volí se verze OpenGL ES knihovny a nastavují se některé parametry vzhledu, 
např. průhlednost. 
Třída MyRenderer aplikuje rozhraní GLSurfaceView.Renderer. Metoda 
onDrawFrame je vyvolána pokaždé, když je potřeba překreslit scénu. Zde probíhají veškeré 
manipulace s maticemi a volávání metody draw každého vykreslovaného objektu. V konstruktoru  
se také vytváří instance třídy Compas . 
Třída Compas je třídou obsahující parametry vizuálního vzhledu kompasu a metodu draw,  
po jejímž zavolání se kompas vykreslí. V konstruktoru probíhá vytváření trojúhelníků, ze kterých      
se skládá výsledný obraz. 
Podrobnější informace o OpenGL grafice a o postupu vykreslování kompasu se lze dočíst 
v kapitole 4.3.2. 
4.2.3 Třída pro práci s databází 
Android podporuje SQLite relační databázový systém. Pracovat s databází nám umožňují 
knihovny SQLiteDatabase a SQLiteOpenHelper. SQLiteOpenHelper je imaginární 
bránou databáze, která poskytuje instanci třídy SQLiteDatabase, která obsahuje rozhraní pro 
práci s databází. 
Třída DBAdapter zahrnuje třídu DatabaseHelper, která rozšiřuje třídu 
SQLiteOpenHelper. Pomocí ní můžeme vytvořit databázi podle návrhu popsaného        
v kapitole 3.2. Také třída DBAdapter obsahuje metody pro vkládání a odebírání řádků z databáze  
a vytváření různých SQL dotazů.  
4.2.4 Třída User  
Třída User obsahuje informace o aktuální poloze zařízení a metody pro vyčítání GPS polohy 
z GPS adaptéru zařízení. Také obsahuje pomocné metody pro výpočet směrů a vzdáleností 
k objektům. 
Vyčítání GPS polohy probíhá pomocí LocationManager. Tato třída poskytuje přístup 
ke službám geolokace systému. Dává možnost periodicky vyčítat data o přesné geografické poloze 
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přístroje. Instanci této třídy vezmeme z kontextu aplikace pomocí volání metody 
getSystemService: 
Context.getSystemService(Context.LOCATION_SERVICE) 
Dále se nastaví listener a perioda, kterou by se měla načítat aktuální GPS poloha. Pokaždé, 
když se poloha změní, bude zavolána funkce onLocationChanged, ve které se aktualizují 
parametry zeměpisné šířky a zeměpisné délky instance třídy User, a vytvoří se dotaz do databáze 
pro získání nejbližších objektů k aktuální poloze zařízení. 
Třída také obsahuje dvě pomocné public metody: getDistance a getDirection. 
Metoda getDistance(double lon, double lat) vygeneruje vzdálenost 
v kilometrech od aktuální polohy zařízení k bodu, který je zadán pomocí parametrů lon (zeměpisná 
délka) a lat (zeměpisná šířka). 
Metoda getDirection(double lon, double lat) vygeneruje hodnotu 
ve stupních v rozsahu -180 až 180, která odpovídá směru, ve kterém leží objekt vůči poloze zařízení. 
Hodnota 0 signalizuje, že objekt leží na severu, hodnota 90 odpovídá východu, -90 západu, -180        
a 180 jihu. 
Vzorce pro dané výpočty jsem převzal ze zdroje [2]. 
4.2.5 Načítání dat o polohách vozidel MHD 
Projekt irisBrno ve spolupráci s Dopravním podnikem města Brna poskytl pro mou práci 
polohy tramvajových a nočních linek Brněnské hromadné dopravy. Byl jsem varován, že tento 
systém je stále v průběhu vývoje a testování, jsou tedy možné občasné výpadky systému a data 
nemusí být aktuální. 
Jedná se o API, které funguje tak, že aplikace pošle dotaz na server http://irisbrno.cz a jako 
odpověď dostane JSON objekt, který obsahuje aktuální data. Více o práci s formátem JSON najdete 
v kapitole 4.3.4. 
Pro práci s tímto API je vyhrazena třída mhdGPS. Kromě konstruktoru obsahuje další    
metodu – getData. Pomocí této metody se aplikace spojí se serverem a přijme data. Tato metoda 
je volána každých 5 sekund, protože právě v tomto intervalu se mění data na serveru. V tomto 
intervalu však nejsou obnoveny polohy všech vozidel, ale děje se to po skupinách vozidel. Poloha 
konkrétního vozu se mění průměrně každých 20 sekund. Pro účely mé aplikace je to příliš dlouhý 
interval, a proto jsem se rozhodl aplikovat aproximační algoritmus, který zpřesní aktuální polohy 
vozidel. 
Nápad spočívá v pokusu odhadnutí nejpravděpodobnějšího scénáře pohybu vozidel. Z daného 
rozhraní můžeme zjistit polohu vozidla a směr pohybu ve stupních. Tento parametr není definován 
v případě, že vozidlo v okamžiku obnovení dat nebylo v pohybu.  
Počítejme s tím, že pokud vozidlo nebylo v pohybu, tak po dobu do následujícího obnovení dat 
bude pořád stát. Další pokus o odhadnutí trajektorie vozidla spočívá v odhadnutí průměrné rychlosti 
vozidla po dobu, ve které neznáme jeho polohu. Odhad průměrné rychlosti je relativně 
komplikovaná úloha ovlivňovaná množstvím proměnných faktorů, např. hustotou dopravy, druhem 
vozidla a počtem světelných křižovatek. Pro počáteční fázi uvažuji průměrnou rychlost 20 km/h. 
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Pokud tedy bylo vozidlo v okamžiku obnovení dat v pohybu, předpokládám, že bude pokračovat     
ve stejném směru jízdy s konstantní rychlostí 20 km/h. 
4.3 Implementační detaily 
V následujících kapitolách detailněji probereme způsob implementace tří základních vrstev 
v aktivitě. Také se zaměříme na zpracování JSON formátu a práci s polohovými senzory. 
4.3.1 První vrstva – obraz z kamery 
Jak už bylo řečeno, všechno, co je zobrazeno na obrazovce za běhu aplikace, je rozděleno      
do tři vrstev. První, spodní vrstva, je obraz z kamery zařízení. V této kapitole probereme to, jak daný 
obraz z Android API získáme. 
Nejdříve musíme vytvořit SurfaceView, do kterého daný obraz zabalíme. Ve vytvářené 
aplikaci je objekt nazýván preview. Pak převezmeme tzv. holder, abychom mohli nastavit metodu, 
která se spustí pří vytvoření preview. Tato metoda se nazývá surfaceCreated. V ní se nastaví 
velikost plochy, na které bude zobrazen obraz z kamery. K obrazu kamery přiřadíme preview, 
který byl vytvořen dříve. Až potom se spustí promítání příkazem camera.startPreview(). 
4.3.2 Druhá vrstva – OpenGL grafika 
Druhá, prostřední vrstva, je z většiny průhledná, leží na obrazu z kamery. Jedinou 
neprůhlednou částí je kompas, který se zobrazuje v levém horním rohu obrazovky. 
Nejdříve se podíváme na základy práce s OpenGL grafikou. Probereme verze knihoven, které 
Android podporuje, a budeme zkoumat hlavní rozdíly. 
4.3.2.1 Možnosti použití OpenGL ES knihoven 
Android podporuje OpenGL ES knihovny. Zkratka ES znamená Embedded Systems (vestavěné 
systémy). Z toho lze snadno odvodit, že OpenGL ES knihovny jsou určeny pro mobilní telefony, 
tablety, herní konzole atd. Jsou dostupné tři OpenGL knihovny pro platformu Android: OpenGL ES 
1.0, OpenGL ES 1.1 ( od Android 1.6 ) a OpenGL ES 2.0 ( od Android 2.2 ).  
Verze 1.0 je založena na specifikaci klasické knihovny OpenGL 1.3 a zdůrazňuje možnost 
softwarového vykreslování a základní hardwarovou akceleraci pomocí API.  
Verze 1.1 je založena na specifikaci knihovny OpenGL 1.5 a zdůrazňuje hardwarovou 
akceleraci pomocí API a je plně kompatibilní s verzi 1.0. Přináší rozšířenou funkcionalitu, lepší kvalitu 
obrazu a optimalizaci umozňující zlepšení kvality při menším využití paměťových zdrojů. 
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Verze 2.0 je založena 
na specifikaci knihovny 
OpenGL 2.0. Zdůrazňuje 
možnost programování 3D 
vykreslovacích řetězců 
(angl. graphics pipeline) 
s možností vytváření 
vlastních shaderů 
ve speciálním jazyce 
OpenGL ES Shading 
Language. OpenGL ES 2.0 
není zpětně kompatibilní 
s předchozími verzemi. 
Programovatelný řetězec 
nahrazuje transformační řetězec založený na fixních funkcích, čímž minimalizuje cenu a nabízí 
značnou variabilitu řešení, protože programátor již není nucen používat standardní shadery a vytváří 
své vlastní. Na Obr. 4.4 můžeme vidět starý transformační řetězec založený na fixních funkcích.      
Na Obr. 4.5 je znázorněn nový programovatelný řetězec využívaný v OpenGL ES 2.0.  
Informace       
o verzích OpenGL ES 
knihoven a obrázky 
Obr. 4.4 a Obr. 4.5 
jsou převzati            
ze zdroju [3]. 
Grafické 
elementy, které jsou 
využity ve vytvářené 
aplikaci, jsou 
nenáročné, proto   
na první pohled není 
podstatné, která 
verze bude pro dané 
účely vhodnější. Díky 
tomu bylo pouze na 
mně, kterou zvolím. Jako vhodnější varianta byla zvolena nejnovější knihovna OpenGL ES 2.0.          
Ta je podporována na všech zařízeních z cílové skupiny, jelikož je dostupná od verze Androidu 2.2. 
Sice nevyužiji všechny pozitivní stránky verze 2.0, ale i díky některým budou zdroje využívány 
optimálně.  
 
Obr. 4.4: Existující transformační řetězec 
 
Obr. 4.5: Nový transformační řetězec 
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4.3.2.2 Vytváření objektů (kompas) 
Jak už bylo popsáno v kapitole 4.2.2, pro zpracování OpenGL grafiky ve vytvářené aplikaci jsou 
vytvořeny tři třídy. MyGlSurfaceView zabaluje celou scénu a je přidán jako jeden ze vzhledů     
do aktivity. MyRenderer řídí celý proces vykreslování, metoda onDrawFrame se volá pokaždé, 
když je potřeba překreslit scénu. Právě zde probíhají transformace s modelovou (angl. Model), 
vzhledovou (angl. View), projekční (angl. Projection) a dalšími maticemi a probíhá zde jejich 
následné násobení. Následně je výsledná matice předávána metodami pro vykreslování konkrétních 
objektů. Ve vytvářené aplikaci je jím pouze jeden objekt – kompas. Třetí třída Compas slouží 
k bezprostřednímu vykreslení kompasu na obrazovku. 
Knihovna OpenGL ES 2.0 pracuje       
se třemí druhy primitiv: bod, úsečka              
a trojúhelník, takže neexistují žádné funkce 
pro vykreslení elipsy či polygonu. Celý obraz 
je potřeba redukovat na trojúhelníky. 
Například, jestli chceme vykreslit čtverec, 
musíme definovat dva trojúhelníky DAC       
a BCA, jak je vidět na Obr. 4.6.  
Existují však zbůsoby jak redukovat 
opakující se body. OpenGL ES 2.0 podporuje 
tři módy vykreslování trojúhelníků: 
GL_TRIANGLES, GL_TRIANGLE_STRIP 
a GL_TRIANGLE_FAN. 
V režimu GL_TRIANGLES vždy tři  
po sobě jdoucí body tvoří trojúhelník. Tím 
pádem pro vykreslení čtverce z Obr. 4.6      
je potřeba definovat 6 bodů v pořadí:           
D A C B C A. 
V módu GL_TRIANGLE_STRIP 
první tři body vytvoří trojúhelník a každý 
další bod tvoří trojúhelník se dvěma 
předcházejícími. Takže pro příklad               
na Obr. 4.6 stačí definovat pouze 4 body 
v pořadí: D A C B. Vykreslí se trojúhelník 
DAC a následně i trojúhelník BAC. 
Režim GL_TRIANGLE_FAN              
se používá pro vykreslování trojúhelníků 
s jedním společným bodem. Pro vykreslení 
figury z Obr. 4.7 v tomto režimu stačí 
definovat 8 bodů v tomto pořadí:                  
 
Obr. 4.7: Režim GL_TRIANGLE_FAN 
 
Obr. 4.6: Čtverec složený ze dvou trojúhelníků 
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A B C D E F G H místo 18 bodů v režimu GL_TRIANGLES. Tento mód se většinou používá pro 
vytváření kružnic. 
Návrh vzhledu kompasu je vidět na Obr. 4.8. Jsou zde 
dva kruhy různé barvy. Jeden je menší a leží na větším. Dále 
se zde nacházejí dvě šipky ve formě trojúhelníků. Jedna 
šipka ukazuje na sever, druhá na jih. 
Dále je potřeba správně definovat body                       
a zkombinovat režimy vykreslení. Pro vykreslení kruhů 
použijeme režim GL_TRIANGLE_FAN s počtem segmentů 
100, aby pro uživatele nebylo patrné, že byly použity 
trojúhelníky. Šípky vykreslíme zvlášť jako samostatné 
trojúhelníky v režimu GL_TRIANGLES. Celkově vychází 
202 trojúhelníků. 
Proces vykreslování probíhá tak, že se nejdřív          
do bufferů poskladájí body v nutném pořadí. Vytvořil jsem 
čtyřy buffery: jeden pro každý kruh a jeden pro každý 
trojúhelník. Do bufferů pro kruhy jsem vložil nejdříve 
centrální bod a potom postupně ostatní body ležící na kraji. 
Do bufferů pro trojúhelníky jsem vložil do každého tři body 
definující šípky. 
Potom se každý buffer vykresluje zvlášť. Nejdříve 
musíme nastavit, ze kterého bufferu se budou načítat 
body, pak se nastaví barva a matice, která byla předáná   
při volání vykreslovávací funkce ze třídy MyRenderer.          
Až nyní můžeme buffer vykreslit v určitém režimu.  
Na Obr. 4.9 je výsledek. 
4.3.3 Třetí vrstva – informační 
Právě tato vrstva na sebe upoutává největší pozornost uživatele. Jsou na ní zobrazeny digitální 
objekty vytvořené přístrojem. Tato vrstva společně s obrazem kamery vytváří  tzv. Augmented 
reality (česky Rozšířená realita). Jak už plyne z názvu, je to něco, co rozšiřuje realitu. Realita je obraz 
z kamery. Na této informační vrstvě se nachází objekty, které pomáhají uživateli tuto realitu 
pochopit. 
Třetí vrstva se překresluje pokaždé spolu s druhou vrstvou (OpenGL vrstva). Nejdříve se vytvoří 
dotaz do databáze pro vyhledání všech objektů, které se nacházejí blízko aktuální polohy zařízení. 
Potom se pro každý z těchto objektů zjistí vzdálenost a směr k tomuto objektu od gps aktuální 
polohy. Pak probíhá aproximace skutečných poloh objektů v prostoru na obrazovku zařízení. Nejprve 
se zjistí, jestli je uživatel orientován směrem k objektu a vypočítá se rozdíl natočeni zařízení a směru, 
ve kterém daný objekt leží. Tento princip je zobrazen na Obr. 4.10. Potom se podle stejného principu 
porovná stoupání zařízení s vodorovnou plochou a vypočte se úhlový rozdíl, který je nutný              
 
 
Obr. 4.9: Skutečný vzhled kompasu 
Obr. 4.8: Návrh vzhledu kompasu 
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pro správné zobrazení objektu na obrazovce. 
Nyní jsou již zjištěny všechny potřebné 
informace k tomu, aby bylo možné vykreslit 
objekt. 
Stál jsem před rozhodnutím, jestli použít 
pro vykreslování objektů OpenGL grafiku nebo 
použít standardní objekty grafického rozhraní 
Androidu. Hlavní vyhoda použití OpenGL 
grafiky je v tom, že tento přístup je mnohem 
méně náročný na zdroje zařízení. Výhodou 
využití standardního GUI je to, že tento přístup 
je jednodušší s hlediska realizace. Hlavním 
faktorem při rozhodování bylo to, že OpenGL 
ES knihovny nepodporují vykreslování textu, 
což je pro účely mé aplikace kritické. Existují 
možnosti, jak tento problém obejít, například 
vykreslit text do textury a pak ji aplikovat      
na nějaký povrch. Toto řešení by se dalo aplikovat, kdyby bylo potřeba vykreslit pouze omezený 
počet variant statického textu. V našem případě se jedná o odstavce textů načítaného z databáze. 
Takže jsem se rozhodl použit standardní GUI, tj. z uvedených důvodů výhodnější řešení. 
Základem každého vykreslovaného objektu je ScrollView, to je grafická komponenta 
implicitně podporující přetáčení svého obsahu. Uvnitř leží ImageView pro zobrazení ikony 
symbolizující typ objektu a TextView pro zobrazení názvu objektu. ScrollView, který leží 
v základu, má vždy na pozadí nastavenou barvu, odpovídající typu objektu (modrá – památky, 
oranžová – restaurace, zelená – hotely, bílá – WC, červená – obchody, fialová – MHD). Na Obr. 4.12 
je názorná ukázka. 
 Na každý ScrollView       
se dá kliknout. Po kliknutí                 
se v pravém dolním rohu obrazovky 
zobrazí podrobnější informace          
o daném objektu (Obr. 4.11). Toto 
okénko zde reprezentuje 
ScrollView, uvnitř kterého         
je obrázek načtený z internetu          
a podrobný popis objektu.               
Po kliknutí na obrázek se načte další. 
Pro zavření okénka v jeho pravém 
horním rohu se nachází tlačítko 
s křížkem. 
 
Obr. 4.10: Princip zobrazení objektů na obrazovce 
 
Obr. 4.11: Okénko zobrazující podrobnější informace 
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 Načítání obrázků probíhá ve zvláštním vláknu přes Google Image Search API. Po odeslání 
požadavku server zašle JSON soubor, který obsahuje všechny potřebné informace pro stažení 
obrázků, včetně URL na každý obrázek. Při parsování JSON souboru se vyčítají tyto odkazy a stahuje 
se pouze jeden obrázek. Po kliknutí na něj se stáhne a zobrazí jiný obrázek. 
Více o zpracování JSON formátu je uvedeno v kapitole 4.3.4. 
4.3.4 Zpracování JSON formátu 
JavaScript Object Notation je jednoduchý, dobře člověkem čitelný formát pro výměnu dat.     
Je to absolutně nezávislý jazyk, ale používá konvence, které jsou známé pro programátory              
v C-podobných programovacích jazycích. Právě proto se velice často používá pro výměnu dat. 
JSON se zakládá na dvou zakladních strukturách:  
 Kolekce párů jméno : hodnota, tzv. asociativní pole 
 Seznam hodnot, jinými slovy pole 
Každá kolekce párů jméno : hodnota se nazývá objekt. Každý objekt začíná znakem „{“ a končí 
znakem „}”. Jméno a hodnota jsou odděleny dvojtečkou („:“). Jméno je vždycky textový řetězec. Páry 
se od sebe oddělují čárkou. 
Každý seznam hodnot neboli pole (angl. Array) začíná znakem „[“ a končí „]“. Uvnitř je seznam 
hodnot oddělených od sebe čárkami. 
Hodnota může být typu: string, number, objekt, pole nebo nabývat hodnot true, false, null. 
Tato informace byla převzata ze zdroju [4]. 
 
Obr. 4.12: Ukázka aplikace za běhu 
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V jazyce Java existují knihovny, které jsou určeny pro parsování JSON souborů. Byl použit balík 
knihoven org.json.*. Pomocí metod getJSONObject(String), 
getJSONArray(String) a get(String) se dá velice snadno parsovat řetězec formátu JSON 
libovolné struktury. 
Při načitání gps poloh vozidel MHD aplikace získává JSON soubor, jehož kořenovým objektem 
je pole objektů (každý objekt reprezentuje současný stav vozidla) se strukturou: 
 Dis – integer, vzdálenost k nejbližší zastávce 
 Evc – integer, evidentní číslo vozidla 
 Head – string, směr vozidla (konečná zastávka) 
 HeadD – integer, směr vozidla (0 - 360°) 
 Id – string, id vozidla na http://dpmb.cz 
 Lat – double, zeměpisná šířka 
 Lon – double, zeměpisná délka 
 Route – integer, číslo linky 
 RouteX – string, označení linky 
 Type – string, nadtyp vozidla 
 TypeE – string, podtyp vozidla 
 Voz – string, přiřazenost do vozovny 
 Zas – string, nejbližší zastávka 
Konstrukce JSON souboru při načitání obrázků je provedeno pomocí Google Image Search API. 
Podrobnější popis Google Image Search API  se dá najít ve zdroji [5]. 
4.3.5 Práce se senzory 
Pro zjištění polohy přístroje v prostoru je v něm zabudovaná řada senzorů. Podle oficiálního 















Pro vyvíjenou aplikaci jsou stěžejní tyto tři: TYPE_ACCELEROMETR, 
TYPE_MAGNETIC_FIELD a TYPE_ORIENTATION. 
Pro zjištění směru (sever, jih, zapad, východ) se dají použit dva způsoby, buď pomocí senzoru 
TYPE_ORIENTATION nebo kombinací dvou senzorů TYPE_ACCELEROMETR                                    
a TYPE_MAGNETIC_FIELD. Oba mají své výhody a nevýhody, jejich porovnáním zjistíme, který    
je vhodnější pro mnou vyvíjenou aplikaci. 
Přístup s použitím senzoru TYPE_ORIENTATION je implementačně jednodušší. Při každé 
změně hodnot senzoru se zavolá příslušná metoda (listener) a data, která se vyčtou, se dají ihned 
bez úprav použít v aplikaci. Senzor TYPE_ORIENTATION je však podle Android dokumentace 
zastaralý, což znamená, že jeho použití je stále možné, ale nedoporučuje se pro nové aplikace 
z nějakého důvodu. V průběhu práce jsem narazil na tento důvod. Data se z tohoto senzoru obnovují 
velmi pomalu, a to tak, že se tento přístup stává nepoužitelným pro danou aplikaci. Při skokové 
změně polohy zařízení o 90° se data v senzoru objeví až po několika sekundách. 
Po zjištění nepoužitelnosti prvního přístupu jsem začal zkoumat druhou možnost. Senzor 
TYPE_ACCELEROMETR měří zrychlení přístroje včetně vlivu gravitace. Senzor 
TYPE_MAGNETIC_FIELD podává informace o změně magnetického pole Země. Ze senzoru         
se dá vyčíst posloupnost dat v µT pro všechy tři osy. Samotná data z tohoto senzoru jsou používána 
zřídka, proto se většinou používá v kombinaci s dalším senzorem. 
Po vyčtení dat z obou senzorů se dá vygenerovat matice natočení (angl. Rotation matrix)         
a následně i zjistit orientaci přístroje v prostoru. Hlavní nevýhodou tohoto přístupu                              
je to, že si musíme vybrat, v jaké rovině orientace se bude vyčítat správně. Jestli zvolíme rovinu 
kolmou k povrchu země, budeme dostávat nesmyslná data při vodorovné poloze přístroje. Čím víc  
se přístroj příbližuje k vodorovné poloze, tím nepřesnější data dostáváme. Při volbě vodorovné 
roviny budou data nepřesná při poloze přístroje, v jaké jej držíme nejčastěji, tj. téměř ve svislé 
poloze. 
I když tento druhý postup je lepší pro řešení dané úlohy, narazil jsem na další problém. 
Kmitání dat je dost velké i v klidném stavu, natož když se uživatel s přístrojem pohybuje po městě. 
Při jízdě autem nebo v autobusu se aplikace stává téměř nepoužitelná, při každém sebemenším 
zrychlení nebo zpomalení data značně kmitají. Při větším zrychlení natočení kompasu kmitá              
až o 180°! Tato vlastnost je dána použitou metodou a přesností vestavěných senzorů. 
Pro redukci následků kmitání je při zobrazení objektů na obrazovce použit jednoduchý 
klouzavý průměr z 200 posledních hodnot. 
Přístup k datům ze senzorů poskytuje SensorManager, který obsahuje metodu 
getDefaultSensor(int type), ta vrací instanci třídy Sensor na základě parametru type. 
Ve vyvíjené aplikaci tuto metodu volám dvakrát pro oba použité senzory. Pak každému senzoru 
přiřadím listener (metodu, která se zavolá při každé změně dat). Při pozastavení aplikace je důležité 
odebrat listenery, jelikož jejich provádění vybíjí baterii přístroje. 
Informaci o typech senzorů jsem čerpal ze zdroje [6]. 
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4.4 Obsah databáze 
Databáze je jedna z nejmenších, ale je nejdůležitější částí projektu. Základem úspěšnosti této 
aplikace je kvalita obsahu databáze. Cílem práce však nebylo sestavení kvalitního a úplného obsahu 
databáze obsahujicího všechny památky a další místa Brněnského centra. Pro účely testování           
je potřeba databázi zaplnit. Vytvořil jsem vzorek testovacích dat obsahující 21 památek, 16 
restaurací, 6 hotelů, 1 WC, 4 obchodů a obchodních center a 8 tramvajových zastávek. Databáze     
se zaplní jednou při prvním spuštění aplikace, proto první spouštění trvá delší dobu. 
Aplikace pracuje s připojenou databází, tím pádem není omezena místem. Dá se použít 






























V této kapitole bude podrobně probrán proces testování mnou vytvořené aplikace. 
Testování probíhalo ve dvou fázích. V první fázi tzv. Alfa-testování, jsem testoval aplikaci sám. 
Více o této fázi je uvedeno v kapitole 5.1. Ve druhé fázi jsem aplikaci předal skupině lidí, kteří 
aplikaci testovali sami a poskytli mi zpětnou vazbu, tzv. Beta-testování. Více o této fázi testování      
je psáno v kapitole 5.2. 
5.1 Alfa-testování 
V průběhu alfa-testování se software testuje programátory nebo skupinou testerů. Tato fáze 
testování předchází beta-testování, v jehož průběhu se aplikace testuje uživateli v reálných 
podmínkách. 
5.1.1 Průběh testování 
Alfa-testování jsem prováděl sám. Přístrojem, na kterém byla aplikace testováná byl tablet 
Samsung Galaxy tab 10.1 s operačním systémem Android 4.0.4 ICS, procesorem                          
NVIDIA Tegra 2 (1.0 GHz), objemem operační paměti 1 GB a obrazovkou s úhlopříčkou 10.1 palců      
a rozlišením 1280x800 pixelů. Toto zařízení dnes patří mezi průměrné. Snažil jsem se, aby aplikace 
na tomto zařízení běžela plynule. Občas však nastávají situace, ve kterých výkon zařízení není 
dostačující a běh aplikace ztrácí plynulost. 
Polovinu času v této fázi jsem testoval aplikaci doma. Odhalil jsem několik chyb, které             
se týkaly uživatelského rozhraní, správného zobrazování OpenGL grafiky a ostatních objektů. 
Druhou polovinu času jsem strávil ve městě testováním aplikace v reálných podmínkách. 
Přepínal jsem módy aplikace, přibližoval jsem se a oddaloval od objektů, které jsou uložené 
v databázi. Několikrát jsem narazil na neočekáváné chování aplikace. V následujících kapitolách jsou 
popsány nalezené problémy a jejich řešení. 
5.1.2 Nalezená neočekáváná chování aplikace 
Hlavním problémem, kterého jsem si všiml, je, že kompas někdy neukazuje správný směr. 
Existuje několik vnějších faktorů, které tuto záležitost ovlivňují. Pro zjištění směru orientace přístroje 
ve své aplikaci jsem použil dva vestavěné senzory: geomagnetický senzor a akcelerometr. Více 
informací je uvedeno v kapitole 4.3.5.  
Stejně tak, jako obyčejný kompas neukazuje správně sever a jih v blízkosti feromagnetických 
objektů (železa, jeho slitin a magnetů), geomagnetický senzor přístroje také nefunguje správně 
v blízkosti takových objektů. Všiml jsem si toho při jízdě autobusem. Šipka kompasu skoro celou 
dobu ukazovala na nejbližší stěnu vozidla ze zřejmých důvodů. Tento problém činí danou aplikaci 
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nepoužitelnou ve většině vozidel. Také je potřeba si dávat pozor na to, aby při hledání správného 
směru nebyly v blízkosti velké kovové objekty (sloupy, budovy atd.). 
Dalším faktorem ovlivňujícím práci kompasu je zrychlení. Pro rychlé zjištění směru orientace 
přístroje nestačí samotný geomagnetický senzor, potřebujeme také akcelerometr pro zrychlení 
reakce geomagnetického senzoru. Akcelerometr měří aktuální zrychlení přístroje. Při nulovém 
zrychlení dostáváme platná data. Jakmile přístroj začne zrychlovat, kompas se začíná odchylovat    
od správné polohy. Pochopitelně, čím větší zrychlení, tím větší odchylka. I při pěším pohybu             
po městě je odchylka pozorovatelná, ale jakmile se zrychlení stává nulovým, data se ustálí. Tento 
faktor činí danou aplikaci nepoužitelnou při pohybu autem nebo jakymkoliv jiným vozidlem, protože 
nezanedbatelně velké zrychlení a zpomalení je nezbytnou součástí pohybu vozidla. 
Významným důvodem nepřesnosti kompasu je to, že při změně z vertikální do horizontální 
polohy přístroje vzniká odchylka kompasu. Je to následkem použití novější a rychlejší metody pro 
zjištění orientace přístroje. Metody jsou podrobně popsány v kapitole 4.3.5. Tato odchylka je však 
v reálném prostředí zanedbatelná, protože nepřevyšuje 10 stupňů. Větší odchylku a kmitání 
kompasu způsobuje nepřesnost samotných senzorů. 
Dalšího neočekáváného chování aplikace jsem si všiml, když jsem stál velmi blízko k velkému 
objektu. Kamera přístroje byla nasměrovaná na tento objekt, ale digitální popisek objektu přebíhal 
z jedné části obrazovky na druhou, občas úplně zmizel, pak se zas vrátil a toto se nepravidelně 
opakovalo. Objasnění tohoto chování spočívá v tom, že gps signál je na volném prostranství většinou 
stabilní, ale jakmile se přístroj nachází mezi budovami nebo pod stříškou, signál může zeslábnout      
a data vyčítána z gps modulu ztrácí přesnost. Jestli stojíme od objektu ve vzdálenosti 10 metrů          
a přesnost gps modulu je 30 metrů, data vykreslovaná na obrazovce ztrácí smysl. Na větších 
vzdálenostech (od 100 metrů) se však toto dá zanedbat. 
Další chování aplikace, které se dalo očekávat, se týká zobrazení vozidel městské hromadné 
dopravy. Aproximační algoritmus, který byl popsán v kapitole 4.2.5, je nepřesný na to, aby se dal 
využít. Pravděpodobnost, že se vozidlo zachová podle předpokladu v algoritmu, je velmi malá. 
Odhalil jsem také několik chyb v obsahu databáze, některé objekty se ve skutečnosti 
nacházely na jiných místech, než podle dat v databázi. 
5.1.3 Řešení nalezených problémů 
Většinu problémů popsaných v předcházející kapitole nelze jednoduše vyřešit.  
Reakci na železo nebo na zrychlení nelze ovlivnit, jelikož je dána fyzikálními specifickými 
vlastnostmi senzorů. 
Řešením problému odchylky kompasu v důsledku změny polohy přístroje z vertikální roviny   
je použití jiného senzoru: TYPE_ORIENTATION. Tento problém a důvod volby použitého řešení          
je popsán v kapitole 4.3.5. 
Chování a přesnost GPS modulu také nelze ovlivnit. Citlivost je dána kvalitou vestavěného GPS 
modulu. Je možné, že na přístrojích s kvalitnějším GPS modulem se tento problém nevyskytne. 
Pro zdokonalení zobrazení poloh vozidel městské hromadné dopravy je potřeba vhodně 
vylepšit aproximační alogoritmus. 20 sekund mezi obnovením polohy vozidla je příliš dlouhá doba, 
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proto je potřeba zhodnotit místo, kde se vozidlo naposled nacházelo a popsat jeho trajektorii tak,  
jak se bězně vozidla chovají na tomto úseku. Popsaná aproximace vždy narazí na nepředvídatelnost 
některých vnějších vlivů v dopravě, proto nejlepším řešením je získat data s polohami vozidel 
v kratším intervalu. 
5.2 Beta-testování 
V této fázi testování byla aplikace testovaná reálnými uživateli v reálném prostředí. Zveřejnil 
jsem aplikaci pro určitou skupinu lidi, kteří tuto aplikaci otestovali, ohodnotili ji a poslali mi zpětnou 
vazbu pomocí mnou vytvořeného dotazníku. 
O formátu zpětné vazby se lze dočíst v následující kapitole. Provedené vyhodnocení zpětné 
vazby od uživatelů je uvedeno v kapitole 5.2.2. 
5.2.1 Formát zpětné vazby 
Pomocí servisu Google Drive a jeho možností vytvoření formy s dotazy jsem vytvořil dotazník, 
který jsem nabídl k vyplnění každému, kdo aplikaci testoval. 
Kromě zjištění věku a pohlaví osoby jsou v dotazníku otázky týkající se praktické stránky 
použití dané aplikace. Nejdřive testující osoba musí uvést zařízení a verzi Androidu, na které byla 
aplikace testována. 
Pak uživatel zhodnotí, jestli kompas ukazoval správný směr, jestli se vůbec objevil a jestli bylo 
možné aplikaci spustit. Potom uživatel určuje, jak moc zobrazené digitální popisky kmitaly a jestli 
skutečně byly na místech reálných objektů. Následně má uživatel možnost subjektivně zhodnotit 
kvalitu obsahu databáze a aplikace v celku. Může se volně vyjádřit ohledně perspektiv rozvoje dané 
aplikace. 
5.2.2 Vyhodnocení zpětné vazby od uživatelů 
Podařilo se mi získat zpětnou vazbu od 10 uživatelů. Zařízení, na kterých byla aplikace 
testována, byla různých velikostí a měla různé verze operačního systému Android.  
Úhlopříčka obrazovek testovacích zařízení se pohybovala od 3,5 do 10,1 palců. 
Nejčastější verzí operačního systému byl Android 4.0.x Ice Cream Sendwich. Zařízení bylo také 
testováno na Android 2.3 Gingerbread a Android 4.1.x Jelly Bean. 
Všichni uživatele byli s aplikací spokojeni. Všem se zobrazoval kompas a ukazoval většinou 
správný směr. V závislosti na kvalitě vestavěných senzorů však kompas různě kmital. I když většina 
uživatelů si nestěžovala na to, že by popisky objektů kmitaly příliš. 
Všem uživatelům se povedlo měnit nastavení a aplikace reagovala správně na tuto změnu. 
Kvalitu obsahu databáze uživatele hodnotili jako vyhovující. Aplikaci celkově hodnotili jako 
dobrou a všichni se shodli na tom, že projekt má perspektivu k rozvoji. 
Co se týče věcí, které uživatelům na aplikaci nejvíce líbily, nejčastěji zněly: možnost využívání 
aplikace bez přístupu k internetu, zvolené barvy a jednoduché ovládání bez zbytečných dílčích kroků. 
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Zazněly také dobré nápady pro vylepšení aplikace. Důležitou připomínkou bylo                        
to, že je potřeba brát na vědomí také výšku objektu, například, jestli uživatel stojí pod kopcem,       
na kterém se určitý objekt nachází, v současném stavu aplikace se popisek objektu zobrazí pod 
kopcem, nikoliv u objektu. Několika uživatelům chyběla možnost zachycení fotografií památek spolu 
s popisujicími rámečky. Uživatele zařízení s uzšími obrazovkami (s obrazovkami, u kterých je poměr 

































Ve výsledku této práce vznikl interaktivní tutistický průvodce Brnem. Aplikace s podobným 
konceptem již na trhu existují, avšak žádná z nich se nezaměřuje na město Brno jako takové.  
Cílem projektu bylo navrhnout a implementovat aplikaci, která by byla schopna poskytnout 
základní funkcionalitu bez přístupu k internetu. To se povedlo díky interní databázi obsahující 
všechny potřebné informace. Přístup k internetu je nutný jen při načítání obrázků a stažení 
informace o aktuálních polohách vozidel městské hromadné dopravy. 
Povedlo se propojit mou aplikaci se servisem http://irisbrno.cz, díky kterému může aplikace 
načítat aktuální informace o polohách vozidel hromadné dopravy. 
Několik fotografických ukázek běhu aplikace lze najít v příloze B. 
Pokračovaní projektu bych směroval na zkvalitnění obsahu databáze, aby aplikace poskytovala 
skutečně kvalitní informace. Dále je potřeba zdokonalit aproximační algoritmus pro zobrazení poloh 
vozidel, jelikož v současném stavu je tento režim téměř nepoužitelný. 
Jako globální pokračování projektu bych navrhoval rozšířit tuto aplikaci i do jiných měst. 
Mohly by se vytvořit připojitelné databáze, které by si uživatel mohl stáhnout jako doplněk 
k aplikaci. Například turista, který chce navštívit několik měst, si stáhne aplikaci turistického 
průvodce a pak si k ní dále nainstaluje databáze pouze těch měst, které chce navštívit.                     
Pro budoucnost je důležité aplikaci propojit s populárními online servisy (facebook, twitter, 
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Příloha A: CD s aplikaci a zdrojovymý kódy 


































V této příloze jsou ukázkové fotografie aplikace za běhu. 
 
Obr. B.1: Aplikace za běhu 
 




Obr. B.3: Aplikace za běhu 
 
