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ACCIÓN CORRECTIVA: Actividades que son emprendidas para eliminar una no 
conformidad o situación no deseable que ya se ha hecho realidad. 
ACCIÓN PREVENTIVA: Actividades que son emprendidas para disminuir o 
eliminar la probabilidad de ocurrencia de una no conformidad u otra situación 
indeseable que pudiera ocurrir. 
ACTIVIDAD: Son los eventos o actos que integran coherentemente un 
procedimiento, ejecutado por una misma persona o unidad administrativa, algunas 
agregan valor al producto o servicio, otras no. Desglose de una tarea. 
ADMINISTRACIÓN: Ciencia, técnica, arte y filosofía en su sentido más general. 
ANÁLISIS: proceso que mapea la percepción de una realidad hasta su 
representación formal en modelos siguiendo una metodología concreta. 
ATRIBUTO: miembro de datos de una clase. Define una característica para cada 
objeto de la clase. 
CASO DE USO: descripción de un conjunto de secuencias de acciones, 
incluyendo variantes, que ejecuta un sistema para producir un resultado 
observable. 
CLASE: definición de un tipo de objetos que tienen unas características comunes. 
Una clase es un patrón para crear nuevos objetos. Una clase contiene tanto 
atributos como métodos. 
CONFORMIDAD: Cumplimiento de los requisitos. 
DISEÑO: proceso de convertir los requisitos de un sistema en una manera de 
resolver el problema con el objetivo de posibilitar una implementación que cumpla 
el costo, prestaciones y calidad deseados. 
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INTERFAZ: programa creado para permitir la comunicación entre dos o más 
aplicaciones diferentes, o entre el usuario y las aplicaciones. 
LOGIN: acción de acceder a un ordenador que tiene el acceso restringido. 
MENSAJE: señal enviada desde un objeto emisor a otro objeto receptor para que 
éste lleve a cabo uno de sus métodos. 
PASSWORD: o contraseña. Se denomina así al método de seguridad que se 
utiliza para identificar a un usuario. Es frecuente su uso en redes. Se utiliza para 
dar acceso a personas con determinados permisos (perfil). 
PROCEDIMIENTO: Conjunto de actividades organizadas secuencialmente para la 
ejecución de un proceso, transformando insumos para obtener resultados. 
PROCESO: Conjunto ordenado de métodos, procedimientos, tareas y actividades, 
relacionados entre sí y que contribuyen a determinar las diferentes funciones. 
PROGRAMACIÓN ORIENTADA A OBJETOS: programación basada en objetos y 
no en acciones, en la que los datos se modelan en clases y antes están los datos 
que la lógica. 
REQUISITO: Características con las que debe cumplir un bien o servicio, 
implícitas u obligatorias. 
UML: lenguaje unificado de modelado. Lenguaje gráfico y notacional usado en la 
especificación, la visualización, la construcción y la documentación de 








Simetría es empresa ubicada en la ciudad de Pereira, dedicada al diseño y 
elaboración de soluciones arquitectónicas en acero, madera y vidrio. Para la 
prestación del servicio, cuenta con una excelente planta de producción y de 
personal calificado, para brindar al usuario un producto final eficaz y oportuno, 
acorde con las necesidades de cada cliente. 
 
En busca de mejora su sistema logístico, ve la necesidad de tener una 
herramienta informática que facilite y controle de forma óptima, oportuna y veraz 
su proceso de entrada, producción y salida de las partes ya fabricadas, así mismo, 
controlar su existencia en bodega. De esta manera se podrán generar procesos en 
los cuales se pueda saber dónde se encuentra ubicado el material, en qué estado 
se encuentra, que procesos le hace falta y evitando inconvenientes como 
perdidas, fallas en la producción y traslado de materiales. 
 
Es preciso recalcar que el nuevo ajuste sistémico obligará al grupo de trabajo de la 
empresa capacitarse y adaptarse al programa que mejorara su desempeño y la 
productividad de toda la empresa. 
 
Debido a la globalización, la industrialización y tecnificación de los procesos de 
producción las empresas colombianas deberán de pensar en procesos de mejora 
continua siendo un ejemplo importante sistematización como el que se verá en 




El trabajo específico para simetría es totalmente necesario ya que ninguno de los 
programas existentes en el mercado se adaptaba a sus necesidades, siendo la 
única solución la creación de un programa exclusivo teniendo como lenguaje 


























Software para el control y manejo del flujo de datos en el área de producción y 
bodega de la empresa simetría. 
 
1.2 DESCRIPCIÓN DEL ÁREA PROBLÉMICA 
                                              
SIMETRÍA en la actualidad, carece de un sistema de información que facilite y 
controle de forma óptima, oportuna y veraz el proceso de entrada de flujo de datos 
de los procesos en el área de producción y bodega.  
Actualmente, los procesos de flujo de información por parte del departamento de 
bodega y producción no son los más adecuados, se realizan procesos manuales, 
los cuales conllevan a que la información no sea oportuna y precisa para las 
directivas de simetría. Llevan para dicho proceso unas hojas de cálculo digitales 
he impresas para llevar a cabo el registro de las partes existentes en bodega, así 
mismo, para llevar un registro de lo que entra y sale para producción. En 
producción, el proceso se lleva en unas hojas impresas, en ellas se registra el 
proceso de fabricación de las partes ingresadas desde bodega. 
La información de los procesos anteriores se reúne y se presenta en informe todos 
los viernes a gerencia por parte del encargado de producción y bodega, el informe 
es presentado en una hoja impresa, en ella solo se especifica partes pasadas 





La madera, el acero y el vidrio son elementos que día a día son más costosos, 
debido a su gran demanda y múltiples usos en las infraestructuras y proyectos 
ingenieriles de nuestra sociedad.  
Muy seguramente, esta será una ventaja competitiva con respecto a otros 
competidores del mercado, ya que debido a estudios de observación un 75% de 
ellos no cuentan con una herramienta similar. 
SIMETRIA es una empresa que hasta ahora no cuenta con un software que 
sistematice su inventario, producción y tiempos operativos. A  pesar de su poca 
trayectoria siempre piensa en procesos de mejoramiento continuo  necesarios 
para que la empresa se posicione en el mercado y muestre una imagen solida con 
sus clientes.  
El programa es el resultado de un trabajo hecho de manera sistemática para 
solucionar la mayor parte de las necesidades existentes en planta. Adicionalmente 
este proyecto teórico práctico permitirá un mejor control y seguimiento de los 
materiales y del producto final, de igual manera permitirá en tiempo real obtener 
informes de operarios involucrados en los procesos de taller. 
Por consiguiente, se desea generar y demostrar conocimiento que resalte los 
logros alcanzados durante todo el proceso académico y de esta manera sirva 









3.1 OBJETIVO GENERAL 
 
Diseñar un software, que permita sistematizar el proceso actual, para el control y 
manejo del flujo de datos en el área de producción y bodega de la empresa 
SIMETRIA, ubicada en la ciudad de Pereira – Risaralda. 
 
3.2  OBJETIVOS ESPECÍFICOS 
 
 Analizar la situación actual de la información en los departamentos de 
bodega y producción, realizando análisis de requerimientos. 
 
 Evaluar los formatos existentes para cada uno de los procesos llevados en 
las diferentes áreas de la empresa (bodega y producción). 
 
 Realizar el desarrollo en lenguaje de programación Visual Studio .NET. 
 











4.  DELIMITACIÓN DEL PROBLEMA 
 
El software está dirigido a sistematizar las necesidades de la empresa SIMETRÍA 
en lo que respecta al control y manejo del flujo de datos en el área de producción y 

























5.  METODOLOGÍA DE LA INVESTIGACION 
 
Para la realización de esta investigación fue empleado el estudio exploratorio 
puesto que se indagó en el medio para identificar un problema y posteriormente se 
solucionó diseñando un software para resolver dicho problema, que para este 
caso era la disminución de sobrecostos en el área operativa de una empresa 
diseño industrial. 
 
En la primera etapa del proyecto se utilizaron los charlas con el personal, 
involucrado a miembros tanto del área operativa como del área administrativa de 
SIMETRIA SA, toda esta información se cruzó con los requerimientos y anhelos de 
su administrador y dueño Wilson Ávila, que permitió la recolección de información 
necesaria para  el diagnóstico y formulación del proyecto de investigación  
apuntando a la optimización de los recursos no solo de materia prima sino también 
de rendimiento del personal operativo. 
 
Para conocer el funcionamiento del área de producción y el rendimiento en 
tiempos y materia prima en la empresa se realizaron varias visitas donde se 
entrevistaron a empleados de todas las áreas; gracias a esta interacción, se pudo 
recolectar la información necesaria para hacer un diagnóstico acertado para el 
proceso de creación del software.  
 
A continuación se señalara toda la información que permitió evaluar la viabilidad y 
precisar  el diseño del software. 
 
5.1 PREPARACIÓN, REALIZACIÓN Y ANÁLISIS DE ENTREVISTA PARA EL 
ESTUDIO DEL PROBLEMA  




Se obtuvo información mediante visitas a la empresa SIMETRIA y a su respectivo 
departamento de sistemas, para conocer más a fondo el proceso y funcionamiento 
del control y flujo de datos en el área de producción y bodega 
5.1.2 Selección del personal a entrevistar: 
5.1.2.1 La persona entrevistada fue: 
Wilson Ávila Nieto, encargado del área de sistemas de la empresa SIMETRIA. 
5.1.2.2 Determinar el objetivo y contenido de la entrevista: 
El objetivo de la entrevista fue conocer profundamente el problema  que tiene La 
empresa SIMETRIA para el control y manejo del flujo de datos en el área de 
producción y bodega de la empresa. Así mismo, se planteó la forma manual en 
que se llevan los procesos y se propuso la elaboración de un software como 
solución a los problemas planteados.   
Tabla 1. Persona Entrevistada 
Nombre Fecha Hora Lugar Duración 
WILSON AVILA 15 de Agosto 
de 2010 
2:00pm Simetría Taller 2 Horas 
Fuente: Gustavo González 
Análisis de la entrevista: 
Conclusiones: 
 Se recibió información sobre el control y manejo del flujo de datos en el 
área de producción y bodega de la empresa SIMETRIA. 
 Se observó la forma en que funcionaba el sistema de producción y bodega 
de la empresa. 
 Se analizó y contemplo la creación de un software que permita a la 
empresa y su área de sistemas un buen manejo de sus procesos. 
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6. MARCO INSTITUCIONAL 
 
Simetría taller de diseño, es una empresa que se preocupa constantemente por 
ofrecer soluciones integrales relacionadas con el diseño, arquitectura y mobiliario, 
a través del desarrollo e innovación de productos elaborados a base de acero 
inoxidable, hierro, vidrio y madera; contando con el apoyo de un grupo de 
colaboradores interesados en el crecimiento humano y profesional soportados en 
satisfacer las necesidades y requerimientos de sus clientes con propuestas de alta 
calidad, excelente servicio y cumplimiento. 
Para el año 2018, SIMETRÍA busca ser en la región del eje cafetero, una empresa 
líder en la presentación e implementación de soluciones integrales de diseño, 
arquitectura y mobiliario, comprometidos en satisfacer las necesidades y exigencia 














7. MARCO  CONCEPTUAL 
 
7.1 SISTEMAS INFORMÁTICOS 
7.1.1 Sistema Informático 
 
Un sistema informático como todo sistema, es el conjunto de partes 
interrelacionadas, hardware, software y de recurso humano (humanware) que 
permite almacenar y procesar información. El hardware incluye computadoras, que 
consisten en procesadores, memoria, sistemas de almacenamiento externo, etc. 
El software incluye al sistema operativo, firmware y aplicaciones, siendo 
especialmente importante los sistemas de gestión de bases de datos. Por último el 
soporte humano incluye al personal técnico que crean y mantienen el sistema 
(analistas, programadores, operarios, etc.) y a los usuarios que lo utilizan. 
 
7.1.2 Desarrollo de sistemas informáticos 
Los sistemas informáticos pasan por diferentes fases en su ciclo de vida, desde la 
captura de requisitos hasta el mantenimiento. En la actualidad se emplean 
numerosos sistemas informáticos en la administración pública. 
7.1.2.1 Estructura 
Los sistemas informáticos suelen estructurarse en Subsistemas. 
• Subsistema físico: asociado al hardware. Incluye entre otros elementos la 
CPU, memoria principal, la placa base, periféricos de entrada y salida, etc. 
• Subsistema lógico: asociado al software y la arquitectura. Incluye al sistema 




7.2 LENGUAJE DE PROGRAMACIÓN 
 
Un lenguaje de programación es un idioma artificial diseñado para 
expresar computaciones que pueden ser llevadas a cabo por máquinas como 
las computadoras. Pueden usarse para crear programas que controlen el 
comportamiento físico y lógico de una máquina, para expresar algoritmos con 
precisión, o como modo de comunicación humana. Está formado por un conjunto 
de símbolos y reglas sintácticas y semánticas que definen su estructura y el 
significado de sus elementos y expresiones. Al proceso por el cual se escribe, se 
prueba, se depura, se compila y se mantiene el código fuente de un programa 
informático se le llama programación. 
También la palabra programación se define como el proceso de creación de 
un programa de computadora, mediante la aplicación de procedimientos lógicos, a 
través de los siguientes pasos: 
 El desarrollo lógico del programa para resolver un problema en particular. 
 Escritura de la lógica del programa empleando un lenguaje de 
programación específico (codificación del programa). 
 Ensamblaje o compilación del programa hasta convertirlo en lenguaje de 
máquina. 
 Prueba y depuración del programa. 
 Desarrollo de la documentación. 
Existe un error común que trata por sinónimos los términos 'lenguaje de 
programación' y 'lenguaje informático'. Los lenguajes informáticos engloban a los 
lenguajes de programación y a otros más, como por ejemplo HTML (lenguaje para 
el marcado de páginas web que no es propiamente un lenguaje de programación, 




Permite especificar de manera precisa sobre qué datos debe operar una 
computadora, cómo deben ser almacenados o transmitidos y qué acciones debe 
tomar bajo una variada gama de circunstancias. Todo esto, a través de 
un lenguaje que intenta estar relativamente próximo al lenguaje humano o natural. 
Una característica relevante de los lenguajes de programación es precisamente 
que más de un programador pueda usar un conjunto común de instrucciones que 





Para que la computadora entienda nuestras instrucciones debe usarse un lenguaje 
específico conocido como código máquina, el cual la máquina comprende 
fácilmente, pero que lo hace excesivamente complicado para las personas. De 
hecho sólo consiste en cadenas extensas de números 0 y 1. 
Para facilitar el trabajo, los primeros operadores de computadoras decidieron 
hacer un traductor para reemplazar los 0 y 1 por palabras o abstracción de 
palabras y letras provenientes del inglés; éste se conoce como lenguaje 
ensamblador. Por ejemplo, para sumar se usa la letra A de la palabra 
inglesa add (sumar). El lenguaje ensamblador sigue la misma estructura del 
lenguaje máquina, pero las letras y palabras son más fáciles de recordar y 
entender que los números. 
La necesidad de recordar secuencias de programación para las acciones usuales 
llevó a denominarlas con nombres fáciles de memorizar y 
asociar: ADD (sumar), SUB (restar), MUL (multiplicar), CALL (ejecutar subrutina), 
etc. A esta secuencia de posiciones se le denominó "instrucciones", y a este 
conjunto de instrucciones se le llamó lenguaje ensamblador. Posteriormente 
aparecieron diferentes lenguajes de programación, los cuales reciben su 
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denominación porque tienen una estructura sintáctica similar a los lenguajes 
escritos por los humanos, denominados también lenguajes de alto nivel. 
La primera programadora de computadora conocida fue Ada Lovelace, hija de 
Anabella Milbanke Byron y Lord Byron. Anabella introdujo en las matemáticas a 
Ada quien, después de conocer a Charles Babbage, tradujo y amplió una 
descripción de su máquina analítica. Incluso aunque Babbage nunca completó la 
construcción de cualquiera de sus máquinas, el trabajo que Ada realizó con éstas 
le hizo ganarse el título de primera programadora de computadoras del mundo. El 
nombre del lenguaje de programación Ada fue escogido como homenaje a esta 
programadora. 
A finales de 1953, John Backus sometió una propuesta a sus superiores 
en IBM para desarrollar una alternativa más práctica al lenguaje ensamblador para 
programar la computadora central IBM 704. El histórico equipo Fortran de Backus 
consistió en los programadores Richard Goldberg, Sheldon F. Best, Harlan 
Herrick, Peter Sheridan, Roy Nutt, Robert Nelson, Irving Ziller, Lois Haibt y David 
Sayre.  
El primer manual para el lenguaje Fortran apareció en octubre de 1956, con el 
primer compilador Fortran entregado en abril de 1957. Esto era un compilador 
optimizado, porque los clientes eran reacios a usar un lenguaje de alto nivel a 
menos que su compilador pudiera generar código cuyo desempeño fuera 
comparable al de un código hecho a mano en lenguaje ensamblador. 
En 1960, se creó COBOL, uno de los lenguajes usados aún en 2010 
en informática de gestión. 
A medida que la complejidad de las tareas que realizaban las computadoras 
aumentaba, se hizo necesario disponer de un método más eficiente para 
programarlas. Entonces, se crearon los lenguajes de alto nivel, como lo 
fue BASIC en las versiones introducidas en los microordenadores de la década 
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de 1980. Mientras que una tarea tan sencilla como sumar dos números puede 
necesitar varias instrucciones en lenguaje ensamblador, en un lenguaje de alto 




Todos los lenguajes de programación tienen algunos elementos de formación 
primitivos para la descripción de los datos y de los procesos o transformaciones 
aplicadas a estos datos (tal como la suma de dos números o la selección de un 
elemento que forma parte de una colección). Estos elementos primitivos son 




A la forma visible de un lenguaje de programación se le conoce como sintaxis. La 
mayoría de los lenguajes de programación son puramente textuales, es decir, 
utilizan secuencias de texto que incluyen palabras, números y puntuación, de 
manera similar a los lenguajes naturales escritos. Por otra parte, hay algunos 
lenguajes de programación que son más gráficos en su naturaleza, utilizando 
relaciones visuales entre símbolos para especificar un programa. 
La sintaxis de un lenguaje de programación describe las combinaciones posibles 
de los símbolos que forman un programa sintácticamente correcto. El significado 
que se le da a una combinación de símbolos es manejado por su semántica (ya 
sea formal o como parte del código duro de la referencia de implementación). 




La sintaxis de los lenguajes de programación es definida generalmente utilizando 
una combinación de expresiones regulares (para la estructura léxica) y la Notación 
de Backus-Naur (para la estructura gramática). Este es un ejemplo de una 
gramática simple, tomada de Lisp: 
Expresión::= átomo  | lista 
Átomo     ::= número | símbolo 
Número    ::= [+-]?['0'-'9']+ 
Símbolo   ::= ['A'-'Z'<nowiki>'</nowiki>a'-'z'].* 
lista     ::= '(' expresión* ')' 
 
Con esta gramática se especifica lo siguiente: 
una expresión puede ser un átomo o una lista; 
un átomo puede ser un número o un símbolo; 
un número es una secuencia continua de uno o más dígitos decimales, precedido 
opcionalmente por un signo más o un signo menos; 
un símbolo es una letra seguida de cero o más caracteres (excluyendo espacios); 
y 
una lista es un par de paréntesis que abren y cierran, con cero o más expresiones 
en medio. 
Algunos ejemplos de secuencias bien formadas de acuerdo a esta gramática: 
'12345', '()', '(a b c232 (1))' 
No todos los programas sintácticamente correctos son semánticamente correctos. 
Muchos programas sintácticamente correctos tienen inconsistencias con las reglas 
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del lenguaje; y pueden (dependiendo de la especificación del lenguaje y la solidez 
de la implementación) resultar en un error de traducción o ejecución. En algunos 
casos, tales programas pueden exhibir un comportamiento indefinido. Además, 
incluso cuando un programa está bien definido dentro de un lenguaje, todavía 
puede tener un significado que no es el que la persona que lo escribió estaba 
tratando de construir. 
Usando el lenguaje natural, por ejemplo, puede no ser posible asignarle 
significado a una oración gramaticalmente válida o la oración puede ser falsa: 
"Las ideas verdes y descoloridas duermen furiosamente" es una oración bien 
formada gramaticalmente pero no tiene significado comúnmente aceptado. 
"Juan es un soltero casado" también está bien formada gramaticalmente pero 
expresa un significado que no puede ser verdadero. 
El siguiente fragmento en el lenguaje C es sintácticamente correcto, pero ejecuta 
una operación que no está definida semánticamente (dado que p es un apuntador 
nulo, las operaciones p->real y p->im no tienen ningún significado): 
complex *p = NULL; 
complex abs_p = sqrt (p->real * p->real + p->im * p->im); 
Si la declaración de tipo de la primera línea fuera omitida, el programa dispararía 
un error de compilación, pues la variable "p" no estaría definida. Pero el programa 
sería sintácticamente correcto todavía, dado que las declaraciones de tipo proveen 
información semántica solamente. 
La gramática necesaria para especificar un lenguaje de programación puede ser 
clasificada por su posición en la Jerarquía de Chomsky. La sintaxis de la mayoría 
de los lenguajes de programación puede ser especificada utilizando una gramática 
Tipo-2, es decir, son gramáticas libres de contexto. Algunos lenguajes, incluyendo 
a Perl y a Lisp, contienen construcciones que permiten la ejecución durante la fase 
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de análisis. Los lenguajes que permiten construcciones que permiten al 
programador alterar el comportamiento de un analizador hacen del análisis de la 
sintaxis un problema sin decisión única, y generalmente oscurecen la separación 
entre análisis y ejecución. En contraste con el sistema de macros de Lisp y los 
bloques BEGIN de Perl, que pueden tener cálculos generales, las macros de C 
son meros reemplazos de cadenas, y no requieren ejecución de código. 
 
7.2.2.2 Semántica estática 
 
La semántica estática define las restricciones sobre la estructura de los textos 
válidos que resulta imposible o muy difícil expresar mediante formalismos 
sintácticos estándar. Para los lenguajes compilados, la semántica estática 
básicamente incluye las reglas semánticas que se pueden verificar en el momento 
de compilar. Por ejemplo el chequeo de que cada identificador sea declarado 
antes de ser usado (en lenguajes que requieren tales declaraciones) o que las 
etiquetas en cada brazo de una estructura case sean distintas. Muchas 
restricciones importantes de este tipo, como la validación de que los 
identificadores sean usados en los contextos apropiados (por ejemplo no sumar un 
entero al nombre de una función), o que las llamadas a subrutinas tengan el 
número y tipo de parámetros adecuado, puede ser implementadas definiéndolas 
como reglas en una lógica conocida como sistema de tipos. Otras formas de 
análisis estáticos, como los análisis de flujo de datos, también pueden ser parte de 
la semántica estática. Nuevos lenguajes de programación como Java y C# tienen 
un análisis definido de asignaciones, una forma de análisis de flujo de datos, como 





7.2.2.3 Sistema de tipos 
 
Un sistema de tipos define la manera en la cual un lenguaje de programación 
clasifica los valores y expresiones en tipos, como pueden ser manipulados dichos 
tipos y cómo interactúan. El objetivo de un sistema de tipos es verificar y 
normalmente poner en vigor un cierto nivel de exactitud en programas escritos en 
el lenguaje en cuestión, detectando ciertas operaciones inválidas. Cualquier 
sistema de tipos decidible tiene sus ventajas y desventajas: mientras por un lado 
rechaza muchos programas incorrectos, también prohíbe algunos programas 
correctos aunque poco comunes. Para poder minimizar esta desventaja, algunos 
lenguajes incluyen lagunas de tipos, conversiones explícitas no checadas que 
pueden ser usadas por el programador para permitir explícitamente una operación 
normalmente no permitida entre diferentes tipos. En la mayoría de los lenguajes 
con tipos, el sistema de tipos es usado solamente para checar los tipos de los 
programas, pero varios lenguajes, generalmente funcionales, llevan a cabo lo que 
se conoce como inferencia de tipos, que le quita al programador la tarea de 
especificar los tipos. Al diseño y estudio formal de los sistemas de tipos se le 
conoce como teoría de tipos. 
 
7.2.2.4 Lenguajes tipados versus lenguajes no tipados 
 
Se dice que un lenguaje tiene tipos si la especificación de cada operación define 
tipos de datos para los cuales la operación es aplicable, con la implicación de que 
no es aplicable a otros tipos. Por ejemplo, "este texto entre comillas" es una 
cadena. En la mayoría de los lenguajes de programación, dividir un número por 
una cadena no tiene ningún significado. Por tanto, la mayoría de los lenguajes de 
programación modernos rechazaran cualquier intento de ejecutar dicha operación 
por parte de algún programa. En algunos lenguajes, estas operaciones sin 
significado son detectadas cuando el programa es compilado (validación de tipos 
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"estática") y son rechazadas por el compilador, mientras en otros son detectadas 
cuando el programa es ejecutado (validación de tipos "dinámica") y se genera una 
excepción en tiempo de ejecución. 
Un caso especial de lenguajes de tipo son los lenguajes de tipo sencillo. Estos son 
con frecuencia lenguajes de marcado o de scripts, como REXX o SGML, y 
solamente cuentan con un tipo de datos; comúnmente cadenas de caracteres que 
luego son usadas tanto para datos numéricos como simbólicos. 
En contraste, un lenguaje sin tipos, como la mayoría de los lenguajes 
ensambladores, permiten que cualquier operación se aplique a cualquier dato, que 
por lo general se consideran secuencias de bits de varias longitudes. Lenguajes 
de alto nivel sin datos incluyen BCPL y algunas variedades de Forth. 
En la práctica, aunque pocos lenguajes son considerados con tipo desde el punto 
de vista de la teoría de tipos (es decir, que verifican o rechazan todas las 
operaciones), la mayoría de los lenguajes modernos ofrecen algún grado de 
manejo de tipos. Si bien muchos lenguajes de producción proveen medios para 
brincarse o subvertir el sistema de tipos. 
 
7.2.2.5 Tipos estáticos versus tipos dinámicos 
 
En lenguajes con tipos estáticos se determina el tipo de todas las expresiones 
antes de la ejecución del programa (típicamente al compilar). Por ejemplo, 1 y 
(2+2) son expresiones enteras; no pueden ser pasadas a una función que espera 
una cadena, ni pueden guardarse en una variable que está definida como fecha. 
Los lenguajes con tipos estáticos pueden manejar tipos explícitos o tipos inferidos. 
En el primer caso, el programador debe escribir los tipos en determinadas 
posiciones textuales. En el segundo caso, el compilador infiere los tipos de las 
expresiones y las declaraciones de acuerdo al contexto. La mayoría de los 
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lenguajes populares con tipos estáticos, tales como C++, C# y Java, manejan tipos 
explícitos. Inferencia total de los tipos suele asociarse con lenguajes menos 
populares, tales como Haskell y ML. Sin embargo, muchos lenguajes de tipos 
explícitos permiten inferencias parciales de tipo; tanto Java y C#, por ejemplo, 
infieren tipos en un número limitado de casos. 
Los lenguajes con tipos dinámicos determinan la validez de los tipos involucrados 
en las operaciones durante la ejecución del programa. En otras palabras, los tipos 
están asociados con valores en ejecución en lugar de expresiones textuales. 
Como en el caso de lenguajes con tipos inferidos, los lenguajes con tipos 
dinámicos no requieren que el programador escriba los tipos de las expresiones. 
Entre otras cosas, esto permite que una misma variable se pueda asociar con 
valores de tipos distintos en diferentes momentos de la ejecución de un programa. 
Sin embargo, los errores de tipo no pueden ser detectados automáticamente hasta 
que se ejecuta el código, dificultando la depuración de los programas. Ruby, Lisp, 
JavaScript y Python son lenguajes con tipos dinámicos. 
7.2.2.6 Tipos débiles y tipos fuertes 
 
Los lenguajes débilmente tipados permiten que un valor de un tipo pueda ser 
tratado como de otro tipo, por ejemplo una cadena puede ser operada como un 
número. Esto puede ser útil a veces, pero también puede permitir ciertos tipos de 
fallas que no pueden ser detectadas durante la compilación o a veces ni siquiera 
durante la ejecución. 
Los lenguajes fuertemente tipados evitan que pase lo anterior. Cualquier intento 
de llevar a cabo una operación sobre el tipo equivocado dispara un error. A los 
lenguajes con tipos fuertes se les suele llamar de tipos seguros. 
Lenguajes con tipos débiles como Perl y JavaScript permiten un gran número de 
conversiones de tipo implícitas. Por ejemplo en JavaScript la expresión 2 * 
x convierte implícitamentex a un número, y esta conversión es exitosa inclusive 
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cuando x es null, undefined, un Array o una cadena de letras. Estas conversiones 
implícitas son útiles con frecuencia, pero también pueden ocultar errores de 
programación. 
Las características de estáticos y fuertes son ahora generalmente consideradas 
conceptos ortogonales, pero su trato en diferentes textos varia. Algunos utilizan el 
término de tipos fuertes para referirse a tipos fuertemente estáticos o, para 
aumentar la confusión, simplemente como equivalencia de tipos estáticos. De tal 
manera que C ha sido llamado tanto lenguaje de tipos fuertes como lenguaje de 




La implementación de un lenguaje es la que provee una manera de que se ejecute 
un programa para una determinada combinación de software y hardware. Existen 
básicamente dos maneras de implementar un 
lenguaje: compilación e interpretación. 
Compilación: es el proceso que traduce un programa escrito en un lenguaje de 
programación a otro lenguaje de programación, generando un programa 
equivalente que la máquina será capaz interpretar. Los programas traductores que 
pueden realizar esta operación se llaman compiladores. Éstos, como los programas 
ensambladores avanzados, pueden generar muchas líneas de código de máquina 
por cada proposición del programa fuente. 
Interpretación: es una asignación de significados a las fórmulas bien formadas de 
un lenguaje formal. Como los lenguajes formales pueden definirse en términos 
puramente sintácticos, sus fórmulas bien formadas pueden no ser más 
que cadenas de símbolos sin ningún significado. Una interpretación otorga 
significado a esas fórmulas. 
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Se puede también utilizar una alternativa para traducir lenguajes de alto nivel. En 
lugar de traducir el programa fuente y grabar en forma permanente el código 
objeto que se produce durante la compilación para utilizarlo en una ejecución 
futura, el programador sólo carga el programa fuente en la computadora junto con 
los datos que se van a procesar. A continuación, un programa intérprete, 
almacenado en el sistema operativo del disco, o incluido de manera permanente 
dentro de la máquina, convierte cada proposición del programa fuente en lenguaje 
de máquina conforme vaya siendo necesario durante el procesamiento de los 
datos. El código objeto no se graba para utilizarlo posteriormente. 
La siguiente vez que se utilice una instrucción, se la deberá interpretar otra vez y 
traducir a lenguaje máquina. Por ejemplo, durante el procesamiento repetitivo de 
los pasos de un ciclo o bucle, cada instrucción del bucle tendrá que volver a ser 
interpretada en cada ejecución repetida del ciclo, lo cual hace que el programa sea 
más lento en tiempo de ejecución (porque se va revisando el código en tiempo de 
ejecución) pero más rápido en tiempo de diseño (porque no se tiene que estar 
compilando a cada momento el código completo). El intérprete elimina la 
necesidad de realizar una compilación después de cada modificación del 
programa cuando se quiere agregar funciones o corregir errores; pero es obvio 
que un programa objeto compilado con antelación deberá ejecutarse con mucha 
mayor rapidez que uno que se debe interpretar a cada paso durante una ejecución 
del código. 
La mayoría de lenguajes de alto nivel permiten la programación multipropósito, sin 
embargo, muchos de ellos fueron diseñados para permitir programación dedicada, 
como lo fue elPascal con las matemáticas en su comienzo. También se han 
implementado lenguajes educativos infantiles como Logo que mediante una serie 
de simples instrucciones. En el ámbito de infraestructura de Internet, cabe 
destacar a Perl con un poderoso sistema de procesamiento de texto y una enorme 





Para escribir programas que proporcionen los mejores resultados, cabe tener en 
cuenta una serie de detalles. 
Corrección. Un programa es correcto si hace lo que debe hacer tal y como se 
estableció en las fases previas a su desarrollo. Para determinar si un programa 
hace lo que debe, es muy importante especificar claramente qué debe hacer el 
programa antes de desarrollarlo y, una vez acabado, compararlo con lo que 
realmente hace. 
Claridad. Es muy importante que el programa sea lo más claro y legible posible, 
para facilitar así su desarrollo y posterior mantenimiento. Al elaborar un programa 
se debe intentar que su estructura sea sencilla y coherente, así como cuidar el 
estilo en la edición; de esta forma se ve facilitado el trabajo del programador, tanto 
en la fase de creación como en las fases posteriores de corrección de errores, 
ampliaciones, modificaciones, etc. Fases que pueden ser realizadas incluso por 
otro programador, con lo cual la claridad es aún más necesaria para que otros 
programadores puedan continuar el trabajo fácilmente. Algunos programadores 
llegan incluso a utilizar Arte ASCII para delimitar secciones de código. Otros, por 
diversión o para impedir un análisis cómodo a otros programadores, recurren al 
uso de código ofuscado. 
Eficiencia. Se trata de que el programa, además de realizar aquello para lo que fue 
creado (es decir, que sea correcto), lo haga gestionando de la mejor forma posible 
los recursos que utiliza. Normalmente, al hablar de eficiencia de un programa, se 
suele hacer referencia al tiempo que tarda en realizar la tarea para la que ha sido 
creado y a la cantidad de memoria que necesita, pero hay otros recursos que 
también pueden ser de consideración al obtener la eficiencia de un programa, 




Portabilidad. Un programa es portable cuando tiene la capacidad de poder 
ejecutarse en una plataforma, ya sea hardware o software, diferente a aquella en 
la que se elaboró. La portabilidad es una característica muy deseable para un 
programa, ya que permite, por ejemplo, a un programa que se ha desarrollado 
para sistemas GNU/Linux ejecutarse también en la familia de sistemas 





Los programas se pueden clasificar por el paradigma del lenguaje que se use para 
producirlos. Los principales paradigmas 
son: imperativos, declarativos y orientación a objetos. 
Los programas que usan un lenguaje imperativo especifican un algoritmo, usan 
declaraciones, expresiones y sentencias. Una declaración asocia un nombre de 
variable con un tipo de dato, por ejemplo: var x: integer;. Una expresión contiene 
un valor, por ejemplo: 2 + 2 contiene el valor 4. Finalmente, una sentencia debe 
asignar una expresión a una variable o usar el valor de una variable para alterar el 
flujo de un programa, por ejemplo: x := 2 + 2; if x == 4 then haz_algo();. Una crítica 
común en los lenguajes imperativos es el efecto de las sentencias de asignación 
sobre una clase de variables llamadas "no locales". 
Los programas que usan un lenguaje declarativo especifican las propiedades que 
la salida debe conocer y no especifica cualquier detalle de implementación. Dos 
amplias categorías de lenguajes declarativos son los lenguajes funcionales y 
los lenguajes lógicos. Los lenguajes funcionales no permiten asignaciones de 
variables no locales, así, se hacen más fácil, por ejemplo, programas como 
funciones matemáticas. El principio detrás de los lenguajes lógicos es definir el 
problema que se quiere resolver (el objetivo) y dejar los detalles de la solución al 
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sistema. El objetivo es definido dando una lista de sub-objetivos. Cada sub-
objetivo también se define dando una lista de sus sub-objetivos, etc. Si al tratar de 
buscar una solución, una ruta de sub-objetivos falla, entonces tal sub-objetivo se 
descarta y sistemáticamente se prueba otra ruta. 
La forma en la cual se programa puede ser por medio de texto o de forma visual. 
En la programación visual los elementos son manipulados gráficamente en vez de 


















Se conoce como software al equipamiento lógico o soporte lógico de una 
computadora digital; comprende el conjunto de los componentes lógicos 
necesarios que hacen posible la realización de tareas específicas, en 
contraposición a los componentes físicos del sistema, llamados hardware. 
Tales componentes lógicos incluyen, entre muchos otros, aplicaciones 
informáticas como el procesador de textos, que permite al usuario realizar todas 
las tareas concernientes a la edición de textos o el software de sistema tal como el 
sistema operativo, que, básicamente, permite al resto de los programas funcionar 
adecuadamente, facilitando la interacción con los componentes físicos y el resto 
de las aplicaciones, proporcionando también una interfaz para el usuario. 
 
Definición formal de software: 
 
Es el conjunto de los programas de cómputo, procedimientos, reglas, 
documentación y datos asociados que forman parte de las operaciones de un 
sistema de computación. 
Extraído del estándar 729 del “IEEE”1 
 
Considerando esta definición, el concepto de software va más allá de los 
programas de cómputo en sus distintos estados: código fuente, binario o 
ejecutable; también su documentación, datos a procesar e información de usuario 
forman parte del software: es decir, abarca todo lo intangible, todo lo "no físico" 
relacionado. 
El término «software» fue usado por primera vez en este sentido por “John W. 
Tukey”2 en 1957. En las ciencias de la computación y la ingeniería de software, el 
                                                            
1
 www.ieee.org/ 
 IEEE, (The Institute of Electrical and Electronics Engineers Inc.: Organización Responsable de 




software es toda la información procesada por los sistemas informáticos: 
programas y datos. El concepto de leer diferentes secuencias de instrucciones 
desde la memoria de un dispositivo para controlar los cálculos fue introducido por 
Charles Babbage como parte de su máquina diferencial. La teoría que forma la 
base de la mayor parte del software moderno fue propuesta por vez primera por 
Alan Turing en su ensayo de 1936, "Los números computables", con una 
aplicación al problema de decisión. 
 
7.3.1 CLASIFICACIÓN DEL SOFTWARE 
 
Si bien esta distinción es, en cierto modo, arbitraria, y a veces confusa, a los fines 
prácticos se puede clasificar al software en tres grandes tipos: 
 
• Software de sistema: Su objetivo es desvincular adecuadamente al usuario 
y al programador de los detalles de la computadora en particular que se 
use, aislándolo especialmente del procesamiento referido a las 
características internas de: memoria, discos, puertos y dispositivos de 
comunicaciones, impresoras, pantallas, teclados, etc. El software de 
sistema le procura al usuario y programador adecuadas interfaces de alto 
nivel, herramientas y utilidades de apoyo que permiten su mantenimiento. 
Incluye entre otros:  
o Sistemas operativos 3 
                                                                                                                                                                                         
2
 http://es.wikipedia.org/wiki/John_W._Tukey 
John Wilder Tukey (* 16 de junio de 1915 - † 26 de julio de 2000) fue un estadístico nacido en New 
Bedford, Massachusetts. Tukey obtuvo un Bachiller en Artes en 1936 y una Maestría en Ciencias 
en 1937, ambas en química, en la Universidad de Brown, antes de trasladarse a la universidad de 
Princeton donde recibió un Doctorado en Matemáticas. Durante la Segunda Guerra Mundial, Tukey 
trabajó en la Oficina de la Investigación de Control de Fuego de Artillería y colaboró con Samuel 
Wilks y William Cochran. Después de la guerra regresó a Princeton dividiendo su tiempo entre la 
universidad y los Laboratorios AT&T Bell. 







o Controladores de dispositivos  
o Herramientas de diagnóstico  
o Herramientas de Corrección y Optimización  
o Servidores  
o Utilidades  
 
• Software de programación: Es el conjunto de herramientas que permiten al 
programador desarrollar programas informáticos, usando diferentes 
alternativas y lenguajes de programación, de una manera práctica. Incluye 
entre otros:  
o Editores de texto  
o Compiladores  
o Intérpretes  
o Enlazadores  
o Depuradores  
o Entornos de Desarrollo Integrados (IDE): Agrupan las anteriores 
herramientas, usualmente en un entorno visual, de forma tal que el 
programador no necesite introducir múltiples comandos para 
compilar, interpretar, depurar, etc. Habitualmente cuentan con una 
avanzada interfaz gráfica de usuario (GUI).  
 
• Software de aplicación: Es aquel que permite a los usuarios llevar a cabo 
una o varias tareas específicas, en cualquier campo de actividad 
susceptible de ser automatizado o asistido, con especial énfasis en los 
negocios. Incluye entre otros:  
o Aplicaciones para Control de sistemas y automatización industrial  
o Aplicaciones ofimáticas  
o Software educativo  
o Software empresarial  
o Bases de datos  
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o Telecomunicaciones (p.ej. internet y toda su estructura lógica)  
o Videojuegos  
o Software médico  
o Software de Cálculo Numérico y simbólico.  
o Software de Diseño Asistido (CAD)  
o Software de Control Numérico (CAM) 
 
 
7.3.2 PROCESO DE CREACIÓN DEL SOFTWARE 
 
Se define como Proceso al conjunto ordenado de pasos a seguir para llegar a la 
solución de un problema u obtención de un producto, en este caso particular, para 
lograr la obtención de un producto software que resuelva un problema. 
 
El proceso de creación de software puede llegar a ser muy complejo, dependiendo 
de su porte, características y criticidad del mismo. Por ejemplo la creación de un 
sistema operativo es una tarea que requiere proyecto, gestión, numerosos 
recursos y todo un equipo disciplinado de trabajo. En el otro extremo, si se trata de 
un sencillo programa (por ejemplo, la resolución de una ecuación de segundo 
orden), éste puede ser realizado por un solo programador (incluso aficionado) 
fácilmente. Es así que normalmente se dividen en tres categorías según su 
tamaño (líneas de código) o costo: de Pequeño, Mediano y Gran porte. Existen 
varias metodologías para estimarlo, una de las más populares es el sistema 
COCOMO que provee métodos y un software (programa) que calcula y provee 
una estimación de todos los costos de producción en un "proyecto software" 
(relación horas/hombre, costo monetario, cantidad de líneas fuente de acuerdo a 
lenguaje usado, etc.). 
Considerando los de gran porte, es necesario realizar tantas y tan complejas 
tareas, tanto técnicas, de gerenciamiento, fuerte gestión y análisis diversos (entre 
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otras) que toda una ingeniería hace falta para su estudio y realización: es la 
Ingeniería de Software4. 
 
En tanto que en los de mediano porte, pequeños equipos de trabajo (incluso un 
avezado analista-programador 5  solitario) pueden realizar la tarea. Aunque, 
siempre en casos de mediano y gran porte (y a veces también en algunos de 
pequeño porte, según su complejidad), se deben seguir ciertas etapas que son 
necesarias para la construcción del software. Tales etapas, si bien deben existir, 
son flexibles en su forma de aplicación, de acuerdo a la metodología o Proceso de 
Desarrollo escogido y utilizado por el equipo de desarrollo o por el analista-
programador solitario (si fuere el caso). 
 
Los "procesos de desarrollo de software" poseen reglas preestablecidas, y deben 
ser aplicados en la creación del software de mediano y gran porte, ya que en caso 
contrario lo más seguro es que el proyecto o no logre concluir o termine sin 
cumplir los objetivos previstos, y con variedad de fallos inaceptables (fracasan, en 
pocas palabras). Entre tales "procesos" los hay ágiles o livianos (ejemplo XP), 
pesados y lentos (ejemplo RUP) y variantes intermedias; y normalmente se 
aplican de acuerdo al tipo, porte y tipología del software a desarrollar, a criterio del 
líder (si lo hay) del equipo de desarrollo. Algunos de esos procesos son Extreme 
Programming (XP), Rational Unified Process (RUP), Feature Driven Development 
(FDD), etc. 
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 Ingeniería de software es la disciplina o área de la informática que ofrece métodos y técnicas para 




Un programador es aquel que escribe, depura y mantiene el código fuente de un programa 
informático, es decir, el conjunto de instrucciones que ejecuta el hardware de una computadora 
para realizar una tarea determinada. La programación es una de las principales áreas dentro de la 
informática. En la mayoría de los países, programador es también una categoría profesional 
reconocida. 




Cualquiera sea el "proceso" utilizado y aplicado al desarrollo del software (RUP, 
FDD, etc.), y casi independientemente de él, siempre se debe aplicar un "Modelo 
de Ciclo de Vida". 
 
Se estima que, del total de proyectos software grandes emprendidos, un 28% 
fracasan, un 46% caen en severas modificaciones que lo retrasan y un 26% son 
totalmente exitosos.  
 
Cuando un proyecto fracasa, rara vez es debido a fallas técnicas, la principal 
causa de fallos y fracasos es la falta de aplicación de una buena metodología o 
proceso de desarrollo. Entre otras, una fuerte tendencia, desde hace pocas 
décadas, es mejorar las metodologías o procesos de desarrollo, o crear nuevas y 
concientizar a los profesionales en su utilización adecuada. Normalmente los 
especialistas en el estudio y desarrollo de estas áreas (metodologías) y afines 
(tales como modelos y hasta la gestión misma de los proyectos) son los Ingenieros 
en Software, es su orientación. Los especialistas en cualquier otra área de 
desarrollo informático (analista, programador, Lic. en Informática, Ingeniero en 
Informática, Ingeniero de Sistemas, etc.) normalmente aplican sus conocimientos 
especializados pero utilizando modelos, paradigmas y procesos ya elaborados. 
 
Es común para el desarrollo de software de mediano porte que los equipos 
humanos involucrados apliquen sus propias metodologías, normalmente un 
híbrido de los procesos anteriores y a veces con criterios propios. 
 
El proceso de desarrollo puede involucrar numerosas y variadas tareas, desde lo 
administrativo, pasando por lo técnico y hasta la gestión y el gerenciamiento. Pero 
casi rigurosamente siempre se cumplen ciertas etapas mínimas; las que se 
pueden resumir como sigue: 
 
• Captura, Elicitación, Especificación y Análisis de requisitos (ERS)  
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• Diseño  
• Codificación  
• Pruebas (unitarias y de integración)  
• Instalación y paso a Producción  
• Mantenimiento  
 
En las anteriores etapas pueden variar ligeramente sus nombres, o ser más 
globales, o contrariamente, ser más refinadas; por ejemplo indicar como una única 
fase (a los fines documentales e interpretativos) de "Análisis y Diseño"; o indicar 
como "Implementación" lo que está dicho como "Codificación"; pero en rigor, todas 
existen e incluyen, básicamente, las mismas tareas específicas. 
 
7.3.3 MODELOS DE CICLO DE VIDA6 
 
Para cada una de las fases o etapas listadas en el ítem anterior, existen sub-
etapas (o tareas). El modelo de proceso o modelo de ciclo de vida utilizado para el 
desarrollo define el orden para las tareas o actividades involucradas también 
definen la coordinación entre ellas, enlace y realimentación entre las mencionadas 
etapas. Entre los más conocidos se puede mencionar: modelo en cascada o 
secuencial, modelo espiral, modelo iterativo incremental. De los antedichos hay a 
su vez algunas variantes o alternativas, más o menos atractivas según sea la 
aplicación requerida y sus requisitos. 
 
7.3.3.1 Modelo en Cascada 
 
Este, aunque es más comúnmente conocido como modelo en cascada es también 
llamado "modelo clásico", "modelo tradicional" o "modelo lineal secuencial". 
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MODELO DEL CICLO DE VIDA 
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El modelo en cascada puro difícilmente se utilice tal cual, pues esto implicaría un 
previo y absoluto conocimiento de los requisitos, la no volatilidad de los mismos (o 
rigidez) y etapas subsiguientes libres de errores; ello sólo podría ser aplicable a 
escasos y pequeños desarrollos de sistemas. En estas circunstancias, el paso de 
una etapa a otra de las mencionadas sería sin retorno, por ejemplo pasar del 
Diseño a la Codificación implicaría un diseño exacto y sin errores ni probable 
modificación o evolución: "codifique lo diseñado que no habrán en absoluto 
variantes ni errores". Esto es utópico; ya que intrínsecamente el software es de 
carácter evolutivo, cambiante y difícilmente libre de errores, tanto durante su 
desarrollo como durante su vida operativa.  
 




Algún cambio durante la ejecución de una cualquiera de las etapas en este 
modelo secuencial implicaría reiniciar desde el principio todo el ciclo completo, lo 
cual redundaría en altos costos de tiempo y desarrollo.  
 
Sin embargo, el modelo cascada en algunas de sus variantes es uno de los 
actualmente más utilizados, por su eficacia y simplicidad, más que nada en 
software de pequeño y algunos de mediano porte; pero nunca (o muy rara vez) se 
lo usa en su forma pura, como se dijo anteriormente. En lugar de ello, siempre se 
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produce alguna realimentación entre etapas, que no es completamente predecible 
ni rígida; esto da oportunidad al desarrollo de productos software en los cuales hay 
ciertas incertezas, cambios o evoluciones durante el ciclo de vida. Así por ejemplo, 
una vez capturados (elicitados) y especificados los requisitos (primera etapa) se 
puede pasar al diseño del sistema, pero durante esta última fase lo más probable 
es que se deban realizar ajustes en los requisitos (aunque sean mínimos), ya sea 
por fallas detectadas, ambigüedades o bien por qué los propios requisitos han 
cambiado o evolucionado; con lo cual se debe retornar a la primera o previa etapa, 
hacer los pertinentes reajustes y luego continuar nuevamente con el diseño; esto 
último se conoce como realimentación. Lo normal en el modelo cascada será 
entonces la aplicación del mismo con sus etapas realimentadas de alguna forma, 
permitiendo retroceder de una a la anterior (e incluso poder saltar a varias 
anteriores) si es requerido. 
 
De esta manera se obtiene un "modelo cascada realimentado", que puede ser 
esquematizado. 
 




Lo dicho es, a grandes rasgos, la forma y utilización de este modelo, uno de los 
más usados y populares. El modelo Cascada Realimentado resulta muy atractivo, 
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hasta ideal, si el proyecto presenta alta rigidez (pocos o ningún cambio, no 
evolutivo), los requisitos son muy claros y están correctamente especificados. 
  
Hay más variantes similares al modelo: refino de etapas (más etapas, menores y 
más específicas) o incluso mostrar menos etapas de las indicadas, aunque en tal 
caso la faltante estará dentro de alguna otra. El orden de esas fases indicadas en 
el ítem previo es el lógico y adecuado, pero adviértase, como se dijo, que 
normalmente habrá realimentación hacia atrás. 
 
El modelo lineal o en Cascada es el paradigma más antiguo y extensamente 
utilizado, sin embargo las críticas a él (ver desventajas) han puesto en duda su 
eficacia. Pese a todo tiene un lugar muy importante en la Ingeniería de software y 
continúa siendo el más utilizado; y siempre es mejor que un enfoque al azar. 
 
Desventajas del modelo cascada:  
 
• Los cambios introducidos durante el desarrollo pueden confundir al equipo 
profesional en las etapas tempranas del proyecto. Si los cambios se 
producen en etapa madura (codificación o prueba) pueden ser catastróficos 
para un proyecto grande.  
 
• No es frecuente que el cliente o usuario final explicite clara y 
completamente los requisitos (etapa de inicio); y el modelo lineal lo 
requiere. La incertidumbre natural en los comienzos es luego difícil de 
acomodar.  
 
• El cliente debe tener paciencia ya que el software no estará disponible 
hasta muy avanzado el proyecto. Un error detectado por el cliente (en fase 





7.3.3.2 Modelos Evolutivos 
 
El software evoluciona con el tiempo. Los requisitos del usuario y del producto 
suelen cambiar conforme se desarrolla el mismo. Las fechas de mercado y la 
competencia hacen que no sea posible esperar a poner en el mercado un 
producto absolutamente completo, por lo que se debe introducir una versión 
funcional limitada de alguna forma para aliviar las presiones competitivas. 
 
En esas u otras situaciones similares los desarrolladores necesitan modelos de 
progreso que estén diseñados para acomodarse a una evolución temporal o 
progresiva, donde los requisitos centrales son conocidos de antemano, aunque no 
estén bien definidos a nivel detalle. 
En el modelo Cascada y Cascada Realimentado no se tiene en cuenta la 
naturaleza evolutiva del software, se plantea como estático con requisitos bien 
conocidos y definidos desde el inicio.  
 
Los evolutivos son modelos iterativos, permiten desarrollar versiones cada vez 
más completas y complejas, hasta llegar al objetivo final deseado; incluso 
evolucionar más allá, durante la fase de operación. 
 
Los modelos “Iterativo Incremental” y “Espiral” (entre otros) son dos de los más 








En términos generales, podemos distinguir, los pasos generales que sigue el 
proceso de desarrollo de un producto software. En el modelo de ciclo de vida 
seleccionado, se identifican claramente dichos pasos. La Descripción del Sistema 
es esencial para especificar y confeccionar los distintos incrementos hasta llegar al 
Producto global y final. Las actividades concurrentes (Especificación, Desarrollo y 
Validación) sintetizan el desarrollo pormenorizado de los incrementos, que se hará 
posteriormente. 
 




El diagrama nos muestra en forma muy esquemática, el funcionamiento de un 
ciclo iterativo incremental, el cual permite la entrega de versiones parciales a 
medida que se va construyendo el producto final. Es decir, a medida que cada 
incremento definido llega a su etapa de operación y mantenimiento. Cada versión 
emitida incorpora a los anteriores incrementos las funcionalidades y requisitos que 
fueron analizados como necesarios. 
 
El incremental es un modelo de tipo evolutivo que está basado en varios ciclos 





Se muestra un refino del diagrama previo, bajo un esquema temporal, para 
obtener finalmente el esquema del Modelo de ciclo de vida Iterativo Incremental, 
con sus actividades genéricas asociadas. Aquí se observa claramente cada ciclo 
cascada que es aplicado para la obtención de un incremento; estos últimos se van 
integrando para obtener el producto final completo. Cada incremento es un ciclo 
Cascada Realimentado, aunque, por simplicidad, en la figura 6 se muestra como 
secuencial puro. 
 




Se observa que existen actividades de desarrollo (para cada incremento) que son 
realizadas en paralelo o concurrentemente, así por ejemplo, en la figura, mientras 
se realiza el diseño detalle del primer incremento ya se está realizando en análisis 
del segundo. La figura es sólo esquemática, un incremento no necesariamente se 
iniciará durante la fase de diseño del anterior, puede ser posterior (incluso antes), 
en cualquier tiempo de la etapa previa. Cada incremento concluye con la actividad 
de “Operación y Mantenimiento” (indicada "Operación" en la figura), que es donde 
se produce la entrega del producto parcial al cliente. El momento de inicio de cada 
incremento es dependiente de varios factores: tipo de sistema; independencia o 
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dependencia entre incrementos (dos de ellos totalmente independientes pueden 
ser fácilmente iniciados al mismo tiempo si se dispone de personal suficiente); 
capacidad y cantidad de profesionales involucrados en el desarrollo; etc. 
 
Bajo este modelo se entrega software “por partes funcionales más pequeñas”, 
pero reutilizables, llamadas incrementos. En general cada incremento se 
construye sobre aquel que ya fue entregado.  
Como se muestra en la figura, se aplican secuencias Cascada en forma 
escalonada, mientras progresa el tiempo calendario. Cada secuencia lineal o 
Cascada produce un incremento y a menudo el primer incremento es un sistema 
básico, con muchas funciones suplementarias (conocidas o no) sin entregar. 
 
El cliente utiliza inicialmente ese sistema básico intertanto, el resultado de su uso y 
evaluación puede aportar al plan para el desarrollo del/los siguientes incrementos 
(o versiones). Además también aportan a ese plan otros factores, como lo es la 
priorización (mayor o menor urgencia en la necesidad de cada incremento) y la 
dependencia entre incrementos (o independencia). 
 
Luego de cada integración se entrega un producto con mayor funcionalidad que el 
previo. El proceso se repite hasta alcanzar el software final completo. 
 
Siendo iterativo, con el modelo incremental se entrega un producto parcial pero 
completamente operacional en cada incremento, y no una parte que sea usada 
para reajustar los requerimientos (como si ocurre en el modelo de construcción de 
prototipos).  
 
El enfoque incremental resulta muy útil con baja dotación de personal para el 




entregan versiones incompletas pero que proporcionan al usuario funcionalidad 
básica (y cada vez mayor). También es un modelo útil a los fines de evaluación. 
 
Nota: Puede ser considerado y útil, en cualquier momento o incremento incorporar 
temporalmente el paradigma MCP como complemento, teniendo así una mixtura 




Un procesador de texto que sea desarrollado bajo el paradigma Incremental 
podría aportar, en principio, funciones básicas de edición de archivos y producción 
de documentos (algo como un editor simple). En un segundo incremento se le 
podría agregar edición más sofisticada, y de generación y mezcla de documentos. 
En un tercer incremento podría considerarse el agregado de funciones de 
corrección ortográfica, esquemas de paginado y plantillas; en un cuarto 
capacidades de dibujo propias y ecuaciones matemáticas. Así sucesivamente 
hasta llegar al procesador final requerido. Así, el producto va creciendo, 
acercándose a su meta final, pero desde la entrega del primer incremento ya es 
útil y funcional para el cliente, el cual observa una respuesta rápida en cuanto a 
entrega temprana; sin notar que la fecha límite del proyecto puede no estar 
acotada ni tan definida, lo que da margen de operación y alivia presiones al equipo 
de desarrollo.  
 
Como se dijo, el Iterativo Incremental es un modelo del tipo evolutivo, es decir 
donde se permiten y esperan probables cambios en los requisitos en tiempo de 
desarrollo; se admite cierto margen para que el software pueda evolucionar. 
Aplicable cuando los requisitos son medianamente bien conocidos pero no son 
completamente estáticos y definidos, cuestión es que si es indispensable para 




El modelo es aconsejable para el desarrollo de software en el cual se observe, en 
su etapa inicial de análisis, que posee áreas bastante bien definidas a cubrir, con 
suficiente independencia como para ser desarrolladas en etapas sucesivas. Tales 
áreas a cubrir suelen tener distintos grados de apremio por lo cual las mismas se 
deben priorizar en un análisis previo, es decir, definir cuál será la primera, la 
segunda, y así sucesivamente; esto se conoce como “definición de los 
incrementos” con base en priorización. Pueden no existir prioridades funcionales 
por parte del cliente, pero el desarrollador debe fijarlas de todos modos y con 
algún criterio, ya que basándose en ellas se desarrollarán y entregarán los 
distintos incrementos. 
 
El hecho de que existan incrementos funcionales del software lleva 
inmediatamente a pensar en un esquema de desarrollo modular, por tanto este 
modelo facilita tal paradigma de diseño. 
 
En resumen, un modelo incremental lleva a pensar en un desarrollo modular, con 
entregas parciales del producto software denominados “incrementos” del sistema, 
que son escogidos según prioridades predefinidas de algún modo. El modelo 
permite una implementación con refinamientos sucesivos (ampliación o mejora). 
Con cada incremento se agrega nueva funcionalidad o se cubren nuevos 
requisitos o bien se mejora la versión previamente implementada del producto 
software. 
 
Este modelo brinda cierta flexibilidad para que durante el desarrollo se incluyan 
cambios en los requisitos por parte del usuario, un cambio de requisitos propuesto 
y aprobado puede analizarse e implementarse como un nuevo incremento o, 
eventualmente, podrá constituir una mejora/adecuación de uno ya planeado. 
Aunque si se produce un cambio de requisitos por parte del cliente que afecte 
incrementos previos ya terminados (detección/incorporación tardía) se debe 
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evaluar la factibilidad y realizar un acuerdo con el cliente, ya que puede impactar 
fuertemente en los costos. 
 
La selección de este modelo permite realizar entregas funcionales tempranas al 
cliente (lo cual es beneficioso tanto para él como para el grupo de desarrollo). Se 
priorizan las entregas de aquellos módulos o incrementos en que surja la 
necesidad operativa de hacerlo, por ejemplo para cargas previas de información, 
indispensable para los incrementos siguientes.  
El modelo iterativo incremental no obliga a especificar con precisión y detalle 
absolutamente todo lo que el sistema debe hacer, (y cómo), antes de ser 
construido (como el caso del cascada, con requisitos congelados). Sólo se hace 
en el incremento en desarrollo. Esto torna más manejable el proceso y reduce el 
impacto en los costos. Esto es así, porque en caso de alterar o rehacer los 
requisitos, solo afecta una parte del sistema. Aunque, lógicamente, esta situación 
se agrava si se presenta en estado avanzado, es decir en los últimos incrementos. 
En definitiva, el modelo facilita la incorporación de nuevos requisitos durante el 
desarrollo. 
 
Con un paradigma incremental se reduce el tiempo de desarrollo inicial, ya que se 
implementa funcionalidad parcial. También provee un impacto ventajoso frente al 
cliente, que es la entrega temprana de partes operativas del software. 
El modelo proporciona todas las ventajas del modelo en cascada realimentado, 
reduciendo sus desventajas sólo al ámbito de cada incremento. 
 
El modelo incremental no es recomendable para casos de sistemas de tiempo 






7.3.3.4 Modelo en Espiral 
 
El modelo espiral fue propuesto inicialmente por Barry Boehm7. Es un modelo 
evolutivo que conjuga la naturaleza iterativa del modelo MCP con los aspectos 
controlados y sistemáticos del Modelo Cascada. Proporciona potencial para 
desarrollo rápido de versiones incrementales. En el modelo Espiral el software se 
construye en una serie de versiones incrementales. En las primeras iteraciones la 
versión incremental podría ser un modelo en papel o bien un prototipo. En las 
últimas iteraciones se producen versiones cada vez más completas del sistema 
diseñado.  
 
El modelo se divide en un número de Actividades de marco de trabajo, llamadas 
"regiones de tareas". En general existen entre tres y seis regiones de tareas (hay 
variantes del modelo). Se muestra el esquema de un Modelo Espiral con 6 
regiones. En este caso se explica una variante del modelo original de Boehm, 
expuesto en su tratado de 1988; en 1998 expuso un tratado más reciente. 
 
Figura 5. Modelo espiral para el ciclo de vida del software. 
 
                                                             
7 http://es.wikipedia.org/wiki/Barry_Boehm 
En 1957 recibió su grado de B.A., y sus grados de M.S. y de Ph.D. en Harvard. Se licenció de matemáticas en University of 
California, Los Ángeles en 1961 y 1964 respectivamente. 
Fue Programador-Analista en General Dynamics entre 1955 y 1959. 
De 1959 a 1973 trabajó en Rand Corporation culminando como jefe del departamento de las ciencias de la información. 
Entre 1973 y 1989 trabajó en Thompson Ramo Wooldridge Inc (TRW), donde consiguió el puesto como principal científico 
del grupo de los sistemas de defensa. 
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Las regiones definidas en el modelo de la figura son: 
 
• Región 1 - Tareas requeridas para establecer la comunicación entre el 
cliente y el desarrollador.  
 
• Región 2 - Tareas inherentes a la definición de los recursos, tiempo y otra 
información relacionada con el proyecto.  
 
• Región 3 - Tareas necesarias para evaluar los riesgos técnicos y de gestión 
del proyecto.  
 
• Región 4 - Tareas para construir una o más representaciones de la 
aplicación software.  
 
• Región 5 - Tareas para construir la aplicación, instalarla, probarla y 
proporcionar soporte al usuario o cliente (Ej. documentación y práctica).  
 
• Región 6 - Tareas para obtener la reacción del cliente, según la evaluación 
de lo creado e instalado en los ciclos anteriores.  
 
Las actividades enunciadas para el marco de trabajo son generales y se aplican a 
cualquier proyecto, grande, mediano o pequeño, complejo o no. Las regiones que 
definen esas actividades comprenden un "conjunto de tareas" del trabajo: ese 
conjunto sí se debe adaptar a las características del proyecto en particular a 
emprender. Nótese que lo listado en los ítems de 1 a 6 son conjuntos de tareas, 
algunas de las ellas normalmente dependen del proyecto o desarrollo en sí. 
 
Proyectos pequeños requieren baja cantidad de tareas y también de formalidad. 
En proyectos mayores o críticos cada región de tareas contiene labores de más 
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alto nivel de formalidad. En cualquier caso se aplican actividades de protección 
(por ejemplo, gestión de configuración del software, garantía de calidad, etc.). 
 
Al inicio del ciclo, o proceso evolutivo, el equipo de ingeniería gira alrededor del 
espiral (metafóricamente hablando) comenzando por el centro (marcado con ๑ en 
la figura 7) y en el sentido indicado; el primer circuito de la espiral puede producir 
el desarrollo de una especificación del producto; los pasos siguientes podrían 
generar un prototipo y progresivamente versiones más sofisticadas del software. 
 
Cada paso por la región de planificación provoca ajustes en el plan del proyecto; el 
coste y planificación se realimentan en función de la evaluación del cliente. El 
gestor de proyectos debe ajustar el número de iteraciones requeridas para 
completar el desarrollo. 
 
El modelo espiral puede ir adaptándose y aplicarse a lo largo de todo el Ciclo de 
vida del software (en el modelo clásico, o cascada, el proceso termina a la entrega 
del software). 
 
Una visión alternativa del modelo puede observarse examinando el "eje de punto 
de entrada de proyectos". Cada uno de los circulitos (๏) fijados a lo largo del eje 
representan puntos de arranque de los distintos proyectos (relacionados); a saber: 
 
• Un proyecto de "Desarrollo de Conceptos" comienza al inicio de la espiral, 
hace múltiples iteraciones hasta que se completa, es la zona marcada con 
verde.  
 
• Si lo anterior se va a desarrollar como producto real, se inicia otro proyecto: 
"Desarrollo de nuevo Producto". Que evolucionará con iteraciones hasta 
culminar; es la zona marcada en color azul.  
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• Eventual y análogamente se generarán proyectos de "Mejoras de 
Productos" y de "Mantenimiento de productos", con las iteraciones 
necesarias en cada área (zonas roja y gris, respectivamente).  
 
Cuando la espiral se caracteriza de esta forma, está operativa hasta que el 
software se retira, eventualmente puede estar inactivo (el proceso), pero cuando 
se produce un cambio el proceso arranca nuevamente en el punto de entrada 
apropiado (por ejemplo, en "Mejora del Producto"). 
 
El modelo espiral da un enfoque realista, que evoluciona igual que el software; se 
adapta muy bien para desarrollos a gran escala. 
 
El Espiral utiliza el MCP8 para reducir riesgos y permite aplicarlo en cualquier 
etapa de la evolución. Mantiene el enfoque clásico (cascada) pero incorpora un 
marco de trabajo iterativo que refleja mejor la realidad. 
 
Este modelo requiere considerar riesgos técnicos en todas las etapas del 
proyecto; aplicado adecuadamente debe reducirlos antes de que sean un 
verdadero problema. 
 
El Modelo evolutivo como el Espiral es particularmente apto para el desarrollo de 
Sistemas Operativos (complejos); también en sistemas de altos riesgos o críticos 
(Ej. navegadores y controladores aeronáuticos) y en todos aquellos en que sea 
necesaria una fuerte gestión del proyecto y sus riesgos, técnicos o de gestión. 
 
Desventajas importantes: 
                                                            
8
 http://es.wikipedia.org/wiki/Modelo_de_prototipos 
MCP: En Ingeniería de software el desarrollo con prototipación, también llamado modelo de 
prototipos que pertenece a los modelos de desarrollo evolutivo, se inicia con la definición de los 
objetivos globales para el software, luego se identifican los requisitos conocidos y las áreas del 
esquema en donde es necesaria más definición. Entonces se plantea con rapidez una iteración de 
construcción de prototipos y se presenta el modelado (en forma de un diseño rápido). 
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• Requiere mucha experiencia y habilidad para la evaluación de los riesgos, 
lo cual es requisito para el éxito del proyecto.  
 
• Es difícil convencer a los grandes clientes que se podrá controlar este 
enfoque evolutivo.  
 
Este modelo no se ha usado tanto, como el Cascada (Incremental) o MCP, por lo 
que no se tiene bien medida su eficacia, es un paradigma relativamente nuevo y 
difícil de implementar y controlar. 
 
7.3.3.5 Modelo en Espiral Win & Win 
 
Una variante interesante del Modelo Espiral previamente visto (Fig. 6) es el 
"Modelo espiral Win-Win" (Barry Boehm). El Modelo Espiral previo (clásico) 
sugiere la comunicación con el cliente para fijar los requisitos, en que simplemente 
se pregunta al cliente qué necesita y él proporciona la información para continuar; 
pero esto es en un contexto ideal que rara vez ocurre. Normalmente cliente y 
desarrollador entran en una negociación, se negocia coste frente a funcionalidad, 
rendimiento, calidad, etc. 
 
"Es así que la obtención de requisitos requiere una negociación, que tiene éxito 
cuando ambas partes ganan". 
 
Las mejores negociaciones se fuerzan en obtener "Victoria & Victoria" (Win & 
Win), es decir que el cliente gane obteniendo el producto que lo satisfaga, y el 
desarrollador también gane consiguiendo presupuesto y fecha de entrega realista. 
Evidentemente, este modelo requiere fuertes habilidades de negociación. 
El modelo Win-Win define un conjunto de actividades de negociación al principio 




1. Identificación del sistema o subsistemas clave de los directivos9 (saber qué 
quieren).  
 
2. Determinación de "condiciones de victoria" de los directivos (saber qué 
necesitan y los satisface)  
 
3. Negociación de las condiciones "victoria" de los directivos para obtener 
condiciones "Victoria & Victoria" (negociar para que ambos ganen).  
 
El modelo Win & Win hace énfasis en la negociación inicial, también introduce 3 
hitos en el proceso llamados "puntos de fijación", que ayudan a establecer la 
completitud de un ciclo de la espiral, y proporcionan hitos de decisión antes de 
continuar el proyecto de desarrollo del software. 
 
7.3.3.6 ETAPAS EN EL DESARROLLO DEL SOFTWARE 
 
7.3.3.6.1 Captura, análisis y especificación de requisitos 
 
Al inicio de un desarrollo (no de un proyecto), esta es la primera fase que se 
realiza, y, según el modelo de proceso adoptado, puede casi terminar para pasar a 
la próxima etapa (caso de Modelo Cascada Realimentado) o puede hacerse 
parcialmente para luego retomarla (caso Modelo Iterativo Incremental u otros de 
carácter evolutivo). 
En simple palabras y básicamente, durante esta fase, se adquieren, reúnen y 
especifican las características funcionales y no funcionales que deberá cumplir el 
futuro programa o sistema a desarrollar. 
 
                                                            
9
 Directivo: Cliente escogido con interés directo en el producto, que puede ser premiado por la 




Las bondades de las características, tanto del sistema o programa a desarrollar, 
como de su entorno, parámetros no funcionales y arquitectura dependen 
enormemente de lo bien lograda que esté esta etapa. Esta es, probablemente, la 
de mayor importancia y una de las fases más difíciles de lograr certeramente, 
pues no es automatizable, no es muy técnica y depende en gran medida de la 
habilidad y experiencia del analista que la realice. 
 
Involucra fuertemente al usuario o cliente del sistema, por tanto tiene matices muy 
subjetivos y es difícil de modelar con certeza o aplicar una técnica que sea "la más 
cercana a la adecuada" (de hecho no existe "la estrictamente adecuada"). Si bien 
se han ideado varias metodologías, incluso software de apoyo, para captura, 
elicitación y registro de requisitos, no existe una forma infalible o absolutamente 
confiable, y deben aplicarse conjuntamente buenos criterios y mucho sentido 
común por parte del o los analistas encargados de la tarea; es fundamental 
también lograr una fluida y adecuada comunicación y comprensión con el usuario 
final o cliente del sistema. 
 
El artefacto más importante resultado de la culminación de esta etapa es lo que se 
conoce como especificación de requisitos software o simplemente documento 
ERS. 
 
Como se dijo, la habilidad del analista para interactuar con el cliente es 
fundamental; lo común es que el cliente tenga un objetivo general o problema a 
resolver, no conoce en absoluto el área (informática), ni su jerga, ni siquiera sabe 
con precisión qué debería hacer el producto software (qué y cuantas funciones) ni, 
mucho menos, cómo debe operar. En otros casos menos frecuentes, el cliente 
"piensa" que sabe precisamente lo que el software tiene que hacer, y 
generalmente acierta muy parcialmente, pero su empecinamiento entorpece la 
tarea de elicitación. El analista debe tener la capacidad para lidiar con este tipo de 
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problemas, que incluyen relaciones humanas; tiene que saber ponerse al nivel del 
usuario para permitir una adecuada comunicación y comprensión. 
 
Escasas son las situaciones en que el cliente sabe con certeza e incluso con 
completitud lo que requiere de su futuro sistema, este es el caso más sencillo para 
el analista. 
 
Las tareas relativas a captura, elicitación, modelado y registro de requerimientos, 
además de ser sumamente importante, puede llegar a ser dificultosa de lograr 
acertadamente y llevar bastante tiempo relativo al proceso total del desarrollo; al 
proceso y metodologías para llevar a cabo este conjunto de actividades 
normalmente se las asume parte propia de la Ingeniería de Software, pero dada la 
antedicha complejidad, actualmente se habla de una Ingeniería en Requisitos, 
aunque ella aún no existe formalmente. 
 
Hay grupos de estudio e investigación, en todo el mundo, que están 
exclusivamente abocados a la idear modelos, técnicas y procesos para intentar 
lograr la correcta captura, análisis y registro de requerimientos. Estos grupos son 
los que normalmente hablan de la Ingeniería en Requisitos; es decir se plantea 
ésta como un área o disciplina pero no como una carrera universitaria en sí 
misma. 
 
Algunos requisitos no necesitan la presencia del cliente, para ser capturados o 
analizados; en ciertos casos los puede proponer el mismo analista o, incluso, 
adoptar unilateralmente decisiones que considera adecuadas (tanto en 
requerimientos funcionales como no funcionales). Por citar ejemplos probables: 
Algunos requisitos sobre la arquitectura del sistema, requisitos no funcionales 
tales como los relativos al rendimiento, nivel de soporte a errores operativos, 
plataformas de desarrollo, relaciones internas o ligas entre la información (entre 
registros o tablas de datos) a almacenar en caso de bases o bancos de datos, etc.  
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Algunos funcionales tales como opciones secundarias o de soporte necesarias 
para una mejor o más sencilla operatividad; etc. 
 
La obtención de especificaciones a partir del cliente (u otros actores intervinientes) 
es un proceso humano muy interactivo e iterativo; normalmente a medida que se 
captura la información, se la analiza y realimenta con el cliente, refinándola, 
puliéndola y corrigiendo si es necesario; cualquiera sea el método de ERS 
utilizado. EL analista siempre debe llegar a conocer la temática y el problema a 
resolver, dominarlo, hasta cierto punto, hasta el ámbito que el futuro sistema a 
desarrollar lo abarque. Por ello el analista debe tener alta capacidad para 
comprender problemas de muy diversas áreas o disciplinas de trabajo (que no son 
específicamente suyas); así por ejemplo, si el sistema a desarrollar será para 
gestionar información de una aseguradora y sus sucursales remotas, el analista se 
debe compenetrar en cómo ella trabaja y maneja su información, desde niveles 
muy bajos e incluso llegando hasta los gerenciales. Dada a gran diversidad de 
campos a cubrir, los analistas suelen ser asistidos por especialistas, es decir gente 
que conoce profundamente el área para la cual se desarrollará el software; 
evidentemente una única persona (el analista) no puede abarcar tan vasta 
cantidad de áreas del conocimiento. En empresas grandes de desarrollo de 
productos software, es común tener analistas especializados en ciertas áreas de 
trabajo. 
 
Contrariamente, no es problema del cliente, es decir él no tiene por qué saber 
nada de software, ni de diseños, ni otras cosas relacionadas; sólo se debe limitar a 
aportar objetivos, datos e información (de mano propia o de sus registros, equipos, 
empleados, etc.) al analista, y guiado por él, para que, en primera instancia, defina 





Es bien conocida la presión que sufren los desarrolladores de sistemas 
informáticos para comprender y rescatar las necesidades de los clientes/usuarios. 
Cuanto más complejo es el contexto del problema más difícil es lograrlo, a veces 
se fuerza a los desarrolladores a tener que convertirse en casi expertos de los 
dominios que analizan. 
 
Cuando esto no sucede es muy probable que se genere un conjunto de requisitos 
erróneos o incompletos y por lo tanto un producto de software con alto grado de 
desaprobación por parte de los clientes/usuarios y un altísimo costo de 
reingeniería y mantenimiento. Todo aquello que no se detecte, o resulte mal 
entendido en la etapa inicial provocará un fuerte impacto negativo en los 
requisitos, propagando esta corriente degradante a lo largo de todo el proceso de 
desarrollo e incrementando su perjuicio cuanto más tardía sea su detección (Bell y 
Thayer 1976) (Davis 1993). 
 
7.3.3.6.2 Procesos, modelado y formas de elicitación de requisitos 
 
Siendo que la captura, elicitación y especificación de requisitos, es una parte 
crucial en el proceso de desarrollo de software, ya que de esta etapa depende el 
logro de los objetivos finales previstos, se han ideado modelos y diversas 
metodologías de trabajo para estos fines. También existen herramientas software 
que apoyan las tareas relativas realizadas por el ingeniero en requisitos. 
 
El estándar IEEE 830-1998 brinda una normalización de las "Prácticas 
Recomendadas para la Especificación de Requisitos Software". 
A medida que se obtienen los requisitos, normalmente se los va analizando, el 
resultado de este análisis, con o sin el cliente, se plasma en un documento, 
conocido como ERS o Especificación de Requisitos Software, cuya estructura 




Un primer paso para realizar el relevamiento de información es el conocimiento y 
definición acertada lo que se conoce como "Universo de Discurso" del problema, 
que se define y entiende por: 
 
Universo de Discurso (UdeD): es el contexto general en el cual el software deberá 
ser desarrollado y deberá operar. El UdeD incluye todas las fuentes de 
información y todas las personas relacionadas con el software. Esas personas son 
conocidas también como actores de ese universo. El UdeD es la realidad 
circunstanciada por el conjunto de objetivos definidos por quienes demandaron el 
software. 
 
A partir de la extracción y análisis de información en su ámbito se obtienen todas 
las especificaciones necesarias y tipos de requisitos para el futuro producto 
software. 
 
El objetivo de la Ingeniería de Requisitos (IR) es sistematizar el proceso de 
definición de requisitos permitiendo elicitar, modelar y analizar el problema, 
generando un compromiso entre los Ingenieros de Requisitos y los 
clientes/usuarios, ya que ambos participan en la generación y definición de los 
requisitos del sistema. La IR aporta un conjunto de métodos, técnicas y 
herramientas que asisten a los ingenieros de requisitos (analistas) para obtener 
requerimientos lo más seguros, veraces, completos y oportunos posibles, 
permitiendo básicamente: 
 
• Comprender el problema  
• Facilitar la obtención de las necesidades del cliente/usuario  
• Validar con el cliente/usuario  




Si bien existen diversas formas, modelos y metodologías para elicitar, definir y 
documentar requerimientos, no se puede decir que alguna de ellas sea mejor o 
peor que la otra, suelen tener muchísimo en común, y todas cumplen el mismo 
objetivo. Sin embargo, lo que sí se puede decir sin dudas es que es indispensable 
utilizar alguna de ellas para documentar las especificaciones del futuro producto 
software. Así por ejemplo, hay un grupo de investigación argentino que desde 
hace varios años ha propuesto y estudia el uso del LEL (Léxico Extendido del 
Lenguaje) y Escenarios como metodología, aquí se presenta una de las tantas 
referencias y bibliografía sobre ello. Otra forma, más ortodoxa, de capturar y 
documentar requisitos se puede obtener en detalle, por ejemplo, en el trabajo de la 
Universidad de Sevilla sobre "Metodología para el Análisis de Requisitos de 
Sistemas Software". 
 
Se muestra un esquema, más o menos riguroso, aunque no detallado, de los 
pasos y tareas a seguir para realizar la captura, análisis y especificación de 
requerimientos software. También allí se observa qué artefacto o documento se 
obtiene en cada etapa del proceso. En el diagrama no se explicita metodología o 


















Una posible lista, general y ordenada, de tareas recomendadas para obtener la 
definición de lo que se debe realizar, los productos a obtener y las técnicas a 
emplear durante la actividad de elicitación de requisitos, en fase de Especificación 
de Requisitos Software es: 
 
1. Obtener información sobre el dominio del problema y el sistema actual 
(UdeD).  
2. Preparar y realizar las reuniones para elicitación/negociación.  
3. Identificar/revisar los objetivos del usuario.  
4. Identificar/revisar los objetivos del sistema.  
5. Identificar/revisar los requisitos de información.  
6. Identificar/revisar los requisitos funcionales.  
7. Identificar/revisar los requisitos no funcionales.  






Algunos principios básicos a tener en cuenta: 
 
• Presentar y entender cabalmente el dominio de la información del 
problema.  
 
• Definir correctamente las funciones que debe realizar el Software.  
 
• Representar el comportamiento del software a consecuencias de 
acontecimientos externos, particulares, incluso inesperados.  
 
• Reconocer requisitos incompletos, ambiguos o contradictorios.  
 
• Dividir claramente los modelos que representan la información, las 
funciones y comportamiento y características no funcionales.  
 
7.3.3.6.3 Clasificación e identificación de requerimientos 
 
Se pueden identificar dos formas de requisitos: 
 
• Requisitos de usuario: Los requisitos de usuario son frases en lenguaje 
natural junto a diagramas con los servicios que el sistema debe 
proporcionar, así como las restricciones bajo las que debe operar.  
 
• Requisitos de sistema: Los requisitos de sistema determinan los servicios 
del sistema y pero con las restricciones en detalle. Sirven como contrato.  
 
Es decir, ambos son lo mismo, pero con distinto nivel de detalle. 
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Ejemplo de requisito de usuario: El sistema debe hacer préstamos Ejemplo de 
requisito de sistema: Función préstamo: entrada código socio, código ejemplar; 
salida: fecha devolución; etc. 
 
Se clasifican en tres los tipos de requisitos de sistema: 
• Requisitos funcionales  
Los requisitos funcionales describen: 
• Los servicios que proporciona el sistema (funciones).  
• La respuesta del sistema ante determinadas entradas.  
• El comportamiento del sistema en situaciones particulares.  
• Requisitos no funcionales  
 
Los requisitos no funcionales son restricciones de los servicios o funciones que 
ofrece el sistema (ej. cotas de tiempo, proceso de desarrollo, rendimiento, etc.) 
 
Ejemplo 1. La biblioteca Central debe ser capaz de atender 
simultáneamente a todas las bibliotecas de la Universidad  
 
Ejemplo 2. El tiempo de respuesta a una consulta remota no debe ser 
superior a ½. 
 
A su vez, hay tres tipos de requisitos no funcionales:  
 
• Requisitos del producto. Especifican el comportamiento del producto (Ej. 
prestaciones, memoria, tasa de fallos, etc.)  
 
• Requisitos organizativos. Se derivan de las políticas y procedimientos de 
las organizaciones de los clientes y desarrolladores (Ej. estándares de 
proceso, lenguajes de programación, etc.)  
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• Requisitos externos. Se derivan de factores externos al sistema y al 
proceso de desarrollo (Ej. requisitos legislativos, éticos, etc.)  
 
• Requisitos del dominio.  
o Los requisitos del dominio se derivan del dominio de la aplicación y 
reflejan características de dicho dominio. 
 
o Pueden ser funcionales o no funcionales. 
 
Ej. El sistema de biblioteca de la Universidad debe ser capaz de exportar datos 
mediante el Lenguaje de Intercomunicación de Bibliotecas de España (LIBE).  
Ej. El sistema de biblioteca no podrá acceder a bibliotecas con material censurado. 
 
7.3.3.7 Diseño del sistema 
 
7.3.3.7.1 Codificación del software 
 
Durante esta la etapa se realizan las tareas que comúnmente se conocen como 
programación; que consiste, esencialmente, en llevar a código fuente, en el 
lenguaje de programación elegido, todo lo diseñado en la fase anterior. Esta tarea 
la realiza el programador, siguiendo por completo los lineamientos impuestos en el 
diseño y en consideración siempre a los requisitos funcionales y no funcionales 
(ERS) especificados en la primera etapa. 
 
Es común pensar que la etapa de programación o codificación (algunos la llaman 
implementación) es la que insume la mayor parte del trabajo de desarrollo del 
software; sin embargo, esto puede ser relativo (y generalmente aplicable a 
sistemas de pequeño porte) ya que las etapas previas son cruciales, críticas y 
pueden llevar bastante más tiempo. Se suele hacer estimaciones de un 30% del 
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tiempo total insumido en la programación, pero esta cifra no es consistente ya que 
depende en gran medida de las características del sistema, su criticidad y el 
lenguaje de programación10 elegido. En tanto menor es el nivel del lenguaje mayor 
será el tiempo de programación requerido, así por ejemplo se tardaría más tiempo 
en codificar un algoritmo en lenguaje ensamblador que el mismo programado en 
lenguaje C. 
 
Mientras se programa la aplicación, sistema, o software en general, se realizan 
también tareas de depuración, esto es la labor de ir liberando al código de los 
errores factibles de ser hallados en esta fase (de semántica, sintáctica y lógica). 
Hay una suerte de solapamiento con la fase siguiente, ya que para depurar la 
lógica es necesario realizar pruebas unitarias, normalmente con datos de prueba; 
claro es que no todos los errores serán encontrados sólo en la etapa de 
programación, habrá otros que se encontrarán durante las etapas subsiguientes.  
 
La aparición de algún error funcional (mala respuesta a los requerimientos) 
eventualmente puede llevar a retornar a la fase de diseño antes de continuar la 
codificación. 
 
Durante la fase de programación, el código puede adoptar varios estados, 
dependiendo de la forma de trabajo y del lenguaje elegido, a saber: 
 
• Código fuente: es el escrito directamente por los programadores en editores 
de texto, lo cual genera el programa. Contiene el conjunto de instrucciones 
                                                            
10
 http://es.wikipedia.org/wiki/Lenguaje_de_programaci%C3%B3n 
Un lenguaje de programación es un idioma artificial diseñado para expresar computaciones que 
pueden ser llevadas a cabo por máquinas como las computadoras. Pueden usarse para crear 
programas que controlen el comportamiento físico y lógico de una máquina, para expresar 
algoritmos con precisión, o como modo de comunicación humana.1 Está formado de un conjunto de 
símbolos y reglas sintácticas y semánticas que definen su estructura y el significado de sus 
elementos y expresiones. Al proceso por el cual se escribe, se prueba, se depura, se compila y se 
mantiene el código fuente de un programa informático se le llama programación. 
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codificadas en algún lenguaje de alto nivel. Puede estar distribuido en 
paquetes, procedimientos, bibliotecas fuente, etc.  
 
• Código objeto: es el código binario o intermedio resultante de procesar con 
un compilador el código fuente. Consiste en una traducción completa y de 
una sola vez de éste último. El código objeto no es inteligible por el ser 
humano (normalmente es formato binario) pero tampoco es directamente 
ejecutable por la computadora. Se trata de una representación intermedia 
entre el código fuente y el código ejecutable, a los fines de un enlace final 
con las rutinas de biblioteca y entre procedimientos o bien para su uso con 
un pequeño intérprete intermedio [a modo de distintos ejemplos véase 
EUPHORIA, (intérprete intermedio), FORTRAN (compilador puro) MSIL 
(Microsoft Intermediate Language) (intérprete) y BASIC (intérprete puro, 
intérprete intermedio, compilador intermedio o compilador puro, depende de 
la versión utilizada)].  
o El código objeto no existe si el programador trabaja con un lenguaje 
a modo de intérprete puro, en este caso el mismo intérprete se 
encarga de traducir y ejecutar línea por línea el código fuente (de 
acuerdo al flujo del programa), en tiempo de ejecución. En este caso 
tampoco existe el o los archivos de código ejecutable. Una 
desventaja de esta modalidad es que la ejecución del programa o 
sistema es un poco más lenta que si se hiciera con un intérprete 
intermedio, y bastante más lenta que si existe el o los archivos de 
código ejecutable. Es decir no favorece el rendimiento en velocidad 
de ejecución. Pero una gran ventaja de la modalidad intérprete puro, 
es que el esta forma de trabajo facilita enormemente la tarea de 
depuración del código fuente (frente a la alternativa de hacerlo con 
un compilador puro). Frecuentemente se suele usar una forma mixta 
de trabajo (si el lenguaje de programación elegido lo permite), es 
decir inicialmente trabajar a modo de intérprete puro, y una vez 
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depurado el código fuente (liberado de errores) se utiliza un 
compilador del mismo lenguaje para obtener el código ejecutable 
completo, con lo cual se agiliza la depuración y la velocidad de 
ejecución se optimiza.  
 
• Código ejecutable: Es el código binario resultado de enlazar uno o más 
fragmentos de código objeto con las rutinas y bibliotecas necesarias. 
Constituye uno o más archivos binarios con un formato tal que el sistema 
operativo es capaz de cargarlo en la memoria RAM (eventualmente también 
parte en una memoria virtual), y proceder a su ejecución directa. Por lo 
anterior se dice que el código ejecutable es directamente "inteligible por la 
computadora". El código ejecutable, también conocido como código 
máquina, no existe si se programa con modalidad de "intérprete puro".  
 
7.3.3.7.2 Pruebas (unitarias y de integración) 
 
Entre las diversas pruebas que se le efectúan al software se pueden distinguir 
principalmente: 
 
• Prueba unitarias: Consisten en probar o testear piezas de software 
pequeñas; a nivel de secciones, procedimientos, funciones y módulos; 
aquellas que tengan funcionalidades específicas. Dichas pruebas se utilizan 
para asegurar el correcto funcionamiento de secciones de código, mucho 
más reducidas que el conjunto, y que tienen funciones concretas con cierto 
grado de independencia.  
 
• Pruebas de integración: Se realizan una vez que las pruebas unitarias 
fueron concluidas exitosamente; con éstas se intenta asegurar que el 
sistema completo, incluso los subsistemas que componen las piezas 
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individuales grandes del software funcionen correctamente al operar e inter 
operar en conjunto.  
 
Las pruebas normalmente se efectúan con los llamados datos de prueba, que es 
un conjunto seleccionado de datos típicos a los que puede verse sometido el 
sistema, los módulos o los bloques de código. También se escogen: Datos que 
llevan a condiciones límites al software a fin de probar su tolerancia y robustez; 
datos de utilidad para mediciones de rendimiento; datos que provocan condiciones 
eventuales o particulares poco comunes y a las que el software normalmente no 
estará sometido pero pueden ocurrir; etc. Los "datos de prueba" no 
necesariamente son ficticios o "creados", pero normalmente si lo son los de poca 
probabilidad de ocurrencia. 
 
Generalmente, existe un fase probatoria final y completa del software, llamada 
Beta Test11, durante la cual el sistema instalado en condiciones normales de 
operación y trabajo es probado exhaustivamente a fin de encontrar errores, 
inestabilidades, respuestas erróneas, etc. que hayan pasado los previos controles. 
Estas son normalmente realizadas por personal idóneo contratado o afectado 
específicamente a ello. Los posibles errores encontrados se transmiten a los 
desarrolladores para su depuración. En el caso de software de desarrollo "a 
pedido", el usuario final (cliente) es el que realiza el Beta Test, teniendo para ello 
un período de prueba pactado con el desarrollador. 
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 http://es.wikipedia.org/wiki/Beta_tester 
BETA TEST: Un Beta tester es un usuario de programas cuyos ejecutables están pendientes de 
terminar su fase de desarrollo, o alcanzar un alto nivel de funcionamiento, pero que aún no son 
completamente estables. Los beta testers usan sus conocimientos informáticos y su tiempo para 
detectar errores en el software y así poder informar de éstos para que los desarrolladores los 
corrijan, o corregirlos ellos mismos. Algunas compañías los contratan para asegurarse de que sus 
programas van a funcionar lo mejor posible en el mercado. Otro tipo de beta testers son los que 
trabajan desinteresadamente ofreciendo soporte y ayuda a la comunidad GNU. 
Generalmente el betatester comparte una cierta afinidad con la herramienta puesta a prueba en 
cuestión, de ahí el entusiasmo por probarla, verificar nuevas funcionalidades y detectar anomalías 




7.3.3.7.3 Instalación y paso a producción 
 
La instalación del software es el proceso por el cual los programas desarrollados 
son transferidos apropiadamente al computador destino, inicializados, y, 
eventualmente, configurados; todo ello con el propósito de ser ya utilizados por el 
usuario final. Constituye la etapa final en el desarrollo propiamente dicho del 
software. Luego de ésta el producto entrará en la fase de funcionamiento y 
producción, para el que fuera diseñado. 
 
La instalación, dependiendo del sistema desarrollado, puede consistir en una 
simple copia al disco rígido destino (casos raros actualmente); o bien, más 
comúnmente, con una de complejidad intermedia en la que los distintos archivos 
componentes del software (ejecutables, bibliotecas, datos propios, etc.) son 
descomprimidos y copiados a lugares específicos preestablecidos del disco; 
incluso se crean vínculos con otros productos, además del propio sistema 
operativo. Este último caso, comúnmente es un proceso bastante automático que 
es creado y guiado con herramientas software específicas (empaquetado y 
distribución, instaladores). 
 
En productos de mayor complejidad, la segunda alternativa es la utilizada, pero es 
realizada o guiada por especialistas; puede incluso requerirse la instalación en 
varios y distintos computadores (instalación distribuida). 
 
También, en software de mediana y alta complejidad normalmente es requerido un 
proceso de configuración y chequeo, por el cual se asignan adecuados 
parámetros de funcionamiento y se testea la operatividad funcional del producto. 
 
En productos de venta masiva las instalaciones completas, si son relativamente 
simples, suelen ser realizadas por los propios usuarios finales (tales como 
sistemas operativos, paquetes de oficina, utilitarios, etc.) con herramientas propias 
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de instalación guiada; incluso la configuración suele ser automática. En productos 
de diseño específico o "a medida" la instalación queda restringida, normalmente, a 
personas especialistas involucradas en el desarrollo del software en cuestión. 
 
Una vez realizada exitosamente la instalación del software, el mismo pasa a la 
fase de producción (operatividad), durante la cual cumple las funciones para las 
que fue desarrollado, es decir, es finalmente utilizado por el (o los) usuario final, 




El mantenimiento de software es el proceso de control, mejora y optimización del 
software ya desarrollado e instalado, que también incluye depuración de errores y 
defectos que puedan haberse filtrado de la fase de pruebas de control y beta test.  
 
Esta fase es la última (antes de iterar, según el modelo empleado) que se aplica al 
ciclo de vida del desarrollo de software. La fase de mantenimiento es la que viene 
después de que el software está operativo y en producción. 
 
De un buen diseño y documentación del desarrollo dependerá cómo será la fase 
de mantenimiento, tanto en costo temporal como monetario. Modificaciones 
realizadas a un software que fue elaborado con una documentación indebida o 
pobre y mal diseño puede llegar a ser tanto o más costosa que desarrollar el 
software desde el inicio. Por ello, es de fundamental importancia respetar 
debidamente todas las tareas de las fases del desarrollo y mantener adecuada y 
completa la documentación. 
 
El período de la fase de mantenimiento es normalmente el mayor en todo el ciclo 
de vida. Esta fase involucra también actualizaciones y evoluciones del software; 
no necesariamente implica que el sistema tuvo errores. Uno o más cambios en el 
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software, por ejemplo de adaptación o evolutivos, puede llevar incluso a rever y 
adaptar desde parte de las primeras fases del desarrollo inicial, alterando todas las 
demás; dependiendo de cuán profundos sean los cambios. El modelo cascada 
común es particularmente costoso en mantenimiento, ya que su rigidez implica 
que cualquier cambio provoca regreso a fase inicial y fuertes alteraciones en las 
demás fases del ciclo de vida. 
 
Durante el período de mantenimiento, es común que surjan nuevas revisiones y 
versiones del producto; que lo liberan más depurado, con mayor y mejor 
funcionalidad, mejor rendimiento, etc. Varias son las facetas que pueden ser 
alteradas para provocar cambios deseables, evolutivos, adaptaciones o 
ampliaciones y mejoras. 
 
Básicamente se tienen los siguientes tipos de cambios: 
 
• Perfectivos: Aquellos que llevan a una mejora de la calidad interna del 
software en cualquier aspecto: Reestructuración del código, definición más 
clara del sistema y su documentación; optimización del rendimiento y 
eficiencia.  
 
• Evolutivos: Agregados, modificaciones, incluso eliminaciones, necesarias 
en el software para cubrir su expansión o cambio, según las necesidades 
del usuario.  
 
• Adaptivos: Modificaciones que afectan a los entornos en los que el sistema 
opera, tales como: Cambios de configuración del hardware (por 
actualización o mejora de componentes electrónicos), cambios en el 




• Correctivos: Alteraciones necesarias para corregir errores de cualquier tipo 
en el producto software desarrollado.  
  
7.3.4 ANÁLISIS Y DISEÑO ORIENTADO A OBJETOS 
 
“Es un enfoque de la ingeniería de software que modela un sistema como un 
grupo de objetos que interactúan entre sí. Este enfoque representa un dominio en 
términos de conceptos compuestos por verbos y sustantivos, clasificados de 
acuerdo a su dependencia funcional. 
 
En éste método de análisis y diseño se crea un conjunto de modelos utilizando 
una notación acordada como, por ejemplo, el lenguaje unificado de modelado 
“(UML)”12. Análisis y Diseño Orientado a Objetos  aplica técnicas de modelado de 
objetos para analizar los requerimientos para un contexto - por ejemplo, un 
sistema de negocio, un conjunto de módulos de software - y para diseñar una 
solución para mejorar los procesos involucrados. No está restringido al diseño de 
programas de computadora, sino que cubre sistemas enteros de distinto tipo.  
Las metodologías de análisis y diseño más modernas son casos de uso guiados a 
través de requerimientos, diseño, implementación, pruebas, y despliegue. 
El lenguaje unificado de modelado se ha vuelto el lenguaje de modelado estándar 
usado en análisis y diseño orientado a objetos. 
 
                                                            
12
 http://es.wikipedia.org/wiki/UML  
 
Lenguaje Unificado de Modelado (UML, por sus siglas en inglés, Unified Modeling Language) es 
el lenguaje de modelado de sistemas de software más conocido y utilizado en la actualidad; está 
respaldado por el OMG (Object Management Group). Es un lenguaje gráfico para visualizar, 
especificar, construir y documentar un sistema. UML ofrece un estándar para describir un "plano" 
del sistema (modelo), incluyendo aspectos conceptuales tales como procesos de negocio y 
funciones del sistema, y aspectos concretos como expresiones de lenguajes de programación, 




Diseño orientado a objetos: es una fase de la metodología orientada a objetos 
para el desarrollo de Software. Su uso induce a los programadores a pensar en 
términos de objetos, en vez de procedimientos, cuando planifican su código. Un 
objeto agrupa datos encapsulados y procedimientos para representar una entidad. 
La 'interfaz del objeto', esto es las formas de interactuar con el objeto, también es 
definida en esta etapa. Un programa orientado a objetos es descrito por la 
interacción de esos objetos. El diseño orientado a objetos es la disciplina que 
define los objetos y sus interacciones para resolver un problema de negocio que 
fue identificado y documentado durante el análisis orientado a objetos.”13 
 












7.3.5 CONCEPTOS DE LA PROGRAMACIÓN ORIENTADA A OBJETOS 
 
“A diferencia de la programación tradicional la programación orientada a objetos 
define una estructura de más alto nivel llamada objeto, que ofrece dos ventajas 
sobre la programación tradicional: 
  
La primera es permitir al programador que organice su programa de acuerdo con 
abstracciones de más alto nivel, siendo estás más cercanas a la manera de 
pensar de la gente. En otras palabras los objetos son las unidades de 
representación de las aplicaciones, por ejemplo, cuentas de banco, reservación de 
vuelos, etc. 
 
La segunda es que los datos globales desaparecen, siendo estos junto con las 
funciones parte interna de los objetos. Por lo tanto, cualquier cambio en la 
estructura de alguno de los datos solo debiera afectar las funciones definidas en 
ese mismo objeto y no en los demás. 
 
En general, un programa orientado a objetos se define exclusivamente en 
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 Ingeniería de software orientada a objetos con  UML, java e internet. Alfredo Weitzenfeld. 












Fuente: Ingeniería de software orientada a objetos con  UML, java e internet. 
Alfredo Weitzenfeld. Editorial Thomson. 2005. 
 
7.3.6 INGENIERÍA DE REQUERIMIENTOS 
 
“La construcción de requerimientos incluye un análisis de factibilidad del sistema 
deseado, la adquisición y análisis de las necesidades de las personas interesadas, 
la creación de una descripción precisa de lo que el sistema debe y no debe hacer, 
junto con cualquier restricción en su operación e implementación, y la validación 




o “Acuerdo entre desarrolladores, clientes y usuarios sobre el trabajo que se 
debe realizar y los criterios de aceptación del sistema. 
o Tener elementos básicos para mejores estimaciones. 
o Mejoras en atributos de software.  
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 Ingeniería de software orientada a objetos con  UML, java e internet. Alfredo Weitzenfeld. 
Editorial Thomson. 2005. 
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o Alcanzar los objetivos con los recursos justos (pocas omisiones, menos 
malentendidos y menos cambios)” 
 
7.3.6.2 ¿Por qué Ingeniería de Requerimientos?  
 
“Cada aplicación de software tiene usuarios que confían en ella para mejorar sus 
vidas. El tiempo que se pasa entendiendo las necesidades de los usuarios es una 
inversión de alto nivel en el éxito del proyecto.” 
 
7.3.7  DEFINICIÓN DEL MODELO DE MARCO LÓGICO 
 
“El ML, modelo de Marco Lógico, es un instrumento para la planificación de 
proyectos orientada a objetivos. El método también puede usarse para análisis, 
valoración,  seguimiento y evaluación de proyectos. 
 
La utilización del método depende del rol de los usuarios y de sus necesidades. 
 
Propósito del modelo de marco lógico. 
 
El Marco Lógico se usa para: 
 
 Identificar problemas y necesidades en un sector de la sociedad. 
 Facilitar la selección y priorización entre proyectos. 
 Planificar e implementar proyectos de desarrollo efectivamente. 
 Seguimiento y evaluación de proyectos de desarrollo. 
 El uso del método depende del rol y de las necesidades de sus usuarios. 
 
El modelo de marco lógico fue desarrollado durante los años 60 y ha sido 
difundido ampliamente por todo el mundo desde la década del 70. 
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En la actualidad es usado por empresas privadas, municipalidades y por casi 
todas las organizaciones internacionales de desarrollo para valorar y hacer 
seguimiento y evaluación de proyectos/programas. 
 
Según Kari Örtengren el modelo de marco lógico es: 
 
 Un instrumento de análisis lógico y pensamiento estructurado en la 
planificación de proyectos. 
 Un marco, una batería de preguntas que, proporciona una estructura para 
el diálogo entre las diferentes partes interesadas en un proyecto. 
 Un instrumento de planificación que incluye los diferentes elementos en un 
proceso de cambio (problemas, objetivos, partes interesadas, plan de 
implementación, etc.). 
 Un instrumento para crear participación/responsabilidad/propiedad. 
 
Con el concepto planificación orientada a objetivos se indica que el punto de 
partida del proceso de planificación es el análisis del problema, el que guía hacia 
los objetivos y hace posible, finalmente, la elección de actividades relevantes. Por 
lo tanto, antes de hacer el plan de actividades, es necesario un análisis de los 
problemas y objetivos. 
 
El método ML es una herramienta de uso adecuado para el desarrollo de 
capacidades en “el esfuerzo de facilitar a individuos, grupos u organizaciones para 
que puedan identificar y hacer frente a los desafíos del desarrollo”, al facilitar la 
discusión entre las partes interesadas para identificar los obstáculos del cambio. 
Durante el análisis del problema, las necesidades y modelos sobre diferentes 





El análisis de problema muestra si es necesario fortalecer el conocimiento 
profesional de los individuos involucrados, o si es necesario utilizar un enfoque 
más amplio. 
 
El modelo de marco lógico contiene nueve pasos diferentes:  
 
 Análisis del contexto del proyecto. 
 Análisis de las partes interesadas. 
 Análisis de problema/ análisis de situación. 
 Análisis de objetivos. 
 Plan de actividades. 
 Planificación de recursos. 
 Indicadores/ mediciones de los objetivos. 
 Análisis de riesgos y manejo de riesgos. 
 Análisis de supuestos. 
 
Un proceso de planificación orientada a objetivos, como es el ML, se hace en los 
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7.4 ARQUITECTURA CLIENTE/SERVIDOR 
7.4.1 Introducción. 
 
“Es un sistema informático en el que las tareas se distribuyen entre diferentes 
aplicaciones. Es decir, en vez de construir una sola aplicación en la que se 
contemple la realización de todos los trabajos, estos trabajos se realizan por 
varias aplicaciones que incluso pueden ejecutarse en máquinas diferentes.  
Existen dos tipos de aplicaciones:  
• La aplicación servidora que suele realizar las tareas de más trabajo y 
consumo de recursos. 
 
• La aplicación cliente que se encarga fundamentalmente de hacer 
peticiones de datos a la aplicación servidora. 
 
Los sistemas cliente/servidor se suelen ejecutar en máquinas distintas: una 
máquina en la que se ejecuta la aplicación servidora y otra u otras en la que se 
ejecuta la aplicación cliente. Por eso, hay que disponer de un PC potente para la 




 Los desarrollos son más cortos. 
 Mayor duración de las aplicaciones. 
 Es posible reconfigurar el servidor o los clientes sin la necesidad de alterar 
los programas que constituyen la aplicación. 
 Aumento de rendimiento y reducción de gastos, debido a que la aplicación 
se puede redistribuir por distintas máquinas.” 






7.4.3 Modelo Cliente /Servidor de dos capas. 
 
“Tradicionalmente la arquitectura cliente/servidor está basada en un modelo de 
computación de dos capas. Este modelo consiste de un cliente y un servidor de 
base de datos. El procesamiento de tareas y la lógica de la aplicación son 
compartidas entre el servidor de base de datos y el cliente. 
 
En este modelo los clientes son clientes gordos o clientes pesados, en donde 
reside mucho del poder de procesamiento y de la lógica de la aplicación. Esto 
hace que el mantenimiento del cliente sea costoso. Adicionalmente, los clientes 
pueden estar operando en diferentes plataformas, dando como resultado una 
distribución compleja de versiones de aplicaciones específicas de las plataformas.” 
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7.5 METODOLOGÍA PARA LA ELICITACIÓN DE REQUISITOS DEL SOFTWARE 
 
“El objetivo de esta metodología es la definición de las tareas a realizar, los 
productos a obtener y las técnicas a emplear durante la actividad de Elicitación de 
requisitos de la fase de Ingeniería de requisitos del desarrollo de software. 
En esta metodología se distinguen dos tipos de productos: los productos 
entregables y los productos no entregables o internos. Los productos entregables 
son aquellos que se entregan oficialmente al cliente como parte del desarrollo en 
fechas previamente acordadas, mientras que los no entregables son productos 
internos al desarrollo que no se entregan al cliente.”19 
7.6 ETAPAS DE LA ELICITACIÓN SEGÚN AMADOR DURAN Y BEATRIZ 
BERNÁRDEZ 
7.6.1 Etapa 1. 
 
“Obtener información sobre el dominio del problema y el sistema actual  
 Objetivos Etapa 1 
• Conocer el dominio del problema. 
• Conocer la situación actual. 
Descripción Etapa 1 
Antes de mantener las reuniones con los clientes y usuarios e identificar los 
requisitos es fundamental conocer el dominio del problema y los contextos 
organizacional y operacional, es decir, la situación actual. 
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Enfrentarse a un desarrollo sin conocer las características principales ni el 
vocabulario propio de su dominio suele provocar que el producto final no sea el 
esperado por clientes ni usuarios. 
Por otro lado, mantener reuniones con clientes y usuarios sin conocer las 
características de su actividad hará que probablemente no se entiendan sus 
necesidades y que su confianza inicial hacia el desarrollo se vea deteriorada 
enormemente. 
Esta etapa es opcional, ya que puede que no sea necesario realizarla si el equipo 
de desarrollo tiene experiencia en el dominio del problema y el sistema actual es 
conocido.”20 
 
7.6.2 Etapa 2. 
 
“Preparar y realizar las sesiones de Elicitación/negociación 
Objetivos Etapa 2 
• Identificar a los usuarios participantes. 
• Conocer las necesidades de clientes y usuarios. 
• Resolver posibles conflictos. 
Descripción Etapa 2 
Teniendo en cuenta la información recopilada en la etapa anterior, en esta etapa 
se deben preparar y realizar las reuniones con los clientes y usuarios participantes 
con objeto de obtener sus necesidades y resolver posibles conflictos que se hayan 
detectado en iteraciones previas del proceso. 
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Esta etapa es especialmente crítica y ha de realizarse con especial cuidado, ya 
que generalmente el equipo de desarrollo no conoce los detalles específicos de la 
organización para la que se va a desarrollar el sistema y, por otra parte, los 
clientes y posibles usuarios no saben qué necesita saber el equipo de desarrollo 
para llevar a cabo su labor.” 
 
7.6.3 Etapa 3. 
 
“Identificar/revisar los objetivos del sistema 
Objetivos Etapa 3 
• Identificar los objetivos que se esperan alcanzar mediante el sistema 
software a desarrollar. 
• Revisar, en el caso de que haya conflictos, los objetivos previamente 
identificados. 
 
Descripción Etapa 3 
A partir de la información obtenida en la etapa anterior, en esta etapa se deben 
identificar qué objetivos se esperan alcanzar una vez que el sistema software a 
desarrollar se encuentre en explotación o revisarlos en función de los conflictos 
identificados. Puede que los objetivos hayan sido proporcionados antes de 
comenzar el desarrollo.” 
7.6.4 Etapa 4. 
 
“Identificar/revisar los requisitos de información. 
Objetivos Etapa 4 
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• Identificar los requisitos de almacenamiento de información que deberá 
cumplir el sistema software a desarrollar. 
• Identificar los requisitos de restricciones de información o reglas de negocio 
que deberá cumplir el sistema software a desarrollar. 
• Revisar, en el caso de que haya conflictos, los requisitos de 
almacenamiento y/o de restricciones de información previamente 
identificados. 
Descripción Etapa 4 
A partir de la información obtenida en las etapas 1 y 2, y teniendo en cuenta los 
objetivos identificados en la etapa 3 y el resto de los requisitos, en esta etapa se 
debe identificar, o revisar si existen conflictos, qué información relevante para el 
cliente deberá gestionar y almacenar el sistema software a desarrollar así como 
qué restricciones o reglas de negocio debe cumplir dicha información. 
 
Inicialmente se partirá de conceptos generales para posteriormente ir 
detallándolos hasta obtener todos los datos relevantes.” 
7.6.5 Etapa 5. 
 
“Identificar/revisar los requisitos funcionales 
Objetivos Etapa 5 
• Identificar los actores del sistema software a desarrollar. 
• Identificar los requisitos funcionales, expresados de forma tradicional o 
como casos de uso, que deberá cumplir el sistema software a desarrollar. 
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• Revisar, en el caso de que haya conflictos, los requisitos funcionales 
previamente identificados. 
 
Descripción Etapa 5 
A partir de la información obtenida en las etapas 1 y 2, y teniendo en cuenta los 
objetivos identificados en la etapa 3 y el resto de los requisitos, en esta etapa se 
debe identificar, o revisar si existen conflictos, qué debe hacer el sistema a 
desarrollar con la información identificada en la etapa anterior. 
Inicialmente se identificarán los actores que interactuarán con el sistema, es decir 
aquellas personas u otros sistemas que serán los orígenes o destinos de la 
información que consumirá o producirá el sistema a desarrollar y que forman su 
entorno. 
A continuación se identificarán los casos de uso asociados a los actores, y 
posteriormente se detallarán las posibles excepciones hasta definir todas las 
situaciones posibles. 
En el caso de que se considere necesario, se podrá optar por expresar algunos o 
todos los requisitos funcionales de la forma tradicional, es decir, mediante un 
párrafo en lenguaje natural, en lugar de hacerlo mediante casos de uso.” 
7.6.6 Etapa 6. 
 
“Identificar/revisar los requisitos no funcionales 
Objetivos Etapa 6 
• Identificar los requisitos no funcionales del sistema software a desarrollar. 




Descripción Etapa 6 
A partir de la información obtenida en las etapas 1 y 2, y teniendo en cuenta los 
objetivos identificados en la etapa 3 y el resto de los requisitos, en esta etapa se 
deben identificar, o revisar si existen conflictos, los requisitos no funcionales, 
normalmente de carácter técnico o legal. 
Algunos tipos de requisitos que se suelen incluir en esta sección son los 
siguientes: 
• Requisitos de comunicaciones del sistema 
Son requisitos de carácter técnico relativos a las comunicaciones que deberá 
soportar el sistema software a desarrollar. Por ejemplo: el sistema deberá utilizar 
el protocolo TCP/IP para las comunicaciones con otros sistemas. 
• Requisitos de interfaz de usuario 
Este tipo de requisitos especifica las características que deberá tener el sistema 
en su comunicación con el usuario. Por ejemplo: la interfaz de usuario del sistema 
deberá ser consistente con los estándares definidos en IBM’s Common User 
Access. 
Es importante ser  cuidadoso con este tipo de requisitos, ya que en esta fase de 
desarrollo todavía no se conocen bien las dificultades que pueden surgir a la hora 
de diseñar e implementar las interfaces, por esto no es conveniente entrar en 
detalles demasiado específicos. 
• Requisitos de fiabilidad 
Los requisitos de fiabilidad deben establecer los factores que se requieren para la 
fiabilidad del software en tiempo de explotación. La fiabilidad mide la probabilidad 
del sistema de producir una respuesta satisfactoria a las demandas del usuario. 
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Por ejemplo: la tasa de fallos del sistema no podrá ser superior a 2 fallos por 
semana. 
• Requisitos de entorno de desarrollo 
Este tipo de requisitos especifican si el sistema debe desarrollarse con un 
producto específico. Por ejemplo: el sistema deberá desarrollarse con Oracle 7 
como servidor y clientes Visual Basic 4.  
• Requisitos de portabilidad 
Los requisitos de portabilidad definen qué características deberá tener el software 
para que sea fácil utilizarlo en otra máquina o bajo otro sistema operativo. Por 
ejemplo: el sistema deberá funcionar en los sistemas operativos Windows 95, 
Windows 98 y Windows NT 4.0, siendo además posible el acceso al sistema a 













7.7 Lenguaje Unificado de Modelado (UML) 
 
Figura 10. Diagrama UML 
 
Lenguaje Unificado de Modelado (LUM o UML 21 , por sus siglas en inglés, 
Unified Modeling Language) es el lenguaje de modelado de sistemas de software 
más conocido y utilizado en la actualidad; está respaldado por el OMG (Object 
Management Group). Es un lenguaje gráfico para visualizar, especificar, construir 
y documentar un sistema. UML ofrece un estándar para describir un "plano" del 
sistema (modelo), incluyendo aspectos conceptuales tales como procesos de 
negocio, funciones del sistema, y aspectos concretos como expresiones de 
lenguajes de programación, esquemas de bases de datos y componentes 
reutilizables. 
 
Es importante resaltar que UML es un "lenguaje de modelado" para especificar o 
para describir métodos o procesos. Se utiliza para definir un sistema, para detallar 






los artefactos en el sistema y para documentar y construir. En otras palabras, es el 
lenguaje en el que está descrito el modelo. 
Se puede aplicar en el desarrollo de software entregando gran variedad de formas 
para dar soporte a una metodología de desarrollo de software (tal como el Proceso 
Unificado Racional o RUP), pero no especifica en sí mismo qué metodología o 
proceso usar. 
UML no puede compararse con la programación estructurada, pues UML significa 
Lenguaje Unificado de Modelado, no es programación, solo se diagrama la 
realidad de una utilización en un requerimiento. Mientras que, programación 
estructurada, es una forma de programar como lo es la orientación a objetos, sin 
embargo, la programación orientada a objetos viene siendo un complemento 
perfecto de UML, pero no por eso se toma UML sólo para lenguajes orientados a 
objetos. 
UML cuenta con varios tipos de diagramas, los cuales muestran diferentes 
aspectos de las entidades representadas. 
7.8 SQL SERVER? 
Microsoft SQL Server es un sistema para la gestión de bases de datos producido 
por Microsoft basado en el modelo relacional. Sus lenguajes para consultas son T-
SQL y ANSI SQL. Microsoft SQL Server constituye la alternativa de Microsoft a 
otros potentes sistemas gestores de bases de datos como son Oracle, 





Tabla 2. Características de Microsoft SQL Server 
Historia de versiones 
Versión Año Nombre de la versión Nombre clave 
1.0 (OS/2) 1989 SQL Server 1-0 SQL 
4.21(WinNT) 1993 SQL Server 4.21 SEQUEL 
6.0 1995 SQL Server 6.0 SQL95 
6.5 1996 SQL Server 6.5 Hydra 
7.0 1998 SQL Server 7.0 Sphinx 
- 1999 SQL Server 7.0 OLAP Tools Plato 
8.0 2000 SQL Server 2000 Shiloh 
8.0 2003 SQL Server 2000 64-bit Edition Liberty 
9.0 2005 SQL Server 2005 Yukon 
10.0 2008 SQL Server 2008 Katmai 
106 
 
10.5 2010 SQL Server 2008 R2 Kilimanjaro 
• Soporte de transacciones. 
• Escalabilidad, estabilidad y seguridad. 
• Soporta procedimientos almacenados. 
• Incluye también un potente entorno gráfico de administración, que permite 
el uso de comandos DDL y DML gráficamente. 
• Permite trabajar en modo cliente-servidor, donde la información y datos se 
alojan en el servidor y los terminales o clientes de la red sólo acceden a la 
información. 
• Además permite administrar información de otros servidores de datos. 
Este sistema incluye una versión reducida, llamada MSDE con el mismo motor de 
base de datos pero orientado a proyectos más pequeños, que en sus versiones 
2005 y 2008 pasa a ser el SQL Express Edition, que se distribuye en forma 
gratuita. 
Es común desarrollar completos proyectos complementando Microsoft SQL Server 
y Microsoft Access a través de los llamados ADP (Access Data Project). De esta 
forma se completa la base de datos (Microsoft SQL Server), con el entorno de 
desarrollo (VBA Access), a través de la implementación de aplicaciones de dos 
capas mediante el uso de formularios Windows. 
En el manejo de SQL mediante líneas de comando se utiliza el SQLCMD 
Para el desarrollo de aplicaciones más complejas (tres o más capas), Microsoft 
SQL Server incluye interfaces de acceso para varias plataformas de desarrollo, 






T-SQL (Transact-SQL) es el principal medio de programación y administración de 
SQL Server. Expone las palabras clave para las operaciones que pueden 
realizarse en SQL Server, incluyendo creación y modificación de esquemas de la 
base de datos, introducir y editar datos en la base de datos, así como supervisión 
y gestión del propio servidor. Las aplicaciones cliente, ya sea que consuman datos 
o administren el servidor, aprovechan la funcionalidad de SQL Server mediante el 
envío de consultas de T-SQL y declaraciones que son procesadas por el servidor 
y los resultados (o errores) regresan a la aplicación cliente. SQL Server que sean 
administrados mediante T-SQL. Para esto, expone tablas de sólo lectura con 
estadísticas del servidor. La funcionalidad para la administración se expone a 
través de procedimientos almacenados definidos por el sistema que se pueden 
invocar desde las consultas de T-SQL para realizar la operación de 
administración. También es posible crear servidores vinculados (Linked Servers) 
mediante T-SQL. Los servidores vinculados permiten el funcionamiento entre 
múltiples servidores con una consulta. 
7.8.1.2 Cliente Nativo de SQL 
Cliente Nativo de SQL es la biblioteca de acceso a datos para los clientes de 
Microsoft SQL Server versión 2005 en adelante. Implementa nativamente soporte 
para las características de SQL Server, incluyendo la ejecución de la secuencia de 
datos tabular, soporte para bases de datos en espejo de SQL Server, soporte 
completo para todos los tipos de datos compatibles con SQL Server, conjuntos de 
operaciones asíncronas, las notificaciones de consulta, soporte para cifrado, así 
como recibir varios conjuntos de resultados en una sola sesión de base de datos. 
Cliente Nativo de SQL se utiliza como extensión de SQL Server plug-ins para otras 
tecnologías de acceso de datos, incluyendo ADO u OLE DB. Cliente Nativo de 
108 
 
SQL puede también usarse directamente, pasando por alto las capas de acceso 
de datos genéricos 
7.9 VISUAL BASIC .NET 
 
Visual Basic .NET (VB.NET) 22  es un lenguaje de programación orientado a 
objetos que se puede considerar una evolución de Visual Basic implementada 
sobre el framework .NET. Su introducción resultó muy controvertida, ya que 
debido a cambios significativos en el lenguaje VB.NET no es compatible hacia 
atrás con Visual Basic, pero el manejo de las instrucciones es similar a versiones 
anteriores de Visual Basic, facilitando así el desarrollo de aplicaciones más 
avanzadas con herramientas modernas. 
La gran mayoría de programadores de VB.NET utilizan el entorno de desarrollo 
integrado Microsoft Visual Studio en alguna de sus versiones (Visual Studio .NET, 
Visual Studio .NET 2003 o Visual Studio 2005), aunque existen otras alternativas, 
como SharpDevelop (que además es libre). 
Al igual que con todos los lenguajes de programación basados en .NET, los 






                                                            
22
 Visual Basic .Net 
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7.9.1 Versiones  
 
7.9.1.1 Visual Basic 2008 (VB 9.0) 
Para esta versión se añadieron varias novedades, incluyendo: 
• Soporte para LINQ 
• Expresiones lambda 
• Literales XML 
7.9.1.2 Visual Basic 2010 (VB 10.0) 
Visual Basic 2010 ofrece soporte para entorno de ejecución dinámico. 
VB 2010 forma parte de Microsoft Silverlight. 
7.9.1.3 Relación con Visual Basic 
Si Visual Basic .NET debe considerarse una mera versión de Visual Basic, o si 
debe considerarse como un nuevo lenguaje de programación es un tema que ha 
traído mucha discusión, y que aún la trae. 
La sintaxis básica es prácticamente la misma entre VB y VB.NET, con la 
excepción de los añadidos para soportar nuevas características como el control 
estructurado de excepciones, la programación orientada a objetos, o los 
Genéricos. 
Las diferencias entre VB y VB.NET son profundas, sobre todo en cuanto a 
metodología de programación y bibliotecas, pero ambos lenguajes siguen 





7.9.1.4Versiones del entorno de programación para Visual Basic 
Al mismo tiempo que evolucionaba el lenguaje, las herramientas que Microsoft 
proporciona para programar también evolucionaban para adaptarse a las 
novedades. 
7.9.1.5 Visual Studio .NET (2002) 
Visual Studio .NET se publicó en 2002 y fue la primera versión de Visual Studio en 
introducir el framework .NET. Esta versión de Visual Studio introdujo, junto con el 
Framework .NET tres nuevos lenguajes de programación, C#, VB.NET y Visual J#. 
En esta primera versión de Visual Studio .NET se podían programar aplicaciones 
Windows.Forms (aplicaciones de escritorio) y aplicaciones ASP.NET (Aplicaciones 
Web). De esto no conozco nada 
7.9.1.6 Visual Studio .NET 2003 
Visual Studio .NET 2003 se publicó en 2003 fue una actualización menor de Visual 
Studio .NET, básicamente propiciada por la introducción de la versión 1.1 del 
Framework .NET. 
En esta versión se añadió por primera vez la posibilidad de programar para 
dispositivos móviles usando .NET, ya fuera usando el Compact Framework, o 
ASP.NET. 
7.9.1.7 Visual Studio 2005 
Publicado el 4 de octubre de 2005, se basó en el framework .NET 2.0. 
Añade soporte de 64-bit (x86-64: AMD64 e Intel 64, e IA-64: Itanium) 
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Ediciones: Express, Standard, Professional, Tools for Office, y 5 ediciones Visual 
Studio Team System (Architects, Software Developers, Testers, y Database 
Professionals) 
La versión interna de Visual Studio 2005 es la 8.0, mientras que el formato del 
archivo es la 9.0. 
7.9.1.8 Visual Basic Express Edition 
A partir de la introducción en el mercado de la versión 2005 de Visual Studio 
Microsoft publicó lo que se conoce como ediciones Exp de distintos programas. 
Las versiones Express son versiones limitadas pero gratuitas, pensadas para usos 
no profesionales (principiantes, aficionados y pequeños negocios), existiendo una 
edición independiente para cada lenguaje. 
Visual Basic Express Edition es una versión de Visual Studio limitada. Esta versión 
permite sólo programar en VB.NET, y además limita el tipo de proyectos que se 
pueden desarrollar. Visual Web Developer Express Edition permite programar 
páginas ASP.NET en VB. 
Se lanzó el Service Pack 1 para Visual Studio 2005 el 14 de diciembre de 2006. 
7.9.1.9 Visual Studio 2008 
El IDE de Visual Studio 2008 permite trabajar contra 3 .NET frameworks 
diferentes: 
• .NET Framework 2.0 
• .NET Framework 3.0 
• .NET Framework 3.5 
También es muy fácil de usar gracias al desarrollo de hardware. 
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Además, integra el framework ASP.NET AJAX para el desarrollo de AJAX. 
7.9.2 Entornos de desarrollo (IDE) alternativos a Visual Studio 
Para desarrollar en VB.NET existen algunas alternativas a Visual Studio, quizás la 
más notable sea SharpDevelop. 
7.9.2.1 SharpDevelop 
SharpDevelop es un entorno de programación integrado que permite programar en 
C# y en VB.NET. 
Este es un entorno publicado bajo licencia LGPL, lo que implica que es libre y que 
disponemos del código fuente. 
7.9.2.2 MonoDevelop 
MonoDevelop es una implementación de SharpDevelop para programar usando 
Mono, una implementación libre de .NET que funciona en distintos sistemas 
operativos. 
7.9.2.3 Desarrollo multiplataforma 
Gracias al esfuerzo que ha realizado la gente del proyecto Mono para implementar 
una versión compatible 100% con .NET que incluye la inmensa mayoría de la 
bibliotecas y una implementación multiplataforma de Windows.Forms, resulta 







8. MARCO TEÓRICO 
  
La Elicitación es el proceso de adquirir o sonsacar todo el conocimiento relevante 
necesario para producir un modelo de los requerimientos de un dominio del 
problema. 
 
Partiendo de esta teoría Amador Durán y Beatriz Bernárdez profesores titulares de 
la Universidad de Sevilla España crearon un informe técnico sobre la metodología 
para la Elicitación de requisitos de sistemas software,  el cual sirve de apoyo en la 
elaboración del análisis y el diseño del mismo. El  objetivo de esta metodología es 
la definición de las tareas a realizar, los productos a obtener y las técnicas a 
emplear durante la fase de ingeniería de requisitos del desarrollo de software. En 
esta metodología se distinguen dos tipos de productos: los productos entregables 
y los no entregables o internos que se obtienen a partir de las siete tareas 
recomendadas. Los productos entregables son aquellos que se entregan 
oficialmente al cliente como parte del desarrollo, mientras que los no entregables 
son productos internos al desarrollo que no se entregan al cliente, y  permiten 
obtener la fase de ingeniería de requerimientos de software.  
 
En el desarrollo de este proyecto de investigación se optó por esta metodología 
debido a que es muy ordenada, completa y facilita todos los procesos requeridos 
en la Ingeniería de software. 
 
De igual manera se utilizó la metodología  orientada a objetos que se apoya 
“UML”23  (Lenguaje Modelado Unificado), el cual fue el resultado de unificar 3 
métodos de análisis y diseño: 
                                                            
23
 http://es.wikipedia.org/wiki/UML  
Lenguaje Unificado de Modelado (UML, por sus siglas en inglés, Unified Modeling Language) es el lenguaje 
de modelado de sistemas de software más conocido y utilizado en la actualidad; está respaldado por el OMG 
(Object Management Group). Es un lenguaje gráfico para visualizar, especificar, construir y documentar un 
sistema. funciones del sistema, y aspectos concretos como expresiones de lenguajes de programación, 
esquemas de bases de datos y componentes reutilizables. 
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 La metodología de “Grady Booch”24 para la descripción de conjuntos de 
objetos y sus relaciones. 
 La técnica de modelado orientada a objetos de “James Rumbaugh”.25 
 La metodología de casos de uso de “Ivar Jacobson”26. 
 
El desarrollo de UML comenzó a finales de 1994 y en 1997 fue aprobada la 
versión 1.1 por la “OMG”27 convirtiéndose así en la notación estándar para el 
análisis y el diseño del software. 
 
Se eligió UML (lenguaje de modelado unificado) debido a que la metodología de 
Elicitación de requisitos de sistemas software mencionada anteriormente así lo 
recomienda, por su capacidad para especificar, visualizar, construir y documentar 
un sistema informático. 
 





Grady Booch es mejor conocido por el desarrollo del Lenguaje Unificado de Modelado con Ivar 
Jacobson y James Rumbaugh. También desarrolló el método Booch de desarrollo de software, el 
que presenta en su libro, Análisis y Diseño Orientado a Objetos. Él aconseja la adición de más 




James Rumbaugh es un científico de la computación y un metodologísta de objeto. Es mejor 
conocido por su trabajo en la creación de la Técnica de Modelado de Objetos y el Lenguaje 




Ivar Hjalmar Inventó el diagrama de secuencia y desarrolló los diagramas de colaboración. 
También impuso el uso de diagramas de estado de transición para describir los flujos de mensajes 
entre los componentes. Fue uno de los desarrolladores originales del SDL (lenguaje de 




La OMG (Object Management Group) es una asociación sin fines de lucro formada por grandes 




Visual Studio .net 2008 fue publicado el 17 de Noviembre de 2007 en inglés 
mientras que la versión en castellano fue publicada el 2 de febrero de 2008, Esta 
herramienta tuvo mejoras en el desempeño, escalabilidad y seguridad con 
respecto a las versiones anteriores, Visual Studio es un entorno de desarrollo 
integrado para sistemas operativos Windows. Soporta varios lenguajes de 
programación tales como Visual C++, Visual C#, Visual J#, ASP.NET y Visual 
Basic .NET, este último usado para el desarrollo de la herramienta informática. 
Esta herramienta se eligió debido a que es orientada a objetos y es  pertinente 
para este tipo de estudios. 
 
SQL server 2008 permite crear, desplegar y administrar aplicaciones 
empresariales más seguras, escalables y confiables, es un sistema de gestión de 
bases de datos relacionales capaz de poner a disposición de muchos usuarios 
grandes cantidades de datos de manera simultánea, permite trabajar la 
arquitectura cliente-servidor, donde la información y datos se alojan en el servidor 
y las terminales o clientes de la red sólo acceden a la información, característica 













9.  MARCO DE ANTECEDENTES 
 
Realizando una revisión sobre algunas literaturas existente en las principales 
Universidades de la región en cuanto al desarrollo de software que  permitiera 
establecer el estado del arte en esta línea de investigación se encontraron los 
siguientes estudios: 
 
El primer estudio encontrado tiene como Título ANÁLISIS, DISEÑO E 
IMPLEMENTACIÓN DE UN SOFTWARE PARA UN SALÓN VIRTUAL DE 
PÓQUER GRATUITO que fuera sustentado  como proyecto de grado en el 2007 
por  Moreno Mosquera, Robert Sneyder y Tabares Herrera, Jairo Alonso. 
 
“Este trabajo llamado ANALISIS, DISEÑO E IMPLEMENTACION DE UN 
SOFTWARE PARA UN SALON VIRTUAL DE POQUER GRATUITO pretende 
brindar un conocimiento básico e importante a la hora de realizar aplicaciones 
Cliente/Servidor, concretamente la construcción de una sala de póquer de la 
variante Texas Holdem formada por 10 jugadores. 
En las dos primeras partes del documento se trata todo lo relacionado con el 
póquer, especificando su historia, su aparición en internet, qué es y cuál es su 
funcionamiento básico, cuáles son sus variables de juego más importantes, sus 
reglas, y se hará un énfasis principalmente en el tipo Texas Holdem que es 
obviamente el tema de estudio. 
 
En la tercera parte se aborda el problema por medio de la Ingeniería de Software y 
se hace todo el análisis necesario para poder construir una aplicación de este tipo, 
desde la definición de los casos de uso hasta llegar a los requerimientos no 
funcionales. En la cuarta parte se realiza todo el diseño y se hacen todos los 
diagramas y esquemas que permitan visualizar la aplicación de una manera más 
general y así dar una especie de bosquejo del software. 
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En la última parte se dan todas las recomendaciones pertinentes y se brindan las 
conclusiones a las que se ha llegado.”28 
 
El segundo estudio encontrado tiene como Título: ANÁLISIS, DISEÑO E 
IMPLEMENTACIÓN DE UN SOFTWARE PARA VISITAS VIRTUALES 3D 
INTERACTIVAS POR INSTALACIONES DE LA UNIVERSIDAD TECNOLÓGICA 
DE PEREIRA que fuera sustentado en el 2007 por Valencia Martínez, Mauricio 
Alejandro y Vargas valencia, David  
 
“El proyecto ANÁLISIS, DISEÑO E IMPLEMENTACIÓN DE UN SOFTWARE 
PARA VISITAS VIRTUALES 3D INTERACTIVAS POR INSTALACIONES DE LA 
UNIVERSIDAD TECNOLÓGICA DE PEREIRA consiste en un aplicación 
ejecutable en la cual los estudiantes, profesores o cualquier otra persona 
interesada puede conocer la distribución de las edificaciones de la Universidad 
Tecnológica de Pereira. El proyecto es Desarrollado como una aplicación 3D 
interactiva cuyo escenario es la Universidad Tecnológica de Pereira, en la cual el 
usuario puede desplazarse por ella usando una vista en primera persona y puede 
observar información respectiva a cada edificación. La aplicación presenta la 
mayoría de los bloques que conforman la universidad, cada uno de ellos modelado 
en 3D con sus medidas reales y con texturas similares a las del edificio original, 
brindando así una representación virtual del bloque muy cercana a la real. Esto, 
sumado a la libertad de movimiento que tiene el usuario para recorrer los 
alrededores de los bloques modelados y leer información de ellos, hace que este 
sea un entretenido medio para familiarizarse con la universidad y aprender más de 
ella, desde la comodidad de una sala de sistemas o desde el hogar. 
 
La aplicación permite conocer datos relacionados con la historia de la universidad, 
información básica acerca de las facultades, de igual manera información 
                                                            
28
 http://biblioteca.utp.edu.co/tesisdigitales/resumentesis147.html 
R Tesis 005.1 M843ad 
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referente a los principales edificios que la componen, como por ejemplo cantidad 
de aulas de clase, laboratorios y salones de cómputo, además se presenta 
información acerca de los símbolos institucionales como el escudo, el himno, el 
Prometeo y la bandera. Se utiliza un motor gráfico Open Source llamado OGRE el 
cual brinda una alta calidad gráfica en su proceso de renderizado de escenas 3D, 
la interface gráfica de la aplicación ha sido diseñada de tal forma que es muy 
intuitiva al usuario presentando una pantalla de ayuda en la cual se pueden 
conocer todos los comandos de teclado utilizados dentro de la misma.”29 
 
El tercer estudio encontrado tiene como Título CASO PRÁCTICO DE LA 
METODOLOGÍA ÁGIL XP AL DESARROLLO DE SOFTWARE sustentado en 
2007 por Echeverry  Tobón, Luis Miguel  y  Delgado Carmona, Luz Elena 
“En el proyecto se plantea realizar una experiencia real en la aplicación de XP al 
desarrollo de software con el fin de determinar, para unas circunstancias 
específicas, que tan bien se ajusta la metodología.  
 
El documento cuenta con siete capítulos, distribuidos de la siguiente forma: En el 
primer capítulo se hace un recorrido teórico por XP y se esbozan elementos 
importantes de las metodologías ágiles. En el segundo capítulo se hace una 
presentación del proyecto en términos del entorno que lo rodea, una breve 
descripción del cliente y el tipo de negocio para el cual se desarrolló. Desde el  
capítulo tercero al sexto se realizó una comparación entre los enunciados teóricos 
expuestos en el capítulo primero y la aplicación que los autores hicieron en la 
ejecución del proyecto. Finalmente en el último capítulo se hace una serie de 
comentarios relevantes acerca de situaciones especiales que surgieron durante la 
ejecución del proyecto. 
                                                            
29
 http://biblioteca.utp.edu.co/tesisdigitales/resumentesis178.html 
R Tesis 006.7 V152a 
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En el recorrido teórico se realiza una introducción breve de las metodologías 
ágiles resaltando el manifiesto ágil como su punto de partida, seguido de una 
exposición de los principios sobre los cuales se basa XP. 
 
La parte central del documento consta de los capítulos tercero al sexto 
correspondiendo a cada una de las fases de desarrollo en XP: planeación, diseño, 
codificación y pruebas. En cada uno de estos capítulos se discute como se 
aplicaron los aspectos de la correspondiente etapa al proyecto, así como el 
resultado obtenido.”30 
 
El cuarto estudio encontrado tiene como Título MECANISMO DE CONSULTA EN 
LÍNEA SOBRE PROGRAMACIÓN EXTREMA (XP), SCRUM Y CRYSTAL, 
METODOLOGÍAS ÁGILES PARA EL DESARROLLO DE SOFTWARE, DIRIGIDO 
A ESTUDIANTES Y PROFESIONALES sustentado en el 2007 por Ladino Aricapa, 
Martha Isabel.  
“Un hipertexto es un concepto en el cual se organiza la información en bloques 
distintos de contenidos, conectados a través de una serie de enlaces cuya 
activación o selección provoca la recuperación de más información.  
 
Este mecanismo de consulta y difusión de información se ha logrado a través de 
los años gracias a los progresos en las telecomunicaciones, la popularización del 
uso de la Internet, la creación de nuevas y mejores herramientas de desarrollo de 
software y aplicaciones multimedia que ponen al alcance de todos, conocimientos 
que en otra época hubiese sido demasiado arduo y tedioso obtener. 
 
Aprovechando todas estas virtudes, se ha decidido presentar, como aporte a los 
ingenieros de sistemas, mediante el uso de hipertexto, información acerca de las 
metodologías ágiles para el desarrollo de software, para que puedan acceder a 
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ella de una forma fácil y ordenada. Este proyecto presenta tres de las más 
utilizadas metodologías ágiles: XP (eXtreme Programming), Scrum y Crystal, con 
una detallada explicación de cada una que incluye cuando y como usarlas según 
el tipo y tamaño del proyecto, la cantidad de colaboradores mínima y máxima para 
cada caso y los pasos que se deben seguir para aplicarlas. 
 
El contenido del hipertexto, a pesar de que sólo cuenta con las bases teóricas 
para la aplicación de estas metodologías, será de gran ayuda para los estudiantes 
de las áreas de Ingeniería del Software I y II y Laboratorio de Software, en las 
cuales se aprenden y se aplican los conceptos acerca de las fases del desarrollo 
de software (análisis, diseño, implementación, implantación, pruebas, etc.), 
algunas de las cuales, para proyectos medianos y pequeños, logran únicamente 
complicar y retardar la labor de desarrollo.”31 
 
El quinto estudio que se encontró tiene como Título MOTOR COMPUTACIONAL 
DE RECONOCIMIENTO DE VOZ: PRINCIPIOS BÁSICOS PARA SU 
CONSTRUCCIÓN sustenta en 2007 por Trejos Posada, Hernando Antonio y Uribe 
Pérez, Carlos Andrés.  
 
“Los conceptos manejados en el reconocimiento de voz son amplios y variados, 
por ende el presente documento brinda al lector una reseña suficiente para el 
análisis del tema, basados en teorías modernas y proponiendo herramientas y una 
propuesta de integración de las mismas para llegar a la implementación de un 
motor de reconocimiento de voz. 
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En los apartes del documento se trataron temas como el análisis de señales, la 
transformada de Fourier, la captura de audio, las redes neuronales y los principios 
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10. MARCO LEGAL 
 
10.1 DECRETO 1360/1989 PROPIEDAD INTELECTUAL 
 
NORMATIVIDAD DE PROPIEDAD INTELECTUAL 
 
Normatividad relativa a derecho de autor: Decreto 1360 de 1989 (23 de junio).33 
 
Por el cual se reglamenta la inscripción del soporte lógico (software) en el Registro 
Nacional del Derecho de Autor. 
 
EL PRESIDENTE DE LA REPÚBLICA DE COLOMBIA, en ejercicio de la facultad 
consagrada en el numeral 3o. del artículo 120 de la Constitución Política, 
 
D E C R E T A: 
 
Artículo 1. De conformidad con lo previsto en la Ley 23 de 1982 sobre Derechos 
de Autor, el soporte lógico (software) se considera como una creación propia del 
dominio literario. 
 
Artículo 2. El soporte lógico (software) comprende uno o varios de los siguientes 
elementos: el programa de computador, la descripción de programa y el material 
auxiliar. 
 
Artículo 3. Para los efectos del artículo anterior se entiende por: 
a) "Programa de computador": La expresión de un conjunto organizado de 
instrucciones, en lenguaje natural o codificado, independientemente del 
medio en que se encuentre almacenado, cuyo fin es el de hacer que una 





máquina capaz de procesar información, indique, realice u obtenga una 
función, una tarea o un resultado específico. 
b) "Descripción de Programa”: Una presentación completa de 
procedimientos en forma idónea, lo suficientemente detallada para 
determinar un conjunto de instrucciones que constituya el programa de 
computador correspondiente. 
 
c) "Material auxiliar": todo material, distinto de un programa de computador 
o de una descripción de programa creado para facilitar su comprensión o 
aplicación, como por ejemplo, descripción de problemas e instrucciones 
para el usuario. 
 
Artículo 4. El soporte lógico (software), será considerado como obra inédita, salvo 
manifestación en contrario hecha por el titular de los derechos de autor. 
 
Artículo 5. Para la inscripción del soporte lógico (software) en el Registro Nacional 
del Derecho de Autor, deberá diligenciarse una solicitud por escrito que contenga 
la siguiente información: 
1. Nombre, identificación y domicilio del solicitante, debiendo manifestar si 
habla a nombre propio o como representante de otro en cuyo caso deberá 
acompañar la prueba de su representación. 
2. Nombre e identificación del autor o autores. 
3. Nombre del productor. 
4. Título de la obra, año de creación, país de origen, breve descripción de 
sus funciones, y en general, cualquier otra característica que permita 
diferenciarla de otra obra de su misma naturaleza. 
5. Declaración acerca de si se trata de obra original o si por el contrario, es 
obra derivada. 
6. Declaración acerca de si la obra es individual, en colaboración, colectiva, 
anónima, seudónima o póstuma. 
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Artículo 6. A la solicitud de que trata el artículo anterior, deberá acompañarse por 
lo menos uno de los siguientes elementos: el programa de computador, la 
descripción de programa y/o el material auxiliar. 
 
Artículo 7. La protección que otorga el derecho de autor al soporte lógico 
(software) no excluye otras formas de protección por el derecho común. 
 
Artículo 8. Este Decreto rige a partir de la fecha de su publicación. 
 
PUBLÍQUESE Y CÚMPLASE 
Dado en Bogotá, a los 23 días del mes de junio de 1989. 
 
10.2 CIRCULAR NO. 06 DE 15 DE ABRIL DE 2002 DE LA UNIDAD 
ADMINISTRATIVA ESPECIAL DIRECCIÓN NACIONAL DE  DERECHO AUTOR. 
 
Circular No. 06 Sobre Derechos de Autor NUMERAL II.34 
 
TRABAJOS  DE GRADO 
 
Acorde con su competencia, cada institución de educación superior tiene, entre 
otras, previa aprobación del ICFES, la de expedir los correspondientes títulos de 
idoneidad en las diferentes ramas del conocimiento y del saber.  A este efecto, y 
en la gran mayoría de los casos, los alumnos al final de su carrera profesional o 
técnica, deben acreditar los conocimientos adquiridos mediante un trabajo de 
grado que se puede considerar como una obra literaria o artística (tesis de grado, 
monografía, el documento que recopila el resultado de una investigación, un 
programa de computador, una escultura, una composición musical,  un 
audiovisual, etc.).  De tal manera, es indispensable tanto para los estudiantes 
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como para las instituciones de educación superior, establecer quién se considera 
el titular de derechos patrimoniales sobre los trabajos de grado a la luz de lo 
dispuesto por nuestra legislación sobre derecho de autor.  
 
El derecho de autor es un reconocimiento que el Estado hace a los autores, a 
través de la Constitución y la Ley, respecto de sus obras literarias y artísticas, al 
entregarles instrumentos que les permiten reivindicar su condición de titulares 
sobre las mismas. 
 
Estos derechos surgen en favor del autor sin considerar el fin con cual fue creada 
la obra, siendo además irrelevante la calidad del creador, es decir, la ley no 
distingue si es un estudiante, un profesor o un investigador, así como tampoco es 
preciso establecer dónde tuvo lugar la creación o el tiempo que se haya utilizado, 
a efectos de esa misma protección. 
 
Así, los derechos de autor sobre una obra literaria o artística, como lo sería un 
trabajo de grado, son de la persona que la realizó, quien la elaboró imprimiendo 
todo su ingenio e inteligencia. Es su expresión la que queda plasmada en lo 
producido, siendo por lo tanto el titular de los derechos morales y patrimoniales de 
la creación.  En consecuencia, si la obra es realizada por un estudiante, será él, a 
la luz de la legislación vigente en materia de derecho de autor, el titular de todas 
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10.3 LEY 1273 DE 2009 PROTECCIÓN DE LA INFORMACIÓN Y DE LOS 
DATOS36 
 
“Por medio de la cual se modifica el Código Penal, se crea un nuevo bien jurídico 
tutelado - denominado “de la protección de la información y de los datos”- y se 
preservan integralmente los sistemas que utilicen las tecnologías de la información 




Artículo 1: Adicionase el Código Penal con un Título VII BIS de-nominado “De la 




De los atentados contra la confidencialidad, la integridad y la disponibilidad de los 
datos y de los sistemas informáticos 
 
Artículo 269 A. Acceso abusivo a un sistema informático. El que, sin autorización o 
por fuera de lo acordado, acceda en todo o en par-te a un sistema informático 
protegido o no con una medida de seguridad, o se mantenga dentro del mismo en 
contra de la voluntad de quien tenga el legítimo derecho a excluirlo, incurrirá en 
pena de prisión de cuarenta y ocho (48) a noventa y seis (96) meses y en multa de 
100 a 1000 salarios mínimos legales mensuales vigentes.  
 
Artículo 269 B. Obstaculización ilegítima de sistema informático o red de 
telecomunicación. El que, sin estar facultado para ello, impida u obstaculice el 
funcionamiento o el acceso normal a un sistema informático, a los datos 
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informáticos allí contenidos, o a una red de  telecomunicaciones, incurrirá en pena 
de prisión de cuarenta y ocho (48) a noventa y seis (96) meses y en multa de 100 
a 1000 salarios mínimos legales mensuales vigentes, siempre que la conducta no 
constituya delito sancionado con una pena mayor.  
 
Artículo 269 C. Interceptación de datos informáticos. El que, sin orden judicial 
previa intercepte datos informáticos en su origen, destino o en el interior de un 
sistema informático, o las emisiones electromagnéticas provenientes de un 
sistema informático que los tras-porte incurrirá en pena de prisión de treinta y seis 
(36) a setenta y dos (72) meses.  
 
Artículo 269 D. Daño informático. El que, sin estar facultado para ello, destruya, 
dañe, borre, deteriore, altere o suprima datos informáticos, o un sistema de 
tratamiento de información o sus partes o componentes lógicos, incurrirá en pena 
de prisión de cuarenta y ocho (48) a noventa y seis (96) meses y en multa de 100 
a 1000 salarios mínimos legales mensuales vigentes.  
 
Artículo 269 E: Uso de software malicioso. El que, sin estar faculta-do para ello, 
produzca, trafique, adquiera, distribuya, venda, envíe, introduzca o extraiga del 
territorio nacional software malicioso u otros programas de computación de efectos 
dañinos, incurrirá en pena de prisión de cuarenta y ocho (48) a noventa y seis (96) 
meses y en multa de 100 a 1000 salarios mínimos legales mensuales vigentes.  
 
Artículo 269 F. Violación de datos personales. El que, sin estar facultado para ello, 
con provecho propio o de un tercero, obtenga, compile, sustraiga, ofrezca, venda, 
intercambie, envíe, compre, intercepte, divulgue, modifique o emplee códigos 
personales, datos personales contenidos en ficheros, archivos, bases de datos o 
medios semejantes, incurrirá en pena de prisión de cuarenta y ocho (48) a noventa 





Artículo 269 G: Suplantación de sitios web para capturar datos personales. El que 
con objeto ilícito y sin estar facultado para ello, diseñe, desarrolle, trafique, venda, 
ejecute, programe o envíe páginas electrónicas, enlaces o ventanas emergentes, 
incurrirá en pena de prisión de cuarenta y ocho (48) a noventa y seis (96) meses y 
en multa de 100 a 1000 salarios mínimos legales mensuales vigentes, siempre 
que la conducta no constituya delito sancionado con pena más grave. En la misma 
sanción incurrirá el que modifique el sistema de resolución de nombres de 
dominio, de tal manera que haga entrar al usuario a una IP diferente en la creencia 
de que acceda a su banco o a otro sitio personal o de confianza, siempre que la 
conducta no constituya delito sancionado con pena más grave. La pena señalada 
en los dos incisos anteriores se agravará de una tercera parte a la mitad, si para 
consumarlo el agente ha reclutado víctimas en la cadena del delito.  
 
Artículo 269 H. Circunstancias de agravación punitiva. Las penas imponibles de 
acuerdo con los artículos descritos en este título, se aumentarán de la mitad a las 
tres cuartas partes si la conducta se cometiere:  
 
1. Sobre redes o sistemas informáticos o de comunicaciones 
estatales u oficiales o del sector financiero, nacionales o extranjeros.  
2. Por servidor público en ejercicio de sus funciones  
3. Aprovechando la confianza depositada por el poseedor de la in-
formación o por quien tuviere un vínculo contractual con este.  
4. Revelando o dando a conocer el contenido de la información en 
perjuicio de otro.  
5. Obteniendo provecho para sí o para un tercero.  
6. Con fines terroristas o generando riesgo para la seguridad o 
defensa nacional.  
7. Utilizando como instrumento a un tercero de buena fe. 
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8. Si quien incurre en estas conductas es el responsable de la 
administración, manejo o control de dicha información, además se le 
impondrá hasta por tres años, la pena de inhabilitación para el 
ejercicio de profesión relacionada con sistemas de información 




De los atentados informáticos y otras infracciones 
 
Artículo 269 I. Hurto por medios informáticos y semejantes. El que, superando 
medidas de seguridad informáticas, realice la conducta señalada en el artículo 239 
manipulando un sistema informático, una red de sistema electrónico, telemático u 
otro medio semejante, o su-plantando a un usuario ante los sistemas de 
autenticación y de autorización establecidos, incurrirá en las penas señaladas en 
el artículo 240 de este Código.  
 
Artículo 269 J. Transferencia no consentida de activos. El que, con ánimo de lucro 
y valiéndose de alguna manipulación informática o artificio semejante, consiga la 
transferencia no consentida de cualquier activo en perjuicio de un tercero, siempre 
que la conducta no constituya delito sancionado con pena más grave, incurrirá en 
pena de prisión de cuarenta y ocho (48) a ciento veinte (120) meses y en multa de 
200 a 1500 salarios mínimos legales mensuales vigentes. La misma sanción se le 
impondrá a quien fabrique, introduzca, posea o facilite programa de computador 
destinado a la comisión del delito descrito en el inciso anterior, o de una estafa. Si 
la conducta descrita en los dos incisos anteriores tuviere una cuantía superior a 
200 salarios mínimos legales mensuales, la sanción allí señalada se incrementará 
en la mitad.  
 
Artículo 2: Adiciónese al artículo 58 del Código Penal con un numeral 17, así:  
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Artículo 58. Circunstancias de mayor punibilidad. Son circunstancias de mayor 
punibilidad, siempre que no hayan sido previstas de otra manera:  
Cuando para la realización de las conductas punibles se utilicen medios 
informáticos, electrónicos o telemáticos.  
 
Artículo 3: Adiciónese al artículo 37 del Código de Procedimiento Penal con un 
numeral 6, así: Artículo 37. De los jueces municipales. Los jueces penales 
municipales conocen:  
De los delitos contenidos en el título VII Bis.  
Artículo 4: La presente Ley rige a partir de su promulgación y deroga todas las 














11. DESARROLLO METODOLÓGICO DEL SOFTWARE 
 
11.1 INTRODUCCIÓN AL ANALISIS DEL SOFTWARE 
 
La herramienta informática permite tener un mejor control y manejo de los 
inventarios de producción y bodega de la empresa SIMETRIA, además de poder 








Gustavo A. González Analista y Desarrollador Universidad Libre Pereira 
Ing. Juan Manuel 
Cárdenas 
Asesor en el Diseño 
Técnico del Proyecto 
Universidad Libre Pereira 
Ing. Juan Manuel 
Cárdenas 
Asesor en el Diseño 
Metodológico 
Universidad Libre Pereira 
Fuente: Gustavo González 
 
11.2.2 Beneficiarios en su momento. 
 
Tabla 4. Beneficiarios del proyecto en su momento. 
 
Nombre Papel Organización 
Wilson Edilberto Ávila Nieto Gerente General  Simetría, Taller de Diseño 





11.3 DESCRIPCIÓN DEL SISTEMA ACTUAL 
 
En la metodología se hizo referencia al diagnóstico y a la descripción de la 
problemática identificadas en la empresa SIMETRÍA TALLER, ver el numeral 5 y 
1.2 respectivamente. 
 
11.4 OBJETIVOS DEL ANÁLISIS DEL SOFTWARE 
 
11.4.1 Objetivo General. 
 
Desarrollar de un software que permita agilizar el proceso actual que se realiza de 
forma manual, para el control y manejo de datos en el área de producción y 
bodega de la empresa SIMETRIA, permitiendo llevar un mejor control sin pérdida 
de información y en tiempo real a todas sus dependencias.  
Así mismo, tener un manejo adecuado con los proveedores, compra de materiales 










11.4.2 Objetivos Específicos  
11.4.2.1 Administradores del Sistema 
Tabla 5. Objetivo 1 Administradores del sistema 
OBJ – 1 Administradores del Sistema 
Versión 1.0.0 
Autores Gustavo González  
Fuentes SIMETRÍA TALLER 
Descripción El sistema deberá gestionar la información correspondiente a los 
usuarios que utilizaran el sistema: nuevo, editar, consultar y 
eliminar. 
Importancia Alta  
Fuente: Gustavo González 
 
11.4.2.2 Proveedores 
Tabla 6. Objetivo 2 Proveedores 
OBJ – 2 Proveedores 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRIA TALLER 
Descripción El sistema deberá gestionar la información correspondiente a los 
proveedores que se ingresen a la base de datos: nuevo, editar, 
consultar y eliminar. 
Importancia Alta  






11.4.2.3 Materiales  
Tabla 7. Objetivo 3 Materiales  
OBJ – 3 Materiales 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRIA TALLER 
Descripción El sistema deberá gestionar la información correspondiente a los 
materiales que se ingresen a la base de datos: nuevo, editar, 
consultar y eliminar. 
Importancia Alta  
Fuente: Gustavo González 
 
11.4.2.4 Inventario Diario 
Tabla 8. Objetivo 4 Inventarios Diario 
OBJ – 4 Inventario Diario 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRIA TALLER 
Descripción El sistema deberá gestionar la información correspondiente a los 
inventarios diarios que se ingresen a la base de datos: nuevo, 
editar, consultar y eliminar. 
Importancia Alta  











11.4.2.5 Ordenes de Corte 
Tabla 9. Objetivo 5 Órdenes de Corte 
OBJ – 5 Ordenes de Corte 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRIA TALLER 
Descripción El sistema deberá gestionar la información correspondiente a las 
Órdenes de Corte que se ingresen a la base de datos: nuevo, 
editar, consultar y eliminar. 
Importancia Alta  
Fuente: Gustavo González 
 
11.4.2.6 Ordenes de Instalación 
Tabla 10. Objetivo 6 Órdenes de Instalación 
OBJ – 6 Ordenes de Instalación 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRIA TALLER 
Descripción El sistema deberá gestionar la información correspondiente a las 
Órdenes de Instalación que se ingresan a la base de datos: nuevo, 
editar, consultar y eliminar. 
Importancia Alta  









11.5 REQUISITOS DE INFORMACIÓN 
 
11.5.1 Requisitos de almacenamiento de información. 
11.5.1.1  Administradores 
 
Tabla 11. Requisito de información 01 Administradores 
IRQ – 01 Administradores 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRÍA TALLER 
Objetivos 
asociados 






UC- Nuevo Administrador 
UC- Modificar Administrador 
UC- Consultar Administrador 
UC- Eliminar Administrador 
Descripción El sistema deberá almacenar la información correspondiente a 
los administradores del sistema. 
Datos 
específicos 
Permisos, nombre usuario, contraseña, palabra clave, nombre, 
cedula, dirección, ciudad, telefono1, telefono2, celular, email. 






Importancia Alta  









Tabla 12. Requisito de información 02 Proveedores 
IRQ – 02 Proveedores 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRÍA TALLER 
Objetivos 
asociados 






UC- Nuevo Proveedor 
UC- Modificar Proveedor 
UC- Consultar Proveedor 
UC- Eliminar Proveedor 
Descripción El sistema deberá almacenar la información correspondiente a 
los proveedores de la empresa. 
Datos 
específicos 
Código, nombre, contacto, dirección, ciudad, telefono1, 
telefono2, celular, email, web. 






Importancia Alta  













Tabla 13. Requisito de información 03 Materiales 
IRQ – 03 Materiales 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRIA TALLER 
Objetivos 
asociados 
OBJ. 2 Proveedores 





UC- Nuevo Material 
UC- Modificar Material 
UC- Consultar Material 
UC- Eliminar Material 
UC- Consultar Proveedor 
Descripción El sistema deberá almacenar la información correspondiente a 
los materiales que adquiere la empresa. 
Datos 
específicos 
Elemento, referencia, unidades adquiridas, valor unitario, valor 
total, proveedor, cantidad existente. 






Importancia Alta  









11.5.1.4 Inventario Diario 
 
Tabla 14. Requisito de información 04 Inventario Diario 
IRQ – 04 Inventario Diario 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRÍA TALLER 
Objetivos 
asociados 
OBJ. 02 Proveedores 
OBJ. 03 Materiales  





UC- Nuevo Inventario 
UC- Modificar Inventario 
UC- Consultar Inventario 
UC- Eliminar Inventario 
UC- Consultar Proveedor 
UC- Consultar Materiales 
Descripción El sistema deberá almacenar la información correspondiente a 
las revisiones diarias que se realizan en la empresa. 
Datos 
específicos 
Fecha, referencia, elemento, cantidad, unidades adquiridas, 
proveedor, valor unitario, valor total, cantidad actual, cantidad 
final, elaborado, revisado. 






Importancia Alta  






11.5.1.5 Ordenes de Corte 
 
Tabla 15. Requisito de información 05 Órdenes de Corte 
IRQ – 05 Ordenes de Corte 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRIA TALLER 
Objetivos 
asociados 
OBJ. 03 Materiales  





UC- Nuevo Corte 
UC- Modificar Corte 
UC- Consultar Corte 
UC- Eliminar Corte 
UC- Consultar Materiales 
Descripción El sistema deberá almacenar la información correspondiente a 
las órdenes de corte que se realizan en bodega. 
Datos 
específicos 
Fecha, cliente, dirección, teléfono, encargado, acciones a 
realizar, autoriza, fecha entrega, valor venta,  estado de la orden, 
materiales. 






Importancia Alta  







11.5.1.6 Ordenes de Instalación 
 
Tabla 16. Requisito de información 06 Órdenes de Instalación 
IRQ – 06 Ordenes de Instalación 
Versión 1.0.0 
Autores Gustavo González 
Fuentes SIMETRIA TALLER 
Objetivos 
asociados 
OBJ. 05 Ordenes de Corte 




UC- Modificar Instalación 
UC- Consultar Instalación 
UC- Consultar Corte 
UC- Modificar Corte 
Descripción El sistema deberá almacenar la información correspondiente a 
las órdenes de corte que han sido instaladas a los clientes. 
Datos 
específicos 
Estado de la orden, instalación, fecha, cliente, dirección, 
teléfono, encargado, acciones realizadas, autorizo, fecha de 
entrega, valor venta. 






Importancia Alta  








11.6 REQUISITOS FUNCIONALES 
 
11.6.1 Definición de Actores. 
 
11.6.1.1  Administrador. 
 
Tabla 17. Actor 01 Administrador 
ACT – 01 Administrador 
Versión 1.0.0  
Autores Gustavo González 
Fuentes Gustavo González 
Descripción Este actor representa el administrador del sistema. 
comentarios El administrador del sistema es la única persona que tiene 
acceso a todas las funciones de la herramienta informática. 
Fuente: Gustavo González 
 
11.6.1.2  Usuario 
 
Tabla 18. Actor 02 Usuario 
ACT – 02 Usuario 
Versión 1.0.0 
Autores Gustavo González 
Fuentes Gustavo González 
Descripción Este actor representa  el usuario del sistema.   
comentarios El usuario del sistema tiene definido perfiles que determinan las 
acciones que pueden realizar. 




11.6.1.3 Base de datos.  
 
Tabla 19. Actor 03 Base de datos 
ACT – 03 Base de Datos (BDD)  
Versión 1.0.0 
Autores Gustavo González 
Fuentes Gustavo González 
Descripción Este actor representa  la base de datos del sistema de 
información.   
comentarios Aquí se almacenan todos los datos del sistema de información. 
Fuente: Gustavo González 
 
11.6.1.4 Interfaz gráfica de usuario. 
 
Tabla 20. Actor 04 Interfaz gráfica de usuario 
ACT – 04 Interfaz gráfica de usuario 
Versión 1.0.0 
Autores Gustavo González 
Fuentes Gustavo González 
Descripción Este actor representa  la interfaz gráfica de usuario del sistema de 
información.   
comentarios Aquí se visualizan gráficamente las peticiones y validaciones del 
sistema de información. 







11.6.2 DIAGRAMAS Y DOCUMENTACIÓN DE CASOS DE USO 
 
11.6.2.1 Validación de usuario 
 
Figura 11. Diagrama de caso de uso validar usuario 
 
 
Fuente: Gustavo González 
 
Tabla 21. Documentación caso de uso  01 validar usuario 
UC – 01 validar usuario 
Versión 1.0.0 
Actores usuario 
Propósito Validar al usuario que desea ingresar al sistema  
Resumen El usuario ingresa al sistema a través de un nombre y una 
contraseña, el sistema se encarga de verificar su perfil y los 
permisos establecidos. 








Acción del Actor Respuesta del sistema 
1. El caso de uso inicia 
cuando el usuario desea 
ingresar al sistema. 
2. La herramienta muestra la 
pantalla de bienvenida y pide 
que ingrese el usuario y la 
contraseña. 
3. El usuario digita el 4. La herramienta informática 
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usuario y la contraseña. válida los datos proporcionados 
por el usuario. 
 5. La herramienta informática 
obtiene el perfil y permisos del 
usuario. 
 6. Inicia la herramienta 
informática en el menú principal 




4. Si la herramienta detecta que el nombre de usuarios y la 
contraseña son incorrectos muestra un mensaje de datos no 
válidos. 




















































11.6.2.2 Validación de administrador 
 
Figura 14. Diagrama de caso de uso validar administrador 
 
 
Fuente: Gustavo González 
 
Tabla 22. Documentación caso de uso  02 validar administrador 
UC – 02 Validar administrador 
Versión 1.0.0 
Actores Administrador 
Propósito Validar al Administrador que desea ingresar al sistema  
Resumen El Administrador ingresa al sistema a través de un nombre de 
usuario y una contraseña, el sistema se encarga de verificar y 
consultar sus permisos establecidos. 
Precondición El Administrador debe haberse creado previamente para poder 







Acción del Actor Respuesta del sistema 
1. El caso de uso inicia 
cuando el administrador 
desea ingresar al sistema. 
2. La herramienta muestra la 
pantalla de bienvenida y pide 
que ingrese el nombre de 
usuario y la contraseña. 
 3. El administrador digita el 
nombre de usuario y 
contraseña. 
4. La herramienta informática 
válida los datos proporcionados 
por el administrador. 
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 5. La herramienta informática 
obtiene los permisos del 
administrador. 
 6. Inicia la herramienta 
informática en el menú principal 




4. Si la herramienta detecta que el nombre de usuario o la 
contraseña son incorrectos muestra un mensaje de datos no 
válidos. 

























































11.6.2.3 GESTIÓN DE ADMINISTRADORES 
 
11.6.2.3.1 Caso de uso nuevo administrador 
 
Figura 17. Diagrama de caso de uso nuevo administrador 
 
 
Fuente: Gustavo González 
 
Tabla 23. Documentación caso de uso 03 nuevo administrador 
UC – 03 Nuevo administrador 
Versión 1.0.0 
Actores Administrador 
Propósito Ingresar los datos solicitados por el sistema para crear un nuevo 
registro. 
Resumen Se ingresan los datos al sistema. 










Acción del Actor Respuesta del sistema 
1. El administrador del 
sistema solicita a la 
herramienta informática la 
creación de un nuevo 
usuario o administrador. 
2. La herramienta informática 
solicita ingresar los datos del 
nuevo registro. 
3. El administrador del 
sistema proporciona los 
4. La herramienta informática 
realiza las validaciones 
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datos a la herramienta 
informática y solicita que los 
almacene. 
necesarias. 
 5. La herramienta informática 
almacena los datos 
proporcionados e informa al 
administrador que el proceso  




4. Si la herramienta informática detecta que el registro ya ha sido 
ingresado, informa de la situación al administrador. 
Importancia Alta 
























































11.6.2.3.2 Caso de uso modificar administrador 
 
Figura 20. Diagrama de caso de uso modificar administrador 
 
 
Fuente: Gustavo González 
 
Tabla 24. Documentación caso de uso 04 modificar administrador 
UC – 04 Modificar administrador 
Versión 1.0.0 
Actores Administrador 
Propósito Modificar los datos de los registros. 
Resumen El administrador del sistema modifica los datos. 
Precondición El administrador debe estar registrado previamente. 












Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta modificar los 
datos de un usuario o 
administrador. 
2. La herramienta solicita al 
administrador seleccionar el 
registro a modificar. 
3. El administrador  modifica 
los datos que la herramienta 
informática le permita y 
solicita que los almacene. 
4. La herramienta informática 
realiza las validaciones 
necesarias. 
 5. La herramienta informática 








correspondientes y los 
almacena. 
 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática detecta que el usuario a modificar 
no existe, informa de la situación al administrador. 





























































11.6.2.3.3 Caso de uso consultar administrador 
 
Figura 23. Diagrama de caso de uso consultar administrador 
 
 
Fuente: Gustavo González 
 
Tabla 24. Documentación caso de uso 05 consultar administrador 
UC – 04 Consultar administrador 
Versión 1.0.0 
Actores Administrador 
Propósito Consultar los datos de un registro. 
Resumen El administrador del sistema consulta los datos de los registros. 
Precondición El administrador del sistema se debe haber validado previamente. 










Acción del Actor Respuesta del sistema 
1. El usuario solicita a la 
herramienta consultar los 
datos del usuario o 
administrador. 
2. La herramienta solicita al 
usuario seleccionar el registro a 
consultar. 
3. El usuario solicita a la 
herramienta consultar la 
información. 
4. La herramienta realiza las 
validaciones necesarias. 
 5. La herramienta informática 




6. Si el usuario solicita  a la 
herramienta informática la 
impresión de los datos del 
registro, la herramienta 






4. Si la herramienta informática no detecta ningún registro 
seleccionado, la herramienta comunica al administrador la 
situación, a continuación este caso de uso queda sin efecto. 
Importancia Alta 

























































11.6.2.3.4 Caso de uso eliminar administrador 
 
Figura 26. Diagrama de caso de uso eliminar administrador 
 
 
Fuente: Gustavo González 
 
Tabla 25. Documentación caso de uso 06 eliminar administrador 
UC – 06 Eliminar administrador 
Versión 1.0.0 
Actores Administrador 
Propósito Eliminar un registro del sistema. 
Resumen El administrador del sistema elimina un registro. 
Precondición El administrador del sistema debe estar registrado previamente. 












Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta informática 
comenzar el proceso de 
eliminar un usuario o 
administrador. 
2. La herramienta informática 
solicita al administrador 
seleccionar el registro a 
eliminar. 
3. El administrador 
selecciona el registro y 
solicita a la herramienta 
informática que elimine la 
4. La herramienta informática 























 información correspondiente 
al registro. 
 5. La herramienta informática 
elimina los datos 
correspondientes al registro. 
 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática no detecta ningún registro 
seleccionado, informa de la situación al administrador. 
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11.6.2.4 GESTIÓN DE PROVEEDORES 
 
11.6.2.4.1 Caso de uso nuevo proveedor 
 
Figura 29. Diagrama de caso de uso nuevo proveedor 
 
 
Fuente: Gustavo González 
 
Tabla 26. Documentación caso de uso 07 nuevo proveedor 
UC – 07 Nuevo proveedor 
Versión 1.0.0 
Actores Administrador 
Propósito Ingresar los datos solicitados por el sistema para crear un nuevo 
registro. 
Resumen Se ingresan los datos al sistema. 










Acción del Actor Respuesta del sistema 
1. El administrador del 
sistema solicita a la 
herramienta informática la 
creación de un nuevo 
proveedor. 
2. La herramienta informática 
solicita ingresar los datos del 
nuevo registro. 
3. El administrador del 
sistema proporciona los 
4. La herramienta informática 
realiza las validaciones 
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datos a la herramienta 
informática y solicita que los 
almacene. 
necesarias. 
 5. La herramienta informática 
almacena los datos 
proporcionados e informa al 
administrador que el proceso  




4. Si la herramienta informática detecta que el registro ya ha sido 
ingresado, informa de la situación al administrador. 
Importancia Alta 
























































11.6.2.4.2 Caso de uso modificar proveedor 
 
Figura 32. Diagrama de caso de uso modificar proveedor 
 
 
Fuente: Gustavo González 
 
Tabla 27. Documentación caso de uso 08 modificar proveedor 
UC – 08 Modificar proveedor 
Versión 1.0.0 
Actores Administrador 
Propósito Modificar los datos de los registros. 
Resumen El administrador del sistema modifica los datos. 
Precondición El administrador debe estar registrado previamente. 












Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta modificar los 
datos de un proveedor. 
2. La herramienta solicita al 
administrador seleccionar el 
registro a modificar. 
3. El administrador  modifica 
los datos que la herramienta 
informática le permita y 
solicita que los almacene. 
4. La herramienta informática 
realiza las validaciones 
necesarias. 
 5. La herramienta informática 
modifica los datos 









 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática detecta que el proveedor a 
modificar no existe, informa de la situación al administrador. 





























































11.6.2.4.3 Caso de uso consultar proveedor 
 
Figura 35. Diagrama de caso de uso consultar proveedor 
 
 
Fuente: Gustavo González 
 
Tabla 28. Documentación caso de uso 09 consultar proveedor 
UC – 09 Consultar proveedor 
Versión 1.0.0 
Actores Administrador 
Propósito Consultar los datos de un registro. 
Resumen El administrador del sistema consulta los datos de los registros. 
Precondición El administrador del sistema se debe haber validado previamente. 










Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta consultar los 
datos del proveedor. 
2. La herramienta solicita al 
usuario seleccionar el registro a 
consultar. 
3. El usuario solicita a la 
herramienta consultar la 
información. 
4. La herramienta realiza las 
validaciones necesarias. 
 5. La herramienta informática 




6. Si el usuario solicita  a la 
herramienta informática la 
impresión de los datos del 
registro, la herramienta 






4. Si la herramienta informática no detecta ningún registro 
seleccionado, la herramienta comunica al administrador la 
situación, a continuación este caso de uso queda sin efecto. 
Importancia Alta 

























































11.6.2.4.4 Caso de uso eliminar proveedor 
 
Figura 38. Diagrama de caso de uso eliminar proveedor 
 
 
Fuente: Gustavo González 
 
Tabla 29. Documentación caso de uso 10 eliminar proveedor 
UC – 10 Eliminar proveedor 
Versión 1.0.0 
Actores Administrador 
Propósito Eliminar un registro del sistema. 
Resumen El administrador del sistema elimina un registro. 
Precondición El administrador del sistema debe estar registrado previamente. 












Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta informática 
comenzar el proceso de 
eliminar un proveedor. 
2. La herramienta informática 
solicita al administrador 
seleccionar el registro a 
eliminar. 
3. El administrador 
selecciona el registro y 
solicita a la herramienta 
informática que elimine la 
información correspondiente 
4. La herramienta informática 























 al registro. 
 5. La herramienta informática 
elimina los datos 
correspondientes al registro. 
 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática no detecta ningún registro 
seleccionado, informa de la situación al administrador. 
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11.6.2.5 GESTIÓN DE MATERIALES 
 
11.6.2.5.1 Caso de uso nuevo material 
 
Figura 41. Diagrama de caso de uso nuevo material 
 
 
Fuente: Gustavo González 
 
Tabla 30. Documentación caso de uso 11 nuevo material 
UC – 11 Nuevo material 
Versión 1.0.0 
Actores Administrador 
Propósito Ingresar los datos solicitados por el sistema para crear un nuevo 
material. 
Resumen Se ingresan los datos al sistema. 










Acción del Actor Respuesta del sistema 
1. El administrador del 
sistema solicita a la 
herramienta informática la 
creación de un nuevo 
material. 
2. La herramienta informática 
solicita ingresar los datos del 
nuevo registro. 
3. El administrador del 
sistema proporciona los 
4. La herramienta informática 
realiza las validaciones 
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datos a la herramienta 
informática y solicita que los 
almacene. 
necesarias. 
 5. La herramienta informática 
almacena los datos 
proporcionados e informa al 
administrador que el proceso  




4. Si la herramienta informática detecta que el registro ya ha sido 
ingresado, informa de la situación al administrador. 
Importancia Alta 
























































11.6.2.5.2 Caso de uso modificar material 
 
Figura 44. Diagrama de caso de uso modificar material 
 
 
Fuente: Gustavo González 
 
Tabla 31. Documentación caso de uso 12 modificar material 
UC – 12 Modificar material 
Versión 1.0.0 
Actores Administrador 
Propósito Modificar los datos de los registros. 
Resumen El administrador del sistema modifica los datos. 
Precondición El administrador debe estar registrado previamente. 












Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta modificar los 
datos de un material. 
2. La herramienta solicita al 
administrador seleccionar el 
registro a modificar. 
3. El administrador  modifica 
los datos que la herramienta 
informática le permita y 
solicita que los almacene. 
4. La herramienta informática 
realiza las validaciones 
necesarias. 
 5. La herramienta informática 
modifica los datos 









 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática detecta que el material a modificar 
no existe, informa de la situación al administrador. 





























































11.6.2.5.3 Caso de uso consultar material 
 
Figura 47. Diagrama de caso de uso consultar material 
 
 
Fuente: Gustavo González 
 
Tabla 32. Documentación caso de uso 13 consultar material 
UC – 13 Consultar material 
Versión 1.0.0 
Actores Administrador 
Propósito Consultar los datos de un registro. 
Resumen El administrador del sistema consulta los datos de los registros. 
Precondición El administrador del sistema se debe haber validado previamente. 










Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta consultar los 
datos de los materiales. 
2. La herramienta solicita al 
usuario seleccionar el registro a 
consultar. 
3. El usuario solicita a la 
herramienta consultar la 
información. 
4. La herramienta realiza las 
validaciones necesarias. 
 5. La herramienta informática 




6. Si el usuario solicita  a la 
herramienta informática la 
impresión de los datos del 
registro, la herramienta 






4. Si la herramienta informática no detecta ningún registro 
seleccionado, la herramienta comunica al administrador la 
situación, a continuación este caso de uso queda sin efecto. 
Importancia Alta 

























































11.6.2.5.4 Caso de uso eliminar material 
 
Figura 50. Diagrama de caso de uso eliminar material 
 
 
Fuente: Gustavo González 
 
Tabla 33. Documentación caso de uso 14 eliminar material 
UC – 14 Eliminar material 
Versión 1.0.0 
Actores Administrador 
Propósito Eliminar un registro del sistema. 
Resumen El administrador del sistema elimina un registro. 
Precondición El administrador del sistema debe estar registrado previamente. 












Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta informática 
comenzar el proceso de 
eliminar un material. 
2. La herramienta informática 
solicita al administrador 
seleccionar el registro a 
eliminar. 
3. El administrador 
selecciona el registro y 
solicita a la herramienta 
informática que elimine la 
información correspondiente 
4. La herramienta informática 























 al registro. 
 5. La herramienta informática 
elimina los datos 
correspondientes al registro. 
 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática no detecta ningún registro 
seleccionado, informa de la situación al administrador. 
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11.6.2.6 GESTIÓN DE INVENTARIO DIARIO 
 
11.6.2.6.1 Caso de uso nuevo inventario 
 
Figura 53. Diagrama de caso de uso nuevo inventario 
 
 
Fuente: Gustavo González 
 
Tabla 34. Documentación caso de uso 15 nuevo inventario 
UC – 15 Nuevo inventario 
Versión 1.0.0 
Actores Administrador 
Propósito Ingresar los datos solicitados por el sistema para crear un nuevo 
inventario. 
Resumen Se ingresan los datos al sistema. 










Acción del Actor Respuesta del sistema 
1. El administrador del 
sistema solicita a la 
herramienta informática la 
creación de un nuevo 
inventario. 
2. La herramienta informática 
solicita ingresar los datos del 
nuevo registro. 
3. El administrador del 
sistema proporciona los 
4. La herramienta informática 
realiza las validaciones 
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datos a la herramienta 
informática y solicita que los 
almacene. 
necesarias. 
 5. La herramienta informática 
almacena los datos 
proporcionados e informa al 
administrador que el proceso  




4. Si la herramienta informática detecta que el registro ya ha sido 
ingresado, informa de la situación al administrador. 
Importancia Alta 
























































11.6.2.6.2 Caso de uso modificar inventario 
 
Figura 56. Diagrama de caso de uso modificar inventario 
 
 
Fuente: Gustavo González 
 
Tabla 35. Documentación caso de uso 16 modificar inventario 
UC – 16 Modificar inventario 
Versión 1.0.0 
Actores Administrador 
Propósito Modificar los datos de los registros. 
Resumen El administrador del sistema revisa los inventarios. 
Precondición El administrador debe estar registrado previamente. 












Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta revisar los 
inventarios. 
2. La herramienta solicita al 
administrador seleccionar el 
registro a revisar. 
3. El administrador  revisa el 
inventario y solicita que lo 
almacene. 
4. La herramienta informática 
realiza las validaciones 
necesarias. 
 5. La herramienta informática 
modifica los datos 










 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática detecta que el inventario a revisar 
no existe, informa de la situación al administrador. 





























































11.6.2.6.3 Caso de uso consultar inventario 
 
Figura 59. Diagrama de caso de uso consultar inventario 
 
 
Fuente: Gustavo González 
 
Tabla 36. Documentación caso de uso 17 consultar inventario 
UC – 17 Consultar inventario 
Versión 1.0.0 
Actores Administrador 
Propósito Consultar los datos de un registro. 
Resumen El administrador del sistema consulta los datos de los inventarios. 
Precondición El administrador del sistema se debe haber validado previamente. 










Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta consultar los 
datos de los inventarios. 
2. La herramienta solicita al 
usuario seleccionar el registro a 
consultar. 
3. El usuario solicita a la 
herramienta consultar la 
información. 
4. La herramienta realiza las 
validaciones necesarias. 
 5. La herramienta informática 




6. Si el usuario solicita  a la 
herramienta informática la 
impresión de los datos del 
registro, la herramienta 






4. Si la herramienta informática no detecta ningún registro 
seleccionado, la herramienta comunica al administrador la 
situación, a continuación este caso de uso queda sin efecto. 
Importancia Alta 

























































11.6.2.6.4 Caso de uso eliminar inventario 
 
Figura 62. Diagrama de caso de uso eliminar inventario 
 
 
Fuente: Gustavo González 
 
Tabla 37. Documentación caso de uso 18 eliminar inventario 
UC – 18 Eliminar inventario 
Versión 1.0.0 
Actores Administrador 
Propósito Eliminar un registro del sistema. 
Resumen El administrador del sistema elimina un registro. 
Precondición El administrador del sistema debe estar registrado previamente. 












Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta informática 
comenzar el proceso de 
eliminar un inventario. 
2. La herramienta informática 
solicita al administrador 
seleccionar el registro a 
eliminar. 
3. El administrador 
selecciona el registro y 
solicita a la herramienta 
informática que elimine la 
información correspondiente 
4. La herramienta informática 























 al registro. 
 5. La herramienta informática 
elimina los datos 
correspondientes al registro. 
 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática no detecta ningún registro 
seleccionado, informa de la situación al administrador. 
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11.6.2.7 GESTIÓN DE ORDEN DE CORTE 
 
11.6.2.7.1 Caso de uso nuevo corte 
 
Figura 65. Diagrama de caso de uso nuevo corte 
 
 
Fuente: Gustavo González 
 
Tabla 38. Documentación caso de uso 19 nuevo corte 
UC – 19 Nuevo corte 
Versión 1.0.0 
Actores Administrador 
Propósito Ingresar los datos solicitados por el sistema para crear una nueva 
orden de corte. 
Resumen Se ingresan los datos al sistema. 










Acción del Actor Respuesta del sistema 
1. El administrador del 
sistema solicita a la 
herramienta informática la 
creación de una nueva 
orden de corte. 
2. La herramienta informática 
solicita ingresar los datos del 
nuevo registro. 
3. El administrador del 
sistema proporciona los 
4. La herramienta informática 
realiza las validaciones 
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datos a la herramienta 
informática y solicita que los 
almacene. 
necesarias. 
 5. La herramienta informática 
almacena los datos 
proporcionados e informa al 
administrador que el proceso  




4. Si la herramienta informática detecta que el registro ya ha sido 
ingresado, informa de la situación al administrador. 
Importancia Alta 
























































11.6.2.7.2 Caso de uso modificar corte 
 
Figura 68. Diagrama de caso de uso modificar corte 
 
 
Fuente: Gustavo González 
 
Tabla 39. Documentación caso de uso 20 modificar corte 
UC – 20 Modificar corte 
Versión 1.0.0 
Actores Administrador 
Propósito Modificar los datos de los registros. 
Resumen El administrador del sistema modifica los datos de las órdenes de 
corte. 
Precondición El administrador debe estar registrado previamente. 











Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta modificar los 
datos de las órdenes de 
corte. 
2. La herramienta solicita al 
administrador seleccionar el 
registro a modificar. 
3. El administrador  modifica 
los datos de las órdenes de 
corte y solicita que los 
almacene. 
4. La herramienta informática 











 5. La herramienta informática 
modifica los datos 
correspondientes y los 
almacena. 
 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática detecta que la orden de corte no 
existe, informa de la situación al administrador. 




























































11.6.2.7.3 Caso de uso consultar corte 
 
Figura 71. Diagrama de caso de uso consultar corte 
 
 
Fuente: Gustavo González 
 
Tabla 40. Documentación caso de uso 21 consultar corte 
UC – 21 Consultar corte 
Versión 1.0.0 
Actores Administrador 
Propósito Consultar los datos de un registro. 
Resumen El administrador del sistema consulta los datos de las órdenes de 
corte. 
Precondición El administrador del sistema se debe haber validado previamente. 










Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta consultar los 
datos de las órdenes de 
corte. 
2. La herramienta solicita al 
usuario seleccionar el registro a 
consultar. 
3. El usuario solicita a la 
herramienta consultar la 
información. 
4. La herramienta realiza las 
validaciones necesarias. 
 5. La herramienta informática 
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muestra los datos del registro 
seleccionado. 
6. Si el usuario solicita  a la 
herramienta informática la 
impresión de los datos del 
registro, la herramienta 






4. Si la herramienta informática no detecta ningún registro 
seleccionado, la herramienta comunica al administrador la 
situación, a continuación este caso de uso queda sin efecto. 
Importancia Alta 
























































11.6.2.7.4 Caso de uso eliminar corte 
 
Figura 74. Diagrama de caso de uso eliminar corte 
 
 
Fuente: Gustavo González 
 
Tabla 41. Documentación caso de uso 22 eliminar corte 
UC – 22 Eliminar corte 
Versión 1.0.0 
Actores Administrador 
Propósito Eliminar un registro del sistema. 
Resumen El administrador del sistema elimina un registro. 
Precondición El administrador del sistema debe estar registrado previamente. 












Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta informática 
comenzar el proceso de 
eliminar una orden de corte. 
2. La herramienta informática 
solicita al administrador 
seleccionar el registro a 
eliminar. 
3. El administrador 
selecciona el registro y 
solicita a la herramienta 
informática que elimine la 
información correspondiente 
4. La herramienta informática 























 al registro. 
 5. La herramienta informática 
elimina los datos 
correspondientes al registro. 
 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática no detecta ningún registro 
seleccionado, informa de la situación al administrador. 
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11.6.2.8 GESTIÓN DE ORDEN DE INSTALACIÓN 
 
11.6.2.8.1 Caso de uso modificar instalación 
 
Figura 77. Diagrama de caso de uso modificar instalación 
 
 
Fuente: Gustavo González 
 
Tabla 42. Documentación caso de uso 23 modificar instalación 
UC – 23 Modificar instalación 
Versión 1.0.0 
Actores Administrador 
Propósito Realizar la instalación de una orden de corte. 
Resumen El administrador del sistema modifica el estado de las órdenes de 
corte. 
Precondición El administrador debe estar registrado previamente. 









Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta modificar el 
estado de las órdenes de 
corte. 
2. La herramienta solicita al 
administrador seleccionar el 
registro a modificar. 












los datos de las órdenes de 
corte y solicita que los 
almacene. 
realiza las validaciones 
necesarias. 
 5. La herramienta informática 
modifica los datos 
correspondientes y los 
almacena. 
 6. La herramienta informática 
informa al administrador que el 




3. Si la herramienta informática detecta que la orden de corte no 
existe, informa de la situación al administrador. 
























































11.6.2.8.2 Caso de uso consultar instalación 
 
Figura 80. Diagrama de caso de uso consultar instalación 
 
 
Fuente: Gustavo González 
 
Tabla 43. Documentación caso de uso 24 consultar instalación 
UC – 24 Consultar instalación 
Versión 1.0.0 
Actores Administrador 
Propósito Consultar los datos de un registro. 
Resumen El administrador del sistema consulta los datos de las órdenes de 
corte listas para ser instaladas. 
Precondición El administrador del sistema se debe haber validado previamente. 










Acción del Actor Respuesta del sistema 
1. El administrador solicita a 
la herramienta consultar los 
datos de las órdenes de 
corte listas para ser 
instaladas. 
2. La herramienta solicita al 
usuario seleccionar el registro a 
consultar. 
3. El usuario solicita a la 
herramienta consultar la 
información. 




 5. La herramienta informática 
muestra los datos del registro 
seleccionado. 
6. Si el usuario solicita  a la 
herramienta informática la 
impresión de los datos del 
registro, la herramienta 






4. Si la herramienta informática no detecta ningún registro 
seleccionado, la herramienta comunica al administrador la 
situación, a continuación este caso de uso queda sin efecto. 
Importancia Alta 






















































11.7 REQUISITOS NO FUNCIONALES 
 
Tabla 44. Requisito no funcional herramientas de desarrollo 
NFR – 01 Herramientas de desarrollo 
Versión 1.0.0 
Autores Gustavo González 
Fuentes Gustavo González 





Plataforma Desarrollo Herramientas Versiones 
Visual Studio  Visual Basic 2008 




Importancia Alta  
Fuente: Gustavo González 
 
Tabla 45. Requisito no funcional visualización 
NFR – 02 Visualización 
Versión 1.0.0 
Autores Gustavo González 
Fuentes Gustavo González 
Descripción El sistema será creado de acuerdo a los siguientes 





Importancia Alta  






Tabla 46.  Requisito no funcional requerimientos de interacción 
NFR – 03 Requerimientos de interacción 
Versión 1.0.0 
Autores Gustavo González 
Fuentes Gustavo González 
Descripción El sistema será creado de acuerdo a los siguientes 
requerimientos de interacción. 
Requerimientos de 
interacción 
Computadores de escritorio 
Importancia Alta  
Fuente: Gustavo González 
 
Tabla 47.  Requisito no funcional compatibilidad 
 NFR – 04 Compatibilidad 
Versión 1.0.0 
Autores Gustavo González 
Fuentes Gustavo González  
Descripción El sistema debe tener la capacidad de exportar archivos de 
Crystal Report y Excel, principalmente. 
Importancia Alta  
Fuente: Gustavo González 
 
Tabla 48.  Requisito no funcional Robustez 
NFR – 05 Robustez  
Versión 1.0.0 
Autores Gustavo González 
Fuentes Gustavo González 
Descripción El sistema será creado de acuerdo a los siguientes 
requerimientos mínimos: capacidad mínima del disco duro de 
20Gb, un procesador Celeron de 1.4 GHz, 1Gb de memoria 
RAM.  
Importancia Alta  
Fuente: Gustavo González 
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Tabla 49.  Requisito no funcional Control de acceso 
NFR - 06 Control de acceso 
Versión 1.0.0 
Autores Gustavo González 
Fuentes Gustavo González 
Descripción El sistema deberá verificar la contraseña de usuario que utiliza 
el sistema. 
Importancia Alta  


















11.8 DIAGRAMA DE CLASES 






































































































Fuente: Gustavo González 
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12.2 DIAGRAMA DE DESPLIEGUE 
 
Figura 85. Diagrama de despliegue 
 
 









12.3 PROTOTIPOS DE INTERFAZ GRÁFICA DE USUARIO 
 
12.3.1 Interfaz Validar Usuario 
 
Descripción: Esta pantalla se utiliza para la validación de acceso de los usuarios 
que utilizan el sistema. 
 




Fuente: Gustavo González 
Tabla 50. Eventos Validar Usuario 
 EVENTO ACCION 
 Ingresar Valida el usuario, si es invalido, retorna un mensaje de 
error. 
 Salir Cierra el programa 










12.3.2 Interfaz Menú Principal 
 
Descripción: Esta pantalla se utiliza para acceder a todas las opciones del 
sistema. 
 
Figura 87. Interfaz Menú Principal 
 
Fuente: Gustavo González 
 
 
Tabla 51. Eventos Interfaz Menú Principal 
EVENTO ACCION 
Acceso a Menús Permite a los usuarios ingresar a los diferentes módulos del 
sistema. 






12.3.3 Interfaz Administradores 
 
Descripción: Esta pantalla se utiliza para editar la información de los 
administradores del sistema. 
  
Figura 88. Interfaz Administradores 
 















Tabla 52. Eventos Administradores 
ICONO EVENTO ACCION 
 
Nuevo Permite adicionar un nuevo registro 
 
Editar Permite modificar el registro 
 
Deshacer Permite deshacer los cambios realizados en el registro 
 
Guardar Permite almacenar la información en la Base de Datos 
 
Eliminar Permite eliminar un registro 
 
Primero Nos desplaza hasta el primer registro 
 
Anterior Nos desplaza un registro hacia atrás 
 
Siguiente Nos desplaza un registro hacia adelante 
 
Ultimo Nos desplaza hasta el último registro 
 
Imprimir Nos permite imprimir la información del formulario 
 
Actualizar Permite refrescar el formulario 
 
Buscar Permite buscar un registro 

















12.3.4 Interfaz Proveedores 
 
Descripción: Esta pantalla se utiliza para editar la información de los proveedores 
de la empresa. 
  
Figura 89. Interfaz Proveedores 
 















Tabla 53. Eventos Proveedores 
ICONO EVENTO ACCION 
 
Nuevo Permite adicionar un nuevo registro 
 
Editar Permite modificar el registro 
 
Deshacer Permite deshacer los cambios realizados en el registro 
 
Guardar Permite almacenar la información en la Base de Datos 
 
Eliminar Permite eliminar un registro 
 
Primero Nos desplaza hasta el primer registro 
 
Anterior Nos desplaza un registro hacia atrás 
 
Siguiente Nos desplaza un registro hacia adelante 
 
Ultimo Nos desplaza hasta el último registro 
 
Imprimir Nos permite imprimir la información del formulario 
 
Actualizar Permite refrescar el formulario 


















12.3.5 Interfaz Materiales 
 
Descripción: Esta pantalla se utiliza para ingresar los materiales comprados en el 
sistema. 
  
Figura 90. Interfaz Materiales 
 




Tabla 54. Eventos Materiales 
 EVENTO ACCION 
 Aceptar Ingresa la información en la base de datos 
 Cancelar Cierra el formulario 






12.3.6 Interfaz Inventario Diario 
 
Descripción: Esta pantalla se utiliza para revisar los inventarios realizados por los 
usuarios. 
  
Figura 91. Interfaz Inventario Diario 
 















Tabla 55. Eventos Inventario Diario 
ICONO EVENTO ACCION 
 
Aceptar Cambia el estado del inventario de pendiente ha 
revisado 
 
Eliminar Permite eliminar un registro 
 
Primero Nos desplaza hasta el primer registro 
 
Anterior Nos desplaza un registro hacia atrás 
 
Siguiente Nos desplaza un registro hacia adelante 
 
Ultimo Nos desplaza hasta el último registro 























12.3.7 Interfaz Órdenes de Corte 
 
Descripción: Esta pantalla se utiliza para editar la información de las órdenes de 
corte. 
  
Figura 92. Interfaz Órdenes de Corte 
 















Tabla 56. Eventos Órdenes de Corte 
ICONO EVENTO ACCION 
 
Nuevo Permite adicionar un nuevo registro 
 
Editar Permite modificar el registro 
 
Deshacer Permite deshacer los cambios realizados en el registro 
 
Guardar Permite almacenar la información en la Base de Datos 
 
Eliminar Permite eliminar un registro 
 
Primero Nos desplaza hasta el primer registro 
 
Anterior Nos desplaza un registro hacia atrás 
 
Siguiente Nos desplaza un registro hacia adelante 
 
Ultimo Nos desplaza hasta el último registro 
 
Imprimir Nos permite imprimir la información del formulario 
 
Actualizar Permite refrescar el formulario 


















12.3.8 Interfaz Órdenes de Instalación 
 
Descripción: Esta pantalla se utiliza para editar la instalación de las órdenes de 
corte. 
  
Figura 93. Interfaz Órdenes de Instalación 
 















Tabla 57. Eventos Órdenes de Instalación 
ICONO EVENTO ACCION 
 
Instalar Orden Cambia el estado de la orden de corte de Pendiente 
ha Instalado 
 
Primero Nos desplaza hasta el primer registro 
 
Anterior Nos desplaza un registro hacia atrás 
 
Siguiente Nos desplaza un registro hacia adelante 
 
Ultimo Nos desplaza hasta el último registro 
 
Imprimir Nos permite imprimir la información del formulario 























12.3.9 Interfaz Reportes 
 
Descripción: Esta pantalla se utiliza para imprimir la información de los 
formularios  
Figura 94. Interfaz Reportes 
 










12.4 DISEÑO DE BASE DE DATOS 
12.4.1 Modelo Entidad Relación 
 





















Fuente: Gustavo González 
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/****** Object:  Table [dbo].[usuarios]    Script Date: 11/29/2011 
17:56:53 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[usuarios]( 
 [id] [int] IDENTITY(1,1) NOT NULL, 
 [fecha] [date] NULL, 
 [foto] [nvarchar](50) NULL, 
 [permisos] [nvarchar](50) NULL, 
 [usuario] [nvarchar](50) NULL, 
 [contraseña] [nvarchar](50) NULL, 
 [palabra_clave] [nvarchar](50) NULL, 
 [nombre] [nvarchar](150) NULL, 
 [cedula] [nvarchar](50) NULL, 
 [direccion] [nvarchar](150) NULL, 
 [ciudad] [nvarchar](50) NULL, 
 [telefono1] [nvarchar](50) NULL, 
 [telefono2] [nvarchar](50) NULL, 
 [celular] [nvarchar](50) NULL, 
 [correo] [nvarchar](150) NULL, 
 CONSTRAINT [PK_usuarios] PRIMARY KEY CLUSTERED  
( 
 [id] ASC 
)WITH (PAD_INDEX  = OFF, STATISTICS_NORECOMPUTE  = OFF, IGNORE_DUP_KEY = 
OFF, ALLOW_ROW_LOCKS  = ON, ALLOW_PAGE_LOCKS  = ON) ON [PRIMARY] 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[proveedores]    Script Date: 11/29/2011 
17:56:53 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[proveedores]( 
 [id] [int] IDENTITY(1,1) NOT NULL, 
 [fecha] [datetime] NULL, 
 [codigo] [nvarchar](50) NULL, 
 [nombre] [nvarchar](150) NULL, 
 [contacto] [nvarchar](150) NULL, 
 [direccion] [nvarchar](150) NULL, 
 [ciudad] [nvarchar](50) NULL, 
 [telefono1] [nvarchar](50) NULL, 
 [telefono2] [nvarchar](50) NULL, 
 [celular] [nvarchar](50) NULL, 
 [correo] [nvarchar](50) NULL, 
 [web] [nvarchar](50) NULL, 




 [id] ASC 
)WITH (PAD_INDEX  = OFF, STATISTICS_NORECOMPUTE  = OFF, IGNORE_DUP_KEY = 
OFF, ALLOW_ROW_LOCKS  = ON, ALLOW_PAGE_LOCKS  = ON) ON [PRIMARY] 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[materiales_ingresar]    Script Date: 
11/29/2011 17:56:53 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[materiales_ingresar]( 
 [id] [int] IDENTITY(1,1) NOT NULL, 
 [fecha] [datetime] NULL, 
 [referencia] [nvarchar](50) NULL, 
 [elemento] [nvarchar](150) NULL, 
 [unidades] [nvarchar](50) NULL, 
 [valor_unitario] [nvarchar](50) NULL, 
 [valor_total] [nvarchar](50) NULL, 
 [codigo_proveedor] [nvarchar](50) NULL, 
 [nombre_proveedor] [nvarchar](150) NULL, 
 CONSTRAINT [PK_materiales_ingresar] PRIMARY KEY CLUSTERED  
( 
 [id] ASC 
)WITH (PAD_INDEX  = OFF, STATISTICS_NORECOMPUTE  = OFF, IGNORE_DUP_KEY = 
OFF, ALLOW_ROW_LOCKS  = ON, ALLOW_PAGE_LOCKS  = ON) ON [PRIMARY] 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[materiales]    Script Date: 11/29/2011 
17:56:53 ******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[materiales]( 
 [id] [int] IDENTITY(1,1) NOT NULL, 
 [fecha] [date] NULL, 
 [foto] [nvarchar](150) NULL, 
 [referencia] [nvarchar](50) NULL, 
 [elemento] [nvarchar](150) NULL, 
 [cantidad] [nvarchar](50) NULL, 
 [valor_unitario] [nvarchar](50) NULL, 
 [valor_total] [nvarchar](50) NULL, 
 CONSTRAINT [PK_materiales] PRIMARY KEY CLUSTERED  
( 
 [id] ASC 
)WITH (PAD_INDEX  = OFF, STATISTICS_NORECOMPUTE  = OFF, IGNORE_DUP_KEY = 
OFF, ALLOW_ROW_LOCKS  = ON, ALLOW_PAGE_LOCKS  = ON) ON [PRIMARY] 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[inventario]    Script Date: 11/29/2011 
17:56:53 ******/ 




SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[inventario]( 
 [id] [int] IDENTITY(1,1) NOT NULL, 
 [fecha] [datetime] NULL, 
 [referencia] [nvarchar](50) NULL, 
 [elemento] [nvarchar](150) NULL, 
 [cantidad_utilizada] [nvarchar](50) NULL, 
 [cantidad_comprada] [nvarchar](50) NULL, 
 [codigo_proveedor] [nvarchar](50) NULL, 
 [valor_unitario] [nvarchar](50) NULL, 
 [valor_total] [nvarchar](50) NULL, 
 [cantidad_existente] [nvarchar](50) NULL, 
 [cantidad_final] [nvarchar](50) NULL, 
 [elaboro] [nvarchar](150) NULL, 
 [reviso] [nvarchar](150) NULL, 
 CONSTRAINT [PK_inventario] PRIMARY KEY CLUSTERED  
( 
 [id] ASC 
)WITH (PAD_INDEX  = OFF, STATISTICS_NORECOMPUTE  = OFF, IGNORE_DUP_KEY = 
OFF, ALLOW_ROW_LOCKS  = ON, ALLOW_PAGE_LOCKS  = ON) ON [PRIMARY] 
) ON [PRIMARY] 
GO 
/****** Object:  Table [dbo].[corte]    Script Date: 11/29/2011 17:56:53 
******/ 
SET ANSI_NULLS ON 
GO 
SET QUOTED_IDENTIFIER ON 
GO 
CREATE TABLE [dbo].[corte]( 
 [id] [int] IDENTITY(1,1) NOT NULL, 
 [fecha] [datetime] NULL, 
 [cliente] [nvarchar](50) NULL, 
 [direccion] [nvarchar](150) NULL, 
 [telefono] [nvarchar](50) NULL, 
 [encargado] [nvarchar](150) NULL, 
 [accion] [nvarchar](1500) NULL, 
 [autoriza] [nvarchar](50) NULL, 
 [fecha_entrega] [datetime] NULL, 
 [valor_venta] [nvarchar](50) NULL, 
 [estado_orden] [nvarchar](50) NULL, 
 [materiales] [nvarchar](1500) NULL, 
 [instalacion] [nvarchar](50) NULL, 
 CONSTRAINT [PK_corte1] PRIMARY KEY CLUSTERED  
( 
 [id] ASC 
)WITH (PAD_INDEX  = OFF, STATISTICS_NORECOMPUTE  = OFF, IGNORE_DUP_KEY = 
OFF, ALLOW_ROW_LOCKS  = ON, ALLOW_PAGE_LOCKS  = ON) ON [PRIMARY] 







 Se logró implementar la herramienta informática a Simetría Taller, la cual 
agilizara y/o optimiraza el flujo de información en tiempo real, sin pérdida de 
datos de forma segura. Para ello, se tuvo presente los principales principios 
de interfaz de usuario, y demás metodologías para lograr una versión final 
del software. 
 
 Con la ayuda de la ingeniería de requerimientos se identificaron los 
requisitos del software. Se realizaron entrevistas al encargado, para poder 
asi, conocer las necesidades existentes. 
 
 La elaboración del software cumplió con los requerimientos y necesidades 
exigidas por el área administrativa y de taller. 
 
 Con la implementación del software se obtuvo un manejo adecuado de los 
procesos, ya que no existía un orden propio para cada labor, haciendo que 
todo se llevara de forma manual y sin cuidado alguno. En bodega se logró 
llevar un mejor control de los materiales entrantes y salientes, haciendo un 















 Para el adecuado uso de esta herramienta y otras adicionales a nivel 
tecnológico, se recomienda capacitar el personal administrativo para de 
esta manera monitoreen la planta. 
 
 No obstante, el éxito del programa actual es preciso sistematizar otras 
áreas de la empresa, entre ellas; el área contable y de vigilancia. 
 
 A medida que va creciendo la organización, se debe crear espacios para un 
área de sistemas que promuevan proyectos como este. 
 
 Para un mejor funcionamiento de los procesos sistematizados, lo indicado 
es la renovación de la infraestructura tecnológica. 
 
 Se recomienda la realización de copia de seguridad o Backus 
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