Abstract. Participative software systems are a new class of software systems whose development does not end at the deployment but requires continued user participation and contribution. They need to provide both solutions to users and a participation framework that entails technical and social challenges. Metadesign is a promising approach to guide the development of participative software systems. Drawing on lessons learned from a systematic analysis of Open Source Software projects, this paper described general issues that need to be addressed to enable and encourage continued user participation during the meta-design process.
Introduction
We have been observing the rapid emergence of a new type of software systems that are based on the contributions by a community of users [18] . Systems, such as Wikipedia, Flickr, and Open Source Software (OSS) projects, that are created through the collaboration of many contributors who are regarded as equal partners by bringing their unique set of skills and expertise to shape the functionality and utility of the software systems. We call such software systems as participative software systems (PSS) whose design does not end at the time of deployment and whose success hinges on continued participations and contributions of users at use time. Participative software systems need to be evolved continuously at the hand of users to achieve the best fit between the system and its ever-changing context of use, problems, domains, users, and communities of users.
In such systems, the roles of users and developers are blurred and design extends into use time. The design of participative software systems, therefore, presents a challenge of creating new methodological frameworks that re-delineate the roles of developers and users, re-distribute the design activities over the life cycle of the software systems, and give equal importance to the design of technical functionality and the design of social conditions for wide and sustained participation of users.
Meta-design [3] is a new design methodology that we have proposed to address the above challenge. Meta-design characterizes objectives, techniques, and processes for creating new media and environments that allow "owners of problems" (or users) to act as designers. A fundamental objective of meta-design is to create socio-technical environments [7] that empower users to engage actively in the continuous development of systems rather than being restricted to the use of existing systems. Meta-design aims at defining and creating not only technical infrastructures for the software system but also social infrastructure in which users can participate actively as co-designers to shape and reshape the socio-technical systems through collaboration.
User participation, however, does not come automatically. Specific design decisions have to be made conscientiously to enable and encourage user participation and collaboration. This paper discusses the issues that need to be addressed during the meta-design process to achieve sustainable user participation. After the articulation of the concept and defining features of participative software systems in Section 2, we describe the lessons that we have learned from a systematic analysis of OSS systems. Drawing from the lessons, we present a general framework of designing for participation in Section 4, followed by a summary in Section 5.
Participative Software Systems
Software systems are knowledge artifacts whose creation requires a wide range of knowledge from computation domains and problem domains. Systems that require relatively little domain knowledge or in domains where requirements can be clearly articulated up front can be delegated to professional developers after the users have clearly identified the requirements. When the requirements can be only partially understood or defined previous to the construction of the system, professional software developers need to work in close collaboration with domain experts (a system design methodology pursued in participatory design approaches [15] ).
Most complex problems are ill-defined problems that cannot be delegated because they require the integration of problem framing and problem solving [13] , making it impossible to define requirements in advance. Ill-defined problems require that "backtalk" of a problem goes to the owners of the problem helping them iteratively to gain a deeper understanding of the problem [14] during the process of constructing the solution. Continued user participation and involvement in the design and development of software system is needed. We use the term participative software system (PSS) [11] to refer to this kind of software systems.
The development of PSS does not end at the time of deployment but extends into use. PSS is a living entity and a socio-technical system [7] capable of integrating computing infrastructure and participation process in one single platform and supporting collaboration not only about design artifacts but also about the goals of the design activity. In a PSS:
(1) users can participate in the evolution of the system according to their capabilities and on the basis on their own interest or needs; (2) user participation (at various levels) not only benefits the user, but it also shapes the platform for other participants to collaborate; and (3) as a result of participation, users and the software system co-evolve to adapt the whole PSS to new social and technical demands.
Re-defining the Roles of Users and Developers
In the world of software, users and developers are conventionally regarded as two mutually exclusive groups of people. Users are those people who own a problem, and developers are those who construct software systems for the users. However, with the widespread use of, and the society's increasing reliance on, software, the distinction between users and developers is quickly disappearing. More and more people are not only using software but also getting involved in developing software to widely varying degrees (Figure 1 ) to solve problems.
To make software development easier, two major research fields have been established to attack both ends of the above spectrum ( Figure 1 ). Software engineering focuses on the group of people on the right, who call software development their profession. They develop software systems that are used by users other than themselves. End-user development [6, 8] aims to find ways of creating software systems that can be adapted by end-users to their own unique needs. It focuses on the group of people on the left of the above spectrum.
In the middle are people who have certain software development skills but are not interested in software per se. They do not develop software for other people; rather they are developing software to solve specific problems that they own. This group of people can be called domain expert software developers (or domain experts) [1] .
Redistributing the Design Activity
In all design processes, two basic stages can be differentiated: design time and use time [4] . At design time, system developers (with or without user participation) create environments and tools for the world as imagined by them to anticipate users' needs and objectives. At use time, users use the system in the world as experienced. The bridging of these two stages into a unique "design-in-use" continuum encompassing an ongoing conversation both with the design material and among participants differentiates meta-design from other (more established) design frameworks.
Existing design frameworks are based on the assumption that major design activities end at a certain point after which the system enters use time. Meta-design complements and transcends these design methodologies by creating open and continuously evolvable systems that can be collaboratively extended and redesigned at use time by users and user communities. However, meta-design is not merely enduser modification and programming. Meta-designed software systems not only provide the technical means for users to customize and extend the systems but also 
Designing for Participation: Lessons from Open Source Software Development
To understand how user participation can be sustained in PSS, we studied successful examples of a typical class of PSS: Open Source Software (OSS) systems. OSS development is an activity in which a community of software developers collaboratively constructs systems to help solve problems of shared interest and for mutual benefit. The original designers of an OSS system do not provide a complete solution that addresses all problems of potential users, rather he or she provides an "under-designed seed" as a solution space that can be evolved by its users at use time via making the source code available [2, 12] . The ability to change source code, the technological means of sharing changes over the Internet, and the spontaneous social support among community members are the enabling conditions for collaborative construction of software by changing software from a fixed entity that is produced and controlled by a closed group of designers to an open effort that allows a community to design collaboratively.
However, not all OSS systems are successful in terms of active user participation. A study [10] of 90,902 Open Source Software projects hosted in the sourceforge.net has found that 66.7% of the projects have only one developer.
To understand the socio-technical factors that make some OSS development successful PSS, we have conducted studies of five OSS projects: GNU, Linux, PostgreSQL, Jun and GIMP [21, 22] . One critical factor that enables the continual evolution of an OSS project is the forming of a vibrant and sustained community of practice [20] of developers, users, and user-turned-developers. The right to access and modify source code itself does not make OSS projects different from most "Closed Source Software" ones. All developers in a project in any software company would have the same access privilege. The fundamental difference is the role transformation of the people involved in a project. In Closed Source Software projects, developers and users are clearly defined and strictly separated. In OSS projects, there is no clear distinction between developers and users: all users are potential developers.
Roles and Community Structure in OSS Communities
People involved in a particular OSS project create a community around the project. Members of an OSS community assume roles according to their personal interest in the project, rather than being assigned by someone else. A member may have one of the following eight roles [9] : Project Leader. Project Leaders are often the person who has initiated the project. They are responsible for the vision and overall direction of the project. Core Member. Core Members are responsible for guiding and coordinating the development of an OSS project. Core Members are those people who have been involved with the project for a relative long time and have made significant contributions to the development and evolution of the system. Active Developer. Active Developers regularly contribute new features and fix bugs; they are one of the major development forces of OSS systems. Peripheral Developer. Peripheral Developers occasionally contribute new functionality or features to the existing system. Their contribution is irregular, and the period of involvement is short and sporadic. Bug Fixer. Bug Fixers fix bugs that either they discover by themselves or are reported by other members. Bug Fixers have to read and understand a small portion of the source code of the system where the bug occurs. Bug Reporter. Bug Reporters discover and report bugs; they do not fix the bugs themselves, and they may not read source code either. They assume the same role as testers in the traditional software development model. Reader. Readers are active users of the system; they not only use the system, but also try to understand how the system works by reading the source code. Passive User. Passive Users just use the system in the same way as most of us use commercially available Closed Source Software. They are attracted to OSS mainly due to its high quality and the potential to be changed when needed.
Although a strict hierarchical structure does not exist in OSS communities, the structure of OSS communities is not completely flat. The influences that members have on the system and the community are different, depending on the roles they play. Figure 2 depicts the general layered structure of OSS communities, in which roles closer to the center have a larger radius of influence. Passive Users have the least influence, but they still play important roles in the whole community. Although they do not directly contribute to the development of the system technically, their existence contributes socially and psychologically by attracting and motivating other, more active, members, to whom a large population of users is the utmost reward and flattery of their hard work [12] . 
Co-Evolution of OSS Systems and OSS Communities
The roles and their associated influences in OSS communities can be realized only through contributions to the community. Roles are not fixed: members can play larger roles if they aspire and make appropriate contributions. As members change the roles they play in an OSS community, they also change the social dynamics, and thus reshape the structure of the community, resulting in the evolution of the community.
For an OSS project to have a sustainable development, the system and the community must co-evolve. A large base of voluntarily contributing members is one of the most important success factors of OSS. The evolution of an OSS community is effected by the contributions made by its aspiring and motivated members. Such contributions not only transform the role and influence of their contributors in the community and thus evolve the whole community, but they are the sources of the evolution of the system. The opposite is also true; any modification, improvement, and extension made to an OSS system not only evolves the system but redefines the role of the contributing members and thus changes the social dynamics of the OSS community ( Figure 3) .
The role that an OSS member plays in the community is not pre-assigned, and is assumed by the member as he or she interacts with other members. An aspiring member can become a Core Member through the following migration path:
New members are attracted to an OSS community because the system can solve one of their own problems. The depth and richness of good OSS systems often drives motivated members to want to learn more, to read the system [16] . The new members now migrate from Passive Users to Readers. As they gain more understanding of the system, they are able to fix the bugs that are either encountered by themselves or reported by others. They may also want to add a new twist to the system to make the system more powerful and more suitable for their own tasks. As their developed programs are made publicly available to other community members, their roles as Bug Fixers and Peripheral Developers are recognized and established in the whole community. The more contributions they make, the higher recognition they earn, and finally, they will enter the highly selected "inner circle" of Core Members. The above path describes an abstract model of role changes of aspiring members. Not all members want to and will become Core Members. Some will remain Passive Users, and some stop somewhere in the middle. The important point is that Open Source Software makes it possible for an aspiring and technically capable software developer to play a larger role through continual contributions and engagement
Designing for Participation: A General Framework
Drawing from the lessons learned by systematic analysis of OSS projects from the meta-design perspective, this section describes challenging issues that need to be considered during the meta-design process of PSS to enable and encourage continued user participation.
Embracing Users as Co-Designers
To embrace users as co-designers, designers of PSS need to bear in mind that they are not only providing a solution to users, but also a solution space [18] within which users can develop new solutions to their specific needs. The solution space contains technological instruments that users can use for their design activities, and determines the degree that users can evolve the original design. Currently available technology in software systems provides a variety of choices, ranging from the modification of options, the customization of menus and functions, the plug-in structure for extension, the published services for being mashed up with other services, the publication of system API for integration with other systems, and the source code that offers the highest freedom for user development. Meta-designers of PSS have to make a conscientious decision according to how much they want to get user involved.
Providing a Common Platform
Design contributions made by one individual user are limited because one particular user is only interested in creating solutions for his or her own needs. The power of distributed user design comes from the fact that the evolution of systems is pushed by a large number of users with diversified needs and skills who each makes small contributions. For this to happen, users need to have a common platform so that they can share with each other and integrate design solutions of others. Meta-designers need to either create an associated common toolkit or utilize a set of common tools widely available to all users to facilitate easy sharing and integration. The concept of OSS has been pioneered by Richard Stallman (with the term Free Software) in the 80s but the huge success of OSS systems becomes possible only when software development tools-such as Emacs, Eclipse, and CVS-becomes widely available and the de facto standard tools for most software developers.
Enabling Legitimate Peripheral Participation
A transparent policy and procedure is needed to incorporate some of user contributions into the participative software systems. Users who made contributions need to see that their contributions make a recognizable influence on the system. In other words, user participation has to be legitimate [20] and their design activities are regarded as an integral part of shaping the direction and functionality of the system. The possibility for newcomers to participate peripherally is another key aspect [19] . To attract more users to become developers, the system architecture must be designed in a modularized way to create many relatively independent tasks with progressive difficulty so that newcomers can start to participate peripherally and move on gradually to take charge of more difficult tasks. The way a system is partitioned has consequences for both the efficiency of parallel development-a prerequisite for OSS-and the possibility of peripheral participation. The success of Linux is due in large part to its well-designed modularity [17] .
Another approach to afford peripheral participation is perhaps to intentionally release under-designed system to users by leaving some non-critical parts unimplemented to facilitate easy participation. The TODO list of most OSS systems creates guidance for participation.
Sharing Control
While the original meta-designers of the PSS may retain the major control of the direction of the system, active participating users need to be granted certain controls commensurate with their interest, technical skill, and contributions. The roles that a domain expert user can play in the system are different depending on their levels of involvement. Each level has its own responsibility and authority. Responsibility without authority cannot sustain users' interest in further involvement. When users change their roles in the PSS by making constant contributions, they should be granted the matching authority in the decision-making process that shapes the system. The meta-designer needs to find a strategic way to transfer some of the control to aspiring and contributing users. Granting those users controlling authority has two positive impacts on sustaining user participation: (1) users who gain controlling authority become stakeholders and require ownership in the system and are likely to make further contributions; and (2) it can attract and encourage new users who want to influence the system development to make contributions. Successful OSS projects invariably select skilful user-turned-developers and grant them access privilege to contributing directly to the source base.
Promoting Mutual Learning and Support
Users have different levels of skill and knowledge about the system. To get involved in contributing to the system or using the system, they need to learn many things. Peer users are important learning resources. A PSS should be accompanied with knowledge sharing mechanisms that encourage users to learn from each other. In OSS projects, mailing lists, discussion forums, and chat rooms provide an important platform for knowledge transfer and exchange among peer users [5] .
Fostering a Social Rewarding and Recognition Structure
Motivation to participation is essential for the success of PSSs. Factors that affect motivation are both intrinsic and extrinsic. The precondition for motivating users to get involved in contribution is that they must derive an intrinsic satisfaction in their involvement by shaping the software system to solve their problems. Intrinsic motivation is positively reinforced and amplified when social structure and conventions of the community recognize and reward the contributions of its members.
The social fabric inherent in OSS communities reinforces the intrinsic motivation for participating in OSS projects. Members close to the center of the community enjoy better visibility and reputations than do peripheral members. As new members contribute to the system and the community, they are rewarded with higher recognition, trust, and influence in the community. Rewarding contributing members with higher recognition and more important roles is also important for the sustainability of the community and the system development, because it is the way that the community reproduces itself.
Developers of PSSs therefore need to establish a social norm in the user communities by recognizing publicly contributing users and promoting the social status in the community by granting matching authority.
Summary
PSSs represent the rapidly emerging class of software systems whose development does not end at the point of deployment and continues to evolve at the hand of participating users. The success of many such systems is mostly accidental resulting from the insights of their original designers. Existing software design methodologies that have mainly focused on engineering software systems to the needs of users at design time are not well suited for PSSs. For the past several years, we have developed the meta-design framework to address this challenge. In this paper, we described general issues that need to be considered to design socio-technical environments that enable and encourage user participation, drawing on a systematic study of existing OSS projects.
