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TERMILUETTELO 
 
 Android – Yleinen käyttöjärjestelmä monissa eri mobiililaitteissa. 
 C++ - Yleisesti käytetty natiiviohjelmointikieli. 
 Java – Android-käyttöjärjestelmässä käytetty ohjelmointikieli. 
 Natiivi koodi – Koodi, joka on kirjoitettu kielillä kuten C++ tai C. 
 Objekti – Olio-ohjelmointiin liittyvä tietomuoto. 
JVM – Java Virtual Machine on osa Java ohjelmointikielen 
kääntämisprosessia. 
NDK – Native Development Kit on työkalusarja, jonka avulla pystytään 
työskentelemään natiivin ohjelmointikielien kanssa Android-
ympäristössä. 
JNI – Java Native Interface on NDK:n tärkein työkalu, jolla pystytään 
yhdistämään natiivia ohjelmointikieltä Javan kanssa 
Eclipse – Ohjelmointiympäristöohjelma.
SISÄLLYS 
 
1 JOHDANTO ................................................................................................................... 1 
2 NATIVE DEVELOPMENT KIT ......................................................................................... 2 
2.1 Java- ja C++-kielien eroavaisuus .......................................................................... 2 
2.2 Java Androidissa .................................................................................................. 2 
2.3 JNI ja sen historia ................................................................................................ 3 
2.4 Miksi käyttää JNI:tä? ........................................................................................... 3 
2.5 Miksi ei käyttää JNI:tä? ....................................................................................... 4 
3 PROJEKTI ...................................................................................................................... 5 
3.1 Android Activity ................................................................................................... 5 
3.2 Projektin aloitus ja Github ................................................................................... 6 
4 JNI OHJEET ................................................................................................................... 6 
4.1 Asentaminen ....................................................................................................... 6 
4.2 Eclipsen konfigurointi .......................................................................................... 6 
4.3 JNIEnv objekti ...................................................................................................... 7 
4.4 Natiivin kooditiedoston liittäminen Javaan ........................................................ 8 
4.5 Funktion kirjoittaminen natiivilla puolella .......................................................... 8 
4.6 Java-metodin kutsuminen natiivista koodista .................................................... 9 
4.7 JNI tietotyypit ja niiden kääntäminen ............................................................... 10 
4.7.1 String natiivista Javaan .......................................................................... 11 
4.7.2 String Javasta natiiviin ........................................................................... 12 
4.8 Java-metodien, enumien ja kenttien haku........................................................ 12 
4.9 JNI Signaturet .................................................................................................... 13 
4.10 Metodien kutsuminen ....................................................................................... 15 
4.11 Garbage Collector ja Global Referenssit ........................................................... 16 
4.12 Java Virtual Machine tallennus ......................................................................... 17 
4.13 Exception Checking ........................................................................................... 18 
4.14 Java vai C++ funktio? ......................................................................................... 19 
5 RAJAPINNAN RAKENNUS ........................................................................................... 19 
5.1 Ensimmäinen natiivi koodi ................................................................................ 19 
5.2 Rajapinnan rakenne .......................................................................................... 20 
5.3 Android ohjelman rakenne ............................................................................... 21 
5.4 Piirtokutsujen tekeminen .................................................................................. 22 
5.5 Ohjelman tekeminen rajapinnalla: BombDefender Demo ............................... 23 
6 LOPPUTULOS JA POHDINTA....................................................................................... 25 
LÄHTEET .......................................................................................................................... 26 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
1 
 
 
 
1 JOHDANTO 
 
Mobiilisovellusten markkinat ovat jatkuvassa kasvussa. Monen kehittäjän 
ensimmäinen ongelma tuoteidean saatuaan on valita mobiilialustat, joille 
tuote tullaan tekemään. Eri alustat vaativat eri ohjelmointikieliä, mikä 
tekee monialustaisesta kehityksestä hankalaa. Toisaalta taas suuren 
kilpailun takia tahdotaan kaikki paras omaan tuotteeseen, mutta joskus 
alustan rajoitteet tulevat sen tielle. Ratkaisu näihin ongelmiin on rakentaa 
koodia, joka toimii kaikissa laitteissa tai hyväksikäyttää montaa 
ohjelmointikieltä. 
 
Opinnäytetyön tavoite oli rakentaa rajapinta mobiiliapplikaatioille, mikä 
mahdollistaisi applikaatioon toimivuuden eri käyttöjärjestelmissä. Työssä 
käydään läpi, kuinka rakennettaan sovellus tai kirjasto, joka toimii kaikilla 
alustoilla, mutta keskitytään Android-toteutukseen. Android toteutuksen 
tärkein työkalu on Android Native Development Kit, joka sisältää Java 
Native Interfacen, jonka avulla pystytään yhdistämään natiivi 
ohjelmointikieli Androidin vaatimaan Java ohjelmointikieleen. Koska Java 
Native Interface on Android toteutuksen suurin haaste, tullaan sen 
ohjeita käymään läpi. 
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2 NATIVE DEVELOPMENT KIT 
2.1 Java- ja C++-kielien eroavaisuus 
 
Konekieli on ohjelmointikieli, jota prosessorit ymmärtävät. Kaikki koodit 
täytyy loppujen lopuksi muuttaa konekieleksi ennen kuin tietokone osaa 
sen suorittaa. C++ ohjelmointikielellä kirjoitettu koodi voidaan suoraan 
kääntää konekieleksi, kun taas Javalla kirjoitettu koodi muutetaan ensiksi 
Java tavukoodiksi, jonka voi sen jälkeen suorittaa Java virtuaalikoneessa 
(JVM), jolloin JVM kääntää koodin sitten ajon yhteydessä konekielelle. 
C++ ei ole myöskään automaattisesti hallittu kuten Java, jossa koodi pitää 
huolen itse resursseistaan, eikä ohjelmoijan tarvitse huolehtia muistin 
sijoittamisesta tai vapauttamisesta. (Slangen 2012) 
 
Kuva 1. Javan kokoaminen. 
2.2 Java Androidissa 
 
Android laitteissa käytetään Java koodia. Se on suunniteltu niin, että se 
toimisi samanlailla missä tahansa laitteessa ilman, että koodia tarvitsee 
muokata eri laitteistoille. Se on yksi pääsyistä, että Google valitsi sen 
käyttöjärjestelmällensä (Shete 2013). 
Google kehitti oman versionsa Java virtuaalikoneesta, jota kutsutaan 
Dalvikiksi. Sen tarkoitus on olla kevyempi versio Java virtuaalikoneesta. 
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Normaali Java virtuaalikone on pinopohjainen toisin kun Dalvik, joka on 
rekisteripohjainen. Kun Androidin käyttöjärjestelmän versio 5.0 
julkaistiin, Android Runtime (ART) syrjäytti Dalvikin luvaten parempaa 
suorituskykyä. ART ei käytä enää virtuaalikonetta, vaan kääntää 
applikaation suoraan konekielelle. (source.android.com) 
2.3 JNI ja sen historia 
 
Sun Microsystems julkaisi Java ohjelmointikielen ensimmäisen version 
vuonna 1995. Sen mukana tuli JNI:a edeltävä rajapinta native method 
interface, joka mahdollisti java ohjelman käyttää funktioita C ja C++ 
kielistä. Javan alkuaikoina se oli vielä melko kehittymätön ja monet 
ohjelmoijat tarivitsivat native method interfacen käyttöä päästääkseen 
käsiksi natiivien ohjelmointikielien ominaisuuksiin. Java method 
interfacessa oli kuitenkin paljon ongelmia, joista suurimmat johtuivat 
eroista C ja C++ kielien muistin käytöstä. 
JNI on Java method Interfacen parempi versio. Se suunniteltiin 
ratkaisemaan edeltäjänsä ongelmat. JNI:a tuettiin ensimmäisen kerran 
1996, kun Java versio 1.1 julkaistiin. Tällöin vanhasta Java method 
interfacesta tuli turha ja sen tukeminen lopetettiin version 1.2 jälkeen. 
Sun Microsystems julkaisi Java ohjelmointikielen ensimmäisen version 
vuonna 1995. Sen mukana tuli JNI:a edeltävä rajapinta native method 
interface, joka mahdollisti java ohjelman käyttää funktioita C ja C++ 
kielistä. Javan alkuaikoina se oli vielä melko kehittymätön ja monet 
ohjelmoijat tarivitsivat native method interfacen käyttöä päästääkseen 
käsiksi natiivien ohjelmointikielien ominaisuuksiin. Java method 
interfacessa oli kuitenkin paljon ongelmia, joista suurimmat johtuivat 
eroista C ja C++ kielien muistin käytöstä. 
JNI on Java method Interfacen parempi versio. Se suunniteltiin 
ratkaisemaan edeltäjänsä ongelmat. JNI:a tuettiin ensimmäisen kerran 
1996, kun Java versio 1.1 julkaistiin. Tällöin vanhasta Java method 
interfacesta tuli turha ja sen tukeminen lopetettiin version 1.2 jälkeen. 
(Liang 1999, 7) 
2.4 Miksi käyttää JNI:tä? 
 
 
Java Native Interfacen käyttöön voi olla monia syitä. Yleisin näistä on 
kuitenkin, että käyttäjä haluaa applikaationsa toimivan useimmilla 
alustoilla. Käyttäjällä on yleensä pelkästään C++ ohjelmointikielellä 
kirjoitettu ohjelma, jonka hän haluasi käytettäväksi Java pohjaisilla 
laitteilla. C++ ohjelmointikieli toimii nykypäiväisissä Windows ja Apple 
laitteissa, mutta Android laitteissa on Java Virtual Machine (JVM), mikä 
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tarkoittaa, että ne tukevat vain Java ohjelmointikielellä kirjoitettuja 
ohjelmia. Java Native Interfacen avulla tämä on mahdollista. 
Toisaalta käyttäjä voi haluta C++ ohjelmointikielellä kirjoitettuun 
ohjelmaansa jotakin Javan ominaisuuksia. Javassa on joitakin 
sisäänrakennettuja ominaisuuksia, jota vanhemmissa natiiveissa 
ohjelmointikielissä kuten C++:ssa ei ole. Käyttäjä voi myös haluta käyttää 
applikaatiossaan apukirjastoja, jotka ovat kirjoitettu Javalla. Apukirjastoja 
ei voi suoraan käyttää, jolleivät ne ole samaa ohjelmointikieltä. Tällöin 
tarvitaan JNI:tä, jotta ne voitaisiin onnistuneesti liittää projektiin. 
Tämä toimii tietenkin myös toisin päin, jos käyttäjä haluaa liittää Java 
ohjelmaansa natiivilla kielillä kirjoitettujen ohjelmien ominaisuuksia. 
Javalla on erilaisuutensa ja tuntumansa lisäksi myös monia eri 
heikkouksia, sillä se on kehitetty ajatuksena, että se tukee kaikkia laitteita 
alimmasta tasosta alkaen. Javasta puuttuu siis monia korkeampia ja 
monimutkaisempia ominaisuuksia. Tällöin niitä tarvittaessa JNI:tä voidaan 
käyttää tämän heikkouden korjaamiseksi. (Math.uni-hamburg.de; Liang 
1999, 6; stodie.blogspot.fi 2012; Dawson 2009.) 
 
 
 
 
2.5 Miksi ei käyttää JNI:tä? 
 
 
Javalla on huonoa mainetta joissain ammattipiireissä. Sitä ajatellaan ala-
arvoisemmaksi ja hitaammaksi kuin Natiiveilla ohjelmointikielillä tehtyjä 
ohjelmia. Tämä saattaa olla kyllä vanhentunut ajatus. Sillä Java on 
kehittynyt paljon lähivuosien aikana ja laatuero ei ole enää välttämättä 
huomattavissa. Tämän takia JNI:n asema on muuttunut; sen positiiviset 
puolet ovat vähentyneet. 
On mahdollista, että nykypäivänä JNI:tä ei kannata enää käyttää java 
ohjelman suorituskyvyn parantamiseksi, koska Java on ottanut Natiiveja 
ohjelmointikieliä kiinni suorituskyvyssä. Oikeastaan JNI:n käyttämäninen 
luultavasti heikentää ohjelman suorituskykyä ja saattaa aiheuttaa 
selittämättömiä kaatumisia. 
JNI vaatii opettelua, jotta sitä pystyy käyttämään tehokkaasti ja oikein. 
Huonosti kirjoitettu koodi aiheuttaa muistivuotoja ja suorituskyvyn 
romahtamista. Opettelua vaikeuttaa se, että JNI ei ole kovin yleisesti 
käytetty, joten apua ongelmissa ja materiaalia voi olla hankala saada. 
Ohjelmoija joutuu myös JNI:a käyttäessä käsittelemään kahta eri 
ohjelmointikieltä. Työskentely on tällöin varsinkin haasteellisempaa, jos 
hän ei ole harjoittunut molemmissa. 
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Kehitysympäristö molempien ohjelmointikielten kirjoittamiseen on myös 
vaikeampi saada aikaan. Kehitysympäristöt kuten Eclipse, Android Studio 
tai Microsoft Visual Studio auttavat ohjelmoijan työskentelyä esimerkiksi 
helpottamalla virheiden löytämistä. Esimerkiksi Eclipse-
ohjelmointiympäristö on helppo asentaa pelkästään Java ohjelmointia 
varten, mutta on vaikeampaa saada Eclipse ymmärtämään milloin tulkata 
Javaa ja milloin Natiivia kieltä. 
JNI:n käyttäminen Javassa vie pois joitain etuja, mitä yksinään käytetty 
Java tuo mukanaan, kuten Type Safety, joka estää virheitä väärien 
tietotyyppien ilmestyessä ohjelmassa 
 
 
3 PROJEKTI 
Projektissa tehtävä rajapinta suunniteltiin niin, että sitä pystytään 
käyttämään iOS, Windows ja Android laitteissa. 
Tavoite opinnäytetyössä oli saada applikaatio pyörimään Android 
laitteissa. Onglemana on, että applikaatio oli kirjoitettu C++ 
ohjelmointikielellä, jota ei Androidissa suoraan tueta. Päätös oli tehdä 
rajapinta käyttäen JNI:a, jotta ohjelma saataisiin toimimaan Android 
laitteissa. Rajapinta tuli rakentaa myös tavalla, että sitä voi käyttää myös 
muiden ohjelmien kanssa, Joten rajapinnan täytyi kattaa suuri määrä 
toimintoja. 
 
3.1 Android Activity 
Activity on Android ohjelmoinnissa kaiken alku. Se on kuin muiden kielten 
main() funktio. Android ohjelma alkaa Activityn onCreate() metodista. 
Activity sisältää Callback koodit ohjelman eri vaiheisiin kuten 
pysäytykseen ja jatkamiseen. Sen avulla myös ohjataan ruudulla 
esitettäviä näkymiä ja käyttöliittymiä. 
NDK sisältää NativeActivity luokan, joka kääntää natiiveilla kielillä 
kirjoitetun koodin Androidin Activityksi. Se kuitenkin käyttää JNI:a, joten 
sen päätarkoitus on vain yksinkertaistaa JNI:n käyttöä. NativeActivity 
sisältää kuitenkin rajoitteita. Se estää suurimman osan Javan käytöstä, 
vaikka niihin pystyy pääsemään käsiksi käyttäen normaalisti JNI:a, niin 
kuin tässä työssä esitetään. Tämä rajoittaa tai vaikeuttaa huomattavasti 
esimerkiksi applikaation sisäisten ostosten, mainonnan ja Facebook 
integroinnin tekoa. Näiden rajoitteiden takia AndroidActivitya ei käytetty 
projektissa. 
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3.2 Projektin aloitus ja Github 
 
Projektin alussa yritettiin asentaa sopiva työympäristö. Tähän valittiin 
Eclipse, koska se oli kirjoittajalle tutuin, sekä erittäin muokattava. NDK:n 
sisällyttäminen Ecpliseen ei osottautunut helpoksi. Jotkin asiat eivät 
Eclipsessä ole kaikista käyttäjäystävällisimpiä; siitä aina löytyi uusia 
virheitä korjattavaksi. Tämä on varsinkin totta, jos yrittää saada eclipsen 
automaattisen virheentarkistuksen toimimaan Javassa ja C++ kielesssä. 
Eclipseen täytyy tätä varten liittää eri työkaluja ja saada se käyttämään 
eri työkaluja eri osiin koodista. Pitkän työajan jälkeen automaattisen 
virheentarkistuksen parissa päädyttiin ratkaisuun vain ottaa se pois 
päältä C++ kielen puolella. 
Koska projektin parissa työskenteli useampi ohjelmoija, tehtiin päätös 
käyttää versiohallintajärjestelmää, joka helpottaa koodin yhdistämistä 
muiden ohjelmoijien kanssa. Versiohallintajärjestelmäksi valittiin Github. 
Githubista oli saatavissa Eclipseen moduuli, jonka nimi on Egit. Githubin 
käyttö osottautui nopeasti erittäin käytännölliseksi ja melko vaadittavaksi 
ammatillisessa ympäristössä. 
 
4 JNI OHJEET 
4.1 Asentaminen 
 
JNI:n viralliset kotisivut ovat 
http://developer.android.com/ndk/index.html. Sivuston Downloads-
osiosta löytyy latausosoite Java Native Development Kitille eli NDK:lle. 
NDK pitää sisällään tarvittavia osia JNI käyttöä varten. NDK tulee asentaa 
tahdottuun paikkaan seuraten ohjeita. Kun NDK on asennettu, sen pystyy 
liittämään Eclipseen valitsemalla yläpalkista Window -> Preferences. 
Preferences valikosta valitse Androidin alla oleva NDK. Sitten liitä NDK 
Location kohtaan sen sijainti klikkaamalla Browse. Jotta Android-projekti 
toimii NDK:n kanssa, projektia tulee klikata oikealla hiiren napilla ja 
valitaan sitten Android Tools -> Add Native Support. 
 
4.2 Eclipsen konfigurointi 
 
Eclipse sisältää tarvittavat työkalut natiivin koodin ja Java koodin 
rakentamiseen, mutta Eclipsen konfigurointi, niin että se tekee 
automaattisen virheentarkistun molemmille, on erittäin hankalaa. Jos 
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Eclipsen on konfiguroinut Android kehitystä varten, huomaa nopeasti, 
että Eclipse ilmoittaa virheistä kaikessa natiivissa koodissa. Eclipsen vika 
on tässä, että se osaa rakentaa koodin Build komennolla (CTRL + B), 
mutta automaattinen virheen tarkistus ei tätä tee. 
On mahdollista saada Eclipse tekemään automaattisen 
virheentarkistuksen oikein myös natiiville koodille. Tämä toimii niin, että 
Eclipseen ladataan tarvittavat toolchainit, jotka täytyy liittää projektiin. 
Projektin suuruudesta riippuen tämä on kuitenkin mahdollisesti iso 
urakka. Tämän sijasta suositellaan helpompaa ratkaisua, joka on poistaa 
automaattinen virheentarkistus käytöstä natiivissa koodissa. Tämän voi 
tehä klikkaamalla projektia oikealla hiiren näppäimellä ja valitsemalla 
properties, jonka jälkeen valitaan C/C++ General valikon alta Code 
Analysis. Kun Code Analysis valikkoa painaa, saattaa eclipse ilmoittaa 
virheestä, mutta paina valikkoa vain uusiksi, jotta pääset sinne. Valikosta 
valitse pois kaikki Coding Style, Security Vulnerabilities ja Syntax and 
Semantic Errors alla olevat kohdat. Kun automaattinen virheentarkistus 
on otettu pois käytöstä natiivissa koodissa, voi ohjelmoija vieläkin 
helposti tarkistaa virheensä Natiiveissa koodeissa käyttämällä build 
komentoa (CTRL + B). 
 
4.3 JNIEnv objekti 
 
JNIEnv on luokka, joka pitää sisällään kaikki funktiot ja tominnallisuudet, 
joiden avulla natiivista koodista pystytään käyttämään javan luokkia ja 
objekteja. JNIEnv objekti annetaan natiiville funktiolle aina, kun sitä 
kutsutaan javasta. Tämän jälkeen objektin voi tallentaa muuttujaan ja 
käyttää muualla natiivissa koodissa. 
 
JNIEnv objektilla on lukuisia funktioita, joiden tarkoituksena on 
mahdollistaa Javan käyttö natiivissa koodissa. JNIEnv objekti Esimerkkejä 
JNIEnv objektin yleisimmistä funktioista ovat: 
 Java luokkien, metodien ja kenttien haku 
 tietomuotojen muutos Javasta käytettäväksi natiiviin ja toisinpäin 
 Java-metodien kutsu 
 Java objektien käsittely ja luonti. 
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4.4 Natiivin kooditiedoston liittäminen Javaan 
 
C++ kirjasto ladataan Javasta käyttämällä kutsua: 
   static { 
      System.loadLibrary("framework"); 
    } 
FrameWork viittaa projektiini liitettyyn make-tiedostoon. Make-tiedosto 
on ohje natiivin koodin rakentamiseen. Make tiedoston sisältö riippuu 
projektista. 
Make tiedosto esimerkki: 
 
LOCAL_MODULE    := framework 
Local_SRC_FILES :=C:\Users\user\framework\platform.cpp 
 
Local_C_INCLUDES := C:\Users\user\framework\includes 
 
Natiiviin tiedostoon, jossa halutaan käyttää JNI:a täytyy liittää JNI header 
tiedosto. Tämä tapahtuu kirjoittamalla tiedoston yläosaan 
#include<jni.h>. 
 
Kun käyttäjä haluaa käyttää funktiota .c tai .cpp tiedostosta, tulee hänen 
ensin ilmoittaa se java koodissaan. Natiivin funktion ilmoittaminen on 
sama kuin normaalin java-metodin ilmoittaminen lukuunottamatta kahta 
eroa. Ensinnäkin lauseeseen lisätään "native" –lauseenosa. Toiseksi lause 
lopetetaan puolipisteellä ja implementaatio (aaltosulut) jätetään pois, 
sillä implementaatio tehdään muualla.  Jos siis kyseessä olisi esimerkiksi 
funktio "print", jolla on parametrina String -parametri "name". käyttäjä 
ilmottaisi sen javassa seuraavasti: 
  private native void print(String name); 
 
jos vastaava funktio on kirjoitettu oikein natiivilla puolella, koodinsuoritus 
voidaan siirtää kyseiseen funktioon. 
 
4.5 Funktion kirjoittaminen natiivilla puolella 
 
Jotta funktion kutsuminen javasta toimisi oikein. Funktio tulee kirjoittaa 
ensiksi normaalisti käyttäen samaa nimeä kuin java-metodi-ilmoituksessa 
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käytettiin. Tämän jälkeen funktion nimen alkuun tulee lisätä "Java", sekä 
Java luokan nimi, josta kyseistä funktiota kutsutaan. Tämä java luokan 
nimi sisältää myös java packagen, jonka sisällä kyseinen luokka on.  Tässä 
funktion nimessä käytetään alaviivoja eri sanojen välillä. 
Java package on luokittelukansio projektin eri tiedostoille ja se sijaitsee 
aina ennen luokkatiedostoa. Eclipse projektissa sen voi helposti katsoa 
paketin package explorerista, joka sijaitsee oletusarvoisesti ikkunan 
vasemmassa reunassa. Packagen nimi on yleensä muotoa 
com.[organisaatio].[kansionimi]. Esimerkkiä varten oletamme, että 
luokkamme on HelloWorld ja sijaitsee com.example.default packagessa. 
Tällöin aiemmassa kappaleessa mainittu "print" funktio kirjoitettaisiin 
näin: 
void Java_com_example_default_HelloWorld_print(jstring name){ } 
 
Parametri String name on nyt muodossa jstring. Tämä käydään 
tarkemmin läpi kappaleessa 4.10. 
Kun natiivia funktiota kutsutaan Javasta, kutsun mukana tulee aina 
muiden parametrien lisäksi JNIEnv objekti ja objekti java luokasta, josta 
kutsu tulee. Nämä parametrit kirjoitetaan ennen muita parametreja 
funktioon. Parametreja ei tarvitse lisätä erikseen Java-metodi-
ilmoituksessa, eikä niitä tarvitse myöskään kirjoittaa natiiviin funktioon, 
jollei niitä halua. On kuitenkin suositeltavaa lisätä ne, koska se vähentää 
virheiden riskiä. JNIEnv objektia ja ja objektia kutsujaluokasta voidaan 
käyttää hyväksi, jos käyttäjä haluaa käyttää Javan metodeja tai objekteja. 
Jos JNIEnv ja java objekti halutaan lisätä aiempaan esimerkkifunktioon, 
kirjoitettaisiin se näin: 
void Java_com_example_default_HelloWorld_print(JNIEnv * env, 
jobject thiz, jstring name){ 
} 
 
 
 
4.6 Java-metodin kutsuminen natiivista koodista 
 
Jotta Javan luokkia pystyttäisiin käyttämään natiivilta puolelta, tarvitaan 
enimmäiseksi JNIEnv objekti. Tämän objektin hankkiminen käytiin läpi 
kappaleessa funktion kirjoittaminen natiivilla puolella. JNIEnv objektin 
funktioita kutsutaan seuraavanlaisella lauseella: 
C++ env->Function(parameters); 
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C (*env)->Function(env, parameters); 
 
JNIEnv objekti on pointteri, joten kutsuissa käytetään nuolta pisteen 
sijasta. C koodissa ensimmäinen parametri on aina JNIEnv objekti. 
Tämän jälkeen tarvitaan tieto luokasta, jota aiotaan käyttää. Luokan 
hankkimiseen käytetään JNIEnv luokan funktiota FindClass. FindClass 
ottaa parametriksi java luokan koko nimen, joten nimeen sisältyy myös 
Java package. Tässä nimessä sanojen välissä käytetään vinoviivaa. 
FindClass palauttaa Java luokan ja sen voi tallentaa tietomuotoon jclass, 
jota JNIEnv pystyy käyttämään hyväksi tulevaisuudessa. Jos haluaisimme 
löytää luokan HelloWord packagesta com.example.default, näyttäisi se 
tältä: 
C++ jclass myClass = env->FindClass("com/example/default/HelloWorld"); 
C jclass myClass = (*env)->FindClass(env, 
"com/example/default/HelloWorld"); 
 
Vaihtoehtoisesti luokan voi hakea suoraan java objektista funktiolla 
getObjectClass, jos se on saatavilla. 
C++  jclass myClass = env->GetObjectClass(myJobject); 
C jclass myClass = (*env)->GetObjectClass(env, myJobject); 
 
 
4.7 JNI tietotyypit ja niiden kääntäminen 
 
Eri ohjelmointikielissä tieto on eri muodoissa. jos esimerkiksi String data 
siirretään Javasta natiiviin koodin, On se natiiville koodille tuntematonta. 
JNI tuo mukanaan tietotyyppeejä, joiden avulla Javan tekemää tietoa 
pystytään käyttämään natiivilla puolella. 
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Suurimmassa osassa tietotyypeistä, tieto on samantyyppistä molemmissa 
ohjelmointikielissä ja kääntö toimii mutkitta. Toisissa tietotyypeissä, 
kuten Stringin kohdalla kääntämiseen tarvitaan JNIEnvin funktiota. 
Samantyyppisissä tiedoissa, kuten intissä kääntäminen sujuu normaalisti 
Castaamisella. 
 
4.7.1 String natiivista Javaan 
 
char pointterin muodossa oleva tieto pystytään muuttamaan 
käytettäväksi Javassa käyttämällä JNIEnvin funktiota NewStringUTF, joka 
ottaa parametriksi char pointterin. Jos natiivi tieto on muodossa 
std::string, täytyy se muuttaa ensiksi muotoon char käyttämällä funktiota 
c_str(). 
 
std::string natiiviNimi = "nimeni"; 
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C++  jstring javaNimi = env->NewStringUTF(natiiviNimi .c_str()); 
C jstring javaNimi = (*env)->NewStringUTF(env, natiiviNimi .c_str()); 
 
 
 
4.7.2 String Javasta natiiviin 
 
jstringin voi muuttaa char muotoon käyttämällä JNIEnv funktiota 
GetStringUTF. 
 
jstring javaNimi; 
C++ const char * natiiviNimi = env->GetStringUTFChars(javaNimi, 0); 
C const char * natiiviNimi = (*env)->GetStringUTFChars(env,javaNimi, 0); 
 
 
Kun tätä tietoa ei enää tarvita, kannattaa aina kutsua JNIEnv funktiota 
ReleaseStringUTFChars, joka vapauttaa muistia. 
 
C++ env->ReleaseStringUTFChars(javaNimi, natiiviNimi); 
C (*env)->ReleaseStringUTFChars(env, javaNimi, natiiviNimi); 
 
 
4.8 Java-metodien, enumien ja kenttien haku 
 
Kun halutaan hakea Enum Java luokasta, käytetään siinäkin JNIEnv FindClass 
funktiota pienellä muutoksella. Funktion parametriksi kirjoitetaan normaalisti 
luokka, jossa haluttu enumi sijaitsee, jonka perään kirjoitetaan "$"- merkki ja 
enumin nimi. Haetusta enumista pystytään hakemaan kenttä JNIEnv funktiolla 
GetFieldID. Jos enumi on staattinen käytetään funktiota GetStaticFieldID. Nämä 
funktiot ottavat parametreikseen java luokan, kentän nimen ja Enumin 
signaturen; funktiot palauttavat jfieldID objektin. 
Esimerkki, jossa haetaan androidin Paint luokan enumi Align ja sen kenttä 
CENTER: 
 
C++  jclass paintAlignClass = env->FindClass("android/graphics/Paint$Align"); 
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jfieldID = env->GetStaticFieldID(paintAlignClass, "CENTER", 
"Landroid/graphics/Paint$Align;"); 
 
C jclass paintAlignClass = (*env)->FindClass(env, "an-
droid/graphics/Paint$Align"); 
jfieldID = (*env)->FindClass(env, paintAlignClass, "CENTER", 
"Landroid/graphics/Paint$Align;"); 
 
Seuraavaksi tarvitaan tieto metodista, jota aiotaan kutsua. Metodin 
tiedon hankkimiseen voidaan käyttää JNIEnvin funktiota GetMethodID. 
GetMethodID ottaa parametriksi java luokan (jclass), josta tarvittava 
metodi löytyy, metodin nimen, sekä metodin signaturen. Signature 
parametriksi lisätään "()V", jos metodi ei palauta mitään, eikä ota mitään 
vastaan. Jos metodi on static, Käytetään GetMethodID:n sijaan 
GetStaticMethodID. 
Oletetaan, että Java luokan tieto on hankittu jo aiemman esimerkin 
mukaan muuttujaan myClass. Metodi public void sayHello() haettaisiin 
näin: 
C++  jmethodID = env->GetMethodID(myClass, "sayHello", "()V"); 
C  jmethodID = (*env)->GetMethodID(env, myClass, "sayHello", "()V"); 
 
 
4.9 JNI Signaturet 
 
GetMethodID:n viimeinen parametri eli signature ilmoitetaan siis 
lisäämällä sulkujen sisään tietotyypit, jotka metodi ottaa vastaan, ja sen 
jälkeen ilmoitetaan, mitä tietotyyppiä se palauttaa. Sulkujen sisälle ei 
laiteta mitään, jos metodi ei tarvitse mitään, mutta palautustyyppi pitää 
aina ilmoittaa. Jos palautustyyppi on void, lisätään ”V”. Ohessa olevassa 
taulukossa näkyvät eri tietotyyppien signaturet.  
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Hankalin näistä on luokan signaturen kirjoittaminen oikein. Kohtaan tulee 
kirjoittaa koko luokan nimi, johon sisältyy package. Eri sanojen välille 
tulee vinoviivat. Tämän nimen eteen lisätään "L", sekä loppuun ";". Jos 
käyttäjän täytyy lisätä jonkin Javan tai esimerkiksi Androidin luokan 
nimen, ei hän sitä välttämättä tiedä suoraan. Luokkien koko nimet 
löytyvät virallisilta dokumentaatiosivuilta. Developer.android.com on 
sivusto, josta saa Android-luokkien kokonaiset nimet. Esimerkiksi paljon 
Androidissa käytetyn bitmap luokan nimi on kokonaisuudessaan 
android.graphics.bitmap. Tämä kirjotettaisiin signaturena siis 
"Landroid/graphics/Bitmap;". Ohessa on muutama muu esimerkki. 
 
 
Esimerkki 1: 
Metodi: Public int getNumber() 
Signature: "()I" 
 
Esimerkki 2: 
Metodi: Public String[] getList(String name) 
Signature: "(Ljava/lang/String;)[Ljava/lang/String;" 
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Esimerkki 3: 
Metodi: Public float changeName(String name, HelloWorld myClass) 
Signature: "(Ljava/lang/String;Lcom/example/HelloWord;)Ljava/lang/String;" 
 
 
 
 
4.10 Metodien kutsuminen 
 
Kun käyttäjä on saanut luokan ja metodin ID:n talteen, Metodia voidaan 
kutsua käyttämällä JNIEnv funktiota. Mitä funktiota käytetään riippuu 
siitä, palauttaako kutsuttava metodi jotakin, ja onko se staattinen. 
Oheisessa taulukossa näkyvät käytettävät funktiot. Jos palautettava 
tyyppi on jokin objekti, natiivi koodi ei tunnista eri Java objekteja vaan ne 
kaikki muuttuvat jobjectiksi. 
 
 
Kaikki nämä funktiot ottavat parametreiksi jobjectin luokasta, josta 
metodia kutsutaan, jmethodID:n halutusta metodista, ja viimeiseksi kaikki 
parametrit, jota metodi ottaa vastaan. Jos kutsuttava metodi on 
staattinen. Lisätään funktiokutsuun Static sanan Call jälkeen. Tällöin 
ensimmäinen parametri ei ole jobjecti vaan jclass. Ohessa muutama 
esimerkki. 
 
kutsuttava metodi:  public int getPhoneNumber(String name) 
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C++ env->CallIntMethod(myObject, MyMethodID, env-
>NewStringUTF("Mikko")); 
C (*env)->CallIntMethod(env, myObject,MyMethodID, (*env)-> 
NewStringUTF(env, "Mikko")); 
 
kutsuttava metodi:  public static void setNumbers(int number1, int num-
ber2) 
C++ env->CallStaticVoidMethod(myClass, MyMethodID, 1, 2); 
C (*env)->CallStaticVoidMethod(env, myClass, MyMethodID, 1, 2); 
 
 
Esimerkki koko java-metodin hausta ja kutsumisesta: 
 
Java 
Package com.example.default; 
Class HelloWorld { 
public static float getPosition(String name){ 
  return 1.0f; 
 } 
} 
 
C++ 
jclass myClass = env->FindClass("com/example/default"); 
jmethodID myMethodID = env->GetStaticMethodID(myClass, "getPosition",  
    "(Ljava/lang/String;)F"); 
float position = env->CallStaticFloatMethod(myClass, myMethodID, env-> 
   NewStringUTF("player1")); 
 
4.11 Garbage Collector ja Global Referenssit 
 
Iso vaikeus Javan käyttössä natiivin koodin kanssa on, että Javassa on 
automaattinen roskien keräys, mikä tarkoittaa siis sitä, että ohjelma 
poistaa muistista automaattisesti sen mielestä tarpeettomat tiedot. Javan 
automaattinen roskien keräys aiheuttaa pienen ongelman JNI:n käytössä, 
sillä tällä automaattisella roskien keräyksellä on tapana poistaa tietoja 
natiivista koodista, vaikka niitä tarvittaisiin vielä. 
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Tähän JNI:ssa on tehty ratkaisu. Tiedot, jotka halutaan säilyttää, tulee 
tallentaa Global Referenssiksi. Global Referenssiksi merkatut tiedot ovat 
suojassa Javan automaattiselta roskien keräykseltä. Merkkaaminen 
onnistuu JNIEnv funktiolla NewGlobalRef, joka ottaa parametrikseen 
jobjectin. Jos referenssin haluaa johonkin muuhun muotoon, kuten vaikka 
jclassiksi, voidaan sen eteen lisätä casti. 
 
C++ jobject savedObject = env->NewGlobalRef(myObject); 
C jobject savedObject = (*env)->NewGlobalRef(myObject); 
 
C++  jclass savedClass = (jclass)env->NewGlobalRef(myClass); 
C jclass savedClass = (jclass)((*env)->NewGlobalRef(myClass)); 
 
Global Referenssit jäävät siis ohjelman muistiin. Global Referenssien 
kanssa on helppo tehdä se virhe, että niitä jättää liikaa lojumaan. Global 
Referenssit, joita koodissa ei enää tarvita tulisi poistaa. Jos käyttäjä 
myöhemmin haluaa, että tallennettu tieto poistetaan muistista, voi hän 
käyttää funktiota DeleteGlobalRef. Jollei Global Referenssejä poisteta 
viimeistään luokan destructorissa, voi niistä tulla koitua suuri 
muistivuoto. 
 
C++  env->DeleteGlobalRef(savedObject); 
C (*env)->DeleteGlobalRef(savedObject); 
 
4.12 Java Virtual Machine tallennus 
 
Tämän jälkeen kirjastossa kutsutaan JNI_OnLoad funktiota, jos se on 
sinne lisätty. Se saa automaattisesti pointterin Java Virtual Machine 
objektiin. Kun kyse on Androidista niin pointteri ei osoita Java 
virtuaalikoneeseen, vaan joko Dalvik virtuaalikoneeseen tai Android 
Runtimeen. Tätä objektia voidaan hyväksikäyttää myöhemmin Javan 
kutsumisessa. 
 
static JavaVM * gJavaVM = 0; 
jint JNI_OnLoad(JavaVM *vm, void *reserved) { 
    gJavaVM = vm; 
  return JNI_VERSION_1_6; 
} 
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Koska JNI_OnLoadia ei pysty yhdistämään mihinkään luokkaan ja se tulee 
C kielen kutsuna, on hyvä tallentaa JavaVM objekti staattiseksi 
muuttujaksi kutsun tapahtuessa. Staattisen objektin voi sitten tallentaa 
tarvittaessa muualle. 
JavaVM objektin pääasiallinen käyttö on, että sillä voi hakea JNIEnv 
objektin, jota tarvitaan kaikkiin Java-kutsuihin. JNIEnv objektin tallennus 
itsessään ei ole niin luotettava, kuin JavaVM. Roskienkerääjä saattaa 
poistaa JNIEnv objektin, joten on parempi tehdä funktio, joka antaa 
JNIEnv objektin väliaikaiseen käyttöön. Alempana esimerkki funktiosta, 
joka palauttaa JNIEnv objektin käyttäen aiemmin tallennettua JavaVM 
objektia. 
 
 
 
JNIEnv* AndroidPlatform::getJNIEnv() const { 
  JNIEnv *Myenv = NULL; 
gJavaVM->GetEnv((void**)&Myenv, 
JNI_VERSION_1_6); 
  return Myenv; 
} 
 
4.13 Exception Checking 
 
JNI kutsut natiivissa koodissa aiheuttavat Java exceptioneita eli 
poikkeuksia. Näitä virhetapahtumia ei pysty suoraan tarkistamaan 
käyttäen natiiveja koodikieliä, vaan poikkeuksien tarkistamiseen täytyy 
käyttää JNI funktiota. Poikkeuksia voi usein tapahtua, kun haetaan java 
objekteja, joten esimerkiksi mahdollisesti tehtyyn cacheen on hyvä lisätä 
poikkeuksentarkistus. Poikkeuksentarkistuksen voi tehdä JNIEnv 
funktiolla ExceptioOccured, joka palauttaa true, jos ohjelmassa on 
tapahtunut Java poikkeus. Sitä on siis hyvä käyttää if-lauseen kanssa sen 
jälkeen kun JNI funktioita on käytetty. 
 
Esimerkki JNI poikkeuksentarkistuksessa C++ funktiossa: 
 
public int checkClass(){ 
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  jclass myClass = env->FindClass("com/example/HelloWorld"); 
  if(env->ExceptionOccured){ 
   return 0; 
  } else { 
   return 1; 
  } 
} 
 
4.14 Java vai C++ funktio? 
 
JNI mahdollistaa sen, ettei Javaa tarvitse periaatteessa käyttää ollenkaan 
Android applikaation tekemiseen, mutta onko hyvä tapa? Tähän ei tällä 
hetkellä ole suoraa vastausta. C++ koodin kääntäminen on 
tehokkaampaa, mutta JNI kutsujen tekeminen hidastaa koodia. Tällöin 
voisi päätellä, että suuri määrä koodia, jossa ei ole liian montaa JNI 
kutsua olisi tehokas kirjoittaa C++ kielellä, mutta asiaan vaikuttaa 
muutkin tekijät, kuten kohdelaitteen Android versio. Väitetään, että 
uusimissa Android versioissa tullut Android Runtime parantaa Javan 
suoritusnopeutta niin, ettei C++ koodi olekaan kannattavaa. 
Tärkein on kuitenkin pitää ohjelma siistinä. Kannattaa valita tyyli tiettyyn 
toimintoon ja pysyä siinä. Ei ole hyvä, että koodi vaihtelee liian useasti 
kielten välillä. Monen kielen välillä hyppivä koodi on epäselvää ja riskialtis 
virheille. 
 
5 RAJAPINNAN RAKENNUS 
 
5.1 Ensimmäinen natiivi koodi 
 
 
Alkua hankaloittaa tässä vaiheessa, että kaikki Java kutsut, jotka menevät 
natiiviin koodiin, täytyy tehdä C kielellä eikä C++ kielellä. Joten jos tahtoo 
Javan kutsuvan C++ kielellä kirjoitettua funktiota, täytyy väliin liittää C 
funktio, joka kutsuu sitten oikeata C++ funktiota. Tässä on helppo tehdä 
sekavaa koodia varsinkin, jos ei ole aiempaa kokemusta C ja C++ kielistä.  
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OnInit funktion laitettiin ensimmäiseksi natiivikutsuksi ohjelman 
käynnistyessä. OnInit funktiolle annettiin osoitin JNIEnv objektista sekä 
objekti Java luokasta johon tulevat kutsut tultaisiin tekemään. 
Myöhemmin tähän kuitenkin lisättiin muitakin tarvittavia osia, kuten 
resurssimanageri objekti, sekä laitteen ruudun koko ja resoluutio, koska 
vain Java koodi pystyy nämä tiedon hankkimaan Android laitteesta. 
Javasta tulleiden objektien kanssa onnistuttiin astumaan ansaan, johon 
varmasti monet muutkin astuvat, joka on Javan automaattisen 
roskienkerääjän tapa poistaa ne, vaikka niitä vielä tarvittaisiin. Tätä 
varten täytyi opetella käyttämään Global Referencejä eli 
maailmanlaajuisia viittauksia. 
 
5.2 Rajapinnan rakenne 
 
Rajapinnan ylimmäksi osaksi laitettiin platform-niminen abstrakti luokka. 
Platformin tulisi sisältää kaikki laitekohtaiset toiminnot, jota applikaatio 
voisi tarvita, kuten esimerkiksi funktiot kosketustapahtumille, selaimen 
käsittelylle ja dialogiruutujen luonnille. Platformista teettettiin sitten 
aliluokat jokaiselle käyttöjärjestelmälle; Platformin Android aliluokan nimi 
on AndroidPlatform. Aluksi kaikki AndroidPlatformilla sijaitsevat funktiot 
toteutettiin niin, että vastaava funktio on kirjoitettu Java luokkaan, ja 
Androidplatform toimi vain välittäjänä kutsuen tätä Java funktiota. 
AndroidPlatform on myös ainut luokka, johon Java luokat lähettävät 
kutsuja, kun se esimerkiksi lähettää tietoa ruudunkosketustapahtumasta. 
Tämä tehtiin, jotta ohjelmointikielien välinen kommunoinki pysyisi 
mahdollsimman selkeänä. 
 
Joidenkin osien kuten ruudunpiirron huomattiin olevan liian suuria 
yhdelle platform luokalle. Niiden sisällyttäminen olisi paisuttanut luokan 
koodia aivan liikaa, joten ne jaettiin omiin projekteihinsa ja luokkiinsa. 
Toisin kuin Platformissa tehtiin aluksi, näissä projekteissa kaikki Android 
toiminnot kirjoitettiin C++ kielellä käyttäen JNI:a. Ruudunpiirrosta tehtiin 
abstrakti luokka Context, josta Platformin tapaan tehtiin 
aliluokkatoteutukset eri käyttöjärjestelmille. Contextin kuten muidenkin 
sivuprojektien tiedot sijoitetaan kuitenkin Platform luokkaan, jotta 
applikaatio pystyy yksinkertaisesti käyttämään niitä Platformin kautta. 
Lisätyt sivurajapinnat ovat ruudunpiirto-, nettiyhteydet-, sekä 
äänirajapinta. Sivuprojekteissa käytetty metodi, että kaikki kirjoitetaan 
C++ puolella todistautui selkeämmäksi ja työssä myöhemmin muokattiin 
joitakin platformin toimintoja toimimaan samalla tavalla. 
 
Ruudunpiirrossa rajapinta käyttää OpenGLES grafiikkarajapintaa ja 
rajapinta on rakennettu OpenGLES mielessä. OpenGLES funktiot toimivat 
kaikissa laitteissa, mikä säästi paljon työtä. Androidissa ruudunpiirron 
asetuksia käsitellään Paint luokassa. Rajapintaa varten luotiin natiivilla 
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kielellä kirjoitettu AndroidPaint, johon on kirjoitettu suurin osa Paintin 
toiminnoista toimimaan käyttäen JNI:a. Kun ruudunpiirtoa haetaan, 
tehdään ensiksi tyhjä AndroidPaint objetki, joka sisältää JNI:lla luodun 
Paint Java objketin. Tämän jälkeen konfigurointikutsut, kuten fontin 
muuttaminen ohjataan muuttamaan Paint objektin asetuksia. Kun tulee 
varsinainen aika piirtää, annettaan piirtokomennolle mahdollisesti 
muunneltu Paint Java objekti AndroidPaint luokasta. Piirtokomennoissa 
käytettiin hyväksi Androidin Bitmap luokkaa. 
Nettiyhteyksien rajapinta oli ruudunpiirtoa pienempi, koska toimintoja oli 
paljon vähemmän. Siinä käytettiin hyväksi Javan HttpURLConnection 
luokkaa, jonka toiminnot on kirjoitettu C++ kielellä käyttäen JNI:a. Tämän 
rajapinnan tekemisessä täytyi kunnolla tutustua JNI:n tarjoamaan 
poikkeuksen tarkistukseen, sillä hoitelematon yhteysvirhe saattaa jättää 
jumin JNI:n, mikä saatta tulla esille vasta myöhemmin ja kaataa ohjelman. 
Viimeisin rajapinta, joka työssä ehdittiin rakentaa oli äänille. Äänille 
tarjoitettu rajapinta jatkoi samaa mallia kuin nettiyhteyksien rajapintakin, 
ja se käytti hyväksi Androidin SoundPool luokkaa. 
Rajapinnan toteutus piirtämiselle todistautui ehkä kaikista 
hankalammaksi. Kun rajapintaa varten täytyi kirjoittaa toteutus monia eri 
vaatimuksia varten. Tekstuuri saatetaan haluta piirtää vain antamalla 
mittasuhteet tai lataamalla kuva tiedostosta. Jälkimmäiseen ei auttanut, 
että Android haluaa assettinsa sijaitsevan juuri tietyssä kansiossa. Näissä 
asioissa laitteista löytyy paljon eroja, kuten että Android haluaa tehdä 
erillisen Java Paint objektin, johon piirtämisen asetukset tallennetaan. 
 
5.3 Android ohjelman rakenne 
 
Android ohjelmointi alkaa aina Activitystä, joka on kuin ohjelman 
päälanka. Tehtiin päätös yrittää pitää ohjelman säikeet yksinkertaisena, 
koska JNI:n käyttö voi aiheuttaa ongelmia, kun on kyseessä monta eri 
lankaa. Tehtiin Activity luokka, joka sisältää monet toiminnot android 
käyttöjärjestelmään metodeina, mutta tahdottiin välttää, että JNI 
keskustelisi suoraan tämän päälangan kanssa. 
Tämän takia käytettiin hyväksi Message Handlereita eli viestin 
käsittelijöitä. Ohjelma tehtiin niin, että natiivilta puolelta tulevat pyynnöt 
lähetettäisiin viesteinä päälangalle. Viestin käsittelijä käsittelee nämä 
pyynnöt sitten järjestyksessä, kun ohjelmalla on varmasti sopiva aika 
tehdä niin. Ohessa yksinkertaistettu esimerkki käytetystä Message 
Handlerista. 
switch (msg.what) { 
  // Launch Browser 
  case 1: 
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  launchBrowser(Message.obtain(null, 1, msg.obj)); 
    break; 
  // Post notification 
  case 2: 
  postNotification(Message.obtain(null2, msg.obj)); 
    break; 
  // Show Message Dialog 
  case 3: 
showMessageDialog(Message.obtain(null, 3, 
msg.obj)); 
break; 
} 
 
Activityssä oleva koodi pyörii yleensä vain taustalla. Activity voi määrittää 
View luokan näytettäväksi ruudussa. Käyttöön otettiin View luokan 
alaluokkaa GLSurfaceView. GLSurfaceView on määritetty käytettäväksi 
OpenGL ES kanssa, mitä ohjelmassa käytetään. Koska suurin osa 
ohjelmasta pyörii muualla kuin Java ohjelmassa, meille riitti tämä yksi 
näkymä. GLSurfaceView luokkaan liitetään vielä GLSurfaceViewRenderer, 
jossa varsinainen ruudulle piirtäminen tapahtuu. Tämän luokan onDraw 
metodissa Java koodin sijasta kutsutaan rajapinnan onDraw metodia, 
joka piirtää sitten ruudulle. 
 
Tämän toteutuksen kanssa on ilmennyt ongelma, joka on että Java ei voi 
jäädä odottamaan vastausta C++ koodista, koska ne liikkuvat eri 
threadissa. Tämä osottautui isoimmaksi ongelmaksi Dialog ruutujen 
kanssa, joista odotettiin vastausta. Jos C++ koodi halusi luoda dialogin, 
josta se osottaa esimerkiksi vastausta kyllä tai ei, on vastaus vaikea saada 
takaisin. Javassa tässä tilanteessa käytettäisiin kuuntelijaluokkaa, mikä 
tekee asioista jo melko monimutkaista. Tämäkin esimerkki kertoo paljon 
JNI rajapinnan hankaluuksista. Näiden hankaluuksien takia aloitettiin 
priorisoimaan, että kaikki Java kutsut tehtäisiinkin C++ puolella käyttäen 
JNI:a. Se tekee ohjelmasta puhtaamman ja vähemmän virhealtiin. 
 
5.4 Piirtokutsujen tekeminen 
 
public native void Draw(); 
 public void onDrawFrame(GL10 unused) { 
       // Calls onDraw and onUpdate in AndroidPlatform 
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     onUpdate((double) System.currentTimeMillis() / 1000.0); 
     nativeOnDraw(); 
   } 
 
Natiivi onDraw kutsu toteutettiin niin, että kun OpenGLRenderer teki 
automaattisen onDraw kutsun, lisättiin siihen kutsun C++ onDraw 
funktioon. OpenGLRenderer piirtää vakiona jatkuvasti. Tämä ei 
kuitenkaan ole aina toivottavaa. Piirtonopeuden rajoituksessa käytettiin 
seuraavaa ratkaisua. OpenGlSurface luokasta pystyy tekemään kutsun: 
      setRenderMode(RENDERMODE_DIRTY); 
Tällöin Renderer ei tee piirtokutsua automaattisesti, vaan tarvitsee 
pyynnön erikseen. Käyttäen OpenGLSurfacen Message Handleria. Luotiin 
Runnable objekti, joka toteutetaan tietyin aikavälein. Ensiksi se laitetaan 
viestinä Handleriin, jonka jälkeen kun se on toteutettu se laittaa itsensä 
aina uusiksi tietyn aikavälin jälkeen. Aikäväliksi laitetaan haluttu 
ruudunpiirtonopeus. Runnablen sisällä oleva requestRender() kutsu 
käskee Rendererin tekemään onDraw kutsun. 
 
    sHandler.postDelayed(onUpdateRunnable, 100); 
 
  Runnable onUpdateRunnable = new Runnable() { 
      @Override 
      public void run() { 
 if (onUpdate((double) System.currentTimeMillis() 
/ 1000.0)) { 
  requestRender(); 
        } 
        sHandler.postDelayed(onUpdateRunnable, 100); 
      } 
}; 
 
5.5 Ohjelman tekeminen rajapinnalla: BombDefender Demo 
 
Kun rajapinta lähestyi valmistumista, sen testaamiseksi tehtiin pieni peli, 
jonka avulla pystyttiin käytännössä kokeilemaan sen toimivuutta. 
BombDefender on täysin C++ kirjoitettu ohjelma, joka käyttää tehtyä 
rajapintaa, jotta se toimii myös Androidilla. 
Kun ohjelma halutaan liittää rajapintaan, laitetaan sen pääluokka 
perimään rajapinnan abstractin luokan FWContextBase. FWContextBase 
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tarvitsee toimiakseen Platform objektin. Platform on abstracti luokka, 
josta on rakennettu toteutus eri laitteille. Se sisältää kaikki funktiot, jotka 
ovat laitekohtaisia. FWContextBase saa Platform objektin oikeassa 
muodossa automaattisesti. Tämä tapahtuu Androidissa niin, että kun JNI 
Onload kutsu tapahtuu AndroidPlatform luokassa, tekee se ylemmän 
Platform objektin itsestänsä, jonkä jälkeen se kutsuu applikaation 
pääluokan constructoria antaen tälle pointterin tehtyyn Platform 
luokkaan. Ohjelmalla on nyt käytössä Platformiin sisältyvät funktiot 
käyttämällä kutsua getPlatform(), joka sijaitsee FWContextBase luokassa. 
 
#include <FWContextBase.h> 
#include <FWPlatformBase.h> 
class BombDefender: public FWContextBase { 
public: 
BombDefender(FWPlatformBase * _platform) : 
FWContextBase(_platform) 
 
BombDefenderissä pelaaja ohjaa erilaisa tykkejä yrittäessään puolustaa 
kaupunkia pommituksilta ja laskuvarjosotilailta. Peliä suunniteltiin niin, 
että se testaisi mahdollisimman montaa rajapinnan ominaisuutta. Pelaaja 
ohjaa tykkien tähtäysä kosketuksilla, pelin päivityksessä lasketaan 
rajapinnasta saatuja sekunteja, asioita piirretään ruudun koon mukaiseen 
koordinaatistoon jne. Pelin tekeminen auttoi monen virheen 
löytämisessä rajapinnoista. 
 
 
Esimerkkejä Platformin funktiokutsuista: 
 
1. 
  cannon->setWidth(75 * getPlatform().getDisplayScale()); 
 
2. 
   if (life->getLife() <= 0 && is_game_active){ 
     s << score->getScore(); 
  getPlatform().showMessageBox("Game Over", "Your score: " + 
 s.str()); 
  } 
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6 LOPPUTULOS JA POHDINTA 
 
Rajapintaprojekti on osoittautunut todella laajaksi. BombDefender demo 
osoittaa, että se on toiminnallinen, vaikka ei suinkaan vielä täysin valmis. 
Joitakin toimintoja puuttuu ja niitä varmaankin pystyy keksimään lisää. 
Oman rajapinnan tekeminen monialustaisuutta varten on iso työ, mutta 
kuitenkin varteenotettava vaihtoehto. Tehtyä rajapintaa voitaisiin 
hyväksikäyttää monissa projekteissa. 
Alkuperäistä kohdeapplikaatiota ei vielä yritetty liittää rajapintaan, sillä 
siitä puuttuu vielä ominaisuuksia, joita kyseinen applikaatio tarvitsisi. 
Puuttuvia ominaisuusksia ei ehditty vielä projektin laajuuden takia 
tekemään. 
Jni todistautui alussa hyvin hankalaksi opetella. Nyt kun sen kanssa on 
työskennelty pitkään, tuntuu se helpolta, mutta alku oli rankka. Varsinkin 
kun tekijä on vielä melko kokematon ohjelmoija. JNI:n opettelua 
hankaloitti paljon helpon opetusmateriaalin puute. Yksinkertaiset ohjeet 
JNI:n aloitukseen tuntuivat puuttuvan netistä. Keinot, kuten caching, 
joiden avulla JNI:a tehdään tehokkaasti puuttuivat. Se aiheutti sen, että 
aiemmin tehtyä koodia täytyi jatkuvasti muokata. 
Huomattavasti suurin vaikeus kirjoittajalle projektissa oli kuitenkin C++ 
ohjelmointikielen opettelu. Olen harjaantunut Java ja C# kielissä, mutta 
C++ en ollut ennen nähnytkään. Toki se oli lähellä C# kieltä, mutta siinä 
oli selvästi omat sääntönsä. Tämä aiheutti jatkuvaa hidastusta projektin 
ohjelmoinnissa. 
Työmäärä osottautui myös valtavaksi. Kirjoittaja ei olisi selvinnyt kaikesta 
yksin, vaan apua tarvittiin varsinkin C++ koodin kanssa. Kuitenkin kun 
pitkään oli tarve työskennellä C++ kanssa, niin sitä alkoi oppimaan 
pikkuhiljaa. 
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