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Abstract
Formal modelling is indispensable for engineering
highly dependable systems. However, a wider acceptance
of formal methods is hindered by their insufficient usability
and scalability. In this paper, we aim at assisting developers
in rigorous modelling and design by providing them with
guidelines comprising a collection of reusable modelling
and refinement patterns. A modelling pattern encapsulates
a tactic for achieving a certain goal in the development pro-
cess. Furthermore, we generalise our experience in devel-
oping systems by refinement via defining generic refinement
patterns. Our approach is exemplified by the Event-B-based
development of agent systems. The use of modelling and re-
finement patterns helps us to achieve a higher degree of au-
tomation in formal modelling which would potentially ease
the use of formal models.
1. Introduction
Complexity of modern software-intensive systems
makes reasoning about the system behaviour and proper-
ties at the implementation level infeasible. This has resulted
in understanding importance of software modelling in the
development process. The basic idea behind the model-
driven engineering is to develop a system incrementally via
a number of model transformation steps. The initial model
represents the system behaviour at a high level of abstrac-
tion. Each model transformation step introduces some im-
plementation details until a model close to the desired im-
plementation is obtained. At the final development step the
executable code is generated.
The current modelling languages used to construct the
software models have different degrees of rigour spanning
from informal graphical diagrams to formal mathematical
notations. The formal modelling frameworks allow us to
unambiguously define the system behaviour and proper-
ties, as well as formally verify them, e.g., by mathemati-
cal proofs. However, formal modelling and verification re-
quires advanced knowledge of mathematics that hinders a
wide acceptance of formal methods in industrial practice.
In this paper we propose to facilitate formal development
process by using modelling and refinement patters. Mod-
elling patterns formally define the strategy of the system
development on a high level of abstraction. Such a strat-
egy is described in terms of goals to be achieved by each
model transformation. Since our intention is to support de-
velopment of systems correct by construction, each model
transformation should correspond to a sequence of refine-
ment steps. Refinement process is supported by refinement
patters – abstract representations of certain reoccurring re-
finement steps. Refinement patterns can be seen as mod-
elling patterns but at a lower level of abstraction.
Patterns provide a guidance in formal model-driven de-
velopment. Moreover, they simplify the development pro-
cess by replacing the task of devising the models and proofs
by the task of instantiating the patters with system-specific
details. Obviously, proofs carried out for the general repre-
sentation of models are valid for the instantiated models too.
Hence, by proving correctness of patterns we avoid proving
activity in the guided development.
In this paper we formally define the modelling and re-
finement patterns as well as rules for manipulating them.
This work establishes a basis for automating the guided de-
velopment process. In fact, a prototype tool has been al-
ready developed and successfully tested [15]. We believe
that by creating a large library of modelling and refine-
ment patterns and providing automated tool support for pat-
tern matching and instantiation, we will make formal mod-
elling and verification more accessible for the software en-
gineers and overcome their traditional prejudice against for-
mal methods.
We proceed as follows: in Section 2 we explain the
essence of guided development process and give general
definitions of modelling and refinement patters. In Section
3 we present the compositionality and refinement rules for
modelling patterns and show an example – development of a
multi-agent system by using modelling patterns. In Section
4 we formulate the rules for specifying refinement patterns
and proving their correctness. In section 5 we briefly intro-
duce Event-B – the formal modelling framework in which
we will define refinement patterns for our example. In Sec-
tion 6 we demonstrate the use of refinement pattern for for-
mal specification of communication in multi-agent systems.
2. Guided development by model transforma-
tions
Formal modelling frameworks allow us to unambigu-
ously define system properties and behaviour, as well as for-
mally verify them, e.g., by proofs. However, constructing
formal models, proving correctness of models and model
transformations requires certain guidelines and expert ad-
vice, which to a large extent are currently unavailable. In
the traditional software engineering the expert knowledge
and best practises are captured by patterns – reusable de-
sign templates generalising the acquired design experience.
While constructing a system, the developer matches a prob-
lem at hand against the available patterns and, upon finding
a suitable pattern, integrates the instantiated pattern into the
current design. Our goal in this paper is to establish a ba-
sis for capturing the best modelling practises in the form of
reusable modelling and refinement patterns.
A modelling pattern formalises a model transformation
step. It defines what should be achieved, provided certain
conditions are satisfied by the input model. However, a
modelling pattern does not give any guidance on how the
resulting model should be obtained. It simply defines a step
in the model-driven development at a high level of abstrac-
tion. In general, the modelling patterns are language inde-
pendent.
The model transformations at lower levels of abstraction
are defined by refinement patterns. A refinement pattern
is a reusable template describing concrete transformations
required to perform a model refinement step. Since the def-
inition of model refinement between models depends on a
chosen modelling framework, a refinement pattern is spe-
cific to the chosen specification language.
We aim at facilitating the formal model-driven develop-
ment by offering the developers a library of reusable mod-
elling and refinement patterns, as well as the mechanisms
for manipulating them. The available patterns should guide
the designer in the development process. In general, mod-
elling patterns define the chosen strategy of the system de-
velopment. The system development becomes a chain of
modelling pattern applications, if we can ensure that at each
model transformation step the obtained model satisfies the
conditions required for an application of the next modelling
pattern. Since modelling patterns often connect the ob-
tained models with the given requirements, such a devel-
opment also enforces a certain order on capturing the re-
quirements in the overall system model.
Our goal is to support the correct-by-construction devel-
opment. Therefore, each model transformation step should
correspond to a number of refinement steps. Ideally, each
refinement step could be performed by an application of the
corresponding refinement patterns. However, in practice,
some refinement steps will still be done and verified man-
ually. Our long-term research goal is to increase the de-
gree of automation of the refinement process by alleviating
the tasks of creating formal models and proving correctness
of models and refinements. Refinement patterns define the
required abstractions and encapsulate the necessary proofs
that are done once for pattern. While instantiating a pattern,
we avoid repeating the proofs yet preserve correctness of
models and their refinements. Hence the guided develop-
ment process supports reuse of not only the models but also
the proofs. Next we define the modelling and refinement
patterns more formally.
2.1. Defining Modelling and Refinement
Patterns
A modelling pattern is a model transformer. Usually it
represents a step (or a group of steps) in the incremental
system development. In general, a modelling pattern is de-
fined by an assumption and a goal:
A(m) G(m,m ′)
where m and m′ are the corresponding input and output
models.
Assumption A defines the conditions imposed on the input
model(s) to which the development pattern will be applied.
The goal G states the expected properties of the obtained
model. A modelling pattern can have parameters, so its
more general form is (A(m)  G(m,m ′))(p), where p
are the additional parameters that should be supplied upon
pattern application. Informally we say that a model trans-
formation is feasible, if it is possible to find a chain of re-
finement steps (models) that leads from A to G. The further
theoretical treatment of this problem is outside of the scope
of this paper.
While defining the conditions imposed on the input and
output models, a modelling pattern neither mentions how to
perform model transformation nor states the relationships
between the models. In contrast, a refinement pattern ex-
plicitly defines how to perform the corresponding transfor-
mation. Moreover, it aims at transforming a model in such
a way that the resultant model is a refinement of the initial
model.
The refinement process can be seen as a way to reduce
non-determinism of an abstract specification, to replace ab-
stract data structures by data structures implementable on a
computer, and, hence, to gradually introduce implementa-
tion details. Formally we say that specification S is refined
by specification S′, written S ⊑ S′, if whenever S estab-
lished a certain post-condition so does S’ [9]. The refine-
ment relation ⊑ is reflexive, transitive and antisymmetric.
In general, a refinement pattern is defined as a partial
function of the following form:
rpatt : S ×C 7→ S
where
∀s, c · ((s, c) ∈ dom(rpatt) ⇒ s ⊑ rpatt(s, c))
Here S is an universe of all possible models and C is
a set of pattern configurations, i.e., the additional pattern
parameters.
Usually refinement patterns capture certain reoccuring
design solutions. For instance, it is rather easy to define
a pattern that would allow the designer to integrate into the
input model a recovery block – a well-known mechanism
for achieving fault tolerance via introducing redundant di-
verse computations. The pattern constraint on the accept-
able input models is the existence of an operation for which
the recovery block could be introduced, while the additional
configuration parameter determines the number of alterna-
tive diverse computations to be performed in the block [16].
Next we focus on defining rules for manipulating mod-
elling patterns.
3. Modelling patterns
3.1 Pattern Composition and Refinement
We can construct complex modelling patterns using var-
ious forms of composition. Sequential composition de-
scribes a modelling pattern which tries to achieve goal G2
by first achieving the intermediate goal G1:
A1  G1 ;A2  G2
The initial model should satisfy A1, while the intermedi-
ate model should satisfy A2. To successfully apply the se-
quential composition, we need to ensure that G1 is stronger
than A2.
Parallel composition allows us to describe a modelling
pattern that works on different independent parts of the in-
put model and tries to achieve several independent goals:
˛˛˛
˛A1  G1A2  G2
˛˛˛
˛
or, using the alternative syntax, A1  G1 ‖ A2  G2 .
Both the goals G1 and G2 should be satisfied in the resulting
model.
In the case when a modelling pattern describes identical
transformation for an array of model elements, it may be
convenient to express the pattern as a parallel composition
of patterns:
˛˛˛
˛˛˛A(p1 ) G(p1 ). . .
A(pk ) G(pk )
˛˛˛
˛˛˛ = ‖C(p) `A(p) G(p)´
Here p is a bounded variable constrained by C(p) and
p1, . . . pk = {p | C(p)}.
The choice construct permits construction of a branch-
ing pattern that lets a modeller to adapt the pattern to the
specifics of the given development. Pattern choice is re-
solved by matching assumptions of alternatives against the
current model:

A1  G1
A2  G2
or, using the alternative syntax,
A1  G1 ⊓A2  G2
If only one of the assumptions is satisfied, say A1, then the
pattern above is equivalent to A1  G1 . When several as-
sumptions are satisfied, the choice is resolved by the mod-
eller.
It is often required to ensure that a certain property is
maintained for a number of model transition steps, i.e.,
P  P
To reflect this we introduce the property preserving pat-
tern 	 P . The pattern allows us to state explicitly that
some property is maintained during the development. For
instance, even though the patterns
	 P ‖ Q  R and Q ∧ P  R ∧ P
are equivalent the use of the property preserving pattern
supports the explicit separation of a property preservation
from a development goal.
A modelling pattern can be constrained by weakening
the assumption and strengthening the goal. We call this
transformation refinement, denoted as ⊑.
Refinement rule:
„
A ⇒ A′
G′ ⇒ G
«
⇒ A G ⊑ A′  G ′
Intuitively, the rule of transformation (pattern) refinement
follows the traditional understanding of refinement as sub-
stitutability. In other words, in all situations where the orig-
inal pattern could have been applied, the refined pattern can
also be applied. Moreover, the new goal is at least as ”good”
as the old one. Therefore, we can always substitute the orig-
inal pattern with a refined one in any step of the develop-
ment process.
3.2 Pattern Decomposition
A modelling pattern can be decomposed into parallel
composition of several patterns. To guarantee that such a
transformation is a refinement of the pattern, we should en-
sure that the assumptions of the decomposed patterns must
be the same or weaker than the original assumption, and the
conjunction of the new goals must be at least as strong as
the original goal:
A G ⊑ A1  G1 ‖ A2  G2 ,
where A ⇒ A1 ∧A2, G1 ∧G2 ⇒ G
Intuitively, such a pattern refinement allows us to split the
original pattern into two sub-goals that should be satisfied in
the development process. A more general case is the pattern
decomposition into the ‖C(p)
(
A(p) G(p)
)
construct:
A G ⊑ ‖C(p)
`
A(p) G(p)
´
,
where
V
C(p)(A ⇒ A(p)), (
V
C(p)(G(p)) ⇒ G
Similarly, a pattern can be decomposed into a sequential
composition of patterns:
A G ⊑ A1  G1 ;A2  G2 ,
where G2 ⇒ G, G1 ⇒ A2, A ⇒ A1
Intuitively, the decomposition of a pattern into a chain of
patterns can be understood as setting the intermediate goals
between the original assumption and the goal. Hence, a
large modelling step can be simplified by splitting it into
a number of smaller steps.
Finally, a pattern can be decomposed into a choice be-
tween patterns:
A G ⊑

A1  G1
A2  G2
, where
„
A ⇒ A1 ∨A2
G1 ∨G2 ⇒ G
«
For this rule to be applied, we need to ensure that the
disjunction of the new assumptions must be implied by the
original assumption and, symmetrically, the disjunction of
the new goals implies the original goal.
Such a decomposition makes modelling patterns more
flexible. Namely, when one tactics cannot be applied, a pat-
tern automatically switches to an alternative one. In case
when several alternatives are applicable, the choice is re-
solved externally, e.g. by consulting the modeller.
To connect modelling and refinement patterns it suffices
to demonstrate that the modelling pattern goal is not weaker
than the predicate describing the models the refinement pat-
tern is applicable to. Similarly, it is required that all the
possible results of the refinement pattern conform the goal
of the modelling pattern. Hence
A G ⊑ patt, where
„
A ⇒ incl(patt)
outcl(patt) ⇒ G
«
where incl(patt) is the predicate the models accepted by
the pattern patt and outcl(patt) is a predicate character-
ising the possible results of the pattern application. The
process of replacing a modelling pattern with a refinement
pattern can be related to finding a solution for a subroutine
described using pre- and post-conditions.
The refinement and decomposition rules provide us with
the basis for developing new modelling patterns. Next we
demonstrate application of modelling patterns and their de-
composition rules by example.
3.3. Development of a Multi-agent System
with Modelling Patterns
As an example we consider development of a multi-
agent system – CAMA system. The overall development
can be represented by the following pattern:
empty  CamaSystem
The pattern states that as a result of the development we
aim at obtaining a system that has properties of CAMA sys-
tem. Essentially the behaviour of the CAMA system is the
dynamic instantiation of scopes – a virtual private space for
agent communication. Hence the goal of constructing Ca-
maSystem can be achieved via the goal of constructing the
models of the scope constituent the system. To reflect this,
we refine our initial pattern by using the Refinement rule as
shown below:
empty  ScopeModels ,
where ScopeModels ⇒ CamaSystem
Since scopes are independent of other, their models can
be constructed independently. Therefor, to achieve the
ScopeModels goal it suffices to construct model of each
scope. We apply General Parallel Decomposition rule to
define this goal:
‖s∈scopes
`
empty  ScopeModel(s)
´
,
where
V
s∈scopes
ScopeModel(s) ⇒ ScopeModels
In general, a scope is a virtual space for agents to achieve
a certain purpose, e.g., to use some service or perform
specific computation. Agents should implement particular
functionality to achieve this purpose, i.e., play certain roles
in the scope. Therefore, a model of the scope can be ob-
tained from the models of roles constituting the scope func-
tionality. We use the General Parallel Decomposition rule
to represent this:
‖s∈scopes
`
empty  RoleModels(s)
´
,
where
V
s∈scopes
RoleModels(s) ⇒ ScopeModel(s)
While performing their roles in a scope, agents access
some shared resources according to a certain policy, which
we call a protocol. Hence, we can first devise the model
of the desired protocol and then deduce the models of roles
from it. We introduce an intermediate goal on the way to
achieving the RoleModels(s) goal as follows:
‖s∈scopes
`
empty  Protocol(s) RoleModels(s)
´
This transformation is performed by an application of the
Sequential Decomposition rule within the body of the par-
allel composition. The policy of resource sharing defined in
the goal Protocol(s) is implemented via certain communica-
tion mechanisms. To emphasise the communication aspect
of the protocol by introducing an intermediate goal Comm-
Prot(s) as shown below:
‖s∈scopes(empty  Protocol(s) 
CommProt(s) RoleModels(s))
Here again we used the Sequential Decomposition rule.
In CAMA systems, communication is implemented via
two general communication primitives – Publish/Subscriber
and Linda tuple space. To depict this we apply the Choice
decomposition rule and introduce pattern choice construct
in the chain of pattern applications:
‖s∈scopes
0
BB@
empty  Protocol(s);
Protocol(s) LindaProt(s)
Protocol(s) PubSubProt(s)
;
CommProt(s) RoleModels(s)
1
CCA
It is easy to observe that we can construct protocol in two
stages: first construct an abstract initial protocol and then
incrementally add details while preserving the properties of
the abstract protocol model as shown below:
empty Protocol(s) ⊑ true  
Protocol(s);	 Protocol(s)
We will continue to discuss further the construction of
the protocol in Section 5. Meanwhile, let us note that
the chain of modelling patterns defined above constitutes a
reusable strategy for modelling multi-agent systems in gen-
eral. However, to implement such a strategy we need to de-
fine more lower-level tactics describing the precise mech-
anisms of achieving the desired transformations. These
mechanisms are captured by the notion of refinement pat-
terns which we explain next.
4. Refinement Patterns
A refinement pattern is a model transformation function
(i.e., deterministic rule) that produces a new model that is
a refinement of the given input model. In Section 2.1, we
introduced a refinement pattern as a partial function of the
following form
rpatt : S × C 7→ S
where S is an universe of all possible models and C is a set
of additional pattern parameters.
In this section we present a simple specification language
for pattern construction. The language can be further ex-
tended and elaborated once it is instantiated with a particu-
lar formal notation used to describe specific models.
A general specification of a pattern is shown below:
pattern name(w) ≡ requirements
c(s, w)
effect
s′ = mtr(s,w)
scope
e
Here s is the input model and w are the pattern parameters.
The predicate c(s, w) defines the applicability conditions of
the pattern. The output model is computed according to the
given model transformation rule mtr. We leave mtr ab-
stract here because it depends on a particular formal nota-
tion that the model is described in. For instance, in Section
6 we will present a list of basic model transformation rules
for the Event B formalism. Finally, the scope attribute in
the pattern description defines the elements affected by the
transformation. Scopes help us to identify model transfor-
mations that can be applied in parallel, i.e., their scopes are
not overlapping.
Let us observe that the applicability conditions of a cer-
tain refinement pattern pattern name define the class of
models that the pattern accepts as an input: c(s, w) =
incl(pattern name)(s, w) or, in other words, it is the do-
main of rpatt function: c(s, w) = dom(rpatt).
While constructing new patterns, we use indentations to
denote blocks of rules and the style of a composition opera-
tor used to connect the rules (see Figure 1). The sequential
composition is normally used to put together semantically
linked rules. The parallel composition is used to connect
the rules operating on different model parts. The sequen-
tial composition binds stronger than the parallel composi-
tion and brackets are used when an instance of the parallel
composition must take precedence.
The last construct in Figure 1 represent the general
mechanism for pattern construction that allows us to de-
fine a non-trivial pattern by matching and selecting model
parts that need to be transformed. In the definition a is a
vector of local variables bound by the constraining predi-
cate Cond(a, w), while w are the pattern parameters. The
pattern rule p is applied to every possible value (a, w) sat-
isfying the predicate Cond. The bounded variables a are
p(w) = pattern name(w) application of specific pattern
|
„
p
p
«
sequential composition of patterns
|
„
p
p
«
parallel composition of patterns
|
forall a where
Cond(a, w)
do
p(a,w)
general mechanism for pattern construction
Figure 1. The language of refinement patterns.
selected automatically during a pattern instantiation, while
the values for w are provided by the modeller.
The pattern language we have discussed is method-
independent. It can be used to describe refinement patterns
for a wide range of formal modelling methods. To con-
nect the pattern mechanism with a specific formalism (or a
family of formalisms), we have to import a library of basic
model transformations. Symmetrically, to bring the support
for the pattern mechanism into a formal method it is enough
to construct a library of model transformations that can be
used to describe interesting refinement cases.
4.1. Proving Pattern Correctness
The pattern specification language presented in the pre-
vious section allows us to construct different model trans-
formations. However, to show that these transformations
are indeed refinement patterns, we have to demonstrate their
correctness. In other words, we have to show that the result
of pattern application is a valid refinement for any accept-
able input model.
The pattern correctness depends on the applied formal-
ism and, in particular, the notion of model refinement
used by it. The chosen formalism defines a set of proof
obligations that should be proven correct to verify refine-
ment between models. For a given refinement pattern, we
should demonstrate this correctness for any acceptable input
model. If that is possible, this allows for automatic proof
reuse while applying the verified pattern.
In general, a refinement pattern is correct if, for all the
constituent rules, the following conditions are satisfied.
Computability A refinement pattern is a procedure that
should be executable by a software tool. A problem can
arise when a constraining predicate of, e.g., the forall con-
struct describes an infinitely large set of parameters. Such
pattern, although possibly useful, makes no sense to a tool.
It means that all constraining predicates used in the rules
should be executable, i.e., finite.
Conflict-freeness The effect of the application of a paral-
lel composition of rules should not dependent on the order
of rule applications. In other words, if there are several par-
allel patterns to be applied, their scopes should be disjoint.
Well-formedness A pattern rule may call its child rule
only when the child rule precondition is satisfied. For each
model transformation used in a pattern body, it is required
to demonstrate that the transformation requirement is satis-
fied in all the situations in which the model transformation
may be invoked.
Refinement For a model transformation that does not
always constitute a valid model refinement, we have to
demonstrate that a combination of the transformation with
other patterns rules is in a model refinement rule.
The inability to discharge or demonstrate the falsity of
these conditions may indicate that a pattern is too complex.
The problem can be rectified by redesigning the pattern with
an emphasise on the use of the parallel composition opera-
tor. Alternatively, a pattern may be decomposed into sub-
patterns and then can be analysed independently.
5. Modelling and Refinement in Event B
The B Method [3] is a formalism for the industrial de-
velopment of highly dependable software. Recently, it has
been extended by the Event-B framework, which enables
modelling of event-based systems [6, 2]. Event-B adopts
top-down approach to the system development. The de-
velopment proceeds from an abstract specification towards
a specification closely resembling the eventual implemen-
tation via a number of correctness preserving refinement
steps. Refined models explicitly reference the models that
they refine.
An Event-B machine has the following general form:
event e new event
refines r changes the list of refined events
label l changes the name of an event or a variable
guard g adds an event guard
param p adds an event parameter
action v s exp adds an event action or a variable initialisation
variable v adds a new model an an action variable
style s changes an action style
expression e changes an action expression
invariant t adds a new invariant or changes the typing predicate of a variable
Figure 2. The summary of Event-B model transformations.
SYSTEM name
VARIABLES var (set of variables)
INVARIANT inv (set of model invariants)
INITIALISATION (variable initialisations)
EVENTS
. . .
nom = ANY arg WHERE grd THEN act END
. . .
A model in Event-B encapsulates a state (the variables)
of the machine declared in the variables clause and provide
operations on the state, called events, declared in the events
clause. The invariant of the model defines the types of vari-
ables and essential properties of the model. The events in
Event-B are atomic, i.e., once an event is chosen for execu-
tion it runs until completion without interference. The event
is enabled if its guard grd evaluates to true. An event might
have the input parameters arg that are used in the computa-
tion defined by the event body – the before-after predicate
act.
To verify correctness of the model, we should establish
by proofs that initialization and each event preserve the in-
variant. The invariant of refinement machines contains also
the gluing invariant – the predicate establishing a relation
between state spaces of abstract and refining machines. This
invariant is used for verofying correctness of refinement
step.
The verification process in Event-B is supported by var-
ious tools. For instance, Rodin platform – a kernel tool for
Event-B modelling – contains a theorem prover that gener-
ates the required proof obligations and attempts to discharge
them automatically. An interactive theorem prover is used
to conduct interactive proofs.
To perform pattern assisted refinement of Event-B mod-
els, it is convenient to describe a model as a syntactic tree
of the following structure:
sys := (var, inv, evt)
var := (nom, act, typ)
act := (var, sty, exp)
evt := (nom, ref, arg, grd, act)
arg := (nom, typ)
nom := LABEL
inv := PREDICATE∗
typ := PREDICATE
grd := PREDICATE∗
ref := LABEL∗
sty := ” := ” | ” :∈ ” | ” :| ”
The root of a tree is a tuple sys representing the system. It
contains sets of variables, invariants and events. A variable
is described by a tuple var consisting of the name, initiali-
sation action and typing predicate. An action act is charac-
terised by a list of updated variables, an action style and an
expression computing the new variable states. An event is
described by a name, a list of abstract events that it refines,
a vector of parameters, a vector of guards – the predicates
conjunction of which constitutes the entire event guard –
and a collection of actions. An event parameter arg is a
tuple of name and a typing predicate. There are two ba-
sic types: LABEL is an identifier of a model element (e.g,
event name); PREDICATE is a predicate expression. In
addition, an action style sty is one of three Event-B substi-
tution styles [6].
To specify Event-B refinement patterns we use a collec-
tion of Event-B model transformations, which summary is
presented in (Figure 2).
5.1. Annotations
The description of a model purpose, its application do-
main and the expected behaviour are normally done in a
natural language. Thus, to completely validate a model, one
also has to consider such informal descriptions. Verification
tools manipulating models are usually not concerned with
model meanings and purposes. Automated model transfor-
mation, however, is one of the cases when a software tool is
interested in knowing model purpose, problem domain and
the roles of its parts.
The information contained in such informal elements of
the model as names, comments and literal constants is es-
sential for understanding a model. For instance, the de-
scription of a model purpose, its application domain and
the expected behaviour are normally done in a natural lan-
guage. This information facilitates automated model trans-
formation because it would allow us to identify a class of
suitable transformations and rule out the class of transfor-
mations that should not be applied.
We extend models with annotations. Annotations pro-
vide additional information about model elements and, thus,
help to construct more elaborate patterns. Moreover, they
describe the purpose and the application domain of a trans-
formation. We assume that any syntactic model element can
be decorated with annotations.
The simplest form of annotation is an attribute attached
to a model element. For example, a variable recording
pressure can have the ”barometer” attribute. This attribute
helps to realise the role of the variable in a model in cases
when the information contained in a model itself is not
enough. To avoid possible mismatch of measurement units,
the variable may also carry an additional attribute stating
the fact that the pressure is measured in Pascals. This can
be expressed by attaching a new annotation containing pair
”unit=pascal”.
Model transformation annotate(e, t, a) adds a new an-
notation a with a given tag t to a model element e. Trans-
formation deannotate(e, t) removes an existing annota-
tion with tag t from a model element e. In addition,
predicate defines(e, t) is used to test whether a given
model element defines an annotation with tag t. For ex-
ample, to annotate a variable with the an attribute stat-
ing that it measures pressure in pascals one could write
annotate(var, unit, pascal).
5.2. Tool Support
A proof of concept implementation of the refinement
pattern mechanism for the Event-B method has been re-
alised as a plug-in to the RODIN Platform [1]. The plug-in
seamlessly integrates with the RODIN Platform interface so
that a user does not have to switch between different tools
and environments when to apply refinement patterns in an
Event-B development.
The process of a refinement pattern instantiation is con-
trolled by an interactive pattern instantiation wizard which
validates user input and provides hints on selecting configu-
ration values. Pattern configuration is constructed in a suc-
cession of steps: the values entered at a previous step influ-
ence the restrictions imposed on the values of a current step
configuration.
When constructing a refinement pattern, a user may wish
to generate the set of pattern correctness proof obligations.
Proof obligations are constructed by the proof obligation
generator component. The component combines a pattern
declaration and the definitions of the used model transfor-
mations to generate a complete list of proof obligations.
The result is a new context file populated with theorems
corresponding to the pattern proof obligations. The normal
Platform facilities can be used to analyse and discharge the
theorems.
6 Developing Multi-agent Systems with Re-
finement Patterns
In Section 3.3 we have constructed an abstract modelling
pattern for the development of CAMA systems. While the
pattern captures the general development steps, in its cur-
rent form, however, it cannot be processes by a software
tool. In this section, we continue the pattern development
in the context of the Event-B method. First, we further de-
talise the modelling pattern. Afterwards, we formally define
the pattern assumptions and goals. Finally, we demonstrate
an example of a refinement pattern automating one of the
modelling pattern steps.
In section 3.3, a protocol development leading to a role
construction is addressed by the 	 Protocol(s). This rule
permits a number of model transformation (e.g. refinement
steps) such that each new model satisfies the Protocol(s).
To help a developer construct a protocol in the Event-B
method, we decompose the 	 Protocol(s) into a parallel
composition with a choice among several modelling pat-
terns guiding protocol development (Figure 3).
According to this definition, a protocol development is a
recursive procedure offering a developer the choice of four
protocol modelling tools: insertion of a new event into a ex-
isting event chain (Protocol(s) Seq(s)); decomposition
of an event into alternatives (Protocol(s)  Choice(s));
and the addition of a loop construct (Protocol(s)  
Loop(s)). A protocol development is done in parallel with
the 	 Protocol(s) modelling pattern to ensure that devel-
opment does not deviate from the requirements to a protocol
model.
To formally define the discussed modelling pattern and
adapt it to Event-B developments we supply concrete defini-
tions for all the assumptions and goals of the pattern. In this
examples, the assumption and goal predicate definitions are
based on a specific approach to the modelling of protocol,
communication and roles.
An empty model predicate is an Event-B model with no
variables and events: empty df= evt = ⊘ ∧ var = ⊘.
By a protocol we understand a model which events are
enabled in a specific order, one by one. To ensure this, we
require that a model contains a dedicated variable imposing
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Figure 3. The CAMA modelling patttern.
an ordering relation on model events. This variable bears
specific annotation distinguishing it from other variables
and each event must update this variable and also mention
it in its guard:
Protocol(s)(m)
df
= ∃1v · (v ∈ vars∧
defines(v, protocol)∧
∀e · (e ∈ evts ∧ ∃1a · (a ∈ e.act ∧ {v} = a.var)∧
∀e · (e ∈ evts ∧ ∃1a · (g ∈ e.grd ∧ {v} = fv(g)))
where parameter m is a normally implicit model param-
eter. For Event-B models, m = (var, inv, evt). Here and
later ∃1 stands for a unique existential quantification and
fv(e) is the set of free variables of an expression e.
Parameter s is mapped into a machine name (Event-B
specifications are structured into one or more machines).
This way, each scope model is contained in its own machine
set scopes is understood as a set of machine names. In the
predicates characterising the assumptions and goals of the
modelling pattern, we use a subscript (e.g., evts) to refer to
the part a specific machine.
Goal Seq(s) in Protocol(s)  Seq(s) requires that a
new event is inserted into a protocol model. Formally, this is
stated as an addition of a new event into a model whereas the
new model complies with the requirements to a protocol:
Seq(s)(m,m′)
df
= Protocol(s)(m) ∧ Protocol(s)(m′)∧
∃1e · (e ∈ evt
′
s ∧ e /∈ evts ∧ e.ref = ⊘)
Note, that while an assumption, for example
Protocol(s), formulates requirements to an abstract
model, a goal, like Seq(s), can refer both to abstract, m,
and concrete, m′, models. Goals Choice(s) and Loop(s)
are defined in a similar manner.
The communication protocol goal CommProt(s) re-
quires that the model of a scope clusters the model events
into a set of roles in such a manner that each variable is only
updated by one event unless the variable is a communication
buffer. This is stated with the following predicate:
CommProt(s)
df
= ∀e · (e ∈ evts ⇒ defines(e, role)∧
∀v · (v ∈ vars ∧ ¬defines(v, buffer ) ⇒
card({r | updates(e, v) ∧ r = e.role}) = 1
where updates(e, v) states that event e updates variable
v: updates(e, v)
df
= ∃a · (a ∈ e.act ∧ v ∈ a.var). Due to
space constraints, we unable to present formal definitions
for the remaining assumptions and goals.
Having formally defined the pattern assumption we are
able to automate some steps of the modelling pattern with
refinement patterns. For example, all the protocol devel-
opment rules can be handled by refinement patterns. It
does not preclude, however, the use of manual refinement
steps for protocol development; in fact, any realistic proto-
col model requires manual refinement steps in addition to
the mechanically produced refinements since the protocol
refinement patterns are only able to construct a skeleton of
a protocol. A difficult and laborious step from a sequential
protocol into a model of a distributed is also handled by a
refinement pattern. In this paper, we have to restrict our-
selves to the example of a single refinement pattern. This
pattern implements the Protocol(s)  Seq(s) modelling
pattern. The essence of the pattern is the addition of a new
event into a protocol model:
pattern seq
forall a, v, g; e where
Protocol(s) ∧ e ∈ evts ∧ v ∈ vars
defines(v, protocol) ∧ a ∈ e.act ∧ {v} = a.var
g ∈ e.grd ∧ {v} = fv(g)
do
event n
forall h where h ∈ e.grd ∧ h 6= g do guard h
forall u where
u ∈ fv(e.guard) ∧ u /∈ vars
do
variable u
guard v = v.maxv
action v := a.exp
forall q, r where
q ∈ evts ∧ r ∈ q.act ∧ {v} = q.var ∧ [r] ⇒ g
do
expression v :| g[v′/v] for r
annotate(v,maxv , v.maxv + 1)
where e.guard =
∧
g∈e.grd g is the overall guard of an
event e, [r] is a before-after predicate of an action r and
construct expr[a/b] denotes a free variable substitution in
expression expr.
To make sure that this pattern can be safely used in a for-
mal development, one would have to discharge all the rele-
vant proof obligations. The pattern plug-in for the RODIN
Platform is capable of generating such proof obligations and
delegating them to the platform theorem prover. For an ex-
ample of such proofs see [16].
In order to use this refinement pattern in place of the
modelling pattern Protocol(s)  Seq(s), we have to
demonstrate that the refinement pattern satisfies the con-
straints stated earlier in this paper for the development rule
bridging modelling and refinement patterns. The full tech-
nical details on these are outside the scope of this paper.
7. Conclusions
In this paper we made two major technical contributions.
At first, we outlined a novel form of rigorous system devel-
opment – the guided formal development with modelling
and refinement patterns. At second, we formally defined
the notion of modelling and refinement patterns and rules
for manipulating them.
The guided system development aims at alleviating the
problem traditionally associated with formal development
– complexity of constructing abstract mathematical mod-
els and conducting proof. Patterns guide the designer in
the model-based development by offering ready-made tem-
plates of models and model transformations that are appli-
cable to the problem at hand. Such an approach facilitates
the reuse of not only models and heuristics of model trans-
formation, but also the proofs carried out to verify correct-
ness of models and refinements.
By defining modelling and refinement patterns formally,
we established a basis for automating guided development
process. A prototype tool built on this basis has already
been successfully tested. Moreover, the rules for compos-
ing, decomposing and refining patterns lay a foundation for
creating libraries of formally-verified modelling and refine-
ment patterns.
The work on automatic tool support for the formal re-
finement was to some extent inspired by automatic refiner
tools created by Siemens/Matra [5]. The tool automatically
produces an implementable model in B0 language (a vari-
ant of implementable B) by applying rewrite rules. A large
library of such rules were created specifically to handle the
specifications of train systems. The use of this proprietary
tool resulted in significant growth of productivity of devel-
opers. Our work aims at creating a similar tool yet publicly
available and domain-independent.
Obviously our research builds on the idea of patterns.
The famous collection of software design patterns [14] con-
tains generic abstract solutions but described in informal
way. The presented patterns helped to generalize and com-
municate the ideas accumulated over the many years of en-
gineering practice. The use of patterns and creating new
patterns became a standard practice. In general, the idea
of design patterns has significantly facilitated the work of
software engineers.
The idea of software design patterns motivated research
on reusing them in formal development. For instance, Blazy
et al. [4] proposed a mechanism for integrating design
patterns into the B-Method developments. They also out-
line guidelines for specifying design pattern using the B-
Method. The pattern instantiation mechanism relies on the
model structuring capabilities of the B-Method. However,
in such an approach different design patterns become com-
pletely disjoint and require additional efforts for integrating
them into development. The mechanism of conjoining the
pattern with its parent machine leads to creation of large
models that are difficult to analyse.
Chan et al. [7] discuss a similar approach but with a
emphasize on object-orientation. The work discusses how
to model object-oriented development concepts using the
B method and, consequently, how to reuse object-oriented
design patterns in B. The work present and interesting and
practical method for modelling design patterns. The results
of such modelling, however, are uneasily to integrate into a
development process.
The LePUS formal framework [11, 12] was developed to
formalise the Gang of Four design patterns. Patterns were
formalised by expressing their properties as predicates on
methods, class properties, class instances and classes. Pred-
icate conjunction was used to construct complex patterns
from a collection of simple properties. However, to the best
of our knowledge, this work was not integrated into the de-
velopment practice mainly due to the difficulty of instanti-
ating patterns specified in LePUS.
In [13] Eden et al. describe the design of a tool trans-
forming programming language texts by automatically ap-
plying transformations loosely based on design patterns. To
use the tool, a programmer first implements a pattern in the
tool-specific language. Then the tool uses the pattern defi-
nition to rewrite a part of a program. Since the tool works
at the semantic level of a program, the transformations are
done at the level of a programming language structuring
units, which precludes formulation of high-level, abstract
patterns. In addition, it is hard to ensure correctness of the
resulting model or a pattern.
Dwyer at al. [10] proposed to use specification patterns
to describe requirements and constraints for models and
programs analysed using automated model checkers. Such
specification patterns are presented in a form resembling de-
sign patterns [14] and are, essentially, expression templates.
An informal pattern description helps a modeller to pick a
correct pattern.
The reusability aspect of patterns implies the ability to
share and exchange patterns. One possible approach is to
describe patterns using some common language that can be
connected to a common ontology [8]. Such patterns can be
automatically retrieved and matched by tools and an on-line
pattern library can be set-up to foster pattern dissemination
[17].
However, the approach presented in this paper is dif-
ferent from the works described above. Namely, we do
noe aim at adopting existing software design patterns into
the practice of formal development. Instead we use formal
modelling and formal model-driven development as a pri-
marily source of patterns. Hence we avoid the problem of
translating existing patterns into a formal framework and
then integrating them into the development. In contrast, we
extract the patterns from reoccurring modelling or refine-
ment solutions, generalize them and make reusable
As a future work we are planning to further explore theo-
retical aspect of feasibility conditions of pattern application,
extend the existing set of patterns as well as advance the de-
velopment of the automatic tool support for the guided de-
velopment. We believe that by building a sufficiently large
library of patterns and providing designers with automatic
tool supporting guided development, we will facilitate bet-
ter acceptance of formal methods.
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