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Szakdolgozatom célja egy egyszerű imperatív programnyelven keresztül szemlél-
tetni az alapvető vezérlési szerkezetek és műveletek assembly kódjának generálását.
Ehhez egy saját programnyelv, – SimpLang – hozzá tartozó fordító és forrás vala-
mint generált kód asszociációt elősegítő grafikus felülettel ellátott alkalmazás ké-
szítését írom le, a munka fázisait részletesen tárgyalva. A dolgozatom témáját a
Programtervező Informatikus BSc képzés alatt elvégzett Fordítóprogramok kurzus
[1] ihlette.
A kurzus során betekintést nyerhetünk a fordítóprogramok megértéséhez és ké-
szítéséhez elengedhetetlenül szükséges koncepciókba, nyelvtanokba, szemantikába,
valamint kódgenerálásba. A kódgenerálás rész a félév rövidsége miatt háttérbe szo-
rul a gyakorlatok során, csak pár utasításból álló assembly kódrészletek vizsgálatá-
ra kerül sor. A beadandók elkészítése során a hallgatóknak van lehetőségük teljes,
futtatható kódok assembly állományának fordítóval való generálására, viszont ez a
beadandó opcionális, legtöbb esetben csak azok a hallgatók vállalkoznak rá, akik
maguk elé tudják képzelni a forrás- és a generált kód kapcsolatát. A szakdolgoza-





2.1. A szoftver rendeltetése
A programcsomag egy fordítót, egy a későbbiekben tárgyalt programnyelvet tá-
mogató fordító futtatására, a fordított gépi kód futtatására alkalmas Docker konté-
ner [2] környezetet és egy grafikus felületet tartalmaz.
2.1.1. Felület funkcionalitása
A grafikus felület alkalmas:
1. Forrásfájl megnyitására
2. Forrásfájlból NASM Assembly nyelvű fájl generálására [3]
3. Forrásfájl újratöltésére (pl lemezen történő módosítás esetén)
4. Forrás gépi kódra fordítására és futtatására
(a) A bemenet dialógus ablakban való fogadására
(b) Program fordítása és futása alatt keletkezett szöveges kimenet megjele-
nítésére





A dolgozatot és az elkészített programcsomagot a Fordítóprogramok tárgy ihlet-
te, így elsődleges célja a tárgy hallgatóinak segítése a tananyag elsajátításában. Ezen
felül bővebb célközönséget is szolgálhat. Többek közt oktatók segédeszköze is lehet
a kódgenerálás szemléltetéséhez, valamint kezdő és hobbi fordítóprogram fejlesztők
hasznára is válhat az alapok elsajátításában.
2.3. Rendszerkövetelmény
A programcsomag elkészítése közben szem előtt tartottam több platform támo-
gatását, így a szoftver telepíthető a jelenleg elterjedt három fő platform mindegyikén.
2.3.1. A szoftver függőségei
• Qt 5.12.3 keretrendszer
• Docker asztali installáció (jelenlegi verzió: 2.0.0)
2.3.2. Támogatott operációs rendszerek (minimum verziók)
• Windows 10
• Linux Kernel 4-es főverzió
• Mac OS 10.12
2.3.3. Minimum hardver követelmény
• Linux
– CPU: 2 mag, 2 GHz
– RAM: 2GB
• Mac & Windows




2.3.4. Ajánlott hardver követelmény
• Linux
– CPU: 2 mag, 2.3 GHz
– RAM: 2GB
• Mac & Windows
– CPU: 2 mag, 2.3 GHz
– RAM: 8GB
2.4. Telepítés
Az alábbiakban Mac OS operációs rendszeren való telepítés néhány lépése lesz
képekkel illusztrálva, viszont a folyamat többi platformon való végrehajtása is is-
mertetve lesz.
2.4.1. Docker telepítése
A gyártó honlapjáról való letöltést követően Mac platformon az alkalmazás cso-
magoktól (App bundle) megszokott módon telepíthető a Docker csomag (2.1. ábra).
2.1. ábra. Docker telepítése
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Windows-on a jól ismert telepítési varázsló segítségével installálhatjuk a letöltött
csomagot.
Elterjedtebb Linux rendszereken (Debian, Ubuntu, stb) a csomagkezelőn (pl.
apt) keresztül telepíthető a Docker.
2.4.2. Qt telepítés
A Qt grafikus alkalmazás keretrendszer letölthető a gyártó honlapjáról, Windows
és Mac platformon telepítési varázslóval telepíthető.(2.2. ábra) Linux rendszereken
a Qt szintén fellelhető a csomagkezelők tárolóiban.
2.2. ábra. Qt telepítése
2.4.3. SimpLang fordító konténer
A fordítót tartalmazó Docker image (lemezkép) készítéséhez az alábbi parancsot
kell futtatni a szakdolgozathoz mellékelt forráskód gyökér mappájában állva (ahol a
"Dockerfile" nevű állomány található).
1 docker build -t simplang .
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A fenti kódot végrehajtva az aktuális gép Docker Image gyűjteményében elérhető
a simplang Image. Ez az alábbi módon ellenőrizhető:
1 $ docker images
2 REPOSITORY TAG IMAGE ID CREATED SIZE
3 simplang latest 9c16182bc2ed 4 hours ago 411MB
2.4.4. SimpLang grafikus felület Telepítése
Mac platformon
A szakdolgozat mellékletében csatolt állomány gyökér mappájában a build map-
pában (2.3. ábra) található Simplang, ".app" kiterjesztésű állomány /Applications-
be való másolásával telepíthető. A Docker telepítéséhez hasonlóan.
1 App/build -Simplang -Desktop_Qt_5_12_3_clang_64bit -Release/
2.3. ábra. Simplang build mappa Mac OS rendszeren.
Egyéb platformokon
A futtatható állományt Windows, valamint Linux rendszereken a fejlesztői doku-
mentációban tárgyalt módon szükséges lefordítani, ezután másolható a platformnak
megfelelő build mappából a simplang, Windows rendszeren .exe kiterjesztésű futtat-
ható állomány a kívánt telepítési helyre.
A fordítás során az appmodel.cpp fájlban található Docker elérési útvonalát a
platformnak, valamint az aktuális Docker telepítésnek megfelelően esetlegesen vál-
toztatni szükséges.
Erre azért van szükség, mert az alkalmazás Mac platformon készült és amíg a
forráskód mozgatható a platformok között, a lefordított futtatható bináris csak az





A SimpLang (Simple Language) programnyelv egy imperatív programozási nyelv,
amely támogatja az alapvető vezérlési szerkezeteket, műveleteket. Számításait egész
számok és logikai kifejezések felett végzi. Alkalmas alapvető ki- és bemenet kezelé-
sére.
2.5.1. Támogatott utasítások
• Deklaráció (2.4. ábra)
• Értékadás (2.5. ábra)
• Szám beolvasása (2.6. ábra)
• Szám kiíratása (2.7. ábra)
1 num a.
2.4. ábra. Deklaráció
1 r = 2.
2.5. ábra. Értékadás
1 input(a).
2.6. ábra. Szám beolvasása változóba
1 print(a + b).
2.7. ábra. Számérték kiíratása
9
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2.5.2. Támogatott vezérlési szerkezetek
• Szekvencia (2.8. ábra)
• Egy-, kettő- és tetszőleges ágú elágazások (2.9., 2.10., 2.11., 2.12., ábrák)
• Elöl-, valamint hátul tesztelő ciklusok (2.13., 2.14. ábrák)
1 r = 2.
2 q = 7.
2.8. ábra. Szekvencia
1 if (a > b)
2 {
3 r = a.
4 }
2.9. ábra. Egy ágú elágazás
1 if (a > b)
2 {




7 r = b.
8 }
2.10. ábra. Kétágú elágazás
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1 if (a > b)
2 {
3 r = a.
4 }
5 elif ( a == b )
6 {







2.11. ábra. Tetszőleges ágú elágazás else ág nélkül
1 if (a > b)
2 {
3 r = a.
4 }










15 r = b.
16 }
2.12. ábra. Tetszőleges ágú elágazás
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1 while(a < 10)
2 {
3 c = a + b.
4 }
2.13. ábra. Elöl tesztelő ciklus
1 do
2 {
3 a = a + 1.
4 }
5 until ( a != 10 ).
2.14. ábra. Hátul tesztelő ciklus
2.6. Futtatás
A szakdolgozat fő célja a grafikus alkalmazás elkészítése és annak bemutatása,
viszont a program elkészítése során egy önállóan működőképes assembler-t, fordítási
és futtatási környezetet is készítettem, így annak használatát is ismertetem röviden.
2.6.1. SimpLang állományok fordítása és futtatása
A platformok közti könnyű mozgathatóság érdekében a fordítót, és egy minimális
futtatási környezetet készítek Docker image-ben, mely egyszerűen futtatható.
A Docker image-ben összeállított környezet Docker segítségével egy (Windows és
Mac platformon virtualizált, Linuxon natív) Linux konténerben fut. Így a fordítás
során keletkező Assembly és bináris futtatható állomány 32 bites utasításkészlettel,
Linux rendszerre készül.
A Docker, valamint a kialakított környezet a Fejlesztői dokumentációban kerül
bővebb tárgyalásra.
Fordítás a fordítani kívánt fájlt a simplang image felhasználásával a következő
parancs kiadásával fordíthatjuk 32 bites NASM Assembly kóddá.
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A fordítás közben talált hibák a hibakimenetre kerülnek.
1 docker run -v /teljes/eleresi/ut/forras.sl:/src/program.sl:ro \
2 simplang
Az eredmény a szöveges kimenetre kerül, amit az alábbi módon irányíthatunk
egy tetszőleges kimeneti fájlba (Bash és PowerShell környezetekben egyaránt).
1 docker run -v /teljes/eleresi/ut/forras.sl:/src/program.sl:ro \
2 simplang > kimeneti -fajl.asm
Futtatás A fordításra szánt helyes – fordítási hibát nem tartalmazó – forráskód-
jának fordítás utáni futtatására is van lehetőség, az alábbi módon.
1 docker run -it -v /teljes/eleresi/ut/forras.sl:/src/program.sl:ro \
2 simplang buildandrun
A futtatás interaktívan történik, így van lehetőség az alkalmazásnak konzolon
bemenetet adni amikor a program input-ra vár (SimpLang input parancs).
A futtatás kimenete a szöveges kimenetre kerül (stdout).
2.6.2. Grafikus alkalmazás elindítása
Mac platformon a telepített ".app" kiterjesztésű alkalmazás csomag elindítható
az Applications mappából, Spotlight-ból (2.15. ábra), vagy Dashboard-ról.
Linux rendszeren a Qt projekt fordításából keletkezett Simplang, kiterjesztés nél-
küli bináris futtatható állomány megnyitásával futtatható.
Windows rendszeren a Qt projekt fordításából keletkezett Simplang, ".exe" ki-
terjesztésű bináris futtatható állomány megnyitásával futtatható.
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2.15. ábra. Simplang indítása Spotlight keresőből
2.7. Grafikus alkalmazás használata
2.7.1. A felhasználói felület főbb elemei
Az alkalmazás a főablakon kívül, dialógus ablakokat használ a felhasználói in-
terakciók kezelésére. A dialógus ablakok felületi elemeit itt nem tárgyalom, azokat
példákon keresztül szemléltetem.
A fő ablak (2.16. ábra) felületi elemei
1. Menüsáv (2.17. ábra)
(a) File
i. Open – Megnyitás
ii. Reload – Újratöltés
(b) Build – Fordítás
i. Build and Run – Fordítás és Futtatás
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2. Eszköztár ikonokkal (2.18. ábra)
(a) Open – Megnyitás (2.18. ábra, bal szélső ikon)
(b) Reload – Újratöltés (2.18. ábra középső ikon)
(c) Build and Run – Fordítás és Futtatás (2.18. ábra jobb szélső ikon)
3. Forrásfájl megjelenítő többsoros szövegmező (2.16. ábra, bal oldali szövegme-
ző)
4. Assembly kód, valamint fordítási hibaüzenet megjelenítő többsoros szövegmező
(2.16. ábra, jobb oldali szövegmező)
5. Státusz sáv (2.16. ábra, alsó sáv)
(a) Sorszám indikátor
2.16. ábra. Alkalmazás frissen indított állapota, forráskód betöltés előtt
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2.17. ábra. Alkalmazás menüje ikonokkal, szöveggel
2.18. ábra. Alkalmazás eszköztára ikonokkal, tooltip-pel
2.7.2. SimpLang fájlok megnyitása
A program indításakor üres szövegmezőkkel jelenik meg a felület (2.16. ábra). A
SimpLang forrásfájlok .sl végződéssel kell, hogy rendelkezzenek az alkalmazásban
történő megnyitáshoz.
A fájl megnyitását kezdeményezhetjük a menün, vagy az eszköztáron keresztül
"Open" akciógomb használatával, vagy a futtató operációs rendszer "megnyitás"
billentyűkombinációjával (Mac rendszeren CMD + O, egyéb rendszereken általában
CTRL + O).
Ezt követően a rendszer fájl tallózó felülete nyílik meg, amely csak a kívánt
kiterjesztésű fájl megnyitását engedélyezi.
A megnyitás után a bal oldali szövegmezőben a kiválasztott forrásfájl tartalma
jelenik meg, a jobb oldali szövegmezőben pedig a fordítás eredményétől függően





A forráskód esetleges hibáira utaló hibaüzenetek:
• Lexikális hiba (2.19. ábra)
• Szintaktikus hiba (2.20. ábra)
• Szemantikus hiba (2.21. ábra)
Ezen hibaüzenetek tartalmazzák az első hiba forráskódbeli pozícióját (sorra pon-
tosan).
A fordító által visszajelzett hibákon kívül a fordító esetleges sikertelen indításá-
nak hibaüzenetét is kiírja a program.
A hiba kiváltó okai lehetnek többek közt:
• hiányzó Docker telepítés
• hiányzó simplang Docker image
• Docker fájlrendszer jogosultság probléma (Windows-on)
• egyéb, rendszer konfigurációból eredő probléma
2.19. ábra. Lexikális hiba
17
2. Felhasználói dokumentáció
2.20. ábra. Szintaktikus hiba




Megnyitás után, amennyiben a lemezen frissült a forrásfájl, úgy a felület a Reload
akcióval lehetőséget ad a fájl újbóli betöltésére-fordítására. Ekkor az új állapotnak
megfelelően frissül a felület.
A Reload akció a felületen menüből, vagy eszköztárból, valamint a rendszer frissí-
tés billentyűkombinációjának lenyomásával is aktiválható (Mac-en CMD + R, egyéb
platformokon jellemzően CTRL + R, vagy F5).
A forrásfájl tartalma szintaxis kiemeléssel válik jobban olvashatóvá.
A programkód sikeres fordítását követően a jobb oldali szövegmező a generált
Assembly kódot tartalmazza. A bal oldalon – a forrásfájl tartalmában – mozgatva
a kurzort, a jobb oldalon az aktuális sorhoz, abban lévő kifejezés(ekhez), utasí-
tás(okhoz) tartozó Assembly kódsorok kiemelésre kerülnek a jobb oldali szövegme-
zőben, így segítve a két kódbázis megfeleltetését - összeegyeztetését a felhasználó
számára.
A generált Assembly kód sorinformációkkal kiegészítve készülnek el. Ezek a sor-
információk az aktuális sorról – az Assembly kimenetben – elárulják, hogy melyik
sorokhoz, melyik intervallumhoz tartoznak. A sorinformációk Assembly kód kom-
ment formájában jelennek meg.
A sor információk nem kerülnek elrejtésre, tovább segítve a megértést (hasonló-
an a különböző fordítók debugger flag-jeihez), viszont a túlzottan zajos megjelenés
elkerülése végett a végrehajtható kódnál halványabban kerül megjelenítésre.
2.7.4. Simplang vezérlési szerkezetek megjelenítése
Az alábbiakban a programnyelv ismertetésekor (2.5. szekció) bevezetett vezérlési




A deklarációhoz (2.22. ábra) generált kód az Assembly kód bss szekciójába kerül.
Minden deklarációhoz tartozik egy címke – a bevezetett változó generált azonosítója




Értékadás (2.23. ábra) során az értékül adni kívánt érték (jobb érték) kiértéke-
lésre kerül az eax regiszterbe. Ezt követően az értékadás bal oldalán álló változó
területére mozdul az eax tartalma.
21
2. Felhasználói dokumentáció
2.24. ábra. Értékadás, jobb oldalán összetett kifejezéssel
Az értékadás (2.24. ábra) jobb oldalán álló kifejezés kiértékelésre kerül az eax
regiszterbe. Ezt követően, az előbbi példában bemutatott módon kerül az eax tar-
talma az értékadás bal oldalán álló változó területére.
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2.25. ábra. Egész beolvasása változóba
Az in_num (2.25. ábra) külső eljárás beolvas egy egész értéket a standard beme-




2.26. ábra. Egész érték kiírása
Az eax regiszterre kiértékeli a kiírandó értéket. Az eax regiszter tartalmát a
verembe helyezi, ezt követően az out_num (2.26. ábra) külső eljárás a verem tetején
lévő értéket a standard kimenetre teszi. Majd a main (generált Assembly) program
visszaállítja a verem tetejét jelző pointert (verem teteje pointer regiszteren tárolt
értéket növeli).
Az if (2.27. ábra), while (3.7. ábra), do-until (2.29. ábra) szerkezetek részletes




2.27. ábra. If elágazás szerkezete
2.28. ábra. While ciklus
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3.1. Felhasznált technológiák rövid ismertetése
Szakdolgozatom készítése során az alábbi technológiákat használtam.
3.1.1. Flex és Bisonc++
A Fordítóprogramok tárgy keretein belül is ismertetett eszközöket használtam a
fordító elkészítéséhez.
A Flex (Fast Lexical Analyzer) [4] csomagot a lexikális elemzéshez, a tokenek
felismeréséhez, és a szintaktikus elemzőnek való továbbításához használtam. A Flex
reguláris kifejezések – Chomsky 3-as nyelvcsalád – mentén képes tokeneket – kulcs-
szavakat felismerni. Ezen felül a feldolgozás állapotát is továbbítja, így az egyes
tokenekből kinyerhetők azok forráskódbeli pozícióik.
A Bisonc++ [5] a népszerű Bison általános célú LALR(1) parser generátor
C++ nyelvű adaptere. Segítségével adott a lehetőség szintaktikus elemzők készíté-
sére szabályok mentén.
A szintaktikus szabályok mentén akciók végrehajtására van lehetőség. Ezen ak-
ciókban implementálom a szemantikus elemzést – ellenőrzést, a kifejezések attribú-
tumainak gyűjtését, szintetizálását, valamint ezen szintetizált- és természetes attri-
bútumokkal dekorált szintaktikus részfák építését.
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Docker segítségével teremtem meg az egységes-, hordozható fejlesztési- és futta-
tási környezetet. Docker image előállítását leíró Dockerfájlban definiálom a környe-
zetek összetételét. Docker-rel példányosítok futtatható konténert az elkészült image-
ből a SimpLang fordító-, valamint az elkészített bináris program futtatásához.
Qt [6] grafikus felhasználói felület könyvtár használatával készült a Simplang,
kódgenerálás megértését segítő grafikus alkalmazás. A Qt-t használó C++ kód el-
készítését, az alkalmazás fejlesztéséhez/teszteléséhez/fordításához, a Qt Creator
integrált fejlesztői környezetet használtam.
3.2. Lexikális elemzés
A lexikális elemző lényegi kódja a /compiler/simplang.l állományban találha-
tó. A lexikális elemzés során a 3.1 ábrán látható tokeneket ismertetem fel és továb-
bítom a szintaktikus elemzőnek.
A lexikális elemző futás során mindig a leghosszabb illeszkedés szabálya alapján
dolgozik. Több szimbólum egyidejű felismerése esetén a definiálás sorrendje dönt (a
sorrendben korábbi lesz az eredmény).
A nyelv érzékeny a kis- és nagybetű különbségekre.
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1 AND return Parser ::AND;
2 OR return Parser ::OR;
3 NOT return Parser ::NOT;
4 num return Parser ::NUM;
5 if return Parser ::IF;
6 elif return Parser ::ELIF;
7 else return Parser ::ELSE;
8 do return Parser ::DO;
9 until return Parser ::UNTIL;
10 while return Parser ::WHILE;
11 input return Parser ::INPUT;
12 print return Parser ::PRINT;
13 \. return Parser ::DOT;
14 "+" return Parser ::PLUS;
15 "-" return Parser :: MINUS;
16 "*" return Parser ::MUL;
17 "/" return Parser ::DIV;
18 "%" return Parser ::MOD;
19 "=" return Parser :: ASSIGNMENT;
20 "==" return Parser :: EQUAL;
21 "!=" return Parser :: NOTEQUAL;
22 "<" return Parser ::LESS;
23 ">" return Parser :: GREATER;
24 "<=" return Parser :: LESSOREQUAL;
25 ">=" return Parser :: GREATEROREQUAL;
26 "(" return Parser ::OPEN;
27 ")" return Parser :: CLOSE;
28 "{" return Parser :: BROPEN;
29 "}" return Parser :: BRCLOSE;
30
31 [[: digit :]]+ return Parser :: NUMBER;
32 [[: alpha :]][[: alnum :]]* return Parser :: VARIABLE;
33 [\t ]+




A szintaktikus elemző definíciójában felsorolom a lexikális elemzőtől kapott to-
keneket. Az operátorok precedenciáját, valamint asszociativitását még a szabályok



















19 %left AND OR
20 %left NOT
21 %left EQUAL NOTEQUAL
22 %left LESS GREATER LESSOREQUAL GREATEROREQUAL
23 %left PLUS MINUS
24 %left MUL DIV MOD




2 declarations commands ;
3 declarations:
4 // empty
5 | declaration declarations ;
6 declaration:
7 NUM VARIABLE DOT ;
8 commands:
9 command | command commands ;
10 command:
11 assignment | read | write | conditional | loop ;
12 assignment:
13 VARIABLE ASSIGNMENT expression DOT ;
14 read:
15 INPUT OPEN VARIABLE CLOSE DOT;
16 write:
17 PRINT OPEN TEXT CLOSE DOT | PRINT OPEN expression CLOSE DOT ;
18 conditional:
19 if_branch elif_branches else_branch ;
20 if_branch:
21 IF OPEN expression CLOSE BROPEN commands BRCLOSE ;
22 elif_branches:
23 // empty
24 | elif_branch elif_branches ;
25 elif_branch:
26 ELIF OPEN expression CLOSE BROPEN commands BRCLOSE ;
27 else_branch:
28 // empty
29 | ELSE BROPEN commands BRCLOSE ;
30 loop:
31 while_loop dountil_loop ;
32 while_loop:
33 WHILE OPEN expression CLOSE BROPEN commands BRCLOSE ;
34 dountil_loop:
35 DO BROPEN commands BRCLOSE UNTIL OPEN expression CLOSE DOT ;




2 NUMBER | VARIABLE | expression PLUS expression
3 | expression MINUS expression
4 | expression MUL expression | expression DIV expression
5 | expression MOD expression | expression LESS expression
6 | expression GREATER expression | expression EQUAL expression
7 | expression NOTEQUAL expression
8 | expression LESSOREQUAL expression
9 | expression GREATEROREQUAL expression
10 | expression AND expression | expression OR expression | NOT
expression
11 | OPEN expression CLOSE ;
3.4. ábra. SimpLang szintaktikus elemző kifejezés szabálya
A program két fő részre bontható. Ezek rendre:
1. Deklarációk
2. Utasítások
Szerkezetileg helyes a program abban az esetben is, ha a deklarációs rész üres,




• expressions – az összetett kifejezések elfogadása miatt
• elif_branches – tetszőleges számú elif ágak miatt
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3.4. Szemantikus elemzés és kódgenerálás
1 %union
2 {




7 std::list <branch_descriptor > *bls;
8 }
9
10 enum type { Num , Logical };
11
12 struct variable_descriptor {
13 int def_row;
14 type vtype;
15 std:: string label;
16 variable_descriptor( int r = 0, type t = Num , int id = 0 ) :
def_row(r), vtype(t)
17 {
18 std:: stringstream out;
19 out << "Label" << id;




24 struct expression_descriptor {
25 int row;
26 type etype;
27 std:: string code;
28 expression_descriptor( int r, type t, std:: string c ) : row(r),
etype(t), code(c) {}
29 };
3.5. ábra. SimpLang szemantikus elemző belső reprezentációhoz használt struktúrái
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1 struct branch_descriptor {
2 int row;
3 std:: string baseCode;
4 std:: string nextLabel;
5 int first_line;
6 std:: string lineInfo;
7 std:: string genCode(std:: string endLabel) {
8 std:: string ret = baseCode +
9 "\tjmp " + endLabel + " ; " + lineInfo + "\n" +
10 nextLabel + ": ; " + lineInfo + " \n";
11 return ret;
12 }
13 branch_descriptor( int r, std:: string c,
14 std:: string n, int fl,
15 std:: string li = "" )
16 : row(r), baseCode(c), nextLabel(n),
17 first_line(fl), lineInfo(li) {}
18 };
19
20 struct command_descriptor {
21 int row;
22 std:: string code;
23 command_descriptor( int r, std:: string c ) : row(r), code(c) {}
24 };
3.6. ábra. SimpLang szemantikus elemző belső reprezentációhoz használt
struktúrái – folytatás
3.4.1. Kihívás kódgenerálás során
A kódgenerálás során minden utasításhoz feljegyezzük a forrásfájlban foglalt po-
zíciót. Az értékadások, kiírás-, beolvasás utasítások, valamint deklarációk és kifeje-




A while (3.7. ábra) és do-until ciklusoknál a ciklus végét jelző címke még a
vezérlési szerkezet része, viszont a ciklusmagban szereplő utasítások nem. Ezen sorok
még így is lineárisan generálhatók, mivel a szerkezet kötött, tehát nem tartalmaz
generáló szabályt (a ciklusmag igen).
A tetszőleges elif ággal rendelkező elágazások (3.8. ábra) viszont bonyolultabb
problémát jelentenek. A szintaxisfa bejárása alulról- felfele történik, így az elif ág
felismerése pillanatában még nem ismert a címke, melyre az aktuális ág feltételének
pozitív kiértékelését követően az ág utasításai végrehajtása után ugrik a vezérlés.
Viszont a felismerés pillanatában generálható az utasítások után elhelyezendő címke,
melyre a feltétel hamis kiértékelését követően ugrik a vezérlés.
Az elif ágakat reprezentáló branch_descriptor struktúrákat tartalmazó lista a
generáló szabály mentén generálódik. Az elemek felismerésének pillanatában a már
ismerhető kódrészletek a struktúra code adattagjába generálódnak. A teljes feltételes
struktúra felismerésekor a lista mentén a genCode függvény végrehajtásával kerül
generálásra a teljes kód. A genCode egy szöveg paramétert vár, mely a struktúra
legvégén lévő címke nevét tartalmazza. Így a genCode kimenete már képes a teljes
struktúra végére ugró utasítást is elkészíteni.




3.5. A fordító fejlesztési- és futtatási környezete
Annak érdekében, hogy a fordító fejlesztési és futtatási környezete hordozható és
egységes is legyen több operációs rendszer közt is, Docker image-be csomagoltam.
A saját simplang image alapja Debian 9-es Docker image. A Debian rendszere
mellett a könnyen használható csomagkezelő, a fejlesztők közti elterjedtsége miatt
döntöttem. A Debian csomagkezelőjének alapértelmezett tárolóiban fellelhetők a
Flex és a Bisonc++ friss, stabil verziói.
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A fordító fordításához és futtatásához szükséges szoftver csomagok:
1. flex
2. bisonc++
3. nasm – NASM assembler
4. libc6-dev-i386 – C rendszerkönyvtár 32 bites utasításkészlettel
5. build-essential – fejlesztéshez általánosan szükséges és hasznos eszközök – töb-
bek közt make – gyűjteménye
A simplang Docker image többfázisú build-et használ. Mind a kettő fázis ugyan-
azon Debian image-re épít.
3.5.1. Fordító build fázis
Műveletek:
1. csomagkezelő adatbázis frissítése
2. fordítási függőségek telepítése csomagkezelő segítségével
3. compiler (külső) mappa másolása a /src (belső) helyre
4. simplang fordító fordítása
3.5.2. Fordító csomagolása
Műveletek:
1. csomagkezelő adatbázis frissítése
2. futtatási függőségek telepítése csomagkezelő segítségével (flex és bisonc++ itt
nem szükséges)
3. az előző fázisban elkészített fordító (simplang) másolása
/opt/simplang/bin/simplang helyre
4. io.c másolása a /opt/simplang/bin/simplang helyre
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5. SimpLang állományok fordításához készített Makefile bemásolása
/src/Makefile helyre
6. entrypoint.sh másolása /opt/entrypoint.sh helyre
7. alapértelmezett aktuális mappa /src helyre állítása
8. entrypoint script alapértelmezett belépési pontnak való jelölése
Az entrypoint.sh egy bevett szokás az image-ek készítésekor. Ezen keresz-
tül van lehetőség alapértelmezett viselkedés, saját parancsok bevezetésére, valamint
egyéb végrehajtások kontrollálására.
Az én scriptem az paraméter nélküli indítás esetén meghívja a simplang fordítót,
mely a standard kimenetre írja a generált kódot, esetlegesen a fordítási hibákat.
Amennyiben az első paraméter "buildandrun", úgy a make paranccsal lefordítja
a /src/program.sl helyre felcsatolt kódot, majd a vezérlést (standard inputot és
outputot) átadva a lefordított programnak, futtatja azt. Egyéb esetben a vezérlést
átadja a paraméterekben kapott parancsnak, ezzel lehetővé téve, hogy az image
kiegészítésre kerüljön, esetleg más parancsokat futtasson a felhasználó.
3.6. Grafikus alkalmazás elkészítése
A grafikus alkalmazás az alábbi felhasználási esetekre (3.9. ábra) készült:
• fájl betöltése (azonnali fordítás)
• kód böngészése (kódok kiemelése)
• kód fordítása és futtatása
• futó program bemenetének megadása
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3.9. ábra. Felhasználói esetek diagram
3.6.1. Program szerkezete
A grafikus alkalmazás forráskódja a /App mappában található.
A program fejlesztése során az alábbi osztályokat (3.10. ábra) definiáltam:







3.10. ábra. Osztály diagram
A MainWindow implementálja a grafikus felületet, tart referenciát az alkalmazás
modelljére. A MainWindow kezeli a modellből érkező eseményeket, annak megfele-
lően frissíti a szöveg mezők tartalmát.
A MainWindow a forrásban történő kurzor mozgatásra lekéri a modelltől az
aktuális sorhoz tartozó generált kódok sor indexeit, majd az alapján végzi el a sor-
kiemeléseket a generált kódban.
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A BaseSyntaxHighlighter tartalmazza a forrás és a generált kód formázásához
szükséges közös mezőket és implementálja a highLightBlock metódust, mely a két
származtatott osztályban megegyezik. Ez az osztály a SourceSyntaxHighlighter imp-
lementációja után jött létre, amikor elterveztem, hogy a generált kódot is szeretném
formázni. Ekkor ismertem fel, hogy a kód újrafelhasználását elősegítendő a közös
elemeket egy közös ősosztályba kell kiemelnem.
A két származtatott osztály csak a konstruktort definiálja, amelyben felveszi a
kiemelendő szövegekhez tartozó reguláris kifejezéseket, valamint a szöveg kiemelésé-
nek színét.
Az AppModel osztály végzi a fordítóval történő interakciót, valamint a generált
kódok sorinformációinak feldolgozását, a forrás sorszámok és a hozzájuk tartozó
generált sorszámok vektorának kulcs-érték párjainak feltöltését.
Az AppModel a fordítóval QProcess-en keresztül kommunikál. A folyamat által
futtatott parancsot és annak argumentumait futásidőben állítja össze. A felhasz-
nálótól bekért inputot továbbítja a folyamatnak indításkor. A model a folyamat
finished eseményét figyeli, annak bekövetkeztekor a futás standard out-, valamint
error- kimenetét továbbítja a felületnek az alábbiak szerint:
• fordítás folyamat végeztével loaded eseményt vált ki, azon keresztül továbbítva
a forráskódot és a generált kódot
• hibás fordítás esetén (nem 0 visszatérés esetén) compilerError eseményt vált
ki, a forráskódot és a hibaüzenetet továbbítva
• fordítás és futtatás végeztével a runFinished eseményen keresztül továbbítja a




Az alkalmazáshoz a kényelmes használat érdekében a következő minőségi krité-
riumokat szabtam meg:
1. Az alkalmazás grafikus felülete ikonokkal segítse a funkciók elérését – teljesül
2. Az alkalmazás egér használata nélkül is navigálható legyen – teljesül
3. A felhasználói felület ne engedélyezze a kódok szerkesztését – teljesül
4. A forrásfájl lemezen történő módosítását követően a fájl újratallózás nélkül
frissíthető a felületen – teljesül
5. Hosszú – aktuális ablakméretet meghaladó hosszúságú – szövegek "görgethe-
tők" – teljesül
6. A szövegkiemelés nem "ragad be", mindig az aktuális kiemelést és csak azt
mutatja – teljesül
7. A főablak tetszőlegesen átméretezhető a felhasználó igényeinek, kijelzőméret-
nek megfelelően, és ezt a méretezést a felületi elemek is követik. A megjelenés
reszponzív, a felület "nem esik szét", az editor mezők az ablak alsó sarkaihoz,
az ablak közepéhez, valamint az eszköztár aljához horgonyzottak – teljesül
8. A hibaüzenetek gyorsabb megértéséhez, a kód böngészését segítendő a bal alsó
sarokban mindig látszik az aktuális kurzor pozíciója a forrásban – teljesül
3.7.1. Ismert hibák
Fordítás és futtatás során, amennyiben kevesebb inputot ad a felhasználó,
mint amennyit a program vár, a futtatás "beragad", a háttérben lévő folya-
mat inputra vár. Ekkor a docker konténer futtatását manuálisan kell leállíta-





Véleményem szerint az implementált program a kitűzött célt elérte. A felhasz-
nálói felület valóban segíti a forrás és a generált kód összefüggésének megértését,
egyértelmű megfeleltetését. A felület felhasználóbarát és letisztult, a mai UI tren-
deknek megfelelő.
A kitűzött célokon túl a program lehetőséget nyújt felhasználói felületen keresz-
tül fordítani és futtatni a felhasználó által betöltött forráskódot. A fordító és futtató
környezet módosítás nélkül hordozható operációs rendszerek közt. Ez tovább javít-
ható, ha az elkészített Docker image a publikus DockerHub-ra felkerül, viszont a
munkámat, valamint annak eredményét nem publikáltam.
Szakdolgozatom elkészítése alatt az én tudásom is erősödött a fordítóprogramok,
a grafikus alkalmazások, valamint Assembly terén.
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