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El presente trabajo propone un entorno de trabajo ba-
sado en integración continua y describe la experiencia
docente de su implementación con herramientas Java
EE en las asignaturas de un itinerario de desarrollo de
software  implantado en  un Máster  Universitario  en
Ingeniería Informática. Se propone un entorno lo más
cercano posible a la práctica real en las empresas de
desarrollo software que no sólo acerca al alumno a la
industria,  sino  que facilita  la  implementación  de  la
metodología de aprendizaje basado en proyectos soft-
ware colaborativos, ya que trata de resolver los pro-
blemas típicos, como son una baja frecuencia en las
integraciones, problemas en el mantenimiento de un
código  fuente  común,  reparto de  tareas  equitativas,
interdependencias entre las tareas, etc.
Abstract
The present work proposes a continuous integration
environment and the teaching experience implement-
ing it with Java EE in the subjects of a software de-
velopment  speciality inside  a  Software  Engineering
Master's Degree. We propose a working environment
similar to those found in software development com-
panies that not only brings students closer to industry,
but  also  eases  the  implementation  project-based
learning via collaborative software development, giv-
en that it tries to solve typical problems, such as low
integration frequency, problems to maintain a com-
mon code base,  equitable distribution of tasks,  task
interdependencies, etc.
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1. Motivación
La  organización  de  las  enseñanzas  universitarias
oficiales en España establece que los títulos de Más-
ter se encargan de los contenidos más especializados
(RD 1393/2007 de  29 de  octubre).  Entre  ellos,  los
másteres  de  carácter  profesionalizante  acentúan  su
cercanía con el mundo laboral. En el caso de Ingenie-
ría  Informática,  los  másteres  profesionalizantes  im-
parten conocimientos altamente técnicos y cercanos a
la empresa.
Dentro del desarrollo de grandes sistemas de infor-
mación,  las  plataformas  empresariales  multi-capa,
como  Microsoft  .NET1 o  Java  Enterprise  Edition2
(Java EE), están arraigadas en la industria y son muy
demandadas. En este sentido, Java, por ejemplo, se ha
hecho muy popular en los planes de estudio universi-
tarios, tanto a nivel de lenguaje vehicular para apren-
der Orientación a Objetos en los primeros años, como
a un nivel más avanzado y aplicado en los últimos
años de grado y máster. Sin embargo, el desarrollo de
sistemas de información complejos mediante platafor-
mas como Java EE requiere del conocimiento de las
múltiples tecnologías que la forman, así como de la
arquitectura de computación distribuida y multi-capa
en la que se basa este estándar.
Para abordar la adquisición de conocimientos y ha-
bilidades complejas y, sobre todo, prácticas, la meto-
dología del  aprendizaje basado en proyectos  (ABP)
[14] se ha hecho muy popular en los últimos años, es-
pecialmente desde la implantación del Espacio Euro-
peo de Educación Superior. Dicha metodología resul-
ta muy atractiva en el contexto del desarrollo softwa-
re y se suele poner en práctica en asignaturas de las
titulaciones de Ingeniería Informática [7,  10], sobre
todo en los últimos cursos, donde son habituales pro-
yectos en grupo de tamaño medio o grande. En este
sentido,  este  tipo  de  enfoque  resulta  especialmente
adecuado, dado que, en los entornos reales, el desa-
rrollo  de  proyectos  software  es  llevado a  cabo por
equipos de varios desarrolladores y, por lo tanto, es
1https://www.microsoft.com/net
2http://www.oracle.com/technetwork/java/javaee/index.html




muy interesante que el alumno se acerque a esta reali-
dad.  En definitiva,  una  forma  adecuada  de  simular
este tipo de entorno profesional en un contexto do-
cente es el desarrollo de un proyecto software común
y colaborativo en el que todos los alumnos aporten de
igual manera.
Si bien esta idea no es nueva, llevar a cabo este
método presenta dificultades, las cuales, por otra par-
te, son cercanas a las que se encuentran en la práctica
profesional real. Estas incluyen, entre otras, una baja
frecuencia  en  las  integraciones,  muchas  veces  una
única, que dificulta la obtención de un software fun-
cional y homogéneo; problemas en el mantenimiento
de un código fuente común, estable y sin conflictos;
reparto de tareas equitativas; interdependencias entre
las tareas, etc.
Para abordar estos problemas, se plantea un entor-
no basado en buenas prácticas de gestión de configu-
ración  software  [13,  4],  haciendo  uso  intensivo  de
técnicas y herramientas de integración continua muy
extendidas en la industria [12], junto con el empleo
de metodologías ágiles [8]. Con este entorno, se bus-
ca que el proyecto desarrollado conjuntamente alcan-
ce el mayor grado de madurez posible en el tiempo
disponible. Dicho entorno de trabajo se ha implemen-
tado como experiencia docente de forma coordinada
en las dos materias del itinerario de desarrollo de soft-
ware del segundo curso de un Máster Universitario en
Ingeniería Informática.
Por lo que, respecto a los antecedentes y experien-
cias docentes similares, la aproximación descrita en
este trabajo presenta similitudes con la presentada en
[6], donde se plantea la realización, de forma volunta-
ria y complementaria, de proyectos transversales a las
distintas materias que conforman una especialidad en
Ingeniería del Software dentro de un Grado en Inge-
niería Informática. En nuestro caso se aplica una idea
similar, aunque en cierto modo más ambiciosa, al or-
ganizar gran parte de la docencia de las dos materias
que conforman una orientación específica de un Más-
ter Universitario en Ingeniería Informática en torno al
desarrollo de un único proyecto software de tamaño
mediano. Nuestra propuesta comparte las limitaciones
y riesgos descritos en [6], si bien estos se ven mitiga-
dos al realizarse en un contexto más limitado, partici-
pando sólo dos materias y estando ambas diseñadas
con la intención de ser complementarias entre sí.
El uso de ABP y metodologías ágiles también ha
sido abordado previamente [2,11], siendo la principal
aportación de la experiencia descrita en este trabajo el
énfasis en el manejo de metodologías y herramientas
de uso habitual en el entorno profesional. A este res-
pecto, la aproximación seguida pretende ir más allá
de lo descrito en [5] y [1], ya que se pretende que el
alumnado trabaje en un entorno que integre un con-
junto representativo de herramientas que den soporte
a las distintas etapas de un flujo de trabajo alineado
con las recomendaciones y buenas prácticas  propug-
nadas por  las metodologías ágiles. 
Respecto  a  la  orientación  industrial  del  entorno
descrito, sin llegar a plantear un simulacro tan realista
como los presentados en [9] o [3], donde se explicita-
ban acuerdos y contratos por parte del alumno, sí se
ha  contemplado en  la  organización  de  las  materias
implicadas en la experiencia dos fases de aprendizaje
diferenciadas, análogas a las que tendrían lugar tras la
incorporación de un nuevo empleado a un equipo de
desarrollo real. Así, en la línea de lo descrito en [3],
donde se plantea una evolución de la formación de un
nuevo empleado secuenciada en seis fases, contamos
con una primera etapa de aprendizaje y adaptación,
orientada a la toma de contacto con las tecnologías,
herramientas y metodologías manejadas por el equipo
de desarrollo, seguida por una segunda fase de inte-
gración en la dinámica de trabajo del mismo. 
El resto del  artículo presenta (i) los fundamentos
del entorno de trabajo propuesto, (ii) la implementa-
ción de dicho marco como experiencia docente (con-
tenidos, planificación, herramientas y flujos de traba-
jo para guiar el desarrollo del proyecto colaborativo)
y (iii) las conclusiones y lecciones aprendidas tras la
experiencia.
2. Aspectos académicos
En este apartado se describen diversos aspectos que
buscan enmarcar esta experiencia en términos acadé-
micos y de organización docente que sirvan de ayuda
de cara a su implementación en otros contextos.
La experiencia se ha llevado a cabo en un Máster
Universitario en Ingeniería Informática, de 90 crédi-
tos ECTS divididos en tres cuatrimestres y con un nú-
mero de plazas en torno a 25. La mayoría de alumnos
de este Máster son egresados del Grado en Ingeniería
Informática, impartido en el mismo centro, además de
egresados de las antiguas titulaciones en Ingeniería e
Ingeniería Técnica en Informática (estos últimos tie-
nen obligación de cursar complementos formativos).
Concretamente, se ha implantado en un itinerario
denominado “Desarrollo  de Grandes  Sistemas Soft-
ware”  que  está  dividido  en  dos  únicas  asignaturas
obligatorias  y  simultáneas  del  último  cuatrimestre.
Por un lado, “Ingeniería de Sistemas de Información”
(ISI), cuyo objetivo es que el alumno aprenda a ma-
nejar  las plataformas de desarrollo  empresarial  más
demandadas  y  establecidas,  en  este  caso  Java  EE
(JPA, EJB, JSF, JAX-RS, etc.), y, por otro lado, “Ges-
tión de la Configuración Software” (GCS), cuyo obje-
tivo es aplicar buenas prácticas de gestión de configu-
ración software en proyectos de desarrollo, como son
las  englobadas  por  la  integración  continua.  Ambas
asignaturas  tienen asignados 6 créditos ECTS en el
plan de estudios y cuentan con un total de 3,5 horas
presenciales semanales.
28 XXII Jornadas sobre la Enseñanza Universitaria de la Informática
Se presupone que los alumnos tienen conocimien-
tos y cierta soltura en la programación en Java Stan-
dard Edition (Java SE) y conocimientos básicos de
HTML y JavaScript, no siendo esencial ningún cono-
cimiento  de  otras  tecnologías.  En todo caso,  en un
cuatrimestre anterior, los alumnos trabajan a nivel in-
troductorio con Java EE (asignatura de “Sistemas de
Información”). También en el Grado impartido en el
mismo centro existen asignaturas optativas que traba-
jan a nivel básico alguno de los contenidos que se ven
en este itinerario (Java EE, desarrollo ágil o pruebas
automatizadas).
Las  clases  se  imparten  siempre  en  el  laboratorio
con ordenadores. Para llevar a cabo las tareas no pre-
senciales, los alumnos trabajan con el mismo entorno
del  que  disponen en  el  laboratorio,  el  cual  a  nivel
cliente es muy sencillo de instalar, ya sea en casa o en
los laboratorios de libre acceso de los que dispone el
centro.
Durante la  experiencia el  número de alumnos ha
sido de 8. En el apartado de conclusiones se discute
sobre las posibilidades de trabajar con un número ma-
yor de alumnos.
3. Entorno de trabajo propuesto
Como  se  ha  comentado  anteriormente,  se  busca
que, por un lado, el alumno conozca y sepa trabajar
con las tecnologías de desarrollo de grandes sistemas
de información, como es Java EE, y, por otro, sea ca-
paz de realizar la gestión de la configuración de soft-
ware de un proyecto de forma eficaz.
Para alcanzar estos objetivos, se propone la crea-
ción de un entorno docente lo más cercano posible a
la realidad de la industria. De este modo, no solo se
consigue acercar al alumno a un contexto real, sino
que dicho entorno facilita la propia organización do-
cente, en términos de gestión de proyectos en equipo.
Además, el desarrollo se orienta hacia la creación de
un producto funcional y lo suficientemente avanzado
para que motive al alumno.
El entorno de trabajo propuesto se fundamenta en
buenas prácticas de gestión de la configuración soft-
ware aceptadas en la industria [4] y contiene los si-
guientes elementos:
• Integración continua. Los pequeños incrementos
aportados por cada miembro del equipo de desa-
rrollo  deben  ser  integrados  frecuentemente  en
una base de código común. De esta forma se de-
tectan  los  problemas  de  integración  de  forma
temprana, además de dotar de visibilidad a todos
los miembros del resto de aportaciones, lo cual
favorece que se visibilicen inconsistencias en el
estilo, código duplicado entre módulos, etc.
• Despliegue continuo. Si bien no es necesario que
este sea a nivel de producción, es recomendable
que exista una versión empaquetada y funcional
del estado actual del proyecto en pre-producción,
que sea accesible y evaluable por todos los im-
plicados. De esta forma se pueden ajustar o crear
nuevos requisitos de forma ágil, así como detec-
tar errores (sobre todo en la interfaz de usuario)
que no fueron capturados durante el proceso de
integración.
• Política  de  control  de versiones.  Deben existir
unas directrices de control de versiones claras y
manejables para el alumno, pero que cubran las
necesidades del proyecto. Es importante se espe-
cifiquen  las  ramas  existentes,  su  objetivo  y  la
forma de contribuir a cada una de ellas.
• Sistema de control de versiones. Esta herramien-
ta no solo permite llevar un control histórico de
las  modificaciones  en  la  base  del  código,  sino
que también actúa como punto central del proce-
so de integración, al recoger todo el trabajo reali-
zado por los miembros del equipo de desarrollo.
Evidentemente, debe dar soporte a la política de
control de versiones establecida y, además, es re-
comendable emplear un sistema descentralizado
(como Git o Mercurial) que posibilite la creación
de espacios de trabajo privados.
• Espacios de trabajo privados. Cada miembro del
equipo de desarrollo puede trabajar en una copia
local del proyecto, totalmente ejecutable para re-
alizar sus pruebas, sin necesidad de depender de
servidores  externos.  Además,  debe  ser  posible
llevar  un control  de versiones también privado
sin afectar, accidentalmente, a la historia global.
• Pruebas automatizadas. Es un pilar básico de la
integración continua. Mediante este mecanismo
se busca asegurar que el nuevo código de cada
incremento (i) cumple su función unitaria, (ii) se
integra correctamente con el resto de módulos y
(iii) no introduce nuevos errores en funcionalida-
des pre-existentes (regresiones).
• Construcción automatizada. Unifica la construc-
ción (gestión de dependencias, compilación, eje-
cución  de  tests,  generación  de  documentación
técnica, generación de informes y empaquetado)
del software, tanto en el espacio de trabajo priva-
do del alumno, como en el entorno de integra-
ción.
• Despliegue  automatizado.  Amplía  la  construc-
ción automatizada para unificar también el des-
pliegue de la aplicación en los distintos entornos
de  desarrollo  (espacio  privado  y  pre-produc-
ción).
• Metodología ágil Scrum. Es necesaria una meto-
dología que guíe el proceso de desarrollo y faci-
lite una distribución de tareas sencilla y equitati-
va. Al estar los contenidos del itinerario más cer-
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canos a la implementación y no a las tareas de
análisis y el diseño de una arquitectura base, se
opta por una metodología ágil, que prime el de-
sarrollo frente a la documentación, como puede
ser  Scrum. Por otra parte, las metodologías ági-
les se adaptan mejor a proyectos donde el alcan-
ce final pueda ser variable, primando la calidad
frente a la cantidad. Finalmente, estas metodolo-
gías definen un equipo técnico más horizontal,
alejado de los roles  (p.  ej.:  analista,  diseñador,
programador, etc.), en el que todos participan en
todas las actividades. En todo caso, los roles de
Product  Owner  y  Scrum Master son asumidos
por los profesores.
• Formación  inicial.  Es  imprescindible  que  el
alumno  adquiera  soltura  con  las  tecnologías  y
herramientas  de  forma  individual,  previa  a  su
participación  en  equipos.  Es  preciso  destacar
que, aunque el alumno ya haya trabajado con al-
gunas  de  las  tecnologías  en  cursos  anteriores,
consideramos esencial “refrescar” esas destrezas.
4. Implementación del entorno
En este apartado se detalla cómo se ha llevado a
cabo el entorno propuesto en el apartado anterior, in-
dicando qué contenidos concretos se trabajan, cómo
se planifican, cómo se evalúan, qué herramientas se
emplean y cómo se combinan.
4.1. Contenidos, planificación temporal 
y evaluación
 Las asignaturas ISI y GCS se coordinan de forma
muy estrecha. Se contemplan dos etapas bien diferen-
ciadas: una de trabajo individual de cada alumno que
constituye la formación previa, de unas 7 u 8 semanas
de duración, y otra de desarrollo del proyecto colabo-
rativo, de unas 6 semanas de duración.
En la etapa de formación previa, los alumnos ven
contenidos teóricos introductorios todas las semanas
y realizan ejercicios individuales, en ambas asignatu-
ras. Concretamente, en ISI se implementa una gestión
sencilla de varias entidades definidas por el profesor,
que incluyen la capa de persistencia, lógica de nego-
cio, integración con servicios web REST e interfaz de
usuario, tanto  JSF (JavaServer Faces), como, opcio-
nalmente,  AngularJS (http://angularjs.org).  En GCS,
la formación individual se centra, sobre todo, en prác-
ticas pequeñas con herramientas de control de versio-
nes  y construcción de proyectos,  además de imple-
mentar pruebas automatizadas a distintos niveles so-
bre una aplicación de gestión similar a la desarrollada
en ISI, pero proporcionada por el profesor.
En la etapa de proyecto colaborativo, ambas asig-
naturas se coordinan más estrechamente. Se parte de
un modelo de negocio proporcionado por los profeso-
res. El proyecto realizado en esta experiencia docente
ha consistido en el desarrollo de una red social para
organizar micro-quedadas, es decir, pequeñas reunio-
nes entre grupos de miembros de la red para hablar
Figura 1: Herramientas empleadas en la implementación del entorno de trabajo propuesto.
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sobre temas sobre los que tengan un interés común.
Al  principio  del  proyecto,  los  alumnos  reciben  un
plan de negocio con un conjunto de funcionalidades
completo que incluso incluye estrategias para la mo-
netización y rentabilización del sistema. Aunque en el
discurso de la asignatura sólo se llega a completar un
pequeño conjunto inicial de las funcionalidades, dis-
poner de un plan de negocio completo ayuda a que
los alumnos entiendan mejor las necesidades del sis-
tema a desarrollar y hace que el proyecto sea más si-
milar a un proyecto real. Dado que los profesores asu-
men el rol de Product Owner, la división de las fun-
cionalidades en historias de usuario y su priorización
será su responsabilidad, mientras que la división de
las historias en tareas y la estimación de las mismas
será responsabilidad de los alumnos, al formar parte
del equipo de desarrollo.  Por lo tanto,  la definición
del  trabajo  a  realizar  durante  cada  sprint (iteración
Scrum) es una tarea conjunta de profesores y alum-
nos.
S ISI GCS
1 T: Intro. Java EE T: Introducción
T: Gest. de dependencias
P: Unidad y persistencia




3 T: Lógica EJB
P: Ejercicio EJB
T: Control de Versiones
P: Contenedores




5 T: Pres. AngularJS
P: Ejer. AngularJS
T: Gest. de proyectos
P: Tests estáticos
6 T: Pres. JSF
P: Ejercicios JSF
T: Gest. de errores
P: Tests de Interfaz






Sprint 1 (contribución por parejas)10
11
12
Sprint 2 (contribución individual)13
14
Cuadro  1:  Planificación  temporal  de  las  dos
asignaturas del itinerario (T = Teoría, P =
Práctica)
Concretamente, se planifican 2 sprints  de 3 sema-
nas cada uno. Las clases de ambas asignaturas se de-
dican exclusivamente al trabajo en el proyecto, apli-
cando tanto los conocimientos sobre las tecnologías
de desarrollo (ISI) como de gestión de la configura-
ción software (GCS). Es preciso destacar que durante
el  primer  sprint los  alumnos  trabajan  por  parejas,
mientras que en el segundo sprint, trabaja cada alum-
no de forma independiente. De esta forma, se consi-
gue una colaboración más estrecha entre los alumnos
en el primer  sprint,  en el que suelen surgir muchas
dudas,  y,  además,  se  permite  evaluar  al  alumno de
forma individual en el segundo sprint.
El Cuadro 1 detalla los contenidos, tanto teóricos
como prácticos,  de ambas asignaturas,  junto con su
distribución temporal a lo largo del curso. Es preciso
destacar  que  las  asignaturas  se  desarrollan  íntegra-
mente en el laboratorio.
Respecto a la evaluación de los alumnos, el princi-
pal problema a solventar consiste en separar la eva-
luación de dos asignaturas con un alto grado de coor-
dinación, que comparten entorno y proyecto colabo-
rativo común.
Por  un lado,  existen  actividades evaluables  inde-
pendientes. En ISI se realizan pequeños ejercicios de
implementación individuales empleando las tecnolo-
gías que se van impartiendo en la primera parte. En
GCS se realiza un trabajo inicial de exposición, reali-
zado en pequeños grupos, que consiste en la identifi-
cación de  distintas  alternativas  tecnológicas  para  la
ejecución de distintas actividades relacionadas con la
gestión de la configuración de software (p.ej. control
de  versiones,  seguimiento  de  errores,  construcción
automática, etc.) y un trabajo teórico-práctico final en
el que los alumnos deben diseñar y configurar un en-
torno alternativo al empleado en la asignatura, de for-
ma individual.
Por otra parte, el proyecto colaborativo que se de-
sarrolla en ambas asignaturas, se evalúa mediante la
entrega de código fuente y su defensa en clase, si bien
cada asignatura evalúa los aspectos propios. En este
sentido, ISI evalúa el uso que se hace de las tecnolo-
gías Java EE y GCS evalúa el buen uso de las tecno-
logías de la gestión de la configuración software.
Finalmente señalar que no se llevan a cabo pruebas
escritas individuales.
4.2. Herramientas empleadas
Este apartado detalla las herramientas software em-
pleadas para implementar el entorno de trabajo pro-
puesto en la experiencia docente que se presenta en
este artículo (Figura 1).
A nivel de hardware, se configuró un servidor de
docencia, que incluye un gestor de proyectos ágiles,
un sistema de control de versiones, un entorno de in-
tegración continua,  un entorno de pre-producción y
un repositorio de versiones construidas y empaqueta-
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das. Además, se configuraron los equipos de trabajo
en el laboratorio con todas las herramientas necesa-
rias para el desarrollo del proyecto.
Respecto a las tecnologías de desarrollo en sí, se ha
empleado el estándar Java EE 7 (con una parte opcio-
nal  de  AngularJS),  el  servidor  de  aplicaciones
WildFly (http://wildfly.org),  los gestores de base de
datos  de  producción  y  pruebas,  respectivamente,
MySQL  (http://www.mysql.com)  y  H2
(http://www.h2database.com), el entorno integrado de
desarrollo Eclipse (http://eclipse.org) y el sistema de
construcción automatizada Apache Maven (http://ma-
ven.apache.org).
Para realizar las pruebas automatizadas, se plantea
un  conjunto  de  tecnologías  formado  por  JUnit
(http://junit.org)  como  librería  de  programación  de
tests, Selenium (http://seleniumhq.org)  como librería
de  pruebas  de  interfaz  de  usuario  Web,  Arquillian
(http://www.arquillian.org)  para  la  realización  de
pruebas de integración dentro del servidor de aplica-
ciones y JaCoCo (http://eclemma.org/jacoco) para el
análisis de la cobertura de código de los tests.
Para el control de versiones se ha empleado el sis-
tema Git (https://git-scm.com/), junto con el entorno
web GitLab, instalado en el  servidor y que permite
gestionar vía web el repositorio central, en el cual se
integra la base de código del proyecto.
Como servidor de integración continua se emplea
Jenkins (https://jenkins-ci.org), el cual se encarga de
monitorizar las nuevas aportaciones a la base de códi-
go del repositorio central y de realizar construcciones
automatizadas de estas aportaciones. Las aplicaciones
construidas con éxito se despliegan automáticamente
en un entorno de pre-producción, compuesto por un
servidor WildFly y un sistema gestor de base de datos
MySQL, y el paquete construido se publica en un re-
positorio  Nexus  (http://www.sonatype.org/nexus).
Además,  se utiliza SonarQube (http://www.sonarqu-
be.org) para controlar la calidad del código fuente.
Para  la  gestión del  proyecto  mediante  Scrum,  se
instaló Kunagi (http://kunagi.org/) en el servidor do-
cencia, como herramienta web libre que da soporte a
los elementos fundamentales de esta metodología.
4.3. Flujo de trabajo
Durante el desarrollo del proyecto colaborativo, los
alumnos siguen un flujo de trabajo bien definido y
que implica el uso de todas las herramientas y tecno-
logías descritas anteriormente (ver Figura 2).
El alumno trabaja en las tareas que están definidas
y disponibles en Kunagi. En su espacio de trabajo pri-
vado, el alumno implementa el código necesario, que
incluye las pruebas automatizadas. Cuando termina,
guarda su trabajo en su repositorio local de versiones,
para proceder posteriormente a la integración con la
base de código global. Si se han producido cambios
aportados por otros miembros entre el momento en el
que el alumno comenzó su tarea y la finalizó, estos
deben ser incorporados al repositorio local  antes de
enviar la nueva aportación, resolviendo los conflictos
que se pudiesen dar. Por lo tanto, la responsabilidad
de la resolución de conflictos de integración se distri-
buye entre los distintos miembros del equipo de desa-
rrollo.
Una vez enviado el trabajo al repositorio central, el
servidor de integración realizará la construcción, que
incluye la compilación, ejecución de tests, generación
de documentación técnica, generación de informes y
empaquetado de la aplicación. Dado que el alumno ya
ha ejecutado las pruebas en el espacio de trabajo pri-
vado, no se esperan errores durante el proceso de in-
tegración, salvo problemas muy puntuales. Si la cons-
trucción se ha hecho con éxito, el servidor de integra-
ción desplegará  la aplicación en el  entorno de pre-
producción y publicará el paquete generado en el re-
positorio Nexus. En este momento, el alumno actuali-
za el tiempo dedicado a la tarea en Kunagi y, de ser el
caso, la da por finalizada. Por el contrario, si hubiese
errores  en la construcción,  todos los alumnos serán
avisados automáticamente por correo electrónico de
que el repositorio central se encuentra en un estado
inestable.  En este caso, el alumno debe restaurar la
versión  anterior  funcional  con  la  máxima celeridad
Figura  2: Flujo de trabajo del alumno en un entorno
de integración continua
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posible para no afectar al trabajo del resto de miem-
bros del equipo.
5. Conclusiones
En este artículo se ha presentado un entorno de tra-
bajo basado en integración continua y la experiencia
docente de implementarlo en dos asignaturas de se-
gundo año de un Máster en Ingeniería Informática.
Buscando un aprendizaje basado en proyectos, se
ha propuesto un entorno que acerque al alumno a las
buenas prácticas de la industria y que, además, facili-
te que el trabajo colaborativo alcance un alto grado de
madurez.
Se han propuesto un conjunto de principios funda-
mentales que definen este entorno de trabajo, la plani-
ficación temporal para impartir contenidos y trabajar
en los proyectos (distinguiendo una etapa previa de
formación individual  seguida  de una segunda etapa
colaborativa de desarrollo de un proyecto conjunto) y
las herramientas software que se emplearon durante la
experiencia  docente  de  implementar  el  marco  pro-
puesto.
La experiencia docente ha sido muy satisfactoria,
dado  que  el  paradigma  de  integración  continua  ha
cumplido las expectativas de los profesores, ya que el
proyecto desarrollado por los  alumnos en colabora-
ción alcanzó un alto grado de madurez y la base de
código fue ganando en homogeneidad a través de las
iteraciones. Además, las pruebas automatizadas juga-
ron un papel fundamental en la consecución de un có-
digo de calidad y en la detección temprana de errores
de regresión. De un modo más cuantitativo, el  pro-
yecto colaborativo fue desarrollado por 8 alumnos, de
los cuales uno de ellos no pudo participar en el segun-
do sprint. El trabajo ha supuesto completar 24 histo-
rias de usuario (funcionalidades) divididas en 82 tare-
as. La dedicación media de cada alumno al proyecto
fue de 43,71 horas, aportando una media de 24 com-
mits.  El  código  desarrollado  incluyó  363  casos  de
prueba con una cobertura de código (instrucciones y
rama) entre el 72% y 92%, dependiendo de la capa
software.  Además,  durante el  desarrollo  se  hicieron
249 construcciones en el servidor de integración, de
las cuales el 83.13% fueron exitosas, un 10.04% fue-
ron inestables y solo un 6.83% fueron construcciones
fallidas.
Respecto al comportamiento de los alumnos, desta-
car que se ha apreciado una muy importante evolu-
ción a lo largo del curso, ganando en autonomía a la
hora de manejar las tecnologías, además de una pro-
gresiva  homogeneización  en  las  aportaciones  a  la
base de código. Consideramos que los ejercicios pre-
vios de la fase inicial de formación han cumplido su
función, permitiendo que los alumnos se centrasen en
los problemas propios del trabajo colaborativo en la
segunda fase,  quedando en segundo plano los pura-
mente relativos a la programación con Java EE. Sin
embargo,  el  grado  de  comunicación  entre  ellos  ha
sido menor del deseado en alguna ocasión, dando lu-
gar  a esfuerzos repetidos o a inconsistencias en las
soluciones aportadas.
Respecto a los problemas que plantea la solución
propuesta, cabe destacar que es necesario un alto gra-
do de conocimiento técnico para configurar el entorno
y mantenerlo. Además, es necesario disponer de una
infraestructura flexible que permita desplegar el ser-
vidor de docencia. Por  otro lado, el proceso de eva-
luación resulta exigente para los profesores, ya que,
durante el desarrollo del proyecto colaborativo, deben
realizar un control semanal del trabajo de cada alum-
no, analizado sus aportaciones a distintos niveles.
Además, la propuesta resultó ligeramente ambicio-
sa para el tiempo disponible, ya que algunas tecnolo-
gías, como AngularJS, el control de la calidad de có-
digo con SonarQube o la realización de pruebas en la
capa de  interfaz  de  usuario  JSF, o  herramientas  de
gestión  de  incidencias  y/o  bugs,  no  se  han  podido
abordar o no se han trabajado con la profundidad es-
perada.
Por otra parte, el número de alumnos con el que se
ha llevado a cabo la experiencia ha sido de 8, lo cual
ha facilitado de forma significativa el  trabajo.  Res-
pecto a la posibilidad de desarrollar  el  entorno con
más alumnos (alrededor de 25-30), se plantearía la di-
visión  en  varios  equipos  de  desarrollo,  realizando
cada  equipo  el  mismo proyecto  de  forma  indepen-
diente. Respecto al seguimiento cercano del alumno,
el cual se vería mermado, se potenciarían las defensas
presenciales del trabajo realizado o incluso la realiza-
ción de una prueba práctica presencial del desarrollo
de una tarea nueva.
Finalmente, destacar que los principios del entorno
que se ha propuesto y que se ha implementado como
experiencia docente pueden servir de base para todo
tipo de asignaturas que incluyan aprendizaje basado
en proyectos y en las que se trabaje en un desarrollo
colaborativo. En este sentido, la asignatura GCS se
presenta como más transversal que ESI en sus princi-
pios teóricos, pudiendo incluso planificarse en un se-
mestre anterior que ESI y otras asignaturas a las que
serviría  de  utilidad.  No  obstante,  a  nivel  práctico,
GCS está  también  muy enfocada  a  proyectos  Java
EE. En todo caso, aunque se ha trabajado sobre una
plataforma Java, no es necesario emplear estas tecno-
logías  para  implementar  integración  continua,  dado
que existen alternativas equivalentes en muchas otras
plataformas de desarrollo.
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