Abstract. A novel declarative approach of forgetting in answer set programming (ASP) has been proposed recently. In this paper we report a system prototype of forgetting in ASP, called LPForget. It consists of two modules: (1) Forgetting: computing the result of forgetting about certain literals in logic program under the answer set semantics; (2) CRS: application of forgetting in resolving conflict (or preference recovery) in multi-agent systems. The motivation for developing LPForget is to provide reasoning support for managing ontologies in rule-based ontology language as well as using the system for studying theoretic properties of forgetting.
Introduction
Informally, some literals/concepts in a knowledge base may be redundant and can be removed without affecting the reasoning of other literals. This is the intuition behind the notion of variable forgetting or variable elimination. This technique can be applied in query answering, planning, decision-making, reasoning about actions, knowledge update and revision. The approach to forgetting in answer set programming (ASP) [?,?] are among the first attempts to define a declarative notion of forgetting in nonmonotonic reasoning and logic programming. Forgetting in ASP naturally generalizes and captures the classical forgetting [?,?] .
In this paper we report an implementation prototype of forgetting in ASP, called LPForget. It consists of two modules: (1) Forgetting: the core of the system is computing the result of forgetting about certain literals in logic program under the answer set semantics; (2) CRS: application of forgetting in conflict resolving (or preference recovery) in multi-agent systems.
The motivation for developing LPForget is to provide reasoning support for managing ontologies in rule-based ontology languages as well as using the system for studying theoretic properties of forgetting. Forgetting has an interesting application in editing, merging, and aligning ontologies in the Semantic Web. Consider a scenario in managing ontologies: Suppose we are compiling an ontology called "PetOwner", in which some pet owners, pets and their relations are specified. We searched the Web and found an ontology "Animal". However, this ontology is large. In particular, it contains a lot of animals that are not considered as pets normally such as tigers and lions. Thus, it is not practical to reason with or process the whole ontology. An interesting approach is to use the technique of forgetting and thus eliminate those animals that we do not want to keep from "Animal". As a result, a (smaller) sub-ontology of "Animal" is obtained, which keeps only the useful and desirable information in "Animal". Our approach is based on hex-programs whose external atoms are ontologies in OWL (see [?] for details).
Forgetting in Answer Set Programming
In this section we briefly review some basics of answer set programming [?] and semantic forgetting introduced in [?].
Answer sets of disjunctive programs
A disjunctive program is a finite set of rules of the form A disjunctive program P is called normal program (resp. positive program, negative program), if every rule in P is normal (resp. positive, negative).
An interpretation X is a set of literals that contains no pair of complementary literals.
The answer set semantics The reduct of P on X is defined as
An interpretation X is an answer set of P if X is a minimal model of P X (by treating each literal as a new atom). AS(P ) denotes the collection of all answer sets of P . P is consistent if it has at least one answer set.
Two disjunctive programs P and P are equivalent, denoted P ≡ P , if AS(P ) = AS(P ).
As usual, B P is the Herbrand base of logic program P , that is, the set of all (ground) literals in P .
Semantic forgetting
Definition 1. Let P be a consistent disjunctive program, let l be a literal in P and let X be a set of literals.
For a collection S of sets of literals, X ∈ S is l-minimal if there is no X ∈ S
such that X ⊂ l X. min l (S) denotes the collection of all l-minimal elements in S.
An answer set X of disjunctive program P is an l-answer set if X is lminimal in AS(P ).
Having the notion of minimality about forgetting a literal, we are now in a position to define the result of forgetting about a literal in a disjunctive program. 
For any set X of literals with l /
∈ X , X is an answer set of P iff there is an l-answer set X of P such that X ∼ l X.
Notice that the first condition implies that l does not appear in P . An important difference of the notion of forgetting here from existing approaches to updating and merging logic programs is that only l and possibly some other literals are removed. In particular, no new symbol is introduced in P .
For a consistent extended program P and a literal l, some program P as in the above definition always exists. However, different such programs P might exist. It follows from the above definition that they are all equivalent under the answer set semantics. Thus, we use forget(P, l) to denote a possible result of forgetting about l in P .
For further discussions about forgetting in disjunctive logic programming, the reader is referred to [?] . The system LPForget is implemented in Java and its structure is shown in Figure ? ?. It currently works on MS Windows since the version of DLV we adopted is of the Windows version. Obviously, the system can be easily adapted to Linux or Unix. The system can be downloaded from: http://www.cit.gu. edu.au/~kewen/LPForget/.
The main system can be executed by running the program LPForget.jar. Then one can choose to use the core module Forgetting or the application CRS. If the module Forgetting is chosen, then the users will be prompted to enter a disjunctive program, the literal to be forgotten, and the choice of algorithms. The result of forgetting can be obtained by clicking on the button "Compute". Notice that different algorithms may output syntactically different results of forgetting. However, the results are semantically equivalent.
The syntax of the input logic programs of the system coincides with that of DLV [?], as shown by the following example program P :
This program represents some resident's requirements for a proposal of building a swimming pool and/or tennis court in a community complex: (1) if a swimming pool is built, then its colour can be either red or blue; (2) if a tennis court is not built, then a swimming pool should be built.
Some other residents may also have their requirements on the building proposal. Due to preferences conflict between different residents, the resident may have to give up some of his preferences and, for instance, say "it does not matter for me if the swimming pool is blue or not". Then we can "forget" about the colour "blue" from the above program and then get a new program forget(P, blue) = {pool : −.}, which means that only a swimming pool is built.
More examples can be found in the system website (Examples folder).
