Abstract. An algorithm that enables efficient maze exploration is presented in the paper.
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Ł. Bienias, K. Szczepański, P. Duch tion 2. The proposed algorithm for labirynth exploration is described in Section 3 and the mobile platform used throughout experiments is presented in Section 4. Section 5 presents results of experimental evaluation of the considered algorithms and Section 6 summarizes the paper.
Maze solving algorithms
Currently two different types of maze solving algorithms can be distinguished. The first type of algorithms are designed to be used inside a maze. It means that the traveller, who is going to explore a maze, has no prior knowledge about its configuration. On the other hand, the second group of algorithms is designed to be used by a computer or a person, who knows maze structure and can analyze it off-line. In the latter case, the way out can be determined in the most efficient way, before entering the maze. All dead-ends, which actually pose the greatest challenge for algorithms of the first group, are automatically avoided.
Unfortunately, the real life conditions are not as comfortable as assumptions of the second type of algorithms.
In the majority of cases, a traveller does not have any perspective on the whole area, which should be explored. As a consequence, algorithms useful in real life scenarios, fall into the first of the aforementioned categories.
Left Wall Follower
One of the most popular algorithms, used to find the way out of the maze is "Wall Follower" [7] . The algorithm has two variants "Left Wall Follower" ("LWF") and "Right Wall Follower" ("RWF"). The principle of operation is analogous for both methods, so in what follows the logic of "Left Wall Follower" is presented. The main idea of this algorithm is to continuously follow the left wall inside the maze until the way out is found. The corresponding algorithm involves the following steps:
Step 1: Sense the left wall. Step 2: If left wall present, then set flag1 to 1, else set flag1 to 0.
Step 3: If flag1 is 1, then go to Step 4, else turn left by 90 degrees.
Step 4: Sense the front wall.
Step 5: If front wall present, then set flagf to 1, else set flagf to 0.
Step 6: If flagf is 0, then move straight, else turn right by 90 degrees.
Step 7: Return to Step 1.
Even though this logic ensures that the maze is traversed in an ordered way, it does not always guarantee that the way out will be found. If the exit from a labyrinth is placed inside the maze, while a structure of the maze contains free standing walls, a traveller can fall into an endless loop, which in turn would prevent from finding the solution. Sample result of applying "LWF" algorithm on a simple maze is presented in Fig. 1. 
Pledge Algorithm
"Pledge Algorithm" is a modified version of the previously described "Left Wall Follower" algorithm [6] . The is the fact that "Pledge Algorithm" is able to find way out of any labyrinth, even if the maze is disjointed and the solver starts inside the maze. Falling into an infinite loop is impossible, thanks to the ability of jumping between "islands". As a consequence, "Pledge Algorithm" can find its implementation for maze escaping robots.
The first step of the method it to pick a direction and always move towards it when possible. As soon as wall is faced, the "Left Wall Follower" algorithm is used until the chosen direction is available again. As long as "Left Wall Follower" method is used, the angles turned are counted.
When the solver is facing the original direction again, and the angular sum of the turns made is 0, the solver leaves the obstacle and continues moving in its original direction. The counting ensures the traveller to be able to reach the far side of the island he is currently on, and jump to the next island in the chosen direction. This algorithm will keep on island jumping in that direction until the boundary wall will be faced, at which point "Left Wall Follower" takes the traveller to the exit. This algorithm allows a user to find his way from any point inside to an outer exit of any finite two-dimensional maze, regardless of the initial position of the solver. However, this algorithm will not work in doing the reverse, which would be finding the way from an entrance on the outside of a maze to some end goal within it.
Flood Fill Algorithm
Another very interesting approach in solving mazes is provided by "Flood Fill Algorithm". To best understand the principle of operation of this algorithm, it can be imagined that the solver stands in the maze, which has nonpermeable walls and flat level floors. The hosepipe is situated in the entrance of the maze and water starts to fill the maze from this point. The shortest path to the exit will be indicated by the first drop of water that arrives there. should be clear why the algorithm is called flood fill. This method not only finds all possible solutions, but also indicates the best one and ensures exploration of the whole maze [7] . Although this algorithm seems very effective, its implementation on the mobile platform is difficult, as it requires knowledge of the structure of the maze before entering into it.
Tremaux's Algorithm
As it was stated before, "Left Wall Follower" strategy enables finding the way out, in general it is beneficial also to learn explored environments, as this would provide efficient behavior in potential future tasks related to the maze.
Mobile platform, controlled by "LWF", would not be able to draw conclusions from its previous experiences.
Several more sophisticated algorithms have been introduced so far. One of them is "Trémaux's algorithm", which was proposed by Charles Pierre Tremaux in the nineteenth century [8] . In its original version, the algo-18 Ł. Bienias, K. Szczepański, P. Duch rithm requires marking an already travelled path with a line on a floor [7] . The most important rule of this approach is that no path can be traversed more than twice.
When a traveller finds a dead-end or the junction, which is already marked, he has to turn around and go back the way he came. The last assumption prevents from moving around in circles. Subsequently, when a new junction is found, direction in which he has to follow is chosen randomly. Three types of passages can be distinguished in Trémaux's algorithm:
• empty, which means that the passage wasn't explored yet,
• marked once, pointing that the path was visited exactly once,
• marked twice, meaning that traveller was going that way and was forced to turn back, which indicates the wrong path. There are many advantages of "Trémaux's algorithm", which makes it worth consideration for real life situations.
The method is designed to be used by a traveller who is inside the maze. Moreover, a logic of the algorithm guarantees to work for any maze. Another benefit of this logic is the fact that the way out of a maze is mapped, in other words, "remembered". During the second and subsequent visit in a maze, it will be possible for a traveller to head directly to the exit of the maze, following the saved way and avoiding all dead-ends.
On the other hand, a few disadvantages can be pointed out. Firstly, the logic assumes random choice of direc- tion, which should be followed in case of more than one free passage going out of one junction. This introduces some disorder, which can be avoided. Secondly, the algorithm requires painting a line to mark the path, which in real life conditions might be a problem. Thirdly, as it was already mentioned, there is a possibility that not whole maze will be traversed, which in turn may result in missing the shortest paths to the same exit.
The purpose of this project was to develop an algorithm that meets two objectives: provides a complete maze mapping and produces information for generation of shortest paths to exit. The proposed solution combines elements of presented maze exploration algorithms with some novel ideas and is explained in the following sections.
Proposed Algorithm
The proposed algorithm combines elements from the two aforementioned methods: "Left Wall Follower" and "Tré- The algorithm can be summarized in the following steps:
Step 1: Explore a maze using "Left Wall Step 2: If the whole maze is explored, then set a flagFull to 1.
Step 3: If flagFull is 1, then choose the shortest path from all stored ones and terminate the procedure, else go to Step 4.
Step 4: If flagFull is 0, then go back to the first not visited passage.
Step 5: Using "Left Wall Follower" rule explore unvisted part of the maze virtually marking traversed passages.
Step 6: If exit is found, then save a path in the memory and go to Step 2.
Step 7: If the start point is found and the stack is empty, then go to Step 1.
Step 8: If the start point is found and the stack is not empty, then reverse stack content, appropriately convert values, save the path into a memory and go to
Step 1.
During the first stage of the algorithm, the first path from the start point to the exit of a maze is found and saved in a robot memory. From the start point information about travelled path is kept in the memory (shape of the path as well as the distance), the traveller is moving forward until a junction or dead-end is met. If a new passage is explored and a junction, which has not been visited before is encountered, new passage is chosen using "LWF" rule. When a dead-end is met, traveller turns around and goes the way he came, remembering that this path led to a dead-end. The same action is taken when on a new passage traveller finds a junction, which was visited before. If a traveller is walking a passage which was visited before, and encounters a junction, a new passage, if available, should be chosen using "LWF" rule. Otherwise, using the same rule, an old passage, but only this which was visited exactly once, can be chosen. will come back to the start point, marking all passages as visited twice. Exit will not be found and no path will be stored in the memory.
Algorithm implementation
To test the developed algorithm, it has been implemented on a small mobile platform. This approach forced a specific way of implementation. Information about a path is saved in a two dimensional array, which represents a structure of the maze. In order to reduce the problem, it was assumed that the starting position as well as a size of the maze is known before entering it. In such a case, there is no need to resize the array during the program execution. Each array cell reflects an exact position in the maze (Fig. 4) . Information about all turns made on junctions encountered during exploration of the maze are stored in a stack.
At the beginning the array is filled with zeros. Zeros are equivalent to unvisited cells. Similarly to Trémaux's algorithm, a value of each visited cell is automatically increased by one -a "virtual" line in the maze is drawn.
As mentioned before, a traveller is moving in accordance to "Left Wall Follower" rule. It means that if junction that was not visited before is met, traveller chooses the path according to mentioned rule. Whenever a dead-end is faced, the traveller turns around and goes the way he There is one special case where the value of the stack must be further modified, which was described in the previous paragraph. If the traveller has explored the maze from the exit to the start and some data is left on the stack, it means that a new solution has been found. In such a case, a contents of the stack must be reversed and each value, except of 0
• , has to be increased by 180 • , with assumption that if final value will be equal or greater than 360
• , then value 360
• has to be subtracted.
As soon as the exit is found, a copy of the stack content 
Robot description
A small mobile platform equipped with two DC engines was used throughout experiments. In order to navigate in a maze, information from several sensors: accelerometers, gyroscopes, encoders and ultrasound, was used. The system can generate 3A current, which is sufficient for driving two DC-motors DG01D (Fig. 12 -point 8) , via H bridge L923D (Fig. 11 -point 3) . The main idea of con- A control signal applied to the bridge is generated using Arduino UNO platform (Fig. 11 -point 1) . Such a system, enables programmer to control both wheels seperately, with different speed and direction. As a consequence, it allows to navigate a mobile platform in each direction (forward, backward, left and right).
In order to determine a distance travelled by the vehicle as well as for correct straight track driving, two electromechanical encoders RS030 (Fig. 12 -point 7) are used.
Each encoder is attached to one wheel. The device consists of neodymium 4-pole magnets with rubber hub and hall-effect sensor, which allows to determine current po- The platform is equipped with three ultrasonic sensors HC-SR04 (Fig. 11 -point 2) , which provide non-contact measurment function ranging from 2cm to 400cm [5] .
The module includes ultrasonic transmitters, receiver and a control circuit. Sensors are mounted on the vehicle in such way that the distance between mobile platform and the nearest wall can be precisely measured from three sides: front, right and left. Algorithm implemented on Arduino UNO, basing on these data, is able to distinguish between free passages and walls. This type of information is directly used to effectively explore a maze, and map its structure in robot memory. 
Experiments
In order to verify the effectiveness of the presented algorithm, a few experiments were performed. The first part involved computer simulations, aimed to verify logical correctness as well as collect statistical data about algorithm effectiveness. In the second phase of experiments, the developed algorithm was implemented on the platform, set to explore few different mazes and, subsequently, to find the shortest possible paths.
The main purpose of the experiment was to confront performance of the proposed algorithm and the two reference ones. As a consequence, three different maze exploration algorithms were examined:
-"Trémaux algorithm", 
Computer simulations
All three maze exploration methods, were implemented in a form of a C++ program on a desktop computer. Few mazes of different structure and size was prepared and fed as input to the code. Mazes were generated on the web- As it can be seen in the Tab.1, the longest path is determined by the "Left Wall Follower" method. It is approximately 4500% less efficient than the developed algorithm. "Trémaux's algorithm" is significantly more effective than "LWF", but at the same time it finds paths leading to the 
Test stand description -maze exploration by small mobile platform
The next part of the experiment, was to test the developed algorithm in a real environment. 
Summary
An objective of the paper was to present an algorithm developed for efficient maze exploration, which can become an alternative for already known solutions. The algorithm explores a whole maze in a systematic way and finds the shortest possible way out. Experimental evaluation of the algorithm shows that it outperforms its counterparts and provides:
• a solution to arbitrary maze types,
• systematic maze exploration,
• determination of the shortest possible way out of a maze,
• can be implemented on mobile platforms with simple microcontrollers.
The proposed algorithm proved efficiency in real life conditions, enabling autonomous exploration of previously unknown environments, avoiding obstacles and finding shortest possible way between chosen points.
