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Abstrakt
Tato diplomová práce se zabývá principem fulltextového vyhledávače, návrhem a implemen-
tací webové aplikace pro správu a fulltextové vyhledávání nad PDF dokumenty. Obsahuje
také přehled a porovnání s aktuálně dostupnými programy s podobným zaměřením. Jsou
zde diskutovány možnosti exportů bibliografických informací do různých citačních stylů a
formátů. Výsledná aplikace je napsána ve skriptovacím jazyce PHP a využívá databázi
MySQL.
Abstract
This master’s thesis describes principles of full text search engines, design and implemen-
tation of web application for referencing and full text searching in PDF documents. It also
contains an overview and comparison with currently available reference management soft-
ware. There are discussed bibliographic information export possibilities in various citation
styles and formats. Final application is written in PHP scripting language and uses MySQL
database.
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Kapitola 1
Úvod
Na trhu je k dispozici velké množství programů pro správu bibliografických citací. Málo
z nich, v podstatě žádný volně dostupný, neumožňuje vést evidenci elektronických děl, ve
kterých by šlo fulltextově vyhledávat a zároveň by s nimi bylo možné dále pracovat a např.
generovat citace v nejrůznějších formátech, což je základní funkcionalita většiny programů
pro správu citací.
Tato diplomová práce má jako svůj hlavní cíl vytvoření webové aplikace, která bude
evidovat dokumenty ve formátu PDF, umožní fulltextové vyhledávání v jejich obsazích
a zároveň bude podporovat funkce typické pro správce citací, zejména generování citací
dokumentů v různých citačních stylech. V první části této práce jsou shrnuty především te-
oretické poznatky důležité pro tvorbu takovéto aplikace. Následně je představeno praktické
řešení problémů diskutovaných v teoretické části, tak jak bylo navrženo a implementováno
ve výsledné aplikaci.
Kromě tohoto úvodu práce obsahuje dalších sedm kapitol. Následující kapitola přináší
přehled nejpoužívanějších citačních formátů a stylů, které budou následně v aplikaci použity
pro export a formátování citací. Tato kapitola dále obsahuje přehled správců citací, se
kterými bude v závěru diplomového projektu výsledná aplikace porovnávána.
Třetí kapitola ve své první části popisuje principy fungování fulltextového vyhledávače.
Jsou zde diskutovány dva základní způsoby vyhledávání — sekvenční a strukturální. Po-
drobněji je následně rozebrán druhý z nich. Je zde popsána jak tvorba indexu, tak i jeho
prohledávání. V druhé části této kapitoly naleznete přehled dostupných nástrojů použitel-
ných pro tvorbu aplikace. V samém závěru této kapitoly je pak diskutována vhodnost jejich
použití při následném vývoji.
Tímto končí část věnovaná teoretickému základu práce, dostáváme se k částem, které
čtenáře seznámí s tím jak byla výsledná aplikace implementována. Postupně jsou diskuto-
vány problémy tak, jak se vyskytovaly v průběhu celého vývojového cyklu.
Ve čtvrté kapitole je popsán návrh aplikace, který jsem vytvořil na základě podnětů z
konzultací s vedoucím práce. Jsou zde popsány E-R diagramy aplikace, schémata databáze
a návrh grafického uživatelského rozhraní.
Velký důraz při vývoji aplikace byl kladen zejména na fulltextový vyhledávací stroj,
jehož návrh naleznete taktéž ve čtvrté kapitole.
Významnou část následující páté kapitoly, která popisuje samotnou implementaci apli-
kace, zabírá právě popis implementace indexeru a vyhledávání v PDF dokumentech. Dále
jsou na tomto místě popsány všechny základní a důležité funkce systému. Naleznete zde
i popis některých drobných, ale zajímavých doplňkových funkcí a hlavně způsoby jejich
implementace.
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Poslední tři kapitoly už jsou čistě hodnotící. V šesté kapitole je provedeno porovnání
s dříve popsanými správci citací z hlediska nabídky funkcí pro uživatele. Další srovnání je
zaměřeno již čistě na samotný vyhledávací stroj na základě metrik fulltextového vyhledá-
vání.
Sedmá kapitola popisuje další možnosti v rozšiřování aplikace a jak by mohly být im-
plementovány během následujícího vývoje. Práci uzavírá kapitola s celkovým zhodnocením
tohoto projektu a popisem dosažených výsledků.
Přílohami je výčet použité literatury, seznam zkratek, seznamy stop slov v českém i
anglickém jazyce a také obsah CD, které je k práci rovněž přiloženo.
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Kapitola 2
Citace dokumentů
Předpokládá se, že vytvářená aplikace pro správu a vyhledávání v PDF dokumentech bude
hlavně využívána jako knihovna vědeckých článků a dalších dokumentů v tomto formátu.
Kvůli tomu je nutné uživateli umožnit přímo exportovat citace těchto publikací v různých
formátech.
Typy bibliografických citací můžeme rozdělit na dvě skupiny — citační normy (styly) a
citační formáty. Rozlišujeme je podle toho, pro koho jsou určeny, kdo je bude číst. Jestli člo-
věk nebo počítač. V následující kapitole bude popsáno několik základních a nejrozšířenějších
citačních norem a formátů.
2.1 Citační normy a styly
Při psaní odborných textů je často nutné dodržet jistá pravidla definovaná vydavatelem
nebo institucí, pro kterou se práce píše, kde bude publikována. Jde zejména o pravidla
pro sazbu, grafickou úpravu, členění práce, formáty rejstříků, obsahů atd. [15] K těmto
pravidlům patří i citační normy, které definují, jak správně citovat použité zdroje.
2.1.1 ČSN ISO 690 (01 0197)
Česká verze mezinárodní normy ISO 690:2010, která je platná od 1. 4. 2011 a nahradila tak
bývalé dvě normy ČSN ISO 690 (01 0197) z prosince 1996 a ČSN ISO 690-2 (01 0197) z
ledna 2000 [4]. Obsahuje pravidla pro citování nejrůznějších typů dokumentů a autorských
děl, počínaje dokumenty tištěnými, elektronickými až po grafická díla, filmy a hudbu.
Příklad: JANOUCH, Viktor. Internetový marketing: prosaďte se na webu a sociálních
sítích. Brno: Computer Press, 2010. ISBN 978-80-251-2795-7.
Další příklady a detaily normy naleznete např. v [4], [5] nebo [6].
2.1.2 MLA
Celým názvem MLA Style Manual and Guide to Scholarly Publishing je citační styl Ame-
rické asociace moderního jazyka, který byl vydán už v roce 1985, aktuálně ve své třetí verzi
z roku 2008 [12]. Je to grafický manuál zejména pro akademické práce z oboru humanit-
ních věd, zvláště pak anglických studií a literatury. Kromě univerzit tento styl používají
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komerční i nekomerční časopisy, literární magazíny a bulletiny. Je velmi rozšířen ve Spo-
jených státech amerických, Kanadě, Brazílii, Číně a dalších zemích. V aktuální verzi byly,
jako jedna z novinek, zjednodušeny citace z elektronických zdrojů.
Příklad: Janouch, Viktor. Internetový Marketing, Prosaďte Se Na Webu A Sociálních
Sítích. Brno: Computer Press, 2010. Print.
2.1.3 APA
Citační styl Americké psychologické asociace (APA) je souborem pravidel, která používají
autoři v jejích časopisech. Asociace jej vytvořila pro usnadnění pochopení psaného pro-
jevu zejména v oblasti humanitních vědních oborů [2], tak aby byla vyzdvižena preciznost
a obsah díla a čtenář nebyl zbytečně rozptylován grafickou úpravou. Tento styl obsahuje
pravidla pro každý aspekt publikovaného textu, zvláštní pozornost je věnována ochraně
autorství a právě formátu citací.
Příklad: Janouch, V. (2010). Internetový marketing, prosaďte se na webu a sociálních
sítích. Brno: Computer Press.
2.2 Strojově čitelné citační formáty
Na trhu existuje mnoho programů, které pracují s citacemi. Ať už jde o sazbu, evidenci
referencí na literární díla nebo třeba systémy pro správu knihoven. Každý z nich většinou
využívá jiný formát pro ukládání záznamů. Je vhodné v aplikaci pro správu vědeckých
článků podporovat alespoň několik základních a nejrozšířenějších z nich a umožnit tak
uživateli snadno exportovat data i do jiných aplikací.
V následujícím přehledu jsou vybrány formáty, jejichž specifikace jsou volně dostupné
a mají významné zastoupení na trhu.
2.2.1 BibTeX
Nástroj pro generování a sazbu seznamu použité literatury v prostředí LATEX. Vytvořili ho
Oren Patashnik a Leslie Lamport v roce 1985. Hlavní myšlenkou je oddělení bibliografické
informace od jeho vzhledu, podobně jako je tomu např. při použití kaskádových stylů v
HTML [16]. Informace o citovaných dílech se ukládají do textových souborů (obvykle s
příponou .bib), definice formátování nutné pro správné vysázení citací jsou uloženy v jiném
souboru, zpravidla s příponou .bst.
Příklad záznamu v souboru .bib:
@BOOK{janouch,
author = ”Viktor Janouch”,
title = ”Internetový marketing, prosaďte se na webu a sociálních sítích”,
publisher = ”Computer Press”,
address = ”Brno”,
year = ”2010”,
isbn = ”978-80-251-2795-7”}
Odkaz na tuto citaci vložíme do dokumentu psaném v LaTeXu příkazem \cite{janouch}.
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2.2.2 RIS
Standardizovaný značkovací formát souboru pro výměnu dat mezi různými citačními pro-
gramy. Jeho název je zkratkou jména firmy Research Information Systems, Inc., která jej
vyvinula. Je podporován mnoha bibliografickými systémy, digitálními knihovnami a pro-
gramy pro správu citací [24].
Definice formátu je velmi jednoduchá: {dvě písmena = jméno značky}{dvě mezery}
{pomlčka}{hodnota značky}. Jedna značka na řádku. Každý řádek je pak nutné ukončit
dvojicí znaků CR+LF. Záznam musí začínat značkou TY, definující typ díla, a končit zna-
čkou ER (end of reference).
Příklad záznamu:
TY - BOOK
AU - Janouch,Viktor
PY - 2010
TI - Internetový marketing, prosaďte se na webu a sociálních sítích
PB - Computer Press
CY - Brno
SN - 978-80-251-2795-7
ER -
2.2.3 MODS XML
Metadata Object Description Schema (MODS) je schéma XML dokumentu pro popis bib-
liografických dat definovaný Knihovnou Kongresu Spojených států amerických. Jeho vznik
se datuje do roku 2002, kdy byla představena zkušební verze [23].
Tento formát vychází ze standardu MARC, což je formát dat a množina standardů
používaných knihovnami od 60. let minulého století, opět definovaný Knihovnou Kongresu
USA. Při tvorbě formátu MODS byl kladen důraz na zjednodušení stávajícího formátu
MARC, který obsahuje mnoho detailních vlastností ke každé publikaci.
Příklad záznamu:
<mods version=”3.4”>
<titleInfo>
<title>Internetový marketing, prosaďte se na webu a sociálních sítích</title>
</titleInfo>
<name type=”personal”>
<namePart type=”family”>Janouch</namePart>
<namePart type=”given”>Viktor</namePart>
</name>
<originInfo>
<dateIssued>2010</dateIssued>
<publisher>Computer Press</publisher>
<place><placeTerm type=”text”>Brno</placeTerm></place>
</originInfo>
<identifier type=”isbn”>9788025127957</identifier>
</mods>
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2.3 Přehled správců referencí
Na trhu je dostupné velké množství aplikací, které se označují jako správci referencí nebo
citací. V anglické literatuře se můžeme setkat s názvy reference management software,
citation management software nebo personal bibliographic management software. Aplikaci,
která je výstupem této práce, je možné zařadit právě do této kategorie.
Jsou to programy převážně určené pro autory knih, článků, esejí a jiných publikací, nebo
také pro studenty. Slouží k organizaci a vkládání odkazů na použitou literaturu v jejich
pracích. Většinou pak poskytují i další doplňkové služby. Velký rozvoj těchto nástrojů byl
v minulosti řízen hlavně expanzí vědecké literatury na univerzitách [28].
V této kapitole bude krátce představeno šest zástupců z této kategorie vybraných z roz-
sáhlého přehledu na Wikipedii [26]. S následujícími programy pak bude porovnána výsledná
webová aplikace. Vybral jsem hlavně webové programy, které jsou distribuovány zdarma
pod volně dostupnou licencí. Jediným zástupcem z komerční sféry je program EndNote.
2.3.1 Aigaion
Aigaion je na platformě nezávislý webový správce referencí, který byl napsán v jazyce PHP
s využitím databáze MySQL [1]. Od verze 2 je postaven na architektuře MVC a využívá
framework CodeIgniter. Na počátku projektu Aigaion v roce 2005 stáli především studenti
doktorandských programů, kterým nevyhovoval žádný ze správců referencí.
Hlavním cílem tohoto programu bylo jednoduše shromažďovat a spravovat sdílená bibli-
ografická data s možností přidávání poznámek. Umožňuje tedy vkládat informace o dílech,
organizovat je do stromu podle témat, přidávat k nim individuální komentáře a také speci-
fikovat přístupová práva k jednotlivým záznamům. Je tak možné např. skrýt část databáze
před nepřihlášenými uživateli.
Důraz je kladen zejména na přehledné organizování a vyhledávání záznamů. Aigaion
nabízí dva způsoby katalogizace. Prvním je organizace publikací do uživatelem vytvoře-
ného tématického stromu. Kdy každá publikace může být přiřazena k jednomu nebo i více
tématům. Uživatel pak může sledovat pouze ta témata, která ho aktuálně zajímají. Druhým
způsobem organizace a zejména vyhledávání publikací jsou klíčová slova. Uživateli jsou pak
nabídnuta pouze ta díla, která jsou charakterizována konkrétním klíčovým slovem.
V neposlední řadě tento program umožňuje vkládání komentářů k jednotlivým dílům,
export a import dat ve formátech BibTeX a RIS, je také možné bibliografické údaje ex-
portovat předformátované podle některého z řady podporovaných citačních stylů (APA,
Chicago, Harvard atd.) do souborů TXT, HTML nebo RTF.
2.3.2 Connotea
Veřejně dostupný online správce referencí určený zejména pro vědce a lékaře. Je vyvíjen
firmou Nature Publishing Group od roku 2004 pod licencí GNU GPL verze 2 [14]. Connotea
patří do skupiny nástrojů označovaných jako social bookmarking tools, což je druh sociální
sítě, ve které uživatelé sdílejí odkazy na oblíbené webové stránky, organizují je do kategorií,
komentují, diskutují o nich atd. [29]
Ačkoliv se jedná o nástroj převážně určený pro ukládání referencí týkajících se nej-
různějších vědních oborů, není zde zahrnuto žádné striktní omezení, uživatelům je tak umož-
něno vkládat jakékoliv odkazy. Nicméně Connotea nabízí rozšířenou podporu pro některé
odborné servery, z nichž umí automaticky vyčíst potřebná metadata o odkazované stránce
nebo článku. U ostatních webů je nutné tyto informace vyplňovat ručně.
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Odkazované zdroje jsou organizovány do kategorií a také podle klíčových slov. V nich
mohou uživatelé vyhledávat, případně sledovat vybrané kategorie, či klíčová slova, např.
pomocí RSS čtečky. Samozřejmostí je export do další formátů. Connotea podporuje např.
RIS, EndNote, BibTeX, MODS (XML) a další.
2.3.3 Jumper 2.0
Tento program vznikl v roce 2009 jako další vývojová větev nástroje pro tvorbu sekce „často
kladené otázky (FAQ)ÿ na webových stránkách s názvem KnowledgebasePublisher. Za jeho
vznikem stojí skupina vývojářů s názvem Jumper Networks. Byl napsán v jazycích PHP a
JavaScript, primárně využívá databázi MySQL. Po změně konfigurace lze použít i databáze
Oracle, Microsoft SQL Server nebo IBM DB2 [10].
Nabízí podobné funkce jako předcházející Connotea. Hlavním rozdílem je, že není určen
pouze pro evidenci internetových stránek. Je možné ukládat informace o libovolných zdro-
jích, vkládat k nim lze i soubory s přílohami. Následné vyhledávání není omezeno pouze
na kategorie či klíčová slova, lze fulltextově prohledávat popisy nebo komentáře. Nevýho-
dou je, že jelikož není nijak vymezena množina vkládaných informací a data u jednotlivých
referencí jsou velmi obecná, není pak možné např. přímo generovat citace podle některé z
norem.
Jumper 2.0 podporuje export do nejrozšířenějších formátů jakými jsou RIS, EndNote a
BibTeX. Je také možné definovat vlastní formáty pro export dat.
2.3.4 refbase
Webová aplikace, která je převážně určena pro archivaci bibliografie jak osobní tak i v rámci
institucí (např. škol nebo vědeckých ústavů). Jedná se opět o volně dostupný program pod
licencí GNU GPL napsaný v jazyce PHP ve spojení s databází MySQL [18]. Refbase je
vyvíjen skupinou dobrovolných vývojářů, pro zájemce je zde i možnost zapojit se do jeho
vývoje.
Refbase si lze představit jako klasický informační systém, který je k vidění v mnoha
veřejných knihovnách. Snad jen s tou výjimkou, že zde není žádná vazba na fyzické knihy.
Do systému je možné zadat desítky informací o jednotlivých dílech. Není zde ale možnost
uživatelské interakce v podobě diskuzí nebo komentářů ke konkrétním knihám. Rovněž
zde nenajdeme organizaci knih do nějaké hierarchie (např. podle žánrů), tak jak to bylo
u předchozích třech nástrojů. Na druhou stranu refbase podporuje zatím nejvíce formátů
jak pro export tak i pro import dat z dalších správců referencí. A hlavně nabízí uživateli
možnost exportovat citace předformátované v některé z mnoha podporovaných norem.
Tento nástroj se svou uživatelskou přívětivostí a zaměřením, dle mého názoru, zatím
nejvíce podobá aplikaci, která by měla být výstupem této práce. Jediným, a to velmi zásad-
ním, nedostatkem je, že jde jen o správce referencí a není zde tedy možné evidovat konkrétní
elektronická díla v plném znění (v kterých by bylo možné např. vyhledávat), nýbrž pouze
jejich základní informace.
2.3.5 Wikindx
Velmi podobný nástroj s předchozím refbase. Pracuje na platformě Apache, PHP, MySQL,
aktuálně ve verzi 3.8.2 [8].
Základní funkčnost je takřka totožná s refbase, Wikindx (vyslovuje se jako: wiki index)
ale přináší několik zajímavých doplňkových funkcí týkajících se exportu citací, které zde
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krátce představím. Kromě podpory exportu citací v několika uznávaných normách umožňuje
uživateli v grafickém rozhraní nadefinovat svůj vlastní citační styl. Naformátované citace
dokumentů je pak možné přímo použít a ve webové verzi textového procesoru, který je v této
aplikaci integrován, přímo psát dokumenty, do nichž jsou tyto citace vkládány. Není je tak
třeba kopírovat do externích editorů a riskovat tak ztrátu správného formátování. Je třeba
ale podotknout, že webová verze editoru má velmi omezené možnosti, není tak komfortní a
množina podporovaných funkcí není příliš velká ve srovnání s klasickými editory. Nicméně
pro napsání jednoduchého článku je jistě dostačující. Je zde také možnost automaticky
přeformátovat všechny citace v takto napsaném článku dle jiné citační normy.
I když není Wikindx v jádru prakticky vůbec odlišný od předchozího nástroje, je možné
se u něj minimálně inspirovat v případných rozšířeních výsledné aplikace.
2.3.6 EndNote
Jediný komerční produkt v tomto přehledu. Vyvíjí ho firma Thomson Reuters od roku 1988
[25]. Jeho cena se pohybuje v rozmezí $100 - $300, v závislosti na verzi a druhu licence.
Na rozdíl od volně dostupných řešení EndNote podporuje právě i fulltextové vyhledá-
vání a organizaci PDF dokumentů. Právě proto jsem EndNote zařadil do tohoto přehledu
citačních nástrojů, aby bylo s čím porovnávat tuto klíčovou funkcionalitu výsledné aplikace.
Je dostupné velké množství pokročilých funkcí, které tento program řadí na špici správců
referencí. Nejedná se ale o webovou aplikaci, uživatelé si instalují tento nástroj lokálně
na jejich počítače. Umožňuje používat lokální databázi (MySQL v kombinaci s EndNote
soubory s příponou .enl), nebo také centrální databázi pro větší skupinu uživatelů.
Výrobce uvádí, že je podporováno více než pět tisíc citačních stylů a dalších několik
stovek formátů pro strojový export, respektive import záznamů. Základní funkcionalita je
podobná jako u volně dostupných nástrojů. Je možné vkládat informace o různých bibli-
ografických dílech, třídit je do kategorií nebo podle klíčových slov, vyhledávat v nich atd.
Jednou z pokročilých funkcí, kterou se EndNote vymyká dříve představeným programům,
je Cite While You WriteTM. Integruje se do nástrojového menu v aplikaci Microsoft Word
nebo OpenOffice.org Writer a umožňuje uživateli vkládat citace přímo během psaní.
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Kapitola 3
Fulltextové vyhledávání
V této kapitole budete seznámeni s principem fungování fulltextového vyhledávače. Budou
zde představeny základní typy a možnosti realizace fulltextového vyhledávání, podrobněji
bude diskutováno nejvýznamnější z nich — vyhledávání v indexu. V poslední části této
kapitoly je přehled volně dostupných nástrojů, které by bylo možné použít pro implementaci
fulltextového vyhledávače nad PDF dokumenty.
3.1 Způsoby vyhledávání
V poslední době došlo k velmi výraznému nárůstu objemu elektronických dat, které lid-
stvo produkuje a spravuje po celém světě a tento objem se neustále zvětšuje. Ať už jde o
veřejné informace a databáze na internetu nebo lokální (intranetové) zdroje informací, vždy
je základní potřebou zorientovat se v tomto množství dokumentů a vyhledat v nich, pokud
možno, co nejrelevantnější z nich, ideálně v co nejkratším čase. K dosažení tohoto cíle bylo
v minulosti vyzkoušeno několik přístupů. Zejména na internetu se tvořily tzv. katalogy,
kam tvůrci webů ukládali informace o svých stránkách, aby je jejich uživatelé mohli snáze
najít. Časem se ale tento přístup ukázal jako nedostatečný, bylo nutné nějakým způsobem
prohledávat samotný obsah stránek, což byl impulz pro rozvoj fulltextového vyhledávání.
Tento pojem (zkráceně fulltext) označuje metody vyhledávání v rozsáhlých textových da-
tech (souborech) nebo v množinách takovýchto souborů. Uvedeme si zde základní dělení
těchto metod podle [9] a sice na sekvenční a strukturální vyhledávání.
3.1.1 Sekvenční
Nejjednodušší a zároveň i jeden z nejpomalejších způsobů vyhledávání. Je založen na prin-
cipu, kdy se prohledávaná množina prvků prochází jednotlivě prvek po prvku, dokud ne-
narazíme na hledaný prvek nebo konec množiny [3]. V případě fulltextového prohledávání
dokumentů by to tedy znamenalo projít všechny dokumenty znak po znaku a porovnávat
je s hledaným řetězcem. Zřejmě bez jakéhokoliv dalšího zkoumání je tato metoda nevhodná
pro prohledání už i několika málo dokumentů. Složitost toho způsobu vyhledávání je line-
ární.
Přes všechny nevýhody je sekvenční vyhledávání stále značně používané zejména v
případech, kdy by bylo vytváření náročnějších vyhledávacích struktur mnohem složitější
operací než jednoduché sekvenční prohledání. Využívá se tedy v situacích, kdy prohledávaná
množina dokumentů je velmi malá, jako příklad uveďme vyhledávání v internetové stránce
ve webovém prohlížeči.
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3.1.2 Strukturální
V opozici proti sekvenčnímu vyhledávání je prohledávání nějaké dobře zvolené datové struk-
tury. Tento způsob hledání je podstatně rychlejší, v závislosti na použité struktuře dosahuje
i logaritmické složitosti. Na druhou stranu, při nevhodně zvoleném uspořádání dat, lze vý-
kon podstatně znehodnotit.
I tento způsob má jistá slabá místa a omezení, se kterými je potřeba počítat. Zejména
je nutné vstupní data transformovat do zvolené vyhledávací struktury, což zabírá nějaký
čas a systémové prostředky, a také jsou tím kladeny další nároky na diskový nebo paměťový
prostor, které zabírají právě tyto datové struktury. Je možné definovat různé datové abs-
trakce pro zefektivnění fulltextového vyhledávání, zejména s ohledem na charakter vstupní
množiny dat. Tyto struktury můžeme dále rozdělit do dvou podskupin:
Hierarchické struktury
Existuje mnoho struktur založených na stromové hierarchii (např. binární vyhledávací
strom, B-Tree, atd.), ve kterých je vyhledávání efektivní operací. Princip spočívá v tom, že
prohledávaná data jsou vhodně seřazena a pospojována tak, že při procházení danou hie-
rarchií jsou eliminovány právě ty části prohledávané množiny dat, které nejsou pro hledaný
výraz relevantní. Výsledkem procházení této struktury pak může být relativně malá podm-
nožina prohledávaných dokumentů, kterou už můžeme projít třeba sekvenčně, abychom
nalezli přesný výsledek.
Na obrázku 3.1 je příklad struktury, která znázorňuje pokoje a vybavení bytu. Řek-
něme, že chceme najít v bytě hrnec. Jelikož víme, že hrnec se většinou nachází v kuchyni,
postupujeme tedy do kuchyně. Tam můžeme předpokládat, že by se hrnec mohl vyskytovat
např. ve skříňce, kde už jsme ale odkázáni na sekvenční vyhledávání. Jelikož tam ale není
už tolik věcí, prohledání skříňky tak nezabere tolik času. Problém nastává, když je hrnec
uložen jinde než čekáme. Musíme se vrátit o krok zpět a zkusit hledat jinde, tím se doba
potřebná k nalezení hrnce samozřejmě prodlužuje.
Obrázek 3.1: Příklad hierarchické struktury: prohledávání bytu.
Indexové struktury
Indexy jsou datovými strukturami, které se často přirovnávají k obsahu v knížce. Můžeme
si tedy představit index jako tabulku, kde na každém řádku je definice kde co nalezneme,
tedy název kapitoly a číslo stránky. Typicky je tato tabulka seřazená vzestupně podle čísel
stránek. Pro účely fulltextového vyhledávání je dle [3] nejlepší volbou tzv. invertovaný
index [27] (v některých literaturách je také označován jako invertovaný soubor, např. v [3]
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nebo [19]), což je ve své podstatě knižní rejstřík, tedy seznam klíčových slov seřazených
nejčastěji podle abecedy (může být i jiné řazení) a k nim čísla stránek, na kterých se dané
slovo vyskytuje.
Existují i další typy indexových struktur, např. suffix arrays nebo signature files [3].
Nejsou ale tolik rozšířené. První z nich sice předčí invertovaný index ve vyhledávání frází, ale
jeho tvorba a údržba je velmi náročná. Signature files byly populární v 80. letech minulého
století, nyní je ale invertované indexy výkonově překonávají.
V reálných aplikacích pak dochází ke kombinaci hierarchických a indexových struktur.
Vyhledává se v invertovaných indexech, které jsou ale modelovány a fyzicky ukládány do
databází jako hierarchie, typicky jako B-Tree, trie1 nebo jako další vhodné typy stromových
struktur nebo hashovacích tabulek. Tento způsob uložení indexu zefektivňuje a urychluje
jeho procházení při vyhledávacích dotazech. Moderní databázové systémy umožňují tvořit
hierarchicky organizované databázové indexy nad tabulkami, čímž v databázových dotazech
výrazně urychlují operace čtení nebo spojování tabulek.
V invertovaných indexech pak ukládáme klíčová slova (tzv. slovník) a odkazy na pozice
výskytů těchto slov (viz Obrázek 3.2). Je na autorovi a charakteru aplikace jaká metoda
odkazování je použita. Je potřeba mít na paměti, že toto rozhodnutí může výrazně ovlivnit
velikost indexu. Případně je možné přidat i další parametry, jako je přesná pozice slova v
dokumentu nebo počet výskytů, aby je nebylo nutné počítat vždy při vyhledávání. Dále se
budeme v této práci zabývat pouze tvorbou a vyhledáváním v indexu.
Obrázek 3.2: Ukázkový text a k němu vytvořený invertovaný index. Slova jsou převedena
na malá písmena, některá byla vynechána. Odkazy ukazují na pozice prvních písmen.
U všech struktur je potřeba porovnávat nejen jejich výkon ve vyhledávání a nároky na
místo, ale také cenu jejich tvorby a následných úprav a aktualizací. Z Heapsova zákona dle
[3] vyplývá, že velikost slovníku klíčových slov je velmi malá. Prostorová složitost je O(nβ),
kde n je délka textu a β je konstanta v rozsahu mezi 0 a 1 v závislosti na druhu a jazyce
textu (pro angličtinu se pohybuje v rozmezí 0,4 a 0,6). Například tedy velikost slovníku
klíčových slov pro text o délce 1 Gb je 5 Mb [3]. Což může být dále zredukováno použitím
normalizačních technik založených např. na hledání kořene slova. Mnohem více místa ovšem
zabírá druhá část indexu a sice seznam výskytů. V praxi to znamená zhruba 30% - 40% [3]
z indexovaného textu. Ke snížení těchto prostorových nároků lze použít blokové adresování
1Trie je seřazená stromová datová struktura jinak nazývaná prefixový strom. Používá se pro uložení
asociativních polí s řetězcovými klíči.
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(řádky rozdělíme na několik bloků a odkazujeme se na bloky nikoliv na přesné umístění
slova), adresování po řádcích (odkazujeme se s přesností na řádky) a adresaci bez přesné
pozice, kdy se odkazujeme pouze na cílový dokument, ve kterém lze to dané klíčové slovo
nalézt.
3.2 Indexace
Před samotným vyhledáváním je nutné vhodně připravit prohledávaná data, tak aby bylo
hledání efektivní a co nejrychlejší. Toto zajišťuje proces, kterému říkáme indexace a má ji
na starosti komponenta vyhledávače, která se jmenuje indexer. Hlavní (a v podstatě i jedi-
nou) úlohou indexeru je projít vstupní množinu dat a vytvořit z ní invertovaný index, nebo
jinou vhodnou indexovací datovou strukturu (dále ji budeme označovat pouze jako index ),
která je následně uložena do databáze. Index je pak dále už jen čten při vyhledávacích
operacích (často označováno jako výdej [9]). Zjednodušený algoritmus vytváření indexu lze
v pseudokódu zapsat takto:
f o r each (Dokument )
{
Rozdel dokument na s l ova
fo r each ( Slovo )
{
i f ( Slovo neni ve s l ovn iku )
{
Vloz s l ovo do s l ovn iku
}
Z i s k e j odkaz na s l ovo
Vloz odkaz na s l ovo do seznamu vyskytu
}
}
Algoritmus vytváření indexu (pseudokód) [19].
Kvůli optimalizaci velikosti slovníku a výsledků vyhledávání se zpravidla neindexují
všechna slova. Většinou se vynechávají tzv. stop slova [19], což jsou slova s malou vy-
jadřovací schopností (např. spojky, předložky, členy v angličtině atd.). Na tvůrci je také
rozhodnutí, zda indexovat nebo vynechat číslovky, matematické výrazy a další speciální
znaky v textu.
V případě, že dojde ke změně v množině prohledávaných dat je potřeba, aby byl upra-
ven i index. Existují dva způsoby jak udržet index aktuální — aktualizace přírůstková a
najednou [9]. První možnost vždy spočítá nový index pouze ze změněných dat a tento pak
spojí s hlavním indexem. Přibývá tady další práce navíc, jelikož je nutné si ukládat, které
dokumenty byly přidány, změněny a odstraněny od poslední indexace. Dále také spojování
přírůstkového indexu s hlavním není triviální operací. Tato varianta je zejména vhodná pro
databáze, ve kterých nedochází k příliš velkým změnám. Po rozsáhlých změnách je efek-
tivnější aktualizovat najednou, kdy se kompletně vytvoří nový index nad prohledávanými
daty.
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3.3 Vyhledávání
Vyhledávací algoritmus nad invertovaným indexem se skládá ze tří základních částí (některé
z nich mohou být vynechány pro speciální dotazy) [3]:
• Hledání ve slovníku Slova obsažená v dotazu jsou izolována (tzv. tokenizována) a
vyhledána jednotlivě ve slovníku klíčových slov. Jsou vynechány tokeny obsažené v
seznamu stop slov a ty, které neindexujeme.
• Získávání odkazů Je získán seznam odkazů pro nalezená slova.
• Práce s odkazy Hlavně při víceslovných dotazech je třeba dále zpracovávat seznam
odkazů, počítá se vzdálenost hledaných slov v textu. Pokud je použito blokové adre-
sování, může být nutné přímo prohledat daný blok v textu pro nalezení přesné pozice
slova.
Jelikož hledání vždy začíná ve slovníku, tak je efektivní udržovat slovník a seznam
odkazů v oddělených souborech (respektive tabulkách v databázi) a hlavně pokud je, v
závislosti na dostupných prostředcích a velikosti indexu, možné uložit celý slovník do paměti
počítače, pro ještě rychlejší přístup.
Jednoslovné nebo prefixové dotazy mohou být rychle vyřešeny vyhledáním (respektive
nevyhledáním) konkrétního slova ve slovníku a doručením jeho seznamu odkazů. Situace je
komplikovanější při vyhledávání slovních spojení. Je potřeba definovat způsob reprezentace
dotazu a pravidla, kdy dokument dotazu vyhoví, případně stanovit stupeň relevance doku-
mentu k dotazu. Existuje několik modelů implementace vyhledávacích algoritmů. V praxi se
pak většinou nevyužívá pouze jeden z nich, ale jejich kombinace, aby se co nejvíce potlačily
jejich slabé stránky. V následujících podkapitolách si představíme dva z nich, boolský mo-
del a vektorový model, tak jak jsou popsány v [17]. Dalšími modely jsou rozšířený boolský
model, pravděpodobnostní model, fuzzy model, neuronový, latentní sémantický atd.
3.3.1 Boolský model
Jeden ze základních a zároveň i nejstarších modelů vůbec. Jeho vznik se datuje někdy do po-
loviny minulého století. V minulosti byl často využíván hlavně v knihovnických aplikacích.
V základní variantě neumožňuje stanovovat relevanci dokumentu k dotazu. Jako odpověď
na otázku zda dokument vyhovuje dotazu vrací pouze dvě hodnoty: 1 (dokument obsahuje
slova z dotazu) a 0 (dokument tato slova neobsahuje). Toto chování bylo zdokonaleno v
rozšířeném boolském modelu, který už jako výsledek své podobnostní funkce, která ohod-
nocuje relevanci dotazu a dokumentu, nevrací pouze diskrétní hodnoty, ale množinu hodnot
v intervalu 〈0, 1〉.
Dotazy se u boolského modelu vyjadřují jako logické výrazy:
• s1 AND s2 - dokument obsahuje obě slova s1 a s2.
• s1 OR s2 - v dokumentu se vyskytuje alespoň jedno z těchto slov.
• NOT s1 - dokument neobsahuje zadané slovo.
Hlavní výhodou tohoto modelu je jeho naprostá jednoduchost, což ale zároveň vede i k
jeho největší nevýhodě, kterou je malá rozlišovací schopnost podobnostní funkce. Důsledkem
toho může být jako výsledek dotazu buď nesmírně velká nebo naopak velmi malá množina
dokumentů, které hledanému výrazu vyhovují.
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3.3.2 Vektorový model
Oproti boolskému modelu přináší jemnější podobnostní funkci a tím i lepší výpočet rele-
vance dokumentu k dotazu. Základní myšlenka tohoto modelu vychází z toho, že každý
dokument i prohledávací dotaz je reprezentován jako bod v n-rozměrném prostoru (kde
n je velikost množiny klíčových slov v dokumentu). Můžeme tak definovat vektor, který
vychází z počátku souřadnic a končí právě v tomto bodě. Z čehož vychází i jméno tohoto
modelu.
Tato vektorová abstrakce chápe dokument i dotaz jako vektor (w1, ..., wm), kde m je
počet klíčových slov (tokenů) v dokumentu a hodnoty jeho složek w1, ..., wm jsou v intervalu
〈0, 1〉. Složka wi vyjadřuje významnost i -tého tokenu v dokumentu. Čím je bližší k hod-
notě 1, tím je významnější. Naopak složky s ohodnocením blízkým nebo rovným 0 značí
nevýznamná klíčová slova.
Jsme-li tedy schopni vyjádřit dokument i hledaný dotaz jako dva vektory v prostoru
〈0, 1〉m, pak můžeme relevanci dokumentu a dotazu definovat jako skalární součin těchto
vektorů. Dokument a dotaz jsou tím relevantnější, čím blíže mají své koncové body, respek-
tive čím podobnější mají směr. Ze známé definice vyplývá, že skalární součin dvou vektorů
je největší v případě, že mají stejný směr. Pokud mají směr opačný, pak je skalární součin
roven nule.
Nechť q je dotaz reprezentovaný vektorem významnosti jeho klíčových slov, pak qj je
j -tá složka tohoto vektoru. Dále mějme kolekci dokumentů, kde di označuje i -tý dokument
a wi,j je j -tá složka vektoru i -tého dokumentu. Podobnostní funkce sim(~q, ~di) pak označuje
jejich relevanci. S využitím skalárního součinu pak definujme tuto funkci takto:
sim(~q, ~di) =
m∑
j=1
qj · wi,j .
Dotazy pro vyhledávač mají většinou nesrovnatelně menší počet klíčových slov než pro-
hledávané dokumenty. Takže většina složek vektoru dotazu bude rovna nule. Pouze složky
reprezentující tokeny obsažené jak v dokumentech tak i v dotazu, budou mít hodnotu 1.
Na tomto místě je možné přidat další vylepšení, a sice definovat váhy pro jednotlivé tokeny
v dotazu v intervalu 〈0, 1〉.
Hodnoty jednotlivých složek vektorů dokumentů v kolekci je možné definovat jako počet
výskytů odpovídajících klíčových slov nebo efektivněji pomocí následujícího vztahu:
wi,j = TFi,j · IDFj ,
kde wi,j je opět j -tá složka vektoru i -tého dokumentu. TFi,j je frekvence výskytů j -tého
klíčového slova v i -tém dokumentu a IDFj je tzv. inverzní frekvence j -tého tokenu v kolekci
dokumentů. Inverzní frekvence reprezentuje důležitost klíčového slova v rámci celé kolekce
a je definována vztahem:
IDFj = log
n
DFj
,
kdeDFj vyjadřuje počet všech dokumentů, které obsahují j -tý token a n je celkový počet
dokumentů v kolekci. Smysl inverzní frekvence je v posílení významu málo používaných
tokenů, u kterých lze předpokládat, že dobře vystihují charakter obsahu dokumentu.
Výše uvedená definice vektorového modelu je obecná a může být dále rozšiřována a
doplňována tak, aby výsledky byly co nejpřesnější.
16
Jednou z možností je například eliminace jedné z vlastností skalárního součinu, kdy pro
dva dlouhé vektory (respektive dokumenty) dostáváme vyšší hodnotu než pro dva kratší,
i když jejich směr může být velmi podobný nebo dokonce shodný. Byly by tak naprosto
neoprávněně zvýhodněny delší dokumenty před kratšími. Tuto vlastnost můžeme postihnout
a eliminovat normalizací vektorů na jednotkovou délku. Pak teprve bude směr vektorů tím
hlavním a rozhodujícím faktorem ve výpočtu relevance.
3.4 Nástroje pro indexaci PDF dokumentů
Následující podkapitola popisuje volně dostupné nástroje pro extrakci textů z PDF sou-
borů a jejich následnou indexaci. U jednotlivých nástrojů bude diskutována vhodnost jejich
použití ve výsledné webové aplikaci. Jsou brány v úvahu pouze ty nástroje použitelné v
prostředí PHP, což je předpokládaná cílová platforma pro tuto aplikaci.
3.4.1 Extrakce textu z PDF souborů
Prvním krokem před samotnou indexací a vyhledáváním v PDF dokumentech je převod
jejich obsahu na text. K tomuto účelu je možné využít nástroje XPDF, který vyvinula
vývojářská skupina Foo Labs a je volně dostupný pod licencí GNU GPL.
Jedná se o prohlížeč PDF souborů pro systémy s X Window a Motif, který ale nabízí i
sadu dalších nástrojů pro práci s dokumenty PDF [7]. K dispozici jsou programy pro extrakci
obrázků, písem, nebo pro převod PDF dokumentů do PostScriptu či prostého textu. Jsou
to konzolové aplikace, které nevyžadují X Window a lze je použít v operačních systémech
Windows nebo Linux.
Pro vytvářenou webovou aplikaci bude z tohoto balíku potřebná pouze komponenta
pdftotext, která extrahuje text ze vstupního PDF souboru a výsledek uloží do textového
souboru. Tento nástroj lze snadno použít i v PHP — voláním funkce exec.
3.4.2 Sphinx
Program vyvinutý firmou Sphinx Technologies Inc., který je volně dostupný pod licencí
GPLv2. Jedná se o fulltextový vyhledávací server napsaný v jazyce C++, který klade důraz
na výkon, relevanci výsledků a jednoduchost integrace v různých prostředích. K dispozici
jsou verze pro Linux, Windows, MacOS, Solaris, FreeBSD a další systémy [22]. V současné
době jsou připraveny oficiální API pro tři programovací jazyky (PHP, Python a Java), díky
nimž je možné Sphinx používat i v těchto prostředích. Dále také existují různé neoficiální
verze API pro další jazyky.
Je možné indexovat data z nejrůznějších zdrojů např. SQL databází, textových sou-
borů, HTML souborů, poštovních schránek atd. Sphinx abstrahuje indexovaná jako množinu
strukturovaných dokumentů, které mají stejnou sadu položek a atributů. Aby bylo možné
indexovat data z nejrůznějších zdrojů, tak je nutné použít tzv. ”data source driver”, který
připraví daný typ dokumentu k indexaci. Od výrobce jsou vestavěny ovladače pro MySQL,
PostgreSQL, MS SQL a ODBC. K dispozici je také ovladač pro obecný datový zdroj na-
zvaný xmlpipe (respektive jeho novější verze xmlpipe2), který umožňuje indexaci dalších
typů souborů bez nutnosti psaní dodatečných ovladačů. Idexeru pak stačí předložit XML
soubor s následující strukturou, který obsahuje atributy a obsah dokumentů předkládaných
k indexaci.
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<sphinx : schema>
<sphinx : f i e l d name=”s u b j e c t ”/>
<sphinx : f i e l d name=”content”/>
<sphinx : a t t r name=”publ i shed ” type=”timestamp”/>
<sphinx : a t t r name=”author id ” type=”i n t ” b i t s =”16” d e f a u l t =”1”/>
</sphinx : schema>
Schéma XML dokumentu pro xmlpipe2.
Sphinx je pravděpodobně nejvýkonnější ze sady nástrojů zde diskutovaných díky imple-
mentaci v C++. Komplikovanější by bylo využití pouze indexeru, jelikož vytvořené indexy
ukládá do souborů na disk ve vlastním formátu.
Velmi funkčně podobným nástrojem je i Swish-e (Simple Web Indexing System for
Humans - Enhanced) [13], který je napsán v jazyce C. Jelikož je, z pohledu mých požadavků,
téměř totožný s programem Sphinx, nebudu se jím dále detailněji zabývat.
3.4.3 Zend Search Lucene
Zend Framework, vyvinutý stejnojmennou firmou Zend Technologies Ltd., je rozsáhlý ba-
lík komponent pro tvorbu webových aplikací v programovacím jazyce PHP. Je distribu-
ován zdarma pod licencí BSD. Jednou z jeho mnoha součástí je i vyhledávací knihovna
Zend Search Lucene [30]. Tato komponenta byla odvozena od projektu Apache Lucene, což
je volně dostupný vyhledávací stroj v jazyce Java.
Zend Search Lucene je napsán v čistém PHP5, k jeho použití nejsou nutné žádné další
knihovny nebo rozšíření. Při indexování a vyhledávání považuje dokument za atomickou
vyhledávací jednotku, která obsahuje pojmenované vlastnosti a jejich hodnoty (např. název,
autor, abstrakt, obsah), které jsou následně indexovány a je možné v nich vyhledávat. Index
je ukládán na disk počítače v binárním formátu, který je totožný s formátem použitým
v projektu Apache Lucene. Je možné vyhledávat v nejrůznějších typech souborů, PDF
soubory nevyjímaje.
Tento projekt je velmi povedený, dokazují to i čísla uvedená na stránce firmy Zend: Zend
Framework má rozsáhlou komunitu přispěvatelů (přes 500) a počet uživatelů se vyčísluje v
řádech statisíců.
3.4.4 Sphider
Volně dostupný nástroj pro indexaci a prohledávání webových stránek, který vytvořil Ando
Saabas. Jedná se o ne moc rozsáhlý projekt napsaný v PHP, který ukládá indexy do da-
tabáze MySQL. Umožňuje i indexaci textových dokumentů ve formátech PDF nebo DOC.
Podmínkou je použití externích nástrojů, které jsou schopné z daných dokumentů přečíst
jejich obsah jako prostý text (XPDF apod.) [20].
Nevýhodou Sphideru je, že se jeho vývoj zastavil před čtyřmi lety. Zůstalo tak nevy-
řešeno mnoho bezpečnostních problémů, což se projevilo ve značném poklesu uživatelů.
Tyto nedostatky následně vyřešil Rolf Kellner s jeho nadstavbovým projektem Sphider-
plus [21]. Obě verze jsou ale navrženy jako čistě webový vyhledávač, který sice podporuje
indexaci v PDF dokumentech, nicméně možnosti využití samostatně pouze této funkciona-
lity jsou značně omezené. Bylo by tak nutné upravit indexer, aby bylo možné indexovat
samostatně i externí soubory, ne jen ty, na které jsou odkazy ve webových stránkách, které
Sphider prochází.
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3.4.5 mnoGoSearch
Velice rozšířený vyhledávací nástroj (používá ho např. i naše fakulta na svých webových
stránkách), který je vyvíjen společností Lavtech.Com Corp. od roku 2000 [11]. Je dostupný
v několika licenčních variantách, komerčních i nekomerčních. Prodávány jsou verze pro
Windows, zdarma dostupná, pod licencí GNU GPL, je verze pro Unix.
Fulltextový vyhledávač mnoGoSearch je napsán v jazyce C a zajišťuje indexaci a pro-
hledávání webových stránek nebo dokumentů na disku počítače. Vestavěná je indexace
dokumentů ve formátech text/plain, text/html a text/xml. Podporu dalších typů doku-
mentů je možné přidat pomocí externích parserů. Automaticky detekuje kódování a jazyk
příslušného dokumentu pro bezproblémovou indexaci. Díky vestavěným slovníkům hledá i
podle kořene slova a je také možné rozšířit výsledky vyhledávání o synonyma. Indexer je
spouštěn z příkazového řádku, je možné ho tak volat ručně nebo opakovaně automaticky
jako naplánovanou úlohu. Podporována je i indexace s použitím více vláken, což je využi-
telné zejména pro rozsáhlé databáze dokumentů. Indexy je možné ukládat do SQL databází
různých výrobců (podporovány jsou např. MySQL, PostgreSQL, MS Access a Mimer). Pro
jazyk PHP výrobce připravil rozšiřující modul, který snadno umožňuje přístup k indexům
v databázi.
3.5 Výběr vhodného indexeru
Základním požadavkem na aplikaci, která má být výstupem této práce, je fulltextové vy-
hledávání nad PDF dokumenty. Je tedy nutné vytvořit indexovací a následně i vyhledávací
stroj. Pro zjednodušení práce by bylo možné využít indexer použitý v jednom z výše po-
psaných nástrojů. Na něm by pak byl postaven nový vyhledávací stroj, specifický pro účely
aplikace.
V následujícím textu budou diskutovány klady a zápory jednotlivých nástrojů, aby bylo
možné vybrat ten nejlepší z nich. Porovnával jsem je především podle následujících faktorů,
které považuji za nejpodstatnější:
1. Výkon indexace
Obvykle velmi podstatné kritérium. Z představených nástrojů budou zřejmě rychlejší
ty kompilované než interpretované. Konkrétně mnoGoSearch a Sphinx. Tyto nástroje
psané v jazyce C, respektive C++ mohou také nabídnout vícevláknové zpracování, což
ještě více zvětšuje výkonnostní rozdíly mezi dalšími dvěma zástupci programovanými
v PHP.
Otázkou zůstává jak moc by měl být výkon indexeru kritickou vlastností v právě vy-
víjené aplikaci. Jsem přesvědčen, že výkon nebude až tak moc podstatný, jelikož inde-
xace bude probíhat přírůstkově. Vždy bude indexován pouze jeden aktuálně vkládaný
PDF dokument, který pak dále nebude měněn. Maximálně bude možné jej z databáze
odstranit. Což je podstatný rozdíl oproti fulltextovému vyhledávání na webu, kde je
nutné procházet vždy všechny indexované dokumenty (stránky) a kontrolovat, zda
nedošlo k nějakým změnám.
2. Formát indexu
Tuto vlastnost naproti tomu považuji za nejpodstatnější. Především s ohledem na
tvorbu vyhledávacího stroje je nutné jednoduše a efektivně pracovat s indexem, který
vybraný nástroj vytvoří.
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Nástroje z předcházející kapitoly je možné rozdělit na dvě skupiny podle formátu
indexu. Jsou to nástroje, které si indexy ukládají na disk do zpravidla několika různých
souborů vlastních formátů a nástroje ukládající indexy do databáze.
Do první skupiny patří Sphinx a Zend Search Lucene. Sphinx používá k uložení in-
dexu sedm různých typů souborů (s příponami: .sph, .spi, .spd, .spp, .spa, .spm, .spk
[22]). Tyto soubory jsou dále komprimovány dvěma způsoby - delta kódováním2 a
VLB kompresí3. Zend Search Lucene ukládá indexy v binárním formátu v patnácti
souborech. Každý z těchto souborů slouží k jinému účelu a má přesně definovanou
strukturu a bitové délky jednotlivých složek záznamů.
Pro usnadnění tvorby vyhledávače je určitě významně jednodušší použít nástroj, který
ukládá index do databáze, odkud je jednoduché jej načíst a pracovat s ním. Odpadá
tak doba strávená psaním komponenty vyhledávacího stroje, která pouze načte index
ze souborů indexeru. Z tohoto hlediska tedy nejlépe vyhovuje Sphider a mnoGoSearch.
3. Volání indexeru
Ideální by bylo, kdyby bylo možné indexovat vždy jeden PDF soubor, který byl zrovna
přidán do databáze dokumentů. Indexeru by se pak jen předala cesta k tomuto sou-
boru a on by jej inkrementálně zaindexoval. Podobný způsob ovládání indexeru pod-
poruje pouze Sphinx ve formě dříve zmíněného datového zdroje xmlpipe2. U ostatních
nástrojů bylo předpokládáno použití hlavně na webu. Tudíž prohledávají primárně in-
ternetové stránky, které indexují a hledají v nich odkazy na další stránky, případně
na dokumenty podporovaných typů. PDF soubory je tak možné indexovat pokud je
na ně uveden odkaz na některé z prohledávaných stránek.
Tento přístup je ale možné relativně snadno upravit, jelikož jsou všechny zvažované
nástroje volně dostupné včetně zdrojových kódů. Je tak možné obejít výchozí chování
a např. indexovat soubory v zadané složce.
4. Doplňkové funkce a vlastnosti
I když je indexace základním procesem každého fulltextového vyhledávače, je většinou
uživateli skryta a indexery tak nenabízejí, na rozdíl např. od vyhledávacích strojů,
mnoho rozličných vylepšení a doplňkových funkcí. I přes to je zde možné nalézt drob-
nosti, které přinášejí přidanou hodnotu.
Jako zásadní vidím možnost do budoucna rozšiřovat množinu formátů indexovaných
souborů. Z tohoto pohledu jsou nejotevřenější Sphinx a mnoGoSearch, které obsahují
vestavěná rozhraní pro snadnou definici dalších typů souborů.
Za další povedené rozšíření považuji webové administrátorské rozhraní indexeru Sphi-
deru, které umožňuje snadno zjišťovat stav indexu, jeho rozsah a nejrůznější statistiky.
Dále je také možné např. vynutit obnovu indexu, kdy jsou reindexovány všechny evi-
dované dokumenty.
Po zvážení důležitosti jednotlivých diskutovaných kritérií jsem vybral jako nejdůležitější
formát uložení indexu. Na základě toho mi zbyl z vybraných nástrojů Sphider a mnoGo-
Search. Rozhodl jsem se použít Sphider především kvůli jeho jednoduchosti a přehlednosti.
2Delta kódování je způsob uložení nebo přenášení dat spíše ve formě rozdílů v sekvenčních datech než ce-
lých souborů. Při provádění malých změn ve velkých souborech s použitím delta kódování (jinak nazývaným
delta kompresí) se snižuje redundance dat.
3VLB komprese (z angl. variable length byte string) kóduje celá čísla s pevnou délkou (32 nebo 64 bitová)
na řetězec bytů s proměnlivou délkou v závislosti na jejich hodnotě.
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Kapitola 4
Návrh aplikace
V následujícím textu budou představeny požadavky na webovou aplikaci pro fulltextové
vyhledávání nad PDF dokumenty, která je hlavním výstupem této práce. Základní poža-
davky byly definovány během diskusí s vedoucím práce. Další se objevovaly během celého
vývojového cyklu.
Převážná část této kapitoly se pak zabývá hlavně analýzou těchto požadavků, návrhem
implementace celé aplikace a možnostmi řešení dílčích problémů.
4.1 Specifikace a analýza požadavků
Hlavním motivem pro vznik tohoto tématu diplomového projektu byla potřeba efektivně
spravovat a organizovat množství elektronických textů. Jedná se zejména o vědecké články
a literaturu, studentské práce a projekty, absolventské práce, příspěvky na konferencích a
další. Jelikož jejich množství neustále roste je velmi náročné, místy až nemožné, v tomto
souboru dat efektivně vyhledat informaci, která je zrovna potřeba.
Právě proto vznikl požadavek na vytvoření webové aplikace pro organizaci a fulltex-
tové vyhledávání v PDF dokumentech. Můžeme si tento program představit jako knihovnu
elektronických děl, s dalšími přidanými funkcemi specifickými zejména pro správce citací.
Dále budu tuto aplikaci označovat jako „PDF knihovnuÿ, stejně tak budu používat i další
výrazy z knihovnického prostředí — názvy uživatelských rolí atd.
Aplikace musí umožňovat vkládání jednotlivých PDF dokumentů a jejich organizaci
podle kategorií. Je také potřeba, aby program zajišťoval zabezpečení dat. Musí být možné
definovat oprávnění k jednotlivým dokumentům a kategoriím, ne všechny budou k dispozici
všem uživatelům.
Nejdůležitější funkcí je pak možnost tuto databázi prohledávat. Vyhledávání musí být
fulltextové, uživatelé tak budou moci hledat nejenom např. podle názvu, autora a abs-
traktu dokumentu, ale i v samotném obsahu těchto dokumentů. Je nutné, aby vyhledávač
byl co nejrychlejší a hlavně, aby vracel co nejpřesnější výsledky. Podrobněji se návrhem
fulltextového vyhledávacího stroje zabývá podkapitola 4.4.
V neposlední řadě je zde také požadavek na možnosti exportu dat z aplikace. Je po-
třeba, aby bylo možné exportovat data ve formátech nejrozšířenějších správců citací tak,
aby s nimi uživatelé, kteří některý z těchto nástrojů požívají, mohli dále a hlavně jednoduše
v těchto aplikacích pracovat. Vzhledem k tomu, že uživatelé budou tuto aplikaci využívat
i při psaní svých autorských prací jako nástroj pro vyhledávání odpovídajících pramenů
pro jejich práci, je vhodné, aby aplikace uměla formátovat citace na spravované dokumenty
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podle nejrůznějších citačních norem a stylů. Uživatelé pak budou moci tyto citace zkopí-
rovat a vložit již předformátované do seznamů použité literatury v jejich textech. Důležité
je, aby exporty byly implementovány obecně (např. použitím společného rozhraní) a bylo
tak možné v budoucnu jednoduše rozšířit množinu podporovaných formátů a citačních stylů.
Návrh i vývoj aplikace bude rozdělen na dvě části:
1. PDF knihovna — zahrnuje veškerou funkcionalitu týkající se organizace a správy PDF
dokumentů a exportů dat.
2. Fulltextový vyhledávací stroj — indexer a fulltextový vyhledávač.
K takovému rozdělení jsem se rozhodl kvůli znovupoužitelnosti fulltextového vyhledá-
vače. Ten bude implementován jako samostatný modul, který bude možné případně použít
jako komponentu i v dalších projektech. Z tohoto hlediska je také vhodné, aby byl indexer
i vyhledávač navržen s ohledem na snadnou rozšiřitelnost např. o podporu dalších soubo-
rových formátů (.doc, .docx, .odt, atd.) nebo o prohledávání obecně jakéhokoliv textu.
Celá aplikace bude implementována s využitím výhradně volně dostupných nástrojů a
prostředí. Programovacím jazykem bude PHP, cílovou platformou webový server Apache,
využita bude databáze MySQL. Všechny použité externí nástroje budou popsány v násle-
dující kapitole.
4.1.1 Uživatelské role a jejich oprávnění
V aplikaci se budou nacházet uživatelské role tří typů, které budou mít různá oprávnění.
První je role čtenář, která reprezentuje nepřihlášeného uživatele. Dalšími jsou knihovník a
administrátor. Následuje popis jednotlivých rolí doplněný o odpovídající use-case diagramy.
Čtenář, nepřihlášený uživatel
Anonymní uživatel, který má oprávnění prohlížet a vyhledávat pouze v dokumentech a
kategoriích označených jako veřejné.
Obrázek 4.1: Use-case diagram uživatelské role čtenář.
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Knihovník
Správce obsahu knihovny. Jeho náplní práce je správa kategorií a vkládání PDF dokumentů
do knihovny. Každý dokument náleží právě jedné kategorii.
Jednotlivým kategoriím a dokumentům je možné přiřadit jednu z následujících úrovní
zabezpečení:
• Veřejný — kategorie/dokument dostupný všem, i nepřihlášeným uživatelům.
• Interní — kategorie/dokument dostupný pouze přihlášeným uživatelům.
• Soukromý — kategorie/dokument určený pouze pro vlastníka.
Úroveň zabezpečení kategorie je vždy nadřazená stupni zabezpečení dokumentu. Např.
veřejný dokument, který byl zařazen do soukromé kategorie je viditelný pouze pro autora
té dané kategorie. Ostatní uživatelé nevidí obsah ani samotnou kategorii. Kategorii edituje
i maže pouze její autor. Knihovník může vložit dokumenty do cizí kategorie pokud do ní
má přístup.
Editovat dokument může v základním nastavení jen jeho vlastník, ten ale může zároveň
udělit právo k jeho editaci i dalším knihovníkům. Ti tak automaticky získají i právo pro
čtení (pokud ho již nemají). Dokumenty může mazat pouze jejich vlastník.
Obrázek 4.2: Use-case diagram uživatelské role knihovník.
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Administrátor
Jedná se o uživatele s nejvyšším oprávněním, který se primárně stará o správu uživatelů,
databáze a optimalizaci a kontrolu fulltextového indexu.
Administrátor má zároveň i stejná práva jako knihovník a jsou mu k dispozici všechny
jeho funkce. Na rozdíl od běžného knihovníka má ale automaticky oprávnění prohlížet, edi-
tovat i mazat všechny kategorie a dokumenty v databázi. Předpokládá se, že v aplikaci
bude minimum uživatelů s tímto oprávněním. Administrátoři budou mít vzhledem k neo-
mezenému oprávnění možnost také kontrolovat, zda dokumenty od knihovníků neporušují
především autorské a jiné zákony a pravidla.
Obrázek 4.3: Use-case diagram uživatelské role administrátor.
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4.2 E-R diagram
Entity relationship diagram na obrázku 4.4 popisuje vztahy objektů v aplikaci a jejich in-
tegritní omezení.
Obrázek 4.4: E-R diagram.
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4.3 Schéma databáze
Model na obrázku 4.5 zobrazuje schéma databáze první části projektu. Celkem je v této
části osm databázových tabulek, z čehož je jedna tabulka pomocná pro potřeby grafického
uživatelského rozhraní. Jde o tabulku menu, z jejichž dat je v aplikaci dynamicky generována
hlavní nabídka. Aby byl styl psaní kódu jednotný, tak ve schématu používám terminologii
v angličtině, protože jsem zvyklý tento jazyk používat i při programování k pojmenovávání
proměnných, funkcí atd.
V kapitole 4.4 bude představena druhá část databáze a sice tabulky potřebné při inde-
xaci a fulltextovém vyhledávání.
Obrázek 4.5: Schéma databáze.
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4.4 Vyhledávací stroj
Jak již bylo zmíněno je potřeba v aplikaci nad spravovanými dokumenty implementovat vy-
hledávací mechanizmus. Klíčovou funkcí bude fulltextové vyhledávání v obsahu dokumentů.
Tato funkce by sama o sobě nebyla pro uživatele dostačující. V aplikaci je tedy po-
třeba implementovat vyhledávací stroj, který bude kombinovat výsledky fulltextového pro-
hledávání obsahů dokumentů s výsledky vyhledávání v metadatech těchto dokumentů. V
následujícím textu bude navržen princip funkčnosti takového vyhledávače.
Uživatel bude mít možnost prohledávat databázi dokumentů následujícími dvěma způ-
soby:
1. Pomocí filtru
Jednoduchý vyhledávač, který bude pracovat pouze s metadaty dokumentů. Bude
možné filtrovat podle autora(ů), ISBN, názvu vydavatelství (příp. organizace, pro
kterou byl dokument napsán), roku vydání a typu dokumentu. Dále bude umožněno
jednotlivé parametry kombinovat dohromady a filtrovat tak zároveň např. podle jména
autora a roku vydání. V případě složeného filtru bude mezi jednotlivými parametry
logická vazba AND.
Filtr bude řešen čistě pomocí databázových dotazů nad schématem na obrázku 4.5,
nebude pro tento účel použit žádný index nebo jiná speciální datová struktura.
2. Fulltextovým vyhledáváním
Hledání klíčových slov a frází v obsazích dokumentů. Každý dokument bude při vklá-
dání do databáze indexován, aby bylo následné vyhledávání co nejefektivnější. Udržo-
vání indexu v aktuálním stavu, což bývá většinou problematické, nebude v případě
této aplikace nikterak složitou záležitostí. Jelikož zde budou probíhat pouze operace
vkládání a mazání dokumentů a nebude docházet k jejich změnám, které by si vyžá-
daly reindexaci.
Jednotlivým dokumentům se během fulltextového vyhledávání přidělí váha v intervalu
0%-100%, reprezentující úroveň relevance toho konkrétního dokumentu k vyhledáva-
címu dotazu. Ve výsledcích vyhledávání budou zobrazeny pouze dokumenty s váhou
vyšší než 0%, které budou seřazeny sestupně.
Váha dokumentu bude u jednoslovných dotazů určována podle počtu výskytů hleda-
ného slova v textu. Naopak u víceslovných dotazů bude váha tím vyšší, čím více slov z
dotazu dokument obsahuje a zároveň čím blíže u sebe se tato slova v textu vyskytují.
Tento přístup si klade za cíl vracet věrohodnější výsledky při hledání frází a slovních
spojení než kdyby bylo použito váhového systému tak jako u jednoslovných dotazů.
Až v praxi se ale ukáže efektivnost a relevance výsledků tohoto postupu. Dosažené
výsledky a přesný způsob implementace budou popsány v následujících kapitolách.
Fulltextové vyhledávání v indexu bude zároveň automaticky kombinováno s vyhle-
dáváním v metadatech dokumentů. Konkrétně bude zadaný dotaz hledán i v názvu
dokumentu, jeho abstraktu a klíčových slovech. Jednotlivým prohledávaným polož-
kám bude v programu definována váha reprezentující jejich důležitost. Tyto váhy
budou uvedeny v hlavičkovém souboru vyhledávacího stroje tak, aby je bylo možné
jednoduše měnit zejména v průběhu testování, kdy bude systém laděn s ohledem
na co nejrelevantnější výsledky. Detaily implementace ohodnocující funkce najdete v
následující kapitole.
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V podkapitole 3.5 byla diskutována vhodnost použití některých externích nástrojů k in-
dexaci obsahu PDF dokumentů. Jako indexační nástroj tam byl vybrán Sphider. Původně
jsem myslel, že jeho použití bude vyžadovat pouze drobné úpravy. Po několika integračních
testech a vytvoření prototypu vyhledávače se ukázalo, že bude vhodnější a efektivnější vy-
tvořit zcela nový indexer, který bude Sphiderem pouze trochu inspirován. Bude tak možné
implementovat váhový systém přesně podle výše představeného návrhu, dále bude zjedno-
dušena struktura indexu v databázi a budou také vynechány tabulky specifické pro indexaci
internetových stránek, což je hlavní úkol, pro který byl Sphider vytvořen.
Výsledný fulltextový vyhledávací stroj bude implementován co nejuniverzálněji, aby
mohl být v případě potřeby použit i v dalších projektech.
4.4.1 Schéma databáze indexeru
Na obrázku 4.6 je schéma databázových tabulek potřebných pro funkci indexeru. Všechny
názvy tabulek indexeru začínají pro větší přehlednost předponou „idxÿ. Výsledná databáze
tak bude sjednocením těchto tabulek a tabulek ze schématu na obrázku 4.5.
Obrázek 4.6: Schéma databáze indexeru.
Důležitou součástí tohoto schématu jsou databázové indexy vytvořené nad některými
sloupci exponovaných tabulek, které významně urychlují vyhledání požadovaných záznamů
při filtru nad těmito položkami. Ve výše uvedeném diagramu jsou tyto indexy označeny
jako „I ÿ + pořadové číslo indexu v tabulce.
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4.5 Uživatelské rozhraní
Po zkušenostech z minulých projektů byl vybrán vzhled webové aplikace ze sady šablon,
které je možné najít na adrese www.1234.info. Autor na této adrese vytvořil již pět velmi
zdařilých předloh webových stránek. Jelikož se jedná o volně dostupný projekt, je tak možné
ho bez omezení použít a podle potřeby jakkoliv upravovat. Já jsem pro tento projekt vybral
šablonu s názvem „Multiflex 3ÿ. Ukázku uživatelského rozhraní výsledné aplikace můžete
vidět na následujícím obrázku 4.7.
Obrázek 4.7: Ukázka uživatelského rozhraní aplikace.
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Celé uživatelské prostředí je vytvořeno pomocí kaskádových stylů, které byly v některých
detailech mírně poupraveny a obohaceny o několik funkcí v JavaScriptu.
Všechny stránky v aplikaci byly pečlivě testovány ve třech nejrozšířenějších interne-
tových prohlížečích, kterými v současné době jsou: Google Chrome (verze 17.0.963.56),
Mozilla Firefox (verze 3.6.25) a Internet Explorer (verze 9). V některých případech bylo po-
třeba kód stránek upravovat tak, aby byly ve všech těchto prohlížečích zobrazeny alespoň
trochu podobně a hlavně, aby všechny funkce zůstaly zachovány, ať už si aplikaci uživatel
otevře v jakémkoliv z nich. Největší problémy většinou bývají jen u některých funkcí Ja-
vaScriptu, samotné stránky už se zobrazují v nejnovějších verzích tří zmíněných prohlížečů
velmi podobně.
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Kapitola 5
Implementace
Po předchozí přípravné a plánovací fázi už následovala samotná tvorba aplikace. Při pro-
gramování jsem čerpal znalosti i zkušenosti nabyté při tvorbě bakalářské práce. Usnadnil
jsem si také trochu práci znovupoužitím některých částí kódu, zejména prezentační a datové
logiky, které jsem napsal právě ve svém bakalářském projektu.
Během implementace jsem postupoval systematicky a částečně i cyklicky. Vždy jsem
vytvořil jednu ucelenou část nebo celý modul, který jsem náležitě otestoval a v případě po-
třeby jsem ho představil a konzultoval s vedoucím práce. Po případných úpravách, opravách
a opětovném testování jsem pokračoval v dalším vývoji. Tato kapitola detailněji popisuje
implementaci stěžejních a některých dalších zajímavých funkcí programu.
Vývoj aplikace podobného typu může být ve své podstatě nekonečný. Vždy, když jsem
přidal novou funkcionalitu, tak mě napadaly další možná vylepšení velkého i malého rozsahu.
Některá z nich jsem mohl bez problémů ihned implementovat, ale zejména ty větší nebylo
možné realizovat především z časových důvodů. Aplikace byla naprogramována se všemi
stěžejními funkcemi tak, aby ji bylo možné plnohodnotně používat. V případě pokračování
ve vývoji je možné se inspirovat mými návrhy na další rozšíření, které najdete v kapitole 7.
Veškeré zdrojové kódy, instrukce pro instalaci a zprovoznění aplikace a přístup do tes-
tovací verze najdete na přiloženém CD. Jeho obsah je popsán v příloze D v závěru této
práce.
5.1 Struktura aplikace
Aplikace je logicky rozdělena na tři části. Prezentační, aplikační a datovou logiku.
Prezentační část najdeme v podadresáři gui. Jsou zde skripty obsahující jednotlivé části
výsledných webových stránek — hlavičku, patičku atd. Také zde najdeme kaskádové styly
a soubory s JavaScriptovými funkcemi.
V kořenovém adresáři je hlavní jádro systému — aplikační logika. Tyto PHP skripty
obsluhují všechny funkce aplikace. Spojují tak v sobě obě zbývající části. Jsou v nich vy-
tvářeny jednak objekty prezentační vrstvy, ale také funkce, které získávají potřebná data z
databáze.
Téměř všechny databázové dotazy jsou přehledně uloženy zvlášť v souboru SQL.php v
podadresáři lib. Samotné napojení na databázi zajišťuje třída Db. Parametry databázového
spojení se nastavují v souboru db settings.php v kořenovém adresáři aplikace.
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5.1.1 Objektově orientované programování
Při programování aplikace jsem využil objektově orientovaného přístupu. Všechny třídy
jsou uloženy v samostatných souborech v adresáři classes.
Vytvořil jsem třídy pro všechny tři vrstvy aplikace:
1. Třídy prezentační logiky — Usnadňují práci při generování stránek ve formátu HTML.
• Page — Třída pro tvorbu celé výsledné stránky, která je po provedení všech
operací a formátování obsahu odeslána uživateli metodou show() k zobrazení v
prohlížeči. Objekty této třídy dále poskytují metody pro nastavení titulku okna
(setTitle()), obsahu stránky (setContent()), nastavení způsobů stránkování
(addPaging()), atd.
• Table — Podpora pro tvorbu tabulek. Metody pro nastavení názvu sloupců v
hlavičce tabulky (setLabel()), přidání řádku (addRow()), konverze tabulky do
HTML kódu (toHTML()).
• Form — Podobně jako u předchozí třídy, se pomocí této tvoří uživatelské for-
muláře. Pomocí metody addItem() lze přidávat jednotlivé položky formuláře,
tlačítka (addButton()) a samozřejmě převést výsledek do HTML (toHTML())
a použít tak na stránce. Od této třídy jsou odvozeny některé další speciální
formuláře např. LoginForm (přihlašovací formulář) a SearchDocumentForm (for-
mulář pro hledání dokumentů). U těchto typů formulářů nebylo možné využít
rodičovské třídy kvůli jinému grafickému provedení na stránce.
• Error — Zobrazí uživateli chybovou stránku, např. když nemá dostatečná opráv-
nění pro prováděnou operaci.
• PDF — Třída pro generování tiskových sestav ve formátu PDF.
2. Třídy aplikační logiky — Objektová reprezentace perzistentních entit v databázi a
dalších pomocných tříd.
• Auth — Bezpečnostní třída. Pomocí ní je řešeno přihlašování (login()) a od-
hlašování (logout()) uživatelů. Dále poskytuje metody pro ověření oprávnění
uživatele a stavu jeho uživatelského účtu. Pracuje s využitím session.
• Author — Nese veškeré informace o autorovi, implementuje metody pro jejich
modifikaci a uložení do databáze.
• Document — Nejrozsáhlejší třída reprezentující abstrakci dokumentu. Má v sobě
zapouzdřené veškeré jeho atributy a umožňuje pomocí svých metod např. for-
mátovat vizitku dokumentu, zobrazit dokument ve výsledcích vyhledávání, kon-
trolovat oprávnění přístupu pro konkrétního uživatele atd.
• DocumentCategory — Kategorie dokumentů a všechny informace o ní.
• DocumentType — Třída reprezentující typy dokumentů. Mimo jiné obsahuje i
definici povinných a volitelných položek pro jednotlivé typy.
• Maintenance — Servisní třída, pomocí které může administrátor aplikace ovlá-
dat režim údržby. Během údržby je aplikace nedostupná všem dalším uživatelům
a je tak možné provádět potřebné servisní kroky bez rizika ovlivnění procesu ze
strany jiného uživatele.
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• User — Obsahuje všechny atributy uživatele, které načítá z databáze metodou
load() a ukládá metodou save().
3. Třídy datové logiky — Do této kategorie spadá jediná třída pro komunikaci s databází.
• Db — Zaštiťuje komunikaci aplikace s databází. Metoda query() vyhledá poža-
dovaný dotaz v souboru SQL.php a dotáže se databáze, přičemž chrání dotaz před
sql injection pomocí vestavěné funkce PHP mysql real escape string() apli-
kované automaticky na všechny jeho parametry. Výsledek dotazu lze procházet
pomocí funkce getRow(), je možné získat počet vrácených řádků (getRowCount())
nebo u dotazů INSERT s primárním klíčem typu auto increment umožňuje
zjistit ID naposledy vloženého řádku metodou getLastId(). Takovýto způsob
implementace datové vrstvy umožňuje, v případě potřeby, snadnou změnu po-
skytovatele databáze pouze na jediném místě a to přepsáním několika funkcí v
této třídě.
5.2 Práce s dokumenty
Jádrem celé aplikace je právě práce s dokumenty, byla jí tak oprávněně věnována i největší
pozornost a čas během implementace. Veškerá aplikační logika týkající se dokumentů je
implementována v souboru documents.php s využitím tříd Document, DocumentCategory,
DocumentType a dalších. V této podkapitole budou popsány hlavní operace, které může
uživatel v aplikaci s dokumenty provádět, a způsob jejich implementace.
Práci s dokumenty můžeme rozdělit na dvě části:
1. Vkládání dokumentů
Je rozděleno do dvou kroků, kdy uživatel nejprve v prvním kroku zvolí typ doku-
mentu, který bude vkládat, a následně se mu zobrazí stránka, na které vyplní údaje
o dokumentu a vybere samotný PDF soubor, který bude do knihovny vložen.
Aplikace aktuálně umožňuje vkládat dokumenty následujících devíti typů: kniha, část
knihy, sborník, příspěvek ve sborníku, článek, bakalářská práce, diplomová práce,
dizertační práce a typ dokumentu s názvem „jinýÿ, který představuje všechny ostatní
dříve nespecifikované dokumenty. Tento výběr byl učiněn ve spolupráci s vedoucím
práce na základě předpokládané množiny dokumentů, pro které bude knihovna určena.
K jednotlivým typům dokumentů také přísluší jiná skupina povinných a volitelných
položek, které uživatel následně o dokumentu vyplňuje. Tyto skupiny položek byly
vytvořeny sjednocením povinných a volitelných položek u jednotlivých typů záznamů
BibTeXu a citační normy ČSN ISO 690, tak aby bylo možné vždy exportovat data
dokumentu, respektive vygenerovat citaci v souladu se standardem.
Není velkým problémem v budoucnu rozšířit aplikaci o podporu nových typů doku-
mentů. Problematičtější by bylo, kdyby v souvislosti s touto změnou nebo z jakého-
koliv jiného důvodu vznikl požadavek na přidání nové položky u dokumentu. Taková
změna by vyžadovala pochopitelně zásah do schématu databáze, nicméně i to je sa-
mozřejmě řešitelné.
Ihned po vložení nového dokumentu je spuštěna jeho indexace, která probíhá asyn-
chronně, takže uživatel nemusí čekat až je ukončena. Proces indexace je podrobně
popsán v následujícím textu v kapitole 5.3.1.
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Zabezpečení a přístupová práva k dokumentům a kategoriím byla implementována
tak, jak bylo popsáno v návrhu aplikace.
2. Čtení a procházení dokumentů
Aplikace umožňuje několik pohledů na dokumenty. Uživatel může procházet typy do-
kumentů, kategorie nebo autory a zobrazit si tak pouze dokumenty, které k nim jsou
přiřazeny. Další možností je použít filtr, ve kterém může uživatel nastavit až šest pa-
rametrů pro filtrování: autora(y), ISBN, vydavatelství, typ dokumentu a rok vydání.
Jsou mu pak zobrazeny jen dokumenty vyhovující všem zadaným kritériím (je mezi
nimi logická vazba AND). Poslední možností jak najít požadovaný dokument je použití
fulltextového vyhledávače (případně fulltextového vyhledávače ve spojení s filtrem),
jehož vývoj byl jedním z hlavních cílů této práce. Podrobněji je jeho implementace
popsána v následující kapitole.
Fulltextové vyhledávání neprobíhá pouze nad samotným obsahem dokumentů, je kom-
binací dvou vyhledávacích mechanizmů — vyhledávání v obsahu dokumentů, které
zajišťuje vyhledávací stroj popsaný v následující kapitole (nazval jsem jej FSEngine) a
vyhledávání v metadatech dokumentů (konkrétně je prohledáván název, klíčová slova
a abstrakt), které je implementováno pomocí databázového indexu a dotazů MATCH
AGAINST. Výsledky těchto vyhledávání jsou kombinovány dohromady. Každý do-
kument, který odpovídá vyhledávacímu dotazu je ohodnocen v rozmezí 0%-100%,
jednotlivé prohledávané části dokumentu mají v celkovém hodnocení následující váhy:
• Obsah — 70%
• Klíčová slova — 15%
• Název — 10%
• Abstrakt — 5%
Tyto váhy jsou definovány v hlavičkovém souboru aplikace (header.php), kde je
možné je jednoduše změnit.
Vyhledávání v metadatech dokumentu probíhá v boolském režimu, od databáze tak
dostáváme informaci o tom, kolik slov z vyhledávacího dotazu prohledávaný řetě-
zec obsahuje. Pro jednotlivé prohledávané části metadat dokumentů vypočítáváme
ohodnocení opět v rozsahu 0%-100% na základě počtu vyhledávaných slov a počtu
nalezených v té které části. Např. když je vyhledávací dotaz složen ze čtyř slov a
název dokumentu obsahuje jedno z nich, pak je ohodnocení na základě názvu 25%.
Stejně postupujeme i u klíčových slov a abstraktu. Odlišná situace je u obsahu doku-
mentu, výpočet hodnotící funkce bude popsán v kapitole 5.3.2. Pro výpočet výsledné
relevance pak dostáváme čtyři dílčí mezivýsledky, které vynásobíme odpovídajícími
vahami. Finální výpočet ilustruje následující vzorec:
R = 0.7 ·Ro + 0.15 ·Rk + 0.1 ·Rn + 0.05 ·Ra,
kde R je výsledné ohodnocení, Ro ohodnocení obsahu, Rk ohodnocení klíčových slov,
Rn ohodnocení názvu a Ra ohodnocení abstraktu.
Po nalezení požadovaného dokumentu se uživateli zobrazí jeho detail, kde jsou k
dipozici všechny informace o dokumentu a PDF soubor ke stažení. Je zde také citace
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dokumentu dle normy ČSN ISO 690 a exportovaná data ve formátu BibTeX. Další
citační styly a formáty není problém podle potřeby doimplementovat. Administrátor
a vlastník dokumentu mají na tomto místě možnost dokument smazat, upravit a mají
zde také k dipozici informaci o stavu a výsledku indexace (počet nalezených klíčových
slov a celkový počet jejich výskytů v dokumentu), případně mohou z tohoto místa
celý dokument reindexovat.
5.3 Fulltextový vyhledávací stroj
Klíčová funkce této práce byla implementována jako samostatný modul, který najdete v
podadresáři FSEngine. Tento modul byl navržen tak, aby jej bylo možné jednoduše použít
i v dalších projektech, stačí jen pomocí příkazu include načíst knihovnu vyhledávacího
stroje (FSEngine.php) a všechny funkce jsou pak k dispozici.
Skládá se celkem ze sedmi souborů:
• db settings.php — Soubor s parametry pro připojení k databázi.
• FSEDb.php — Třída implementující komunikaci s databází.
• FSEngine.php — Hlavičkový soubor modulu. Obsahuje nastavení modulu a společné
pomocné funkce.
• index.job.php — Část indexeru zajišťující asynchronní indexaci.
• Indexer.php — Třída implementující indexaci dokumentů.
• Searcher.php — Vyhledávací třída. Vrací pro dotaz seznam výsledků vyhledávání.
• stopwords.txt — Seznam stop slov.
Činnost stroje je klasicky rozdělena na dvě části — indexaci a vyhledávání v indexu.
Následuje popis implementace těchto částí.
5.3.1 Indexace
Před tím než je možné vyhledávat v nějakém textu musíme tento text nejprve indexovat,
aby následné vyhledávání bylo co nejefektivnější. Tuto činnost má za úkol tzv. indexer,
který v mém vyhledávacím stroji reprezentuje stejnojmenná třída.
Objekt třídy Indexer vytvoříme zavoláním konstruktoru s parametry: identifikátor do-
kumentu a cesta k dokumentu. Jako identifikátor je v případě PDF knihovny použito ID z
tabulky documents. S indexerem můžeme provádět několik operací:
• index() — Zahájí indexaci/reindexaci.
• delete() — Odstraní indexy zadaného dokumentu.
• getStats() — Vrátí statistiky indexace (počet nalezených klíčových slov a celkový
počet jejich výskytů v dokumentu)
• getStatus() — Vrací stav indexace (neindexováno, indexuje se, indexováno, chyba,
atd.)
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Z těchto čtyř operací si v následujícím textu popíšeme pouze tu nejdůležitější z nich a
sice indexaci.
Po ověření platnosti vstupních proměnných je zavolána funkce delete(), která odstraní
index dokumentu z databáze pokud byl již dokument indexován (a jedná se tedy o reinde-
xaci). Do databáze uloží informaci o dokumentu se stavem „indexuje seÿ. Následně je pomocí
rozhraní COM spuštěn skript index.job.php. Toto volání má za následek, že je požadovaný
skript spuštěn jako samostatný proces a jeho vykonávání neblokuje hlavní program. Tento
trochu komplikovaný postup bylo nutné zvolit, protože PHP nepodporuje paralelní zpraco-
vání a vytváření podprocesů. Je potřeba podotknout, že takovéto řešení funguje pouze na
systému Microsoft Windows (na kterém běží můj testovací server), na jiných systémech ale
existuje podobné řešení — voláním funkce exec s parametrem reprezentujícím příkaz pro
spuštění požadovaného skriptu a přesměrováním standardního výstupu do souboru nebo
do /dev/null.
Spuštěný skript pak provádí celou indexaci, zatímco neblokuje uživatele v další práci.
Indexace je relativně jednoduchý proces skládající se z následujících kroků:
1. Extrakce obsahu dokumentu — Je zavolán nástroj pdftotext, který vrací obsah PDF
dokumentu. Je zde také ošetřen stav, kdy se uživatel pokouší indexovat zamčený
dokument, v takovém případě indexace skončí ve stavu „chyba: nelze číst PDFÿ.
2. Hledání klíčových slov — Z textu dokumentu jsou odstraněny nealfanumerické znaky
a pomocí regulárního výrazu jsou hledána ta slova, která neobsahují číslice a počtem
znaků se vejdou do limitu pro délku klíčového slova, což je v základním nastavení
interval 〈2, 40〉 znaků. Tyto hodnoty lze podle potřeby opět změnit v hlavičkovém
souboru.
3. Metriky textu — Následně je vytvořeno pole klíčových slov, ke kterým se zjišťují dva
údaje — počet a pozice jejich výskytů v dokumentu.
4. Uložení výsledků — Posledním krokem je uložení tohoto pole do odpovídajících ta-
bulek v databázi.
5.3.2 Vyhledávání
K vyhledávání slouží objekt třídy Searcher, jehož konstruktor má pouze jediný parametr,
kterým je vyhledávaný dotaz. Tato třída, ve srovnání s indexerem, nabízí pouze jedinou
veřejnou operaci a to funkci search(), která začne vyhledávat v indexu dokumenty odpo-
vídající zadanému dotazu.
Princip činnosti vyhledávače a jeho ohodnocující funkce:
1. Hledání klíčových slov — V dotazu jsou hledána klíčová slova stejným způsobem jako
při indexaci. Jediný rozdíl je v tom, že si u jednotlivých klíčových slov vyhledávač
poznamenává, zda se jedná o stop slovo či nikoliv. Do seznamu stop slov jsem zahrnul
česká a anglická stop slova, zdrojem byly vyhledávače Zend Search Lucene a Sphider.
Jejich výčet byl zařazen jako přílohy B a C, které najdete v samotném závěru tohoto
dokumentu.
2. Hledání všech slov — V druhém kroku jsou z dotazu extrahována všechna slova. Tento
seznam následně poslouží pro zvýraznění slov v úryvku z textu dokumentu.
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3. Když dotaz obsahuje pouze jedno klíčové slovo.
V tomto případě je situace relativně jednoduchá. Nalezneme dokumenty, které ob-
sahují dané klíčové slovo na základě vazby v tabulce idx document keyword. Jako
podklad pro výpočet ohodnocení dokumentu máme k dipozici pouze počet výskytů
tohoto slova. Dokumentu s nejvyšším počtem výskytů přiřadíme ohodnocení 100%,
ostatní jsou pak ohodnoceny poměrně podle počtu výskytů.
Jako úryvek z textu hledáme takové místo, kde je největší počet výskytů klíčového
slova.
Celý tento proces bylo možné implementovat pomocí jednoho složeného databázového
dotazu.
4. Když dotaz obsahuje více klíčových slov.
U víceslovných dotazů jsem navrhl a implementoval ohodnocující funkci, která pra-
cuje na základě vzdálenosti jednotlivých klíčových slov v textu. Jedná se o obdobu
vektorového vyhledávacího modelu. Nejprve je každému klíčovému slovu z dotazu vy-
počtena jeho váha. Všechna slova, kromě stop slov, mají stejnou váhu. Stop slova
mají váhu třikrát nižší oproti ostatním. Součet všech vah musí dohromady být roven
jedné. Např. u dotazu složeného ze čtyř klíčových slov, který obsahuje jedno stop
slovo, bude váha stop slova 0.1, ostatní budou mít váhu shodně 0.3.
Pro všechny unikátní kombinace klíčových slov je databázovým dotazem zjištěno, ve
kterých dokumentech se vyskytují a jaká je jejich nejmenší vzdálenost (měřeno v počtu
slov) v každém z těchto dokumentů. Vzdálenosti jsou následně bodově ohodnoceny
podle tabulky 5.1. Pokud se slovo v dokumentu nevyskytuje obdrží nula bodů. Stop
slova nejsou do kombinací klíčových slov zahrnuta, jelikož se v dokumentech vyskytují
velmi často a zjišťování jejich vzdálenosti ve vztahu k ostatním klíčovým slovům by
bylo výpočetně náročné. Stop slovo tak automaticky obdrží sto bodů pokud se v
dokumentu vyskytuje.
Tabulka 5.1: Bodové ohodnocení vzdáleností slov.
Vzdálenost Body
1 100
2 90
3 80
4 75
5 70
6 65
7 60
8 55
9-10 50
11-15 45
16-20 40
21-30 30
31-40 20
41 a více 10
Výsledné ohodnocení celého dokumentu je pak vypočteno jako následující součet nad
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všemi klíčovými slovy: R =
∑
Vi · Bi, kde Vi je váha klíčového slova a Bi nejlepší
bodové ohodnocení daného slova.
Jako úryvek z textu je použita taková část, kde se na jednom místě vyskytuje nejvíce
klíčových slov z dotazu.
Příklad výpočtu ohodnocující funkce ilustruje obrázek 5.1, na kterém je zobrazen
dotaz se třemi klíčovými slovy, kde slovo A je stop slovem. Čísla vedle šipek jsou
nejmenší vzdálenosti jednotlivých slov mezi sebou. Výsledné ohodnocení takového
dokumentu vychází na 69,285%.
Obrázek 5.1: Výpočet ohodnocení u víceslovného dotazu.
5. Zaznamenání dotazu do logu.
Vyhledávací funkce vrací jako svůj výsledek pole, které obsahuje dotaz, klíčová slova v
dotazu, všechna slova v dotazu, pole s výsledky a strávený čas. Pole s výsledky je dvou-
rozměrné, obsahuje všechny vyhovující dokumenty a k nim výsledek ohodnocující funkce a
úryvek z textu.
5.4 Správa uživatelů
Uživatele v aplikaci spravuje administrátor, který vytváří nové uživatelské účty, upravuje
jejich údaje, vyhledává v databázi uživatelů atd. Je také možné uživatelský účet zablokovat
a následně opět aktivovat.
Jak již bylo napsáno v návrhu, aplikace má tři typy uživatelských rolí — čtenář, kni-
hovník a administrátor. První z nich je role nepřihlášeného uživatele, tzn. administrátor v
systému vytváří uživatelské účty pouze dvou typů. Při tvorbě nového účtu zadává adminis-
trátor pouze základní osobní údaje o novém uživateli, jeho uživatelské jméno a počáteční
heslo. Doplňující informace může pak již zadat sám uživatel při prvním přihlášení nebo
kdykoliv později. Z bezpečnostních důvodů jsou hesla v databázi uložena hashovaně.
Jako dvě doplňkové funkce ke správě uživatelů jsem implementoval i možnost poslat
uživatelům e-mailovou zprávu a generovat tiskové sestavy ve formátu PDF se seznamem,
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respektive s detailními informacemi o uživatelích. Tyto funkce jsou zde z hlediska budoucího
rozvoje aplikace, v následném vývoji pak bude např. velmi snadné přidat další tiskové
sestavy dle požadavků uživatelů, protože je pro to již připravena třída v aplikační vrstvě.
5.4.1 Ověření funkčnosti elektronické adresy
Vzhledem k tomu, že jedním z povinných údajů v uživatelském účtu je i e-mailová adresa,
bylo vhodné implementovat mechanizmus ověření pravosti a funkčnosti této adresy. I když
momentálně není elektronická adresa nikterak zásadní na fungování aplikace, je používána
pouze na zasílání zpráv uživatelům od administrátora, v budoucnu by mohla nastat situace,
kdy bude nutné mít informaci o pravosti e-mailové adresy, a proto jsem implementoval tuto
funkci již nyní.
Držel jsem se zavedených postupů, jak je známe z registrací na nejrůznějších serverech.
Po vytvoření nového uživatele, nebo po odblokování jeho účtu je uživatel „donucenÿ vyplnit
(příp. upravit) některé osobní údaje včetně e-mailové adresy před prvním přihlášením do
systému. Po ověření platnosti těchto dat, je na zadanou adresu odeslána testovací zpráva
s odkazem pro aktivaci účtu. Stejná procedura nastává i v situaci, když si uživatel svou
adresu změní. Dokud není účet aktivován, nemůže uživatel provádět žádné operace, kromě
změny e-mailu a znovuodeslání testovací zprávy.
5.5 Využití AJAXu
V poslední době velmi rozšířená technologie pro vývoj interaktivních webových aplikací.
Využívá asynchronní přenos dat mezi prohlížečem a webovým serverem pomocí objektu
v JavaScriptu zvaném XMLHttpRequest. Pro výměnu informací se serverem se nejčastěji
užívá formát zpráv XML, JSON, prostý text atd.
V této aplikaci jsem AJAX využil při implementaci našeptávače uživatelů a autorů
při práci s dokumenty. Není tak nutné přecházet na jiné stránky, kde by uživatel vybral
potřebné informace a opět se vrátil zpět. Našeptávač nabídne uživateli, po zadání jednoho
a více písmen, možnosti z databáze, ze kterých si uživatel může vybrat.
Na straně klienta běží pouze zobrazovací logika napsaná v JavaScriptu. Veškeré vy-
hledávací operace obstarává skript autoSuggest.php na straně serveru. Podle předaných
parametrů metodou GET hledá zadaná písmena buď v celém jméně uživatele, v jeho uživa-
telském jméně, případně ve jméně autora. Výsledek vyhledávání obsahuje pro přehlednost
maximálně 5 položek, které posílá zpět na klientskou stanici ve formátu XML. Tato data
už převezme a zobrazí klientský JavaScript, který čeká na odpověď serveru.
5.6 Použité externí knihovny a nástroje
Během implementace jsem využil několik externích knihoven a nástrojů. Jednalo se vždy o
doplňkové funkce, které mně usnadnily práci, nebo vylepšily a doplnily funkcionalitu pro
uživatele. Všechno to jsou doplňky s volně šiřitelným zdrojovým kódem. Originální balíky,
které jsem použil, jsou uloženy adresáři lib-source-install na přiloženém CD. Následuje
jejich výčet, krátký popis a odkazy na stránky jednotlivých projektů.
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5.6.1 AJAX Auto Suggest
Klientská část našeptávače, která zajišťuje pouze zobrazování našeptávaných výrazů. Veš-
kerá logika, která dodává našeptávači data ve formátu XML nebo JSON běží na straně
serveru.
Tento nástroj nejen že pěkně vypadá, ale také nabízí mnoho konfiguračních a skinovacích
možností. Lze jej ovládat jak pomocí myši, tak i pomocí šipek na klávesnici.
Viz http://www.brandspankingnew.net/archive/2007/02/ajax auto suggest v2.html.
5.6.2 FCKeditor
WYSIWYG editor pro webové stránky napsaný v jazyce JavaScript s integračními nástroji
pro různé další platformy (např. PHP). V PDF knihovně jej využívám jako vstupní prvek
pro texty poznámek a zpráv. Je možné definovat nejen vzhled, ale i soubor formátovacích
operací, které chceme uživateli poskytnout.
Stránky projektu jsou http://www.fckeditor.net.
5.6.3 FPDF
Třída napsaná v PHP pro snadné generování PDF dokumentů. Byla použita zatím jen okra-
jově pro tvorbu dvou tiskových sestav. Dalšího využití by se jí mohlo dostat v případném
dalším vývoji aplikace.
Více informací naleznete na adrese http://www.fpdf.org.
5.6.4 ISBN check
Jednoduchá třída určená pro ověření správnosti ISBN kódu. Podporuje tři formáty číselných
kódů: ISBN-10, ISBN-13 a univerzální obchodní kód GTIN-14. Verifikace správnosti kódu
probíhá při vkládání dokumentů do systému.
Domovská stránka projektu je http://www.phpclasses.org/isbncheck.
5.6.5 pdftotext
Nástroj příkazového řádku z balíku XPDF, který byl již představen v kapitole 3.4.1. Slouží
pro extrakci textu z PDF dokumentů. XPDF dále nabízí nástroje pro získání obrázků,
fontů nebo např. konverzi z PDF do formátu PostScript. Všechny nástroje z tohoto balíku
dodržují všechna zabezpečení PDF dokumentů, není tak možné získat data z dokumentů, u
kterých jejich autor zakázal kopírování textů, obrázků atd. Bylo by sice možné toto omezení
obejít snadným zásahem do zdrojových kódů, které jsou k dispozici, rozhodl jsem se však
respektovat přání autorů a použil jsem originální verzi.
Stránky projektu jsou http://www.foolabs.com/xpdf.
5.6.6 PHPMailer
Třída usnadňující práci s odesíláním elektronických zpráv z prostředí PHP. Její použití
bylo velmi jednoduché a velice usnadnilo implementaci mechanizmu ověření platnosti uži-
vatelovy elektronické adresy a odesílání administrátorských zpráv uživatelům. Ve druhém
případě bylo bezproblémově použito i odesílání příloh, což není v čistém PHP až tak triviální
záležitostí.
Podrobnější informace získáte na stránkách projektu http://phpmailer.worxware.com.
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Kapitola 6
Porovnání aplikace
Po implementaci a testování výsledné aplikace jsem provedl její srovnání s konkurenčními
programy a nástroji, jehož průběh a hlavně výsledky jsou shrnuty v následující kapitole.
Porovnání jsem rozdělil na dvě části. V první z nich jsem srovnával implementované
funkce s funkcemi aplikací z přehledu v kapitole 2.3. Druhá část se zabývá metrikami full-
textového vyhledávače a porovnáním výsledků vyhledávání v testovacích dokumentech s
vyhledávačem Sphider.
6.1 Srovnání s dostupnými nástroji
Na samotném začátku tohoto diplomového projektu jsem jako jednu z prvních věcí provedl
průzkum trhu. Hlavním motivem bylo zjistit, zda už není k dispozici program, který by
splňoval požadavky na výslednou aplikaci, nebo se jim alespoň blížil. Mezi volně dostupným
softwarem jsem žádný vhodný nenašel. Použitelné by byly jen některé komerční produkty,
ale i ty nebyly většinou úplně ideální, nejednalo se totiž o webové nýbrž stolní aplikace.
U zdarma šířených programů byl vždy problém v tom, že umožňovali spravovat pouze
evidenci citací dokumentů. Do jejich databází lze vkládat pouze informace o jednotlivých
dokumentech, jejich obsah už ale nikoliv. Je tak sice možné mít v databázi informace o
různých dílech, elektronických i tištěných, vyhledávat v těchto datech, generovat jejich
citace atd. Není už ale možné vyhledávat dokumenty podle jejich obsahu.
Hlavním rozdílem PDF knihovny oproti těmto programům je fakt, že nejen spravuje
citace ale i samotné dokumenty. Je tak naplněn jeden ze základních požadavků na tuto
aplikaci, kterým bylo vytvořit program, který by zpřehlednil a sjednotil množství PDF
dokumentů, které by jinak byly uloženy na různých počítačích a výměnných médiích. V
takovémto uspořádání by bylo velmi obtížné najít požadovaný dokument, snadno by se
mohlo i stát, že jsou některé z nich ztraceny ať už chybou člověka, který je někam založí,
nebo chybou hardwaru, na kterém jsou uloženy. PDF knihovna tak centralizuje správu
dokumentů na jedno místo, které je možné snadno zálohovat a vyhnout se tak nepříjemné
ztrátě dat.
Na druhou stranu programy, které jsem měl možnost vyzkoušet, jsou vyvíjeny už řadu
let, takže nabízejí uživatelům podporu větší množiny exportních formátů, citačních norem
a další doplňkové funkce specifické pro okruh jejich uživatelů.
Ve srovnání s placenými programy PDF knihovna pochopitelně zaostává zejména co týče
nabídky funkcí a integrace do kancelářských balíků, internetových prohlížečů atd. Avšak
jejím trumfem je zejména nulová cena a jednoduchost ovládání klíčových operací. Samotný
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fakt, že komerční produkty jsou povětšinou stolní aplikace, byť s centrální databází v síti, z
nich v některých případech dělá velmi drahý nástroj zejména v menších organizacích, které
musí platit za licenci na každý počítač.
6.2 Testy fulltextového vyhledávání
Pro ověření správnosti fungování vyhledávače jsem navrhl tři druhy testů, s jejichž pomocí
jsem provedl porovnání výsledků s vyhledávačem Sphider. Původně jsem měl v úmyslu po-
rovnávat také s programem EndNote, který jako jediný z dříve popsaných správců referencí
podporuje fulltextové vyhledávání v PDF souborech, avšak jedná se o placený program a
v jeho zkušební verzi je pouze omezené množství funkcí a fulltextové vyhledávání chybí.
Zkoušel jsem různé vyhledávací dotazy nad šesti testovacími dokumenty, které najdete
na přiloženém CD v adresáři testovací dokumenty. Jedná se o tři české a tři anglické
texty. Následuje popis jednotlivých testů a jejich výsledků.
1. Jednoslovné dotazy
U tohoto testu se podle mého očekávání nekonalo žádné překvapení. Zkoušel jsem
různé jednoslovné dotazy a porovnával počet a pořadí získaných výsledků.
Sphider se u tohoto typu dotazů chová naprosto stejně jako můj vyhledávací stroj. Řídí
se počtem výskytů hledaného slova v dokumentech, relevance nalezených dokumentů
tomu pak přesně odpovídá.
Nenarazil jsem na žádnou odchylku ve výsledcích obou vyhledávačů až na to, že
Sphider ve výchozím nastavení indexuje tří a více písmenná slova, zatímco mnou
implementovaný indexer už i slova dvoupísmenná. Což je ale pouze otázka nastavení.
2. Víceslovné dotazy
Přístupů k vyhledání víceslovných dotazů je výrazně více než u jednoslovných. Ani
jsem tedy neočekával shodné výsledky, tak jak tomu bylo u předchozího testu. Tes-
tování probíhalo na základě několika dvou, tří a čtyřslovných dotazů, u kterých jsem
zkoušel různé kombinace slov z testovacích dokumentů.
Výsledky byly až překvapivě odlišné. Postupně jsem zjistil, že Sphider vyhledává
pouze na základě boolského vyhledávacího modelu. Což znamená, že za relevantní
dokumenty považuje pouze ty, ve kterých se vyskytují všechna vyhledávaná slova.
Ohodnocení relevance dokumentů je pak 0% nebo 100%.
Naproti tomu vyhledávač v PDF knihovně vyhledává podle vektorového modelu, který
má vyšší rozhodovací schopnost než jen 0 a 100. Považuje za relevantní i ty dokumenty,
které neobsahují celý hledaný výraz, ale pouze jeho část. Takové dokumenty mají sice
nižší ohodnocení, ale i tak mohou být tyto výsledky pro uživatele užitečné.
3. Dotazy se stop slovy
Poslední test měl za úkol zjistit a porovnat způsob jakým jednotlivé vyhledávací stroje
zacházejí se stop slovy.
Mnou implementovaný vyhledávač indexuje i vyhledává stop slova. Ve vyhledávacích
dotazech je jim nicméně přiřazena nižší váha a tím pádem příliš nezkreslují výslednou
relevanci dokumentu. Zatímco Sphider stop slova během vyhledávání úplně ignoruje.
Po nahlédnutí do jeho databáze jsem zjistil, že je sice indexuje, ale ve vyhledávacích
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dotazech jsou vynechána. Uživateli je pouze zobrazena zpráva, že jeho dotaz obsahoval
„následující obecná slova, která byla během vyhledávání vynechánaÿ.
Každý vyhledávací stroj používá jiný typ ohodnocující funkce, pomocí které se vy-
počítává relevance dokumentů k vyhledávacím dotazům. Nedá se jednoznačně určit, která
metoda je správná a která špatná. Každý přístup dává jiné výsledky a je v některých ohle-
dech lepší a v jiných opět horší. Vždy také záleží na cílových uživatelích vyhledávače, ne
všem vyhovuje stejný způsob vyhledávání a záleží také na tom, na co jsou zvyklí a jaké
výsledky očekávají. Najdou se jistě i tací, kteří preferují zadávání dotazů s využitím boo-
lovských operátorů OR, AND, NOT, což je funkcionalita, kterou jsem se rozhodl ve svém
vyhledávacím stroji vynechat.
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Kapitola 7
Možná rozšíření
Implementace aplikace jako je tato může být v zásadě nikdy nekončící proces. Vždy se
vyskytne něco, co je možné vylepšit nebo upravit, ať už se jedná o nápady autora nebo
zejména uživatelů aplikace.
Během tvorby této diplomové práce mě napadala různá potencionální vylepšení a rozšíření
programu. Čerpal jsem inspiraci u podobných aplikací na trhu, z konzultací s vedoucím
práce nebo také během samotné implementace. Jak jsem již napsal některé z těchto nápadů
se již podařilo realizovat, ty ostatní, které nebyly důležité pro základní funkčnost aplikace
jsem z časových důvodů odložil. Ty, podle mě, nejzajímavější z nich krátce představím v
této kapitole.
7.1 Vylepšení vyhledávače
Je důležité, aby vyhledávací stroj „držel krokÿ se zbytkem aplikace. Pokud se budou např.
k dokumentům přidávat nové položky, u kterých by bylo vhodné fulltextově vyhledávat,
bude potřeba tuto funkcionalitu doprogramovat.
Podle mě je ale reálnější situace, kdy nastane potřeba, ať už v této nebo v jiné aplikaci,
indexovat a vyhledávat v dokumentech jiných formátů než je PDF. Napadají mě formáty
jako .doc, .docx, .odf, .ppt a další. V takovém případě je potřeba pouze upravit tu část
indexeru, která extrahuje čistý text ze souborů. U široce rozšířených souborových formátů
to není problém, protože pro ně existují extraktory textu, tak jako v případě PDF.
Z uživatelského úhlu pohledu by vyhledávání vylepšilo např. našeptávání vyhledávacích
frází, tak jak ho známe z předních internetových vyhledávačů. Nebo také vyhledávání podle
kořene slova (anglicky stemming), kdy při vyhledávání nehraje roli např. skloňování a časo-
vání u sloves. Pro angličtinu existuje několik dostupných řešení tohoto problému, v češtině
je situace komplikovanější, viděl jsem snad jen jeden návrh českého stemmeru. Předpoklá-
dám, že vzhledem ke komplikovanosti českého jazyka by to mohl být i vhodný námět na
další diplomovou nebo bakalářskou práci.
7.2 Hodnocení dokumentů
Podle toho pro jaký okruh uživatelů a s jakými dokumenty by byla aplikace provozována,
by mohlo být vhodné implementovat jako další rozšíření možnost hodnotit jednotlivé do-
kumenty. Napadá mě jednak něco na způsob známkování, tak jako ve škole, ale také by
44
uživatelé mohli vkládat textová hodnocení, případně by zde mohla být diskuze, kde by se
třeba polemizovalo nad obsahem dokumentu.
7.3 Export dat
U exportu dat a také formátování citací je rozhodující zejména množina podporovaných
formátů a stylů. V současné době jsou implementovány jen ty základní z nich. Není problém
přidat v zásadě jakýkoliv další, v tomto bodě jsou zásadní hlavně požadavky a potřeby
uživatelů.
Určitě by bylo vhodné doprogramovat funkcionalitu, která by umožnila hromadný ex-
port dat. Představoval bych si to asi tak, že na stránce s výpisem dokumentů nebo výsledků
vyhledávání by bylo možné jednotlivé dokumenty označit a vložit do něčeho podobného vir-
tuálnímu košíku v elektronických obchodech. Obsah „košíkuÿ by pak bylo možné exportovat
podle potřeb uživatele.
Velmi zajímavá byla také jedna z funkcí programu Wikindx, který jsem popisoval v
kapitole 2.3.5. Ten umožňuje uživateli ve WYSIWYG editoru definovat svůj vlastní citační
styl, možná by byla podobná funkce zajímavá i pro uživatele PDF knihovny.
7.4 Hlídací pes
Jako poslední možnost rozšíření, kterou zde uvádím, je funkce, kterou jsem nazval hlídací
pes. Uživatel by si pomocí ní mohl definovat své oblíbené autory, kategorie, typy doku-
mentů atd. Pokud by byla některá z uvedených podmínka splněna u nového dokumentu
v databázi, tomuto uživateli by bylo zasláno upozornění o zařazení, pro něj zajímavé, no-
vinky do databáze. Druhou variantou by bylo, že místo stručného upozornění by mu byly
poslány veškeré informace o novém dokumentu včetně samotného PDF souboru (pokud by
to umožňovala autorská práva).
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Kapitola 8
Závěr
Cílem tohoto diplomového projektu bylo navrhnout a implementovat webovou aplikaci pro
fulltextové vyhledávání nad PDF dokumenty. Z tohoto relativně obecného základního poža-
davku se vyvinula aplikace, kterou jsem nazval PDF knihovna, a která v sobě kombinuje
funkce známé především ze správců referencí s fulltextovým vyhledáváním v obsahu do-
kumentů. S potěšením mohu konstatovat, že všechny vytyčené cíle se následně podařilo
úspěšně realizovat.
Výsledná aplikace podporuje exporty do zvolených citačních formátů a stylů, které byly
představeny v druhé kapitole, aby byla usnadněna práce těm uživatelům, kteří používají
více programů pro správu citací nebo se odkazují ve svých pracích na některý z dokumentů
v databázi.
Ve třetí kapitole byl popsán hlavně princip vyhledávání ve strukturách, těchto zna-
lostí bylo následně využito při návrhu a zejména implementaci fulltextového vyhledávacího
stroje. Pro extrakci prostého textu z PDF souborů byl v podkapitole 3.4.1 vybrán nástroj
pdftotext z balíku nástrojů pro práci s dokumenty formátu PDF nazvaném XPDF.
V závěrečné části třetí kapitoly byla diskutována myšlenka využití některého volně do-
stupného indexeru při vývoji vyhledávacího stroje. Od tohoto konceptu jsem následně upus-
til a navrhl zcela nový vyhledávač včetně vlastního indexeru. Důvody tohoto rozhodnutí
jsou blíže rozebrány ve čtvrté kapitole, která se dále také zabývá kompletním návrhem celé
aplikace.
Pátá kapitola shrnula implementaci význačných funkcí aplikace. Kromě nejdůležitějších
částí aplikace a popisu funkce fulltextového vyhledávače jsem zde nezacházel do přílišných
detailů, ty si může čtenář nastudovat přímo ze zdrojových souborů na přiloženém CD. Kód
programu jsem se snažil přehledně formátovat a komentovat tak, aby se v něm dalo co
nejlépe orientovat.
Provedl jsem také srovnání s programy s podobným zaměřením, které byly blíže před-
staveny v kapitole 2.3. Navrhl jsem metriky pro posouzení relevance výsledků fulltextového
vyhledávače a porovnal jsem výsledky vyhledávání s výsledky vyhledávače Sphider. Bližší
popis těchto testů a srovnání naleznete v šesté kapitole.
V předposlední kapitole byl nastíněn další možný vývoj aplikace. Jsou zde stručně rozve-
deny některé nápady na další funkce aplikace. U jednotlivých návrhů je zde také diskutována
náročnost na jejich implementaci a integraci do stávající verze.
Instalace aplikace není nikterak náročná, postup instalace a veškeré zdrojové kódy a
použité knihovny naleznete na přiloženém CD. V souboru readme.txt jsou kromě popisu
instalace uvedeny také údaje pro přístup do testovací verze aplikace, která je volně dostupná
z internetu k vašemu vyzkoušení.
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Příloha A
Použité zkratky
AJAX - Asynchronous JavaScript And XML
APA - American Psychological Association
API - Application Programming Interface
BSD - Berkeley Software Distribution
CR - Carriage Return
GNU GPL - GNU General Public License
HTML - HyperText Markup Language
ISO - International Organization for Standardization
JSON - JavaScript Object Notation
LF - Line Feed
MARC - MAchine-Readable Cataloging
MLA - Modern Language Association of America
MODS - Metadata Object Description Schema
MVC - Model View Controller
ODBC - Open DataBase Connectivity
PDF - Portable Document Format
PHP - PHP: Hypertext Preprocessor (původně Personal Home Page)
RIS - Research Information Systems, Inc.
RTF - Rich Text Format
SQL - Structured Query Language
VLB - Variable Length Byte string
WYSIWYG - What You See Is What You Get
XML - eXtensible Markup Language
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Příloha B
Česká stop slova
a
aby
aj
ale
ani
asi
atd
atp
až
bez
bude
budeme
budeš
by
byl
byla
byli
bylo
co
což
či
do
ho
i
já
jak
jakmile
jako
jakož
je
jeho
jehož
jej
její
jejich
jelikož
jemu
jen
ještě
jež
ji
jí
jiné
již
jíž
jsem
jsme
jsou
jste
k
kam
kde
kdo
když
ke
která
které
kterou
který
kteří
má
máte
mě
mezi
mi
mít
mne
mu
můj
může
my
na
načež
nad
nám
nás
naši
nebo
nejsou
němu
němuž
není
než
ní
nic
ním
o
od
on
ona
oni
ono
ony
pak
po
pod
podle
pokud
pouze
pravé
pro
proč
proto
protože
první
před
přes
při
přičemž
re
s
se
si
své
svých
svým
svými
ta
tak
také
takže
tato
tedy
těm
těmu
ten
tento
tím
tímto
to
tohle
toho
tohoto
tom
tomto
tomu
tomuto
tu
tuto
ty
tyto
u
už
v
vám
vás
vaše
ve
více
však
vy
z
za
zda
zde
ze
zpět
že
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Příloha C
Anglická stop slova
a
about
after
ago
all
am
an
and
any
are
aren’t
as
at
be
but
by
for
from
get
go
how
if
in
into
is
isn’t
it
its
me
more
most
must
my
new
news
no
none
not
nothing
of
off
often
old
on
once
only
or
other
our
ours
out
over
page
she
should
small
so
some
than
thank
that
the
their
theirs
them
then
there
these
they
this
those
thus
time
times
to
too
true
under
until
up
upon
use
users
version
very
via
want
was
way
we
web
were
what
when
where
which
who
whom
whose
why
wide
will
with
within
without
would
yes
yet
you
your
yours
52
Příloha D
Obsah přiloženého CD
Přiložené CD obsahuje zdrojové kódy aplikace, tento text ve formátu PDF a LATEXa také
použité externí knihovny. Má následující adresářovou strukturu (zjednodušeno):
• pdfknihovna\
– classes\
∗ Zdrojové soubory tříd aplikační a datové logiky.
– db\
∗ install.sql — Skript pro vytvoření databázových tabulek.
– FSEngine\
∗ stopwords.txt — Seznam stop slov.
∗ Zdrojové soubory vyhledávacího stroje.
– gui\
∗ Prezentační logika aplikace.
– lib\
∗ SQL.php — Skript obsahující SQL dotazy.
∗ lib-source-install\— Externí knihovny a třídy v originálním „baleníÿ.
– Zdrojové soubory aplikační logiky.
• testovací dokumenty\
– Dokumenty použité při testech fulltextového vyhledávače.
• text\
– DIP xsvobo10.pdf — Text diplomové práce ve formátu PDF.
– sources\— Zdrojové soubory textu práce ve formátu LATEX.
• readme.txt
– Základní informace o aplikaci, instrukce pro instalaci, přístupové údaje do
testovací verze.
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