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IN THE CONTEXT OF SOFTWARE ENGINEERING 
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Abstract: In the area of Software Engineering, traceability is defined as the capability to track requirements, their 
evolution and transformation in different components related to engineering process, as well as the management 
of the relationships between those components. However the current state of the art in traceability does not keep 
in mind many of the elements that compose a product, specially those created before requirements arise, nor the 
appropriated use of traceability to manage the knowledge underlying in order to be handled by other 
organizational or engineering processes. In this work we describe the architecture of a reference model that 
establishes a set of definitions, processes and models which allow a proper management of traceability and 
further uses of it, in a wider context than the one related to software development. 
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Introduction 
The main goal in software traceability is to trace all the elements that can be considered relevant enough for the 
organization within a particular project or software product. Some classical examples of these elements are 
requirements, designs, source code or tests. However there is a number of information that is not considered 
carefully in current literature. Emails sent by stakeholders, minutes of meetings, project proposals or cost benefit 
analyses are documents that are also an essential part of a software product, retaining a great amount of 
knowledge that is required by organizations (e.g. in order to manage process improvement and capability 
determination [16]). 
The capability to establish and maintain relationships between elements contained in these and other documents 
is essential, no matter the typology or stage during the product life cycle in which they arise. Managing all sort of 
relationships between whatever elements is what we define as total traceability. Some authors have previously 
discussed this term [14], although they have covered only aspects related to the engineering process. 
In figure 1 below we illustrate the concept of total traceability that we try in our work. A software project does not 
start in the requirements engineering stage, as pointed by many authors [24],[29],[8],[20],[14]. Moreover, we 
should not consider requirements as the core in traceability, even when a wider perspective is considered, 
including information not directly related to engineering processes as described in [25]. 
We claim that software traceability should be focused in establishing relationships between the elements that 
compose the product, regardless of their type or stage in which they first appear. None of those elements should 
be considered the core or the start point in traceability. Only the specific purpose of the traceability itself, in a 
particular scenario, is to determine it. 
Traceability should conform to an open and decentralized network in which we could include any element of 
particular interest in a given scenario. 
Figure 1 shows a simplified hypothetic case, that we can easily find in the real world. The product life cycle starts 
when a user sends an email asking for some kind of software meeting some high level user requirements in order 
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to carry out with some tasks. After this email a project proposal or tender is prepared, covering those 
requirements, after a first approach to the problem. Later, a cost benefit analysis is developed, determining if it is 
viable to tackle the software. The solution to the problem of the user consists of developing specific software, 
carrying out a typical life cycle generating requirements specification, use cases definition, class diagrams and 
state charts, sequence diagrams and source code. In order to simplify the concept we avoided including a 
number of models and documents that can be considered, but in essence the main idea remains, all possible 
information, documents or models are candidates for tracing purpose. 
 
 
Figure 1 – Basic example on total traceability 
 
Let us now imagine that, after carrying out the cost benefit analysis, the project is not developed because of the 
lack of resources. Then, considering a historical approach to traceability, all those emails and documents are not 
traced, so it could be potentially impossible to retrieve all knowledge underlying together with their relationships. 
What if we tackle the problem, again, after some time? Or if, also later, we decide to take it up again, using 
COTS? As long as the organization did not get to requirements engineering stage, no information on the project 
is available. How could we evaluate a number of commercial products or components? We should start 
everything from a scratch. 
On the other hand, if we consider all these information, previous to requirements, we could trace our project 
proposal to the specifications given by vendors and take the project up again from the same point in which it was 
stopped. 
Some of the documentation we are talking about is considered in [15] as essential to software life cycle, however 
nor this organization has treated these aspects with such a purpose, even in the new [18] or previously deployed 
[17], in which traceability is not considered as the essential part it is to software development. 
May the reader appreciate that in some sense our work is not only related to software traceability, but also to 
knowledge management in the context of software development and maintenance, focusing traceability in the 
knowledge that documents, models or their relationships may provide in terms of the knowledge life cycle 
described by Birkinshaw and Sheenan [4]. 
To avoid misunderstandings, in this paper we will describe element as any item, under configuration management 
within an organization, and which may be related, or even not, to a software product in any sense. Also we will 
describe trace as any kind of traceability link in the widest semantics of the term. 
In our work we considered the following hypotheses, which determine the context in which TRAMA is to be 
understood and that we discussed in [11]: 
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H1: The lowest level of granularity in traceability shall agree to the granularity established in Configuration 
Management. 
H2: It shall be established a common framework regarding Configuration Management and Traceability from an 
organizational point of view, considering needs and goals of the organization. 
H3: The products generated during the software life cycle can be modeled as structured and processable 
documents. 
H4: Those tools used during all product life cycle and related tasks allow to make information persistent, in 
processable and structured formats, such as XML technology. In other case, such formats can be obtained 
through exports or digital processing. 
Traceability Management Architecture 
The basic components of the proposed architecture for traceability management systems are to support a set of 
operations that we shall enumerate below. We distinguish four main components: documentation and traceability 
data model support, traceability management, information retrieval and interfaces to external tools. 
The data models define structures that allow making persistent all that information required to trace elements and 
managing traceability. 
The traceability management component supports the basic operations allowed within traceability, using the data 
in the data models. 
Information retrieval provides the capability to search and locate the information, as well as to infer new 
relationships and generate candidate lists. 
Interfaces to external tools allow integrating the traceability management system to other applications used within 
the organization in order to automate the different tasks related, closely or not, to software projects. 
In figure 2 below the different components of which TRAMA is composed, and some relationships to software life 
cycle processes [15], are shown. 
 
Figure 2 – Basic architecture for a traceability management system 
Regarding data models we suggest to implement two different components, establishing proper relationships 
between them. 
Documentation model is in charge of storing all information related to configuration items (e.g. projects, 
documents, sections of documents). Traceability model supports the storage of the traces established between 
configuration items. 
Separating each model provides the capability of integrating configuration management systems from third 
parties. The purpose is to manage separately the information managed by external tools from the information 
managed by the traceability management system, which is the system our work is focused on. 
Advanced Studies in Software and Knowledge Engineering 
 
 
20
In our implementation documentation model takes into account, amongst others, the following configuration 
items: 
• Projects and project stages, as well as staff assigned to the different tasks. These data retain information 
about planning, allowing to generate project tracking reports. 
• Documents and sections of documents represent a model of the documentation of a project and the structure 
of documents. 
• Software artifacts, such as requirements and design, coding and testing artifacts represent the deliverables 
from engineering tasks in the software life cycle. 
• Deliverable templates related to each task in a project support quality assurance and project tracking reports. 
• Stakeholders involved in tasks and documents that shall receive the deliverables. 
Meanwhile, the traceability model is in charge of storing the traces that establish the relationships between 
configuration items. A partial list of traces is described below. 
• Dependency traces model the relationship between configuration items, where a configuration item is 
dependent on other. We provide a number of semantics for dependency (e.g. parent to child, aggregation, 
complement) as well as degrees for the dependency (e.g. full, partial). 
• Document and section traces establish the contents of documents and their structure. Contents are always 
configuration items (e.g. software artifacts, text, figures). 
• Rationale traces allow attaching an explanation to a configuration item. 
• Output traces establish relationships between tasks and document templates. 
• Drive, Implementation, Test and Verification traces allow attaching different software artifacts to other. Usually 
these traces are useful to generate quality assurance reports, as well as to support Change Management. 
The information retrieval component is responsible of locating configuration items that match the criteria given by 
a user search. User search are defined as patterns that depend on the search type. We provide the following 
search types to support different goals: 
• Locate individual configuration items matching a pattern, such a rationale, content or name. 
• Locate configuration items involved in traces to a given configuration item. 
• Locate configuration items involved in a specific kind of trace to a given configuration item. This is particularly 
useful to calculate impact trees derived from a change (i.e. to support change management). 
• Locate software artifacts that satisfy a set of requirements. This feature has been introduced to support 
software reuse. 
It is also feasible to infer knowledge from the information provided by traces. The main goal is to find new traces 
between configuration items, in order to reduce the effort of software engineers while carrying out traceability 
tasks. This feature is also important to find incongruence in the models of a given project, and to locate 
traceability lacks, as well as to support quality assurance tasks. These are the reasons why we defined two 
different components, Inference Engine and Search Engine. 
Traceability Management component is in charge of carrying out the functionalities defined in the reference 
model, excepting information retrieval and interoperability. Some of these functionalities are: 
• Create and delete repositories 
• Create and delete projects 
• Replicate elements and reuse assets 
• Create, alter and delete traces 
• Create, alter and delete documents and sections 
Interoperability component supports the operations which allow integrating the traceability management system to 
external tools (e.g. CASE, configuration management or documentation tools). Information exchange is based on 
import and export features through XML and XMI files. An improvement of the features in which we are working 
on is to create web services. Web services could make feasible to share information in different tools in soft 
real time.  
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Related Work 
Traceability usefulness, in the area of Software Engineering, has been demonstrated by most related literature. 
Processes such as change management obtain substantial benefits from traceability [10],[6]. Traceability links 
allow establishing relationships between different items, or knowledge assets, and they are of interest for the 
organizations [26]. The capability to reuse software assets, such as documents, models or code, is also a 
question closely related to traceability [7], as well as domain and product analysis [8]. 
However a high effort and cost is inherent to traceability management, as described in [9], and new perspectives 
on which elements are more relevant or require more detailed attention, in order to lower the effective costs are 
arising, such as the Value Based Software Engineering [5]. 
The most popular choice when automating traceability consists of the development of systems and frameworks 
stating clearly the information related to traceability links, and the way to implement them in a standardized 
manner, instead of depending on specific features provided by vendors. 
Sherba et al. [28] provide a traceability management system consisting of the integration, through parsers, of 
different tools, sharing the project components and models in a common repository. The main problem is to 
maintain this duplicated and coupled structure. In [3] we can find some suggestions on how to avoid the problem, 
together with a compromise on the granularity or detail level required in this kind of systems. 
More efforts in this sense have conducted to establish standardized formats for documents and models, most of 
them based in the eXtensible Markup Language, such as XML Metadata Interchange [23]. 
In [19] a metamodel for traceability management and a set of processes related to software traceability, based in 
patterns, can be found. Alarcón et al. [1] describe a software engineering environment, considering an integrated 
traceability system, in which documents generated within the environment are stored in an XML compatible 
format. Also many efforts in introducing tags within the source code, to provide traceability, have been described 
in earlier years [12]. 
Alves-Foss et al. [2] suggest the use of XMI to represent UML designs, and JavaML for the source code. A set of 
DTDs and transformations make it feasible to translate the models into source code and vice versa. 
Another significant problem in traceability systems is to determine the proper information retrieval and processing. 
Huffman et al. [13] applied information retrieval techniques to create automated candidate traceability link lists. 
Marcus et al. [22] used latent semantic indexing to detect links between product documentation and source code, 
and Spanoudakis [29] established a set of heuristic rules to analyze links between different elements that resulted 
in patterns to determine which candidates where valid.  
Regarding elements and relationships, the best analysis we can find is that one by Ramesh and Jarke [25], in 
which we can find a complete classification on traceability links and the data that should be considered in 
reference models. Different classifications, which provide more information and types of links can be found in 
[21], with the goal of supporting conformance analysis and inconsistency finding. In [20] we can find a model to 
support traceability management for UML projects, including rationales and stakeholders, as well as many 
software artifacts. 
Tryggeseth and Nitro [30] classify the relationships in different categories keeping in mind a double structure 
related to application structure and documentation, while Riebisch [27] takes into account the link types 
depending on the structure of requirements documents. Von Knethen [31] establishes a difference between 
traces linking elements in the same abstraction level and those between elements in different abstraction level. 
Sherba et al. [28] describe some examples of links that are useful to determine some of the types of relationships 
between elements. 
Relating the knowledge that should underlie to each link, Ramesh and Jarke [25] suggest to consider six 
dimensions: What?, Who?, Where?, How?, Why? y When?. 
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Conclusions 
Introducing traceability as a part of the methodological definition of the development process could help in 
avoiding the historical problems of traceability application, marginally considered in the Software Engineering 
processes. The support to other organizational processes could result in decreasing the effective costs on 
applying traceability. The specification of ISO 24744 [18] could have been a nice chance to introduce traceability 
as an essential part during the definition of software development methodologies. Integrating traceability in such a 
standard, which considers all software process aspects, from documentation to tasks, as well as human 
resources involved, should have supposed a great step. 
If we expect to reach such an ambitious goal, it is necessary to track any knowledge asset. It supposes to 
include, under configuration management, any element that shall persist in time. Then, it becomes necessary to 
extend configuration management to all areas in the organization, not only to those related to engineering 
processes. In this sense it is essential to establish a common framework in the organization regarding 
configuration management and traceability, considering also the proper minimum granularity required. 
We also discussed how information contained in a traceability management system is not only useful for software 
processes, but also to other processes. Multiple uses of this information, especially through information retrieval 
and data mining, will result in long and short term benefits in organizations. In such case scenario it could be 
worthwhile to implement and introduce traceability management in the industry, as well as lowering the effort 
required to manage and maintain these kinds of repositories. 
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