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Resumen
Este Trabajo de Fin de Grado busca realizar el diseño y la implementación de una API
(Application Programming Interface) REST (REpresentational State Transfer) para llevar a cabo
la gestión de las pólizas de seguros contratadas por un cliente a través de una entidad bancaria.
El cliente final de este proyecto global es una entidad bancaria, que se dedicaba a la venta
de seguros de otras empresas y percibió en el sector asegurador una estrategia comercial para
aumentar su rentabilidad, creando así su propia filial de seguros. Esto ha provocado que la
gestión de la entidad sea más compleja, debido a que ahora tienen que controlar la parte
financiera y, adicionalmente, la aseguradora. Específicamente, este proyecto global tiene el
encargo de mantener y gestionar las pólizas de seguros anteriormente contratadas y también
las pólizas que se contraten a través de la nueva filial anteriormente comentada.
La entidad financiera encargó a varias empresas, entre ellas Odeene, el desarrollo de una
aplicación web para gestionar los seguros de la nueva filial. Una parte esencial de esta aplica-
ción global es la API REST que se presenta ahora, habiendo tenido la correspondiente relación
contractual con dicha empresa.
En el desarrollo global efectuado se pretende separar claramente (debido al conjunto de
empresas implicadas) el «frontend» (parte visual de la aplicación con la que finalmente inter-
actúa el usuario) del «backend» (parte de la aplicación que se encarga de la lógica de negocio);
de tal forma que el «frontend» pueda «consumir» la API con la finalidad de mejorar y faci-
litar su comunicación con el «backend». Más específicamente, la API REST considerada en
este Trabajo de Fin de Grado tiene como objetivo abordar lo siguiente: la gestión de pólizas
de seguros, de las operaciones realizadas sobre una póliza, de los productos contratados por
un cliente y, finalmente, de los diferentes trámites aplicables a los seguros de un cliente.
Abstract
This work focuses on designing and implementing a REST (REpresentational State Trans-
fer) API (Application Programming Interface) to manage the insurance policies hired by a
client through a bank entity.
The final client of this global project is a bank entity whichwas engage in insurance selling
of another companies and noticed in the insurance sector a commercial strategy to increase
their incomes, launching their own insurance subsidiary. This has made the management of
the entity more complex, since they now have to control the financial part and, additionally,
the insurance part. Specifically, this global project has the task of maintaining and managing
the insurance policies previously contracted and also the policies contracted through the new
subsidiary mentioned above.
The financial insitution commissioned several companies, including Odeene, to develop a
web application to manage the insurance policies of the new subsidiary. An essential part of
this global application is the REST API that now is presented, having had the corresponding
contractual relationship with this company.
Due to themany companies involved in the project, themain global development pretends
to clearly divide the frontend side (application’s visual side with which the user interacts) and
the backend side (application’s business logic side); so that the frontend side can consume the
REST API in order to improve and facilitate the communication with the backend side. In
more detail, the main goals of the REST API implemented in this work are the management
of: insurance policies, operations performed on a policy, products contracted by a client and
finally, the different inssurance procedures.
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En este primer capítulo de lamemoria se abordará, de forma breve, la historia de los segurosy la situación del sector asegurador. Adicionalmente, se detalla el motivo de por qué
las entidades financieras están relacionadas con las entidades aseguradoras. Se considerará
también la situación de la entidad financiera originadora de este proyecto global en el sector
de los seguros. Por último, se detallarán las herramientas empleadas en el desarrollo de este
Trabajo de Fin de Grado y el contenido del resto de la memoria.
1.1 Sector asegurador
Los antecedentes de los seguros fueron iniciados por los habitantes de la Antigua Babiloniaa través de los «contratos a la gruesa». Este tipo de contratos se realizaban entre los
dueños de los barcos y los banqueros, donde el propietario del barco tomaría prestados los
fondos necesarios para comprar carga y financiar el viaje. Si el barco se perdía durante el
viaje, el contrato se entendería como cancelado. Por el contrario, si llegaba a buen puerto, el
dueño del barco debería devolver la suma prestada más un premio estipulado por ella.
El primer contrato de seguros surgió en Génova en 1347 [1], cubriendo un viaje entre Gé-
nova y Mallorca. Es considerada la primera póliza de seguros debido a que en ese documento
se encuentran por primera vez todos los elementos que sirven actualmente como fundamento
para los contratos de seguros: el riesgo, su valoración a los efectos del pago de una prima
por su cobertura, el objeto sobre el cual recae la garantía y el tiempo de duración, entre mu-
chos otros. Como complemento a este seguro marítimo también surgió el seguro de vida, para
asegurar marinos, esclavos o pasajeros.
El seguro de coches tuvo que esperar más años hasta su nacimiento, concretamente hasta
1898 en Nueva York (Estados Unidos). La finalidad de esta póliza no era asegurar el choque
producido entre dos vehículos, sino cubrir accidentes provocados por la colisión del vehículo
contra un coche de caballos o contra un jinete, algo mucho más habitual en aquella época.
1
1.2. Entidades financieras en el sector asegurador
En cuanto al sector asegurador en España [2], tuvo su gran impulso en los años 80 cuando
ingresó en la Unión Europea. Hasta ese momento España era el país menos avanzado del
sector respecto al resto de Europa. Este avance se produjo gracias a tres pilares: la llegada de
empresas extranjeras, el aumento de la presencia de las sociedades anónimas y la fusión de
las aseguradoras con las entidades bancarias.
Actualmente en España [3], las compañías aseguradoras administran alrededor de un
cuarto de billón de euros. Además, el 94% de la población tiene contratado algún tipo de segu-
ro, siendo los más demandados el seguro de automóviles, hogar y finalmente, el de decesos.
Estas compañías proporcionan empleo directo a unas 48.000 personas, y a otras 100.000 de
manera indirecta. Generan tres veces más contrataciones indefinidas que el conjunto de la
economía y la tasa de temporalidad de este sector es diez veces más baja que la tasa gene-
ral. Se trata de un sector estratégico y altamente competitivo ya que, además de no consumir
recursos naturales, necesita personal cualificado.
Haciendo balance de la cantidad de dinero que administran y la cantidad de personas cuyo
empleo está relacionado con este sector, se puede deducir la gran importancia del sector de
los seguros para la economía española.
1.2 Entidades financieras en el sector asegurador
Durante el siglo XIX se estableció una relación muy estrecha entre las entidades financie-
ras y las aseguradoras. Los bancos participaban en el negocio de los seguros aportando parte
del capital en la constitución de las sociedades aseguradoras o socorriéndolas ante sus nece-
sidades de reservas o liquidez. Sin embargo, nunca participaban directamente en el negocio
de la venta de productos de seguros.
Esto cambió a finales del siglo XX [4], cuando el grado de integración de la banca en
el sector de los seguros siguió aumentando hasta producirse una participación activa de las
entidades financieras en el negocio asegurador. Los grandes bancos españoles establecieron
este tipo de relación con sus filiales aseguradoras consolidándose así la «banca mixta». Se
hizo habitual que los proyectos industriales fueran cofinanciados por las entidades bancarias
y coasegurados por las entidades aseguradoras, ya que las filiales industriales y asegurado-
ras convivían conjuntamente. Las entidades financieras buscaban aumentar su rentabilidad y
consiguieron su objetivo a través de este sector.
Actualmente, la relevancia que está teniendo la concesión de seguros en los bancos está
en aumento. Tanto es así, que las entidades bancarias acumulan más del 50% del beneficio de
toda la industria aseguradora, frente a las compañías dedicadas única y exclusivamente a la
venta de seguros, que tienen menos de la mitad del sector.
Esta nueva forma de comercializar implica una unión entre el sector financiero y el asegu-
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rador, desarrollando la actividad de vender seguros a través de las «ventanillas» de los bancos.
La cercanía que poseen los bancos con sus clientes es ideal para vender seguros, ya que los
bancos cuentan con una extensa red de sucursales, amplias bases de datos con clientes y una
imagen de confianza muy consolidada. Además, todas las operaciones que se realizan a la hora
de contratar un seguro se llevan a cabo en un banco.
La entidad bancaria que ha encomendado este proyecto se encargaba de vender los segu-
ros de otras entidades aseguradoras, obteniendo un porcentaje de ese beneficio. Esto cambió
cuando decidieron emprender y crear su propia filial de venta de seguros, para así diversificar
su fuente de ingresos aprovechando la vía financiera y aseguradora. Esta estrategia comercial
pretende proveer a sus clientes productos financieros competitivos acompañados de produc-
tos de seguros, accesibles y a un precio asequible, haciendo así que aumente la fidelidad de
los clientes por esta entidad bancaria.
A raíz de esta nueva filial aseguradora, les surgió la necesidad de mantener los seguros
que antiguamente se habían contratado, con otras entidades de seguros, y los suyos propios,
que empezarían a vender. Para llevar a cabo esta gestión optaron por una solución tecnoló-
gica: desarrollar una aplicación que controlase completamente ambas vertientes de seguros.
Específicamente, este Trabajo de Fin de Grado se centrará precisamente en la implementación
de una API REST para gestionar tanto las pólizas de seguros ya existentes como las propias
pólizas de seguros que se empiecen a contratar a través de dicha entidad bancaria.
1.3 Infraestructura software
La infraestructura hardware que se ha empleado en este Trabajo de Fin de Grado ha sido
proporcionada por la empresa Odeene, por lo que no se tuvo que tomar la decisión de escoger
ningún equipo. Adicionalmente, la entidad bancaria facilitó una máquina virtual con todos
los programas necesarios instalados y su configuración correspondiente.
A continuación se detallará la infraestructura software que se ha usado en el desarrollo de
este Trabajo de Fin de Grado, tanto las herramientas como las tecnologías empleadas. Todas
ellas han sido impuestas por la forma de trabajo de la empresa Odeene y la entidad bancaria.
1.3.1 C#
C# [5] es un lenguaje de programaciónmultiparadigma, orientado a objetos, con seguridad
de tipos y multiplataforma. Dicho lenguaje es utilizado para diseñar aplicaciones y ha sido
desarrollado y estandarizado por la empresa Microsoft como parte de su plataforma .NET. Ha




«RESTful API Modeling Language» (RAML) [6] es un lenguaje de modelado para definir
APIs RESTful con una sintaxis sencilla. Permite escribir el contrato de la API y todos sus
aspectos como, por ejemplo, definir los endpoints1, métodos, parámetros, respuestas, tipos
de medios y otros componentes HTTP básicos. Adicionalmente, puede usarse para generar
documentaciónmás amigable de cara a los consumidores de la API. Este lenguaje demodelado
se ha utilizado para definir el contrato de la API de este Trabajo de Fin de Grado.
1.3.3 JSON
«JavaScript Object Notation» (JSON) es un formato de texto sencillo, fácil de leer y escribir,
que almacena información estructurada. Se utiliza principalmente para transferir datos entre
un servidor y un cliente. En este Trabajo de Fin de Grado se ha utilizado JSON como formato
para enviar y recibir información desde la herramienta Postman.
1.3.4 .NET
.NET es un «framework» de Microsoft [7] que hace hincapié en la transparencia de redes,
con independencia de plataforma hardware y que permite un rápido desarrollo de aplica-
ciones. Proporciona un entorno de programación orientada a objetos coherente en el que el
código de los objetos se puede almacenar y ejecutar de forma local o remota.
1.3.5 Microsoft Visual Studio
Se ha utilizado Microsoft Visual Studio 2017 [8] como «Integrated Development Envi-
ronment» (IDE) ya que es compatible con el lenguaje de programación C#. Algunas de las
características que ofrece esta herramienta son:
• Un explorador de soluciones que ayuda a organizar el código al agrupar los archivos en
soluciones y proyectos.
• IntelliSense, que es una capa de inteligencia artificial que interpreta el código que se está
escribiendo y ofrece sugerencias con mejoras para completarlo.
• Realización rápida de mejoras de código gracias a las «bombillas», que sugieren accio-
nes como, por ejemplo, cambiar el nombre de una función o agregar un parámetro.
• CodeLens, que permite encontrar fácilmente información importante como, por ejem-
plo, los cambios realizados en el código, el impacto de dichos cambios y si el método se
sometió a pruebas unitarias.
1 Se refiere a las URLs de una API que se usarán para obtener los recursos.
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• Un compilador integrado que permite depurar el código línea a línea, pudiendo ins-
peccionar las variables a medida que se avanza gracias a los puntos de interrupción. Si
se ha detectado un cambio inesperado, se puede retroceder a cualquier línea de código
específica, sin tener que reiniciar la sesión o volver a crear el estado.
• Navegación por el conjunto de pruebas para poder analizar la cantidad de código que
se está probando y ver los resultados al instante.
• Compartición de código con otros usuarios mediante la integración de herramientas de
control de versiones como, por ejemplo, Git.
NuGet
NuGet [9] es una extensión de Microsoft Visual Studio que hace más fácil añadir, borrar
y actualizar las referencias a librerías y herramientas en proyectos Visual Studio que hacen
uso del framework .NET. Cuando se añade una librería o una herramienta, NuGet copia los
archivos a su solución y realiza automáticamente los cambios pertinentes en el proyecto como,
por ejemplo, añadir nuevas referencias y cambiar el archivo «app.config» o «web.config».
Cuando se elimina una biblioteca, NuGet elimina los archivos y revierte los cambios que hizo
en el proyecto.
De esta forma, NuGet permite de una manera sencilla y eficaz agregar características a
una aplicación existente, siempre y cuando estas características se encuentren integradas en
el repositorio de control de código fuente.
1.3.6 Postman
Postman [10] es una herramienta utilizada para las pruebas de la APIs REST. Permite crear
y enviar peticiones HTTP para validar el correcto funcionamiento de la API de una formamuy
sencilla. Esta herramienta ofrece un conjunto de utilidades adicionales como, por ejemplo,
generar colecciones de peticiones, definir variables y clasificarlas por entornos de trabajo,
automatizar pruebas, documentar las APIS, realizar una monitorización y crear equipos para
que trabajen de forma colaborativa.
1.3.7 SoapUI
SoapUI es una herramienta que permite la realización de pruebas a aplicaciones con ar-
quitectura orientada a servicios. En este Trabajo de Fin de Grado se ha usado para probar los
servicios de negocio, partiendo de un contrato con formato «Web Service Description Lan-
guage» (WSDL)2.
2 Es un formato XML (Extensible Markup Language) que se utiliza para describir servicios web (WS).
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1.3.8 Microsoft Team Foundation Server
Microsoft Team Foundation Server3 es un gestor de tareas que permite planificar y rea-
lizar un seguimiento del trabajo del proyecto. Ofrece un amplio conjunto de funcionalidades
como, por ejemplo, configurar adecuadamente los sprints, gestionar el trabajo pendiente del
equipo, actualizar el estado de una tarea mediante el panel principal, asignar prioridades a las
historias de usuario, permitir ver un gráfico evolutivo del sprints y realizar un seguimiento de
la capacidad del equipo. Esta herramienta ha sido seleccionada para su uso en el Trabajo de
Fin de Grado por ser compatible con la metodología ágil SCRUM.
1.3.9 Git
Git es un software de control de versiones distribuido que sirve para llevar un registro de
cambios del proyecto a través de un repositorio remoto. Con esta herramienta, si se produce
algún fallo en el proyecto, es sencillo reestablecer los cambios gracias a su registro de com-
mits4. Además, permite la creación de ramas en paralelo, de forma que se puede desarrollar
funcionalidades sin afectar a las demás. Esto hace que trabajar en equipo simultáneamente
sea más fácil. Para el desarrollo de este Trabajo de Fin de Grado se ha utilizado como flu-
jo de trabajo el modelo de creación de ramas, donde cada una está dedicada a un propósito
determinado, llamado «GitFlow».
GitFlow
GitFlow [11] es un modelo de ramificación aplicado a repositorios Git. Dicho modelo fue
acuñado en 2010 por Vincent Driessen en su artículo «A Successful Git Branching Model». Este
flujo de trabajo se apoya en dos «ramas principales», las cuales van a tener un tiempo de vida
infinito:
• «Master branch»: Es la rama que refleja el estado actual en producción del proyecto
y cualquier commit que se suba a esta rama debe estar preparado para ser subido a
producción.
• «Develop branch»: Rama que almacena los últimos cambios desarrollados para la pró-
xima versión del software.
Por otro lado, se encuentran las «ramas de apoyo», que ayudan a los desarrolladores a
trabajar en paralelo y a poder realizar un seguimiento coherente. Estas ramas tendrán una
vida finita y se dividen en:
3 Actualmente también llamado: «Azure DevOps Services».
4 Listado de los archivos guardados con la fecha en la que han sido modificados.
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• «Feature branch»: Se crean a partir de la rama «develop» y cada una de ellas sirve para
implementar una funcionalidad completa del software. Una vez terminadas, se incorpo-
ran otra vez a la rama «develop».
• «Release branch»: También se crean a partir de la rama «develop» y se utilizan para
preparar el siguiente código en producción. En estas ramas se corrigen los últimos fallos
y se hacen los últimos ajustes antes de pasar el código a producción. Una vez terminado,
se incorpora tanto en la rama «develop» como en la rama «master».
• «Hotfix branch»: Se crean a partir de la rama «master» y sirven para corregir errores en
el código en producción. Una vez corregidos, se incorpora tanto en la rama «develop»
como en la rama «master».
1.3.10 LATEX
LATEX es un sistema de composición de textos, orientado a la creación de documentos es-
critos que presenten una alta calidad tipográfica. Dicho sistema se ha usado para elaborar la
presente memoria.
1.3.11 Overleaf
Overleaf es un editor online colaborativo de LATEX con una interfaz multipanel. Se ha utili-
zado para el desarrollo de estamemoria ya que permite ver el documento formateadomediante
comandos LATEX y, a su derecha, el documento una vez compilado, sin necesidad de tener un
programa específico instalado.
1.4 Estructura de la memoria
En este primer capítulo se explicó la contextualización del proyecto y la infraestructura
software utilizada. La memoria restante se estructurará en ocho capítulos y una sección de
apéndices que incorpora una lista de acrónimos y la bibliografía.
• Capítulo 2: Consideraciones previas al desarrollo. Se plantea la motivación del
proyecto global, sus objetivos y los productos finales que se desean obtener. Adicional-
mente, se expone la metodología utilizada en este trabajo así como las consideraciones
de gestión.
• Capítulo 3: Conceptos técnicos previos. Se exponen de manera detallada los con-
ceptos y fundamentos teóricos en los que se basa el Trabajo de Fin de Grado, para así
poder entender correctamente su futuro desarrollo.
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• Capítulo 4: Primer incremento. Recoge la planificación del Trabajo de Fin de Grado,
el análisis, diseño, implementación y pruebas del primer incremento del mismo. En esta
iteración se ha abordado la gestión de las pólizas de un cliente.
• Capítulo 5: Segundo incremento. Abarca el seguimiento del primer incremento y el
análisis, diseño, implementación y pruebas del segundo incremento. En esta iteración
se ha abordado la gestión de las operaciones que se realizan sobre una póliza de seguros.
• Capítulo 6: Tercer incremento. Comprende el seguimiento del segundo incremento
y el análisis, diseño, implementación y pruebas del tercer incremento. En esta iteración
se ha abordado la gestión de los productos contratados por un cliente.
• Capítulo 7: Cuarto incremento. Recoge el seguimiento del tercer incremento y el
análisis, diseño, implementación y pruebas del cuarto y último incremento. En esta ite-
ración se ha abordado la gestión de los diferentes trámites que puede realizar un cliente.
• Capítulo 8: Cierre del proyecto. Contiene el seguimiento del cuarto y último incre-
mento y la consideración de los resultados finales relativos al esfuerzo, tiempo y coste
del Trabajo de Fin de Grado.
• Capítulo 9: Conclusiones y líneas futuras. Resume la situación final del trabajo
junto con sus respectivas conclusiones y lecciones aprendidas. Adicionalmente, incluye
las posibles líneas futuras del trabajo.
• Apéndice: En este apartado se recogen las siguientes secciones adicionales:
1. Material adicional: Se exponen dos tipos de autenticación adicionales de las APIs
REST y, finalmente, dos tablas que recogen los métodos de peticiones HTTP y los
códigos de estado para las respuestas HTTP.
2. Lista de acrónimos: Recoge los acrónimos utilizados en la redacción de la me-
moria.
3. Bibliografía: Se recogen los artículos, libros y documentación en los que se ha





En este segundo capítulo de la memoria se explicará la motivación de la realización de esteproyecto global. Adicionalmente, se detallarán cuáles son los objetivos perseguidos y
cuáles los productos finales que se desean obtener. Por otra parte, se hablará de las considera-
ciones metodológicas seguidas y, finalmente, las consideraciones de gestión que se han tenido
en cuenta para la planificación y evaluación de costes.
2.1 Motivación
Como se comentó anteriormente, en el capítulo 1.2, la entidad bancaria que ha encargado
este proyecto global vendía los seguros de otras entidades aseguradoras a través de sus ofici-
nas. Tras ver en el sector asegurador una nueva estrategia de negocio, decidieron empezar a
operar con su propia línea de seguros.
Lamotivación de este proyecto global surge de la necesidad de gestionar las nuevas pólizas
de seguros, propias de la entidad bancaria, y las ya existentes. De esta forma, se pretende
crear una plataforma única en el mercado, combinando la digitalización y la inteligencia de
datos y aportando una visión completa al cliente. El objetivo de esta plataforma es permitir
integrar todas las gestiones relacionadas con los seguros, adaptando el producto final a las
particularidades del asegurador.
En el desarrollo de dicho proyecto global han participado varias empresas, entre ellas
Odeene, siendo la responsable de diferentes partes de la plataforma. Una parte fundamental




Este Trabajo de Fin de Grado busca realizar el diseño y la implementación de la «Ap-
plication Programming Interface» (API) que gestionará las pólizas de seguros en la entidad
bancaria. Una póliza de seguros es un documento contractual, entre un cliente y una compañía
de seguros, en el cual se recogen todos los detalles que incluye dicho seguro. En este docu-
mento se establecen los derechos y obligaciones de ambas partes en relación con el seguro
contratado, así como las especificaciones y los límites de cada una de las coberturas conside-
radas en la póliza. Adicionalmente, se detalla la cuantía correspondiente que se debe abonar
por parte del cliente por las coberturas ofrecidas, también llamada prima del seguro.
El diseño y la implementación de la API considerada en este Trabajo de Fin de Grado per-
mitirá acceder a los datos de las pólizas de seguros contratadas por un cliente de una manera
rápida y sencilla. Se pretende así separar el «frontend» (parte visual de la aplicación con la
que finalmente interactúa el usuario) del «backend» (parte de la aplicación que se encarga de
la lógica de negocio) para que así el «frontend» pueda «consumir» la API con la finalidad de
mejorar y facilitar su comunicación con el «backend». Por otra parte, este Trabajo de Fin de
Grado se podrá «consumir» en un futuro por diferentes «clientes» gracias a su independencia
frente al lenguaje y a la plataforma a utilizar, ya que la adaptación a otro tipo de «consumidor»
no conllevará impacto sobre la API.
Dentro del objetivo general expuesto anteriormente destacan los siguientes requisitos más
concretos, que se presentan organizados por grupos lógicos:
• Gestión de las pólizas de un cliente
– Permitir consultar las pólizas formalizadas.
– Acceder a la información detallada de una póliza.
– Mostrar los recibos asociados al pago de la póliza.
– Consultar las partes intervinientes de la póliza.
– Acceder a las coberturas o prestaciones del seguro del cliente.
– Realizar la cancelación o baja de una póliza.
– Gestionar las «Coberturas On/Off», pudiendo activarlas o desactivarlas cuando el
cliente lo desee.
• Gestión de las operaciones a realizar sobre una póliza
– Consultar las operaciones que se pueden realizar sobre la póliza del cliente.
– Permitir realizar diferentes operaciones: modificar cualquier dato del cliente, ges-
tionar incidencias, incrementar la modalidad de la cobertura, incorporar nuevas
coberturas,…
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– Poder acceder al detalle de las operaciones realizadas.
• Gestión de los productos contratados por un cliente
– Permitir acceder a la información de los productos contratados.
– Consultar las modalidades permitidas de una cobertura.
• Gestión de diferentes trámites de un cliente
– Recomendar, según diferentes parámetros, un seguro específico.
– Permitir ver los presupuestos vinculados a un cliente.
– Acceder a las oportunidades generadas de intento de venta a un cliente.
– Generar documentos asociados al cliente.
2.3 Productos finales
Los productos a obtener y entregar tras la finalización del presente Trabajo de Fin de
Grado son los siguientes:
• La API REST probada, configurada y lista para integrar con los demás componentes de
la aplicación web implementados por los distintos equipos que participan en el proyecto
global.
• La colección Postman con todos los recursos en funcionamiento para que el equipo de
frontend pueda hacer uso de ella.
• El código de los recursos y la documentación técnica relativa incluyendo los documen-
tos de análisis y desarrollo elaborados durante el proceso de implementación.
2.4 Consideraciones metodológicas
En el momento de desarrollar un proyecto, la elección de una metodología se convierte en
una parte crucial e imprescindible ya que de ella depende la base fundamental para construir el
proyecto. El concepto de metodología se define como aquel elemento que indica qué técnicas
y métodos se usarán en cada fase del ciclo de vida de desarrollo del proyecto. Esta decisión
marcará, de principio a fin, las pautas esenciales para cumplir los objetivos establecidos en el
proyecto.
En el desarrollo de este Trabajo de Fin de Grado se ha optado por una metodología ágil
debido a las ventajas que se expondrán posteriormente. Las metodologías ágiles nacen como
una alternativa a las metodologías tradicionales, las cuales resultan ser demasiado rígidas y
pesadas. Algunos de los beneficios que presentan las metodologías ágiles son los siguientes:
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• El equipo trabaja más rápido gracias a la división del proyecto en etapas, permitiendo
que se centren en cada una de ellas individualmente.
• El desarrollo basado en iteraciones permite adaptarse al cambio de requisitos de una
forma más eficiente. Adicionalmente, la gestión de errores se controla también de una
forma más sencilla.
• Existe una mayor transparencia frente al cliente, ya que éste puede ver el resultado del
producto a medida que se avanza, pudiendo involucrarse durante todo el ciclo de vida.
De esta manera, se obtendrá un feedback desde las primeras versiones del producto.
• Al trabajar en iteraciones y con entregas continuas, los riesgos y los costes imprevistos
disminuyen ya que se pueden detectar en fases tempranas.
2.4.1 Modelo de desarrollo incremental
El modelo incremental es un modelo de desarrollo software en el cual un proyecto se
descompone en una serie de incrementos, cada uno de los cuales suministra una porción de
funcionalidad respecto de la totalidad de los requisitos del proyecto. A cada requisito se le
asigna una prioridad y se completa en una única iteración, de tal forma que son entregados
siguiendo un orden prioritario. En cada incremento se evoluciona el producto a partir de
los resultados obtenidos en las iteraciones anteriores, añadiéndole nuevas funcionalidades u
objetivos, que podrá ser parcialmente usable. Al finalizar el desarrollo se logra un producto
final completo resultado del conjunto de entregables previamente implementados.
En cada incremento de este Trabajo de Fin deGrado se abordaron las fases de planificación,
análisis, diseño, implementación y pruebas que se representan en la Figura 2.1 y se explican
brevemente a continuación:
Figura 2.1: Modelo de desarrollo incremental
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• Planificación: Esta ha sido la primera fase del Trabajo de Fin de Grado y ha sido lle-
vada a cabo por la empresa Odeene, estimando el esfuerzo, la duración y el coste total
del mismo. Dentro de cada incremento la alumna ha definido las diferentes «historias
de usuario» a abordar y ha estimado su duración y esfuerzo. Adicionalmente, en cada
incremento se ha realizado un seguimiento de esta planificación inicial. Para la realiza-
ción de dicha fase se ha hecho uso de la herramienta Team Foundation Server, explicada
en el apartado 1.3.8 del primer capítulo.
• Análisis: En esta fase la alumna ha definido una serie de «historias de usuario» por cada
incremento como análisis de la API REST, surgidas de los requisitos y funcionalidades
proporcionadas en la fase inicial por Odeene.
• Diseño: En esta fase se ha realizado el diseño del RAML, explicado en el apartado 1.3.2,
con los recursos de la API, tomando como base las «historias de usuario» definidas en
la etapa anterior.
• Implementación: En esta fase se ha realizado el desarrollo de los distintos recursos
diseñados en el punto anterior.
• Pruebas: En esta fase final se han realizado pruebas unitarias, pruebas de integración
(con las herramientas SoapUI y Postman) y de aceptación. Las primeras pruebas se han
llevado a cabo tras el desarrollo de cada recurso, mientras que las pruebas de integración
se han realizado una vez ha finalizado cada incremento con todas las demás empresas
involucradas en el proyecto global. Finalmente, las pruebas de aceptación se llevaron
a cabo a través de una reunión con todas los equipos del proyecto global y el usuario
final, donde este último ha probado el funcionamiento completo de la aplicación. Estas
últimas son las más importantes, por permitir asegurar que el usuario realmente está
conforme con el resultado de cada incremento.
2.4.2 Scrum
Un referente dentro de las metodologías ágiles es Scrum [12]. Se define como un marco
de trabajo por el cual se pueden abordar problemas adaptativos y complejos, a la vez que se
entregan productos con el máximo valor posible. Scrum es una metodología fácil de entender,
liviana pero difícil de dominar. Esto es debido a la dificultad que conlleva gestionar las rela-
ciones entre miembros del equipo, además de que éste no está acostumbrado generalmente a
ser responsable de su autoorganización y a decidir cómo se va a llevar a cabo los incrementos
del proyecto. Scrum se apoya en una serie de conceptos básicos: roles, eventos y artefactos;




Un equipo Scrum define unos roles, que permiten formar equipos autoorganizados, ha-
ciendo que elijan la mejor forma de llevar a cabo su trabajo. Estos equipos son también mul-
tifuncionales, es decir, poseen todas las competencias necesarias para llevar a cabo el trabajo
sin depender de otras personas que no son parte del equipo. Estos roles se dividen en:
• «Product Owner»: El Product Owner es el responsable de maximizar el valor del pro-
ducto y el trabajo del equipo de desarrollo. Es la única persona responsable de gestio-
nar el Product Backlog. Su función es expresar y priorizar claramente los elementos de
la pila, optimizando el trabajo en equipo y asegurándose de que se entienden al nivel
necesario. El Product Owner es solo una única persona y para que pueda hacer bien su
trabajo todo el equipo debe respetar sus decisiones.
• «Development Team»: Este equipo, formado idealmente por un grupo de entre cuatro
y nueve personas, consiste en los profesionales que realizan el trabajo de entregar un
incremento del producto terminado que potencialmente se pueda poner en producción
al final de cada sprint. La autoorganización, la multifuncionalidad y la compartición de
responsabilidades son las características principales de este equipo.
• «ScrumMaster»: El ScrumMaster es el responsable de asegurar que Scrum se entienda
y se adopte. Es un líder que está al servicio del equipo y ayuda a las personas externas a
éste a entender qué interacciones con el equipo pueden ser útiles o no. Es el encargado
de eliminar cualquier obstáculo que impida conseguir el objetivo y, además, ayuda al
Product Owner a gestionar el Product Backlog.
Eventos
En Scrum existen un conjunto de eventos predefinidos que tienen como fin crear regula-
ridad y minimizar la necesidad de realizar reuniones no definidas por la metodología. Estos
eventos tienen un periodo limitado de tiempo (time-box) y con una duración máxima. Se di-
viden en:
• «Sprint»: El corazón de Scrum es el sprint. Es un bloque de tiempo, cuya duración oscila
entre quince días y un mes, durante el cual se crea un incremento del producto usable.
Lo habitual es que todos los sprints tengan la misma duración a lo largo del desarrollo
del proyecto. Cada uno debe ponerse en marcha solo cuando el anterior ha finalizado. A
lo largo de este periodo no deben hacerse cambios que afecten al objetivo. Cada sprint
tiene una definición de lo que se construirá, un diseño y un plan flexible que guiará su
construcción, el trabajo del equipo y el producto resultante.
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• «Sprint Planning»: Esta reunión se realiza al inicio de cada sprint y tiene una duración
máxima de ocho horas. En ella se inspecciona y analiza el Product Backlog para deter-
minar el objetivo del sprint. Después, el equipo selecciona de esta pila los elementos en
los que va a trabajar sprint.
• «Daily Scrum»: Es una reunión diaria con un bloque de tiempo de quinceminutos don-
de el equipo de desarrollo sincroniza sus actividades y crea un plan para las siguientes
veinticuatro horas. Para reducir la complejidad, se realiza en el mismo sitio y a la misma
hora. En ella cada miembro del equipo responde a preguntas como:
– «¿Qué hiciste ayer?»
– «¿Qué vas a hacer hoy?»
– «¿Existe algún impedimento para llevar a cabo las tareas de hoy?»
• «Sprint Review»: Esta reunión se realiza al final de cada sprint y tiene una duración
máxima de cuatro horas para sprints de un mes. En ella se presenta el incremento de esa
fase y los resultados obtenidos. Se trata de una reunión más informal donde la presenta-
ción del incremento tiene como finalidad facilitar la retroalimentación de información
y fomentar la colaboración.
• «Sprint Retrospective»: Esta reunión se realiza después de la revisión del sprint y an-
tes del siguiente Sprint Planning. Es una oportunidad para que el equipo se inspeccione
a sí mismo haciendo un balance general e identifique posibles mejoras para abordar
durante el siguiente sprint. Tiene una duración máxima de tres horas para un sprint de
un mes.
Artefactos
Los artefactos de Scrum representan trabajo o valor en diversas formas que son útiles para
proporcionar transparencia y oportunidades para la inspección y adaptación. Estos artefactos
son:
• «Product Backlog»: Es una lista ordenada por prioridades de todo lo que podría ser
necesario en el producto y es la única fuente de requisitos para cualquier cambio a
realizarse en el producto. El responsable de gestionar esta lista es el Product Owner,
siendo su principal función la de priorizar aquellos elementos que tienen más valor en
cada fase y detallarlos de la mejor manera posible para que el equipo de desarrollo sea
capaz de valorarlos y ejecutarlos correctamente.
Una forma de representar los elementos que conforman el Product Backlog es mediante
«historias de usuario», que son una explicación general e informal de una funcionali-
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dad del software escrita desde la perspectiva del usuario final. Normalmente, siguen el
siguiente formato:
COMO SOY [rol] QUIERO [funcionalidad] PARA [beneficio]
• «Sprint Backlog»: Es el conjunto de elementos del Product Backlog seleccionados para
el sprint. Estos elementos normalmente se componen de tareas técnicas más pequeñas
que permiten conseguir un incremento de software terminado. El Sprint Backlog es una
predicción hecha por el equipo de desarrollo acerca de qué funcionalidad formará parte
del próximo incremento y del trabajo necesario para entregar esa funcionalidad en un
incremento «terminado».
• «Incremento»: Es la suma de todos los elementos del Product Backlog completados
durante un sprint y el valor de los incrementos de todos los sprints anteriores. El incre-
mento debe estar en condiciones de utilizarse sin importar si el Product Owner decide
liberarlo o no.
• «Sprint Burndown Charts»: Es un gráfico de trabajo pendiente a lo largo del tiempo
de desarrollo del producto. Muestra la velocidad a la que se están completando los obje-
tivos, requisitos o historias de usuarios, y permite deducir si el equipo podrá completar
el trabajo en el tiempo estimado o no.
Adaptación de Scrum al proyecto
Para el desarrollo de este Trabajo de Fin de Grado se ha decidido utilizar un enfoque
ágil frente a uno más tradicional debido a las ventajas comentadas en el apartado 2.4 del
capítulo. Al ser un proyecto realizado por una única persona, no se puede aplicar Scrum en
su totalidad; ya que, como se ha comentado anteriormente, Scrum está destinado a un equipo
multidisciplinado que realice los sprints demanera continua. Es por eso que para la realización
de este Trabajo de Fin de Grado se hará uso de una adaptación de Scrum individualizada, con
las siguientes limitaciones:
• Los sprints contarán con una duración de aproximadamente quince días laborables, con
el objetivo de conseguir resultados parcialmente usables con bastante frecuencia.
• Respecto a las «reuniones diarias», al ser un proyecto desarrollado por una sola persona,
carece de sentido realizarlas ya que no existe un equipo de desarrollo al que informar
sobre el estado diario del mismo. En su defecto, se irá informando periódicamente a
los directores del Trabajo de Fin de Grado, y la alumna realizará un autoanálisis diario
sobre el progreso del mismo.
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• Debido al carácter del proyecto, la representación de todos los roles de Scrum recaerá
sobre una única persona, la alumna Julia Álvarez Gurdiel. De igual manera, los directo-
res del Trabajo de Fin de Grado aportarán ayuda externa si hubiera algún impedimento,
supervisión constante y en ocasiones tomarán el rol de cliente.
• Las «historias de usuario» se estimarán en base a los criterios y a la experiencia de la de-
sarrolladora. Esta estimación se realizará a través de «puntos de historia», que consiste
en una representación abstracta del esfuerzo necesario para completar una historia de
usuario. Estos puntos deben representar todo lo que puede afectar a la hora de llevar
a cabo una «historia de usuario», por ejemplo, la cantidad de trabajo a realizar, ries-
gos, dificultades de diseño, incertidumbre y aspectos desconocidos. Para asignar estos
«puntos de historia» a las «historias de usuario», se realizará a través de la sucesión
de Fibonacci: 0, ½, 1, 2, 3, 5, 8, 13, 21. Para calcular dichos puntos se ha supuesto que 1
«punto de historia» equivale a 2 horas de esfuerzo. Idealmente, se estimarían en equipo,
pero para este caso concreto, será únicamente la alumna la que decida esta estimación.
2.5 Consideraciones de gestión
Una vez explicada la metodología que se ha seguido al desarrollar este Trabajo de Fin de
Grado, se pasará a explicar a continuación las consideraciones de gestión que se han tenido en
cuenta, tanto las consideraciones proporcionadas por la empresa Odeene como las realizadas
a lo largo del desarrollo.
2.5.1 Planificación y gestión de recursos
Para la realización de este Trabajo de Fin de Grado se ha tenido en cuenta la jornada y
el calendario laboral de la empresa Odeene. Ciñéndose a estas limitaciones, se ha seguido
una jornada de trabajo que abarca las 39 horas semanales. La alumna, como trabajadora de
Odeene, ha seguido este calendario de trabajo y esto se tuvo en cuenta a la hora de realizar la
planificación.
El conjunto del proyecto se dividió en dos fases:
1. Primera fase: Realización de un análisis de la especificación de requisitos. Esta fase
ha sido llevada a cabo por parte de la empresa Odeene como punto de partida para el
presente Trabajo de Fin de Grado.
2. Segunda fase: Realización de la API REST que constituye este Trabajo de Fin de Grado,
siguiendo las consideraciones metodológicas mencionadas en el apartado 2.4.2.
Esta segunda fase, a su vez, se ha dividido en cuatro incrementos que se expondrán en los
próximos capítulos. En primer lugar, el primer incremento abordará la gestión de las pólizas de
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seguros. En segundo lugar, en el segundo incremento se abordará la gestión de las operaciones
a realizar sobre una póliza. Por otra parte, en el tercer incremento se abordará la gestión de los
productos contratados y, finalmente, en el cuarto y último incremento se abordará la gestión
de los trámites de un cliente.
En el desarrollo de este Trabajo de Fin de Grado intervinieron diferentes perfiles. Entre
ellos se encuentran los siguientes: un analista, un diseñador, un desarrollador, un director de
proyecto, un jefe de proyecto y un representante de la entidad financiera. A continuación se
consideran brevemente dichos recursos:
• Director del proyecto: perfil representado por uno de los directores de este Trabajo
de Fin de Grado: Javier Andrade Garda.
• Jefe del proyecto: perfil representado por uno de los directores de este Trabajo de Fin
de Grado: Pedro Lorenzo Riveiros.
• Analista, diseñador y desarrollador: perfiles representados por la alumna Julia Ál-
varez Gurdiel, encargada del análisis, diseño, implementación y ejecución de pruebas
del proyecto.
2.5.2 Evaluación de costes
Para evaluar los costes de los recursos humanos utilizados en este Trabajo de Fin de Grado
se ha consultado el «Boletín Oficial del Estado» en el año 2018 [13], para mantener así los sala-
rios de la empresa Odeene de forma confidencial. A continuación se resumen las estimaciones
de coste por hora de los recursos humanos utilizados (Tabla 2.1):
Recurso Coste (€/hora)
Director de Proyecto Software 14,88
Jefe de Proyecto Software 14,88
Analista 13,99
Diseñador 13,69
Programador .NET Junior 8,81




En este tercer capítulo de la memoria se explicarán, de forma detallada, los conceptos téc-nicos necesarios para comprender el posterior desarrollo del proyecto. Se definirá el
concepto de API REST, el lenguaje de modelado RAML y todo lo relacionado con los recursos.
Por otra parte, se explicará el protocolo HTTP y, para terminar, se hablará de la seguridad en
una API.
3.1 API REST
REST son las siglas de REpresentational State Transfer, un estilo de arquitectura software
especialmente diseñado para sistemas hipermedia distribuidos. Fue originado en el año 2000
por Roy Fielding (uno de los principales autores de la especificación del protocolo HTTP)
en su tesis doctoral sobre la web [14], refiriéndose al conjunto de principios de arquitectura.
Actualmente, este término se usa para describir cualquier interfaz entre sistemas que utilice
el protocolo HTTP para obtener y generar datos en cualquier tipo de formato (XML, JSON,
CSV, texto plano, etc).
Este estilo de arquitectura consiste en:
• Arquitectura cliente-servidor: Separar lo que concierne a la interfaz de usuario del
almacenamiento de datos permitiendo que ambas partes puedan desarrollarse de ma-
nera independiente. Esto ayuda a mejorar la escalabilidad, ya que los componentes del
servidor se simplifican al no tener que implementar las funcionalidades que van asocia-
das a la interfaz de usuario.
• Protocolo cliente-servidor sin estado: Cada petición HTTP del cliente debe conte-
ner toda la información necesaria para que el servidor la comprenda. De esta forma, ni
el cliente ni el servidor necesitan recordar ningún estado de las comunicaciones entre
mensajes. Esto hace que la visibilidadmejore, ya que el servidor no necesita información
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adicional para comprender la naturaleza de la petición. Al no tener que almacenar los
estados entre las solicitudes, el servidor puede liberar recursos rápidamente, aumentan-
do la escalabilidad. Adicionalmente, hace que se aumente la eficiencia ya que es mucho
más sencillo recuperarse de fallos parciales.
• Almacenamiento en caché: Las respuestas a las peticiones se deben poder etiquetar
como «cacheable» o «no cacheable». De tal manera que si una respuesta es etiquetada co-
mo «cacheable» al cliente se le da permiso para, si más tarde vuelve a hacer una petición
similar, reutilizar la respuesta. Así se podrán evitar determinadas peticiones haciendo
que el rendimiento y la eficiencia se vean mejorados.
• Interfaz uniforme: Se trata de definir una interfaz genérica para administrar cada
interacción que se produzca entre el cliente y el servidor de manera uniforme. Cada
recurso de la API va a tener una dirección única llamada «Uniform Resource Identi-
fier» (URI). Esta característica es esencial para el diseño de las APIs y consta de cuatro
principios:
1. Identificación de recursos en las solicitudes: Los recursos se identifican de forma
única a través de una URI haciendo que estén conceptualmente separados de las
representaciones que se devuelven al cliente.
2. Manipulación de recursos: A través de la identificación de recursos comentada
anteriormente, la información que le llega al cliente será suficiente para poder
modificar o borrar el recurso.
3. Mensajes autodescriptivos: Cada mensaje que recibe el cliente incluye la informa-
ción suficiente para describir cómo procesarlo.
4. Principio «Hypermedia As The Engine Of Application State» (HATEOAS): Se de-
fine hipermedia como motor del estado de la aplicación. Es decir, cada vez que
se hace una petición al servidor y éste devuelve una respuesta, parte de la infor-
mación de esa respuesta contendrá los hipervínculos para poder navegar a otros
recursos del cliente.
• Sistema en capas: Se propone incluir varias capas para que operen juntas jerárquica-
mente de forma que ayude a obtener una aplicación más flexible y escalable. Con este
sistema se logra que los componentes de cada capa no puedan interactuar fuera de la
capa posterior, haciendo que la seguridad de la aplicación aumente.
Respecto al concepto de API (acrónimo del término inglés: Application Programming In-
terface) se trata de un conjunto de procedimientos y funciones que se utiliza para desarrollar
e integrar el software de las aplicaciones y permite que dos aplicaciones se comuniquen entre
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sí. Este tipo de interfaces facilita el trabajo a los desarrolladores y, además, permite ahorrar
tiempo y dinero. En la implementación y diseño de la API se tendrán en cuenta los siguientes
aspectos [15]:
• Independencia de la plataforma: Las aplicaciones cliente deben ser capaces de usar
la API que proporciona los recursos sin necesidad de saber cómo los datos o las opera-
ciones que se exponen se implementan físicamente.
• Evolución del servicio: El diseño de los recursos debe ser capaz de evolucionar y
agregar (o quitar) funcionalidad con independencia de las aplicaciones cliente. Las apli-
caciones cliente existentes deben ser capaces de continuar funcionando sin necesidad
de realizar ninguna modificación a pesar de que las características que proporcione el
recurso cambien. Además, como se comentó anteriormente, toda la funcionalidad de-
be poderse detectar para que las aplicaciones cliente la puedan usar completamente,
siguiendo el principio HATEOAS.
Las APIs REST se consideran «contratos», es decir, un documento que representa un
acuerdo entre el servicio y sus clientes. Si una de las partes envía una solicitud remota con
cierta estructura en particular, esa misma estructura determinará cómo responderá el softwa-
re de la otra parte. Cualquier cambio que se realice en el contrato afectará a sus aplicaciones
cliente, por este motivo es tan importante. A la hora de realizar el diseño de este proyecto,
primero se elaborará el contrato y después se desarrollará el código que implementa dicho
contrato.
3.1.1 RAML
Para poder definir el contrato de la API se utiliza un lenguaje de modelado denominado
«RESTful API Modeling Language» (RAML). Es un lenguaje basado en YAML1 para describir
APIs RESTful con una sintaxis sencilla y fácil de entender. Este tipo de lenguajes permite
definir un documento en el que se especifican correctamente todos los aspectos a definir en
una API. La especificación RAML se propuso por primera vez en 2013 y fue apoyada por
grandes líderes tecnológicos como, por ejemplo, AngularJS, CISCO y PayPal.
El documento RAML está estructurado de la siguiente manera [16]:
• Información básica:Describe los aspectos de la API como, por ejemplo, nombre, título,
ubicación, versión, valores predeterminados y cómo incluir documentación de apoyo
para la API.
• Tipos de datos: Define el modelado de datos a través de esquemas JSON.
1 En inglés: «YAML Ain’t Markup Language» (YAML): es un formato de serialización de datos.
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• Recursos: Especifica los recursos (principales y anidados) de la API, así como sus pa-
rámetros URI.
• Métodos: Define los métodos de la API, junto con sus cabeceras, «query params» y
«bodies».
• Respuestas: Especifica las respuestas, incluyendo códigos de estado, «media types»,
cabeceras y cuerpos de las respuestas.
• Tipo de recursos y características: Indica las características y/o el uso opcional de
parámetros.
• Seguridad: Especifica un esquema de seguridad para la API.
• Anotaciones: Amplía la especificación del RAML añadiendo anotaciones fuertemente
tipadas.
3.1.2 Recursos
La API expone una serie de recursos de tal forma que permite a quien la utilice acceder a
la información y/o a la lógica de negocio. Se denomina «recurso» a cualquier elemento web
que pueda ser referenciado por un identificador único (URI) y manipulado a través de una
API. Existen tres tipos de recursos:
1. Documento (o item): Es un elemento dentro de una colección. Se puede considerar
parecido al concepto de «instancia de clase» (objeto concreto).
2. Colección: Se trata de un contenedor de documentos. Es un recurso manejado por el
servidor y, por tanto, el cliente puede «solicitar» la creación de un nuevo documento
en la colección. Sin embargo, esta petición puede ser rechazada por el servidor depen-
diendo del caso.
3. Recurso virtual: Existen recursos que no se manejan con acciones «CRUD2», sino que
devuelven un objeto no persistido en el modelo. Se consideran de tipo colección y por
lo tanto deben ir nombrados con sustantivos en plural.
3.1.3 Identificador de recursos
Una «Uniform Resource Identifier» (URI) [17] es una cadena compacta de caracteres que
permite identificar a un recurso de forma unívoca. Las «Uniform Resource Locator» (URL)
2 Es el acrónimo del inglés: «Create, Read, Update and Delete» (CRUD). Se utiliza para hacer referencia a las
funciones básicas en bases de datos o la capa de persistencia en un software.
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son un tipo de URI que, además de permitir identificar de forma única el recurso, permite
localizarlo para poder acceder a él o compartir su ubicación.
Existen varias reglas básicas para definir las URIs de los recursos [18]:
• Los nombres de URIs no deben implicar una acción, por lo tanto se debe evitar usar
verbos. Lo recomendable es utilizar nombres concretos.
• Para gestionar los dos tipos de recursos (colección e item) los sustantivos deben de ir
en plural, no en singular.
• Deben de ser únicas; no se debe tener varias URIs para identificar a un mismo recurso.
• Deben mantener una jerarquía lógica.
• Deben ser independientes del formato.
• Para los atributos y parámetros se debe escoger entre «snake_case3» o «camelCase4» y
se debe ser consistente con la elección. En el desarrollo de este Trabajo de Fin de Grado
se ha escogido la última opción.
El formato de las URIs se estandariza de la siguiente manera:
scheme://host:port/path?queryParams#fragment
En donde:
– «Scheme»: Identifica al protocolo que se está utilizando para comunicarse con el
servidor. Normalmente el protocolo será HTTP o HTTPS.
– «Host»: Es un nombre DNS o una dirección IP.
– «Port» (opcional): Identifican al puerto. Junto con el «host» representan la loca-
lización del recurso en la red.
– «Path»: Es un conjunto de segmentos de texto delimitados por una barra («/»).
– «Query params» (opcional): El carácter «?» separa el path de los «queryPa-
rams», que es una lista de parámetros representados como pares «nombre/valor».
Cada par está delimitado por el carácter «&».
– «Fragment»: Permite identificar una parte del recurso principal, o vista de una
representación del mismo. El comienzo de este componente se indica mediante el
carácter «#».
3 Estilo de escritura en el que cada espacio se reemplaza por un carácter de subrayado y la primera letra de
cada palabra está escrita en minúsculas.




En la Figura 3.1 se muestra un ejemplo de la estructura de una URI.
Figura 3.1: Ejemplo de la estructura de una URI
3.1.4 Representación de recursos
Los clientes interactúan con un servicio mediante el intercambio de representaciones de
recursos. Para este proyecto en concreto, se usará el formato JSON5:API.
JSON:API [19] es una especificación de cómo los clientes tienen que solicitar los recursos
para que se recuperen o modifiquen y cómo un servidor debe responder a esas solicitudes.
Fue diseñado para minimizar tanto el número de solicitudes como la cantidad de datos trans-
mitidos entre los clientes y los servidores.
En la Figura 3.2 se muestra un ejemplo sencillo de cómo se estructuran los esquemas
JSON:API. El recurso queda identificado a través de los campos «id» y «type». De esta forma,
el «id» coincidirá con el «URI param» de la URL del recurso, siendo un identificador o código
único del recurso. El atributo «type» del objeto «data» contendrá el nombre del esquema del
recurso.
3.2 Protocolo HTTP
El protocolo «HyperText Transfer Protocol» (HTTP) es un protocolo de comunicación que
permite la transferencias de información. HTTP [20] fue estandarizado, en el año 1991, por
W3C (World Wide Web Consortium) y la IETF (Internet Engineering Task Force). Este protocolo
dispone de un conjunto predefinido y cerrado de métodos (a veces llamados «HTTP Verbs»)
que permiten obtener una interfaz uniforme para todos los recursos ofrecidos por la API.
La comunicación entre el cliente y la API se realiza mediante peticiones HTTP. Una «pe-
tición HTTP» es un mensaje que se envía utilizando el protocolo explicado anteriormente.
Cuando la API recibe una petición del cliente, ésta la procesa y retorna una respuesta, llama-
da «respuesta HTTP».
5 Acrónimo de «JavaScript Object Notation» (JSON), es un formato de texto sencillo para el intercambio de
datos. Su extensión es .json y su tipo MIME es application/json.
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Figura 3.2: Ejemplo de la estructura JSON:API de un recurso simple
3.2.1 Petición HTTP
Una petición HTTP está formada por varias partes [20]:
• Línea de petición: Consta de una URL que identifica al recurso sobre el que actúa la
petición, un método de acceso que especifica la acción a realizar sobre ese recurso y
define la versión del protocolo en uso.
• Cabecera con meta-información: Donde se indica información adicional necesaria
para procesar la petición como, por ejemplo, información para la autenticación.
• Cuerpo de la petición (opcional): Donde se expone la información adicional que se va




Existen diferentes métodos de acceso que ayudan a especificar la acción que se quiere
llevar a cabo sobre un recurso determinado. Estos métodos se pueden clasificar en [21]: «se-
guros» e «idempotentes». Se habla de «método seguro» cuando el método no afecta al estado
de los recursos. Por otra parte, se considera «idempotente» un método si éste en sucesivas
llamadas, y enviando siempre los mismos parámetros de entrada, tiene el mismo efecto que
si se hubiera ejecutado una única vez. La Tabla A.1 recoge un resumen de los métodos de
peticiones HTTP existentes.
3.2.2 Respuesta HTTP
Como se explicó anteriormente, cuando el cliente envía una petición HTTP el servidor
responde con una respuesta HTTP, la cual tiene también su propia estructura, similar a la
petición HTTP:
• Línea de estado: Donde se muestra la versión del protocolo seguido de un código de
estado numérico indicando si la petición fue exitosa o se produjo algún error.
• Cabecera: Permite que el servidor pase información adicional sobre la respuesta que no
se puede colocar en la «línea de estado». Ofrece información sobre el servidor y sobre
el acceso adicional al recurso identificado.
• Cuerpo de la respuesta (opcional): Da la opción al servidor de enviar un cuerpo con
la información que desea transmitir.
Códigos de estado
Las respuestas en HTTP emplean la «línea de estado» para indicar al cliente el resultado
de su petición. HTTP define una lista de códigos [22] de estado estandarizados para diferentes
tipos de respuesta. Se agrupan en cinco categorías identificadas por el primer dígito del código
de estado:
• 1xx: Respuestas informativas.
• 2xx: Peticiones correctas.
• 3xx: Redirecciones.
• 4xx: Errores del cliente.
• 5xx: Errores del servidor.
Dentro de cada uno de estos grupos existen gran variedad de códigos. En la tabla A.2 se mues-
tran los más utilizados.
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3.3 Seguridad
A la hora de desarrollar una API se deben tener en cuenta múltiples factores y la seguridad
es uno de los más importantes. Exponer una API supone ofrecer una puerta de acceso a los
datos confidenciales y a la propia empresa en sí. La seguridad implica controlar qué usuarios
tienen los permisos necesarios para acceder y consumir los recursos de la API.
Esta seguridad se reduce a dos procesos [23] (Figura 3.36):
1. Autenticación: La autenticación es el proceso o acción de verificar la identidad de un
usuario o proceso. Es decir, validar que el usuario que quiere acceder a un recurso es
quien dice ser. El método de autenticación más usado es el logueo por credenciales. Si
el usuario conoce su par de credenciales (usuario y contraseña), el sistema entenderá
que la identidad de dicho usuario es válida y, por tanto, podrá acceder a los recursos
solicitados.
2. Autorización: La autorización valida si efectivamente el usuario tiene los permisos
necesarios para acceder a los recursos. Que el usuario haya conseguido loguearse no
significa que pueda acceder a todo lo que desea.
Figura 3.3: Autenticación y autorización
Es importante destacar que las API REST son asíncronas. Por tanto, no basta con enviar las
credenciales para iniciar sesión una única vez. Al ser asíncronas, no existe ninguna sesión
HTTP activa y no son capaces de recordar las credenciales, así que el usuario se tiene que
autenticar cada vez que se acceda a los recursos.
Hay muchos métodos de seguridad y muchas formas de autenticación y autorización, que
dependen desde el tipo de dispositivo, el tipo de uso y la confidencialidad de la información,
entre otros. Para el desarrollo de esta API REST se hizo uso de dos métodos de autenticación
6 Imagen extraída de [23]
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que se expondrán a continuación, pero existen otros dos métodos adicionales. (Ver Anexo:
A.1)
3.3.1 Autenticación basada en «token»
En este método (3.4) [24] el usuario se autentica con un nombre y una contraseña y el
servidor genera un «token7» basado en esas credenciales.
El servidor guarda en base de datos ese registro y lo devuelve al usuario. A partir de ahí, el
usuario solamente tendrá que enviar el «token» codificado en cada petición, en vez de tener
que autenticarse con inicio de sesión cada vez que desee acceder a un recurso.
Posteriormente, el servidor tiene la capacidad de desencriptar el «token» codificado, com-
probando qué usuario es el que está realizando la petición. En el proceso de desencriptado, el
servidor comprueba si es válido y, si lo es, puede recuperar toda la información codificada en
el mismo. Si, por el contrario, el «token» no es válido, se obligará al usuario a autenticarse de
nuevo.
Figura 3.4: Autenticación basada en «token»
Para que la aplicación genere las cadenas de «token» y se puedan validar, se utiliza progra-
mación del lado del servidor. Para realizar todos estos procesos, las aplicaciones se apoyan en
librerías, que dependen de la tecnología de backend que se esté usando en el lado del servidor.
Una librería sencilla y muy común es «JSONWeb Token» (JWT), que tiene implementaciones
en diversos lenguajes. Esta librería, por ejemplo, ayuda a comprobar la validez de los «tokens»,
asegurándose de que tengan un tiempo de caducidad configurable.
Por lo general, los «tokens» están codificados con la fecha y la hora para que, en caso
de que un intermediario intercepte el «token» con un ataque «Man in The Middle» (MITM),
no se puedan utilizar pasado un determinado periodo de tiempo. Adicionalmente, el «token»
se configura para que después de un tiempo definido caduque y el usuario necesite volver a
autenticarse mediante un inicio de sesión.
7 Cadena encriptada que devuelve el servidor como respuesta a la autenticación.
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3.3.2 Autenticación basada en API Key
El primer paso de este método de autenticación es configurar el acceso a los recursos de
la API. Ésta debe generar una clave («key») y una «secret key» para cada cliente que quiera
acceder a los servicios. De esta forma, cada vez que una aplicación necesite consumir los datos
de la API, se deberá enviar la «key» y la «secret key». La generación de credenciales es manual
y esto dificulta la escalabilidad de la API. En la figura 3.58 se muestra un ejemplo de este tipo
de autenticación.
Figura 3.5: Autenticación basada en API Key
Uno de los problemas de este tipo de autenticación es la administración de claves. Alguno
de los procesos tan importantes como, por ejemplo, generar las claves, enviar las credenciales
a los desarrolladores y guardar de forma segura estas claves puede ser realmente complicado
de administrar. Por todo ello es imprescindible contar con una API Gateway9.
8 Imagen extraída de [25]
9 Es la pieza encargada de unificar la publicación de las APIs para que sean consumidas por otras aplicaciones






El primer incremento del Trabajo de Fin de Grado engloba el desarrollo de la API querealiza la gestión principal de las pólizas de un cliente. Este incremento servirá de base
para los incrementos futuros, ya que los siguientes objetivos a abordar se implementarán a
raíz de esta gestión inicial.
Para la planificación de este incremento se ha tenido en cuenta la curva de aprendizaje
que ha necesitado la desarrolladora para familiarizarse con alguna de las herramientas y tec-
nologías a utilizar, así como con el desarrollo en C#, lenguaje de programación que la alumna
no dominaba inicialmente. También se ha tenido en consideración la adaptación a la forma
de trabajo de la empresa Odeene y de la entidad bancaria. Se ha previsto que esta serie de
factores influyan aumentando el esfuerzo y tiempo necesarios para llevar a cabo esta primera
iteración.
4.1 Planificación
La fase de desarrollo de este Trabajo de Fin de Grado se estructuró en cuatro incremen-
tos, siguiendo las consideraciones metodológicas explicadas en el apartado 2.4.2 del segundo
capítulo de la presente memoria.
Además del objetivo del primer incremento expuesto al inicio de este capítulo, en los si-
guientes incrementos se abordarán los demás objetivos comentados en el apartado 2.2 del
segundo capítulo. En concreto, en el segundo incremento se abordará la gestión de las opera-
ciones de una póliza. Por otra parte, el tercer incremento estará dedicado a la gestión de los
productos contratados por un cliente. Y finalmente, la gestión de los diferentes trámites que
puede realizar un cliente se llevará a cabo en el cuarto y último incremento.
Se ha de recalcar que, para la planificación general del Trabajo de Fin de Grado se han
tenido en cuenta los festivos y las vacaciones de los empleados. Además hay que destacar la
reducción de jornada que se aplica a cada viernes del mes en Odeene, pasando de trabajar ocho
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horas diarias a siete. En la Tabla 4.1 que se muestra a continuación, se reflejan las estimaciones
de duración, trabajo y coste del Trabajo de Fin de Grado.
Inicio Fin Duración (días) Trabajo (horas x hombre) Coste (€)
22/02/2021 10/06/2021 78,5 628 6.054,08
Tabla 4.1: Resumen de la planificación
En la siguiente Tabla 4.2 se reflejan las estimaciones de duración, trabajo y coste de este
incremento inicial.
Inicio Fin Duración (días) Trabajo (horas x hombre) Coste (€)
22/02/2021 25/03/2021 24 192 1.877,08
Tabla 4.2: Estimaciones para el primer incremento
En la Figura 4.1 se adjunta una captura del Product Backlog o Pila del Producto del incre-
mento inicial, que es una lista ordenada que contiene las necesidades del producto. En ella se
pueden ver las «historias de usuario» junto con los «puntos de historia» asignados (columna
Effort) y su prioridad. Se ha de recordar que, como se explicó en el apartado 2.4.2 del segundo
capítulo, se ha supuesto que 1 «punto de historia» equivale a 2 horas de esfuerzo. Para este
primer incremento, se estimó un total de 96 puntos, que corresponden a 192 horas de trabajo
de planificación, análisis, diseño, implementación y pruebas.
Figura 4.1: Pila del primer incremento
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4.2 Análisis
A partir de la primera fase comentada en el apartado 2.5.1 del segundo capítulo de la
memoria han surgido una serie de «historias de usuario». Como resultado del estudio más
pormenorizado para este proyecto del análisis y la especificación de requisitos realizado por
Odeene, la alumna ha creado y estimado las «historias de usuario» que se presentan a con-
tinuación (Tabla 4.3), que se correspondería con el análisis de esta API REST. De tal forma
que a partir de cada «historia de usuario» surgirán los diferentes recursos de la API que se
diseñarán en la siguiente fase. Este análisis se ha realizado para cada incremento.
ID Historia de usuario
5 Como usuario quiero poder consultar mis pólizas formalizadas
6 Como usuario quiero acceder una pólizas para visualizar cada uno de sus
detalles
7 Como usuario quiero poder visualizar los recibos asociados al pago de mi
póliza
8 Como usuario quiero consultar las partes intervinientes de mi póliza
9 Como usuario quiero realizar una búsqueda sobre las coberturas o presta-
ciones del seguro
10 Como usuario quiero poder dar de baja una póliza
11 Como usuario quiero poder consultar mis «Coberturas On/Off»
14 Como usuario quiero poder activar o desactivar las «Coberturas On/Off»
Tabla 4.3: Historias de usuario primer incremento
4.3 Diseño
Una vez finalizada la fase de análisis se procedió a realizar la fase de diseño. En este apar-
tado se expondrán los aspectos más relevantes que se han tenido en cuenta.
4.3.1 Arquitectura software
En cuanto a la arquitectura software, se decidió utilizar una arquitectura basada en capas.
Con esta arquitectura se distribuyen de manera jerárquica las responsabilidades, ya que cada
capa solo puede comunicarse con la capa que está inmediatamente por debajo. En esta API se
identifican dos capas: la capa controlador y la capa fachada, comunicándose la primera con la
segunda, que es la encargada de llamar al backend de la aplicación.
La estructura resultante de la distribución del proyecto se detalla a continuación:
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• Bgur007.Api: Proyecto «controlador».
– Contracts: Contenedor del archivo RAML. (seguros.aspectosTransversales.raml)
– Controllers: Contiene los controladores que implementan los recursos expuestos
por el RAML.
∗ Mapper
· JsonAPIInfrastructureConfigurer.cs:Archivo que permite configurar
los «mapeos» de «JsonAPI».
– ExtendedModels: Contiene los «mapeos» entre las capas «fachada» y «contro-
lador».
– Models: Contiene las clases que representan el modelo de los recursos.
– Bgur007IoCInitializer.cs:Archivo que implementa un inicializador que permite
registrar las dependencias.
– Global.asax: Archivo que contiene el código de arranque de la aplicación.
– Web.config: Archivo que contiene diferentes configuraciones de la aplicación.
• Bgur500.Seguros.AspectosTransversales: Proyecto «fachada».
– Common: Funciones comunes utilizables en todo el proyecto como, por ejemplo,
la obtención de una divisa de una prima.
– DataAccess
∗ Repository: Contiene los distintos métodos que van a acceder al backend.
· ApiModels: Contiene las clases que representan el modelo de los recur-
sos en la «fachada».
· BusinessModels:Contiene losmodelos de los «servicios de negocio». Es
decir, las diferentes entradas y salidas que «alimentarán» las ejecuciones
de las operaciones del backend.
· Mappers: Contiene los «mapeos» entre los «ApiModels» y los «Busi-
nessModels».
– Services: Contiene los servicios que acceden a las funcionalidades del repositorio.
∗ Commands: Agrupa los servicios de los recursos con métodos: POST, PUT,
PATCH y DELETE.
∗ Queries: Agrupa los servicios de los recursos con métodos: GET. Tanto los
recursos colección como los items.
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4.3.2 Diseño del RAML
El primer paso para empezar a desarrollar la API ha consistido en construir y diseñar, como
se ha comentado en el apartado 3.1.1 del tercer capítulo, el documento RAML que contendrá
la definición de cada recurso. Para ello, se hizo uso de una herramienta de interfaz gráfica para
poder editar de manera sencilla este documento. Esta herramienta fue proporcionada por la
entidad bancaria.
Como se puede observar en la Figura 4.2, gracias a esta herramienta el diseño del RAML
ha resultado una tarea mucho más sencilla que si se definiera de forma manual. En el apartado
de «Schemas» se crean los «esquemas» que se utilizarán como «solicitud» para los recursos
que lleven «cuerpo de petición». También se crean los «esquemas» utilizados para devolver la
información en forma de «response». En el apartado de «Resources/Resource Types» se definen
los «endpoints», con sus respectivos esquemas de entrada y salida si tuviesen.
Figura 4.2: Herramienta para la edición del RAML
Una característica importante a destacar de este tipo de herramientas es que dan la opción
de generar automáticamente el código de partida. En el desarrollo de este Trabajo de Fin de
Grado se ha hecho uso de este proceso de generación, que ha permitido a la desarrolladora
ahorrar tiempo.
El diseño del RAML irá aumentando su funcionalidad demanera iterativa. De esta forma, a
medida que se va avanzando en el desarrollo del Trabajo de Fin de Grado se irán incorporando
nuevos recursos que aborden los objetivos de cada incremento.
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Tras la definición de las «historias de usuario» de la fase anterior, se han definido y di-
señado los recursos, en base a las reglas básicas explicadas en el apartado 3.1.3 del tercer
capítulo, que a continuación se exponen. Para cada recurso se expone una breve descripción
de su funcionalidad, el método HTTP escogido, si tiene o no parámetros de entrada y/o cuer-
po de petición y, por último, la respuesta HTTP devuelta en el caso de que el resultado de la
petición sea exitoso, siguiendo las indicaciones explicadas en el apartado 3.2.
Para el primer incremento, los recuros diseñados se exponen a continuación:
Recurso /seguros/aspectosTransversales/polizas
Descripción Devuelve el listado de las pólizas contratadas por un cliente. Se puede
filtrar por el número del cliente.
Método GET
Parámetros «numeroDeCliente»
Respuesta 200 OK (Devuelve «polizaResponseCollection»)
Tabla 4.4: Consulta de pólizas
Recurso /seguros/aspectosTransversales/polizas/{polizaId}/detalle
Descripción Devuelve la información detallada de una póliza. Entre esta informa-
ción se tiene: los datos del tomador, el método de pago, fecha de efecto,




Respuesta 200 OK (Devuelve «polizaResponse»)
Tabla 4.5: Consulta del detalle de una póliza
Recurso /seguros/aspectosTransversales/polizas/{polizaId}/recibos
Descripción Permite consultar los recibos asociados a una póliza.
Método GET
Parámetros «polizaId»
Respuesta 200 OK (Devuelve «polizaReciboResponseCollection»)
Tabla 4.6: Consulta de recibos
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Recurso /seguros/aspectosTransversales/polizas/{polizaId}/intervinientes




Respuesta 200 OK (Devuelve «polizaIntervinienteResponseCollection»)
Tabla 4.7: Consulta de intervinientes
Recurso /seguros/aspectosTransversales/polizas/{polizaId}/coberturas
Descripción Permite consultar las coberturas de una determinada póliza, pudiendo
filtrarse por el tipo de cobertura.
Método GET
Parámetros «polizaId» y «codigoDeTipoDeCobertura»
Respuesta 200 OK (Devuelve «polizaCoberturaResponseCollection»)
Tabla 4.8: Consulta de coberturas de una póliza
Recurso /seguros/aspectosTransversales/polizas/{polizaId}/cancelar
Descripción Permite cancelar una póliza activa, indicando el tipo de cancelación, el
motivo por el cual se cancela y la fecha de cancelación.
Método PUT
Parámetros «polizaId» y «cancelarPolizaRequest»
Respuesta 204 No Content
Tabla 4.9: Cancelación de una póliza
Recurso /seguros/aspectosTransversales/polizas/{polizaId}/ coberturasO-
nOff




Respuesta 200 OK (Devuelve «polizaCoberturaOnOffResponseCollection»)





Descripción Permite acceder al detalle de una cobertura «On/Off».
Método GET
Parámetros «polizaId» y «coberturaOnOffId»
Respuesta 200 OK (Devuelve «polizaCoberturaOnOffResponse»)
Tabla 4.11: Consulta de una cobertura «On/Off»
Recurso /seguros/aspectosTransversales/polizas/{polizaId}/ coberturasO-
nOff/{coberturaOnOffId}/activacion
Descripción Permite activar una cobertura «On/Off» que estaba desactivada, actua-
lizando su estado.
Método PUT
Parámetros «polizaId» y «coberturaOnOffPutRequest»
Respuesta 200 No Content
Tabla 4.12: Activación de una cobertura «On/Off»
4.4 Implementación
Una vez explicado el diseño, se procederá a explicar los aspectos más relevantes de la fase
de implementación. Por un lado, se tratarán los aspectos más generales que aplican a todos los
demás incrementos, como son la inyección de dependencias, el mapeo de objetos, el manejo
de errores o el uso de atributos en los controladores. Y por otro lado, se explicarán los aspectos
relevantes de la implementación de este primer incremento.
El primer paso para comenzar la fase de implementación ha sido llevar a cabo la creación
del proyecto de la API REST utilizando la versión 4.6.2 del framework de .NET, siguiendo la
arquitectura explicada en el apartado 4.3.1 del presente capítulo.
4.4.1 Gestión de paquetes y extensiones para Visual Studio
Para la gestión de los paquetes se ha de destacar que el proyecto hace uso de un «NuGet
corporativo» de la entidad bancaria que contiene todos los paquetes necesarios con bibliotecas
.NET habilitados para la construcción de APIs.
Adicionalmente, también se ha instalado una extensión corporativa de la entidad para
facilitar el desarrollo de la aplicación. Esta extensión contiene utilidades para la generación
de clases de entrada y salida de las operaciones de backend.
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AutoMapper
Uno de los paquetes más utilizados en el desarrollo de esta API REST ha sido el paquete
AutoMapper, que permite realizar un «mapeo» de objeto a objeto, es decir, se recibe una ins-
tancia de un objeto y se genera otra instancia de otro objeto con diferente estructura. En este
proyecto se ha utilizado para relacionar los campos de los objetos de salida que devuelven
las operaciones del backend con los campos de los objetos de salida que va a devolver la API
como respuesta, en formato JSON:API, tal y como se explicó en el punto 3.1.4.
Como se puede ver en el siguiente código (Figura 4.3), para configurar el mapeo se han
utilizado expresiones lambda. En primera instancia se ha creado un mapa indicando cuál es la
clase origen y cuál es la clase destino. Después se ha procedido a crear el mapeo de campos,
que se realiza expresando, a través de expresiones lambda, el campo que corresponde a la
clase destino desde la clase origen.
Figura 4.3: Ejemplo de uso de la biblioteca AutoMapper
4.4.2 Inyección de dependencias
La inyección de dependencias es un principio de diseño software que consiste en evitar el
acoplamiento entre clases utilizando interfaces. Gracias esto se consigue que cada clase tenga
una función única, facilitando así el mantenimiento y el soporte del código.
Para registrar las dependencias de este proyecto, se ha creado una clase contenedor «IoC»
(Inversion of Control Container) que servirá las dependencias que se necesiten haciendo uso del
método «RegisterServices» contenido en una interfaz proporcionada por la entidad bancaria.
De esta forma, las clases van a depender de interfaces y no de implementaciones. A la hora de
desarrollar este proyecto, se ha utilizado para registrar las dependencias de los repositorios




Figura 4.4: Ejemplo de inyección de dependencias
4.4.3 Manejo de errores
Para el manejo de errores la API REST desarrollada hace uso de una infraestructura pro-
porcionada por la entidad bancaria basada en excepciones. La API REST no necesita devolver
contenido específico de errores, basta con lanzar la excepción apropiada. De esta forma, se
delega en la infraestructura de la entidad bancaria la forma en la que se deben representar
los errores de forma consistente y uniforme, haciendo que la implementación de esta API se
despreocupe del manejo de errores.
4.4.4 Atributos en C#
En C#, los atributos son clases que se heredan de la clase base «Attribute». Cualquier
clase que se hereda de «Attribute» puede usarse como una especie de «etiqueta» en otros
fragmentos de código. En la implementación de esta API REST se han usado varias atributos
para «etiquetar» los controladores, como se puede ver en la Figura 4.5.
Figura 4.5: Ejemplo de los atributos utilizados en los controladores
• «HttpGet»: Especifica que ese controlador solamente se puede invocar con solicitudes
«GET». En el desarrollo de este proyecto también se han usado los siguientes atributos:
«HttpPost» y «HttpPut».
• «NoCache»: Atributo que garantiza que las peticiones no se almacenan en caché.
• «CollectionQuery(Type = CollectionQueryType.None)»: Indica que la acción del con-
trolador es para consultas sobre una colección.
• «Route»: Especifica el patrón de dirección URL de un controlador.
40
CAPÍTULO 4. PRIMER INCREMENTO
4.4.5 Capa controlador
Para implementar los recursos que se han diseñado en el apartado anterior, se ha partido
de la generación automática de código desde la interfaz gráfica de edición del RAML. Esto
generó el esqueleto de los controladores y se crearon las clases que representan el modelo de
los recursos, que se exponen a continuación.
• Para la consulta de las pólizas de seguros se creó el objeto «polizaResponseAttributes»,
que devuelve el identificador de la póliza, el código de ramo, el tipo de producto, si
la póliza puede ser adherida a una tarifa plana o no (la tarifa plana permite agrupar
los seguros de un cliente en mensualidades), la cantidad de prima anual a pagar por la
póliza, la fecha de renovación, de efecto inicial y de cancelación.
• Para obtener el detalle de una póliza se usó la clase «polizaDetalleResponseAttributes»
devolviendo el identificador de la compañía de seguros, el tipo de ramo y seguro contra-
tado, el código de modalidad del seguro, los datos del tomador de la póliza de seguros,
la prima anual correspondiente, si se encuentra anulada o no y, finalmente, el método
de pago con la cuenta contable asociada.
• Para consultar los recibos de un cliente se creó la clase «polizaReciboResponseAttribu-
tes» devolviendo el identificador del recibo, la fecha de efecto, vencimiento y cobro, si
está o no cobrado y la cantidad.
• Para la consulta de las personas que intervienen en una póliza de seguros se ha creado
el objeto «polizaIntervinienteResponseAttributes», que devuelve el nombre del intervi-
niente, su fecha de nacimiento y su documento identificativo.
• Para la consulta de coberturas se utilizó la clase «polizaCoberturaResponseAttributes»
para devolver la información del código de cobertura y el tipo de cobertura.
• Para la consulta de coberturas, tanto la colección como el item, se creó el objeto «poliza-
CoberturaOnOffResponseAttributes», que devuelve el código de cobertura, la fecha de
activación y/o desactivación, el coste mensual y el acumulado y, finalmente, los meses
que lleva activos dicha cobertura.
Una vez se han definido los objetos que se utilizarán para devolver la información al usuario,
se procedió a desarrollar los distintos controladores que se encargarían de llamar a la capa
fachada, enviando los datos de entrada necesarios. En la Figura 4.6 se muestra un ejemplo
del método que llama a dicha capa. Una vez se han obtenido los datos de la capa fachada, se
ha realizado un mapeo del objeto origen de la fachada al objeto destino del controlador, tal
y como se ha explicado en el apartado 4.3 del presente capítulo, que será lo que finalmente
visualice el usuario cuando realice la petición.
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Figura 4.6: Ejemplo del método del controlador que accede a los servicios de la fachada
4.4.6 Capa fachada
El primer paso que se hizo para abordar la implementación de la capa fachada fue crear
un repositorio específico, con una interfaz que almacenara todos los métodos de la gestión de
pólizas de seguros abordada en este incremento que llamarían a las operaciones de backend
(Figura 4.7) y un servicio por cada recurso, que llamaría a dicho repositorio para acceder a las
funcionalidades implementadas.
Figura 4.7: Ejemplo del repositorio de las pólizas de seguros con los métodos a implementar
Un ejemplo de implementación del método del repositorio que consulta el detalle de una
póliza se puede ver en la Figura 4.8. El método recibe el identificador de póliza a través de la
URI. Mediante una interfaz proporcionada por la entidad bancaria, se ejecuta la operación de
backend correspondiente enviando el identificador de póliza. Como resultado se obtiene un
objeto devuelto por el backend («BGURN085») que se «mapea» a un objeto creado previa-
mente en la fachada («PolizaDetalle») usando la librería AutoMapper. Una vez implementada
la fachada, se instancia el repositorio en el IoC del controlador. De esta forma, el controlador
ya puede «consumir» la fachada a través de los servicios.
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Figura 4.8: Ejemplo del método que consulta los detalles de una póliza
4.5 Pruebas
Una vez finalizada la fase de implementación se llevaron a cabo la realización de las prue-
bas de las funcionalidades acometidas en el primer incremento. A continuación, se explicarán
los aspectos más relevantes sobre las diferentes pruebas realizadas.
4.5.1 Pruebas unitarias
Mediante las pruebas unitarias se trata de probar el correcto funcionamiento de un com-
ponente concreto de forma aislada. Este tipo de pruebas se realizaron después de implementar
los servicios de la fachada y han proporcionado a la desarrolladora una forma rápida de bus-
car errores en dichos servicios. Para ello, se hizo uso de las librerías «MSTest.TestAdapter» y
«Moq» gestionadas a través de la extensión NuGet. Adicionalmente, el «Explorador de prue-
bas» de Visual Studio ha proporcionado una forma flexible y eficaz de ejecutar las pruebas
unitarias y ver los resultados.
Dentro de la solución del proyecto general, la API posee un proyecto para validar los test
unitarios que se distribuye de la siguiente forma:
• Bgur500.Seguros.Paso.AspectosTransversales.Tests: Proyecto de «tests unitarios».
– Services: Contiene los «test unitarios» de los servicios de la «fachada».
∗ Commands:Agrupa los «test unitarios» de los métodos: POST, PUT, PATCH
y DELETE.
∗ Queries: Agrupa los «test unitarios» de los métodos: GET.
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Por cada servicio, se ha creado un test unitario anotado con el atributo [TestClass()], en el
que se incluyen diferentes métodos anotados con el atributo [TestMethod()] para probar cada
funcionalidad. En cada test unitario se comprueban tres casuísticas: que el servicio devuelva
datos, que no los devuelva y que devuelva una excepción. El paquete «Moq» se ha utilizado
para la creación de «mocks», que no son más que objetos simulados que imitan el comporta-
miento de objetos reales. En la Figura 4.9 se expone un ejemplo de uso de esta librería.
Figura 4.9: Ejemplo de uso de «Moq» en los test unitarios
Para facilitar la lectura y entendimiento los test unitarios siguen el «patrón AAA» (Figura
4.10):
• Arrange: En esta parte de la prueba se inicializa los objetos y establece el valor de los
datos que se pasan a los métodos de pruebas.
• Act: Se invoca el método o porción de código a probar.
• Assert: Por último, se realiza la comprobación para verificar que el resultado obtenido
coincide con el esperado.
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Figura 4.10: Ejemplo de test unitario para la consulta de pólizas
4.5.2 Pruebas de integración
El objetivo de estas pruebas es validar el correcto funcionamiento entre los distintos com-
ponentes de la aplicación, una vez que han sido probados unitariamente. Para ello se esperó
a que el resto de las empresas involucradas en el desarrollo finalizasen con su parte. Después,
se integraron todos los componentes y se procedió a realizar una prueba conjunta sobre es-
ta integración. De esta manera, pudieron comprobar si hubo algún fallo y qué empresa era
responsable del mismo.
Pruebas SoapUI
Para validar que el servicio de negocio al que llama la API está funcionando correctamente
se hizo uso de la herramienta SoapUI. Este tipo de pruebas se generan a partir de un archivo
«WSDL». De esta forma, la desarrolladora, comprobando que las respuesta de las pruebas
Postman que realiza devuelven lo mismo que las respuestas del SoapUI, confirma que la API
está funcionando correctamente y que los datos devueltos son los correctos. Hay que recalcar
que en este tipo de prueba se está testeando un código que no pertenece al presente Trabajo
de Fin de Grado. En la Figura 4.11 se expone un ejemplo de este tipo de pruebas.
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Figura 4.11: Ejemplo de prueba SoapUI para la consulta de pólizas
Pruebas Postman
Una vez desarrollados los recursos de este incremento, se creó una colección en la he-
rramienta Postman, en un espacio de trabajo compartido con todos los desarrolladores del
proyecto global, donde se fueron añadiendo dichos recursos. Gracias a la multitud de funcio-
nalidades que posee Postman, la validación del correcto funcionamiento de la API se realiza
de una forma sencilla. Dicho espacio de trabajo ha sido configurado por la empresa para poder
trabajar en diferentes entornos como, por ejemplo, en local, testing o desarrollo.
Autenticación y autorización: Para poder autenticarse y probar los recursos en desa-
rrollo, se siguen los tipos de autenticación y autorización explicados en el apartado 3.3 del
tercer capítulo de la memoria. La configuración del recurso necesario para autenticarse ha
sido proporcionado por Odeene. Este recurso contiene en su cuerpo de petición el «api_key»
específico del proyecto, proporcionado también por Odeene. Como resultado se obtiene «ac-
cess_token» en donde se verifica la identidad de la alumna y, a su vez, se comprueba que
efectivamente el usuario tiene permisos para acceder a los recursos de ese proyecto. Adicio-
nalmente, también se indica el momento en el que expiraría el «token» y la alumna se tendría
que volver a autenticar. (Figura 4.12)
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Figura 4.12: Ejemplo de la autenticación en desarrollo
Una vez el usuario se ha identificado ya podría empezar a «consumir» los recursos imple-
mentados en este incremento. En la Figura 4.13 se muestra como ejemplo la respuesta exitosa
de la consulta de pólizas de seguros filtradas por el número del cliente.
4.5.3 Pruebas de aceptación
Después de que se realizaran todas las pruebas pertinentes, se llevaron a cabo las pruebas
de aceptación. Para ello, se concertó una cita con los usuarios para que estos pudieran probar
las funcionalidades desarrolladas en el primer incremento.
Para llevar a cabo estas pruebas de la manera más real posible, se clonó la base de datos del
entorno de desarrollo en el entorno de pruebas de la entidad financiera. Una vez comprobado
que todo había salido correctamente, se desplegó el código desarrollado en ese entorno.
Como consecuencia de esta reunión, estas pruebas permitieron a la entidad financiera
identificar un pequeño cambio sin urgencia que se realizaría en el siguiente incremento.
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Una vez se definieron los recursos del primer incremento, sirvieron de base para los si-guientes. En este segundo incremento se abordó la gestión de las operaciones realizadas
sobre una póliza.
5.1 Seguimiento
Al realizar el seguimiento del primer incremento de este proyecto se observaron desvia-
ciones debidas a una planificación demasiado optimista. Se produjo un retraso de dos días en
la implementación y las pruebas de los recursos, debido a la limitada experiencia de la pro-
gramadora con respecto al entorno de trabajo y al lenguaje C# que no dominaba previamente.
En la Tabla 5.1 se presenta el seguimiento del primer incremento, con los valores previstos y
finalmente los reales. Como se puede observar, la fecha de fin obtuvo cuatro días de desviación
por haber coincidido con el fin de semana.
Esta desviación hizo que se replantease la planificación inicial del proyecto, pero final-
mente se decidió mantener la planificación inicial esperando que la curva de aprendizaje de
la alumna se estabilizase y los conocimientos adquiridos en el primer incremento agilizaran
el desarrollo del segundo.
Inicio Fin Duración Trabajo Coste
Estimación 22/02/2021 25/03/2021 24 días 192 horas x hombre 1.877,08€
Real 22/02/2021 29/03/2021 26 días 208 horas x hombre 2.018,04€
Desviación 0 días 4 días 2 días 16 horas x hombre 140,96€
Tabla 5.1: Resumen del seguimiento del primer incremento
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Como se comentó anteriormente, al finalizar el primer incremento la entidad financiera
solicitó un pequeño cambio que se decidió llevar a cabo en este segundo incremento para que
la desviación del primero no se viera aumentada. Adicionalmente, al ser un ligero cambio se
podía asumir dentro de la planificación de este incremento. La entidad financiera solicitaba
poder filtrar las pólizas de seguros por diferentes estados, en función de si la póliza de seguros
se encontraba en vigor o si, por el contrario, había sido cancelada. Cambio que no suponía un
gran esfuerzo en la implementación de la API. Tras incluir esta ligera modificación, el Product
Backlog del segundo incremento quedó de la siguiente forma:
Figura 5.1: Pila del segundo incremento
En la tabla 5.2 se recogen las estimaciones de duración, trabajo y coste para el segundo
incremento. Se estimó un total de 78 puntos que corresponden a 156 horas de trabajo.
Inicio Fin Duración (días) Trabajo (horas x hombre) Coste (€)
30/03/2021 26/04/2021 19,5 156 1.479,94
Tabla 5.2: Estimaciones para el segundo incremento
5.2 Análisis
Como se comentó en el primer incremento y tras el análisis y especificación de requisitos
realizado por Odeene, la alumna estimó y creó las «historias de usuario» que se corresponden
con el análisis de esta API REST (Tabla 5.3). En un último momento se incluyó el cambio
solicitado por la entidad bancaria comentado anteriormente.
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ID Historia de usuario
26 Como usuario quiero poder filtrar las pólizas contratadas o canceladas
12 Como usuario quiero visualizar las operaciones que se pueden realizar sobre
las pólizas formalizadas
13 Como usuario quiero poder ejecutar una operación sobre una póliza
15 Como usuario quiero poder realizar una búsqueda sobre las operaciones rea-
lizadas para visualizar los detalles de las mismas
24 Como usuario quiero poder modificar las operaciones realizadas sobre una
póliza
Tabla 5.3: Historias de usuario segundo incremento
5.3 Diseño
Para este segundo incremento, se ha evolucionado el RAML construido en el primer incre-
mento a través de la interfaz gráfica mencionada. Cabe destacar que en la consulta de pólizas
de seguros (implementada en el incremento anterior) se ha incluido el «queryParam» «co-
digoDeEstado» de tal forma que se permita poder filtrar las pólizas tal y como solicitaba la
entidad bancaria. A continuación se exponen los recursos diseñados para este incremento,
obviando el ligero cambio expuesto previamente:
Recurso /seguros/aspectosTransversales/polizas/{polizaId}/operaciones
Descripción Permite consultar las operaciones realizadas sobre una póliza específi-
ca.
Método GET
Parámetros «polizaId» y «operacionRequest»
Respuesta 200 OK (Devuelve «operacionResponseCollection»)
Tabla 5.4: Consulta de operaciones sobre una póliza
Recurso /seguros/aspectosTransversales/polizas/{polizaId}/operaciones
Descripción Permite ejecutar una operación como, por ejemplo, solicitar la incor-
poración de coberturas sobre una póliza concreta.
Método POST
Parámetros «polizaId» y «operacionRequest»
Respuesta 200 OK (Devuelve «operacionResponse»)





Descripción Permite consultar una operación realizada sobre una póliza específica.
Devuelve la información de la operación.
Método GET
Parámetros «polizaId» y «operacionId»
Respuesta 200 OK (Devuelve «operacionResponseCollection»)
Tabla 5.6: Consulta de una operación sobre una póliza
Recurso /seguros/aspectosTransversales/polizas/{polizaId}/ operacione-
s/{operacionId}
Descripción Permite actualizar una operación realizada sobre una póliza específica.
Método PATCH
Parámetros «polizaId», «operacionId» y «operacionPatchRequest»
Respuesta 204 No Content
Tabla 5.7: Actualización de una operación sobre una póliza
Recurso /seguros/aspectosTransversales/operaciones
Descripción Permite consultar el listado de las operaciones disponibles a realizar
sobre una póliza como, por ejemplo, incrementar la modalidad o modi-
ficar la cuenta.
Método GET
Parámetros «identificadorDeOperacion», «nucDePoliza», «pageNumber» y «pa-
geSize»
Respuesta 200 OK (Devuelve «operacionResponseCollection»)
Tabla 5.8: Consulta de operaciones
5.4 Implementación
En esta sección se detallarán los aspectos más relevantes relativos a la fase de implementa-
ción de este proyecto, partiendo de los aspectos generales explicados en el primer incremento.
Se ha de recalcar que para este incremento se ha seguido usando la generación del esqueleto
del código de los nuevos recursos a través de la herramienta para editar el RAML proporcio-
nada por la entidad bancaria.
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5.4.1 Capa controlador
En la capa controlador, además de implementar los controladores específicos para cada
recurso con sus respectivas entradas se ha creado la clase «OperacionResponseAttributes»,
donde se almacenan los datos a enviar como respuesta. Esta clase es reusable en los recursos
mencionados anteriormente: para consultar las operaciones existentes genéricas y específicas
de una póliza de seguros se devuelve el recurso «colección» (explicado en el apartado 3.1.2
del tercer capítulo), mientras que para crear o consultar una operación específica se devuelve
el recurso «documento».
Este objeto devuelve: el identificador de la operación, el identificador de la oportunidad de
contratación de seguros asociada, el código de tipo de operación de seguros como, por ejemplo,
modificar la cuenta, solicitar disminuir o aumentar una modalidad y modificar el uso de un
vehículo o el propietario en los seguro de automóviles. También retornará el identificador de la
póliza de seguros, el código de estado de la operación (si está firmada, en curso o solicitada) y
una lista de atributos dependiendo del tipo de operación. Por ejemplo, en el tipo de operación
para modificar la cuenta se deberá indicar la cuenta contable, el identificador de suplemento
de la operación y el identificador de la póliza. Finalmente, serán devueltos el número de cliente
y la fecha de alta de la operación.
Un aspecto relevante de este incremento es que para ambas consultas de operaciones se
ha utilizado paginación, en donde el usuario que realiza la consulta es la encargada de indicar
cuántos elementos desea que se devuelvan. Para implementar esta característica, se hizo uso
de una clase proporcionada por la entidad bancaria (Figura 5.2), a través de la que se obtiene
el número de páginas («pageNumber») y los items por página («pageSize») que se desean
devolver. De esta forma, si se indica un «pageNumber» de 2 y un «pageSize» de 20 la consulta
devolvería 40 resultados si los hubiera.




Para implementar la capa fachada que posteriormente será llamada por la capa controlador
se ha creado un repositorio específico para los recursos de este incremento, «OperacionRe-
pository», junto con los diferentes servicios por recurso que llamarán a ese repositorio. Los
métodos que se implementaron en este repositorio se pueden ver en la Figura 5.3. Cada uno
de estos métodos llamará a la operación del backend correspondiente según se explicó en el
primer incremento y se realizará el «mapeo» de los objetos devueltos por negocio a los objetos
que expondrá la fachada al controlador.
Figura 5.3: Ejemplo del repositorio de operaciones con los métodos a implementar
Un aspecto a destacar de este incremento es cómo se han implementado las llamadas al
backend de los recursos que no tienen retorno como, por ejemplo, la actualización de una
operación específica. Para ello, se ejecuta la operación de backend con los parámetros de en-
trada pero, al no tener salida por parte del backend, simplemente se indica si la ejecución
fue exitosa o no. Si no lo fue se devuelve un error del tipo «ModelException», que manejará
la infraestructura de la entidad bancaria como se comentó en el apartado 4.4.3 del anterior
capítulo.
Figura 5.4: Ejemplo de un recurso sin salida
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5.5 Pruebas
La fase de pruebas ha seguido el mismo enfoque ya comentado para el primer incremento.
Así, se realizaron las pruebas unitarias para validar el correcto funcionamiento de la facha-
da; las pruebas de integración al finalizar el incremento en donde se incorporaron los nuevos
recursos diseñados en la colección del Postman compartida con los demás trabajadores del
proyecto global y, finalmente, las pruebas de aceptación llevadas a cabo a través de otra reu-
nión concertada con los usuarios para determinar si se han cumplido con las necesidades del






Este tercer incremento engloba la gestión de los diferentes productos contratados por uncliente.
6.1 Seguimiento
Al igual que en el incremento anterior, la primera actividad ha sido realizar el seguimiento
del proyecto para ver la situación del mismo. Aunque en el primer incremento se produjo una
pequeña desviación por la curva de aprendizaje de la desarrolladora, el segundo incremento no
se vio afectado en cuanto a duración, trabajo o coste, ya que los conocimientos adquiridos se
asentaron y permitieron a la alumna trabajar de una manera más ágil. En cambio, las fechas
de comienzo y fin del segundo incremento sí variaron debido a la desviación mencionada
previamente.
En la Tabla 6.1 se recoge una estimación de este tercer incremento. El Product Backlog del
tercer incremento se detalla en la Figura 6.1. Se estimó un total de 62 puntos que corresponden
a 124 horas de trabajo.
Figura 6.1: Pila del tercer incremento
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Inicio Fin Duración (días) Trabajo (horas x hombre) Coste (€)
26/04/2021 17/05/2021 15,5 124 1.213,74
Tabla 6.1: Estimaciones para el tercer incremento
6.2 Análisis
De la misma forma que en el incremento anterior, la alumna identificó y estimó las di-
ferentes «historias de usuario» surgidas de los requisitos de Odeene, que conformarían el
análisis de este tercer incremento. Dado que las pruebas realizadas en el anterior incremento
fueron exitosas, no se tuvo que realizar ninguna modificación de ningún recurso.
ID Historia de usuario
16 Como usuario quiero visualizar mis productos contratados para acceder a
su información
17 Como usuario quiero poder consultar las modalidades de un producto
18 Como usuario quiero poder consultar las coberturas de una modalidad
Tabla 6.2: Historias de usuario tercer incremento
6.3 Diseño
Siguiendo las consideraciones metodológicas ya introducidas en el apartado 2.4 del se-
gundo capítulo, tras abordar la fase de análisis se procedió a realizar el diseño de los recursos
mediante la herramienta proporcionada por la entidad bancaria. Los recursos diseñaros fueron
los siguientes:
Recurso /seguros/aspectosTransversales/productos
Descripción Permite consultar los productos contratados por un cliente como, por
ejemplo, sus seguros. Se puede filtrar por el código del producto.
Método GET
Parámetros «codigoDeProducto»
Respuesta 200 OK (Devuelve «productoResponseCollection»)
Tabla 6.3: Consulta de productos contratados
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Recurso /seguros/aspectosTransversales/productos/{productoId}
Descripción Permite consultar un producto contratado por un cliente.
Método GET
Parámetros «codigoDeProducto» y «productoId»
Respuesta 200 OK (Devuelve «productoResponse»)
Tabla 6.4: Consulta de un producto contratado
Recurso /seguros/aspectosTransversales/productos/{productoId}/ moda-
lidades
Descripción Permite consultar las modalidades de un producto como, por ejemplo,
un seguro a todo riesgo o a terceros.
Método GET
Parámetros «productoId»
Respuesta 200 OK (Devuelve «modalidadDeProductoResponseCollection»)
Tabla 6.5: Consulta de modalidades de un producto
Recurso /seguros/aspectosTransversales/productos/{productoId}/ moda-
lidades/{modalidadId}/coberturas
Descripción Permite consultar las modalidades de una cobertura, filtrando por el
código de la cobertura.
Método GET
Parámetros «productoId» y «modalidadId»
Respuesta 200 OK (Devuelve «coberturaDeProductoResponseCollection»)
Tabla 6.6: Consulta de coberturas de una modalidad
6.4 Implementación
La implementación de este incremento ha sido la más sencilla de abordar debido a que los
recursos a implementar no tenían una complejidad mayor de la que se hizo anteriormente.
6.4.1 Capa controlador
De la misma forma que se comentó en el anterior incremento, en esta capa, aparte de im-
plementar los controladores con los que interactúa el usuario a través de Postman, se crearon
tres clases modelo para representar la salida de los atributos de los recursos.
Por un lado, para la consulta de los productos de un cliente, tanto el recurso «colección»
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como el «item», se creó la clase «productoResponseAttributes». Este objeto devuelve el nom-
bre del producto contratado como, por ejemplo «Seguro de automóviles», el código con el que
se identifica a ese producto contratado y finalmente una descripción del mismo.
Por otra parte, se creó el objeto «modalidadDeProductoResponseAttributes», para devol-
ver las diferentes modalidades que existen de un producto. Esta clase devolverá un identifi-
cador de la modalidad, el nombre de la misma y el código asociado a ella. Algunos ejemplos
de las modalidades para los seguros de automóviles de la entidad bancaria son: modalidad a
todo riesgo, terceros lunas o terceros ampliado.
Finalmente, para consultar las coberturas de una modalidad se creó el objeto «cobertura-
DeProductoResponseAttributes», devolviendo los mismos campos que la modalidad pero en
referencia a las coberturas; el identificador de la cobertura, el nombre y el código asociado a
ella.
Respecto a la demás implementación del controlador, no existen diferencias sustanciales
respecto a los anteriores incrementos.
6.4.2 Capa fachada
Siguiendo la línea de implementación de la capa fachada de los anteriores incrementos,
para éste se creó un repositorio conjunto para los recursos diseñados: «productoRepository»,
así como un servicio por cada recurso. De la misma forma que en el anterior recurso, se imple-
mentaron los métodos de la Figura 6.2 que llaman al backend y, posteriormente, se mapearon
los objetos devueltos por esta capa a los objetos de la fachada.
Figura 6.2: Ejemplo del repositorio de productos con los métodos a implementar
6.5 Pruebas
Esta fase de pruebas siguió el mismo esquema que el ya comentado para los dos incremen-
tos anteriores. Así, se realizaron las distintas pruebas unitarias por servicio y, posteriormente
al final del incremento, se realizaron las pruebas de integración. Adicionalmente, y tras lo
realizado en el anterior incremento, se incluyeron las nuevas peticiones en la colección del
Postman. Finalmente, se realizaron las pruebas de aceptación donde no se solicitó ningún




Este cuarto y último incremento engloba la gestión de los diferentes trámites que pue-de realizar un cliente: desde consultar las diferentes oportunidades de un cliente, paso
previo a la contratación de una póliza de seguros, pasando por la descarga de documentos
y consulta de presupuestos, hasta la búsqueda de recomendaciones personalizadas sobre un
seguro específico.
7.1 Seguimiento
Al comenzar este incremento, al igual que se hizo en los anteriores, se procedió a realizar el
seguimiento del incremento anterior para ver en qué situación se encontraba el proyecto. Esta
vez, el tiempo estimado para el incremento anterior se vio reducido, tardando dos días menos
en llevarse a cabo. Esto fue debido a que los recursos definidos en el incremento anterior no
presentaron complejidad mayor de la que se esperaba y, juntándolo con que la experiencia y el
manejo del entorno y herramientas por parte de la alumna era cada vez mayor, el resultado fue
la reducción de duración presentada en la Tabla 7.1. Como se puede apreciar en la tabla, para
el tercer incremento, la fecha de finalización termina 4 días antes, coincidiendo con el fin de
semana. Adicionalmente, al no haber necesitado dos jornadas de implementación y pruebas
se produjo un ahorro de costes.
Inicio Fin Duración Trabajo Coste
Estimación 26/04/2021 17/05/2021 15,5 días 124 horas x hombre 1.213,74€
Real 26/04/2021 13/05/2021 13,5 días 108 horas x hombre 1.072,78€
Desviación 0 días -4 días -2 días -16 horas x hombre -140,96€
Tabla 7.1: Resumen del seguimiento del tercer incremento
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La estimación para este cuarto y último incremento se expone en la Tabla 7.2, mientras
que el Product Backlog definido para el cuarto incremento se detalla en la Figura 7.1, donde se
estimó un total de 78 puntos que corresponden a 156 horas de trabajo.
Inicio Fin Duración (días) Trabajo (horas x hombre) Coste (€)
14/05/2021 10/06/2021 19,5 156 1.474,94
Tabla 7.2: Estimaciones para el cuarto incremento
Figura 7.1: Pila del cuarto y último incremento
7.2 Análisis
Para este último incremento se siguió con el análisis de la API REST presentado y estimado
por la alumna en forma de «historias de usuario», originadas tras la primera fase de requisitos
realizada por Odeene.
ID Historia de usuario
19 Como usuario quiero realizar una búsqueda de recomendación personaliza-
da sobre un seguro específico
20 Como usuario quiero visualizar los presupuestos
21 Como usuario quiero acceder a las oportunidades para ver los intentos de
venta realizados
22 Como usuario quiero poder realizar descargas de documentos de diferentes
trámites
Tabla 7.3: Historias de usuario cuarto incremento
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7.3 Diseño
Como se hizo anteriormente para los demás recursos, en este apartado se siguió ampliando
el RAML con los nuevos recursos. En este incremento concretamente se incluyeron cuatro
recursos, habiendo sido diseñados todos ellos de manera independiente, ya que son diferentes
trámites que se realizan de sin estar relacionados con las pólizas.
Recurso /seguros/aspectosTransversales/advisorsPredictivos
Descripción Devuelve una lista con recomendaciones personalizadas sobre la ne-




Respuesta 200 OK (Devuelve «advisorPredictivoResponseCollection»)
Tabla 7.4: Consulta de advisors predictivos
Recurso /seguros/aspectosTransversales/presupuestos
Descripción Consulta los presupuestos solicitados por el cliente. Se puede filtrar por
el número del cliente.
Método GET
Parámetros «numeroDeCliente»
Respuesta 200 OK (Devuelve «presupuestoResponseCollection»)
Tabla 7.5: Consulta de presupuestos de un cliente
Recurso /seguros/aspectosTransversales/oportunidades
Descripción Devuelve las oportunidades de venta filtradas a un determinado cliente.
Se puede filtrar también por un intervalo de tiempo específico.
Método GET
Parámetros «estado», «fechaDesde», «fechaHasta», «identificadorDeGestor»,
«identificadorDeOportunidad», «numeroDeCliente», «numeroDeOfi-
cina» y «verPlazoExtendido».
Respuesta 200 OK (Devuelve «oportunidadResponseCollection»)








Respuesta 201 Created (Devuelve «documentoResponse»)
Tabla 7.7: Consulta de documentos
7.4 Implementación
La implementación de este último incremento ha sido, junto con el primer incremento, la
más laboriosa por ser la primera vez que se realizaba una descarga de documentos.
7.4.1 Capa controlador
Siguiendo con la implementación de todos los incrementos anteriores, en esta capa se
han implementado los cuatro controladores correspondientes a cada recurso. Al ser recursos
totalmente independientes se crearon cuatro objetos de respuesta.
En primer lugar, para la consulta de advisor predictivos se creó el objeto «advisorPredic-
tivoResponseAttributes». Este recurso sirve para aconsejar el tipo de seguros que necesitaría
un cliente. Devuelve el código de ramo, es decir, los tipos de seguros existentes como, por
ejemplo, de accidentes, decesos, protección integral de tarjetas, salud, vida o autos. Además,
devuelve el tipo de necesidad para cada cliente y, finalmente, el código de estado para saber
si el cliente ya posee ese seguro o no.
Continuando con la consulta de presupuestos, se ha creado la clase «presupuestoRespon-
seAttributes», que devuelve el nombre de la compañía de seguros, el nombre del presupuesto,
la fecha de solicitud del mismo y/o la fecha de caducidad y el estado del presupuesto.
Para la consulta de las oportunidades, que es el primer paso para contratar una póliza de
seguros, se ha creado el objeto «oportunidadesResponseAttributes», que devolverá el identi-
ficador asociado a esa oportunidad, el código del producto, la información del cliente, la fecha
de inicio y/o de caducidad de la oportunidad y un código de estado.
Finalmente, para la obtención de los documentos se devuelve una URI para acceder a la
descarga del mismo.
7.4.2 Capa fachada
La implementación de la capa fachada siguió los mismos pasos comentados en los an-
teriores incrementos. La única diferencia es que para estos cuatro últimos recursos se creó
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un repositorio por cada recurso debido a su independencia en cuanto a funcionalidad. Se
implementaron entonces los siguientes repositorios: «AdvisorPredictivoRepository», «Docu-
mentoRepository», «PresupuestoRepository» y «OportunidadRepository». Cada uno de ellos
implementó un método para llamar y obtener los datos del backend, que más tarde se map-
pearon mediante la librería AutoMapper explicada en el primer incremento.
No hay grandes diferencias en la implementación de los repositorios de este incremento
respecto a los anteriores, pero sí hay un aspecto a destacar y es la descarga de documentos.
Para poder implementar la descarga de documentos, la entidad bancaria proporcionó una
librería que incluía funcionalidades necesarias para implementar tanto la subida como la des-
carga de archivos. Teniendo en cuenta que a nivel de backend existen diferentes modos para
almacenar los archivos, esta librería uniformiza y abstrae el acceso a los diferentes almace-
nes. Esta librería provee un mecanismo para permitir la descarga de documentos presentes
en un almacén de backend de forma volátil, es decir, se genera una URL para poder acceder
al documento pero tiene una duración limitada. De esta forma, mientras no haya expirado se
puede obtener la información necesaria para leer el documento del almacén y devolverlo al
cliente. En la Figura 7.2 se puede ver el fragmento donde se obtiene el documento mediante
los métodos que han sido proporcionados por la entidad bancaria.




La fase de pruebas siguió el mismo esquema que el ya comentado en los anteriores tres
incrementos. Así, se realizaron las pruebas unitarias por cada servicio de cada recurso. Tras
finalizar el incremento, se realizaron las pruebas de integración, donde se incluyeron y pro-
baron las últimas peticiones en la colección del Postman. Destacar que en este último punto,
al probar la descarga de documentos, el tiempo se vio aumentado debido al desconocimiento
de cómo realizar las pruebas pertinentes inicialmente. Finalmente, se realizaron las pruebas




Una vez finalizado el incremento cuatro, se llevó a cabo el seguimiento de este último pa-ra obtener así los datos reales. En el último incremento, las fases de implementación y
pruebas obtuvieron conjuntamente una desviación de dos días debido a que la desarrolladora
no estaba familiarizada con la librería que se usó para realizar la descarga de documentos,
proporcionada por la entidad bancaria como se comentó en el anterior capítulo. Desconocía
también la forma de probar ese tipo de descargas. Finalmente, dicho recurso quedó implemen-
tado y probado correctamente, a pesar de haber invertido un poco más de tiempo en él. En la
Tabla 8.1 se refleja la estimación llevada a cabo en el último incremento, su duración real y la
desviación que supuso en cuanto a duración, trabajo y coste.
Inicio Fin Duración Trabajo Coste
Estimación 14/05/2021 10/06/2021 19,5 días 156 horas x hombre 1.474,94€
Real 14/05/2021 14/06/2021 21,5 días 172 horas x hombre 1.615,9€
Desviación 0 días 4 días 2 días 16 horas x hombre 140,96€
Tabla 8.1: Resumen del seguimiento del cuarto y último incremento
En la Tabla 8.2 se muestra una comparativa entre las estimaciones iniciales del proyecto
y los datos reales finalmente sucedidos.
Inicio Fin Duración Trabajo Coste
Estimación 22/02/2021 10/06/2021 78,5 días 628 horas x hombre 6.040,7€
Real 22/02/2021 14/06/2021 80,5 días 644 horas x hombre 6.181,66€
Desviación 0 días 4 días 2 días 16 horas x hombre 140,96€
Tabla 8.2: Resumen del seguimiento del proyecto a su cierre
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Como se puede ver en la tabla anterior, el proyecto terminó más tarde del plazo previsto,
concretamente cuatro días más tarde, coincidiendo con un fin de semana. Haciendo un aná-
lisis más detallado del seguimiento del proyecto, en cuanto a la duración se puede apreciar
que ha habido una desviación de dos días. Como se comentó en los capítulos anteriores, el
primer incremento sufrió una desviación de dos días que parecía que se iba a compensar con
la reducción de duración del tercer incremento. Sin embargo, finalmente, y tras el cuarto y
último incremento, el proyecto heredó el retraso de este último.
Por otro lado, en cuanto al esfuerzo, se puede apreciar que ha habido un total de 16 horas
por hombre de desviación, que afectaron en su mayor parte a la fase de implementación y
pruebas del primer y cuarto incremento donde se encontraron los problemas más relevantes.
Finalmente, observando la desviación de costes, el proyecto se vio encarecido en 140,96€.




Conclusiones y líneas futuras
En este último capítulo de la memoria se expondrá la situación final del proyecto, las con-clusiones a las que se ha llegado, las lecciones aprendidas y, finalmente, las líneas futuras
que se podrían llevar a cabo.
9.1 Situación final del trabajo
Tras la finalización de estamemoria, la API REST diseñada e implementada en este Trabajo
de Fin de Grado se encuentra actualmente siendo consumida por el frontend, desarrollado
por otro equipo, en el marco del proyecto global, comentado al inicio de esta memoria, de la
entidad bancaria. Se ha de destacar que, por el momento, no han surgido incidencias dignas
de mención desde su puesta en operación.
9.2 Conclusiones del trabajo
Una vez finalizado el Trabajo de Fin de Grado, se puede concluir que se han alcanzado
los objetivos mencionados en el apartado 2.2 del segundo capítulo de la presente memoria sin
grandes desviaciones en esfuerzo, tiempo y coste. Esto se ha logrado, principalmente, gracias
a la metodología de trabajo escogida, explicada en el apartado 2.4, que ha permitido estable-
cer una forma de trabajar orientada a la interacción continua con los usuarios finales. Como
resultado, se ha podido obtener un producto final adecuado a las necesidades de los usuarios
haciendo que los potenciales cambios a realizar tras la implementación se viesen considera-
blemente reducidos.
Por otra parte, se ha conseguido una API REST escalable y adaptada a un entorno real
(en concreto, a la entidad bancaria considerada). No obstante, y aunque esta API REST está
efectivamente adaptada a los requisitos de una entidad bancaria particular, este desarrollo se
podría «consumir» perfectamente por otros «clientes» sin impacto, gracias a su independen-
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cia frente al lenguaje y a la plataforma a utilizar.
9.3 Lecciones aprendidas
A continuación se exponen brevemente las lecciones aprendidas más relevantes por parte
de la alumna tras la realización de este trabajo:
• Es realmente muy importante la elección de la metodología con la que se va a trabajar,
ya que haciendo un correcto uso de la misma se permite agilizar el trabajo, cumplir con
un plazo razonable de entrega y obtener un producto que satisfaga las necesidades del
cliente.
• Resulta extremadamente difícil estimar la curva de aprendizaje respecto al uso de tec-
nologías o herramientas nuevas.
• Según se va familiarizando uno con el entorno (tanto tecnológico como conceptual ma-
nejado), las estimaciones sobre el esfuerzo, tiempo y coste van resultando más ajusta-
das. Aun así, hacer una estimación es ciertamente un aspecto complejo y difícil, que la
experiencia va facilitando en cierta medida.
• Es realmente importante poder realizar la estimación del esfuerzo, tiempo y coste que
puede suponer una tarea para que el cliente pueda conocer el impacto de sus peticiones.
• Es necesario establecer un estándar de codificación y nombrado para que el desarrollo
resulte más ágil y la búsqueda de errores más sencilla.
• En un entorno real es fundamental que el código haya sido probado de forma completa
y exhaustiva, ya que los errores, por pequeños que sean, pueden llegar a tener un gran
impacto en un entorno de producción.
9.4 Líneas futuras
Tras la finalización de este trabajo se plantean posibles nuevas vías de desarrollo. Así, la
más relevante está relacionada con el hecho de que la entidad bancaria tiene previsto seguir
aumentando la plataforma web que permite la gestión de los seguros a través de su filial
aseguradora; que, como se comentó en los primeros capítulos de la memoria, está desarrollada
por varias empresas. Concretamente, dicha entidad tiene pensado acometer nuevos seguros
como, por ejemplo, los de negocios (para asegurar un local o un restaurante) y los de hogar.
Como consecuencia, por tanto, en un futuro no lejano habrá que decidir entre dos opciones: (i)
aumentar los recursos de la API REST aquí presentada para soportar nuevas funcionalidades
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con respecto a estos nuevos seguros o (ii) adoptar el diseño y la arquitectura de esta API REST
para realizar un segundo desarrollo dedicado exclusivamente a estos nuevos seguros. En este










A.1 Tipos de autenticación
A.1.1 Autenticación básica
Este tipo de autenticación se basa en proporcionar un nombre de usuario y una contraseña
para iniciar sesión, que es la manera más sencilla de dar seguridad a una API. Esta autentica-
ción se realiza enviando, mediante el encabezado HTTP Autorización («Authorization»), las
credenciales (codificadas en base64) desde el cliente hasta el servidor. El problema que presen-
ta este tipo de autenticación es que, aunque las credenciales se envíen codificadas, cualquier
intermediario puede realizar un ataque «Man in The Middle» (MITM)1, pudiendo acceder a
dicha información. Para paliar este problema, se debe configurar que las conexiones entre
los clientes y la API funcionen únicamente mediante una conexión TLS/HTTPS, nunca sobre
HTTP.
A.1.2 OAuth 2.0
OAuth 2.0 es un framework de autorización que permite controlar el acceso por parte de
las aplicaciones a los datos de los usuarios sin tener que facilitar directamente las credenciales.
Consiste en delegar el permiso de autenticación del usuario al servicio que gestiona las cuentas
del usuario, de esta forma, el propio servicio es el que otorga acceso a las aplicaciones de
terceros.
El proceso de autenticación explicado de manera genérica, es el siguiente (Figura A.12):
1. La aplicación cliente solicita una autorización para acceder a los recursos de un usuario.
1 Ataque donde un intermediario es capaz de situarse en el medio de dos comunicaciones y robar la información
que se envía.
2 Imagen extraída de [26]
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2. Si el usuario autoriza este acceso, la aplicación recibe una «Authorization Grant» (con-
cesión de autorización)
3. La aplicación cliente solicita un «access token» al servidor, mostrando que es un cliente
válido y que se le ha concedido el permiso previamente.
4. Si la identidad de la aplicación cliente se valida adecuadamente por el servicio y la
concesión de autorización es válida, el servidor emite un «access token» a la aplicación.
De esta forma, se completa la autorización.
5. La aplicación puede presentar el «access token» recibido anteriormente y solicitar un
recurso al servidor de recursos.
6. Si el «access token» es válido, entonces el servidor le envía el recurso a la aplicación.
Figura A.1: Autenticación OAuth 2.0
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A.2 Protocolo HTTP
Verbo HTTP Seguro Idempotente Semántica
GET Sí Sí Solicita la representación de un recurso especí-
fico. Pueden especificarse parámetros en la URL
(como pares campo=valor, separados por el ca-
racter «&»).
HEAD Sí Sí Pide una respuesta similar a la de una petición
GET, pero sin el cuerpo de la respuesta. Obtiene
los metadatos de la cabecera.
POST No No Solicita la creación de nuevo recurso, causando a
menudo un cambio en el estado o efectos secun-
darios en el servidor. Los datos del recurso van
en el cuerpo de la petición.
PUT No Sí Reemplaza todas las representaciones actuales
del recurso de destino con el cuerpo de la pe-
tición enviada.
PATCH No No Similar a la petición PUT, pero realiza modifica-
ciones parciales (no totales) sobre el recurso.
DELETE No Sí Elimina un recurso existente.
ONNECT No No Establece un túnel hacia el servidor identificado
por el recurso.
OPTIONS Sí Sí Devuelve los métodos HTTP soportados por el
servidor para la URL especificada.
TRACE Sí Sí Realiza una prueba de bucle de retorno de men-
saje a lo largo de la ruta al recurso de destino.
Sirve para comprobar si la solicitud se ha visto
modificada por servidores intermedios.
Tabla A.1: Métodos de peticiones HTTP
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Código de estado Descripción
200 OK Respuesta estándar para peticiones correctas.
201 Created La petición se ha completado y un nuevo recurso ha sido
creado como resultado de ello.
202 Accepted La petición ha sido aceptada pero su procesamiento aún no
ha sido completado. Por tanto podría ser o no satisfecha
en el futuro.
204 No Content La solicitud se ha completado con éxito pero su respuesta
no tiene ningún contenido.
400 Bad Request La solicitud no se puede interpretar debido a una sintaxis
inválida, percibida como un error del cliente.
401 Unauthorized Es necesario autenticarse para obtener la respuesta solici-
tada.
403 Forbbiden El cliente que realiza la petición no posee los permisos ne-
cesarios para recibir la respuesta.
404 Not Found El recurso no ha sido encontrado.
409 Conflict La petición no puede ser satisfecha debido a un conflicto
con el estado actual del servidor.
422 Unprocessable Entity La solicitud está bien formada pero fue imposible seguirla
debido a errores semánticos.
428 Precondition Required El servidor requiere que esta operación sea condicional.
Es obligatorio que el cliente incluya la cabecera «If-None-
Match».
500 Internal Server Error El servidor ha encontrado una situación que no sabe cómo
manejarla.
503 Service Unavailable El servidor no puede responder a la petición del navegador
porque está congestionado o realizando tareas de mante-
nimiento.
504 Gateway Timeout El servidor está actuando de «proxy» o «gateway» y no
ha recibido a tiempo una respuesta del otro servidor, por
lo que no puede responder adecuadamente a la petición
del navegador.
Tabla A.2: Códigos de estado para las respuestas HTTP
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