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RESUMEN 
 
Los metamodelos son útiles para crear los elementos básicos que permiten modelar una 
realidad, mediante el uso de diagramas. 
Para la creación de metamodelos, se suelen emplear herramientas MetaCASE, que son 
evoluciones de las herramientas CASE convencionales y en las cuales se pueden definir 
los elementos de un metamodelo. Para esa definición, las herramientas MetaCASE se 
valen de dos tipos de especificaciones: una gráfica, que permite la interacción con el 
creador del metamodelo (en adelante denominado “analista”), y una declarativa, que 
define la lógica con la cual se implementa el metamodelo. 
Por lo general, las herramientas MetaCASE combinan los dos tipos de especificaciones, 
lo cual requiere que el analista domine la sintaxis de ambas. Además, no se puede 
separar la información de los dos tipos de especificaciones, por lo cual, si se cambia la 
especificación gráfica de un metamodelo, indisolublemente hay que cambiar su 
especificación declarativa. 
Para solucionar parcialmente estos problemas, se creó el lenguaje UN-LEND, que permite 
expresar especificación declarativa de los metamodelos sin incluir una especificación 
gráfica asociada con ella. Sin embargo, el UN-LEND requiere entrenamiento y 
conocimientos técnicos de su sintaxis para definir un metamodelo. Por lo general, los 
analistas no disponen de ese conocimiento y los metamodelos son más comprensibles 
cuando se elaboran de forma gráfica. Además, dentro de la especificación declarativa se 
suelen emplear expresiones que no son fácilmente representables mediante elementos 
gráficos. 
Por ello, en esta Tesis de Maestría se propone un método para obtener la especificación 
declarativa de un metamodelo a partir de una especificación gráfica basada en los 
denominados esquemas preconceptuales. Para ello, se requiere la ampliación de la 
sintaxis de dichos esquemas, pues, en la actualidad, se generan inconvenientes cuando 
se definen en ellos restricciones y operaciones aritméticas. Además, es necesario 
xiii 
 
establecer los lineamientos para la construcción de metamodelos con dichos esquemas y 
se requiere la definición de las reglas heurísticas que posibiliten la transformación de la 
especificación gráfica en la especificación declarativa representada en UN-LEND. 
 
Palabras Clave: UN-LEND, esquemas preconceptuales, reglas de transformación, 
herramientas MetaCASE, lenguajes declarativos, especificaciones gráficas. 
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ABSTRACT 
Meta-models are useful tools for creating basic modeling elements. Diagrams use these 
elements in order to model reality. 
CASE (Computer-Aided Software Engineering) tools evolved in MetaCASE tools, when 
they need to create metamodels (or define metamodel elements). For completing this task, 
MetaCASE tools employ two kind of specs: graphical specs, for interacting with analysts 
(whom create the metamodel), and declarative specs, for defining the metamodel logic. 
 
Commonly, specs are mixed by MetaCASE tools, and analysts must “master” the syntax of 
both kinds of specs. Furthermore, specs cannot be separated, so we must change the 
declarative specs if we need to make a change in graphical specs. 
 
UN-LEND was created as a partial solution to these problems, because it can express 
meta-model declarative specs without including the implied graphical ones. However, 
defining a meta-model by using UN-LEND requires training and syntax technical 
knowledge, usually absent in analysts. Also, meta-models are more understandable when 
they are made in a graphical manner. Beside this, declarative specs use to employ some 
expressions hardly represented by graphical elements. 
 
The above reasons lead me to propose, in this Master Thesis, a method for obtaining the 
declarative specs of a metamodel from the graphical pre-conceptual-schema-based specs. 
To achieve this goal, I suggest adding new elements to pre-conceptual schemas, because 
currently some problems arise when they are used to represent constraints and 
arithmetical operations. Also, I define the guidelines for making meta-models with pre-
conceptual schemas, and I define heuristic rules for easily transform graphical specs into 
declarative UN-LEND-based specs. 
  
Keywords: UN-LEND, pre-conceptual schemas, transformation rules, MetaCASE tools, 
declarative languages, graphical specs. 
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1. INTRODUCCIÓN 
 
Cuando se requiere una representación simplificada de la realidad para observar algún 
tipo de fenómeno, se suelen emplear diagramas. Los diagramas son dibujos que poseen 
una sintaxis definida, que se traduce en un conjunto de elementos básicos para 
representar objetos, acciones y restricciones del mundo. La especificación de los 
elementos básicos de un diagrama constituye lo que se denomina “metamodelo” (De Lara 
y Vangheluwe, 2002) 
 
Para la creación de diagramas, en Ingeniería de Software se emplean, desde los años 
setenta, las herramientas CASE (Computer-Aided Software Engineering), que permiten 
una amplia gama de funciones, desde el simple trazado de los dibujos que representan 
los diagramas, hasta labores altamente ingenieriles, como la conversión a código y la 
reingeniería (Burkhard y Jenster, 1989). Las necesidades de modificación de las 
especificaciones de los modelos generaron una evolución en estas herramientas, de 
forma que fueron necesarias las denominadas herramientas MetaCASE, las cuales 
permiten realizar cambios en la simbología básica y el uso de los diferentes elementos de 
un modelo, tomando como base su metamodelo. Esos cambios se pueden hacer porque 
los metamodelos, cuando se definen en herramientas MetaCASE, emplean dos tipos de 
especificaciones. Un primer tipo, las especificaciones gráficas, suelen utilizar un diagrama 
para definir los elementos básicos (diagrama entidad-relación, diagrama de clases, etc.) y 
que posibilita la comunicación con el analista, que es quien debe crear el metamodelo. Un 
segundo tipo, las especificaciones declarativas, se basan en algún lenguaje de tipo 
declarativo (scheme, alter, smalltalk, OCL, etc.) o procedimental (python, C++, Java, etc.) 
y hacen posible el uso computacional del metamodelo, mediante la definición de la lógica 
del mismo (De Lara y Vangheluwe, 2002). 
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Algunas de las herramientas MetaCASE más conocidas son: AToM3 (De Lara y 
Vangheluwe, 2002), DoME (http://sourceforge.net/projects/dome-continued/), MetaEdit+ 
(Smolander et al., 1993) y GME (Ledeczi et al., 2001). Cada una de ellas utiliza diferentes 
diagramas para las especificaciones gráficas y diferentes lenguajes para las 
especificaciones declarativas. Por ejemplo, AToM3 utiliza el diagrama entidad-relación 
para las primeras y el lenguaje procedimental python para las segundas. DoME emplea 
una ampliación del diagrama de clases y el lenguaje declarativo Alter. En cualquiera de 
los casos, el analista que deba usar estas herramientas tiene que tener conocimientos en 
los diagramas y en los lenguajes de programación, lo que requiere un alto entrenamiento 
técnico. Además, la mayoría de estas herramientas combinan las especificaciones 
gráficas y las declarativas y las almacenan en archivos que no se pueden separar, de 
forma que un cambio en la visualización de un tipo de diagrama, por ejemplo, requiere el 
cambio del metamodelo completo (Zapata y Arango, 2004). 
 
Zapata y Arango (2004), buscando la independencia entre las especificaciones gráficas y 
las declarativas de los metamodelos, propusieron el UN-LEND (Universidad Nacional—
Lenguaje Declarativo para la especificación de modelos), el cual posibilita la escritura de 
las especificaciones declarativas de un metamodelo de forma aislada, sin tomar en 
consideración las especificaciones gráficas. Como cualquier lenguaje declarativo, el UN-
LEND requiere que el analista conozca bien su sintaxis para poderla utilizar en la 
definición del metamodelo y ésta es una capacitación que los analistas, por lo general, no 
poseen. Además, existen ventajas comparativas de comprensión cuando se compara una 
especificación gráfica con un texto, pues los diagramas suelen ser más entendibles que el 
texto (Alesandrini, 1984). Finalmente, las especificaciones declarativas suelen emplear 
expresiones matemáticas y operaciones algebraicas que no se pueden representar 
fácilmente de forma gráfica, para los cuales, en la actualidad, existen propuestas de 
lenguajes gráficos, pero en los cuales sólo se representan las restricciones y no los 
metamodelos completos (Zapata y Manjarrés, 2009. En el Anexo 1 se encuentra el 
artículo completo que adiciona la capacidad de representar restricciones de forma gráfica 
en los esquemas preconceptuales). 
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Como una forma de solución de los problemas anotados, en esta Tesis se emplean los 
denominados esquemas preconceptuales (Zapata et al., 2006) como punto de partida 
para la elaboración de una especificación gráfica de los metamodelos. Pero, como estos 
esquemas tienen dificultades para representar restricciones y operaciones aritméticas, es 
necesario definir algunos elementos adicionales en su sintaxis, como los operadores, y 
redefinir el uso de otros elementos, como las notas, los condicionales y los marcos. 
Además, en esta Tesis se definen unas características para la construcción de 
metamodelos en esquemas preconceptuales, que combinan los elementos nuevos y 
modificados de los mismos. Finalmente, se establece un conjunto de reglas heurísticas 
que posibilitan la transformación de la especificación gráfica (representada en esquemas 
preconceptuales) en la especificación declarativa (representada en código UN-LEND). 
 
La Tesis tiene la siguiente estructura: en el capítulo 2 se presenta el marco teórico que 
sustenta la Tesis; en el capítulo 3 se realiza una revisión y análisis de los principales 
antecedentes de esta Tesis; en el capítulo 4 se define el alcance y el problema de 
investigación, incluyendo los objetivos y la metodología; en el capítulo 5 se presenta el 
método para obtener la especificación declarativa en UN-LEND a partir de la 
especificación gráfica en esquemas preconceptuales; en el capítulo 6 se valida la 
propuesta, presentando el prototipo, el cual se complementa con dos casos de estudio, 
que emplean el método propuesto. Finalmente, se presentan las conclusiones y el trabajo 
futuro. 
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2. MARCO TEÓRICO 
 
 
En este capítulo se examinan los principales conceptos que posibilitan la comprensión del 
resto del trabajo y se define la terminología que se empleará en esta Tesis. 
 
2.1. METAMODELADO 
 
Vangheluwe y De Lara (2002) establecen que los metamodelos son, esencialmente, 
modelos que se utilizan en sistemas complejos para lidiar con la diversidad de 
componentes, empleando lo que se conoce como “formalismos y paradigmas de 
modelado”. Al lenguaje que permite el manejo de tales formalismos se le conoce como 
“metamodelo”. 
Los formalismos, generalmente, son de tipo gráfico (por ejemplo los diagramas 
convencionales, como el diagrama entidad-relación, los diagramas de UML u otro tipo de 
diagramas como los autómatas de estados finitos o los diagramas de procesos) y se 
suelen combinar con ciertos lenguajes de restricciones (por ejemplo, el OCL, que permite 
expresar las restricciones que hacen parte de UML), que emplean expresiones en forma 
de texto. Esto se hace porque los formalismos gráficos no permiten expresar 
completamente la gama de limitaciones que deberían tener los elementos con los que se 
construyen los modelos (Vangheluwe y De Lara, 2002). En lo que resta de esta Tesis, los 
formalismos de tipo gráfico se denominarán “especificaciones gráficas”, puesto que su 
función es representar gráficamente los conceptos fundamentales y relaciones que hacen 
parte de un determinado diagrama, y a los paradigmas que emplean lenguajes de 
restricciones se les denominará “especificaciones declarativas”, puesto que establecen la 
lógica que complementa el uso de los diagramas. 
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2.2. UN-LEND 
 
Zapata y Arango (2004) definieron la gramática de un lenguaje diseñado, concretamente, 
para la especificación declarativa de los metamodelos. De esta manera, un analista puede 
expresar los conceptos, atributos, relaciones y restricciones que forman parte de un 
metamodelo. Una vez la especificación declarativa se define, es posible elaborar 
“ejemplos” completos de la especificación, de forma tal que se conforman instancias del 
metamodelo que, en el argot de la Ingeniería de Software, se conocen como “modelos”. 
Así, los diferentes diagramas que forman parte de un modelo poseen una sintaxis que se 
puede definir por medio de una especificación declarativa en UN-LEND. 
Los componentes fundamentales de cualquier especificación declarativa en UN-LEND 
son: 
• Modelo: componente opcional que sirve de raíz a los demás componentes del 
lenguaje. Se puede especificar con su nombre. 
• Clase: componente que se deriva jerárquicamente del modelo. Se especifica con 
su nombre (obligatorio) y, opcionalmente, con un identificador. 
• Atributo: es una característica de una clase y se especifica con el tipo de dato, el 
nombre y la cardinalidad. 
• Restricción: es una expresión matemática que limita los valores de los atributos 
correspondientes a las clases. Una restricción también se puede aplicar a un 
componente de tipo “modelo”, en cuyo caso limita los valores de los atributos 
involucrados en su expresión para todas las clases en las cuales participe. Una 
restricción posee, además de la expresión matemática, un nombre que la 
distingue. En el contexto de esta Tesis, las expresiones matemáticas contienen 
atributos y valores conectados con operadores de forma jerárquica; algunos de los 
operadores definidos por Zapata y Arango (2004), como “in”, “set” o “select” no son 
válidos para este trabajo y constituyen uno de los trabajos futuros que se pueden 
derivar del mismo. 
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Un ejemplo de metamodelo en UN-LEND, tomado de Zapata y Arango (2004), establece 
las características de un modelo de un matrimonio, tomando en consideración los 
componentes anotados: 
class Hombre: 
attributes: 
string: nombre [1,2] 
string: apellido [1,2] 
edad [1,1] 
constraints: 
vive = edad > 0 and edad < 100 
class Mujer: 
attributes: 
string: nombre [1,2] 
string: apellido [1,2] 
int: edad [1,4] 
constraints: 
vive = edad > 0 and edad < 100 
class Casa: 
attributes: 
string: direccion [1,1] 
Hombre: dueno [1,1] 
string: telefono [1,*] 
constraints: 
class Matrimonio: 
attributes: 
Hombre: esposo [1,1] 
Mujer: esposa [1,1] 
Casa: vivienda [1,*] 
constraints: 
MayorEsposo = esposo.edad > esposa.edad[2,0] 
 
Un conjunto de instancias que cumplen las características de este metamodelo, es: 
Instancia de ‘Hombre’. ID = 10552944 
 nombre: Juan Felipe 
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 apellido: Jiménez 
 edad: 40 
Instancia de ‘Mujer’. ID = 10554304 
 nombre: Ana María 
 apellido: González 
 edad: 48 
Instancia de ‘Casa’. ID = 10566416 
 direccion: Calle 13 x Carrera 22 
 dueno: 10552944 
 telefono: 4444555 
Instancia de ‘Matrimonio’. ID = 10575648 
 esposo: 10552944 
 esposa: 10554304 
 vivienda: 10566416 
 
Una vez se definen las instancias, se puede proceder a verificar el valor de las 
restricciones. Con los valores anotados, sólo la restricción denominada ‘MayorEsposo’ se 
viola, puesto que la edad de la esposa es superior a la edad del esposo. 
 
2.3. ESQUEMAS PRECONCEPTUALES 
 
Zapata et al. (2006) definen los esquemas preconceptuales como diagramas que 
posibilitan la representación del conocimiento en cualquier dominio. Así, es posible 
expresar en ellos los conceptos, relaciones, restricciones, condiciones e implicaciones 
necesarias para describir las características estructurales y dinámicas que forman parte 
de la descripción de ese dominio. Al tener una base gráfica, según Alesandrini (1984), su 
nivel de comprensión puede ser mayor que el de un equivalente textual. 
Los principales elementos de los esquemas preconceptuales, que se emplean en esta 
Tesis, se muestran en la figura 1 y son: 
• Conceptos: sustantivos y frases nominales (cuyo núcleo es un sustantivo), que se 
encierran en rectángulos. 
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• Relaciones estructurales: verbos “es” y “tiene”, que se encierran en óvalos con 
línea continua. 
• Conexiones: flechas delgadas que unen conceptos con relaciones 
estructurales/dinámicas y viceversa, para conformar lo que se denomina “triadas”. 
• Notas: sustantivos y adjetivos que se colocan en un rectángulo en línea 
discontinua que se pega a un concepto, con el fin de representar posibles valores 
del concepto. En Zapata et al. (por aparecer) se define un nuevo uso para estos 
elementos, pues se les adiciona una expresión matemática entre llaves para 
definir una restricción. 
• Marcos: Rectángulos con bordes redondeados y línea gruesa que se emplea para 
agrupar algunos elementos de un esquema preconceptual. Es un nuevo elemento 
que se emplea en estos diagramas (Zapata et al., por aparecer). 
 
Figura 1. Elementos de los esquemas preconceptuales. Tomado de Zapata et al. 
(2006) y Zapata et al. (por aparecer). 
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3. ANTECEDENTES 
 
 
En este capítulo se listan los trabajos más relevantes que realizan aportes en la temática 
de esta Tesis de Maestría y se sintetizan en una tabla a final del capítulo. 
AToM3: A Tool for Multi-Formalism Modeling and Meta-Modeling 
Es una herramienta MetaCASE que utiliza un formalismo gráfico basado en el modelo 
entidad-relación para la expresión de los metamodelos (De Lara y Vangheluwe, 2002), el 
cual se soporta internamente en código fuente escrito en el lenguaje de programación 
Python (2010), que sirve para escribir las restricciones que hacen parte del metamodelo 
definido. En la Figura 2 se presenta la expresión de un pequeño subconjunto del 
metamodelo de clases expresado en el lenguaje entidad-relación de AToM3. 
 
Figura 2. Metamodelo reducido del diagrama de clases expresado en el modelo E-R 
de AToM3. Tomado de Zapata y Arango (2004). 
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DOME: Domain Modeling Environment 
Esta herramienta metaCASE, creada por la organización Honeywell, emplea una 
especificación gráfica basada en el diagrama de clases de UML (OMG, 2010), pero 
adicionando variaciones para las clases y las conexiones, debido a la necesidad de incluir 
diferenciaciones para las representaciones gráficas (http://sourceforge.net/projects/dome-
continued/). En su interior, la especificación gráfica se apoya en el lenguaje Smalltalk 
(2010) combinado con Alter (http://sourceforge.net/projects/dome-continued/), un lenguaje 
creado específicamente para la herramienta DOME y similar al Lisp o al Scheme, que se 
utiliza para la codificación de métodos y restricciones, los cuales no se pueden 
representar utilizando la especificación gráfica proporcionada. En la Figura 3 se aprecia 
parte del modelo de clases expresado en el formalismo gráfico de DOME. 
 
Figura 3: Modelo de Clases expresado en la especificación gráfica de DOME. 
Tomado de Zapata y Arango (2004). 
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MetaEdit 
MetaEdit (Smolander et al., 1993) se creó como parte del proyecto de investigación SYTI 
en la Universidad de Jyväskylä y en cooperación con la empresa Metacase 
(metacase.com, 2010). En este entorno se define el metamodelo gráfico utilizando un 
modelo de datos denominado OPRR (Object-Property-Role-Relationship) y también los 
símbolos gráficos del lenguaje de modelado específico del dominio, que permite la 
generación de código fuente ejecutable. Toda esta información se almacena en archivos 
que sirven para configurar la herramienta y aplicar el paradigma de modelado deseado. 
Por lo tanto, no hay una clara separación entre las especificaciones gráfica y declarativa. 
Además las restricciones y operaciones aritméticas se deben escribir en forma de 
expresiones utilizando el lenguaje específico del dominio. La versión 1.0 de MetaEdit se 
lanzó en 1993 como Shareware y, desde ese momento, las versiones subsecuentes son 
comerciales. En la figura 4 se muestra un ejemplo de metamodelo definido utilizando 
MetaEdit. 
 
 
Figura 4. Ejemplo de meta-modelo definido en MetaEdit. Tomado de Tuunanen y 
Rossi, 2004. 
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GME: Generic Modeling Environment 
GME es un conjunto de herramientas configurable que permite la creación de un dominio 
específico de modelado. Utilizando metamodelos basados en el diagrama de clases de 
UML y el lenguaje de restricción de objetos OCL, se define el lenguaje de modelado y el 
dominio de la aplicación. El paradigma de modelado que se define contiene la sintaxis, 
semántica y presentación relacionada con el dominio y, también, los conceptos que se 
utilizarán para construir los modelos y las reglas para relacionar dichos conceptos y para 
la construcción del modelo. Nuevamente, esta herramienta MetaCASE combina las 
especificaciones gráfica y declarativa y se ayuda con el lenguaje de restricciones OCL 
para crear expresiones, que no se pueden representar fácilmente de forma gráfica. La 
figura 5 muestra la interfaz gráfica y un modelo de ejemplo. 
 
 
Figura 5: Modelo ejemplo implementado en GME. 
Tomado de http://www.isis.vanderbilt.edu/Projects/gme/ 
 
MOF: Meta Object Facility 
UML no es el único lenguaje estándar de modelado que existe o que se pueda utilizar 
para representar elementos de un dominio de conocimiento. Además, al poseer un 
conjunto de modelos definidos, no es posible modificarlos o complementarlos de alguna 
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forma. Con el propósito de poder definir paradigmas de modelado propios, el OMG originó 
MOF (OMG, 2010), un meta-metamodelo, es decir, una especificación que permite definir 
metamodelos de forma gráfica y que se ayuda con OCL para establecer restricciones. Al 
basarse en el propio UML, MOF tiene falencias al tratar de implementar restricciones 
sobre los propios modelos que se van a instanciar a partir del metamodelo creado. En la 
figura 6 se puede apreciar este problema, pues emplea el formalismo propio del diagrama 
de clases para definir, posteriormente, el diagrama de clases mismo. Además, las 
restricciones requieren, como complemento, expresiones en OCL que no se representan 
dentro del mismo metamodelo. 
 
 
Figura 6: Metamodelo de los elementos básicos de MOF, empleando la sintaxis del 
diagrama de clases. Tomado de OMG (2010). 
 
UN-LEND 
UN-LEND (Zapata y Arango, 2004) es un lenguaje declarativo creado al interior del grupo 
UN-INFO de la Escuela de Sistemas de la Universidad Nacional de Colombia. Su fin es el 
de separar la especificación declarativa de la gráfica de un metamodelo. En UN-LEND es 
posible especificar la parte lógica de los modelos de forma independiente a como se 
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especificarían sus gráficos. Sin embargo, la ventaja que tenían las herramientas 
MetaCASE se perdió con el UN-LEND, puesto que la especificación se debe construir 
completamente de forma textual y ello implica conocer la sintaxis y semántica de este 
lenguaje para poder construir un metamodelo (Véase la sección 2.2 para una mayor 
comprensión del lenguaje). 
 
Grafos existenciales 
Los grafos existenciales que propuso Pierce (1931-35) son una representación 
diagramática o visual de expresiones lógicas, que se parecen a los diagramas de Venn 
empleados en la teoría de conjuntos. Cuando se intenta expresar condiciones muy 
sencillas resulta muy intuitivo su uso, pero cuando se pasa a expresiones un poco más 
complejas se requiere habilidad y experiencia para representarlas. Los grafos 
existenciales no son una especificación gráfica completa, es decir, no permiten la 
definición de metamodelos y tampoco se ayudan de lenguajes declarativos que permitan 
adicionar expresiones complejas a la representación visual resultante. Sin embargo, este 
trabajo es uno de los primeros antecedentes que se puede referenciar para la 
representación de restricciones o expresiones de forma gráfica. En la figura 7 se muestra 
un ejemplo de la notación de los grafos existenciales. 
 
 
Figura 7: Ejemplos de notación de los grafos existenciales. Tomado de Peirce 
(1931-35). 
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GQL: Graphical Query Language 
Papantonakis y King (1995) presentan GQL, un lenguaje gráfico para la realización de 
búsquedas en esquemas de datos. Con este lenguaje se pueden realizar operaciones 
algebraicas sobre un esquema gráfico, de forma tal que se pueden encontrar conjuntos de 
datos que satisfacen dichas operaciones. Este lenguaje, pese a ser gráfico, requiere un 
conocimiento profundo del lenguaje de consultas sobre bases de datos SQL (Structured 
Query Language). Así, se trata de un dominio técnico específico de las bases de datos. 
En la figura 8 se aprecia un modelo de datos definido utilizando una forma de modelo 
entidad-relación. A partir de este modelo de datos se crean dos consultas en forma gráfica 
(véase la figura 9) utilizando GQL, las cuales no son muy intuitivas para analistas sin 
experiencia previa en modelado de datos y su manipulación a través del lenguaje 
declarativo de consultas sobre esquemas de datos SQL. De hecho, para conocedores del 
lenguaje SQL, queda la impresión de que cada elemento del lenguaje tiene una 
correspondencia gráfica. Adicionalmente, se puede apreciar que algunos de los criterios, 
en especial las comparaciones, se expresan en forma textual y se combinan con la 
especificación gráfica. Este lenguaje visual podría contener algunos de los elementos de 
un metamodelo, pero su uso para este fin no estaría plenamente probado ni justificado. 
 
 
Figura 8. Esquema de datos de ejemplo expresado como un modelo E-R 
Tomado de Papantonakis y King (1995) 
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Figura 9. Dos consultas de ejemplo sobre el esquema de datos utilizando GQL 
Tomado de Papantonakis y King (1995) 
 
Horn Clauses 
Agustí et al. (1998) presentan las denominadas Horn Clauses, que son representaciones 
de la lógica de predicados de primer orden, con una notación similar a diagramas de 
Venn, lo que las hace muy intuitivas. Sin embargo, al basarse en teoría de conjuntos, los 
términos complejos no son de fácil representación y, por ser cercanos a la lógica de 
predicados, requieren entrenamiento para su elaboración. La Figura 10 muestra algunos 
ejemplos de Horn Clauses y su correspondencia en lógica de primer orden. Se puede 
observar que los predicados se representan a través de rectángulos y las asociaciones 
entre ellos encerrando uno o varios predicados dentro de otros. Al ser un lenguaje 
puramente lógico, las operaciones matemáticas no son posibles de representar. En 
términos de la revisión que se requiere para esta Tesis, se puede notar que algunos de 
los elementos de un metamodelo se podrían representar, efectivamente, como predicados 
en los términos de las Horn Clauses, pero las restricciones se tendrían que agregar en un 
lenguaje textual en forma de observaciones adicionales a estos diagramas, por lo cual se 
tienen los mismos problemas enunciados hasta ahora para los lenguajes visuales. 
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Figura 10. Ejemplos de predicados expresados a través de Horn Cluses. 
Tomado de Agustí et al. (1998) 
 
LSD 
Cox y Smedley (1998) proponen LSD (Language for Structured Design), que es un 
lenguaje lógico basado en la notación de Lograph, un lenguaje lógico visual similar a los 
diagramas que se emplean en circuitos electrónicos. Por ser cercano a estos diagramas, 
se requiere mucha capacitación para su elaboración. Además, la complejidad se 
incrementa a medida que se incrementan los elementos que se emplean en la 
representación. En la Figura 11 se presenta un ejemplo de consulta en LSD. Se puede 
apreciar una forma de jerarquía, que puede conducir a una adecuada representación de 
expresiones algebraicas y restricciones. Sin embargo, los demás elementos que se 
pueden definir para un metamodelo tienen problemas de representación al interior de este 
lenguaje. 
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Figura 11. Consulta de ejemplo utilizando LSD. Tomado de Cox y Smedley (1998). 
 
Nassi-Schneidermann y la Vertical Nested Box Notation 
Neary y Woodward (2002) realizan una comparación entre dos notaciones gráficas de tipo 
lógico: los diagramas de Nassi-Schneidermann y la Vertical Nested Box Notation. Ambas 
notaciones explotan los principios básicos de la programación, por lo cual su uso requiere 
entrenamiento en algoritmos y su representación. En la figura 12 se observa una 
comparación utilizando la notación Nassi-Schneidermann, en la cual se presenta el 
proceso para determinar si se alcanza o no el nivel máximo de un tanque. Es de resaltar 
que la información acerca del tanque no aparece en la notación y que es necesario crear 
leyendas con los colores utilizados en los fondos de los rectángulos. En este caso, el 
rectángulo exterior representa el tanque, pero este elemento queda implícito dentro de la 
representación, pues no aparece el nombre claramente establecido dentro de la misma. 
En la figura 13 se observa la misma comparación pero utilizando la notación Vertical 
Nested Box. La diferencia entre ambas radica en la distribución de los rectángulos, pues, 
en la última, es vertical. Estas notaciones permiten la escritura de expresiones, pero 
difícilmente pueden contribuir en la representación de la totalidad de elementos de un 
metamodelo. 
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Figura 12. Ejemplo de comparación utilizando la notación Nassi-Schneidermann. 
Tomado de Neary y Woodward (2002). 
 
 
Figura 13. Ejemplo de comparación utilizando la notación Vertical Nested Box. 
Tomado de Neary y Woodward (2002). 
 
Visula 
Grant (2006) presenta Visula, un lenguaje de programación orientado a objetos de tipo 
gráfico que explota una notación de tipo matemático. Con este lenguaje es posible 
representar y verificar el resultado de la evaluación de una expresión. Sin embargo, el 
lenguaje es altamente complejo, lo que hace que personal no entrenado tenga dificultades 
en su manejo, debido a que se basa en el diagrama de secuencias de UML. 
Adicionalmente, no hay clara separación entre la especificación gráfica y declarativa. En 
la figura 14 se aprecia un ejemplo junto con la interfaz gráfica que permite crear y verificar 
los diagramas generados. 
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Figura 14. Interfaz gráfica para la generación de diagramas en Visula. 
Tomado de Grant (2006). 
 
URML/ORM 
Lukichev y Jarrar (2009) realizan un estudio comparativo de varios lenguajes de modelado 
de restricciones, entre los que se incluyen ORM (Object Role Modeling), URML (UML-
Based Rule Modeling Language) y UML incrementado con OCL. ORM es una 
metodología de modelado conceptual de alto nivel que permite representar reglas, pero 
no restricciones lógicas o aritméticas. UML, como lenguaje de especificación gráfica, no 
cuenta con elementos visuales para crear restricciones y reglas sobre los objetos que se 
modelan, por lo que se le incluyó OCL, el lenguaje textual que permite crear reglas y 
restricciones complejas, pero que entiende únicamente personal capacitado o con 
conocimientos técnicos. URML busca ampliar la sintaxis gráfica de UML con el concepto 
de regla, pero continúa siendo una especificación gráfica que sólo entienden usuarios con 
conocimientos técnicos. Adicionalmente, las fórmulas lógicas y aritméticas se expresan de 
forma textual. Los autores concluyen que tanto UML/OCL como URML son notaciones 
más cercanas a personas con alto nivel técnico, en tanto que una notación en ORM se 
podría construir incluso con modeladores del dominio. Sin embargo, al revisar 
cuidadosamente, la notación de ORM complementa la sintaxis del diagrama entidad-
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relación y le adiciona nuevos símbolos, lo que hace que, en definitiva, sólo la puedan 
elaborar y entender personas con entrenamiento técnico en modelado de datos. En la 
figura 15 se presenta un ejemplo implementado utilizando ORM y se presenta la interfaz 
gráfica utilizada para su generación. La notación utilizada se asemeja a la de ciertos 
modelos de datos como el entidad-relación y el software utilizado está en capacidad de 
realizar verificaciones sobre el modelo basado en una ontología definida para tal fin. Por 
ello, la descripción de buena parte de los metamodelos se podría realizar con este 
lenguaje, pero subsiste el problema de las restricciones y operaciones algebraicas, que se 
deberían agregar como apéndice a la representación gráfica. 
 
 
Figura 15. Modelo implementado en ORM. Tomado de Lukichev y Jarrar (2009) 
 
La figura 16 presenta un modelo creado en UML/OCL que utiliza la notación del diagrama 
de clases, el cual posee las mismas limitaciones que se anotaron para el MOF y requiere 
conocimientos y entrenamiento para su elaboración. Además, las condiciones y 
restricciones junto con las operaciones aritméticas que se puedan necesitar requieren la 
utilización de OCL. En síntesis, se trataría de emplear el diagrama de clases, de la misma 
forma que lo hace MOF, para definir la estructura del metamodelo, complementando, eso 
sí, la sintaxis de este diagrama, con restricciones en OCL. 
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Figura 16. Modelo implementado en UML/OCL. Tomado de Lukichev y Jarrar (2009). 
 
URML (Véase la figura 17) trata de ampliar la definición de UML mediante la adición del 
concepto de regla, en las cuales sigue siendo necesaria la inclusión de expresiones 
utilizando el lenguaje OCL. Además por ser una adición a UML se sigue utilizando como 
representación gráfica el diagrama de clases. 
 
 
Figura 17. Modelo implementado en URML. Tomado de Lukichev y Jarrar (2009). 
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Los criterios que se tuvieron en cuenta para evaluar los trabajos anteriores, y que se 
presentan en la tabla 1, son: 
 
- Especificación gráfica: Indica si el trabajo utiliza algún tipo de especificación 
gráfica que permita al analista definir el modelo o metamodelo. 
- Especificación declarativa: Indica si se utiliza algún tipo de lenguaje declarativo 
para almacenar la información lógica de la especificación o para definir ciertas 
expresiones, como por ejemplo restricciones a los elementos del metamodelo. 
- Combinación de las especificaciones: Indica si, al tener tanto especificación 
gráfica como declarativa, ambas se almacenan de forma conjunta, es decir, no se 
puede hacer una diferenciación clara entre ambas. 
- Representación gráfica de restricciones y operaciones matemáticas: 
Identifica aquellos trabajos que no utilizan lenguajes declarativos o 
procedimentales para representar las restricciones u operaciones matemáticas, es 
decir, tienen un conjunto de elementos gráficos que ayudan al analista para 
realizar la especificación. 
- Traducción de especificación gráfica a especificación declarativa: Permite 
identificar aquellos trabajos que facilitan la obtención de una especificación 
declarativa pura partiendo de la especificación gráfica que crea el analista. 
 
PROPUESTA Especificación 
gráfica 
Especifica-
ción 
declarativa 
Combinación 
de las 
especificacio-
nes 
Representación 
gráfica de 
restricciones y 
operaciones 
matemáticas 
Traducción de 
especificación 
gráfica a 
especificación 
declarativa 
AToM3 Modelo E-R Phyton Si No No 
DOME Diagrama 
Clases 
Alter Si No No 
METAEDIT OPRR C++ Si No No 
GME Diagrama 
Clases 
OCL Si No No 
MOF Diagrama 
Clases 
OCL Si No No 
 
Tabla 1. (Parte 1 de 2) Comparación de propuestas que trabajan con 
especificaciones gráficas y declarativas. Elaboración propia a partir de la literatura 
especializada. 
24 
 
PROPUESTA Especificación 
gráfica 
Especifica-
ción 
declarativa 
Combinación 
de las 
especificacio-
nes 
Representación 
gráfica de 
restricciones y 
operaciones 
matemáticas 
Traducción de 
especificación 
gráfica a 
especificación 
declarativa 
UN-LEND N/A UN-LEND No N/A No 
Grafos 
existenciales 
Grafos 
existenciales 
N/A No Sólo 
restricciones 
No 
GQL Modelo de 
Datos 
Funcional 
SQL Si Si No 
Horn Clauses Diagramas de 
Venn 
Lógica de 
Predicados 
Si No No 
LSD Lograph N/A No Sólo 
restricciones 
No 
Neary y 
Woodward 
Nassi-
Schneidermann 
y la Vertical 
Nested Book 
Notation 
N/A No No No 
Visula Diagrama de 
Secuencias 
C++ Si No No 
ORM Diagrama E-R N/A No Sólo 
restricciones 
No 
URML Diagrama 
Clases 
OCL Si No No 
 
Tabla 1. (Parte 2 de 2) Comparación de propuestas que trabajan con 
especificaciones gráficas y declarativas. Elaboración propia a partir de la literatura 
especializada. 
25 
 
4. ALCANCES Y DEFINICIÓN DEL PROBLEMA DE INVESTIGACIÓN 
 
 
4.1. PROBLEMA 
 
En las herramientas MetaCASE, las especificaciones gráficas y las declarativas se suelen 
mezclar para poder especificar la sintaxis de un diagrama particular. En caso de usar sólo 
especificaciones declarativas, el metamodelo se puede especificar completamente, pero 
pierde legibilidad. Una alternativa es el uso de especificaciones gráficas de las que se 
puedan derivar las especificaciones declarativas que soportan un modelo. Sin embargo, 
este tipo de métodos aún no se implementa en el metamodelado, pues los diferentes 
proyectos revisados no permiten la representación completa de las restricciones por 
medio de especificaciones gráficas, ya que siempre se debe recurrir a un lenguaje 
declarativo o procedimental que permita dicha descripción o, por el contrario, se limita a la 
representación gráfica de operaciones algebraicas y/o restricciones, sin poder definir otros 
elementos necesarios en los metamodelos. En particular, el lenguaje UN-LEND permite 
elaborar las especificaciones declarativas de un metamodelo, pero no tiene un 
equivalente gráfico del cual se pueda derivar, por lo cual se convierte en una alternativa 
viable para determinar un equivalente gráfico que posibilite su definición. Además, los 
esquemas preconceptuales poseen las características necesarias para realizar la 
definición del metamodelo, para su conversión posterior en el formalismo de UN-LEND. 
 
4.2. OBJETIVO GENERAL 
 
Generar un método para la transformación de una especificación gráfica en una 
especificación declarativa mediante la información presente en la especificación gráfica. 
En particular, se emplearán los esquemas preconceptuales como formalismos para la 
especificación gráfica y el lenguaje UN-LEND para la definición de la especificación 
declarativa. 
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4.3. OBJETIVOS ESPECÍFICOS 
 
• Caracterizar las especificaciones gráficas y determinar la información básica para 
construir la especificación declarativa. Se tomarán como base las especificaciones 
gráficas en esquemas preconceptuales y las especificaciones declarativas en UN-
LEND. 
• Determinar que tipo de información que no es fácilmente apreciable o utilizable, y 
que esté presente especificación gráfica, se puede obtener para complementar la 
especificación declarativa. Esa información se incorpora en el método, el cual, 
además, contiene lineamientos de uso de la especificación gráfica y reglas 
heurísticas de transformación hacia la especificación declarativa. 
• Caracterizar las ventajas que ofrece una especificación declarativa frente a su 
correspondiente especificación gráfica. Esto se realiza con dos casos de estudio 
que muestren las bondades del método propuesto. 
• Determinar la aplicabilidad del resultado obtenido a otros campos de la ingeniería, 
donde se presentan problemas similares. Esto permite la determinación de futuras 
ampliaciones al método propuesto. 
 
4.4. HIPÓTESIS DE INVESTIGACIÓN 
 
Las preguntas de investigación que se pretende resolver son: 
• ¿Es posible definir un método que permita la generación de la especificación 
declarativa a partir de la especificación gráfica de un metamodelo? 
• ¿Qué información se debe añadir a una especificación gráfica para enriquecer la 
especificación declarativa, para que el analista no tenga necesidad de escribir la 
segunda mediante un lenguaje declarativo o procedimental? 
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4.5. METODOLOGÍA 
 
4.5.1. Fase de Exploración 
 
En esta fase se realizó una revisión de literatura y un análisis crítico de las herramientas 
MetaCASE, los lenguajes declarativos y visuales que posibilitan la expresión de 
metamodelos, restricciones y operaciones algebraicas. Como producto de esta fase, se 
obtuvo una publicación en un encuentro internacional de investigadores (Zapata y 
Manjarrés, 2009). 
Además, se determinaron algunas características de los esquemas preconceptuales que 
era deseable modificar para poder atender las restricciones, necesarias para la 
transformación de la especificación gráfica a la especificación declarativa. 
Esta fase permitió atender el objetivo específico 1 y, parcialmente, el 2. 
 
4.5.2. Fase de definición 
 
En esta fase se estudiaron las estructuras de los esquemas preconceptuales y se 
definieron algunos de los nuevos elementos que se requerían para atender 
completamente la transformación. 
Esta fase atendió, parcialmente, el objetivo específico 2. 
 
4.5.3. Fase de elaboración 
 
En esta fase se definieron las reglas de transformación y se desarrolló un prototipo que 
permite definir gráficamente los metamodelos, incluyendo las restricciones, y 
transformarlo a UN-LEND. 
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Esta fase atendió, parcialmente, los objetivos específicos 2 y 3. 
 
4.5.4. Fase de validación 
 
El prototipo desarrollado permitió la prueba en dos casos de estudio que, además, 
posibilitaron la retroalimentación del método para refinarlo y producir una mejor 
especificación declarativa, además de definir las limitaciones hacia las líneas de trabajo 
futuro. 
Esta fase atendió, parcialmente, los objetivos específicos 3 y 4. 
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5. MÉTODO PARA LA GENERACIÓN DE ESPECIFICACIONES DECLARATIVAS 
A PARTIR DE ESPECIFICACIONES GRÁFICAS 
 
 
En este capítulo se definen los elementos necesarios para realizar la transformación 
completa de las especificaciones gráficas de un metamodelo, expresadas en un esquema 
preconceptual con su sintaxis modificada y ampliada, en las especificaciones gráficas de 
ese mismo metamodelo, expresadas en código UN-LEND. Se hace necesario, antes de 
definir el método, establecer los lineamientos generales de los esquemas preconceptuales 
que servirán como especificación gráfica de los metamodelos, para luego realizar las 
modificaciones necesarias en la sintaxis de los elementos y, posteriormente, definir las 
reglas de transformación que requiere el método. 
 
5.1. LINEAMIENTOS GENERALES DE LA ESPECIFICACIÓN GRÁFICA 
 
Es necesario anotar que cualquier esquema preconceptual no representa, per se, un 
metamodelo. Existen ciertas características que se deben cumplir para ello: 
• Los metamodelos que se plantean en UN-LEND tienen un marcado uso 
estructural. Por ello, algunos elementos que poseen los esquemas 
preconceptuales actuales no se utilizan. Por ejemplo, elementos como las 
relaciones dinámicas, las implicaciones, los condicionales y las relaciones de 
logro, que se encuentran en otras propuestas relacionadas con estos esquemas, 
no se emplean para la obtención de las especificaciones declarativas en UN-
LEND. 
• Algunos elementos deberán sufrir transformaciones en su sintaxis y se deben 
definir otros elementos adicionales, con el fin de establecer todo lo que requiere la 
especificación declarativa. Estas modificaciones son objeto de estudio en la 
sección siguiente. 
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• No existe una manera de representar el elemento “modelo” de UN-LEND. Las 
alternativas que se exploran al respecto hacen parte de las líneas de trabajo 
futuro. Esto mismo ocurre con los tipos primitivos de datos de los atributos. 
• Un concepto sólo puede ser origen o destino de una relación estructural (ya sea 
del tipo “tiene” o del tipo “es). Se puede dar el caso de ser origen de una relación 
“tiene” y destino de una relación “es” puesto que, como se verá en la definición del 
método, así se pueden determinar los tipos de datos derivados. 
 
5.2. MODIFICACIONES PLANTEADAS A LOS ESQUEMAS PRECONCEPTUALES 
 
Debido a la propuesta de tener una clara separación entre la especificación gráfica y la 
declarativa, al analizar la implementación de los esquemas preconceptuales se encontró 
que las restricciones y operaciones aritméticas se estaban implementando en los 
diagramas utilizando un lenguaje declarativo propio de los esquemas preconceptuales, 
que se escribía al interior del elemento “nota”. Como resultado, se estaba obteniendo una 
especificación combinada, es decir, los aspectos gráficos y la lógica declarativa en una 
sola especificación mixta. 
 
Para poder seguir adelante con el método para independizar las dos especificaciones, se 
realizó una modificación a la especificación gráfica de los esquemas preconceptuales, 
más específicamente al elemento “nota”, donde, hasta el momento, se escribían posibles 
valores de los conceptos y, desde el trabajo de Zapata et al. (por aparecer) expresiones 
lógicas y aritméticas de forma declarativa, más no gráfica. La nueva definición del 
elemento “nota”, cuando se le añaden las llaves a su sintaxis (“{” para abrir la restricción y 
“}” para cerrarla) permite crear un pequeño diagrama en forma de árbol en su interior, 
para representar restricciones y operaciones aritméticas. Para ello, se adicionó un nuevo 
elemento gráfico a los esquemas preconceptuales, llamado “operador”, representado a 
través de un círculo con línea punteada, en cuyo interior se coloca un operador aritmético 
o un operador lógico. Los operadores conectan, mediante conexiones o flechas, 
conceptos, otros operadores (para permitir la representación de expresiones complejas) o 
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valores literales (como pueden ser: fechas, números, cadenas de caracteres, etc.), para 
los cuales se utiliza, recursivamente, el mismo formato de las notas. 
 
Esta nueva versión del elemento “nota” de los esquemas preconceptuales, se relaciona 
con el concepto sobre el cual se desea implementar la restricción. En la figura 18 se 
puede observar un ejemplo parcial de la forma de utilización de las nuevas restricciones 
gráficas en los esquemas preconceptuales. 
 
 
Figura 18: Ejemplo de restricción gráfica en un esquema preconceptual. 
Elaboración propia. 
 
Cabe anotar que la restricción contenida en el elemento nota se encierra entre llaves y 
que se escribe un nombre para la restricción. 
 
Ahora, en relación con los conceptos, cuando se usan al interior de una restricción, en 
ocasiones se requiere identificar si un determinado atributo pertenece a una clase 
particular, puesto que se podrían generar confusiones en su uso. Por ello, y sólo para el 
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caso de las restricciones gráficas que se añaden a las notas, se permite un anidamiento 
gráfico entre dos conceptos (una clase y un atributo), con el fin de identificar a qué clase 
pertenece un determinado atributo. En la restricción que se muestra en la figura 19 se 
presenta este nuevo uso del anidamiento entre conceptos. Allí, se hace una comparación 
entre la edad del hombre y la edad de la mujer, en la cual se requiere anidar el concepto 
“edad” para discernir, en cada caso, a cuál de ellas se refiere. 
 
 
Figura 19: Ejemplo de anidamiento de conceptos al interior de una restricción 
gráfica. Elaboración propia. 
 
5.3. DEFINICIÓN DE LAS REGLAS DE TRANSFORMACIÓN DE LA 
ESPECIFICACIÓN GRÁFICA (ESQUEMAS PRECONCEPTUALES) EN LA 
ESPECIFICACIÓN DECLARATIVA (UN-LEND) 
 
En la tabla 2 se definen las reglas de transformación que forman parte del método. Para 
cada una de las reglas, se presenta una descripción textual y luego se colocan las 
precondiciones, correspondientes a elementos del esquema preconceptual, y las 
postcondiciones, que corresponden a una especificación declarativa resultante en UN-
LEND. Para una mayor claridad de los elementos del esquema preconceptual de partida o 
del UN-LEND resultante, las descripciones correspondientes se encuentran en las 
secciones 2.2., en el caso del UN-LEND, y 2.3., en el caso de los esquemas 
preconceptuales. Además, en la sección 5.2. se presentan las modificaciones planteadas 
para los diferentes elementos de los esquemas preconceptuales. Nótese que, al 
reconocer que un concepto es un atributo, se coloca “tipo_de_dato” antes del atributo, 
dado que no existe ningún elemento del esquema preconceptual que especifique si el tipo 
de dato es string, int, long, flota, double o bool, lo cual constituye una línea de trabajo 
futuro del método. 
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# Precondición (Esquema Preconceptual) Postcondición (UN-LEND) 
1 Todo concepto que se encuentre inmediatamente antes de una relación estructural 
de tipo “tiene” en un esquema preconceptual, se convertirá un una definición de 
clase en UN-LEND. 
 
 
Class A: 
2 Todo concepto que se encuentre inmediatamente después de una relación 
estructural de tipo “tiene” en un esquema preconceptual, se convertirá, en UN-
LEND, en un atributo perteneciente a la clase, cuyo nombre suministra el concepto 
que está antes de la relación estructural (Véase la regla 1). 
 
 
class A: 
  attributes: 
    tipo_de_dato: B 
3 En un esquema preconceptual, toda nota que conecta con un concepto, y que 
comienza y termina con llaves, se entenderá como una restricción, la cual consta 
de un nombre y un árbol n-ario. La raíz del árbol debe ser un operador n-ario con 
n>1. Los nodos hijos pueden ser operandos u otros operadores n-arios con n>1. 
Los demás niveles del árbol, si existen, siguen éstas mismas reglas de forma 
recursiva. Para determinar la expresión resultante en UN-LEND se recorre el árbol 
y se construye la expresión correspondiente agrupando cada nivel en paréntesis. 
 
 
class A: 
  constraints: 
    restr1= ((n1 op2 n2) op1 (n3 
op3 n4)) 
Tabla 2. (Parte 1 de 2) Definición de las reglas de transformación de una 
especificación gráfica en esquemas preconceptuales en una especificación 
declarativa en UN-LEND. Elaboración propia. 
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# Precondición (Esquema Preconceptual) Postcondición (UN-LEND) 
4 En un esquema preconceptual, todo concepto que se encuentra antes de una 
relación estructural “es” se convierte en una instancia del concepto que está 
después de la misma relación estructural “es” (el cual, previamente, se debió 
identificar como clase), en la especificación declarativa en UN-LEND. Dicho en 
otras palabras, el concepto que está antes de la relación estructural es una 
variable del tipo de datos que se encuentra después de la relación estructural. 
 
 
class A: 
  attributes: 
    C: B 
5 El elemento marco sirve como contenedor de todo o parte de un esquema 
preconceptual. Cuando se encuentra un marco, cada conexión que se da 
directamente con el marco (sin incluir aquellas que van directamente a los 
elementos dentro del mismo), al momento de la transformación a UN-LEND, se 
asocia con cada uno de los elementos que el marco contiene. Es decir, el objetivo 
del marco es disminuir la complejidad de un esquema preconceptual al agrupar 
relaciones o conexiones. Las relaciones resultantes al destruir el marco se 
resuelven con las reglas descritas anteriormente. 
 
 
class A: 
  attributes: 
    tipo_de_dato: C 
    tipo_de_dato: D 
    tipo_de_dato: E 
class B: 
  attributes: 
    tipo_de_dato: C 
    tipo_de_dato: D 
    tipo_de_dato: E 
Tabla 2. (Parte 2 de 2) Definición de las reglas de transformación de una 
especificación gráfica en esquemas preconceptuales en una especificación 
declarativa en UN-LEND. Elaboración propia. 
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6. VALIDACIÓN DE RESULTADOS 
 
 
6.1. PROTOTIPO PARA EL MÉTODO DE TRANSFORMACIÓN DE UNA 
ESPECIFICACIÓN GRÁFICA EN UNA ESPECIFICACIÓN DECLARATIVA 
 
Para la definición del prototipo, se empleó Microsoft Visio® y el lenguaje Visual Basic, con 
el cual se elaboran macros en dicha aplicación. Se toma como punto de partida una 
plantilla de los esquemas preconceptuales, que se muestra en la figura 20, en la cual se 
incluyen nuevos elementos, como el operador y el conector, además de una nueva forma 
de las notas. Nótese que no todos los elementos de los esquemas preconceptuales se 
usan para la transformación (por ejemplo, los condicionales y las implicaciones), pero se 
dejan en la plantilla por efectos del trabajo futuro que se puede derivar de esta Tesis. 
 
Figura 20: Plantilla en Microsoft Visio® de los esquemas preconceptuales 
incluyendo los nuevos elementos. Elaboración propia. 
 
Con estas plantillas se puede elaborar el esquema preconceptual que representa el 
metamodelo, tomando en cuenta los lineamientos de la sección 5.1. y las modificaciones 
a los esquemas preconceptuales de la sección 5.2. Las reglas de transformación de la 
sección 5.3. se programan empleando el lenguaje Visual Basic® que tiene incluido 
Microsoft Visio® para sus macros. 
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Con el fragmento de código siguiente, se ejecuta la identificación de las clases, como 
exige la regla 1. 
 
        If esConexion(fig) <> 0 Then 
            'Detectar los conceptos que son clase 
            If fig.Connects.Count > 1 And esConcepto(fig.Connects(1).ToSheet) And _ 
                    esEstructuraTiene(fig.Connects(2).ToSheet) Then 
                Set clase = fig.Connects(1).ToSheet 
                Set fig_aux = fig.Connects(2).ToSheet 
                'Determinar los atributos de la clase detectada 
                procesar_atributos_clase fig, fig_aux 
                'Determinar las restricciones de la clase detectada 
                procesar_restricciones_clase clase 
            End If 
        End If 
 
Nótese en el fragmento anterior que se invocan dos funciones, que permiten definir los 
atributos de la clase, tal como se solicita en las reglas 2 y 4, y las restricciones de la clase, 
como se solicita en la regla 3. El fragmento para la determinación de los atributos es el 
siguiente: 
 
    If nombre_clase = "" Then 
        nombre_clase = fig.Connects(1).ToSheet.Text 
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    End If 
     
    For Each c In fig_aux.FromConnects 
        If esConexion(c.FromSheet) And c.FromSheet.Name <> fig.Name Then 
            'Determinar si es concepto para añadirlo como atributo 
            If c.FromSheet.Connects.Count > 1 And _ 
                                esConcepto(c.FromSheet.Connects(2).ToSheet) Then 
                Set atrib = c.FromSheet.Connects(2).ToSheet 
                nombre_atributo = atrib.Text 
                tipo_atributo = "tipo_de_dato" 
                'Determinar si el concepto "es" de un tipo de datos definido en el 
diagrama 
                For Each c_aux In atrib.FromConnects 
                    If esConexion(c_aux.FromSheet) And _ 
                                    c_aux.FromSheet.Name <> c.FromSheet.Name Then 
                        If c_aux.FromSheet.Connects.Count > 1 And _ 
                                        esEstructuraEs(c_aux.FromSheet.Connects(2).ToSheet) 
Then 
                            Set estr = c_aux.FromSheet.Connects(2).ToSheet 
                            For Each c_aux2 In estr.FromConnects 
                                If esConexion(c_aux2.FromSheet) And _ 
                                            c_aux2.FromSheet.Name <> c_aux.FromSheet.Name 
Then 
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                                    If c_aux2.FromSheet.Connects.Count > 1 And _ 
                                                
esConcepto(c_aux2.FromSheet.Connects(2).ToSheet) Then 
                                        tipo_atributo = 
c_aux2.FromSheet.Connects(2).ToSheet.Text 
                                    End If 
                                End If 
                            Next 
                        End If 
                    End If 
                Next 
                agregar_atributo nombre_clase, nombre_atributo, tipo_atributo 
            End If 
        End If 
    Next 
 
El fragmento para la determinación de las restricciones es el siguiente: 
 
    If nombre_clase = "" Then 
        nombre_clase = clase.Text 
    End If 
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    For Each c In clase.FromConnects 
        nombre_restr = "" 
        If esLinea(c.FromSheet) Then 
            For Each c2 In c.FromSheet.Connects 
                'Buscar las "notas" asociadas que contienen restricciones 
                If esCompuesta(c2.ToSheet) And tieneNota(c2.ToSheet) And _ 
                        c2.ToSheet.Name <> clase.Name Then 
                    Set restr = c2.ToSheet 
                    For Each fig In restr.Shapes 
                        If (aux = 1) And (Not esNota(fig)) Then 
                            y_min = Val(fig.Cells("PinY").ResultStr("mm")) 
                            Set fig_min = fig 
                            aux = aux + 1 
                        End If 
                        'Extraer el nombre de la restricción del texto de la "nota" 
                        If esNota(fig) Then 
                            Set nota = fig 
                            For n_nombre = 1 To Len(nota.Text) 
                                letra = Mid(nota.Text, n_nombre, 1) 
                                If (letra >= "a" And letra <= "z") Or _ 
                                        (letra >= "A" And letra <= "Z") Then 
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                                    nombre_restr = nombre_restr & Mid(nota.Text, n_nombre, 1) 
                                End If 
                            Next n_nombre 
                        'Determinar el nodo raiz del árbol de restricciones 
                        Else 
                            If Val(fig.Cells("PinY").ResultStr("mm")) > y_min Then 
                                y_min = Val(fig.Cells("PinY").ResultStr("mm")) 
                                Set fig_min = fig 
                            End If 
                        End If 
                    Next 
                    operadores_procesados = "" 
                    'Funcion que procesa el árbol para generar la expresión declarativa de 
la restricción 
                    restr_str = Generar_Restriccion(fig_min) 
                    agregar_restriccion nombre_clase, nombre_restr & " = " & restr_str 
                End If 
            Next 
        End If 
    Next 
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En el manejo de las restricciones (regla 3), se debe recorrer el árbol que representa la 
restricción para poder escribir la expresión en UN-LEND. El fragmento de código que 
posibilita este proceso es el siguiente: 
 
    result = "" 
    operadores_procesados = operadores_procesados & "-" & fig_min.Name & "-" 
    For Each c In fig_min.FromConnects 
        If esConector(c.FromSheet) Then 
            For Each c2 In c.FromSheet.Connects 
                If InStr(1, operadores_procesados, "-" & c2.ToSheet.Name & "-") <= 0 
Then 
                    Set fig2 = c2.ToSheet 
                    If result <> "" Then 
                        result = result & " " & fig_min.Text & " " 
                    End If 
                    'Llamar a la funcion de forma recursiva para recorrer el árbol 
                    If esOperador(fig2) Then 
                        result = result & "(" & Generar_Restriccion(fig2) & ")" 
                    ElseIf esCompuesta(fig2) Then 
                        If fig2.Shapes.Count = 2 Then 
                            If Val(fig2.Shapes(1).Cells("PinX").ResultStr("mm")) > _ 
                                    Val(fig2.Shapes(2).Cells("PinX").ResultStr("mm")) Then 
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                                result = result & fig2.Shapes(2).Text & "." & 
fig2.Shapes(1).Text 
                            Else 
                                result = result & fig2.Shapes(1).Text & "." & 
fig2.Shapes(2).Text 
                            End If 
                        End If 
                    ElseIf esValor(fig2) Then 
                        result = result & fig2.Text 
                    ElseIf esConcepto(fig2) Then 
                        result = result & fig2.Text 
                    End If 
                End If 
            Next 
        End If 
    Next 
    Generar_Restriccion = result 
 
Finalmente, el fragmento de código correspondiente a la regla 5, que posibilita la 
identificación de los marcos, es el siguiente: 
 
        If esCompuesta(fig) Then 
            'Detectar los marcos para procesar los conceptos en su interior 
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            If tieneMarco(fig) Then 
                For Each c In fig.FromConnects 
                    'Procesar la restricciones conectadas al marco 
                    If esLinea(c.FromSheet) Then 
                        For Each fig2 In fig.Shapes 
                            If esConcepto(fig2) Then 
                                procesar_restricciones_clase fig, fig2.Text 
                            End If 
                        Next 
                    End If 
                    'Procesar las conexiones asociadas al marco 
                    If esConexion(c.FromSheet) Then 
                        If c.FromSheet.Connects.Count > 1 And _ 
                                esEstructuraTiene(c.FromSheet.Connects(2).ToSheet) Then 
                            For Each fig2 In fig.Shapes 
                                If esConcepto(fig2) Then 
                                    Set fig_aux = c.FromSheet.Connects(2).ToSheet 
                                    procesar_atributos_clase c.FromSheet, fig_aux, fig2.Text 
                                End If 
                            Next 
                        End If 
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                    End If 
                Next 
            End If 
        End If 
 
6.2. CASOS DE ESTUDIO 
 
El primer caso de estudio que se presenta se propuso, inicialmente, en Zapata y Arango 
(2004), y se amplió en esta Tesis para ilustrar el uso de los elementos gráficos que se 
agregaron recientemente a los esquemas preconceptuales (Zapata y Manjarrés, 2009), 
los cuales permiten representar restricciones y operaciones aritméticas de forma gráfica. 
En el ejemplo original se representa el matrimonio, que consta de un esposo, una esposa 
y una casa. El esposo y la esposa tienen los mismos atributos: nombre, apellido y edad, 
casa cuenta con un atributo llamado antigüedad, mientras que el matrimonio tiene 
hombre, mujer y casa. Tanto hombre como mujer tienen una restricción asociada con la 
edad, que expresa que un hombre o una mujer sólo pueden estar vivos si tienen entre 0 y 
100 años de edad. Adicionalmente, el matrimonio tiene una restricción que obliga a que el 
hombre tenga una edad superior a la de la mujer. La especificación gráfica previa de los 
esquemas preconceptuales permitía la inclusión de restricciones en forma textual, 
utilizando un lenguaje propio de los esquemas preconceptuales. El ejemplo ampliado e 
incluyendo las restricciones previamente mencionadas y de forma gráfica se muestra en 
la figura 21. La representación gráfica del matrimonio y las condiciones establecidas, 
permitieron utilizar adecuadamente todos los elementos gráficos para tener un caso e 
estudio completo y de esta forma evaluar las cinco (5) reglas definidas para la 
trasformación del esquema preconceptual en su correspondiente especificación 
declarativa en UN-LEND. En relación con el ejemplo de Zapata y Arango (2004), se 
adicionó la restricción “habitable”, que exige para la casa menos de 250 años de 
antigüedad. 
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Figura 21. Metamodelo del matrimonio representado en esquemas preconceptuales. 
Elaboración propia a partir de un ejemplo de Zapata y Arango (2004). 
 
A continuación, se explica el proceso mediante el cual se evalúa cada una de las reglas 
en el esquema preconceptual del matrimonio. 
 
Identificación de las clases presentes en el metamodelo. 
 
Para identificar las clases presentes en el esquema preconceptual, se recorren todas las 
conexiones presentes en la especificación y se seleccionan aquellas que se relacionen 
con un concepto en la cola de la flecha de conexión y con una relación estructural “tiene” 
en la cabeza de la flecha de conexión. Cuando se cumple dicha condición, se determina 
que el concepto en cuestión es una clase y se agrega al diccionario de clases parcial, que 
luego se utilizará para generar la especificación declarativa en UN-LEND. En la figura 22 
se presenta un ejemplo donde se determina que CASA es una clase. En este caso, la 
conexión analizada para determinar la existencia de la clase es la de la parte inferior de la 
figura. 
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Figura 22. Detección de la clase CASA utilizando la regla 1 de transformación. 
Elaboración propia. 
 
Aplicando el mismo procedimiento en el recorrido de las demás conexiones del diagrama 
se identifican otras clases (las clases HOMBRE y MUJER no se detectan en esta etapa, 
pues se detectan, posteriormente, en la aplicación de la quinta regla de transformación), 
como son: CASA y MATRIMONIO. 
 
Inmediatamente después de la detección de las clases, utilizando la segunda regla de 
transformación, se procede a determinar los atributos de dichas clases, siguiendo las 
conexiones que conducen a las relaciones estructurales “tiene” y determinando los 
conceptos que de éstas se desprenden, es decir, los atributos. En la figura 23 se muestra 
la clase matrimonio y sus atributos. Al llegar a la relación estructural “tiene”, se analizan 
todas las conexiones que conducen a conceptos, los cuales se agregan a la definición de 
la clase como sus atributos. 
 
Utilizando el mismo procedimiento, la definición parcial de las clases y sus atributos sería 
la siguiente: 
 
CASA 
  tipo_de_dato: ANTIGÜEDAD 
MATRIMONIO 
  tipo_de_dato: ESPOSO 
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  tipo_de_dato: ESPOSA 
  tipo_de_dato: DOMICILIO 
 
 
Figura 23. Identificación de los atributos de la clase MATRIMONIO. Elaboración 
propia. 
 
La tercera regla permite detectar las restricciones asociadas con un concepto. Para ello, 
se recorren todos los conceptos presentes en la especificación y, para cada uno de ellos, 
se determina si tienen una o más líneas asociadas. Si la línea conduce a una nota que 
encierra, entre llaves, un árbol, cuyo nodo raíz es un operador, se utiliza una rutina que 
recorre el árbol en forma recursiva para generar una expresión agrupada, correctamente, 
conforme se baja en el nivel del árbol. El texto de la nota contiene el nombre de la 
restricción. A continuación (Véase la figura 24) se presenta la clase MATRIMONIO y su 
restricción asociada. 
 
Después de aplicar la regla al diagrama completo, la estructura parcial de las clases sería 
la siguiente: 
 
CASA 
  tipo_de_dato: ANTIGÜEDAD 
  habitable = ANTIGÜEDAD<=250 
MATRIMONIO 
  tipo_de_dato: ESPOSO 
  tipo_de_dato: ESPOSA 
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  tipo_de_dato: DOMICILIO 
  mayoredad = ESPOSO.edad > ESPOSA.edad 
 
 
Figura 24. Análisis de la restricción mayoredad asociada con la clase MATRIMONIO. 
Elaboración propia. 
 
Para optimizar el número de recorridos y operaciones que se deben realizar para obtener 
la especificación completa, algunas reglas se pueden agrupar, es el caso de la cuarta 
regla, destinada a determinar si alguno de los atributos de las clases que hasta se 
identifican tienen un tipo de datos particular definido en el meta-modelo, es decir, si son 
una instancia de alguna de las clases presentes en la especificación. De esta forma, 
cuando se detecta un atributo en la regla 2, después de almacenarlo en el diccionario de 
clases, se procede a determinar si tiene relación con alguna relación estructural “es”. De 
ser así, y en caso de encontrar un concepto en el otro extremo de la relación estructural, 
se almacena en el diccionario de clases que el atributo detectado es una instancia de la 
del tipo indicado en el concepto encontrado. En la Figura 25 se muestra la clase 
MATRIMONIO y se aprecia que el atributo DOMICILIO se asocia con una relación 
estructural “es” y ésta, a su vez, con el concepto CASA, es decir, el tipo de datos del 
atributo DOMICILIO. 
 
Aplicando el procedimiento al diagrama se obtiene la especificación parcial siguiente: 
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CASA 
  tipo_de_dato: ANTIGÜEDAD 
  habitable = ANTIGÜEDAD<=250 
MATRIMONIO 
  HOMBRE: ESPOSO 
  MUJER: ESPOSA 
  CASA: DOMICILIO 
  mayoredad = ESPOSO.edad > ESPOSA.edad 
 
 
Figura 25. Identificación del tipo de datos del atributo DOMICILIO. Elaboración 
propia. 
 
Finalmente, la quinta regla se refiere a los marcos, los cuales pueden contener segmentos 
de esquemas preconceptuales, pero, para la presente aplicación particular, sólo interesa 
la identificación de los conceptos al interior de los marcos. 
 
La idea con la adición de los marcos es minimizar el número de conexiones necesarias en 
el esquema y, de esta forma, reducir su complejidad. Por ejemplo al tener varios 
conceptos que comparten los mismos atributos o restricciones (en este caso particular, 
HOMBRE y MUJER) se encierran en un marco, y las conexiones se realizan directamente 
con éste, por lo cual, al momento de procesar el marco, las conexiones con relaciones 
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estructurales “tiene” y con notas de restricción se agregan a la definición de todos los 
conceptos contenidos en el marco. La Figura 26 muestra los conceptos HOMBRE y 
MUJER encerrados en un marco. Después de identificar el marco y los conceptos en su 
interior se reutilizan las reglas 2, 3 y 4 para proceder a completar la especificación 
declarativa en UN-LEND. 
 
 
Figura 26. Detección de las clases HOMBRE y MUJER al interior de un marco. 
Elaboración propia. 
 
Después de aplicar esta última regla, el diccionario de clases se completa y queda de la 
siguiente forma: 
 
CASA 
  tipo_de_dato: ANTIGÜEDAD 
  habitable = ANTIGÜEDAD<=250 
HOMBRE 
  tipo_de_dato: nombre 
  tipo_de_dato: apellido 
  tipo_de_dato: edad 
  vive = edad>0 y edad<100 
MUJER 
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  tipo_de_dato: nombre 
  tipo_de_dato: apellido 
  tipo_de_dato: edad 
  vive = edad>0 y edad<100 
MATRIMONIO 
  HOMBRE: ESPOSO 
  MUJER: ESPOSA 
  CASA: DOMICILIO 
  mayoredad = ESPOSO.edad > ESPOSA.edad 
 
Con la información recopilada en el diccionario de clases se puede proceder a generar la 
especificación declarativa en UN-LEND y, de esta forma, queda completo el proceso de 
transformación planteado, utilizando las reglas definidas en el método propuesto en esta 
Tesis para generar la especificación declarativa de un metamodelo a partir de su 
especificación gráfica. En la figura 27 se muestra la pantalla que genera el prototipo para 
este caso de estudio. 
 
Como segundo caso de estudio, se presenta una interpretación del metamodelo 
correspondiente al diagrama de casos de uso. Debido a que los metamodelos se utilizan 
para especificar la forma de construir modelos, se seleccionó uno de los diagramas más 
utilizados en los procesos de Ingeniería de Software, el diagrama de casos de uso, para 
realizar la especificación gráfica de su metamodelo, expresada en un esquema 
preconceptual, que represente sus elementos básicos y la forma como se relacionan y, 
posteriormente, obtener su especificación declarativa en UN-LEND. 
 
En la Figura 28 se presenta la especificación gráfica del diagrama de casos de uso 
utilizando esquemas preconceptales, con lo cual se pretende demostrar que la capacidad 
de representar incluso modelos de UML se satisface parcialmente e, incluso, se puede 
mejorar, posteriormente, como una línea de trabajo futuro. 
 
Después de aplicar las reglas de transformación, descritas en detalle en el caso de 
estudio del matrimonio, a la especificación del metamodelo del diagrama de casos de uso, 
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el prototipo construido genera la especificación declarativa en UN-LEND, que se muestra 
en la figura 29. 
 
 
 
Figura 27. Pantalla final del prototipo para el metamodelo del matrimonio. 
Elaboración propia. 
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Figura 28. Especificación del diagrama de casos de uso en esquemas 
preconceptuales. Elaboración propia 
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Figura 29. Especificación declarativa del diagrama de casos de uso. Elaboración 
propia. 
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7. CONCLUSIONES Y TRABAJO FUTURO 
 
 
La independencia entre la especificación gráfica y la especificación declarativa de un 
metamodelo es una necesidad que las herramientas MetaCASE, en la actualidad, no 
toman en consideración. Para el uso de tales herramientas, los analistas deben conocer, 
además de los formalismos gráficos, lenguajes para el manejo de restricciones. Si se trata 
de lenguajes como el UN-LEND, que se ocupan únicamente de la especificación 
declarativa del metamodelo, el analista debe conocer profundamente la sintaxis del 
lenguaje para poderlo utilizar, desconociendo el hecho de que las especificaciones 
gráficas son más entendibles y validables. Si se pudiera definir de manera gráfica la 
especificación de un metamodelo y, por un proceso de transformación, se pudiera obtener 
la especificación declarativa, se estaría llenando un vacío de las herramientas MetaCASE 
actuales y se sentarían las bases para hacer los metamodelos de manera más simple y 
validable. 
 
En esta Tesis de Maestría se trabajó sobre esta tendencia, definiendo una estrategia para 
complementar los esquemas preconceptuales, que son diagramas para la representación 
del conocimiento, de forma tal que se pudieran solucionar algunas de sus limitaciones, 
especialmente para la definición de restricciones, y luego se pudieran traducir al lenguaje 
declarativo UN-LEND, que posibilita la escritura de especificaciones declarativas de los 
metamodelos. Las reglas que permiten esta traducción se programaron en un prototipo 
que emplea como base Microsoft Visio®, por medio del lenguaje Visual Basic® para la 
construcción de macros, y se validó con dos casos de estudio, que permitieron evaluar la 
efectividad de la estrategia definida para esta Tesis. 
 
Esta Tesis constituye el punto de partida para una serie de trabajos que se pueden 
desarrollar en el ámbito del metamodelado. Dentro de las líneas que se espera desarrollar 
como trabajo futuro, se cuentan: 
 
• La inclusión de algunos operadores especiales, que se cuentan entre los que 
definen Zapata y Arango (2004) para el UN-LEND, tales como “in”, “set” y “select”. 
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• La generación de alguna forma de representación del tipo de datos desde el 
esquema preconceptual, dado que no es posible discernir, en el método 
implementado, si los atributos serán de tipo string, int, long, float, double o bool, 
como sí se debería discernir en la especificación definitiva en UN-LEND. 
• El mapeo de otros elementos, tales como las relaciones dinámicas, las 
implicaciones, las relaciones de logro y los condicionales sobre los metamodelos 
que se pueden definir mediante esquemas preconceptuales y que, con el método 
propuesto, no tienen equivalencias definidas en el UN-LEND. 
• La exploración de una manera de representar el elemento “modelo”, que se 
presenta en la sintaxis básica de UN-LEND y que, con el método propuesto, aún 
no se puede representar. Además, la exploración de una forma de representar la 
cardinalidad de los atributos y las restricciones, que también se define en la 
especificación declarativa básica en UN-LEND. 
• La definición de nuevas reglas de transformación que posibiliten la identificación 
de otros elementos correspondientes a las nuevas versiones de UN-LEND. En 
particular, se está trabajando en este momento en la adición de operaciones, 
variables y ecuaciones, que acercan el UN-LEND a la elaboración de restricciones 
más completas, que puedan acercar este lenguaje a MOF. 
• La especificación completa de MOF empleando esquemas preconceptuales y UN-
LEND. 
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ANEXOS 
 
Anexo 1: Artículo adicionando los elementos que permiten representar 
restricciones en los esquemas preconceptuales 
 
Representación Gráfica de Restricciones Lógicas y Aritméticas en 
Esquemas Preconceptuales 
 
Carlos Mario Zapata1, Roberto Manjarrés[2]2 
 
Resumen 
Los esquemas preconceptuales permiten representar el conocimiento de algún dominio 
en un lenguaje gráfico que personas no técnicas pueden leer y entender. En los 
esquemas preconceptuales, la representación de las restricciones que expresan 
operaciones lógicas y/o algebraicas se realiza en un lenguaje textual, cercano a la lógica 
de predicados y a la notación objetual, que dificulta la generación de expresiones y que 
requiere entrenamiento para su lectura y construcción. Existen trabajos en lenguajes 
gráficos que representan estas restricciones, pero aún presentan inconvenientes: se 
caracterizan por ser lenguajes muy cercanos a dominios técnicos específicos y emplear 
notaciones similares a la lógica (que requieren entrenamiento para su uso); además, no 
se ligan con entornos específicos que complementen su sintaxis. Procurando superar 
estos inconvenientes, en este artículo se propone una representación gráfica para las 
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restricciones de tipo lógico y aritmético en el marco de los esquemas preconceptuales. 
Esta notación se puede usar también en los condicionales de los esquemas 
preconceptuales. El lenguaje gráfico propuesto se ilustra su uso con un ejemplo. 
 
Palabras clave: Esquemas preconceptuales, restricciones, lenguajes de modelado 
gráfico. 
 
Introducción 
Los esquemas preconceptuales (Zapata et. al, 2006) permiten representar el 
conocimiento de un dominio específico, como diagramas intermedios de los cuales se 
puede partir para obtener un esquema conceptual expresado en diagramas del Unified 
Modeling Language (OMG, 2009) u otros paradigmas de modelado. Los esquemas 
preconceptuales son cercanos al lenguaje natural y tienen un conjunto restringido de 
elementos. Además, su lectura es intuitiva, lo cual permite que personas sin 
entrenamiento técnico en modelado los puedan entender fácilmente o generarlos con un 
entrenamiento mínimo. Actualmente, los esquemas preconceptuales sólo permiten 
representar restricciones y condicionales en forma de texto, recurriendo a formas y 
ecuaciones lógicas y aritméticas, lo cual dificulta a los usuarios no técnicos el 
entendimiento y generación de estos esquemas. 
 
Los elementos gráficos que, actualmente, forman parte de la sintaxis básica de los 
esquemas preconceptuales son: 
 
- Concepto (rectángulo): Sustantivos o frases nominales pertenecientes al discurso 
del interesado. 
- Relación estructural (óvalo con línea continua): Relaciones permanentes entre 
conceptos. Se suelen identificar con los verbos “es”, “tiene” y “tiene_único”. 
- Relación dinámica (óvalo con línea discontinua): Relaciones transitorias entre 
conceptos, que denotan acciones. 
- Conexión (flecha unidireccional): Conectan los conceptos con relaciones 
estructurales o dinámicas y viceversa. 
- Condicional (rombo): Expresiones en lenguaje controlado o en lógica textual, que 
posibilitan la evaluación de los enunciados para disparar relaciones dinámicas. 
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- Implicación (flecha unidireccional gruesa): Expresan casualidad en el mismo 
sentido de la implicación lógica. Pueden unir relaciones dinámicas entre sí o 
condicionales con relaciones dinámicas. 
- Nota (rectángulo en línea discontinua): Incluye conjuntos de valores que se 
pueden asociar con un concepto, a modo de ejemplificación o para restringir sus 
valores. Las notas se unen con conceptos por medio de una línea discontinua. 
 
Un ejemplo inicial de la notación de los esquemas preconceptuales se puede visualizar en 
la Figura 1. 
 
 
Figura 1. Un ejemplo inicial de esquema preconceptual 
 
Algunos proyectos buscan la representación de restricciones empleando para ello 
lenguajes de modelado gráfico. Las características de estos proyectos se listan 
seguidamente. 
Papantonakis y King (1995) presentan GQL, un lenguaje gráfico para la realización de 
búsquedas en esquemas de datos. Con este lenguaje se pueden realizar operaciones 
algebraicas sobre un esquema gráfico, de forma tal que se pueden encontrar conjuntos de 
datos que satisfacen dichas operaciones. Este lenguaje, pese a ser gráfico, requiere un 
conocimiento profundo del lenguaje de consultas sobre bases de datos SQL. Así, se trata 
de un dominio técnico específico de las bases de datos. 
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Agustí et al. (1998) presentan las denominadas Horn Clauses, que son representaciones 
de la lógica de predicados de primer orden, con una notación similar a diagramas de 
Venn, lo que las hace muy intuitivas. Sin embargo, al basarse en teoría de conjuntos, los 
términos complejos no son de fácil representación y, por ser cercanos a la lógica de 
predicados, requieren entrenamiento para su elaboración. 
Cox y Smedley (1998) proponen LSD (Language for Structured Design), que es un 
lenguaje lógico basado en la notación de Lograph, un lenguaje lógico visual similar a los 
diagramas que se emplean en circuitos electrónicos. Por ser cercano a estos diagramas, 
se requiere mucha capacitación para su elaboración. Además, la complejidad se 
incrementa a medida que se incrementan los elementos que se emplean en la 
representación. 
Neary y Woodward (2002) realizan una comparación entre dos notaciones gráficas de tipo 
lógico: los diagramas de Nassi-Schneidermann y la Vertical Nested Book Notation. Ambas 
notaciones explotan los principios básicos de la programación, por lo cual su uso requiere 
entrenamiento en algoritmos y su representación. 
Grant (2006) presenta Visula, un lenguaje lógico de tipo gráfico que explota una notación 
de tipo matemático. Con este lenguaje es posible representar y verificar el resultado de la 
evaluación de una expresión. Sin embargo, el lenguaje es altamente complejo, lo que 
hace que personal no entrenado tenga dificultades en su manejo. 
Lukichev y Jarrar (2009) realizan un estudio comparativo de varios lenguajes de modelado 
de restricciones, entre los que se incluyen ORM (Object Role Modeling), UMLR (UML-
Based Rule Modeling Language) y UML incrementado con OCL. ORM es una 
metodología de modelado conceptual de alto nivel que permite representar reglas, pero 
no restricciones lógicas o aritméticas. UML, como lenguaje de especificación gráfica, no 
cuenta con elementos visuales para crear restricciones y reglas sobre los objetos que se 
modelan, por lo que se le incluyó el Object Constraint Language (OCL), un lenguaje 
textual que permite crear reglas y restricciones complejas, pero que entiende únicamente 
personal capacitado o con conocimientos técnicos. URML busca ampliar la sintaxis gráfica 
de UML con el concepto de regla, pero continúa siendo una especificación gráfica que 
sólo entienden usuarios con conocimientos técnicos. Adicionalmente, las fórmulas lógicas 
y aritméticas se expresan de forma textual. Los autores concluyen que tanto UML/OCL 
como UMLR son notaciones más cercanas a personas con alto nivel técnico, en tanto que 
una notación en ORM se podría construir incluso con modeladores del dominio. Sin 
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embargo, al revisar cuidadosamente, la notación de ORM complementa la sintaxis del 
diagrama entidad-relación y le adiciona nuevos símbolos, lo que hace que, en definitiva, 
sólo la puedan elaborar y entender personas con entrenamiento técnico en modelado de 
datos. 
Cabe anotar que sólo algunos de los proyectos anotados poseen entornos 
computacionales que ayudan en la construcción de las notaciones gráficas. Sin embargo, 
esos entornos no se basan en estándares reconocidos que permitan interactuar con 
representaciones generales de algunos dominios, como redes semánticas, ontologías o 
esquemas preconceptuales. Lo que sí es notorio es la cercanía de varios de los proyectos 
con la lógica de predicados de primer orden, lo que los hace bastante intuitivos, pero, a su 
vez, de difícil elaboración y comprensión. Además, muchos de ellos requieren 
conocimientos técnicos muy ligados al modelado y desarrollo de software, por ejemplo en 
diagramas entidad-relación, lenguajes de modelado, principios de algoritmia y 
programación o modelado de circuitos electrónicos. 
Según la revisión de la literatura realizada sobre la problemática específica, se cuenta, por 
un lado, con representaciones del discurso de un interesado en el desarrollo de una 
aplicación en esquemas preconceptuales y, por el otro, con diferentes tipos de notaciones 
gráficas para expresar restricciones lógicas y aritméticas sobre diferentes lenguajes de 
modelado. Así, si fuera posible cambiar la manera en que se expresan las restricciones y 
los condicionales en los esquemas preconceptuales (que actualmente se realizan en un 
lenguaje textual de orientación objetual) y complementarlos con una notación gráfica que 
emplee lo mejor de la lógica y sin que requiera entrenamiento técnico especial para su 
construcción y lectura, se podrían elaborar mejores representaciones gráficas del dominio 
de una aplicación de software y que, a su vez, las pueda validar un interesado, por su 
facilidad de lectura y elaboración. 
Así, en este artículo se propone una adición a la sintaxis gráfica de los esquemas 
preconceptuales, permitiendo crear restricciones y condiciones de forma gráfica. Se busca 
facilitar a cualquier persona involucrada en un dominio de conocimiento específico el 
entendimiento y la generación de los esquemas, sin necesidad de entrenamiento intensivo 
o conocimientos técnicos acerca de desarrollo de software o modelado. 
 
Objetivos 
64 
 
Definir una representación gráfica, que complemente los esquemas preconceptuales, 
relacionada con las restricciones de tipo algebraico y/o lógico que se pueden presentar en 
un dominio cualquiera. 
 
Metodología 
Incluye las siguientes fases: 
Exploración: Se recopilan los principales trabajos en representación gráfica de 
restricciones lógicas y/o aritméticas, para determinar las características que deberá 
cumplir dicha representación. La revisión se realiza de forma estructurada y metodológica, 
para compendiar los principales trabajos en lenguajes gráficos para la representación de 
restricciones que sirvan como insumo para la fase siguiente del proyecto. 
Análisis: Se compendian los resultados de la fase anterior para definir una propuesta de 
representación gráfica. Esos resultados deben dar cuenta de las ventajas y desventajas 
de cada uno de los lenguajes, con el fin de determinar los elementos que podrían integrar 
una nueva propuesta de representación gráfica que se pueda adosar sin problemas a los 
esquemas preconceptuales. 
Elaboración: Se formaliza la representación gráfica y se explica su funcionamiento al 
interior de los esquemas preconceptuales. En esta fase se deben definir los elementos 
que conformarán la nueva sintaxis de la notación gráfica y la manera de incorporarlos en 
la sintaxis previa de los esquemas preconceptuales. Además, se deben definir los 
alcances y limitaciones de la notación propuesta, toda vez que los esquemas 
preconceptuales se consideran parte de un lenguaje controlado para el modelado de 
diferentes aplicaciones de software. 
Validación: Se elabora un caso de estudio para establecer la validez de la representación. 
 
Análisis y discusión de resultados 
El proyecto para la adición de una notación gráfica a los condicionales y restricciones que 
se pueden representar en los esquemas preconceptuales se encuentra ya en su fase 
final. Los resultados de cada una de las fases se pueden compendiar como sigue. 
En la fase de exploración, se recopilaron las representaciones gráficas que se listan en la 
introducción de este artículo, determinando, en cada caso, las ventajas y desventajas de 
cada notación. De allí, se concluyó que era necesario dotar a la nueva representación con 
elementos de la lógica de predicados de primer orden y de la teoría de conjuntos, pero 
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haciendo que dicha representación se pudiera validar sin necesidad de conocimientos 
técnicos en lenguajes de modelado o lógica. 
En la fase de análisis, se revisaron cuidadosamente las representaciones. Algunas de las 
más cercanas a la lógica de conjuntos y a la programación se analizaron a la luz de los 
resultados que se requieren para este proyecto, encontrando elementos que podrían 
caracterizar la nueva representación. En todo caso, se concluyó que la nueva 
representación debería emplear elementos ya presentes en los esquemas 
preconceptuales (tales como los conceptos y las notas), pero requieren otros elementos 
para la representación gráfica de operaciones y restricciones. 
En la fase de elaboración, se propone la creación de elementos que permitan crear 
restricciones a un esquema conceptual completo o a elementos individuales del modelo. 
La representación propuesta incluye los siguientes elementos: 
Marco (rectángulo con bordes redondeados y línea continua gruesa): Es un límite en cuyo 
interior se puede alojar un esquema preconceptual completo. 
Restricción: se basa en la notación definida para las notas del esquema preconceptual, 
pero adicionando las llaves (“{“ y “}”) para aludir que se trata de restricciones. En su 
interior, se define un lenguaje gráfico en forma de árboles, que incluye como nodos los 
operadores (círculos en línea discontinua), los conceptos (rectángulos) y los posibles 
valores (rectángulos en línea discontinua). Las restricciones se pueden aplicar a 
conceptos, relaciones dinámicas, relaciones estructurales y marcos. 
Condicional: Este elemento, que ya existía en los esquemas preconceptuales, posee, en 
esta propuesta, una nueva sintaxis, que se basa en los mismos árboles definidos para las 
restricciones. El lenguaje textual de los condicionales actuales, se reemplaza con árboles, 
cuyos nodos son operadores lógicos, de comparación, aritméticos y valores (numéricos, 
textuales o conceptos contenidos en el esquema). 
Como parte de la fase de validación, se presenta en este artículo un ejemplo de la 
notación gráfica definida para las restricciones y los condicionales del esquema 
preconceptual. El ejemplo se basa en el esquema preconceptual de la figura 1, que 
representa la información básica de un matrimonio. Para efectos del caso de estudio, se 
añaden a la descripción del dominio las siguientes restricciones (nótese que pueden no 
ser realistas, pero se introducen en la descripción para efectos de mostrar la notación 
gráfica): 
- Sólo se admiten casas con una antigüedad inferior a 250 años. 
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- Para un matrimonio, la edad del hombre debe ser superior a la edad de la mujer. 
- La edad se debe encontrar en el rango de 0 a 100 años. No se permite una edad 
superior a 100 años. 
En la Figura 2 se presenta el ejemplo de la Figura 1, pero incluyendo las restricciones 
anotadas, utilizando la sintaxis propuesta. 
 
 
Figura 2. Ejemplo de esquema preconceptual con los nuevos elementos propuestos 
 
El manejo de las restricciones en la figura 2 presenta las siguientes peculiaridades: 
- La restricción “antigüedad inferior a 250 años” se refiere específicamente al 
concepto “casa” con el cual se liga. Nótese que “antigüedad” es un concepto y 
“250” es un posible valor, lo que diferencia ambos datos. 
- En el concepto “matrimonio” se añade la restricción “la edad del hombre debe ser 
superior a la edad de la mujer”. En este caso, el concepto “edad” se anida dentro 
del concepto “hombre” y dentro del concepto “mujer” debido a la existencia de una 
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relación “tiene” afuera de la restricción. Este uso de los “conceptos anidados” sólo 
se permite en restricciones y condicionales. 
- La restricción “la edad se debe encontrar en el rango de 0 a 100 años” es 
necesario establecer un marco que agrupe el esquema preconceptual completo, 
dado que el concepto “edad” se podría aplicar indiscriminadamente al concepto 
“hombre” y al concepto “mujer”. 
 
Conclusiones y trabajo futuro 
Los esquemas preconceptuales, como lenguaje gráfico controlado que permite 
representar un discurso en cualquier dominio, presentan un inconveniente en la manera 
de expresar las restricciones y los condicionales, pues se emplea un lenguaje textual que 
los interesados poco pueden entender y validar. 
Así, se realizó un proyecto que ya se encuentra en sus últimas fases para dotar a los 
esquemas preconceptuales de un lenguaje gráfico para expresar restricciones y 
condicionales, de forma tal que un interesado pueda entender y validar esos elementos. 
Así, se examinaron diferentes lenguajes gráficos para expresar restricciones y se 
determinaron las características que debería cumplir el lenguaje buscado. Finalmente, se 
definieron los elementos gráficos necesarios para complementar la sintaxis de los 
esquemas preconceptuales y se ejemplificó su uso. 
La sintaxis definida emplea una estructura en forma de árboles, que suele ser legible y 
entendible, sobre la cual se emplean conceptos y notas, junto con un nuevo elemento 
denominado “operador”, que sirve para establecer las operaciones que se pueden realizar 
entre los conceptos y las notas del modelo. Además, se definió el alcance que se puede 
dar a las restricciones y se estableció un elemento denominado “marco”, que permite 
asignar las restricciones a grandes porciones de un esquema preconceptual. 
En desarrollo de este proyecto se identificaron algunos temas que requerirán soluciones a 
futuro y que constituyen nuevas líneas de trabajo, a saber: 
- La realización de nuevos casos de estudio que permitan una caracterización 
intensiva de los elementos definidos. 
- La definición de reglas que permitan mapear los nuevos elementos definidos en 
los diferentes esquemas conceptuales que se pueden generar a partir de los 
preconceptuales. 
68 
 
- La exploración de nuevos usos para los esquemas preconceptuales, con base en 
la ampliación realizada en este proyecto. Se sugiere el estudio de lenguajes de 
especificación y metamodelado para la definición de especificaciones de 
diagramas. 
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