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Tämän opinnäytetyön aiheena on Metropolian Virtuoso-robottikäden elektroniikkasuunnittelu
ja ohjelmointi. Kyseessä on pienikokoinen ja monipuolinen robottikäsi, jota pystytään oh-
jaamaan sekä USB- että Ethernet-väylien kautta.
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laattorin, liitännät kehitysalustalle ja moottoreille sekä tarvittavat alasvetovastukset. Mootto-
reina käytettiin sekä servo- että DC-moottoreita.
Robottikäden ohjelma kirjoitettiin Arduino IDE -ohjelmointiympäristöllä. Ethernet-
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tyyppi. Hintatavoitteeseen päästiin, mutta edullisten moottoreiden ja komponenttien käytöstä
syntynyt säästö syntyi toimintatarkkuuden kustannuksella. Sitä voidaan parantaa tulevai-
suudessa lisäämällä robottikäden anturointia.
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The topic of this final project is the electronics design and programming of Metropolia’s
Virtuoso Hand. It is a small and versatile robot hand that can be controlled via USB and
Ethernet busses.
The goal of the work was to develop an affordable robot hand that costs less than thou-
sand euros using 3D printed parts and affordable motors and components. The work was
carried out using Arduino Mega 2560 R3 development board, Ethernet shield, and a self-
made circuit board consisting of motor controllers for DC motors, a voltage regulator, bus-
ses for robot’s control signals and all required pull-down resistors. Both servo and DC mo-
tors were used.
The robot hand was programmed using Arduino IDE development environment. A small
utility program was written with Processing language for testing the Ethernet communica-
tion. It made sending commands to the robot hand in UDP packet format possible.
The result of the project was a robot hand prototype that can be used as an aid for teach-
ing programming. The price target was accomplished but the savings made using cheap
motor and components were born with the cost of the accuracy of movements. In the fu-
ture it can be improved by adding more sensors to the robot hand.
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Lyhenteet
API Ohjelmointirajapinta (Application Programming Interface).
Arduino Arduino on avoimeen lähdekoodiin perustuva ohjelmoitava kehitysympä-
ristö, joka sisältää ohjelmointiympäristön sekä lukuisia erilaisia kehitys-
alustoja.
AVR AVR on Atmelin mikrokontrolleriperhe, joka sisältää laajan valikoiman 8-
ja 32-bittisiä mikrokontrollereita.
CISC Suoritinarkkitehtuuri, jossa käskykanta on laaja ja yksittäiset käskyt voivat
suorittaa kerralla useampia alemman tason operaatioita (Complex Inst-
ruction Set Computer).
DC Tasavirta (Direct Current).
DHCP Dynamic Host Configuration Protocol on verkkoprotokolla, jota käytetään
verkko-osoitteiden jakamiseen lähiverkkoon kytkeytyville laitteille.
IDE Joukko samaan pakettiin integroituja ohjelmia, esimerkiksi tekstieditori ja
kääntäjä, joilla voidaan suunnitella ja tehdä ohjelmia (Integrated Deve-
lopment Environment).
IP Internet Protocol, verkkosovittimien yksilöimiseen käytettävä numero-
sarja.
ISO International Organization for Standardization, kansainvälinen standardi-
sointijärjestö.
LDO LDO-regulaattori (Low-Dropout Regulator) on jänniteregulaattori, joka
pystyy toimimaan hyvin pienellä sisääntulo- ja ulostulojännitteiden erotuk-
sella.
LED Hohtodiodi (Light-Emitting Diode) on puolijohdekomponentti, joka säteilee
valoa, kun sen läpi johdetaan sähkövirta.
MAC MAC-osoite (Media Access Control) on yksilöllinen verkkolaitteille annet-
tava tunniste.
MCU Mikrokontrolleri (Microcontroller Unit) on pieni tietokone yhdellä integ-
roidulla piirillä sisältäen usein ainakin mikroprosessorin, muistia ja yleis-
käyttöisiä lähtö- ja tuloportteja.
MIT Massachusetts Institute of Technology.
OSI Open Systems Interconnection Reference Model on malli, jossa tiedon-
siirtoprotokollat on esitetty seitsemässä kerroksessa.
PWM Pulse Width Modulation on keino hallita kuormaan syötettävää jännitettä
määrittämällä pulssimuotoisen jännitesyötön jaksojen pituudet halutulla
tavalla.
RISC Suoritinarkkitehtuurin suunnittelussa käytetty filosofia, jossa konekielinen
käskykanta on suhteellisen suppea, yksinkertainen ja nopeasti suoritetta-
va (Reduced Instruction Set Computer).
SPI Serial Peripheral Interface Bus on synkronoitu sarjamuotoisen tiedon siir-
tämiseen kehitetty menetelmä.
SRAM Static Random Access Memory on puolijohdetekniikalla toteutettu staatti-
nen muistityyppi, joka säilyttää tilansa niin kauan kuin käyttöjännite on
kytkettynä.
UDP Tiedonsiirtoprotokolla, joka ei edellytä yhteyttä laitteiden välillä (User Da-
tagram Protocol).
USB Sarjaväyläarkkitehtuuri, joka on kehitetty helpottamaan ulkoisten oheis-
laitteiden liittämistä tietokoneeseen (Universal Serial Bus).
11 Johdanto
Tämän opinnäytetyön aiheena on Metropolian Virtuoso-robottikäden elektroniikka-
suunnittelu ja ohjelmointi. Virtuoso-robottikäsi on pienikokoinen pöydällä pidettävä laite,
jonka pääasiallisena käyttötarkoituksena on toimia robotiikkaohjelmoinnin alkeiskurssin
oheisvälineenä (kuva 1).
Kuva 1. Metropolian Virtuoso-robottikäsi.
Robottikäsiprojekti alkoi vuoden 2013 lopulla, kun Sami Kalliokoski Electriasta sai ide-
an kehittää robottikäsi alle tuhannen euron hintaluokassa käyttäen 3D-printattuja osia
sekä edullisia moottoreita ja komponentteja. Halpojen komponenttien aiheuttamia tole-
ransseja oli tarkoitus kompensoida sekä anturoinnilla että ohjelmallisesti. Allekirjoitta-
neelle ja Vesa Helmiselle tarjoutui mahdollisuus alkaa yhdessä kehittää robottikättä
aluksi innovaatioprojektina ja myöhemmin kesäharjoittelijoina.
Ensimmäisenä vaiheena tehtiin esiselvitystyö projektin edellytyksistä. Esiselvityksen
tarkoituksena oli tutkia onko kyseisen hintaluokan robottikäden valmistaminen mahdol-
2lista sekä tutkia erilaisia tekniikoita, joilla tavoitteeseen voitaisiin päästä. Markkinoilla
olevia ratkaisuja tutkittiin huolellisesti ja todettiin, että halvemman hintaluokan robotti-
kädelle voisi olla kysyntää, koska markkinoilta löytyvät robottikädet olivat esiselvitys-
työn tekemisen aikaan hinnoiltaan kohtuuttoman kalliita. Yksi kysynnän edellytyksistä
olisi kuitenkin se, että robottikädelle kehitettäisiin myös luontevia sovelluksia. Mahdol-
listen käyttökohteiden selvittäminen lisättiin osaksi työtämme.
Varsinainen rakentamistyö alkoi vuodenvaihteen jälkeen opiskelun yhteydessä, kun
kurssi nimeltään Kolmannen vuoden projekti alkoi. Saimme hyväksytettyä robottikäsi-
projektin kurssiprojektiksemme. Rakensimme kevätlukukauden aikana oman versiom-
me InMoov-nimisestä Open Source -robottikädestä, jonka 3D-mallinnettujen osien tie-
dostot saimme suoraan projektin verkkosivuilta. Elektroniikkapiirit ja robottikäden oh-
jelmat tehtiin itse. InMoov-käden avulla saatiin hyvää kokemusta robottikäden toimin-
nasta ja suunnittelusta. Samassa yhteydessä testattiin myös itse tehtyjä paineantureita
robottikäden sormenpäihin.
InMoov oli kuitenkin mahdollista opetuskäyttöä ajatellen liian suuri ja kömpelö. Lisäksi
se tarvitsi tukevan kiinnityksen, mikä rajoitti sen käyttökelpoisuutta. Luokkahuoneope-
tusta ajatellessamme tulimme siihen tulokseen, että robottikäden tulisi olla pöydällä
pidettävä ja sopivan pieni mahtuakseen vaikkapa samalle pöydälle tietokoneen kans-
sa. Lisäksi siinä olisi hyvä olla Ethernet-portti ja riittävä joukko komentoja ulkopuolista
kommunikointia ja ohjelmointia varten. Näistä lähtökohdista käsin aloimme suunnitte-
lemaan kokonaan uutta robottikättä toukokuussa aloittaessamme kesätyön harjoitteli-
joina Electriassa.
Kehitystyössä pyrittiin käyttämään luovia ongelmanratkaisumenetelmiä, mikä olikin
tarpeen niukaksi asetetun budjetin takia. Ideoiden ja toteutusmahdollisuuksien etsin-
tään saatiin runsaasti apua Metropolia Ammattikorkeakoulun eri koulutusohjelmien
henkilökunnalta ja opiskelijoilta. Myöhemmässä vaiheessa kiinnitettiin huomiota myös
helppoon valmistettavuuteen. Esimerkiksi muoviosat suunniteltiin niin, että ne pysty-
tään tarvittaessa valamaan ja elektroniikkapuolella käytimme yleisiä helposti saatavia
komponentteja.
32 Electria
Electria on Metropolia Ammattikorkeakoulun tutkimus- ja kehitysyksikkö, jonka toimin-
nan tavoitteena on tuottaa uusia innovaatioita ja saada ne kaupallistettua. Electrian tilat
sijaitsevat Vantaan Technopoliksessa Helsinki-Vantaan lentokentän lähistöllä. Electrian
tutkimus- ja kehitystoiminta on keskittynyt vähävirtaiseen langattomaan elektroniik-
kaan. [1.] Viime aikoina Electria on kuitenkin laajentanut tutkimuskohteitaan myös mui-
hin lupaaviin tekniikan osa-alueisiin, kuten robotiikka ja terveellinen rakentaminen. Mui-
ta Electrian tarjoamia palveluita ovat prototyyppien ja piensarjojen valmistus, koulutus
sekä testaus- ja tarkastuspalvelut [2].
Electria toimii yhteistyössä monien Metropolia Ammattikorkeakoulun koulutusohjelmien
kanssa ja tarjoaa opiskelijoille mahdollisuuksia harjoittelun suorittamiseen. Usein har-
joittelussa tehty työ myös jatkuu projektien jatkokehitystyönä.
Metropolian Virtuoso-robottikädestä saatuja kokemuksia on tarkoitus hyödyntää myös
tulevissa hankkeissa. Electria on käynnistämässä tutkimustoimintaa soft-robotiikan
alueella ja erityisesti sen hyödyntämisessä terveydenhoito- ja hyvinvointipalveluissa.
[3.]
43 Robottikädet maailmalla
Robottikäsien suunnittelun historiassa on havaittavissa kaksi erilaista suuntausta: Ant-
ropomorfisen eli ihmisen kättä muistuttavan käden kehittäminen tai muuten vain mah-
dollisimman toimivan manipulaattorin valmistaminen. Jälkimmäinen lähestymistapa
tuottaa usein myös minimalistisemman tuloksen kuin ihmisen käden jäljitteleminen. [4.]
Antropomorfisen robottikäden suunnittelun taustalla on voinut olla esimerkiksi ajatus
proteesikäden tai ihmisen kättä muistuttavan humanoidikäden valmistamisesta. Tutkijat
ovat kehittäneet ihmisenkaltaisia robottikäsiä myös siksi, että saataisiin uudenlaista
näkökulmaa ihmisen käden toimintaan. Tällaisten robottikäsien etuna on se, että niiden
ohjaus on meille varsin intuitiivista. Ensimmäiset robottikädet edustivat juuri tätä antro-
pomorfista suuntausta. [5.]
Ominaisuuksia, joita robottikäsistä puhuttaessa voidaan käsitellä, ovat muun muassa:
kappaleiden käsittelyn näppäryys, tarttumaotteen jämäkkyys ja ihmisen käden kaltai-
nen toiminta. Kun käyttökohde, hinta, nopeus tai jotkin muut tekijät asettavat rajoituksia
robottikäden suunnittelulle, päädytään yleensä sovellusta varten optimoituun ratkai-
suun, jossa on karsittu tarpeettomia ominaisuuksia. Näin on tuotettu lukuisa määrä
mitä erilaisempia tarraimia erityisesti teollisuuden käyttöön. [5.]
Eräs tällä hetkellä tunnetuimmista robottikäsistä on Shadow Dexterous Hand (kuva 2),
jonka on kehittänyt Lontoossa sijaitseva Shadow Robot Company Ltd. Käden kehityk-
seen on valittu antropomorfinen lähestymistapa ja siinä on peräti 20 vapausastetta [6].
Kädestä on saatavilla sekä moottoreilla, että pneumaattisilla lihaksilla toimivat versiot.
Shadow Hand sisältää vain käsiosan ranteesta eteenpäin. Yhtiön YouTube-kanavalta
löytyy video, jossa Shadow Hand on liitetty robottikäsivarteen. Laite on kuitenkin niin
painava (4,2 kg), että käsivarrelta vaaditaan teollisuusrobottimaista suorituskykyä. [7.]
5Kuva 2. Shadow Dexterous Hand.
Toisena esimerkkinä mainittakoon kanadalaisen Kinovan markkinoille tuoma vaihdet-
tavalla tarraimella varustettu robottikäsivarsi. Sen suunnittelussa ei olla pyritty matki-
maan ihmistä vaan tuottamaan käytännöllinen robottikäsi tutkimusta ja apuvälinekäyt-
töä varten. Valmistajan mukaan käsi on hiilikuiturakenteensa ansiosta kevyt ja sähkön-
kulutukseltaan hehkulampun luokkaa. Laitetta markkinoidaan muun muassa liikuntara-
joitteisille ihmisille pyörätuoliin kiinnitettäväksi apuvälineeksi. [8.]
64 Elektroniikka
4.1 Arduino Mega 2560 R3 -kehitysalusta
Robottikäden ytimenä toimii Atmel ATmega 2560 -mikrokontrolleri. Tässä työssä käy-
tettiin sen ympärille tehtyä Arduino Mega 2560 R3 -kehitysalustaa, jonka ominaisuudet
vaikuttivat riittäviltä robottikäden ohjaamista ajatellen (taulukko 1). Arduino on Open
Source -periaatteella kehitetty edullinen kehitysalustaperhe, josta löytyy useita erilaisia
Atmelin AVR-mikrokontrollereihin perustuvia alustoja niin pieniin kuin suurempiinkin
projekteihin. Arduinosta on tullut suosittu alusta elektroniikkaharrastajien keskuudessa
edullisuutensa ja helppokäyttöisyytensä ansiosta.
Taulukko 1. Arduino Mega 2560 R3 -kehitysalustan ominaisuudet [9].
Mikrokontrolleri Atmel ATmega 2560
Käyttöjännite 5 V
Suositeltu sisääntulojännite 7 - 12 V
Digitaaliset I/O-pinnit 54 kpl, joista 15 on varustettu PWM ulostulolla
Analogiset input-pinnit 16 kpl (10 bitin resoluutiolla)
I/O-pinnin maksimivirta 40 mA
Flash-muisti 256 kB, josta bootloader käyttää 8 kB
SRAM 8 kB
EEPROM 4 kB
Kellotaajuus 16 MHz
Varsinainen ohjelma sijaitsee mikrokontrollerin Flash-muistissa, joka on tähän tarkoi-
tukseen varsin riittävä. Flash-muistin puolesta olisi pienempikin mikrokontrolleri riittä-
nyt. Syy tämän kehitysalustan valintaan oli se, että tarvittavien I/O-pinnien ja SRAM-
muistin määrä ei olisi riittänyt Arduinon pienemmissä kehitysalustoissa.
Atmel ATmega 2560 on 8-bittinen RISC-arkkitehtuuriin perustuva vähävirtainen AVR-
mikrokontrolleri [10]. RISC-arkkitehtuurin (Reduced Instruction Set Computer) kanta-
vana ajatuksena on konekielisen käskykannan pitäminen suppeana ja yksinkertaisena,
jolloin käskyt saadaan suoritettua käyttäen mahdollisimman vähän kellojaksoja. Päin-
vastaista ajattelutapaa edustaa esimerkiksi Motorolan HC11-mikrokontrollerisarja, joka
perustuu CISC-arkkitehtuuriin. CISC-suorittimien (Complex Instruction Set Computer)
7käskykanta on laaja ja yksi käsky voi suorittaa useampia alemman tason operaatioita.
Tästä syystä käskyn suorittamiseen voi kulua enemmän kellojaksoja kuin RISC-
suorittimien käskyihin. [11, s. 2–3.]
Arduino-alustojen ohjelmointi käy helposti Arduinon omalla ohjelmointiympäristöllä.
Kehitysalustassa on USB-liitäntä, jota voidaan käyttää sekä laitteen ohjelmointiin, että
sarjaliikennemuotoisen tiedon kaksisuuntaiseen siirtämiseen kehitysalustan ja tietoko-
neen välillä.
4.2 Ethernet Shield
Robottikäden Ethernet-yhteys toteutettiin käyttämällä Arduinon omaa Ethernet Shield -
laajennuskorttia, joka asettuu Arduino-kehitysalustan päälle omien pinniensä avulla.
Ethernet-kaapelin liittämiseksi laajennuskortti sisältää standardin mukaisen RJ45-
liitännän. Ethernet Shield sisältää myös micro-SD-kortinlukijan, jota esimerkiksi palve-
limena toimiva Arduino-projekti voi hyödyntää vaikkapa verkkosivujen tiedostovarasto-
na. Arduino IDE -kehitysympäristöstä löytyy valmis Ethernet-kirjasto, joka helpottaa
Ethernet-sovellusten ohjelmointia. [12.]
Ethernet Shield perustuu Wiznet W5100 -piiriin, joka on sulautettuihin sovelluksiin kehi-
tetty Ethernet-ohjainkomponentti. Se on 100BASE-TX-standardin mukainen ja sen tar-
joama sadan bitin tiedonsiirtonopeus riittää varmasti robottikäden lyhyiden merkkipoh-
jaisten ohjauskomentojen vastaanottamiseen. W5100 tukee UDP-tiedonsiirto-
protokollaa, jota käytetään robottikäden kanssa kommunikoimiseen. [13.] Lyhenne
UDP tulee sanoista User Datagram Protocol ja se on nopea yhteydetön tiedonsiirtopro-
tokolla. UDP:stä ja kommunikaatiosta robottikäden kanssa kerrotaan tarkemmin luvus-
sa 6.1.
Arduino-kehitysalusta kommunikoi Ethernet Shieldin kanssa käyttäen SPI-väylää (Se-
rial Peripheral Interface Bus), joka on synkronoitu sarjamuotoisen tiedon siirtämiseen
kehitetty menetelmä. Tämä täytyy ottaa huomioon määriteltäessä kehitysalustassa
käyttöön otettavia pinnejä. Kun Ethernet Shieldiä käytetään Arduino Megan kanssa,
täytyy pinnit 50–53 jättää SPI-väylän käyttöön.
84.3 Piirilevyn suunnittelu
Robottikäden jalustakoteloon sijoitettiin muutakin elektroniikkaa Arduinon ja Ethernet
Shieldin lisäksi. LED-valojen etuvastukset, alasvetovastukset, jänniteregulaattorikyt-
kennät ja moottoriohjaimet päätettiin laittaa samalle piirilevylle, jotta säästettäisiin tilaa
muutenkin ahtaasta jalustakotelosta. Piirilevy suunniteltiin EAGLE PCB -ohjelmalla ja
levyt teetettiin Kiinassa kustannusten minimoimiseksi.
Piirilevy tehtiin sellaisessa vaiheessa, kun robottikäden sormia liikutettiin vielä servo-
moottoreilla. Myöhemmin sormien voimanlähteiksi vaihdettiin DC-moottorit, jotka vaati-
vat lisää moottorinohjaimia. Tätä versiota varten emme kuitenkaan ehtineet tehdä uutta
piirilevyä, sillä niiden toimitusaika oli noin kolmen viikon luokkaa. Robottikädellä oli jo
useita esittelyjä sovittuna lähiviikoille, joten tarvittavat moottorinohjaimet tehtiin käsin
kuparitäplälevylle, joka kytkettiin jo olemassa olevaan piirilevyyn.
4.3.1 EAGLE PCB
EAGLE PCB on yhdysvaltalaisen CadSoft-nimisen yrityksen kehittämä piirilevysuunnit-
teluohjelmisto. Nimi EAGLE tulee sanoista Easily Applicable Graphical Layout Editor,
mikä kuvaa ohjelmistoa varsin hyvin. Ohjelmaa on kehitetty ja päivitetty jo yli kahden-
kymmenen vuoden ajan ja siitä onkin tullut yksi yleisimmistä piirilevyjen suunnittelutyö-
kaluista. Ohjelmisto tukee sekä Windows-, OSX- että Linux-käyttöjärjestelmiä. [14.]
Yksi EAGLE:n vahvuuksista on se, että siihen on saatavana valtava määrä valmiita
komponenttikirjastoja. Jos jotakin komponenttia ei löydy helposti, on käyttäjän mahdol-
lista lisätä se itse kirjastoon.
Piirikaavio (liite 1) piirretään EAGLE:n Schematic Editor -tilassa ja komponentit sijoite-
taan piirilevylle Layout Editorissa. Johdotusten tekemiseen on tarjolla työkalu nimeltään
Autorouter, jonka ansiosta monimutkainenkin piirikaavio saadaan tehtyä nopeasti piiri-
levymuotoon (kuva 3). Autorouterin tekemiä vetoja pystytään muokkaamaan vielä jälki-
käteen, jos halutaan optimoida signaalireittejä esimerkiksi suuritaajuisten signaalien
tapauksessa.
9Kuva 3. EAGLE PCB -ohjelmalla tehty piirilevykuva.
Kun piirilevy on saatu suunniteltua, tehdään Gerber-tiedostot piirilevyn valmistamista
varten. Gerber on Ucamco-nimisen yrityksen piirilevyjen valmistusta varten kehittämä
formaatti, josta on ajan myötä tullut alan standardi [15]. EAGLE:n Cam Processor -
työkalulla saadaan Gerber-tiedostot tehtyä parin nappulan painalluksella. Haluttaessa
voidaan kuitenkin valita hyvinkin tarkkaan kunkin tiedoston asetukset.
4.3.2 ITEAD Studio
ITEAD Studio on Shenzenissä Kiinassa toimiva yritys, joka tarjoaa tuotteita ja palvelui-
ta elektroniikkasuunnitteluun ja prototyyppien tekemiseen. Heidän tuotevalikoimastaan
löytyy muun muassa eri mikrokontrollerivalmistajien piirejä käyttäviä kehitysalustoja,
niiden lisävarusteita, työkaluja sekä jonkin verran komponentteja. Heidän prototyyppi-
palvelussaan voi teettää omia piirilevyjä pieninä, vähintään kymmenen kappaleen eri-
nä, suhteellisen edulliseen hintaan. [16.] Tilaamamme piirilevyt olivat kaksikerroksisia
ja kooltaan 5 x 10 cm (kuva 4).
10
Kuva 4. ITEAD Studiossa valmistettu piirilevy.
Tilauksen yhteydessä lähetettiin piirilevyn Gerber-tiedostot zip-muotoisena pakattuna
tiedostona tehtaalle. Valmiit piirilevyt tulivat postissa noin kolmen viikon kuluttua tilauk-
sesta. Levyt olivat toimivia ja niihin oli helppo juottaa kiinni tarvittavat komponentit.
4.4 Käyttöjännitteet ja jänniteregulointi
Robottikäteen tarvittiin kahta eri jännitettä. Mikrokontrolleri ja moottoreiden ohjaami-
seen tarvittava logiikka toimivat viiden voltin jännitteellä. Servo- ja DC-moottorit olisivat
toimineet viiden voltin jännitteelläkin, mutta jotta niistä saatiin enemmän voimaa irti,
käytettiin kuuden voltin jännitettä, joka oli käyttämiemme servojen maksimikäyttöjänni-
te. Virtalähteeksi löytyi työhuoneen rojulaatikosta kuuden voltin virtalähde, jonka kyl-
jessä oleva tarra lupasi antavan 3,3 ampeeria virtaa. Kyseinen virtalähde on tähän
mennessä osoittautunut riittävän tehokkaaksi kovassakin käytössä.
Mikrokontrolleria, Ethernet-korttia ja logiikkapiirejä varten tarvittiin kuitenkin myös viiden
voltin reguloitu jännite. Tässä tapauksessa ei projektiin voitu käyttää jo ennestään tut-
tua LM7805-regulaattoria, koska se tarvitsee toimiakseen vähintään seitsemän voltin
sisääntulojännitteen. Ratkaisuksi löytyi lopulta LDO-regulaattori. Lyhenne LDO tulee
sanoista Low-Dropout Regulator ja se tarkoittaa regulaattoria, joka pystyy toimimaan
hyvin pienellä sisään- ja ulostulojännitteiden erotuksella [17]. Regulaattoriksi valittiin
Linear Technology -nimisen valmistajan LT1763CS8-5, jonka pienimmäksi mahdol-
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liseksi jännite-erotukseksi luvattiin 500 mV ja kiinteäksi ulostulojännitteeksi haluttu 5
volttia (kuva 5).
Kuva 5. LT1763CS8-5 -jänniteregulaattori.
Valmistajan lupaama 500 mA:n ulostulovirta riitti hyvin mikrokontrollerin, Ethernet-
kortin ja logiikkapiirien käyttöön. Regulaattoripiiriin lisättiin toiminnan varmistamiseksi
kaksi kondensaattoria valmistajan suositusten mukaisesti. [18.] Koska jännitehäviö oli
pieni, ei regulaattori kuumentunut käytössä, eikä näin ollen myöskään jäähdytyksestä
tarvinnut huolehtia.
4.5 Moottorit
Robottikäden nivelien liikuttamiseen käytettiin kahdenlaisia moottoreita. Jalustassa,
olkapäässä ja kyynärnivelessä käytettiin servomoottoreita. Rotaationivelissä ja sormis-
sa puolestaan on käytetty DC-moottoreita, eli tasavirtamoottoreita (Direct Current).
Käyttämämme DC-moottorit ovat pieniä ja edullisia Kiinasta tilattuja N20-tyyppisiä har-
jallisia tasavirtamoottoreita, joissa on mukana vaihdelaatikko välityssuhteella 1:298
(kuva 6). Myyjän mukaan moottorin pyörimisnopeus rasituksessa on kuuden voltin jän-
nitettä käytettäessä 40 kierrosta minuutissa, mikä on sopivan rauhallinen pyörimisno-
peus käyttötarkoituksiimme antaen samalla riittävästi vääntöä. DC-moottorin ohjauk-
seen mikrokontrollerilla tarvitaan lisäksi moottorinohjainpiiri, josta kerrotaan lisää seu-
raavassa luvussa. Tasavirtamoottoreiden etuna servoihin nähden on se, että ne vievät
vähemmän tilaa käsivarresta, koska niiden moottoriohjaimet voidaan sijoittaa jalustako-
telossa sijaitsevalle piirilevylle.
12
Kuva 6. N20-tasavirtamoottori ja vaihdelaatikko.
Käyttämämme servomoottorit olivat edullisia Tower Pro -merkkisiä harrastekäyttöön
tehtyjä servoja. Servot muodostuvat seuraavista osista: kotelo, tasavirtamoottori, moot-
torinohjainpiiri, vaihteisto ja potentiometri. Käyttämiemme servojen liikealue on vajaa
180 astetta. On olemassa myös täyden kierroksen verran kääntyviä servoja sekä jat-
kuvasti pyöriviä servoja, joissa säädetään pyörimisnopeutta asennon sijaan.
Servon asentoa ohjataan mikrokontrollerin PWM-ohjauksella (Pulse Width Modulation).
Pulssin kesto määrää servon tavoitekulman, jota kohti ohjauspiiri ohjaa moottoria. Tyy-
pillinen servon keskiasentoon ohjaavan pulssin kesto on 1,5 ms. Ohjauspiirillä pulssi-
muotoinen ohjaussignaali koodataan ohjausjännitteeksi, jota verrataan potentiometriltä
mitattuun servon asennosta riippuvaan jännitteeseen. Jos näiden välillä on eroa, ohja-
taan moottoria siten, että jännitteet ovat lopulta samat (kuva 7). [19.]
Kuva 7. Kaaviokuva servomoottorin ohjauksesta.
Käytännössä havaitsimme merkittäviä eroja liikealueen laajuudessa saman servomallin
yksilöiden välillä. Myös reagoinnissa ohjaussignaaliin oli eroja. Täytyy muistaa, että
servomoottorit, joita käytettiin, olivat harrastekäyttöön tarkoitettuja edullisia servoja.
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Laadukkaammat servot ovat hinnaltaan moninkertaisia käyttämiimme tuotteisiin verrat-
tuna.
4.6 Moottoriohjaimet
Robottikäden sormissa sekä kyynär- ja olkavarsien rotaatioiden toteutuksissa käytettiin
DC-moottoreita. Jotta niitä saatiin ohjattua hallitusti, tarvittiin niitä varten ohjainpiirit.
Moottoriohjaimet tehtiin itse ja niissä käytettiin L293D-piirejä, joilla pystyy ohjaamaan
kahta DC-moottoria. Käyttämämme DC-moottorit olivat pieniä N20-tyyppisiä moottorei-
ta 1:298 vaihdelaatikolla. Tein suuntaa antavia mittauksia moottoreiden virrankulutuk-
sesta ja niiden maksimivirta oli kokeiluissani reilun 200 mA:n luokkaa. Datalehden mu-
kaan L293D pystyy antamaan jatkuvasti 600 mA virtaa yhtä moottoria kohti ja hetkelli-
sesti 1,2 A, joten sen kapasiteetti riitti hyvin tähän tarkoitukseen [20]. Myös käytännös-
sä L293D pyöritti moottoreita ilman ongelmia. Lisäksi se lämpeni käytössä vain hiukan,
joten jäähdytystä ei tarvinnut miettiä sen enempää.
L293D-piiriin tuotiin kaksi erilaista jännitettä. 5V:n jännite ohjattiin Vcc1-pinniin ja se oli
piirin logiikkaa varten. Vcc2-pinniin ohjattiin varsinainen moottoreille menevä jännite,
joka oli tässä tapauksessa 6V. (kuva 8)
Kuva 8. L293D:n liitännät.
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Maksimissaan L293D:llä voi ohjata jopa 36 voltin jännitettä. Piiriin kytkettyjen mootto-
rien nopeutta säädettiin ohjaamalla mikrokontrollerilta PWM-signaali L293D:n enable-
pinniin. Enable-pinnin ollessa high-tilassa, moottoriohjain ohjasi moottorille jännitettä ja
low-tilassa ei. Nämä on- ja off-tilat vaihtelivat PWM-ohjaussignaalin mukaisesti ja nii-
den kestoaikojen välinen suhde määräsi moottorin pyörimisnopeuden.
Moottorin pyörimissuuntaa voi ohjata H-sillan avulla. H-silta muodostuu neljästä kytki-
mestä, jotka sopivasti sulkemalla ja avaamalla määräävät virran kulkusuunnan mootto-
rissa ja sitä kautta pyörimissuunnan (kuva 9).
Kuva 9. H-silta kytkimillä toteutettuna.
Kun esimerkkikuvan kytkimet A ja D suljetaan, moottori pyörii toiseen suuntaan ja kyt-
kinten B ja C ollessa suljettuina on moottorin pyörimissuunta vastakkainen. L293D si-
sältää kaksi tällaista H-siltaa, joissa kytkiminä toimivat transistorit ja kytkinten asentoa
ohjataan input-pinnien avulla. [21, s. 107.] Piirissä on kaksi input-pinniä yhtä H-siltaa
kohti ja niiden tilojen yhdistelmät määräävät kumpaan suuntaan moottori pyörii vai py-
syykö se paikallaan (taulukko 2).
Taulukko 2. Moottorin toiminnan totuustaulu L293D-piiriä käytettäessä.
Input 1 Input 2 Moottorin toiminta
low high pyörii myötäpäivään
high low pyörii vastapäivään
low low moottori seis
high high moottori seis
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L293D sisältää myös diodit, jotka suojaavat piiriä mahdollisilta moottorilta tulevilta vir-
tapiikeiltä. Moottoreiden käämeille varastoitunut sähkömagneettinen energia voisi pa-
himmillaan rikkoa ohjainpiirin, mikäli suojaavat diodit puuttuisivat.
Jotta mikrokontrollerista ei tarvitsisi tuhlata kahta pinniä jokaisen moottorin suunnan
valintaa varten, käytettiin moottoriohjainpiireissä apuna perinteistä 74HC04-
invertteripiiriä. 74HC04 sisältää kuusi erillistä invertteriä, joista kuhunkin kuuluu yksi
sisääntulo- ja ulostulopinni (kuva 10).
Kuva 10. 74HC04-invertterin liitännät.
Tällä järjestelyllä kunkin moottorin suunnan ohjaamisesta selvittiin käyttämällä yhtä
mikrokontrollerin pinniä, josta signaali vietiin kyseessä olevan moottorin ohjaimen in-
put1-pinniin sekä invertterin sisääntuloon. Invertterin ulostulosta saatu vastakkaisessa
tilassa oleva ohjaussignaali puolestaan ohjattiin moottoriohjaimen input2-pinniin. Tällä
järjestelyllä suuntaohjauspinnin low-arvo merkitsi toista ja high-arvo toista pyörimis-
suuntaa.
4.7 Rajakytkimet ja potentiometrit
Robottikäden olka- ja kyynärrotaationivelet toteutettiin siten, että nivelillä on kaksi
mahdollista asentoa. Kummassakin tapauksessa mahdollisten asentojen välillä on 90
asteen ero. DC-moottori pyörittää niveltä, kunnes se on tavoiteasemassaan, jolloin
asemaan liittyvä rajakytkin sulkeutuu.
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Sormien liikkeen voimanlähteinä toimivat DC-moottorit. Koska ohjelma tarvitsee tiedon
sormien asennosta, liikuttavat sormien DC-moottorit sormia vetävien narujen lisäksi
myös potentiometrejä. Niistä mitattujen jännitteiden perusteella voidaan päätellä ovatko
sormet tavoiteasemissaan vai pitääkö moottoreita vielä liikuttaa johonkin suuntaan.
Arduinon sisääntulopinnien sallittu maksimijännite on viisi volttia. Käsivarren läpi joh-
dettavien johtimien määrä haluttiin pitää kuitenkin mahdollisimman pienenä ja tästä
syystä viiden voltin jännitettä ei viety omaa johdintaan pitkin potentiometreille ja raja-
kytkimille. Sen sijaan koteloon sijoitettuun piirilevyyn tehtiin yksinkertainen jännitteenja-
kokytkentä, joka rajoitti Arduinon sisääntulopinneille kulkevan jännitteen maksimiarvon
sallitulle alueelle (kuva 11).
Kuva 11. Jännitteenjakokytkentä potentiometrille.
Arduinolle johdettava jännite on sama kuin kuvassa 11 vastuksen R2 yli vaikuttava jän-
nite. Vastukset on valittu siten, että maksimijännitteeksi saataisiin mahdollisimman lä-
hellä viittä volttia oleva arvo. Vastuksen R2 yli vaikuttava maksimijännite lasketaan alla
olevan yhtälön mukaan (yhtälö 1).
ܷ௢௨௧ = ௜ܷ௡ ∙ ோమோభ	ା	ோమ = 6	ܸ ∙ ଵ଴	௞Ωଶ,ଶ	௞Ω	ା	ଵ଴	௞Ω 	 ≈ 4,92	ܸ (1)
Tulos on siis lähellä viittä volttia, mihin pyrittiinkin. Kytkentä jättää myös hieman liikku-
mavaraa vähäisille vastusten arvojen heittelyille.
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Rajakytkimet kytkettiin vastaavalla tavalla, jolloin 10 kilo-ohmin vastukset toimivat alas-
vetovastuksina. Alasvetovastukset ovat tarpeellisia kytkinten kanssa, jotta mikrokont-
rollerille tuleva jännite olisi nolla volttia silloin kun kytkin on auki. Ilman alasvetovastuk-
sia sisään tuleva jännite olisi kytkimen ollessa auki hyvin häiriöherkkä, jolloin epämää-
räisesti heiluvan jännitteen tulkinta olisi järjestelmälle hankalaa.
4.8 LCD-näyttö, LED-valot ja äänet
Robottikäden jalustaan sijoitettiin pieni LCD-näyttö ja kaksi LED-valoa, jotta käyttäjälle
saataisiin suoraa palautetta robottikäden toiminnasta (kuva 12). Perustilassa näytöllä
lukee teksti ”Virtuoso Hand” ja ohjelman versionumero. Jotta laitteelle voidaan lähettää
Ethernetin välityksellä komentoja, tarvitsee käyttäjän tietää myös robottikäden IP-
osoite, jonka se itse hakee DHCP-palvelimelta heti käynnistyttyään.
Kuva 12. Robottikäden LCD-näyttö, LED-valot ja painonappulat.
Käyttämämme LCD-näyttö on Midas-merkkinen ja siinä on kaksi kuudentoista merkin
riviä. Näyttö sijoitettiin jalustakotelon etuseinään, mistä sitä on helppo lukea. Näytön
ohjelmointi käy kätevästi Arduino IDE:n sisältämän LiquidCrystal-kirjaston avulla. Li-
säksi ohjelmakoodin selkeyttämiseksi tehtiin pari LCD-näytön käyttämiseen liittyvää
funktiota, joilla ohjelmakoodin pituutta saatiin lyhennettyä.
Jalustakotelossa näytön yläpuolella sijaitsee kaksi LED-valoa. Toinen niistä ilmaisee
laitteen aktiivisuutta punaisella valolla silloin, kun robottikäsi liikkuu. Kyseisestä valosta
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on ollut hyötyä rakentamis- ja ohjelmointivaiheessa, koska sen toiminta perustuu nivel-
ten tavoiteaseman saavuttamisen tarkistamiseen. Toinen kotelosta löytyvä valo ilmai-
see laitteen valmiustilaa. Kun robottikäsi käynnistetään, palaa valo punaisena alusta-
misen ja IP-osoitteen hakemisen ajan. Näiden alkurutiinien hoiduttua, laite on valmiina
ottamaan komentoja vastaan ja sen merkiksi tilavalo muuttuu vihreäksi. Käytetyssä
kaksivärisessä ledissä on kaksi anodia, yksi kummallekin värille sekä yhteinen katodi.
Arduinon digitaalipinnistä saatava virta on valmistajan mukaan maksimissaan 40 mA
viiden voltin jännitteellä. Käyttämiemme ledien kynnysjännitteet vaihtelivat välillä 1,8–
2,1 V. Ledien kanssa sarjaan kytkettiin 330 ohmin vastukset, jolloin ledin virrankulu-
tukseksi saatiin 9,7 mA kun laskussa käytettiin 1,8 voltin kynnysjännitettä (yhtälö 2).
ܫ = 	௎ೃ
ோ
= 	௎ି	௎ಽಶವ
ோ
= 	 ହ	௏ିଵ,଼	௏
ଷଷ଴	Ω
	≈ 9,7	݉ܣ (2)
Laitteen jalustakoteloon sijoitettiin myös kaksi painonappulaa, joiden avulla voidaan
saada IP-osoite näytölle, käynnistää demo-ohjelma sekä palauttaa robottikäsi aloitus-
asemaan. Nappuloihin kytkettiin 10 kΩ alasvetovastukset kuten rajakytkimiinkin, joista
kerrottiin edellisessä luvussa.
Robottikädelle kaavailtiin myös joitakin äänimerkkejä. Äänten tuottamista varten kote-
lon sisälle sijoitettiin pieni piezokaiutin. Äänet olivat tärkeysjärjestyksessä aivan loppu-
pään asioita ja niinpä niitä ei lopulta ehditty toteuttamaan. Mikäli äänimerkit oltaisi otet-
tu käyttöön, olisi ominaisuuksiin lisätty myös mahdollisuus kytkeä ne pois päältä.
5 Ohjelmointi
Seuraavaksi käydään läpi oleellisimpia osia robottikäden mikrokontrollerin suorittamas-
ta ohjelmasta. Itse ohjelmakoodi on niin pitkä, että ei ole mielekästä liittää sitä kokonai-
suudessaan tähän dokumenttiin edes liitteeksi. Tässä luvussa käydään läpi ohjelmoin-
tiympäristö, ohjelman rakenne sekä joitakin toiminnan kannalta oleellisia funktioita ja
ratkaisuja.
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5.1 Arduino IDE
Robottikäden ohjelma tehtiin avoimeen lähdekoodiin perustuvan Arduino IDE (Integra-
ted Development Environment) -ohjelmointiympäristön avulla. Se on tehty Javalla ja
sisältää Wiring-ohjelmistokirjaston. Ohjelma on ladattavissa ilmaiseksi Arduino-
verkkosivuilta osoitteesta www.arduino.cc ja se toimii sekä Windows-, OSX- että Linux-
käyttöjärjestelmissä. Ohjelmointiympäristön käyttöliittymä sisältää yksinkertaisen teks-
tieditorin, viestialueen, muutaman pikapainikkeen sekä valikoita (kuva 13).
Kuva 13. Arduino IDE:n käyttöliittymäruutu.
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Arduino-ohjelmat kirjoitetaan C- tai C++ -kielillä. Ohjelmointiympäristön sisältämien
apuohjelmien avulla ohjelmakoodi saadaan käännettyä mikrokontrollerin ymmärtämään
muotoon ja ladattua siihen yhden nappulan painalluksella. Arduino IDE:n Serial monitor
-toiminnon avulla voidaan siirtää tietoa mikrokontrollerin ja tietokoneen välillä kumpaan
suuntaan tahansa. Erilaisia valmiita kirjastoja voidaan käyttää helpottamaan ohjelmoin-
tia ja kirjastoja voidaan luoda myös itse. [22.]
5.2 Ohjelman rakenne
Arduino IDE:llä laaditun ohjelman tyypillinen rakenne alkaa globaalien muuttujien alus-
tamisella. Lisäksi ohjelman täytyy sisältää kaksi pakollista funktiota, jotta se voisi toi-
mia. Nämä funktiot ovat setup ja loop.
Setup-funktio toimii ohjelman ajoa valmistelevana funktiona ja se suoritetaan vain ker-
ran ohjelman käynnistyttyä. Tyypillisiä setup-funktioon liittyviä toimintoja ovat I/O-
pinnien määrittelyt sekä Serial- ja Ethernet-kommunikoinnin alustaminen.
Kun setup-funktio on suoritettu, siirrytään suorittamaan loop-funktiota, jota nimensä
mukaisesti toistetaan aina uudestaan ja uudestaan. Tämä funktio toimii Arduino-
ohjelmien pääohjelmana ja se voi kutsua lukuisia muita funktioita. Pääohjelman raken-
ne pyrittiin saamaan mahdollisimman yksinkertaiseksi ja funktiot, joita se kutsuu, nimet-
tiin niiden toimintaa mahdollisimman hyvin kuvaaviksi (esimerkkikoodi 1).
void loop() {
  checkButton();
  if(!serialMode)
    lueUDP();
  lueSerial();
  runArray();
  liikutaMoottoreita();
  updateLiikevalo();
}
Esimerkkikoodi 1. Loop-funktio.
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Pääohjelma tarkistaa ensimmäiseksi onko jompikumpi jalustan nappuloista painettuna.
Jos nappula on alhaalla, ohjaa checkButton-funktio ohjelman toimintaa sen mukaan
mitä nappulalle on kyseisessä tilanteessa määrätty.
Nappuloiden tilan tarkastuksen jälkeen suoritetaan funktio lueUDP, joka tarkistaa onko
UDP-pakettia saatavilla ja lukee sen. UDP-paketinluku hypätään siinä tapauksessa,
että robottikäsi on sellaisessa tilassa, jossa se kommunikoi ainoastaan sarjaväylän
kautta. Tila on tallennettu boolean-muuttujaan nimeltään serialMode. Sarjaväylän kaut-
ta mahdollisesti tulevat komennot luetaan joka tapauksessa. Robottikäsi voi siis ottaa
samanaikaisesti komentoja vastaan sekä Ethernet-, että sarjaväylän kautta.
Seuraava funktio, runArray, suorittaa ohjelmaan taulukkomuodossa kirjoitetun liikesar-
jan siinä tapauksessa, että robottikäsi on demonstraatiotilassa. Tämän tilan voi käyn-
nistää sekä nappulasta, että Ethernet- tai USB-väylän kautta.
Kun koko kommunikointikierros on suoritettu ja asianmukaiset tavoitearvot päivitetty
moottoreiden muuttujiin, suoritetaan moottoreiden liikuttamisen hoitava funktio. Lopuksi
päivitetään vielä liikettä ilmaisevan ledin väri.
Pääohjelma kuvaa pelkistetysti robottikäden ohjelman rakennetta, jonka yksinkertais-
tettu kaaviokuva löytyy liitteistä (liite 2). Kaaviossa on näkyvissä kaksi muuta toiminnan
kannalta hyvin oleellista funktiota, joiden tehtävänä on pilkkoa saatu komentorivi yksit-
täisiksi käskyiksi sekä tulkita nämä käskyt.
5.3 Kirjastot
Arduino IDE sisältää joukon ohjelmointia helpottavia kirjastoja. Lisäksi laaja käyttäjäyh-
teisö on kehittänyt suuren määrän kirjastoja mitä erilaisimpiin tarkoituksiin. Robottikä-
den ohjelman käyttämät kirjastot otetaan käyttöön heti ohjelmakoodin alussa (esimerk-
kikoodi 2).
// Kirjastot
#include <SPI.h>
#include <Ethernet.h>
#include <EthernetUdp.h>
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#include <LiquidCrystal.h>
#include <Servo.h>
Esimerkkikoodi 2. Tarvittavien kirjastojen käyttöönotto.
Ethernet-kirjasto on kehitetty Ethernet-shieldiä varten. Ethernet-shield ja kehitysalusta
kommunikoivat keskenään SPI-väylän välityksellä, minkä takia käyttöön otetaan myös
SPI-kirjasto. EthernetUDP-kirjastoa tarvitaan, jotta voidaan lähettää ja vastaanottaa
UDP-paketteja. LiquidCrystal-kirjasto antaa työkaluja LCD-näytön käyttämiseen ja Ser-
vo-kirjaston avulla yksittäiset servot voidaan määritellä olioiksi, joille kirjastossa on
valmiina käytön kannalta oleelliset metodit.
5.4 Funktioita
Robottikäden ohjelmaan luotiin joukko funktioita, joiden tehtävät vaihtelevat kommuni-
kaatiosta ja komentojen tulkitsemisesta moottoreiden ohjaamiseen. Seuraavaksi käy-
dään läpi muutamia ohjelman toiminnan kannalta oleellisia funktioita sekä niiden sisäl-
tämiä ratkaisuja.
5.4.1 UDP-pakettien ja sarjaväylän lukeminen
Sekä UDP-paketit, että sarjaväylän kautta tulevat komentorivit luetaan merkkitauluk-
komuuttujaan nimeltään bufferi. UDP-pakettien lukemisesta on vastuussa lueUDP-
funktio (liite 3).
Ensimmäiseksi funktio tarkistaa, onko UDP-paketti saatavilla ja jos on, se luetaan
merkkijonotaulukkoon. Samalla robottikäden tilavalo vaihdetaan punaiseksi.  Funktio
hoitaa paketin vastaanottamiseen liittyvien kuittausten lähettämisen takaisin paketin
lähettäjälle, jos ne on kytketty päälle. Myös LCD-näytölle tulostetaan tieto vastaanote-
tusta paketista ja sen koosta.
Funktiossa esiintyvä boolean-muuttuja IPshow ilmaisee, onko IP-osoite näkyvissä
LCD-näytöllä. Muuttujan merkitys liittyy robottikäden jalustassa olevaan nappulaan,
jolla IP-osoite saadaan näkyviin. Jos nappulaa painetaan ja IP-osoite on ennestään
näkyvillä, ei ohjelma turhaan päivitä LCD-näyttöä.
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Luettu komentorivi lähetetään eteenpäin funktion katkoString parametrina. Toisena
parametrina lähetetään UDP-paketin lähettäjän IP-osoite, jotta haluttaessa voidaan
lähettää kuittaukset yksittäisten komentojen käsittelystä takaisin lähettäjälle. Lopuksi
tyhjennetään bufferi ja vaihdetaan tilavalon väri takaisin vihreäksi.
Sarjaväylän lukemisen hoitaa funktio lueSerial (koodiesimerkki 3). Funktio tarkistaa
ensimmäiseksi, onko merkkejä tulossa. Jos merkkejä on odottamassa, pieni viive var-
mistaa, että koko komentorivi saadaan luettua kerralla.
void lueSerial() {
    if(Serial.available() == 0)
      return;
    int indeksi = 0;
    delay(50);
    int merkkienLkm = Serial.available();
    if(merkkienLkm > sizeof(bufferi) - 2)
      merkkienLkm = sizeof(bufferi) - 2;
    while(merkkienLkm--) {
      bufferi[indeksi++] = Serial.read();
    }
    katkoString(bufferi);
}
Koodiesimerkki 3. Sarjaväylää lukeva funktio.
Komennot luetaan samaan merkkijonotaulukkoon, kuin funktiossa lueUDP ja lähete-
tään pilkottavaksi funktiolle katkoString. Tällä kertaa parametrina on kuitenkin vain
pelkkä merkkijonotaulukko, minkä mahdollistaa se, että katkoString-funktiosta on ole-
massa kaksi erilaista versiota.
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5.4.2 Taulukkomuotoisen demo-ohjelman suorittaminen
Virtuoso-robottikäden esittelytilanteita varten on ohjelmaan sisällytetty laitteen ominai-
suuksia esittelevä liikesarja kaksiulotteisen merkkijonomuuttujan muodossa. Taulukko
sisältää komentorivejä, jotka suoritetaan yksi kerrallaan niin, että seuraavan rivin suori-
tus alkaa vasta, kun edellisen rivin määrittelemät tavoiteasemat on saavutettu ja mah-
dolliset viiveet odotettu (koodiesimerkki 4). Robottikäden komennot selitetään luvussa
6.3.
char komennot[][70] = {
"1s100 2s100 4s100",   // aloitustervehdys
"l",
"2m140 4m30",
"1m150 2m100 4m100",
"l",
"1m30 2m100 4m100",
"l",
"3d80 4d140 6d150 w",   // sormiliike
"3d40 4d90 5d80 6d100 w",
Koodiesimerkki 4. Osa esiohjelmoidusta liikesarjasta.
Taulukoidut komennot käy läpi runArray-funktio. Funktion toimintaan liittyy läheisesti
boolean-muuttuja nimeltään autoMode, joka saa arvokseen true silloin, kun demo-
ohjelma käynnistetään joko robottikäden jalustan nappulasta tai ulkoisia väyliä pitkin
saapuvasta käskystä. Jos robottikädelle on annettu viivekomento, odottaa funktio vii-
velaskurin nollautumista ennen uuden komentorivin käsittelyä. Jos edellisistä vaiheista
päästään eteenpäin, verrataan suoritettujen komentorivien määrää koko taulukon sisäl-
tämien rivien määrään. Jos todetaan, että viimeinenkin rivi on suoritettu, nollataan suo-
ritettujen rivien määrää ilmaiseva muuttuja. Samalla autoMode-muuttujalle annetaan
arvo false, joka kertoo funktiolle jatkossa, että demonstraatiotila ei ole enää päällä.
void runArray() {
  if(!autoMode)
    return;
  if (viive > 0)
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    viive--;
  else {
    if(autoIndeksi == rivit) {
      autoMode = false;
      autoIndeksi = 0;
      return;
    }
    if(tavoiteasemassa()) {
      for(int i = 0; i < sizeof(komennot[0]); i++) {
          bufferi[i] = komennot[autoIndeksi][i];
      }
      autoIndeksi++;
      katkoString(bufferi);
    }
  }
}
Koodiesimerkki 5. Taulukoidun demo-ohjelman suorittava funktio.
Jos komentorivejä on kuitenkin vielä suoritettavana, tarkistetaan ovatko kaikki robotti-
käden nivelet päässeet tavoiteasemaansa. Mikäli näin on, luetaan taulukosta seuraava
komentorivi bufferimuuttujaan, joka lähetetään käsiteltäväksi katkoString-funktiolle.
5.4.3 Komentorivin pilkkominen
Edellä huomattiin, että funktiota katkoString kutsutaan aina, kun komentorivin komen-
not halutaan käsitellä (esimerkkikoodi 6). Tämän kätevän koodipätkän esikuva on kir-
jasta Beginning Arduino [21, s. 73]. Funktio saa parametrina komentorivin sisältävän
merkkitaulukon pointterin. C-kielen strtok-funktion avulla pystytään erottelemaan ko-
mennot niiden välissä olevien erotinmerkkien välistä. Erottavina merkkeinä voivat tässä
tapauksessa olla välilyönti, pilkku tai piste.
void katkoString(char* merkit) {
  char* komento;
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  komento = strtok(merkit, " ,.");
  while(komento != NULL) {
    tulkitseKomento(komento);
    komento = strtok(NULL, " ,.");
  }
  clearBufferi();
}
Koodiesimerkki 6. Komentorivin pilkkova funktio.
Jokainen komento lähetetään erikseen funktiolle tulkitseKomento, joka ottaa komennot
lähempään tarkasteluun. Taulukko päättyy NULL-merkkiin, joka lopettaa tässä funkti-
ossa taulukon lukemisen. Lopuksi tyhjennetään bufferimuuttuja, seuraavaa komentori-
viä varten. Jos bufferia ei tyhjennettäisi, voisi edellisen komentorivin loppuosa jäädä
sotkemaan uusia komentoja siinä tapauksessa, että uusi komentorivi on lyhyempi kuin
edellinen.
5.4.4 Moottoreiden liikuttaminen ja tavoiteasema
Moottoreita liikuttava funktio ohjaa sekä servo-, että DC-moottoreita (liite 4). Servo-
moottoreiden ohjaaminen perustuu tässä ohjelmassa siihen, että servoille annettavat
tavoiteasemaa kuvaavat pulssit muutetaan pikkuhiljaa kohti kyseisten nivelten tavoi-
tearvoja. Jos nivelen tavoitearvo annettaisiin servolle suoraan, liikkuisivat robottikäden
osat niin äkkipikaisen nopeasti, että pahimmassa tapauksessa sen muoviosat hajoaisi-
vat. Servojen ohjauksessa hyödynnetään micros-funktiota, jonka avulla saadaan muis-
tiin hetki, jolloin servon tavoitearvoa on viimeksi muutettu. Vertaamalla nykyhetken ja
edellisen liikuttamishetken erotusta nopeusparametriin ohjelma päättelee liikutetaanko
servoa lisää vai odotetaanko vielä hetki.
Robottikäden DC-moottoreiden toiminta jakautuu kahteen ryhmään: rotaationivelet ja
sormet. Olka- ja kyynärvarsirotaatioissa on vain kaksi tavoiteasemaa, joiden välinen
ero on 90 astetta. Sormille sen sijaan voidaan antaa tavoitearvo asteen tarkkuudella.
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Rotaationivelten tapauksessa liikutaMoottoreita-funktio tarkistaa onko tavoitearvoa vas-
taava rajakytkin sulkeutunut ja ohjaa moottorin tarvittaessa pyörimään oikeaan suun-
taan. Jos tavoitearvo on saavutettu, moottori pysäytetään.
Sormien liikuttamista varten kutsutaan erikseen funktiota liikuta_DC, joka lukee sor-
mien moottorien yhteyteen asennettuja potentiometrejä tulkiten niistä sormien asen-
non. Jos sormet eivät ole tavoiteasemassa, funktio pyörittää moottoreita kohti tavoi-
tearvojaan.
6 Kommunikointi
Robottikäden kanssa käytävä kommunikaatio on kaksisuuntaista. Tietokoneelta lähete-
tään robottikädelle komentoja ja kyselyitä. Robottikäsi puolestaan palauttaa lähettäjälle
vastauksia ja kuittauksia. Kommunikointi tapahtuu sarjamuotoisena USB-kaapelin väli-
tyksellä tai UDP-paketteina Ethernet-portin kautta.
6.1 Ethernet UDP
UDP-tiedonsiirtoprotokolla on OSI-mallin (Open Systems Interconnection Reference
Model) neljännen, eli kuljetuskerroksen, nopeampi ja kevyempi vaihtoehto TCP-
protokollalle. OSI on kansainvälisen standardointijärjestö ISO:n (International Or-
ganization for Standardization) seitsemänkerroksinen verkossa tapahtuvan tiedonsiir-
ron viitemalli, joka kehitettiin eri verkkojen yhteensopivuusongelmien ehkäisemiseksi
(kuva 14). Käytännössä puhutaan usein myös nelikerroksisesta TCP/IP-viitemallista,
jossa OSI-mallin kerroksia on yhdistelty yksinkertaisemmaksi kokonaisuudeksi.
TCP/IP-viitemalli soveltuukin hyvin monien käytännön sovellusten kuvaamiseen silloin,
kun ei tarvita esimerkiksi SSL-suojaukseen perustuvia tekniikoita tai mobiiliverkkoja.
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Kuva 14. OSI-mallin seitsemän kerrosta.
UDP on hyvä valinta tiedonsiirtoprotokollaksi silloin, kun arvostetaan kommunikaation
nopeutta eikä mahdollisella pakettien katoamisella ole kriittisen suurta merkitystä. Suu-
rimpina eroina TCP-protokollaan verrattuna on se, että UDP-paketteja käytettäessä ei
laitteiden välille muodosteta yhteyttä eikä UDP-protokollassa ole pakettien perilleme-
non varmistusta.
Kun sekä käskyjä lähettävä tietokone että robottikäsi sijaitsevat samassa lähiverkossa
ei pakettien katoamista pitäisi tapahtua kovin helposti. Käytössämme ei ole havaittu
pakettien matkalle jäämistä lainkaan.
6.1.1 IP-osoite
IP-osoite (Internet Protocol) on verkkoon kytketyn internet-protokollaa käyttävän verk-
kosovittimen yksilöivä numerosarja. Osoitteen avulla verkossa kulkevat tietopaketit
löytävät perille. IP-osoite ilmaistaan neljänä kahdeksanbittisenä lukuna (0–255), jotka
erotetaan toisistaan pisteillä esimerkiksi 192.168.1.75.
Robottikäsi ottaa käynnistyttyään yhteyden DHCP-palvelimeen (Dynamic Host Confi-
guration Protocol) ja pyytää siltä IP-osoitetta. Saatu osoite saadaan tarvittaessa näky-
viin robottikäden LCD-näytölle ja sen avulla saadaan laitteelle osoitetut komennot lähe-
tettyä oikeaan osoitteeseen. Tällaista IP-osoitetta, joka voi olla erilainen eri kerroilla,
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kutsutaan dynaamiseksi osoitteeksi. DHCP-palvelin hallinnoi ja jakaa dynaamisia IP-
osoitteita tarpeen mukaan. Se voi myös jakaa muita tarvittavia tietoja, kuten nimipalve-
limen tai oletusyhdyskäytävän IP-osoitteen.
6.1.2 UDP-testiohjelma
UDP-kommunikaation testausta varten kirjoitettiin Processing-ohjelmointikielellä pieni
apuohjelma, jolla voidaan lähettää UDP-paketteja (kuva 15). Ohjelman ominaisuudet
ovat kohdelaitteen IP-osoitteen asetus, UDP-pakettien kirjoittaminen ja lähetys sekä
vastaanotettujen pakettien sisällön tulostaminen viesti-ikkunaan.
Kuva 15. Processing IDE ja UDP-testiohjelma.
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Testiohjelma osoittautui hyödylliseksi työkaluksi robottikäden ohjelmoinnin aikana. Sen
etuna sarjaväylän kautta tapahtuvaan testaamiseen oli se, että ohjelma pystyttiin pitä-
mään koko ajan auki omassa ikkunassaan eikä mikrokontrolleria tarvinnut alustaa, ku-
ten Arduino IDE:n Serial Monitor -ikkunaa avatessa.
6.1.3 Processing
Processing syntyi MIT:n (Massachusetts Institute of Technology) medialaboratoriossa
vuonna 2001 DBN-nimisen ohjelmointikielen kehittyneempänä jälkeläisenä. Ohjelmoin-
tikielen alkuperäinen tarkoitus oli kuvien, animaatioiden ja ylipäätänsä elektronisen
taiteen luominen. Processing perustuu Javaan ja sallii sekä proseduraalisen eli funkti-
oihin perustuvan että oliopohjaisen ohjelmarakenteen. [23, s. 30–31.]
Processing on avoimen lähdekoodin ohjelmointikieli, minkä ansiosta sillä on laaja käyt-
täjäyhteisö, joka on kehittänyt monenlaisia kirjastoja ohjelmoinnin helpottamiseksi. Tes-
tiohjelmassa käytetään käyttäjien kehittämää UDP-kirjastoa nimeltään hypermedia.net.
6.2 Kommunikaatio sarjaväylän kautta
USB-kaapelin välityksellä tapahtuvaan sarjaväyläkommunikointiin käytettiin Arduino
IDE:n sisältämää Serial Monitor -ikkunaa. Kun ikkuna avataan, kehitysalustan USB-
Serial -muunnin alustaa mikrokontrollerin. Tällöin joudutaan odottamaan hetki robotti-
käden ohjelman käynnistäessä itsensä uudelleen. Serial Monitor -ikkuna sisältää ken-
tän viestien kirjoittamista ja lähettämistä varten sekä ikkunan, johon mikrokontrolleri
puolestaan voi lähettää käyttäjälle tulostettavia viestejä.
6.3 Robottikäden komennot
Robottikäden ohjaamista varten kehitettiin muutama yksinkertainen komento, joilla voi-
daan muun muassa antaa niveliä liikuttaville moottoreille uusia tavoitearvoja, säätää
niiden nopeuksia ja palauttaa robottikäsi alkuasentoon (taulukko 3).
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Taulukko 3. Robottikäden komennot.
Komento Komennon merkitys Parametrit Esimerkki
m Servomoottorin tavoitearvo Moottorin numero ja tavoi-tearvo. 1m90
d DC-moottorin tavoitearvo Moottorin numero ja tavoi-tearvo. 3d45
s Moottorin nopeus Moottorin numero ja halut-tu nopeus. 5s80
w Viive - w
r Reset - r
l
Paluu alkuasentoon, muutta-
matta muita kuin asentomuut-
tujia.
- l
a Demo-ohjelma. - a
k Kuittausten valinta
Kuittaukset päälle/pois
kolmebittisenä numerona
(0-7), jossa kukin bitti
vastaa yhtä kuittaustyyp-
piä.
k5
Komennot ovat tarkoituksella mahdollisimman lyhyitä mikrokontrollerin muistin säästä-
miseksi. Merkkitaulukko, johon komennot luetaan, on määritelty 128 merkin mittaiseksi.
Niinpä tällaisia lyhyitä komentoja saadaan mahtumaan yhteen komentopakettiin kerral-
la useita. Kehitysvaiheessa on käytössä ollut myös komentoja, joilla saadaan suoraan
tietoa muun muassa potentiometrien arvoista.
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7 Jatkosuunnitelmia
Robottikäsi ei ole tätä kirjoitettaessa vielä suinkaan valmis. Tavoitteena on saada siitä
mahdollisimman toimintavarma ja monipuolinen tulevaa ohjelmoinnin opetuskäyttöä
sekä muita mahdollisia sovelluksia varten. Tässä luvussa esitellään jatkokehitysideoik-
si joitakin ajatuksia, joita kehitystyön aikana on tullut esiin.
7.1 Sormien anturit
Robottikäden on myös tarkoitus pystyä siirtämään esineitä paikasta toiseen. Esinee-
seen tarttumisen ohjaamista helpottaa, jos järjestelmä voi saada palautetta sormien
puristuksesta. Sormien päihin voisi sijoittaa esimerkiksi pienet paineanturit, joiden vas-
tus muuttuisi sormenpäähän kohdistuvan paineen mukaan. Toinen vaihtoehto voisi olla
sormea liikuttavalle moottorille kulkevan virran mittaaminen. Sormen kohdatessa vas-
tusta, joutuisi moottori työskentelemään tehokkaammin, mikä ilmenisi virran kulutuksen
suurenemisena. Virtamittauksessa olisi paineantureihin verrattuna se etu, että sormen
liikettä vastustavan voiman ei tarvitsisi kohdistua vain paineanturin määrittelemälle pie-
nelle alueelle.
7.2 DC-moottorit servojen tilalle
Robottikäden toiminnan kannalta on edullista, että käsivarsi painaa niin vähän kuin
mahdollista. Mitä suurempi käsivarren massa on ja mitä kauempana se on olkaniveles-
tä sitä suuremman momentin se saa aikaiseksi olkaniveleen. Olkaniveltä liikuttava
moottori on tähän asti joutunut suurimman rasituksen kohteeksi ja sen seurauksena on
parikin moottoria saatu hajoamaan.
Servomoottorit sisältävät samassa kotelossa ohjauspiirin, moottorin, potentiometrin ja
vaihteiston ja vievät sen takia paljon tilaa sekä painavat tarpeettoman paljon. DC-
moottoreita käytettäessä voidaan ohjauspiiri sijoittaa jalustakoteloon ja näin siirtää osa
moottorikokonaisuuden painosta sinne missä siitä on enemmän hyötyä. Niinpä jatkos-
sa servomoottoreiden käyttö käsivarren alueella vaatiikin jo hyviä perusteluja.
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7.3 Muotoilu
Tätä kirjoitettaessa on robottikäsiprojektiin saatu mukaan Metropolian teollisen muotoi-
lun opiskelijoita muotoilukilpailun avulla. Kilpailun tarkoituksena on saada aikaiseksi
prototyyppi, joka on mahdollisimman hyvännäköinen, toimiva sekä helppo ja edullinen
valmistaa. Valmistusmateriaalina ei tarvitse välttämättä olla muovi. Sormissa voisi käyt-
tää esimerkiksi silikonia, jolloin esineisiin tarttuminen olisi helpompaa kuin kovilla jous-
tamattomilla muovisormilla.
7.4 Ohjelmointirajapinta
Ohjelmointikurssin käytännön toteutus vaatii API:n (Application Programming Interface)
eli ohjelmointirajapinnan kehittämisen. Rajapintaa hyödyntäen voidaan kirjoittaa robot-
tikättä ohjaavia ohjelmia sen määrittelemiä funktioita käyttäen ohjelmointikielellä, jolle
rajapinta on kehitetty. Rajapinnan ansiosta ei ohjelmointikurssilaisen tarvitse tietää mi-
ten esimerkiksi UDP-paketteja lähetetään tai mikä robottikäden vastaanottamien ko-
mentojen formaatti on. Heille riittää tieto siitä, mitä funktioita robottikäden ohjaamiseen
on olemassa ja miten niitä käytetään.
7.5 Koordinaatistot ja liikkeenohjaus
Robottikäden eri osien sijaintien laskemista kolmiulotteisessa koordinaatistossa on
myös kokeiltu, mutta tähän ei ole ehditty käyttämään vielä kovin paljon aikaa. Toimivan
koordinaatistojärjestelmän avulla voitaisiin saada aikaiseksi vaikkapa kämmenosan
lineaarista tai kaarevaa liikettä annettujen koordinaattien perusteella. Käyttämällä tri-
gonometrisiä funktioita tavoiteaseman laskentaan olisi mahdollista tehdä myös ympy-
rän tai ellipsin muotoisia liikkeitä.
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8 Yhteenveto
Työn tuloksena syntyi toimiva robottikäden prototyyppi, josta saatuja kokemuksia voi-
daan hyödyntää seuraavien robottikäsien rakentamisessa. Prototyyppiä pystytään
käyttämään apuna myös ohjelmointirajapinnan kehittämisessä sekä robotiikan alkeis-
ohjelmointikurssin harjoitusten laatimisessa. Seuraavan sukupolven robottikäsien ei
tietenkään tarvitse rajoittua pelkästään opetuskäyttöön, vaan niille löytynee myös muita
sovelluksia.
Hintatavoitteeseen eli alle tuhannen euron hintaan päästiin, jos robottikäden hintaa
arvioidaan pelkillä materiaalikustannuksilla. Työtunteja prototyypin kehittämiseen kului
satoja, mutta niiden kohdistaminen yhden prototyypin hintaan ei ole kovin mielekästä.
Matalaan hintaan pääsemiseksi jouduttiin käyttämään halpoja moottoreita ja muita
komponentteja, mikä osaltaan lisäsi projektin vaikeustasoa. Esimerkiksi edullisten ser-
vomoottoreiden tarkkuus ei ole tyydyttävällä tasolla, jos halutaan, että robottikäsi pys-
tyy toistamaan liikkeet kerrasta toiseen tarkasti samalla tavalla. Opetuskäyttöä silmäl-
läpitäen tämä ei ole kynnyskysymys, mutta voi tulla ongelmaksi tarkkuutta vaativissa
sovelluksissa.
Robottikäden kehittäminen on tarjonnut runsaasti haasteita ja oppimistavoitteita koko
projektiin käytetylle ajalle. Esimerkiksi toimivien sormien tekeminen tuotti paljon pään-
vaivaa, eikä niiden toimintakyky ole lähellekään sitä, mihin ihmisen sormet pystyvät.
Ihmisenkaltaisen käden toteuttamiseen onkin vielä paljon matkaa.
Virtuoso-robottikäsi on herättänyt paljon huomiota niin Metropolian sisällä kuin koulun
ulkopuolellakin. Robottikädestä kertovia juttuja päätyi useaan lehteen ja käytiinpä sen
kanssa jopa Etelä-Koreassa asti kisailemassa kansainvälisissä sulautettujen järjestel-
mien ohjelmointikilpailuissa. Kiinnostuksen määrästä päätellen robottikäsi on hyvin
potentiaalinen apuväline tulevaisuuden ohjelmointikursseille.
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Piirilevyn kytkentäkaavio
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Ohjelman rakenne yksinkertaistettuna
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Funktion lueUDP lähdekoodi.
void lueUDP() {
  int paketinKoko = Udp.parsePacket();
  if(paketinKoko) {
    PVLED(1); // Punavihreä LED punaiseksi.
    IPAddress remote = Udp.remoteIP();
    // Luetaan paketti bufferiin
    Udp.read(bufferi, packetBufferSize);
    // Muunnetaan paketinNro merkkijonotaulukoksi
    char pktNro[3];
    dtostrf(paketinNro, 3, 0, pktNro);
    // Lähetetään yleisinfokuittaus, jos se on valittuna.
    if(yleisKuittaus) {
      Udp.beginPacket(remote, Udp.remotePort());
      Udp.write(vastaus);
      Udp.write(pktNro);
      Udp.write("\n");
      Udp.write(bufferi);
      Udp.write("\n");
      Udp.endPacket();
    }
    // Jos pakettikuittaus on valittuna:
    if(pakettiTakaisin) {
      Udp.beginPacket(remote, Udp.remotePort());
      Udp.write(bufferi);
      Udp.endPacket();
    }
    // Päivitetään pakettinumerolaskuri
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    paketinNro++;
    // Infoa paketista LCD-ruudulle
    char pktKoko[3];
    dtostrf(paketinKoko, 3, 0, pktKoko);
    naytaLCD("Vastaanot. pkt.","kooltaan: ");
    lcd.print(pktKoko);
    IPshow = false;  // päivitetään IP-osoitenäyttömuuttuja
    katkoString(bufferi, remote)
    clearBufferi();
    PVLED(2);  // Punavihreä LED vihreäksi.
  }
}
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Funktion liikutaMoottoreita lähdekoodi.
void liikutaMoottoreita() {
  //Servot
  for(int i = 0; i < 4; i++) {
    if((servoTavoite_ms[i] != servoNyt_ms[i]) &&
       ((micros() - servoViimeisinSiirto[i]) >
        servoSiirtoAika[i])) {
      if(servoTavoite_ms[i] > servoNyt_ms[i]) {
        servoNyt_ms[i]++;
      } else {
        servoNyt_ms[i]--;
      }
      servo[i].writeMicroseconds(servoNyt_ms[i]);
      servoViimeisinSiirto[i] = micros();
    }
  }
  // Olkavarsirotaatio
  if((olkaTavoite == 1) &&
     (!(digitalRead(DCOlkaRaja1)))) {
    analogWrite(DCOlkaSuunta, 255);
    analogWrite(DCOlkaNopeus, olkaNopeus);
  }
  else if((olkaTavoite == 0) &&
          (!(digitalRead(DCOlkaRaja2)))) {
    analogWrite(DCOlkaSuunta, 0);
    analogWrite(DCOlkaNopeus, olkaNopeus);
  } else {
    analogWrite(DCOlkaNopeus, 0);
  }
  // Rannerotaatio
  if((ranneTavoite == 1) &&
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     (!(digitalRead(DCRanneRaja1)))) {
    analogWrite(DCRanneSuunta, 255);
    analogWrite(DCRanneNopeus, ranneNopeus);
  }
  else if((ranneTavoite == 0) &&
          (!(digitalRead(DCRanneRaja2)))) {
    analogWrite(DCRanneSuunta, 0);
    analogWrite(DCRanneNopeus, ranneNopeus);
  } else {
    analogWrite(DCRanneNopeus, 0);
  }
  // Sormet
  liikuta_DC(1, S1tavoite);
  liikuta_DC(2, S2tavoite);
  liikuta_DC(3, S3tavoite);
  liikuta_DC(4, S4tavoite);
}
