Abstract. The slow growth of computer-integrated manufacturing is attributed to the complexity of designing and implementing their control and integration software. This article expands on a methodology for designing and implementing this software that was introduced in [16]. The goal of this methodology is to build flexible and reusable control and integration software for computer-integrated manufacturing systems. It hinges upon the concepts of software/hardware components, their assemblages, a distributed common language environment, formad models, and generic controllers. Major sources of flexibility are obtained by decoupling process plan models from the model of the factory floor and by using a generic controller. Reusability is achieved by building selfcontained software/hardware components with general, possibly parametrized, interfaces. The interplay between simulated and actual hardware internals of software/hardware components is used as the basis of a testing strategy that performs off-line simulation followed by on-line testing.
I. Introduction
Not too many years ago there was considerable enthusiasm for computer-integrated manufacturing systems, but in recent years this enthusiasm has died down, indeed almost disappeared in some companies, as more and more difficulties have been revealed. At one extreme are all the mundane problems of just being able to connect things together, at the other are the cultural problems of changing company organization to accommodate major increases in levels of automation. In between is the daunting problem of designing and implementing the required software for such systems. This problem is perhaps the major reason for the slow growth in computer-integrated manufacturing, and is addressed here. In particular, it is the general problem of developing control and integration software for real-time distributed systems. *The names of the authors appear in alphabetical order.
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Our starting point is the claim--that many would agree with--that current practices for such software are archaic and often result in a high cost, and extended development period, and extremely inflexible systems. We argue--as many have [4]--that the key is software reusability based on the careful design of software components and their assemblages. However, we go beyond these customary ideas to argue that developing reusable software for the real-time distributed control of computer-integrated manufacturing systems requires additional concepts and approaches. In particular, we claim that:
1. Control and integration software need to be segregated, 2. Generic control algorithms are necessary to reduce the amount of labor that is involved in reusing control software, and formal models are needed to provide the necessary support for the design and implementation of these algorithms, 3. The first concept is best achieved by developing control software on a single computing platform and then distributing it a later stage, 4. Simulation that captures the real-time aspects of manufacturing devices is needed for the testing of control and integration software of manufacturing systems.
Computer-integrated manufacturing systems differ from other, more familiar, distributed computer systems in a fundamental way: In addition to the software that constitutes traditional distributed computer systems, computer-integrated manufacturing systems involve manufacturing devices and mechanical interactions among such devices. This difference is behind the need for the four concepts listed above.
The structural diagram of Figure 1 illustrates our view of a typical computer-integrated manufacturing system. A and B are two software components driving mechanical devices (referred to later in this article as software/hardware components); these two components are assembled to form a larger third component. Within the assembly, the devices of A and B can interact mechanically; moreover, the nature of this interaction depends on the way these devices are configured on the factory floor. 1 More importantly, the nature of the top-level control software of the assembly (illustrated in Figure 1 by a box marked "control software") in turf depends on the nature of the interactions that occur between the devices of A and B, and, hence, on the factory floor configuration. Consequently, if this configuration is changed, the top level control software of the assembly may need to be modified in order to maintain the original functionality of the system. Figure 1 . An assembly.
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