Abstract. Internet-of-things-based technologies have advanced so much and helped public necessities. The use of IoT at a parking lot will help vehicle users to know the availability of a parking location through smartphones. This IoT-based parking system is created by using controllers, sensors, servers and cloud. Controllers and sensors will be placed on the ceiling of each parking slots to detect the presence of a car. Server collect the results of the sensors and store them in Cloud. System test is conducted by installing three sensor circuits and server in a parking lot. The tests consist of measuring time that required for data transmission and the rate of success of data transmission from the parking lot to the Cloud. Based on above tests, it is observed that the sensor circuit and Radio Frequency Identification are able to transmit the parking lot data without error. This system require maximum 1 min to update parking lot data. The process of obtaining data until the data being stored in Cloud takes 12 s and the process of acquiring parking condition data from Cloud to smartphone takes 30 s. The accuracy level of parking lot data transfer is 100 %.
The use of mobile application connected with cloud can tell where the parking spaces are empty. The use of Radio Frequency Identification (RFID) can be added to the parking lot to increase the ease of data collection that can be used for the analysis process [9] .
Therefore it is necessary to create a smart parking system that can connect with cloud. This parking system can help many vehicle users to find parking space more easily. Data obtained from this parking system can be sent to mobile phones or other applications. Communities can monitor vacant parking lots remotely and in real-time.
System design
The developed parking system is a system that is able to calculate and detect the presence of cars in the parking area. The data obtained in the parking area will be sent to the cloud database. The data will be used by Android application to inform the users where parking space they should go to. Figure 1 shows the mechanism of the parking system. There are three main processes that become the core of this parking system design:
(i) Payment process at the entrance gate.
(ii) Signing in to the parking slot.
(iii) Processing out of the parking slot. The first process is payment at the entrance, where at the entrance gate will be placed RFID reader and controller with Liquid Crystal Display (LCD). Car driver needs to have RFID card that has a function as e-money. The car driver only needs to tap the card on the scanner and data in the card will be sent to the local server and cloud then the gate will open. In this chapter, only a series of data readings and transmissions will be created and does not involve the development of a parking gate bar. However, if necessary, the microcontroller and RFID reader circuit can be connected to the parking gate bar because the relays are provided in the circuit.
The second process is the process of getting into the parking slot. In each of the parking slots will be installed car detection sensors and additional sensors on the parking marker to keep the car park tidiness. Each slot has a unique address for the parking lot mapping process. If a car is detected at a specific slot address, then the system will send the latest data to the cloud for updating. The third process is the process of getting out of the parking slot. This process is almost the same as the second process. If the sensor detects the car exits a certain parking slot, then the system will update the existing data in the cloud according to the slot address under changing conditions.
Circuit design
This system consists of two main circuits, i.e. sensor circuit and RFID sensor.
Sensor circuit
The controllers used in this system are Arduino Pro Mini and the modules are ESP8266, two HC-SR04, 16 × 2 LCD and a SHARP GP2Y0A710K0F proximity sensor. Other supporting components are 2N2904 transistor, 3.3 volt 1N4728A zener diode, LED, buzzer and resistor. Input for microcontroller comes from three sensors: two HC-SR04 ultrasonic and one GP2Y0A710K0F proximity sensor. Both sensors are used to detect the presence of the car. Proximity sensor is used to detect the distance of the existing parking limit on the side. If there is a car occupy more than its own parking area then the output value of the sensor will be processed by the controller, then the buzzer will be turned on to let the driver knows that the car's position is improper.
Two LEDs are used only to provide information visually about the presence of the car. If there is no car in parking slot, then one LED will light up, and if the parking slot occupied, another LED will light up. LCD is also used as a visual information that reads the three sensors. LCD does not need to be always installed, because the position of the circuit located in the ceiling of the parking area. ESP8266 WiFi Module serves as a data sender medium from the microcontroller to the local server. Fig. 2 . Sensor circuit scheme. Fig. 3 . RFID circuit scheme. Figure 3 is a circuit diagram used for RFID card processing. In this system, the RFID reader is MFRC522 and the RFID card that can be used is the card which suits the 13.56 MHz protocol. ESP-8266 is used as a communication medium between local and Arduino servers.
RFID circuit

Software design
Software design is divided into three parts: software for sensor circuit, software for RFID circuit and software for server. Figure 4 below illustrates how the system starts by initializing variables, I/O ports, and libraries used. By default, the sensor circuit will assume the parking slot is empty. Once all are initialized, the Arduino will calibrate the sensor by sampling the sensor readout data hundreds times. The average reading result will be a normal distance when no car is detected.
Sensor circuit software
When calibration is complete, the Arduino will enter the network using ESP8266. Once connected with the network, the Arduino is ready to perform sensor readings. First, Arduino will read the existence of the car using both ultrasonic sensors. If both sensors detect a distance difference of approximately 1.3 m, then it means there is a car in that blocks and the presence status of the car will be changed to one. But if there is no car, the presence status of the car will be changed to zero.
If parking status has been obtained, the Arduino will check the status of the previous car with the current car status. If previously there was no car and now there is a car, or otherwise, then Arduino will make a connection to the local server and send the data of the parking slot. However if current and previous conditions are the same, Arduino will not establish a connection with the server. The next process is checking the parking tidiness. The circuit will do the distance reading on the proximity sensor to detect parking that is untidy. If the car is detected then the buzzer will be sounded, otherwise the buzzer will be turned off. After that, the program will perform a delay for one second then do the repetition checking the existence of the car. As shown in Figure 5 , at the beginning, the program will initialize variables and libraries. After that, the circuit will be connected to WiFi network. In contrast to the sensor circuit design software, the circuit will be directly connected to the server to request parking fee from the server. If the fee is accepted, the process will resume. But if not yet, the request will be resent. If the parking fee has been successfully received, the data will be stored in a variable.
Once the connection is established and the fee is received, the program will initialize the variables to store the existing data on the RFID card. The variable will be emptied and the program will start the RFID card readings if any card is detected. If the card is detected then the data in the card will be read, decrypted and stored into the variables that have been provided. The received variables will be converted according to the needs because some data needs an integer or double and string type, while the reading data is a char array.
Continue to Figure 6 below, after the data is saved, card checking will be done to check whether the balance is sufficient or not. If not pass the existing requirements, then the card will be rejected and the circuit will be ready again to read the next card. But if the card complies with the existing requirements, then the connection to the server will be reconnected and data will be sent. After the data delivery is complete, the balance will be deducted, encrypted, and rewritten to the card. Then the circuit will be prepared to read the next card. 
Local server software
The languages used on the server are Java and Python languages. The server works as a temporary receiver of data from sensors installed in the parking area. The data will be sent to cloud with the help of internet network. Figure 6 is the server program logic.
The server is designed using multithread Transmission Control Protocol (TCP) so it can handle more than one connection [10] . The first thing to do is to initialize the variables, sockets and classes needed for receiving and sending data streams. After that the server will take the fee of parking space stored in the cloud. Once the fee is stored in the server, a socket for a TCP connection will be established. If there is a connection request, then a new thread will be formed and run the server function. In the new thread, socket variables will be initialized, the parking fee, the company ID, and the token used. After that, the server will wait for data confirmation from the client connected to the server. There are three types of client requests to the server i.e. slot, RFID and parking fee. If the server can not identify the data sent, the connection will be disconnected by the server.
(i) Slot: If the request slot provided by the client, the server will again wait for data to be sent by the client. The data sent will be separated first and stored into several variables. The data received is the address and status of the parking slot. After that the server will take the data address of the variable ID in the database. Once the data is found, variable ID address of the database will be used to send the latest data to the server. (ii) RFID: If the RFID request provided by the client, the server will wait for data to be sent by the client. The data sent will be separated first and stored into several variables. The data received are name, ID card and balance. After that, the server will retrieve the ID variable stored in the database. The existing variable ID will be used to send the RFID card ID to the cloud according to the address. (iii) Parking fee: If the fee request provided by the client, the server will wait for one and a half seconds then the server will send the fee data back to the client. A one-and-a-half-second delay is done to allow the RFID circuit time to readily read the data serially. After the process of one of the above three processes is completed then the server will disconnect and the program is completed. In the new thread, socket variables will be initialized, the parking fee, the company ID, and the token used. After that, the server will wait for data confirmation from the client connected to the server. There are three types of client requests to the server i.e. slot, RFID, and parking fee. If the server can not identify the data sent, the connection will be disconnected by the server.
(i) Slot: If the request slot provided by the client, the server will again wait for data to be sent by the client. The data sent will be separated first and stored into several variables. The data received is the address and status of the parking slot. After that the server will take the data address of the variable ID in the database. Once the data is found, variable ID address of the database will be used to send the latest data to the server. (ii) RFID: If the RFID request provided by the client, the server will wait for data to be sent by the client. The data sent will be separated first and stored into several variables. The data received are name, ID card and balance. After that, the server will retrieve the ID variable stored in the database. The existing variable ID will be used to send the RFID card ID to the cloud according to the address. (iii) Parking fee: If the fee request provided by the client, the server will wait for one and a half seconds then the server will send the fee data back to the client. A one-and-a-half-second delay is done to allow the RFID circuit time to readily read the data serially. After the process of one of the above three processes is completed then the server will disconnect and the program is completed.
System testing
This system testing is conducted in two main circuits, i.e. sensor circuit and RFID sensor.
Sensor circuit testing
The test of the circuit data communication of the whole circuit to and from cloud is done by detecting the existence of the car 10 times with the assumption of 150 cm car height and floor to ceiling distance of 350 cm. The measuring point of this test is the success of the circuit in sending data, the length of time required, and the validity of the data. Calculation of respond time on the Arduino and server is done by the program by recording the difference between the start and end time of the program. The calculation of respond time on cloud is done by calculating the difference between server sent time and Ubidots received time. Based on the testing result as shown in Table 1 below, The sensor circuit has 100 % success rate for sending data to cloud with an average total required time of 6.4004 s for each data. Data errors were not found during the test. 
RFID circuit testing
The method used to test RFID circuit communications to cloud is by tapping RFID cards ten times. In the program, there are already methods of calculating the respond time such as testing the sensor circuit. The measured points are the success of the circuit sending the data, the time it takes to send from the circuit to cloud, and the validity of the data sent with the received. RFID circuits have 100 % success rate in sending data to Ubidots cloud with the percentage of sent data error is 0 %. The average time it takes to send data from scratch when the card is detected until the data received by Ubidots is 8.2501 s. The process in Arduino takes an average of 1 396.6 ms and 753.5 ms is on the server. The longest time spent when sending data from the server to Ubidots is 6.1 s.
Car detection
Testing the accuracy of sensor readings conducted by car detection test with the assumption that the car has a height of 150 cm. Testing is done as much as ten times for each circuit of sensors by shifting obstacles. If there is a parking car, then the obstacles will be placed between the sensor and the floor. If the condition of the parking slot is empty, then the barrier will be removed so that the sensor will immediately detect the floor. 
Car Not Present -(Ceiling distance 350 cm)
There are six circuits that are used for the testing process. From the two tables of sensor testing, it can be concluded that the whole circuits of managed sensors is able to detect the presence of the car accurately.
