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Lyhenteet ja määritelmät 
A* Suosittu polunetsintäalgoritmi. 
Asset Asseteilla tarkoitetaan kaikkia niitä osasia, joista peli koostuu, kuten ku-
via, ääniä, skriptejä ja 3d-malleja. 
CURE Casagrande Laboratory Center of Urban Research OY.  
.NET .NET on Microsoftin kehittämä ohjelmistokehys. 
VTS Version Tolerant Serialization. Mahdollistaa sarjallistettavien luokkien 
muokkaamisen rikkomatta versioidenvälistä yhteensopivuutta. 
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1 Johdanto 
Insinöörityön aiheena on mobiilipelin prototyypin suunnittelu ja kehittäminen Android-
käyttöjärjestelmälle. Kyseessä on kolmiulotteinen kaupunginrakennuspeli, jossa pelaa-
ja kerää resursseja ja käyttää niitä rakennusten ostamiseen sekä parantelemiseen. 
Tavoitteena on luoda laajuudeltaan sellainen prototyyppi, että sen avulla voidaan ha-
vainnollistaa pelimekaniikkoja kaupunginrakennuksen ja pelin kulun osalta. Työn laa-
juuteen ei sen sijaan kuulu tarinan, tavoitteiden tai taustajärjestelmän toteuttaminen. 
Työ sisältää pelin ohjelmoinnin sekä väliaikaisen kaksi- ja kolmiulotteisen grafiikan 
luomisen. Prototyypin tekemiseen käytetään Unity-pelimoottoria, johon tässä insinööri-
työssä myös tutustutaan. Projekti aloitettiin vuoden 2014 syyskuun loppupuolella, ja 
sen oli määrä valmistua vuoden loppuun mennessä. 
Työnanto tuli Casagrande Laboratory Center of Urban Research (myöhemmin CURE)-
nimiseltä yritykseltä. CURE on Suomesta käsin toimiva, kansainvälinen tutkimus- ja 
suunnittelutoimisto, joka toimii ympäristösuunnittelun alalla. CURE työskentelee par-
haillaan Paracity-nimisen kaupunkiprojektin parissa, josta suunnitellaan tehtäväksi mo-
biilipeliä Aasian markkinoille. Työn tuloksena syntyvä prototyyppi toimii pohjana tuleval-
le pelille ja auttaa idean demonstroimisessa mahdollisille rahoittajille. Projektiin kuuluu 
ryhmä muita ihmisiä, jotka eivät keskity tekniseen toteutukseen, mutta osallistuvat pelin 
suunnitteluun. 
Työ koostuu neljästä aihealueesta, joiden mukaan myös yläotsikot on jaoteltu. Luvussa 
2 tutustutetaan lukija Unity-pelimoottoriin esittelemällä sen ominaisuuksia ja käyttöä. 
Luku 3 on omistettu määrittelylle. Siinä käydään läpi pelin taustaa sekä suunnittelupro-
sessia ja esitellään ne ominaisuudet ja toteutustavat, joihin suunnittelun tuloksena 
päädyttiin. Neljäs luku käsittelee työn teknistä osuutta, itse pelin toteutusta. Siinä käy-
dään läpi tärkeimmät ominaisuudet ja kerrotaan niiden toteutuksessa käytetyistä teknii-
koista ja ratkaisuista. Viides luku eli viimeinen aihealue on omistettu pelin jatkokehityk-
selle. Siinä selvitetään, mikä on pelin tilanne prototyyppivaiheen jälkeen ja tehdään 
katsaus tulevaisuuden suunnitelmiin. 
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2 Unity-pelinkehitysalusta 
Unity on pelinkehitysalusta, jonka takana on Unity Technologies niminen yritys. Unityn 
kehitys alkoi vuonna 2001 ja sen ensimmäinen versio julkaistiin vuonna 2005. Unity on 
johtava pelinkehitysohjelmisto 45 prosentin markkinaosuudellaan ja vuonna 2014 sillä 
on 3,3 miljoonaa rekisteröitynyttä käyttäjää. Unity tukee julkaisua 17:lle eri alustalle, 
joihin lukeutuvat muun muassa Windows, Linux, Macintosh, Playstation 4, Xbox one, 
Android, iOS ja windows phone.  [Public relations 2014.] 
2.1 Tärkeimmät osatekijät 
Kehitettäessä peliä Unityllä tulee pääasiassa käsiteltyä neljänlaisia osasia, joita yhdis-
telemällä peli muodostetaan. Osaset ovat nimeltään asset, peliobjekti (eng. GameOb-
ject), Prefab ja kohtaus (eng. Scene). 
Kohtauksen voidaan ajatella kuvastavan yhtä pelissä esiintyvää näkymää, kuten kent-
tää tai valikkoruutua. Kohtaus pitää sisällään kaikki kyseiseen näkymään kuuluvat pe-
liobjektit, jotka voivat sisältää esimerkiksi grafiikkaa tai toiminnallisuutta. Jokainen koh-
taus tallennetaan yhteen .unity-tiedostoon, joita pelin aikana lataamalla voidaan vaihtaa 
kentästä tai valikosta toiseen. [Creating Scenes 2014.] 
Assetilla tarkoitetaan yksittäistä resurssia, kuten äänitiedostoa, kuvaa, 3d-mallia tai 
skriptiä. Unityssä on valmiina jonkin verran yksinkertaisia assetteja, mutta käytännössä 
ne kuitenkin luodaan itse Unityn ulkopuolella, esimerkiksi mallinnusohjelmassa tai oh-
jelmointiympäristössä, josta ne sitten tuodaan Unityyn. 
Peliobjektit ovat komponenttisäiliöitä, joissa itsessään ei ole mitään toiminnallisuutta. 
Peliobjektin tarkoitus onkin yhdistää toisiinsa muita, alemman tason komponentteja, 
jotka yhdessä luovat toimivan, kohtaukseen liitettävän kokonaisuuden. Kaikki kohtauk-
sessa olevat objektit ovat peliobjekteja ja jokaisella peliobjektilla on Transform-
komponentti, joka määrittelee objektin sijainnin, kulman ja skaalan pelimaailmassa. 
Peliobjektia ei ole mahdollista luoda täysin tyhjänä, vaan kaikki peliobjektit sisältävät 
vähintään Transform-komponentin. [GameObject 2014.] 
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Prefab-tiedosto puolestaan on eräänlainen asset, jota käytetään helpottamaan peliob-
jektien hallintaa. Normaalisti, lisättäessä kohtaukseen useita kopioita yhdestä peliob-
jektista, jokaisen kopion parametreja on muokattava erikseen. Tämä aiheuttaa turhaa 
työtä silloin, kun halutaan tehdä kaikkia kopioita koskeva muutos. Ongelman voi rat-
kaista tallentamalla peliobjektin prefab-tiedostoon. Tämä on ikään kuin muotti, johon on 
tallennettu kaikki peliobjektin komponentit ja ominaisuudet. Prefab-tiedoston ja sillä 
luotujen instanssien välille syntyy linkki, jonka ansiosta alkuperäiseen tiedostoon tehdyt 
muutoksen näkyvät suoraan kaikissa instansseissa. Yksittäisen instanssin kenttiä voi 
silti yhä muokata erikseen, jolloin prefab-linkki näiden kenttien kohdalla katkeaa ja 
muutokset ohitetaan. [Prefabs 2014.] 
2.2 Editori 
Unityn käyttöliittymänä toimii Unity Editor, jossa käyttäjä hallitsee peliinsä kuuluvia re-
sursseja. Assettien, peliobjektien ja kohtauksien koostaminen valmiiksi peliksi, samoin 
kuin pelin testaaminen, tapahtuu editorissa. Editori koostuu erilaisista näkymistä, joita 
käyttäjä voi vapaasti järjestellä hiirellä siirtäen, muokaten näin editorinäkymän itselleen 
mieleiseksi. Viisi päänäkymää ovat: projektiselain- (eng. Project browser), tarkastelija- 
(eng. Inspector), hierarkia- (eng. Hierarchy), kohtaus- (eng. Scene View) sekä pe-
linäkymä (eng. Game View). [The Unity Editor 2014.] 
Projektiselainnäkymä on tiedostoselain, jota käytetään assettien selaamiseen ja hallin-
taan. Projektiselainnäkymä koostuu kahdesta paneelista, kuten kuvasta 1 nähdään. 
Vasemmalla puolella on hierarkkinen listaus projektin kansiorakenteesta ja oikealla 
puolella valitun kansion sisältö. Näkymässä on myös hakukenttä assettien hakemiseen 
nimen perusteella. [Project Browser 2014.] 
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Kuva 1. Projektiselainnäkymä [Project Browser 2014]. 
Tarkastelijanäkymä on tarkoitettu peliobjektien hallintaan. Siinä voidaan tarkastella ja 
muokata valitun peliobjektin komponentteja ja niiden ominaisuuksia. Myös skripti-
komponenttien julkiset muuttujat näkyvät tarkastelijanäkymässä ja niiden arvot ovat 
muokattavissa ilman skriptin muokkaamista. Muuttujien arvoja voi muokata ajon aika-
na, mikä helpottaa pelin testaamista. Kuvassa 2 näkyy, miltä peliobjekti näyttää tarkas-
telijanäkymässä. [Inspector 2014.] 
 
Kuva 2. Peliobjekti tarkastelijanäkymässä [Inspector 2014]. 
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Hierarkianäkymä on listaus kaikista kohtauksen sisältämistä peliobjekteista. Hierar-
kianäkymän avulla kohtaukseen voidaan lisätä ja siitä voidaan poistaa objekteja. Nä-
kymässä voi myös muuttaa objektien suhteita toisiinsa asettamalla objekteja toisten 
ala- eli lapsiobjekteiksi. Kuvassa 3 metal-objekti on roofing_a-objektin lapsiobjekti. Lis-
tan hallinta tapahtuu hiiren avulla. [Hierarchy 2014] 
 
Kuva 3. Esimerkki kohtauksesta Hierarkianäkymässä [Hierarchy 2014]. 
Kuvan 3 listauksessa näkyvät siniset objektit ovat Prefab-instansseja, joilla on edelleen 
voimassaoleva linkki Prefab-tiedostoon. 
Kohtausnäkymä tarjoaa graafisen esityksen kohtauksen sisällöstä. Sen avulla voidaan 
tarkastella, miltä objektit tulevat näyttämään pelimaailmassa. Kuvassa 4 nähdään, mi-
ten kohtausnäkymä havainnollistaa kaksiulotteisen kohtauksen sisältöä. Kohtausnäky-
mässä objektien sijaintia, kulmaa ja skaalaa voidaan manipuloida hiiren avulla ja nähdä 
reaaliajassa, miten muutokset vaikuttavat objektiin pelimaailmassa. [Scene View 2014.] 
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Kuva 4. Kaksiulotteisen kohtauksen kohtausnäkymä [Scene View 2014]. 
Pelinäkymän avulla nähdään, miltä peli kullakin hetkellä näyttää kameroiden läpi kuvat-
tuna. Pelinäkymä siis simuloi sitä, miltä valmis peli näyttäisi pelaajalle. Play-nappia 
painamalla Unity alkaa suorittaa peliä, kuten kuvassa 5 tapahtuu, ja peliä voidaan pela-
ta ilman, että projektia tarvitsee välissä kääntää. Kohtaukseen voidaan tehdä muutok-
sia ajon aikana, mutta muutokset eivät ole pysyviä vaan palautuvat ennalleen pelin 
suorituksen loputtua, mikä helpottaa pelin testaamista. [Game View 2014.] 
 
Kuva 5. Käynnissä oleva peli pelinäkymässä [Game View 2014]. 
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2.3 Skriptaus 
Unity tukee kolmea eri ohjelmointikieltä: UnityScriptiä, Boota sekä C#:a. UnityScript on 
Unitya varten suunniteltu, JavaScriptiin pohjautuva kieli. Boo ja C# puolestaan ovat 
perinteisempiä, oliopohjaisia kieliä. Syyskuussa 2014 Unity Technologies ilmoitti blogi-
kirjoituksessaan, että Boo-kielen tuki tulee päättymään Unityn versioon 5.0. Syynä tä-
hän on kielen vähäinen suosio käyttäjien keskuudessa. Tämä käy ilmi kuvasta 6, jossa 
esitetään piirakkadiagrammina eri ohjelmointikielten suosio Unityn käyttäjien keskuu-
dessa. Kuvasta havaitaan, että Boo-skriptien osuus kaikista skripteistä on alle puoli 
prosenttia. Selkeästi suosituin kieli puolestaan on C#, yli 80 prosentin osuudellaan. 
[Documentation, Unity scripting languages and you 2014.] 
 
Kuva 6. Unity Editorissa luotujen skriptien jakautuminen eri ohjelmointikielille syyskuussa 2014 
[Documentation, Unity scripting languages and you 2014]. 
Ohjelmointi koostuu pääosin MonoBehaviour-skriptien kirjoittamisesta, joita käytetään 
peliobjektien kontrollointiin. Tällainen skripti luodaan kirjoittamalla luokka, joka periytyy 
MonoBehaviour-luokasta ja se otetaan käyttöön liittämällä se peliobjektin komponentik-
si. Luokan alustus tapahtuu automaattisesti, peliobjektin luontihetkellä. MonoBeha-
viour-luokan periminen yhdistää skriptin pelimoottorin sisäisiin toimintoihin ja mahdollis-
taa siten objektien manipuloinnin ja Event-kutsujen vastaanottamisen. Kuvasta 7 käy 
ilmi Object-luokan luokkahierarkia sekä GameObject- ja MonoBehaviour-luokkien sijoit-
tuminen suhteessa toisiinsa. 
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Kuva 7. Object-luokan luokkahierarkia [Kimkijeung.com 2010]. 
MonoBehaviour-skriptin ydin ovat Event-funktiot, joita kutsutaan pelimoottorista käsin, 
tiettyjen tapahtumien seurauksena. Tärkeimpiä Event-funktioita ovat Update-, Awake-, 
sekä Start-funktio. Awake-funktio suoritetaan kohtauksen lataamisen aikana ennen 
kuin yhdenkään skriptin Start-funktiota on suoritettu. Start-funktio suoritetaan juuri en-
nen ensimmäistä ruudunpäivitystä ja Update-funktiota kutsutaan jokaisen ruudunpäivi-
tyksen yhteydessä. Mikäli peliobjekti lisätään kohtaukseen ajon aikana, suoritetaan 
Awake-funktio aina ensimmäisenä, jonka jälkeen Start-funktio ja vasta sitten Update-
funktio, jota kutsutaan toistuvasti, kunnes skriptin suoritus syystä tai toisesta päättyy. 
[Execution Order of Event Functions 2014.] 
MonoBehaviour-luokan periminen ei ole tarpeellista kaikissa tapauksissa. Jos kirjoitet-
tava luokka ei tarvitse pääsyä pelimoottorin tarjoamiin toimintoihin, kannattaa perintä 
jättää tekemättä ja luoda täysin moottorista riippumaton luokka. Näitä luokkia ei voi 
liittää peliobjekteihin, mutta niihin voi viitata aivan normaalisti MonoBehaviour-skriptien 
sisältä. 
Skriptauksessa voidaan myös hyödyntää .NET-ohjelmistokehyksen luokkakirjastoja 
[Mono Compatibility s.a]. .NET on Microsoftin kehittämä ohjelmistokehys, joka koostuu 
luokkakirjastoista ja common language runtime -virtuaalikoneesta [Overview of the 
.NET Framework 2015]. 
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2.4 Asset-kauppa 
Asset-kauppa (eng. Asset Store) on kauppapaikka, josta voi ladata valmista sisältöä 
peliinsä. Kuka tahansa voi rekisteröityä ja laittaa tuotteitaan tarjolle asset-kauppaan. 
Suuri osa sisällöstä onkin yhteisön tuottamaa, mutta myös virallisia Unity Technologies 
-assetteja löytyy. Tarjolla on sekä ilmaista että maksullista sisältöä laidasta laitaan, 
yksittäisistä 3d-malleista kokonaisiin projekteihin. Asset-kauppa on sisäänrakennettu 
Unity Editoriin, joten sitä pääsee selaamaan editorista käsin ja lataamaan sisältöä suo-
raan projektiin. [Asset Store 2014.] 
2.5 Versionhallinta 
Unity tukee sekä Integroitua että ulkoista versionhallintaa. Integroitu versionhallinta on 
kuitenkin maksullinen ominaisuus ja sen käyttäminen vaatii Team License -lisenssin 
hankkimisen. Lisenssin hankinta ei tullut kysymykseen tämän projektin yhteydessä, 
joten luvussa käsitellään ulkoista versionhallintaa. 
Käytettäessä Unityä yhdessä ulkoisen versionhallintaohjelman kanssa on hyvä ottaa 
huomioon seuraavat seikat. Projektin asetuksista tulee valita versionhallintamoodiksi 
”Visible Meta Files”. Tämä saa aikaan sen, että jokaisen assetin yhteydessä näytetään 
metadataa sisältävä tekstitiedosto, joka kuuluu ladata versionhallintaan assetin muka-
na. Unity-projektista ladataan versionhallintaan kansiot ”Assets” ja ”ProjectSettings”. 
Muut kansiot voidaan, ja kannattaa, jättää synkronoimatta. [Using External Version 
Control Systems with Unity 2014.] 
Projektissa on käytössä Git-versionhallintaohjelmisto, ja tarpeettomat kansiot ja tiedos-
tot on ohitettu merkitsemällä ne ”.gitignore”-tiedostoon. 
3 Määrittely 
Projektin ensimmäinen askel oli määritellä, minkälainen peli tullaan toteuttamaan. Käy-
tännössä tämä tapahtui laatimalla projektiryhmän kesken yhteinen suunnitelma tulevan 
pelin ominaisuuksista. Tärkeitä asioita, joista päätettiin, olivat muun muassa pelin gen-
10 
 
  
re, graafinen tyyli ja pelimekaniikat. Tässä luvussa esitellään projektin taustatietoja, 
syitä pelin toteuttamiseen sekä edellä mainittuja päätöksiä tarkemmin. 
3.1 Taustatietoja 
Kehitettävän pelin idea liittyy vahvasti CURE:n Paracity-nimiseen kaupunkiprojektiin. 
Paracity on modulaarinen rakennusmenetelmä, jonka peruskomponenttina on 6 m x 6 
m x 6 m mäntykehikko. Näitä komponentteja yhdistelemällä voidaan nopeasti ja hel-
posti rakentaa kokonaisia kaupunkeja. Rakennelma soveltuu hyvin vaikeille alueille, 
kuten tulva-alueille tai korkean tsunamiriskin alueille. Moduuli on myös tulen- ja maan-
järistyksenkestävä. [Paracity 2014.] 
Paracity on kasvava organismi, joka laajenee tee-se-itse-henkisesti, yhteisön jäsenten 
rakentaessa siihen asumuksiaan, puutarhojaan ja viljelmiään. Paracityn inspiraationa 
onkin ollut Taipeissa vallalla oleva urbaanin rakentamisen perinne, jossa laittomastikin 
rakennetaan yhteisöllisiä asumus- ja viljelmäverkostoja hyödyntäen mitä tahansa saa-
tavilla olevia rakennusaineita ja ei-kenenkään-maata. Paracityn runko tarjoaa vesi- ja 
kulkuyhteydet ja toimii kolmiulotteisena perustana, jonka päälle kaupunki saa vapaasti 
kasvaa. Paracityn rakenteeseen voidaan liittää komponentteja muun muassa veden-
puhdistukseen, energiantuotantoon ja biojätteen käsittelyyn. Nämä komponentit ovat 
mukautettavissa organismin kasvun mukana ja takaavat kaupunkirakenteen omavarai-
suuden. [Paracity 2014.] 
Ensimmäinen Paracity rakennetaan Taiwanin Taipeihin, Danshui-joella sijaitsevalle 
tulvista kärsivälle suistoalueelle. Ensimmäiselle kuuden metrin matkalle maan pinnasta 
ei rakenneta, vaan kaupunki seisoo puupaalujen päällä, sallien tulvaveden vapaasti 
pyyhkiä kaupungin alitse. Paracity Taipein arvioidaan tulevaisuudessa asuttavan 
15 000–25 000 asukasta. [Paracity 2014.] 
3.2 Motivaatio pelin kehittämiseen 
Paracityyn liittyvä historiallinen ja kulttuurillinen tausta, josta se sai alun perin innoituk-
sensa, nähtiin mahdollisuutena mielenkiintoisen tarinan kertomiseen. Paracityn kuutioi-
hin perustuvan rakentamisen puolestaan katsottiin tarjoavan hyvät asetelmat yksinker-
taisen mutta kiehtovan pelikokemuksen tuottamiseen. Lisäksi peliä varten tehdyt mark-
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kinatutkimukset osoittivat, että Aasian markkinoilla voisi olla kysyntää Paracity-
aiheiselle mobiilipelille, ja että pelinsisäisiin ostoksiin perustuva ansaintamalli olisi kan-
nattavin vaihtoehto. 
Pelien, siinä missä muidenkin kaupallisten tuotteiden mainostus, on kallista ja haasta-
vaa toimintaa. Paracity-hankkeiden valtavasta mittakaavasta ja niiden saamasta maa-
ilmanlaajuisesta huomiosta voitaisiinkin hyötyä merkittävällä tavalla pelin markkinoin-
nissa. Mielenkiintoinen lähtökohta tarinalle, yhdistettynä suosiollisiin markkinoihin sekä 
markkinointiin saatavaan vetoapuun, johtivat lopulta peliprojektin käynnistämiseen. 
3.3 Genre 
Projektin käynnistämispäätöksen jälkeen ensimmäinen päätettävä asia oli pelin genre. 
Genrestä on hyvä aloittaa sen takia, että se vaikuttaa voimakkaasti muihin osa-
alueisiin. Vakavasti otettavia vaihtoehtoja oli kaksi: seikkailupeli ja strategiapeli. Valinta 
osui lopulta strategiapeliin, koska sillä on muutamia vahvoja puolia, jotka soveltuvat 
erityisesti tähän projektiin. Strategiapelit ovat hyvin toimintavetoisia, toisin kuin seikkai-
lupelit, joissa tarinan osuus on huomattava. Seikkailupelissä olisi ollut myös paljon 
enemmän karttasuunnittelua, joka lisäisi projektin työmäärää. Genrenä strategia sovel-
tuu todistetusti hyvin mobiililaitteille, sillä monet menestyneet pelit, kuten Supercellin 
Clash of clans ja Boom Beach edustavat tätä genreä. Strategiapeliin on myös helpompi 
liittää pelin taustalla vaikuttava Paracity-teema. Lopullisessa ideassa pelaaja rakentaa 
itselleen kylää käyttäen hyödykseen ennalta määrättyjä palasia. Nämä palaset ovat 
erilaisia rakennuksia, kuten torneja ja mökkejä, tai kasvillisuutta, kuten viljelmiä. Alku-
vaiheessa peliä pelataan yksin, mutta lopullinen versio tulee sisältämään vuorovaiku-
tusta muiden pelaajien kanssa. 
3.4 Pelimekaniikka 
Resurssit 
Pelissä käytetään resurssina puuta, kiveä ja ruokaa. Kunkin resurssin tuottamista var-
ten on olemassa erillinen rakennus, ja lisäksi resursseja voidaan hankkia ympäristöstä 
keräämällä. Kerääminen on hyödyllistä lähinnä pelin alkuvaiheessa, kun kaikkia tuotan-
torakennuksia ei ole vielä hankittu tai niiden tehokkuus on alhainen. Resurssit toimivat 
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maksuvälineenä, ja niitä tarvitaan rakentamiseen, rakennusten päivittämiseen ja lähes 
kaikkeen muuhun toimintaan. Pelin keskiössä onkin resurssien kerääminen ja niiden 
käyttäminen kylän parantelemiseen. Rajalliset resurssit kontrolloivat pelin etenemistah-
tia ja pakottavat pelaajan miettimään valintojaan, kun kaikkea ei voi rakentaa kerralla, 
vaan resursseja joutuu säästämään seuraavaa ostosta varten. Myös pelin rahoitusmalli 
perustuu resurssien rajallisuuteen, sillä pelaajille annetaan mahdollisuus ostaa niitä 
oikealla rahalla. 
Hieman toisenlainen resurssi ovat kylän asukkaat, joiden määrä on sidonnainen 
asuinmajojen määrään. Kyläläiset ovat tärkeitä, sillä lähes kaikki toimenpiteet, kuten 
rakennusten päivittäminen, sitovat tietyn määrän kyläläisiä töihin eikä näitä toimenpitei-
tä voida suorittaa ilman vapaita kyläläisiä. Lisäksi osa rakennuksista sitoo työntekijöitä 
pysyvästi ja niiden toimintaa voi tehostaa asettamalla ylimääräisiä kyläläisiä töihin. Ky-
läläisillä on kaikille yhteinen motivaatiotaso, joka riippuu siitä, milloin pelaaja on viimek-
si käynyt pelissä. Jos peliä ei pelaa pitkään aikaan, kyläläisten motivaatio laskee ja 
työteho hidastuu. Pelin käynnistäminen palauttaa työtehon normaaliksi. Tämä meka-
niikka on tarkoitettu pelaajien aktivoimiseksi ja sitomiseksi peliin, mutta sillä ei haluta 
painostaa pelaajaa liikaa. Motivaatiotaso ei ehdi laskemaan esimerkiksi yön aikana, 
eikä se voi ikinä laskea nollaan saakka. 
Pelissä on lisäksi sisäinen valuutta, joka generoituu automaattisesti hitaaseen tahtiin ja 
jota saa lisää suorittamalla saavutuksia. Valuutan pääasiallinen hankintakeino on kui-
tenkin oikealla rahalla ostaminen. Valuuttaa voi käyttää korvaamaan minkä tahansa 
puuttuvan resurssin, nopeuttamaan rakennusten valmistumista tai erinäisten väliaikais-
ten hyötyjen ostamiseen, joita voi olla esimerkiksi työntekijöiden tehon nostaminen. 
Rakentaminen 
Pelin keskeisin toiminnallisuus on rakentaminen. Rakentaminen tapahtuu valitsemalla 
valikoista haluttu rakennus ja maksamalla kyseiselle rakennukselle asetettu hinta re-
sursseina. Ostettuaan rakennuksen pelaaja asettaa sen pelinäkymään haluamalleen 
paikalle. Rakennuksen valmistuminen kestää tietyn ajan, jonka jälkeen se aloittaa toi-
mintansa. Pelinäkymä on jaettu ruudukoksi, jonka ulkopuolelle rakentaminen ei ole 
mahdollista. Jokaista rakennusta voi alkuperäisen sijoituksen jälkeen siirtää ruudusta 
toiseen ilman erillistä maksua. Ruudukko on kolmiulotteinen, eli rakennuksia voi sijoit-
taa myös toistensa päälle, mutta päällekkäin rakentamisessa on rajoituksia sen suh-
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teen, mitkä rakennukset sopivat yhteen. Pelaajalle näytetään visuaalisten vihjeiden 
avulla, mihin ruutuihin hän voi kulloinkin valittuna olevan rakennuksen asettaa. Raken-
nettavien ruutujen määrä on etenkin pelin alkuvaiheessa hyvin pieni ja tämä pakottaa 
pelaajan hyödyntämään mahdollisuutta päällekkäinrakentamiseen. 
Rakennuksilla on taso, jonka nousun myötä niiden ominaisuudet paranevat. Tason 
nostaminen tapahtuu päivittämällä, joka on hyvin samankaltaista kuin rakentaminen. 
Pelaaja maksaa päivityksen hinnan resursseina, jonka jälkeen täytyy odottaa päivityk-
sen valmistumista. Päivitettävänä oleva rakennus on poissa käytöstä päivityksen val-
mistumiseen saakka. Tiettyjen avainasemassa olevien rakennusten päivittäminen vai-
kuttaa pelin kulkuun merkittävästi; pelissä on muun muassa vartiotorni, jota päivittämäl-
lä rakennusalueena toimivan ruudukon koko kasvaa avaten uusia mahdollisuuksia. 
Varsinaista pelattavaa hahmoa ei ole, vaan pelaaja hallitsee tapahtumia antamalla ko-
mentoja käyttöliittymän välityksellä. Pelaajan kylässä on hahmoja, jotka suorittavat teh-
täviä itsenäisesti näiden komentojen perusteella. Yksittäistä kyläläistä ei voi suoraan 
käskyttää, sillä tämä olisi liian hankalaa pienellä näytöllä.  
3.5 Rakennukset 
Rakennuksia käytetään prototyyppivaiheessa resurssien tuotantoon ja säilömiseen 
sekä pelissä etenemiseen uusia ominaisuuksia avaamalla. Prototyyppiin sisältyvät ra-
kennukset ovat saha, pelto, varasto, maja, vartiotorni, työpaja sekä patsas. 
Saha on tuotantorakennus, jota tarvitaan puun tuottamiseen. Saha vaatii toimiakseen 
kaksi työntekijää ja sen toimintaa voidaan tehostaa asettamalla töihin ylimääräisiä hen-
kilöitä. Ylimääräiset työntekijät voidaan myöhemmin määrätä pois sahalta, jolloin teho 
palautuu normaaliksi. Sahan päivittäminen tehostaa tuotantoa pysyvästi. 
Pelto, jota käsitellään asioiden yksinkertaistamiseksi rakennuksena, on sahan tapaan 
tuotantorakennus, jonka tehoa voidaan nostaa päivittämällä. Pellon tarkoitus on tuottaa 
ruokaa, eikä se vaadi työntekijöitä toimiakseen. Pellon voi rakentaa joidenkin yhteen-
sopivien rakennusten päälle tilan säästämiseksi. 
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Varasto on passiivinen rakennus, jota käytetään resurssien säilytykseen. Varastolla on 
ostohetkellä tietty kapasiteetti, joka kasvaa päivitysten myötä. Eri resurssien säilyttämi-
nen ei vaadi erillistä varastoa, vaan yksi ja sama rakennus kykenee säilömään kaikkia 
resurssityyppejä. 
Maja on kyläläisten asuinrakennus, joka toimii samalla kyläläisten hankintakeinona. 
Uuden majan ostaminen nimittäin lisää kyläläisten määrää kertaluontoisesti. Majaa ei 
voi päivittää suuremmaksi, joten uusia kyläläisiä varten on aina hankittava uusia 
asuinmajoja. 
Vartiotorni on kylässä jo pelin alkaessa, ja se kontrolloi kylän kokoa. Rakentaminen on 
rajoitettu myös korkeussuunnassa, joten vartiotorni määrittää myös päällekkäisten ra-
kennusten enimmäismäärän. Rakennettavan alueen koko on aluksi 2 x 2 x 1 ruutua, 
mutta tornia päivittämällä se kasvaa ensin kokoon 3 x 3 x 2, sen jälkeen 4 x 4 x 3 ja 
niin edelleen. 
Työpaja on hieman erilainen rakennus, joka määrittää saatavilla olevat rakennustyypit. 
Kaikki rakennukset eivät ole alusta asti vapaina, vaan ne tulee kehittää työpajassa en-
nen, kuin niitä voi rakentaa. Työpajaan kuuluu erilliset valikot, joiden kautta rakennuk-
set voi käydä kehittämässä. 
Patsas on vartiotornin ohella toinen rakennus, joka on kylässä aivan alusta saakka. 
Patsas kuvastaa jumalhahmoa, jota kyläläiset palvovat, ja sitä päivittämällä voidaan 
nopeuttaa pelinsisäisen valuutan tuotantoa. 
3.6 Ulotteisuus 
Peliä suunniteltaessa yksi tärkeimmistä päätöksistä oli ulotteisuuden valinta. Tällä tar-
koitetaan sitä, kuinka monta ulottuvuutta pelimaailmassa on käytössä. Käytännössä 
vaihtoehtoja on kolme: 2d, 3d tai pseudo-3d. 
2d-pelimaailmassa ei ole ollenkaan syvyyden tunnetta, vaan maailma on litteä. Tällai-
nen pelimaailma muodostetaan piirtämällä ruudulle sprite-kuvia. Nämä ovat nelikulmai-
sia kuvia, joiden tausta on yleensä läpinäkyvä niin, että vain oleellinen grafiikka tulee 
esiin. Sprite-kuvia voidaan tehdä tavallisilla kuvankäsittelyohjelmilla. Mikäli 2d-
15 
 
  
pelihahmon tulee sisältää animaatioita, käytetään tavallisen sijasta dynaamista sprite-
kuvaa. Dynaaminen sprite-kuva sisältää useita kuvia, jotka esittävät hahmoa hieman 
toisistaan poikkeavissa asennoissa. Näitä kuvia nopeassa rytmissä kelaamalla syntyy 
illuusio liikkuvasta hahmosta. [Sherrod 2008: 32.] 
Pseudo-3d tarkoittaa sitä, että kaksiulotteiseen pelinäkymään luodaan kolmiulotteisuu-
den tuntua erilaisilla tekniikoilla. Näistä tekniikoista varteenotettavin oli isometrinen 2d, 
jossa pelimaailmaa kuvataan yläviistosta, hieman sivulle käännetystä kuvakulmasta. 
Tällä tavalla maailmasta nähdään pelkän etupuolen sijaan kolmea eri puolta, joka yh-
distettynä hyvään varjostukseen luo mielikuvan kolmiulotteisesta maailmasta. Illuusion 
ylläpitämiseksi kamera lukitaan tähän kuvakulmaan, sillä kameran kääntäminen paljas-
taisi grafiikan kaksiulotteisuuden. [Lecky-Thompson 2007: 114] 
3d-peleissä sprite-kuvat korvataan kolmiulotteisilla malleilla, joita tehdään tähän tarkoi-
tetuilla mallinnusohjelmilla. Mallien animointi tapahtuu sekin mallinnusohjelmassa. Oi-
kea 3d mahdollistaa kameran vapaan liikuttelun ja kääntelyn, sillä 3d-mallit näyttävät 
kaikista kuvakulmista tarkasteltuina kiinteiltä. [Lecky-Thompson 2007: 116] 
Kaksiulotteisen grafiikan vahvuutena on ehdottomasti sen vaatima vähäinen suoritus-
kyky. Kolmiulotteisen grafiikan piirtäminen on huomattavasti raskaampaa ja vaatii näin 
ollen alustalta moninkertaisen määrän tehoa. Mobiililaitteiden heikon suorituskyvyn 
takia 2d-grafiikka on lähtökohtaisesti parempi idea, etenkin jos ruudulle halutaan piirtää 
samaan aikaan paljon hahmoja tai efektejä. Mobiililaitteissa peliohjaimena toimiva kos-
ketusnäyttö soveltuu myös huonosti monimutkaisille kontrolleille, ja 3d-peleissä kontrol-
lit ovat usein monimutkaisemmat kuin 2d-vastineissaan. Pelkän ruudunvierityksen si-
jaan kuvakulmaa täytyy pystyä kiertämään sekä kuvaa lähentämään ja loitontamaan.        
Sivulta päin kuvattu peli ei olisi soveltunut suunnitellun idean toteuttamiseen, joten par-
haalta vaihtoehdolta vaikutti yläviistosta kuvattu pseudo-3d. Pelin mekaniikat, tarkem-
min sanottuna mahdollisuus pinota rakennuksia päällekkäin, aiheutti kuitenkin ongel-
man tämän lähestymistavan kanssa. Korkea rakennuspino peittää kokonaisuudessaan 
taaksensa pienemmät rakennukset, tehden taakse jäävien rakennusten hallinnoinnin 
mahdottomaksi. Tämän mekaniikan säilyttämiseksi täytyy kameraa pystyä kiertämään 
pystyakselinsa ympäri, mikä taas edellyttää grafiikoilta kolmiulotteisuutta. Kyseinen 
pelimekaniikka koettiin pelille niin tärkeäksi, että grafiikat päädyttiin tekemään koko-
naan kolmiulotteisina. Tämä päätös rajoittaa pelin muita osa-alueita, kuten edelläkin 
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mainittua samanaikaisten hahmojen ja rakennusten määrää. Samalla se lisää suoritus-
kyvyn optimoinnin tärkeyttä. Optimoinnille on omistettu oma lukunsa myöhemmin tässä 
raportissa. 
4 Toteutus 
4.1 Ruudukko 
Ruudukon tehtävänä on toimia perustana rakentamiselle ja samalla kontrolloida raken-
nusten sijaintia. Toteutukseltaan se on kolmiulotteinen verkko, joka koostuu tasaisin 
välimatkoin toistuvista solmukohdista. Solmukohdat toimivat rakennuspaikkoina ja nii-
den ulkopuolelle rakentaminen ei ole mahdollista. Solmukohtia havainnollistetaan ra-
kentamisvaiheessa piirtämällä kulloinkin vapaana oleviin, yhteensopiviin solmukohtiin 
värillinen ruutu, joka toimii visuaalisena vihjeenä pelaajalle. Muutoin ruudukko on nä-
kymätön. Ruudukko huolehtii myös siihen kiinnitettyjen rakennusten siirtämisestä, pi-
noamisesta ja valittujen rakennusten visuaalisesta korostamisesta. Ruudukon pituus, 
leveys ja solmukohtien välinen etäisyys voidaan määrittää helposti suoraan Editorissa 
muokkaamalla skriptin muuttujia. 
Ruudukko koostuu kolmesta luokasta: Grid, Node ja GridComponent, joiden toteutus 
on nähtävissä kuvassa 8. Toiminnan perustana on Grid-luokan sisältämä Dic-
tionary<Vector3, Node> tyypin hakurakenne, joka pitää sisällään verkon solmukohdat 
avain-arvo-pareina. Avaimena toimiva Vector3 on Unityyn sisäänrakennettu luokka, 
joka edustaa kolmiulotteista vektoria ja joka vastaa tässä tapauksessa solmukohdan 
sijaintia pelimaailmassa. Arvona oleva Node on itse kirjoitettu luokka, joka edustaa yhtä 
solmukohtaa. Solmukohtien säilöminen hakurakenteeseen sijainnin perusteella, mah-
dollistaa ruudukon dynaamisuuden. Ruudukkoa alustettaessa ei näin ollen tarvitse an-
taa absoluuttista kokoa ja alustaa mahdollisesti satoja solmukohtia turhaan. Ruudukos-
ta alustetaan sen sijaan vain ensimmäinen kerros ja sitä kasvatetaan ylöspäin lisää-
mällä yksittäisiä solmukohtia sitä mukaa, kuin alemmat kerrokset täyttyvät. Tämä dy-
naaminen toteutus on hitaampi kuin staattinen taulukko, mutta ruudukko ei pelin aikana 
ole jatkuvassa muutoksessa, joten nopeus ei ole merkittävä tekijä. Muistinkulutus sen 
sijaan on mobiilipeleissä kriittisessä asemassa, ja tällä toteutustavalla pyritäänkin en-
nen kaikkea pienentämään muistinkulutusta.  
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Kuva 8. Ruudukon luokat ja niiden oleellinen sisältö. 
Peliobjektien integrointi ruudukkoon tapahtuu GridComponent-nimisen skriptin välityk-
sellä. Kyseessä on peliobjektiin liitettävä skripti, joka kommunikoi Grid-luokan kanssa. 
GridComponent on ruudukon yhteyspiste peliobjektin muihin komponentteihin, ja se 
hoitaa muun muassa objektin liikuttamisen ja visuaalisen korostamisen. Korostaminen 
tapahtuu vaihtamalla 3d-mallin materiaali väliaikaisesti kirkkaampaan. Materiaali on 3d-
mallin ominaisuus, joka määrittää, miten valo heijastuu mallin pinnalta [Pierson 2006]. 
Rakennusten pinoaminen päällekkäin perustuu ennalta määrättyihin sääntöihin siitä, 
mitkä rakennukset ovat keskenään yhteensopivia. GridComponent-luokka pitää sisäl-
lään tiedon rakennustyypistä eli siitä, mitä rakennusta kyseinen peliobjekti edustaa. 
Tätä tietoa verrataan Grid-luokassa määriteltyihin yhteensopivuussääntöihin, joiden 
perusteella saadaan lista kaikista rakennustyypeistä, joiden päälle kyseinen peliobjekti 
voidaan sijoittaa. 
4.2 Navigointi 
Navigointi on osa tekoälyä ja mahdollistaa hahmojen suunnistamisen pelimaailman 
sisällä. Navigointi on usein jaettu kahteen osaan: polunetsintään ja esteiden väistelyyn. 
Navigointijärjestelmässä toimivaa oliota kutsutaan agentiksi. [Schwab 2008: 43.] 
Pelimaailman kuvaus 
Agentti tarvitsee jonkinlaisen kuvauksen ympäröivästä maailmasta voidakseen suun-
nistaa onnistuneesti. Yleisimpiin keinoihin kuvata ympäristöä kuuluvat ruudukot (eng. 
Grid), etappikartat (eng. Waypoint graph) ja navigointiverkot (eng. Navigation mesh). 
[Rabin 2009: 559.] 
18 
 
  
Ruudukko on kaksiulotteinen kuvaus, jossa pelikartta on jaettu tasaisesti samankokoi-
siin ruutuihin. Yksittäiset ruudut merkitään joko kulkukelpoisiksi tai kulkukelvottomiksi. 
Yksi ruudukon eduista on se, että mitä tahansa pelikartan koordinaattia vastaava ruutu 
on helppo löytää ja sen kautta pääsee suoraan käsiksi ympäröiviin ruutuihin. Ruudukko 
voi olla hyvä vaihtoehto, jos pelikartta on sen muotoinen, että se voidaan järkevästi 
jaotella ruutuihin eikä korkeuseroja tarvitse ottaa huomioon. [Rabin 2009: 560.] 
Etappikartta määrittää pelikartalla olevat pisteet, eli etapit, joiden väliset linjat ovat kul-
jettavissa. Agentit käyttävät etenemiseen näitä ennalta määrättyjä linjoja, ilman pelkoa 
esteistä tai kartalta tippumisesta. Yksi etappi voidaan yhdistää rajattomaan määrään 
muita etappeja, mikä tekee ratkaisusta ruudukkoa joustavamman, mutta kuluttaa po-
tentiaalisesti paljon enemmän muistia. Kumpikaan ratkaisu ei ole toistaan parempi, 
vaan molemmille on omat käyttökohteensa. Etappikartta on hyvä vaihtoehto muun mu-
assa silloin kun pelikarttaa on hankala jakaa ruutuihin. Etappikartan suurimpiin etuihin 
kuuluu sen kyky esittää kolmiulotteisia maailmoja. [Rabin 2009: 560.] 
Navigointiverkko toimii hyvin samankaltaisesti kuin etappikartta ja yhdistää ruudukon ja 
etappikartan parhaat puolet toisiinsa. Navigointiverkon solmukohta vastaa etappikartan 
etappia sillä erolla, että solmukohta ei esitä yhtä pistettä vaan kokonaista aluetta. Alu-
eet esitetään joko kolmiona tai jonain muuna n-kulmiona toteutuksesta riippuen. Etuna 
etappeihin nähden on se, että solmukohdan sisällä oleva agentti voi liikkua vapaasti 
monikulmion sisäpuolella. Monikulmion laidat yhdistyvät toisiin monikulmioihin muodos-
taen kattavan kuvauksen koko pelikartasta. [Rabin 2009: 563.] 
Polunetsintä 
Polunetsinnässä agentti laskee polun kahden pisteen välille käyttäen apunaan polunet-
sintäalgoritmia ja navigointijärjestelmän kuvausta pelimaailmasta. Polku tarkoittaa reit-
tiä, jonka agentti kulkee päästäkseen pisteestä A pisteeseen B, ja se esitetään listana 
pisteitä, joiden kautta kuljetaan. Mahdollisia polkuja on yleensä useita, ja eri algoritmit 
löytävät erilaisia polkuja. Jotkut algoritmeista eivät takaa polun löytymistä ollenkaan, 
jotkut takaavat jonkinlaisen polun löytymisen ja jotkut takaavat optimaalisen polun löy-
tymisen. Algoritmien välillä on suuria eroja myös muistin- ja suoritintehon kulutuksen 
kannalta. Algoritmeista selvästi käytetyin on nimeltään A* (lausutaan A-tähti), joka ta-
kaa polun löytymisen ja osaa etsiä optimaalisen polun. Seuraavassa verrataan A*-
algoritmia toiseen, täysin erilaiseen algoritmiin nimeltään satunnaisjäljitysalgoritmi (eng. 
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Random-Trace), joka on yksinkertaisempi eikä takaa polun löytymistä. [Rabin 2009: 
564.] 
Satunnaisjäljitysalgoritmin toimintaperiaate on, että liikutaan aina maalia kohti, kunnes 
eteen tulee este. Estettä lähdetään kiertämään satunnaisesti joko myötä- tai vastapäi-
vään, kiertäen siihen saakka, kunnes päästään taas liikkumaan esteettä maalia kohti. 
Tämän algoritmin heikkous ovat suuret tai koverat esteet. Suuret esteet aiheuttavat 
ylipitkiä reittejä, jos algoritmi valitsee satunnaisesti väärän kiertosuunnan. Koverat es-
teet puolestaan voivat saada agentin ajautumaan loukkuun, jossa se saattaa pyöriä 
pitkiä aikoja löytämättä ulos. Satunnaisjäljitys on yksinkertainen algoritmi, joka ei suo-
riudu hankalista esteistä, mutta silläkin on hyvät puolensa. Yksinkertaisuutensa takia 
se kuluttaa hyvin vähän suoritintehoa eikä sen tarvitse ylläpitää listaa reiteistä, joten 
muistinkulutus on olematonta. Satunnaisjäljitys saattaa siis olla paras valinta yksinker-
taisissa kartoissa. [Rabin 2009: 564.] 
A*-algoritmi laskee parhaan polun tutkimalla yhtä aikaa kaikkia mahdollisia reittejä. 
Kullakin etapilla on heuristinen hinta, joka on arvio etapin etäisyydestä maaliin. Reitin 
hinta muodostetaan laskemalla yhteen seuraavan etapin heuristinen hinta ja reitin tä-
hänastinen hinta. Algoritmi pitää yllä listaa kaikista avoimista reiteistä ja laskee aina 
halvinta reittiä eteenpäin. Yhtä etappia voidaan käyttää vain yhdessä reitissä, joten 
saman etapin jakavista reiteistä kalliimpi suljetaan. Reittejä seurataan, kunnes pääs-
tään maaliin ja paras reitti on löydetty. Vaihtoehtoisesti, jos avointen reittien lista tyhje-
nee ennen maalia, voidaan todeta, että reittiä maaliin ei ole olemassa. [Rabin 2009: 
565.] Kuva 9 havainnollistaa A*-algoritmin toimintaa ruudukossa, jossa haetaan reittiä 
kissaruudusta luuruutuun. Kuvassa ruutujen oikeassa alakulmassa oleva numero ku-
vaa etapin hintaa ja punaisella merkityt ruudut kuvaavat lopullista reittiä. 
 
Kuva 9. A*-algoritmin toiminta ruudukossa [Wenderlich 2011]. 
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Toteutus 
Ajan säästämiseksi navigointi päädyttiin lopulta toteuttamaan Unityn sisäänrakennetuil-
la työkaluilla. Unityn ratkaisu käyttää navigaatioverkkoa, jonka voi luoda helposti edito-
rin valikoista käsin. Kun navigaatioverkko on paikallaan, tarvitsee vain lisätä halutuille 
peliobjekteille NavMeshAgent-skripti, joka huolehtii navigoinnista ja peliobjektin liikut-
tamisesta. Jos kenttään haluaa lisätä dynaamisia esteitä, joiden läpi agentit eivät saa 
liikkua, se onnistuu lisäämällä peliobjektiin NavMeshObstacle-skripti. Näille esteille 
puhkaistaan automaattisesti reikä navigaatioverkkoon, jolloin agentit joutuvat kiertä-
mään ne. Sekä agentin että esteen kokoa voidaan muuttaa editorissa vaikuttamatta 
peliobjektin fyysiseen kokoon. Koot määritettiin siten, että agentti mahtuu aina kulke-
maan kahden rakennuksen välistä. Tämä takaa, ettei agentti jumiudu rakennusten vä-
liin, eikä sen reittiä voi sulkea aitaamalla sen rakennusten taakse. Pelin prototyypissä 
kartalla ei ole lainkaan staattisia esteitä, joten navigaatioverkko on yksi yhtenäinen 
alue, johon dynaamiset esteet eli rakennukset puhkovat reikiä. 
Tämä ratkaisu on riittävä prototyyppiä varten, mutta tulevaisuudessa saattaa ilmetä 
tarvetta toteuttaa kokonaan oma navigointijärjestelmä, mikäli Unityn tarjoama ei integ-
roidu hyvin pelin tuleviin ominaisuuksiin. Mahdollinen oma järjestelmä voitaisiin integ-
roida jo valmiina olevaan ruudukkoon ja käyttää navigointiin joko satunnaisjäljitys- tai 
A*-algoritmia, riippuen vaadittavista ominaisuuksista ja kentän monimutkaisuudesta. 
4.3 Syötteet 
Syötteiden antaminen peliin tapahtuu täysin kosketusnäytön välityksellä, eikä kiihty-
vyysanturia tai muita laitteita käytetä. Kosketusnäytön lukeminen ja tulkinta on keskitet-
ty yhteen skriptiin nimeltä InputManager. Tämän skriptin tehtävänä on tulkita pelaajan 
antamia syötteitä ja tiedottaa niistä muille peliobjekteille käyttäen tapahtumankuunteli-
ja-suunnittelumallia. InputManager-skripti tunnistaa viisi eri elettä, joita kutakin vastaa 
yksi tapahtuma. Yhden sormen eleet ovat lyhyt kosketus, pitkä kosketus ja raahaus. 
Kahden sormen eleet ovat sormien loitonnus tai lähennys toisistaan sekä sormien kier-
täminen.  
Syötteet luetaan jokaisen ruudunpäivityksen yhteydessä Unityn tarjoamasta Input-
luokasta. Input-luokassa on staattinen ”touches”-muuttuja, joka sisältää kaikki lukuhet-
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kellä voimassa olevat kosketukset. InputManager-skripti lukee kaikkien kosketusten 
tilan, tämänhetkisen sijainnin sekä edellisen sijainnin ja päättelee näiden tietojen perus-
teella, mikä ele on kyseessä. Tästä seuraa, että kyseistä elettä vastaava tapahtuma 
laukaistaan antaen parametrina relevantteja lisätietoja, kuten kosketuksen sijainnin. 
Rekisteröityneet tapahtumankuuntelijat suorittavat näiden tietojen pohjalta omat vaadit-
tavat operaationsa. Esimerkiksi pelin kameraa kontrolloiva skripti kuuntelee suurinta 
osaa tapahtumista ja liikuttaa kameraa saatujen tietojen perusteella. 
4.4 Grafiikka ja äänet 
Grafiikka ei ollut vielä prototyyppivaiheessa ensisijaisen tärkeää, joten sen tekemiseen 
ei panostettu enempää kuin oli välttämätöntä. Hieman toisistaan poikkeavat tai eriväri-
set kuutiot riittivät rakennusten 3d-malleiksi, sillä pelin testaaminen onnistuu niillä yhtä 
hyvin kuin hienommallakin grafiikalla. Sama pätee valikoihin, joiden toiminnallisuus 
voidaan toteuttaa ja testata, vaikka grafiikka olisi hyvinkin alkukantaista. Sekä valikois-
sa käytettävät kuvat että muualla pelissä käytettävät 3d-mallit on myöhemmin helppo 
korvata lopullisilla, viimeistellyillä versioilla. 
Grafiikan luomiseen käytettiin ilmaista Blender-mallinnusohjelmaa. Blenderillä tehdyn 
grafiikan testaaminen Unityssä on todella helppoa, sillä Unity osaa automaattisesti tuo-
da mallit suoraan .blend-tiedostoista, mikäli Blender 2.45 tai uudempi on asennettuna 
tietokoneella. Valikkografiikka koostuu kokonaan PNG-kuvista, joiden teossa käytettiin 
Gimp 2 -ohjelmaa. 
Äänien toteutuksessa keskityttiin niin ikään toiminnallisuuteen eikä itse äänien laatuun. 
Kun toteutus tehtiin nyt valmiiksi, riittää pelkkä äänitiedostojen korvaaminen uusilla sen 
tullessa ajankohtaiseksi. Äänien keskitettyä toistoa varten kehitettiin AudioManager-
luokka, joka hallinnoi äänitiedostoja ja niiden toistamista. AudioManager-luokka nou-
dattaa singleton-suunnittelumallia, jotta sen käyttö olisi mahdollisimman helppoa. Sing-
leton palvelee tarkoitusta hyvin, sillä luokasta ei koskaan tarvita enempää kuin yksi 
instanssi ja sen funktioita kutsutaan laajalti eri skripteistä. AudioManager käyttää ääni-
en toistamiseen Unityn tarjoamaa AudioSource-komponenttia, joka osaa toistaa yhtä 
äänitiedostoa kerrallaan. Jokaista kutsua varten liitetään uusi audioSource-komponentti 
uuteen väliaikaiseen peliobjektiin, joka tuhotaan äänen soitua loppuun. 
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4.5 Käyttöliittymä 
Käyttöliittymän tekemiseen voidaan käyttää joko ulkopuolisia kirjastoja tai Unityn omaa 
UnityGUI-järjestelmää. UnityGUI-järjestelmällä luodut valikot ovat kuitenkin verrattain 
raskaita ja niiden skaalautuvuuden kanssa on ongelmia. Tämän takia sen käyttäminen 
mobiilialustoilla ei välttämättä ole hyvä idea. Käyttöliittymän ensimmäinen, väliaikainen 
versio toteutettiin käyttäen UnityGUI-järjestelmää, mutta lopullista versiota varten pää-
dyttiin etsimään vaihtoehtoista ratkaisua. Kolmannen osapuolen kirjastoista nousi esiin 
kaksi kilpailijaa: NGUI: Next-Gen UI kit sekä Prime31 UIToolkit. NGUI maksaa kirjoi-
tushetkellä asset-kaupassa 95 $, mutta sen vanhempi versio on saatavilla ilmaiseksi. 
Prime31-paketti on kokonaan ilmainen. Valikot päädyttiin tekemään NGUI-kirjaston 
ilmaisversiolla, johtuen sen laajasta suosiosta ja sen saamasta hyvästä palautteesta. 
Suosio tuo mukanaan myös suuren käyttäjäkunnan, joka tarkoittaa helposti saatavilla 
olevaa materiaalia ja aktiivista keskustelupalstaa, josta voi hakea vihjeitä. Ilmaisversi-
osta voidaan myöhemmin päivittää uusimpaan maksulliseen versioon, mikäli kirjasto 
koetaan hyväksi ja päivitykselle tulee tarvetta. 
NGUI: Next-Gen UI kit 
NGUI on Tasharen Entertainment-nimisen yrityksen kehittämä Unity-liitännäinen, jolla 
voi luoda käyttöliittymiä Unity-projekteihin. Samassa paketissa on mukana valmiit työ-
kalut muun muassa valikoiden animointiin ja lokalisaatioon. NGUI soveltuu hyvin mobii-
liprojekteihin sen keveyden ja skaalautuvuuden ansiosta. Nämä ovat molemmat erityi-
sen tärkeitä ominaisuuksia johtuen mobiililaitteiden erikokoisista näytöistä ja suhteelli-
sen heikosta suorituskyvystä. Valikot koostetaan valmiista rakennuspalikoista, kuten 
napeista, valintaruuduista ja tekstikentistä. NGUI toimii niin kutsutulla WYSIWYG-
periaatteella (What You See Is What You Get) eli muokattaessa valikoita kohtausnä-
kymässä nähdään reaaliajassa, miltä ne tulevat itse pelissä näyttämään. [NGUI: Next-
Gen UI kit 2011.] 
Käyttöliittymän suunnittelu 
Suunnittelun lähtökohtana oli tehdä valikoista mahdollisimman pelkistetyt ja helppo-
käyttöiset huomioon ottaen kohdealustan asettamat rajoitukset. Mobiililaitteiden ja eri-
tyisesti matkapuhelinten pienet näytöt rajoittavat valikoiden suunnittelua huomattavasti 
suhteessa isolta näytöltä pelattaviin peleihin. Kun pieneltä näytöltä pelataan kaiken 
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lisäksi kolmiulotteista peliä, korostuu käytössä olevan vapaan tilan määrä entisestään. 
Kolmiulotteinen peli tuntuu helposti ahtaalta, mikäli näkyvissä on liian suppea alue pe-
limaailmasta.  
Näistä lähtökohdista johtuen haluttiin kuvaruudussa olevien nappien ja muun valikko-
grafiikan määrä minimoida ja pelin valikoista tehtiin rakennusvetoiset. Tämä tarkoittaa 
sitä, että tarvittavat valikot ovat normaalitilassa piilossa ja aukeavat vasta kun pelaaja 
koskettaa jotakin rakennusta kosketusnäytön välityksellä. Rakennusta näpäyttämällä 
aukeaa rakennuskohtainen valikko ja painamalla rakennusta hetken aikaa aukeaa siir-
tonäkymä, jossa rakennusta voi liikutella. Näkyvillä on normaalitilassa vain kaksi nap-
pia, joista toinen vie asetuksiin ja toisen kautta pääsee ostamaan uusia rakennuksia. 
Näkyvillä on myös välttämättömät tiedot pelitilanteesta, kuten pelaajan resurssit ja 
mahdollisten rakennus- ja päivitysprosessien kestot. Kameran kontrollointi eli näkymän 
vieritys, kiertäminen, lähennys ja loitonnus tapahtuu sormieleillä, joten niitä varten ei 
ole erillisiä nappeja. 
Lopullinen käyttöliittymä 
Kuvassa 10 näkyvä rakennusvalikko aukeaa painamalla vasemmassa alanurkassa 
olevaa vasaran kuvaa. Valikon keskellä on vieritysnäkymä, jossa näkyvät kaikki ostet-
tavissa olevat rakennukset. 
 
Kuva 10. Rakennusvalikko. 
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Valittaessa rakennus edellisen kuvan rakennusvalikosta päästään ostodialogiin, joka 
on esillä kuvassa 11. Ostodialogissa voi ostaa rakennuksen käyttäen maksuvälineenä 
joko resursseja tai valuuttaa. Sekä rakennusvalikko että ostodialogi sulkeutuvat nap-
sauttamalla valikon ulkopuolella. 
 
Kuva 11. Ostodialogi. 
Rakennuskohtainen valikko sijoittuu ruudun alalaitaan ja se muodostetaan dynaami-
sesti rakennustyypin mukaan. Kuvassa 12 on esillä saha-rakennuksen valikko, jonka 
toiminnot vasemmalta oikealle ovat: päivitä, lisää työntekijä, vähennä työntekijä, poista 
rakennus. Napit ovat pelitilanteesta riippuen joko aktiivisia tai inaktiivisia. Kuvan 12 
päivitysnappi on inaktiivinen, sillä valittu saha on jo päivitetty maksimitasolle. 
 
Kuva 12. Rakennuskohtainen valikko. 
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Siirtovalikko, joka on näkyvillä kuvassa 13, on muuten samanlainen kuin rakennuskoh-
tainen valikko, mutta siinä on aina kaksi nappia. Toinen hyväksyy siirron ja toinen pe-
ruuttaa sen. Kuvassa näkyvät myös sallittuja siirtoja kuvaavat siniset ruudut. 
 
Kuva 13. Rakennuksen siirtovalikko. 
4.6 Tallentaminen ja lataaminen 
Pelitilanteen tallentaminen ja lataaminen on välttämätöntä, sillä pelikerta ei ole erillinen 
kokonaisuutensa vaan peli etenee yhtenäisesti kerrasta toiseen. Tallentamisen ja la-
taamisen tulee tapahtua automaattisesti ja mahdollisimman huomaamattomasti taustal-
la niin, että pelaajan ei edes tarvitse olla siitä tietoinen. Käytännössä tämä tarkoittaa 
sitä, että peli tallennetaan aina sovelluksen sulkemishetkellä ja ladataan avaamishet-
kellä. Vielä tässä vaiheessa sovelluksen taustalla ei ole palvelinta, johon se olisi yhtey-
dessä, joten tallennettaessa tiedot kirjoitetaan vain paikallisesti laitteen muistikortille. 
Tallentaminen ja lataaminen tapahtuvat SaveLoad-nimisessä MonoBehaviour-
skriptissä, joka on kiinnitetty muutoin tyhjään peliobjektiin. SaveLoad-luokka periytyy 
MonoBehaviour-luokasta sen takia, että sen täytyy kuunnella ohjelman elinkaareen 
liittyviä tapahtumia. Pelin lataaminen tapahtuu Start-funktiossa, jota kutsutaan ennen 
ensimmäistä ruudunpäivitystä. Tallentaminen puolestaan tapahtuu OnApplicationQuit-
funktiossa, jota kutsutaan ohjelman sulkeutumishetkellä.  
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Tallentaminen ja lataaminen on toteutettu tapahtumankuuntelija-suunnittelumallilla si-
ten, että SaveLoad-luokka tarjoaa tapahtumat, joita kutsutaan tallennuksen ja latauk-
sen yhteydessä. Kaikki luokat, joilla on tallennettavaa tietoa, asettavat näille tapahtu-
mille tapahtumankuuntelijan, joka täten suoritetaan aina oikealla hetkellä, SaveLoad-
luokan kontrolloimana. Lataustapahtuma on toteutettu kahdessa tasossa, jotta luokkien 
väliset riippuvuudet voidaan tyydyttää. Jos esimerkiksi luokka B riippuu luokan A sisäl-
tämästä tiedosta, voidaan latausjärjestys varmistaa kuuntelemalla luokassa A ensim-
mäisen tason lataustapahtumaa ja luokassa B toisen tason lataustapahtumaa.  
Levylle tallennettavaa pelitilaa kuvastaa GameState-luokka. Tästä luokasta luodaan 
tallennusfunktiossa uusi instanssi, joka annetaan parametrina tallennustapahtuman 
kuuntelijoille. Tapahtumankuuntelijat kirjoittavat tietonsa tähän luokkaan, jonka jälkeen 
se kirjoitetaan kokonaisuudessaan muistikortille. Lataamisprosessi on vastaava, mutta 
käänteisessä järjestyksessä. Siinä GameState-luokan instanssi luetaan muistikortilta, 
jonka jälkeen kutsutaan lataustapahtuman kuuntelijoita oikeassa järjestyksessä, antaen 
levyltä luettu pelitilamuuttuja parametrina. Lataustapahtuma on esitetty kuvan 14 dia-
grammissa ja tallennustapahtuma kuvan 15 diagrammissa. 
 
Kuva 14. Pelin lataaminen. 
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Kuva 15. Pelin tallentaminen. 
Pelitilan kirjoittamiseksi muistikortille täytyy GameState-objekti ensin sarjallistaa. Sarjal-
listaminen tarkoittaa objektin tilan muuttamista sellaiseen muotoon, että se voidaan 
tallentaa tai siirtää. .NET-ohjelmistokehys tarjoaa kaksi sarjallistamisteknologiaa: Bi-
nääri- ja XML-sarjallistaminen. Näistä kahdesta binäärisarjallistaminen soveltuu pa-
remmin tarkoitukseen, sillä binäärimuotoinen tieto ei ole ihmisten luettavissa. Tallenta-
minen XML-muodossa mahdollistaisi helpon huijaamisen muokkaamalla pelitilaa käsin. 
[Serialization 2012.] 
Tallennuksessa tulee ottaa huomioon yhteensopivuus tulevien versioiden kanssa, sillä 
uusien ominaisuuksien julkaiseminen peliin päivitysten muodossa voi potentiaalisesti 
rikkoa tallennusten yhteensopivuuden. Tämä ongelma ratkaistiin käyttämällä .NET-
kehykseen versiossa 2.0 lisättyjä VTS-ominaisuuksia (Version Tolerant Serialization). 
Näistä tärkeimpänä tallennettavaan dataan voidaan lisätä uusia kenttiä määrittämällä 
ne vapaaehtoisiksi käyttämällä [OptionalField]-määrettä. Mikäli uutta kenttää ei ole 
merkitty vapaaehtoiseksi ja levyltä yritetään lukea vanhaa tallennusta, josta tämä kent-
tä puuttuu, lukeminen epäonnistuu. Vastaavassa tilanteessa vapaaehtoisiksi merkityt 
kentät vain ohitetaan. Päivityksissä voidaan siis huoletta lisätä uusia kenttiä tallennet-
tavaan dataan, kunhan käytetään [OptionalField]-määrettä. [Version Tolerant Serializa-
tion 2014.] 
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4.7 Suorituskyvyn optimointi 
Suorituskyvyn optimoinnilla pyritään vähentämään resurssien kulutusta ja näin ollen 
parantamaan pelin toimivuutta, erityisesti hitaammilla laitteilla. Tavoitteena on, että peli 
pyörisi sulavasti mahdollisimman laajalla laitekannalla. Suorituskyvyn optimointi on 
tärkeää kaikessa pelinkehityksessä, mutta mobiililaitteilla sen merkitys korostuu enti-
sestään. 
Mobiililaitteiden suorituskyky 
Mobiililaitteiden suorituskyky paranee nopealla tahdilla, mutta johtuen niihin kohdistu-
vista rajoituksista, kuten akun varassa toimimisesta ja pienestä koosta, ovat ne merkit-
tävästi pöytätietokoneita ja konsoleita jäljessä. AnandTech-sivuston vuonna 2013 te-
kemässä testissä mobiililaitteiden grafiikkasuorituskykyä verrattiin vanhoihin pöytätieto-
koneisiin ja havaittiin, että tämän päivän tehokkaimmat mobiililaitteet ovat samalla ta-
solla vuoden 2006 näytönohjainten kanssa. Tuloksissa on otettava huomioon, että tes-
tissä pärjänneet mobiililaitteet olivat huipputehokkaita tabletteja, joiden suorituskyky on 
kaukana tehokkaimmista matkapuhelimista, puhumattakaan keskitason matkapuheli-
mista. Lisäksi artikkelissa mainitaan, että mobiilinäytönohjainten matalasta muistiväylän 
siirtokaistasta johtuen suorituskyky yltää pöytäkoneiden tasolle vain testeissä, jotka 
eivät ole liian riippuvaisia muistiväylän kaistasta. Oikeilla, pöytäkoneille kehitetyillä vi-
deopeleillä testattaessa, mobiililaitteet eivät pärjäisi yhtä hyvin. [The Great Equalizer 3 
2013.] 
Yleisimmät ongelmakohdat ja niiden optimointi 
Jokaista piirrettävää objektia varten täytyy pelimoottorin antaa niin sanottu piirtokäsky 
(eng. Draw call) grafiikkarajapinnalle, jonka seurauksena prosessori suorittaa raskaita 
operaatioita objektin piirtämiseksi ruudulle. Mikäli näkymään sisältyy paljon objekteja, 
kertaantuu piirtokäskyjen määrä nopeasti niin suureksi, että se rampauttaa pelin ruu-
dunpäivitysnopeuden. Prosessorin kuorman pienentämiseksi voidaan objekteja joko 
yhdistää manuaalisesti tai käyttää Unityn piirtkäskyjen niputusominaisuutta (eng. Draw 
Call Batching), joka osaa automaattisesti yhdistää useita objekteja samaan piirtokäs-
kyyn. Tämä ominaisuus on erikseen dynaamisille ja staattisille objekteille. Dynaamisten 
objektien niputus tapahtuu automaattisesti, jos ennakkoedellytykset täyttyvät, kun taas 
staattisten objektien niputus täytyy erikseen aktivoida ja on saatavilla ainoastaan Uni-
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tyn pro-versiossa. Kaikessa objektien niputuksessa edellytettään, että ne käyttävät 
keskenään samaa materiaalia. Staattisten objektien tulee olla nimensä mukaisesti liik-
kumattomia ja muuttumattomia, jotta ne voidaan yhdistää. Dynaamisille objekteille on 
lisäksi useita erillisiä vaatimuksia, joihin kuuluu muun muassa rajoitettu verteksimäärä. 
[Optimizing Graphics Performance 2014, Draw Call Batching 2014.] 
Monimutkaiset 3d-mallit aiheuttavat paljon töitä näytönohjaimelle ja joissain tapauksis-
sa myös prosessorille. Tämä ongelma on vältettävissä pitämällä 3d-mallien geometria 
mahdollisimman yksinkertaisena. Mitä vähemmän verteksejä malli sisältää, sen kevy-
empää sen laskeminen on. Unity suosittelee mobiilipelien verteksimäärän pitämistä alle 
100 000:ssa. [Optimizing Graphics Performance 2014.] 
Valaistus voi aiheuttaa vakavia suorituskykyongelmia, mikäli valaistuksen tyyppiin ei 
kiinnitä huomiota. Objektit joudutaan piirtämään kerran jokaista pikselintarkkaa valon-
lähdettä kohden, aiheuttaen aina uuden piirtokäskyn ja rasittaen näin prosessoria ja 
näytönohjainta. Myös vektorintarkat dynaamiset valonlähteet aiheuttavat lisätyötä näy-
tönohjaimelle. Resurssien säästämiseksi onkin suositeltavaa, että yksittäiseen objektiin 
kohdistuu vain yksi dynaaminen valonlähde. Staattisten objektien valaisussa voidaan 
käyttää lightmapping-tekniikkaa, jossa valaistus lasketaan etukäteen ja poltetaan suo-
raan tekstuureihin. Lightmapping-tekniikan käyttäminen voi parantaa suorituskykyä 
moninkertaisesti verrattuna useiden pikselintarkkojen valojen käyttämiseen. Tämä tek-
niikka on integroitu Unityyn, joten sen käyttäminen onnistuu suoraan editorista käsin. 
[Optimizing Graphics Performance 2014, Lightmapping In-Depth 2014.] 
Skripteistä lähtöisin olevat suorituskykyongelmat johtuvat yleensä raskaista operaati-
oista, jotka on sijoitettu update-funktioon ja suoritetaan täten jokaisella ruudunpäivityk-
sellä. Tämä ongelma voidaan monesti korjata käyttämällä coroutine-funktioita, jotka 
mahdollistavat koodin suorituksen jakamisen useiden ruudunpäivitysten yli. Toistoa 
vaativa raskas operaatio sijoitetaan coroutine-funktion sisäiseen silmukkaan, joka aje-
taan esimerkiksi 200 millisekunnin välein. Coroutine-funktioita käyttämällä voidaan tällä 
tavoin saavuttaa moninkertaisia parannuksia skriptien suoritusajoissa. [Coroutines 
2014.] 
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Käytetyt optimointikeinot ja tulokset 
Pelin toteutuksessa käytettiin kaikkia edellä mainittuja optimointikeinoja. Piirtokäskyjen 
vähentämiseksi käytettiin dynaamista piirtokäskyjenniputusta kaikkien liikkuvien objek-
tien kanssa. Ainut pelissä oleva staattinen objekti on maataso, joten staattisten objekti-
en niputus ei ole mahdollista. 3d-mallit pidettiin yksinkertaisina sekä näytönohjaimen 
taakan keventämiseksi, että piirtokäskyjen niputukseen liittyvien rajoitusten takia. Ky-
seessä on väliaikainen grafiikka, mutta lopullisen grafiikan teossa tullaan noudatta-
maan samoja periaatteita. Valonlähteenä käytetään yhtä ainutta valoa, jotta vältyttäisiin 
piirtokäskyjen kertautumiselta. Lightmapping-tekniikan käytöstä ei olisi ollut hyötyä 
staattisten objektien puutteen takia. Coroutine-funktiota käytetään pelissä rakennus- ja 
päivitysprosessien etenemisen seurantaan. Prosessin kesto saattaa olla hyvinkin pitkä, 
mutta sen etenemistä ei tarvitse tarkistaa jokaisella ruudunpäivityksellä. Tästä syystä 
se tarkistetaan sekunnin välein coroutine-funktiossa.  
Optimoinnin lopputuloksena piirtokäskyjen lukumäärä vaihtelee pelitilanteesta riippuen 
seitsemän ja yhdentoista välillä. Tämä on erittäin maltillinen määrä ja jättää mukavasti 
pelivaraa tulevia ominaisuuksia varten. 
4.8 Tulokset 
Käytännön toteutuksesta jätettiin pois useita määrittelyosiossa esiteltyjä ominaisuuksia, 
sillä tarkoituksena oli rakentaa melko yksinkertainen prototyyppi, joka esittelee pelin 
tärkeimpiä mekaniikkoja. Rajallisen aikataulun vuoksi tällaiseen prototyyppiin ei kanna-
ta kehittää liikaa ominaisuuksia. Toistaiseksi ohitetut ominaisuudet astuvat kuvaan 
myöhemmin kehitettäessä pelin ensimmäistä kokonaista versiota. Aikataulun takia jou-
duttiin jättämään pois myös yksi suurempi ominaisuus, joka oli alun perin suunniteltu 
osaksi prototyyppiä. Kyseessä on tutoriaali, jonka oli tarkoitus opastaa pelaajaa käyttö-
liittymän ja pelin ominaisuuksien kanssa. 
Lopputuloksena saatiin aikaan pelattava prototyyppi, jossa tulee esille kaikki tärkeim-
mät, rakentamiseen liittyvät pelimekaniikat. Prototyyppi sisältää kuusi toimivaa raken-
nusta, joilla on yksi, kaksi tai kolme tasoa. Rakennuksia voi ostaa, tuhota, siirtää ja 
pinota päällekkäin. Visuaaliset vihjeet auttavat hahmottamaan kulloinkin sallittuja siirto-
ja sekä valittuna olevia rakennuksia. Pelissä on yksinkertaiset äänet tärkeimmille toi-
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menpiteille sekä yksinkertaiset valikot rakennusten ostamista varten. Tallentaminen ja 
lataaminen tapahtuvat automaattisesti käyttäjän huomaamatta. Pelissä on myös yksin-
kertaisia kyläläisiä, jotka osaavat suunnistaa pelin sisällä ja toimia yhdessä saha-
rakennusten kanssa. Resurssien keräys, säilöminen ja kuluttaminen on toteutettu ja 
sidottu rakennuksiin, mutta resurssien tasapainotukseen ei prototyypissä keskitytty 
lainkaan. 
Ajankäytön kannalta työläin osa prototyypin teossa oli ruudukon kehittäminen ja sen 
toiminta yhdessä muiden osien kanssa. Myös grafiikan tekeminen vei merkittävästi 
aikaa, vaikka se yritettiin pitää mahdollisimman yksinkertaisena ja helppona. 3d-mallien 
ja valikkografiikan määrä on kuitenkin niin suuri, että niiden tekeminen, muokkaaminen 
ja optimointi veivät huomattavan määrän aikaa suhteessa muuhun kehitystyöhön.  
5 Jatkokehitys 
Tässä luvussa tehdään katsaus pelin jatkokehitykseen, eli miten tämän insinöörityön 
seurauksena syntynyttä prototyyppiä voisi kehittää eteenpäin, kohti valmista peliä. Tar-
koitus ei ole tehdä kattavaa listaa vaadittavista asioista, vaan esitellä muutamia sellai-
sia osa-alueita, jotka prototyyppiä tehdessä nousivat esiin selkeästi jatkokehitystä vaa-
tivina, mutta joiden toteuttaminen ei ollut mahdollista tämänlaajuisen työn puitteissa. 
5.1 Sisältö 
Sisällöntuotanto ei ollut prototyyppiä kehitettäessä etusijalla vaan sisältöä tuotettiin vain 
sen verran, kuin pelin perusmekaniikkojen testaamiseen tarvittiin. Lisäksi, määritellyistä 
rakennuksista osa jätettiin pois ajanpuutteen takia. Pois jäi esimerkiksi työpaja, jonka 
tekeminen olisi ollut työlästä johtuen siihen kuuluvista lukuisista valikoista. Myös jo to-
teutetut rakennukset kaipaavat lisää sisältöä uusien tasojen muodossa. Monilla on vas-
ta yksi tai kaksi tasoa, mutta tavoitteena on moninkertainen määrä. Peliin täytyy myös 
lisätä tarina sekä jonkinlaisia tavoitteita, jotka tällä hetkellä puuttuvat kokonaan. Pelistä 
on tarkoitus tulla pohjimmiltaan moninpeli, joten moninpelilliset ominaisuudet tulee 
suunnitella tarkemmin ja toteuttaa. Sisällöntuotannon osalta on siis vielä paljon tehtä-
vää, jotta pelaamisesta saadaan mielekästä. 
32 
 
  
5.2 Grafiikka ja äänet 
Grafiikan ja äänien osalta jatkokehityssuunnitelma on selkeä; kaikki olemassa olevat 
grafiikka- ja äänitiedostot ovat väliaikaisia, joten ne pitää tehdä uudestaan, ammatti-
maisella laadulla, jotta pelistä saadaan vetävän näköinen ja kuuloinen. Äänien osalta 
tämä tarkoittaa uusien äänien tuottamista valmiina olevien tilalle sekä tällä hetkellä 
puuttuvien äänien lisäämistä. Grafiikan osalta työtä on enemmän. Olemassa oleville 
sekä tuleville rakennuksille ja hahmoille täytyy mallintaa uudet 3d-mallit ja luoda tarvit-
tavat animaatiot. Lisäksi kaikki valikkografiikka täytyy piirtää uudestaan ja tehdä uusia 
valikoita tuleville ominaisuuksille. 
5.3 Tasapainotus 
Tasapainotus on laaja käsite, joka voi koskettaa monia pelin osa-alueita. Tasapainotus-
ta on esimerkiksi eri hahmojen vahvuuksien hienosäätö suhteessa toisiinsa tai tekoäly-
vastustajan vaikeustason säätäminen. Tässä vaiheessa kehitystä, kun pelissä ei ole 
vielä moninpeliä tai kampanjaa, ainoat tasapainotettavat osa-alueet ovat resurssit ja 
rakennukset. Prototyypissä pelaaja aloittaa testaamisen helpottamiseksi suurella re-
surssimäärällä eikä rakennusten hintoja tai resurssien tuotantonopeutta ole hienosää-
detty. Kaikkia näitä tulee harkita suhteessa toisiinsa ja asettaa ne sellaiselle tasolle, 
jolla pelaaminen on miellyttävää ja tuntuu palkitsevalta. Ääriesimerkkinä voidaan ajatel-
la tilannetta, jossa pelaajalle annetaan heti alussa niin paljon resursseja, että hän voi 
ostaa kaiken haluamansa tai tuotantonopeus on niin suuri, ettei kulutusta tarvitse miet-
tiä. Tällöin pelissä ei olisi mitään haastetta. Toisessa ääripäässä annetaan resursseja 
niin vähän tai niin hitaasti, että ostosten välinen odotusaika käy tuskastuttavan pitkäksi. 
Tavoitteena on löytää näiden kahden ääripään väliltä optimaalinen asetus, jolloin pe-
laaja ei pitkästy odotteluun eikä menetä mielenkiintoaan liiallisen helppouden takia. 
Rakennusten hintojen lisäksi pitää määrittää eri rakennustyyppien enimmäislukumäärät 
kullakin tasolla sekä rakennusten tasonnousun vaikutus tuotantonopeuteen. 
Koska pelin rahoitusmalli perustuu pelinsisäisiin ostoksiin, täytyy tasapainotuksessa 
ottaa huomioon molemmat pelaajakunnat; ne, jotka käyttävät oikeaa rahaa ja ne, jotka 
eivät käytä. Oikealla rahalla voidaan korvata puuttuvia resursseja ja näin ollen nopeut-
taa pelin kulkua, mutta saavutettu hyöty ei saa olla niin suuri, että se johtaisi niin kut-
suttuun Pay-To-Win -pelimalliin, jossa pelaaja voi maksaa tiensä voittoon. Yaniv Nizan 
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[2013] ehdottaa kirjoituksessaan rahalla saavutetun edun rajoittamista nostamalla päi-
vitysten hintaa tason myötä niin jyrkästi, että jatkuva maksamalla eteneminen ei ole 
kannattavaa. Tämän seurauksena maksava pelaaja voi edetä tasolta toiselle muita 
nopeammin, mutta etumatka ei pääse kasvamaan liian suureksi hintojen jyrkän nousun 
suosiessa jäljessä tulevia. [Nizan 2013.] 
Kaiken kaikkiaan pelin tasapainotus on monimutkainen toimenpide, jossa useat asiat 
ovat keskenään riippuvaisia. Hyvän tasapainon löytäminen onnistuukin ainoastaan 
kokeilemalla erilaisia yhdistelmiä sekä testaamalla ja testauttamalla peliä ihmisillä, 
mahdollisimman laajamittaisesti. 
5.4 Taustajärjestelmä 
Taustajärjestelmä on olennainen osa mobiilipelejä, ja sen hankkiminen tulee ajankoh-
taiseksi heti jatkokehityksen alussa. Taustajärjestelmää tarvitaan käyttäjäprofiilien ja 
pelitilanteiden tallentamisen lisäksi hoitamaan moninpelin hallintaan liittyviä tehtäviä, 
kuten asiakasohjelmien välistä kommunikointia ja moninpelilogiikkaa. Taustajärjestel-
män käyttömahdollisuudet eivät kuitenkaan rajoitu tähän, vaan siihen voidaan integroi-
da muun muassa kehitystä tukevia analytiikkatyökaluja. Näiden työkalujen avulla saa-
daan tietoa käyttäjien toimintatavoista ja aktiivisuudesta, pelin kaatumisista, asennus-
kertojen määrästä ja monista muista asioista, joiden seuraaminen voi auttaa käyttäjä-
kokemuksen parantamisessa ja myynnin edistämisessä. 
Taustajärjestelmän hankkimiseen on kaksi vaihtoehtoista tapaa. Järjestelmän voi kehit-
tää itse alusta loppuun ja ajaa sitä itse ylläpitämillään palvelimilla tai sen voi ostaa pal-
veluna kolmannelta osapuolelta. Ian Atkinson [2014] mainitsee kolumnissaan muuta-
mia seikkoja, joiden pohjalta päätöstä kannattaa harkita. Mikäli taustajärjestelmä ei ole 
kriittinen pelikokemuksen kannalta, kannattaa keskittää voimansa pelin kehittämiseen 
ja ostaa järjestelmä palveluna. Ostamista suositellaan myös silloin, kun oman järjes-
telmän kehittämiselle ei pystytä omistamaan tarpeeksi resursseja ilman, että se söisi 
liikaa aikaa itse pelinkehitykseltä tai jos työntekijöillä ei ole ennestään tarvittavaa tieto-
taitoa taustajärjestelmän toteuttamiseen ja ylläpitämiseen. [Atkinson 2014.] 
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5.5 Tekoäly 
Ainut tekoälyä vaativa osa-alue prototyyppivaiheessa oli navigaatio, joka tehtiin käyttä-
en Unityn navigaatiojärjestelmää. Tämä järjestelmä sisältää monia perusominaisuuk-
sia, joita yksinkertaisen navigaation toteuttamiseen tarvitaan, mutta se ei ole erityisen 
monipuolinen eikä missään nimessä joustava ratkaisu. Lisäominaisuuksia ei ole mah-
dollista lisätä itse, vaan on tyydyttävä siihen, mitä on tarjolla ja mitä mahdolliset päivi-
tykset tuovat tullessaan. Lisäksi kyseessä on nimenomaan navigointiin tarkoitettu jär-
jestelmä eikä sitä näin ollen voi käyttää muihin tekoälyn sovellutuksiin. Näistä syistä 
johtuen, kannattaa jatkossa investoida aikaa oman tekoälyn toteuttamiseen. 
Itse tehty, Unitystä riippumaton järjestelmä mahdollistaa realistisemman ja monipuoli-
semman navigaation toteuttamisen. Se antaa muun muassa mahdollisuuden vaikuttaa 
reittivalintoihin, painottamalla reittejä määrättyjen asioiden pohjalta tai vältellen tiettyjä 
alueita. Näille ja monille muille ominaisuuksille voi tulla tarvetta pelin kehittyessä 
eteenpäin. Navigaation lisäksi pelissä tarvitaan muutakin tekoälyä. Esimerkiksi kyläläis-
ten pitää pystyä reagoimaan oikealla tavalla pelin tapahtumiin. Sahalla työskentelevän 
kyläläisen tulee tietää olevansa sahalla töissä ja käyttäytyä sen vaatimalla tavalla, kan-
taen lautoja tai tehden muuta näennäisesti järkevää. Sama pätee kaikkiin toimenpitei-
siin sekä tulevaisuudessa lisättäviin hahmoihin, joihin lukeutuu mahdollisen yksinpeli-
kampanjan tekoälyvastustajat. 
Yksi helpoimmista tavoista toteuttaa yksinkertainen tekoäly on käyttämällä äärellistä 
automaattia (eng. Finite state machine). Äärellinen automaatti on suosittu tekniikka, 
jota käytetään useimmissa peleissä, mutta se soveltuu huonosti monimutkaisen teko-
älyn toteuttamiseen. Toinen suosittu tekniikka on käytöspuu (eng. Behavior tree), joka 
skaalautuu äärellistä automaattia paremmin ja soveltuu hyvin tapauksiin, joissa teko-
älyn kompleksisuus on suuri tai se saattaa kasvaa suureksi. Molemmat tekniikat ovat 
käyttökelpoisia ja valinta kannattaakin tehdä sen perusteella, miten monimutkaisia 
ominaisuuksia pelin tekoälyltä uskotaan tulevaisuudessa vaadittavan. [Kyaw & Peters 
& Swe 2013: 7, 23.] 
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6 Yhteenveto 
Insinöörityön tavoitteena oli kehittää toimiva mobiilipelin prototyyppi Android-
käyttöjärjestelmälle. Työssä esiteltiin alustana toiminutta Unity-pelimoottoria, käsiteltiin 
avainasioita pelin määrittelystä ja toteutuksesta sekä valotettiin tulevaisuuden suunni-
telmia. Projektin aikana tulin tutuksi Unityn ominaisuuksien ja käytön kanssa. Opin sa-
malla uusia pelinkehitykseen yleisesti sovellettavissa olevia asioita ja konsepteja. Unity 
osoittautui erittäin käteväksi työkaluksi, jolla uusien ominaisuuksien kehittäminen ja 
testaaminen käy nopeasti. Monia hyödyllisiä ominaisuuksia tarjotaan lisäksi valmiina 
helppokäyttöisinä komponentteina. Asset-kaupasta löytyvää tuotevalikoimaa ei tämän 
työn aikana hyödynnetty, sillä ominaisuudet haluttiin kehittää itse, oppimistarkoitukses-
sa. Mikäli tarkoituksena on vain testata erilaisia ominaisuuksia mahdollisimman nope-
asti, asset-kaupan käyttäminen on kannattavaa, sillä se nopeuttaa kehitystä huomatta-
vasti. 
Projektin edetessä kävi selväksi, että kaikkia etukäteen ajateltuja ominaisuuksia ei eh-
dittäisi asetetun aikataulun puitteissa toteuttamaan. Näin ollen joitakin ominaisuuksia ja 
sisältöä jouduttiin vielä toistaiseksi jättämään pois. Lisäksi aikataulun niin salliessa, olisi 
ollut todella mielenkiintoista tutustua paremmin tekoälyn ja navigoinnin yhteydessä 
käytettäviin tekniikoihin ja hyödyntää niitä käytännössä. 
Kaiken kaikkiaan lopulliseen tuotteeseen oltiin tyytyväisiä ja sen ominaisuudet vastasi-
vat hyvin odotuksia ja tarpeita. Syntynyttä tuotetta voidaan nyt hyödyntää peli-idean 
demonstroimisessa ja arvioimisessa. Prototyyppi tarjoaa myös valmiin pohjan mahdol-
liselle jatkokehitykselle, mikäli yritys niin haluaa. 
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