Service-oriented architecture (SOA) provides a collection of principles and methodologies for designing and developing service-based systems (SBSs). SBSs are composed of looselycoupled, platform independent, and reusable functional units, i.e., services. Alternative technologies to implement SBSs are REST-style (REpresentational State Transfer), Service Component Architecture (SCA), SOAP-based Web service, and so on. However, SBSs cannot overcome some common software engineering challenges, e.g., evolution, to fit new user requirements or changes in execution contexts. All these changes may degrade the quality of design and quality of service of SBSs and may cause the presence of common bad practiced solutions-antipatterns. Hypotheses: H1. Generality: Our domain specific language (DSL) allows the specification of different SOA antipatterns, from simple to more complex ones. H2. Accuracy: Antipatterns detection algorithms have a precision of 75%, and a recall of 100%, i.e., more than three-quarters of detected antipatterns are true positives and we do not miss any existing antipatterns. H3. Extensibility: Our DSL and SOFA framework are extensible for adding new metrics and antipatterns. H4. Performance: The required time for the antipatterns detection is considerably low, i.e., in the order of seconds. Subjects: (1) Eight REST antipatterns: breaking self- descriptiveness, forgetting hypermedia, ignoring caching, ignoring status code, and so on; (2) Ten Web service antipatterns: ambiguous name, chatty web service, fine grained web service, god object web service, redundant port-types, and so on; (3) SCA antipatterns: sand pile, the knot, nobody home, bottleneck service, service chain, bloated service, and so on. 
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