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ABSTRACT OF DISSERTATION

KNITTING CODE: EXAMINING THE RELATIONSHIP BETWEEN KNITTING
AND COMPUTATIONAL THINKING SKILLS USING THE NEXUS OF PRACTICE
Due to the rise of careers in STEM-related fields, there is a growing need for
schools to produce people to fill these positions. One area of STEM that is growing is
computer science/coding. Due to this demand, schools need to be intentional about
exposing students to computer science/coding. There are a variety of new tools to
introduce students to this field. One growing belief is that knitting can teach computer
science/coding to students.
The goal of this study was to see if knitting can serve as an introduction to teach
students computation skills. Kitting has historically been used to code information, and
numerous statements have been made that knitting can teach computer coding. The
rationale behind this thought is that both fields have similar components and can serve to
make coding more accessible to a broader audience. Suppose students that generally
would not identify with computer science/coding due to perceived social norms develop
an interest in knitting. In that case, they could use what they learned as a foundation to
develop an interest in computer coding. This is based on Scollon's Nexus of Practice
(2001), which studies how practices are linked together. This theory believes that
combining different practices makes a possible crossover from one practice to another.
As a result, what may not have been accessible at first due to biases or identity, may
become more accessible. This study will focus on whether knitting can teach students
computational skills and change students’ identity towards computer science/coding.
There is limited research on the relationship between knitting and coding. This
case study attempted to determine if knitting could teach coding. The research was
conducted during two three-week summer enrichment programs. Results revealed that
teaching computer coding through knitting was comparable to traditional instruction.
While not necessarily better, this shows that knitting can teach computation skills and
improve identity. This could be important for encouraging students that would not
typically study computer science/coding to enter the field.
KEYWORDS: STEM, STEAM, Computer Coding, Knitting, Nexus of Practice,
SCRATCH
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Chapter 1 INTRODUCTION
With the rise in STEM (Science, Technology, Engineering, and Mathematics)
careers there is a growing need for students to pursue majors in STEM fields to fill these
positions. “In the 21st century, when the knowledge-based economy is steering
improvement and development, STEM education has gained increasing momentum and
importance” (Bozkurt, Ucar, Durak, & Iden, 2018, p. 374). The world is advancing, and
STEM is at the center of this advancement. As a result, more people will need to fill the
open positions. According to the National Science Foundation (2017), careers in science
and engineering have increased from 1.7% in 1960 to 4.8% in 2017 (See Figure 1.1). The
National Science Foundation (2017) defines science and engineering careers as
biological/agricultural/environmental life sciences, physical sciences (chemistry, physics,
astronomy, and earth/ ocean/atmospheric), computer sciences, mathematics/statistics,
engineering, psychology, and social sciences. This does not include health care
professionals or health care technicians.

Figure 1.1
Percentage of jobs that are science and engineering compared to total careers (National
Science Foundation, 2017)
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Science and engineering careers have more than double the growth rate of other
jobs. Between 2019 to 2029, the US Bureau of Labor (2020) predicts that STEM careers
will increase by 8.0%, while non-STEM careers will increase by 3.4%. Of these branches
of science and engineering, mathematics and computer science are projected to make up
23.1% of the growth; additionally, of all the available science and engineering careers,
59% of them are predicted to be in math or computer science (National Science
Foundation, 2017). Also, according to the National Science Foundation (2017), 51% of
those who received a degree in mathematics, computer science, or engineering are most
likely to get hired and maintain a career in their field.

One STEM field with a growing interest and needs is computer science (Massoud,
Hallman, & Plaisent, 2018). With the rise of technology, more individuals that computer
code will be necessary to keep up with the demand. Unfortunately, even though there is a
rise in the need for computer coding, only 45% of high schools in the United States teach
computer science (Code.org, n.d.). When students were asked which subjects were their
favorite, they responded with computer science and the arts (Code.org, n.d.).
Additionally, white males have been the majority to have plans to major in computer
science in college (National Science Foundation, 2017). When students were exposed to
advanced placement (AP) computer science courses in high school, females were ten
times more likely to major in computer science in college, and Black and Latino students
were seven times more likely (Code.org, n.d.). This shows that what occurs in a K-12
school before college can impact students’ interests and career aspirations. Therefore, if
more computer scientists are needed to fill the growing demand for computer coding
careers, students need to be targeted before entering college.
2

While the demand has grown for computer coders, the computer science
community has also adjusted and created new ways of teaching computer coding. One
growing trend is called computer coding “unplugged”. Computer coding “unplugged”
does not use computers but instead teaches computation skills using physical objects (Lee
& Junoh, 2019). There are various ways that computer coding is being taught in
“unplugged” formats, including drawing arrows on paper, playing board games, drawing
out sequential events from a story, and using manipulatives (Lee & Junoh, 2019).
Another tool that is being used to promote computer coding is codable toys. Various
robotic toys have arisen that teach the essential components of computer coding, such as
Lego Mindstorm, Ozobot, Sphero, Dash, and Dot. These robots require the user to create
code and then transfer the code to the robot to perform certain functions. A third format
in which kids are exposed to computer coding is through drag and drop programs. At the
beginning of the century, Mitchel Resnick and Yasmin Kafai identified that a new
method was needed to teach computer coding to children (Resnick, Maloney, MonroyHernandez, Rusk, Eastmond, Brennan, & Kaffai, 2009). This program became known as
Scratch. Scratch is one of the first drag and drop programs. Drag and drop programs use
colorful virtual boxes that look like long puzzle pieces and signify different possible
commands. By fitting together these various commands, other actions occur. Resnick et
al. (2009) thought Scratch/drag and drop would interest children due to the media
creation, scaffolded approach, and colorful visuals.
Another alternative idea that is emerging to teach computer coding is through
knitting. Knitting and computer coding have similarities, and as a result, there is a
growing idea that students that learn to knit will be better computer coders (Roberts,
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2019). In a New York Times article, Dr. Matsumoto argues that knitting is computer
coding. She states that yarn is programmable, and by using different stitches in knitting
(or crochet), a person can create different properties (Roberts, 2019). “Stitch patterns
provide code…more complex code than the 1s and 0s of binary…that creates the
program for the elasticity and geometry of knitted fabric.” The buzzword is “topological
programmable materials,” said postdoc Michael Dimitriyev” (Roberts, 2019, Taking
Yarn to the Big Screen Section, para. 2). By creating different properties, different
outputs will be created, and that is how different designs are created. By teaching
computer coding through knitting, the student is learning computer coding “unplugged”.
Computer coding concepts are being presented but in a different format that may make
the idea of computer coding more understandable and accessible (Roberts, 2019).
This case study focused on the idea of using knitting to teach computer coding.
The purpose was to combine knitting instruction with computer coding instruction to
observe the outcomes of student identity and development of computational thinking
skills. While this may seem like an abstract idea, this is not the first-time computer
coding, and knitting has been combined.

1.1 History of Knitting Code
Knitting has a history of being used as a coding mechanism. During WWI and
WWII, female spies would code messages into knitting (Petersen & McClintock, 1942).
During WWI, an elderly Belgian woman would knit as she looked out her window at the
train station. As one train passed, she would make a purl in the fabric she was knitting.
When another train passed, she would intentionally drop a stitch to make a hole (Petersen
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& McClintock, 1942). By doing this, she could code the comings and goings of trains.
She then gave this piece of knitted fabric to a fellow Belgian resistance spy who was
working on defeating the occupying Germans (Petersen & McClintock, 1942). During
WWII, a British woman named Phyllis Latour Doyle would sit outside a German War
Office and knit messages for the British. She would incorporate Morse Code into her
fabric, using knit and purls, as officers came and went from the war office (Fear, 2018).
Knitting slowly started to be known as a way to code information. At the end of
WWI, an article appeared in UK Pearson’s Magazine, stating Germans had knitted whole
sweaters filled with messages (Adlington, 2015). The article continues that when the
Germans unraveled the sweater, they discovered knots in the wool yarn. There were
different spaces between each knot which represented different letters of the alphabet
(Adlington, 2015). During WWII, Belgium placed a ban on posting knitting patterns
because they may have contained code, and the British refused to take imported patterns
in case they contained code (Adlington, 2015).
Knitting was very common during wars when resources were not as available, so
it was not uncommon to see a woman with knitting needles and yarn. Women were often
knitting socks or mittens for soldiers. This is what made knitting a perfect cover. Knitting
looked innocent enough, but the information was gathered without anyone knowing
(Adlington, 2015).
Knitting Code can also be seen in the literature. In the book “A Tale of Two
Cities” by Charles Dickens (1859), Madame Defarge, a French woman, and worker of the
French Revolution, would watch the executions of nobles while knitting. While the
knitting looked inconspicuous, Madame Defarge was knitting names of future nobles she
5

would condemn to the guillotine. Her knitting listed the names of everyone the French
revolutionaries meant to kill (Dickens, 1859).
Knitting Code is a form of steganography. In steganography, messages are hidden
in objects, such as hiding Morse code on a postcard or knitting messages in a scarf
(Brandreth, 1899). Knitting is formed from two types of stitches, the purl, and the knit.
The purl produces a small bump while the knit produces a “v” shape stitch. Different
looks occur when the stitches are combined in different ways, but the knitting is still only
made up of knits and purls. Knitting provides a good medium to write Morse code
because knits and purls can represent dots and dashes (Brandreth, 1899). Even in today’s
modern society, knitting is still used as code. In Isabell Kraemer’s (2019) “Purl Code”
sweater, knitters can knit messages into their sweater through a Morse Code alphabet. To
understand how this works, a basic understanding of knitting is needed.

1.2 Information on Knitting and Computer Coding
A basic knitting and computer coding background are necessary to understand how
Knitting Code works. First, an understanding of knitting and reading knitting patterns is
needed. In knitting, needles, and yarn create either a knit or purl stitch. The placement of
the yarn and needle dictates the type of stitch made. Each type of stitch produces a stitch
that varies in appearance. Additional steps can be placed between a knit or purl, such as
moving the piece of yarn being used in something called a yarn over to create a more
decorative or structurally sound stitch. Overall, the two stitches make a variety of looks,
from lace to the typical knit sweater. A beginner knitter is taught both stitches, but the
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combinations of the stitches can produce hundreds of different looks. Examples of
different stitch combinations can be seen in figure 1.2.
Figure 1.2
Sample of knitted work using the knit and purl stitches. The combination of the stitches
produces different textures and appearances. Knitted work based on the pattern from
Pendenza Sampler Shawl (Plymouth Yarn Design Studio, 2017)

When reading or writing a knit pattern, the goal is to simplify the writing enough so
that the pattern uses repeats instead of writing the same directions repeatedly. These
repeats are necessary. Otherwise, the pattern would become confusing and very long.
Repeats are usually signified by using an asterisk, symbol, or brackets with an
explanation of how many repetitions are necessary. Additionally, these repeats may vary
due to the size of an item the knitter is trying to create. Abbreviations are also used in
patterns so that the pattern writer does not need to write out each stitch. It is commonly
known that a “K” represents a knit stitch while a “P” symbolizes a purl stitch. Additional
abbreviations are usually listed in a key on the pattern, such as K2Tog (knit two together)
or SSK (slip a stitch, slip a stitch, and knit both stitches). The overall purpose of
abbreviations and repeats is to simplify the pattern to be easy to read and take up minimal
space. An example of a written knit pattern can be seen in figure 1.3.
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Figure 1.3
Example of knitting pattern instructions. Instructions show an example of abbreviations
and repeats (stars). Instructions are from Knit Cowls by Lisa Gentry (2014)

As seen in the knitting pattern in Figure 1.3, knitting has its own type of coding,
much like computer coding. While they are very similar, computer coding can sometimes
be more complicated. First, there are a variety of languages that can be learned, from C++
to Python. Additionally, in computer coding, there is both input and output. In the input,
something is placed in the code that changes the output. The computer coder also writes
lines of codes that provide directions to produce the output. Variables are also used to
assign data to a group, such as variable_one = 100. Functions are also used to direct data
in a piece of written code. Finally, loops are used to create repeats until the desired outcome
is reached. A loop is “a sequence of instructions that are continuously repeated until a
certain condition is reached” (Lee & Junoh, 2019, p. 712). Looping is a “necessary process
for effectively coding an event that occurs repeatedly” (Lee & Junoh, 2019, p. 712). Figure
1.4, code is written in Python and shows variables, input, output, and strings. Knitting and
computer coding at first appear to be very different, but they have several similarities.
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Figure 1.4
Example of code and output. The variable is my_string and represents “knitting.” The code
is a loop and repeats until knitting is spelled out letter by letter, and then each letter is
taken away.

1.3 Definitions
Knitting: The use of needles and yarn to produce a fiber product
Knit: A knitting stitch that forms a flat stitch
Purl: A knitting stitch that forms a small bump
Pattern: Directions of when to use knit and purls and how many
Parallelization: Acttions occurring at the same time (Merriam-Webster, 2022)
Identity: “The connections someone makes between themselves and a social group” (Starr,
2018, p. 490).
Computer Code: “The process of identifying and labeling each step to complete a task”
(Lee & Junoh, 2019, p. 712)
Computer Language: Different styles of commands that used for carrying situations
Input: A command that is placed in the code that changes the output
Output: The end product
Variable: A placeholder
Loop: A repeat
9

Function: Used to direct data in a piece of written code
Sequence: The order of a set of steps
Algorithm: A list of step-by-step procedures used to complete a task (Lee & Junoh, 2019).
Decomposition: Problems are broken down through a process (Sung, 2019)/ the process of
breaking down complex problems into smaller, more manageable parts (McVeighMurphey, 2019).
Abstraction: Ignoring specific details to focus on the general idea (Sung, 2019)/ to simplify
strings of code into different functions (McVeigh-Murphey, 2019).

One issue that arose when referring to terminology was the use of computer coding.
Coding is an ambiguous term that can be applied to several situations and is not specific to
writing a computer language. The correct terminology for writing a computer language
would be computer programming. While computer programming is what this study is
encompassing the researcher used the vaguer word of computer coding due to the
terminology Scratch uses. Scratch was the program the researched used in the study, and
as a result students learned the word coding. When trying to add the word programming
students because confused, so the researcher referred to their actions as coding. To
streamline what was learned by students/student quotes, computer coding is used
throughout this paper instead of computer programming. The word computer is added
before coding to designate the application to computer science/programming compared to
the coding mentioned in data analysis.

1.4 Similarities and Differences Between Knitting and Computer Coding
Computer coding and knitting have some similarities and differences. Computer
code can be very complex, and while knitting can be tricky, it is only made up of two
stitches. Computer code has its own languages with multiple words and meanings. One
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argument for the similarities between computer code and knitting is that knitting uses a
knit and purl while computer coding uses 0’s and 1’s (Roberts, 2019). This would be true
for binary, but this is not true for using most computer coding languages. Second, the
knitting pattern and computer code produce an output, but the output varies. Computer
coding produces words, directions, and images, while the knitted pattern produces a
knitted fabric.
There are also some significant similarities between how computer coding and
knitting are constructed. When reading the patterns, you read the directions in lines from
left to right in either case. In both cases, the rules of reading the directions are the same,
and after completing one line, the reader or computer completes the next step of orders.
Second, both the computer code and knitting pattern have input and output. The input for
knitting is yarn, and the output is a section of knitted material. In computer code, the
input and output are text. There are repetitive sections in both a knitting pattern and
computer coding. In computer coding, the repetitive areas are called loops and repeat
until some function is completed. In knitting, the repeats continue until a certain number
of stitches are attained. In both cases, once a marker is met, the computer or knitter
knows to move to the next section. According to Buckner (2015), knitting and coding
minimize repeating directions/code through a loop. A loop ends in either case once a
specific pre-set parameter is met. For knitting, this might be at the end of a row.
Additionally, in knitting instructions, meanings are assigned to certain abbreviations,
similarly to the variables assigned in computer code.
Knitting and computer coding also have some additional similarities. First. Both
knitting and computer code store information. A knitted item stores all the steps that
11

occurred in the process. Additionally, data can be knitted into a pattern. For example,
certain temperatures outside could be assigned a color. The knitter then could knit a color
to represent the average temperature for each day for a year. In computer coding, the
input information is stored and used in the computer code. Second, frequent error checks
are needed in both knitting and computer coding. An error early on could destroy the
computer code or knitted pattern later. Therefore, regular checks are needed in both to
make sure the pattern and computer code are working. Third, in both knitting and
computer coding, learning the initial ideas are simple, but both have large areas to
improve and grow. Besides the similarities between knitting and computer coding, there
are also different types of computer code that can be knitted.

1.5 Knitting is Code/Types of Knitting Code
There is a variety of formats that can be used to knit code. During WWI and WWI,
spies would use different combinations of stitches and knots to send messages. In today’s
modern society, coding knitting has expanded. In Elizabeth Kraemer’s (2019) Purl Code
sweater pattern, knitters have the opportunity to knit a Morse Code message into their
sweater. This is one way that code can be incorporated into knitting.
Another method of Knitting Code is by using binary code. In binary, the numbers
0 and 1 represent the on and off switches of what is occurring in a computer. This can be
transferred to knitting by using knits and purls to represent the 0’s and 1’s (Roberts,
2019). A knitter can also use two yarn colors to represent the 0’s and 1’s. A third method
is to knit the numbers/symbols/words/pictures into the pattern in something called
typographic knitting.
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Typographic knitting is “the process of fitting color fields together in a woven
design” (Schlomer, 2019, p. 4). The combination of the different colors creates a pixellike effect, which enables the knitter to create an image. What is unique about
typographic knitting is that it “demands constant translation between the physical knitting
process and the optical result” (Schlomer, 2019, p. 5). This pixel form of knitting requires
the knitter to use logical and pre-assigned colors to create a design that portrays a preplanned image. Pictures on computers are made of pixels that have been assigned a
specific color. In both knitting and computer coding, a picture/pattern is created when
these pixels are combined. Pixel images are a form of code, and this can be applied to
knitting by either using knits and purls or using different colors of yarn. By creating pixel
images on knitted materials, the designer can portray codes. For example, the knitter can
knit 0’s and 1’s for binary code or knit in dashes and dots for Morse code. Additionally,
the knitter can knit designs such as a QR code or a pixelized image.
Overall, there are several applicable ways the code can be portrayed through
knitting. Additionally, many statements have been made that Knitting Code is something
that teachers should be considering (Roberts, 2019). Knitting Code is a unique
“unplugged” method of teaching code.

1.6 Research Questions
This study aims to better understand if knitting can improve students’ understanding
of computer coding. Claims have been made that knitting is code (Roberts, 2019), there
are various historical examples, and there are multiple forms of knitted code. In this
study, two groups of students between sixth to eighth grade from a public middle school
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summer school enrichment program will either undergo a computer coding program
(comparative group) or a knitting and computer coding program (experimental group).
The program will take fourteen 48-minute class periods, with the control group being
taught a computer coding curriculum. In contrast, the experimental group is being taught
a computer code curriculum that incorporates knitting. By the end of the study, students
in the comparative group will have a basic understanding of computer coding, and
students in the experimental group will have a basic knowledge of computer coding and
knitting.
It is believed that the use of arts in STEM can promote a different type of learning
due to the requirement to find a creative solution to a problem (Peppler & Wohlwend,
2018). The key is that the art/craft must be included in a meaningful way that improves
learning through problem-solving and not just to make an item. By using craft/knitting in
combination with coding, the identities clash and produce a new learning experience that
may enable females, minorities, or those not typically interested in computer coding to
excel (Peppler & Wohlwend, 2018). This study will focus on two research questions.
•

Research question 1: How does learning to knit while learning to computer code
facilitate the understanding of Computational Thinking skills, including
abstraction, Algorithmic Thinking, and understanding of parallelization in
adolescent students?

•

Research Question 2: How does combining knitting and computer coding impact
the identity of who studies computer science in adolescent students?
These research questions were determined through a thorough investigation on

literature related to STEM, computer coding, computer coding “unplugged”,
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minority/female identity, arts in STEM, and the Nexus Theory. Several themes emerged,
including identity, learning skills, and teaching methods.

1.7 Overview of Study
The Nexus Theory is the guiding Theoretical Framework of this study. It is believed
that the use of arts in STEM can promote a different type of learning due to the
requirement to find a creative solution to a problem (Peppler & Wohlwend, 2018). By
using craft/knitting in combination with computer coding instruction, the identities clash
and produce a new learning experience that may enable females, minorities, or those not
typically interested in computer coding to excel (Peppler & Wohlwend, 2018).
The research will be designed as a qualitative case study. Data will be collected in
various formats to determine trends and eliminate bias. Data will be collected during
every lesson through a variety of formats. At the end of the study, data will be coded
using QDA Minter Lite to determine categories and themes. Finally, data from the
comparative group will be compared against the experimental group to serve as a
baseline.
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Chapter 2 LITERATURE REVIEW/THEORETICAL FRAMEWORK
STEM careers are in very high demand (Bozkurt et al., 2018). "In the 21st century,
when the knowledge-based economy is steering improvement and development, STEM
education has gained increasing momentum and importance” (Bozkurt et al., 2018, p.
374). One component of STEM is technology, and with the increasing use of technology,
computer science, and computer coding are becoming vital in today’s society (Massoud
et al., 2018). "It is getting more and more widely recognized that teaching children the
basic concepts and skills of computer sciences are of considerable value. It seems that,
among many technological applications such as software, hardware, and the internet, the
software application has gained prominence in computer sciences in recent years”
(Tonbuloglu & Tonbuloglu, 2019, p. 404).
Personal computers became available to the general public in the late 1970s. As a
result, there was an increase in enthusiasm to teach children how to computer code
(Resnick et al., 2009). This enthusiasm slowly faded with time, and schools shifted away
from teaching computer coding to using computers for other purposes (Resnick et al.,
2009). While computers are still an essential part of today’s society, and children often
use them daily, studying computer coding has become exclusive. As a result, computer
coding has developed an identity that it is only attainable for a small group of technically
and mathematically skilled people (Resnick et al., 2009). This is problematic because
computer coding is becoming more important and needed as technology improves. There
are not enough people to fill the demand (Massoud et al., 2018; Maxwell, 2016; National
Science Foundation, 2017).
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Computer coding is “the process of identifying and labeling each step to complete
a task” (Lee & Junoh, 2019, p. 712). There is an increase in demand for those that know
how to computer code, and as a result, colleges need to produce a diverse group of
learners to fill this demand (Ehrlinger et al., 2018; Varma, 2006). Computer “coding
skills should be considered among basic skills, and they are of equivalent importance as
reading” (Tonbuloglu & Tonbuloglu, 2019, p. 404). Although, all responsibility should
not be placed on colleges because students develop an interest in computer science at a
much younger age (Sung, 2019). Additionally, students develop an identity as they grow
and are exposed to computer science (Starr, 2018). If this identity does not match the
stereotype of a computer scientist that the individual has formed, there will be a loss of
interest (Starr, 2018; Varma, 2006).
Various tools have been created to develop an interest in computer science and
computer coding for children. One tool is called computer coding “unplugged” and
teaches computer coding skills without using technology (Lee & Junoh, 2019). Another
method used to teach computer coding to children is using computer coding toys such as
Lego Mindstorm, Ozobot, Sphero, Dash, and Dot (Gurbuz, Evlioglu, Erol, Gulsecen, &
Gulsecen, 2016). Finally, drag-and-drop programs, such as Scratch, have been developed
to make coding more scaffolded and engaging (Resnick et al., 2009). Another growing
idea is that knitting can be used to teach computer coding. Knitting and coding have
similarities, and as a result, there is a growing idea that students that learn to knit will be
better coders (Roberts, 2019).
There have been numerous claims that knitting can teach computer coding
concepts, but these claims have little scientific backing (Buckner, 2015; Roberts, 2019).
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As a result, a literature review is needed to determine trends and previous/current
research. From the literature, the best methods and tools can be selected to design an
experiment to test the claim that knitting can teach computer coding. Since there is
minimal research on teaching computer coding through knitting, or as the researcher has
termed it, “Knitting Code”, it is impossible to search for articles related to this idea.
Instead, the ideas surrounding “Knitting Code” had to be used to look at past/current
research. Keywords and concepts used when searching for articles included: computer
coding “unplugged”, computer coding, computer coding, computer science, STEM, and
STEAM. Additionally, the terms Computational Thinking and Algorithmic Thinking
were added as search terms when they kept appearing in articles. Finally, while reading,
female involvement and identity issues in computer science arose. As a result, further
searches included the key terms: females and minorities. As the literature was reviewed,
themes started to appear to explain how knitting could become a future tool for teaching
computer coding.

2.1 Literature Review
This literature review is organized into four main sections based on the four
emerging themes while reading past/current research. The four themes are identity
(Ehrlinger et al., 2018; Rubio et al., 2014; Starr, 2018; Tobin, Menon, Menon, Spatta,
Hodges, & Perry, 2010; Toglia, 2013) essential thinking skills (Cooper et al., 2000;
Futschek, 2006; Hurlburt, 2018; Lee & Junoh, 2019; Lee & Junoh, 2019; Ricketts, 2018;
Sung, 2019; Tonbuloglu & Tonbuloglu, 2019), STEM vs. STEAM (Adkins et al., 2017;
Gulhan & Sahin, 2018; Jawad et al., 2018; Looi et al., 2018; Peppler & Glosson, 2013;
Thuneberg et al., 2017), and pedagogical teaching approaches (Adkins et al., 2017;
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Campbell & Walsh, 2019; Costantino, 2018; Daugherty, 2013; Gulhan & Sahin, 2018;
Lee & Junoh, 2019; Peppler & Glosson, 2013; Resnick et al., 2009). Each section will
begin with a summary of the theme, followed by a more in-depth review of what is found
in each theme, and will then end with an overview of research that encompasses that
theme. Upon completing the Literature Review, the Theoretical Framework will be
discussed. Finally, in a brief conclusion, the components that will be used in the
“Knitting Code” program will be discussed based on the information from the Literature
Review and Theoretical Framework.
2.1.1 Theme One: Identity and the Impacts
A person’s identity impacts their interest, what major they choose in college, and
what career they choose for their future (Starr, 2018). An identity is “the connections
someone makes between themselves and a social group, such as people in STEM fields”
(Starr, 2018, p. 490). Females and other minorities, such as Blacks, have been shown to
struggle to align their identity with that of a computer scientist (Ehrlinger et al., 2018).
Additionally, males and females have different perceptions of who computer codes
(Rubio et al., 2014). When a person's perceived stereotypes about a group, in this case,
computer scientists, do not match their own self-concepts or identity, their desire to be a
member of that group diminishes (Tobin et al., 2010). Due to this disconnect between
identity and females/minorities, there is an underrepresentation of these groups in
computer science careers even though the demand is rising (Rubio, et al., 2014). While
there are personal costs for those not pursuing these careers, such as less income, there is
also a national and world cost. The denial of diverse perspectives that may bring a
different perspective, and thus solution, to a problem, are not present (Ehrlinger et al.,
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2018). Rubio et al. (2014) state that male students claim to find computer coding easier,
have higher intentions to program in the future, and show higher learning outcomes than
female students.
Gender plays a role in learning and should be considered when designing lessons
(Honigsfeld & Dunn, 2003). Males and females have distinct learning preferences such as
environmental, emotional, sociological, physiological, and perceptual learning styles that
should be considered when designing lessons (Honigsfeld & Dunn, 2003). For example,
according to Honigsfeld and Dunn (2003), male students preferred peer interaction and
kinesthetic activities, while females preferred warmer temperatures, various social
interactions, self-motivation, persistence, and responsibility. If computer science is only
taught using one method, then that method may not be appealing to females and have
nothing to do with the content but with how the content is being presented. This may be
able to explain why females could potentially struggle with learning computer science,
but it does not explain why they never take an interest.
Exposure to computers is another component to be considered when looking at
the gender gap in computer science. When professionals who p were asked about their
exposure to computer science, both males and females did not differ on the amount of
exposure (Ehrlinger et al., 2018). Due to this, exposure to computers cannot explain the
gender gap in computer science. Yet, more males are represented in these careers, and
females are considered a minority (Ehrlinger et al., 2018). In one study, 400,000
freshmen in the US were surveyed about computer use, and results showed there was no
difference in computer use, but there was a big difference in confidence between males
and females when using a computer (Rubio et al., 2014). Additionally, females entering
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college intending to major in computer science has decreased from 37% (1980’s) to 14%
(2013), so exposure cannot explain why females are not pursuing careers in computer
science (Rubio et al., 2014).
A third component to consider why there are fewer females in computer science
has to do with perceptions and identity (Rubio et al., 2014). It is believed that these
components play a more significant role in who takes an interest in computer coding
(Rubio et al., 2014). Television shows, movies, and firsthand experiences, such as
exposure in the classroom, play a role in developing stereotypes of a computer scientist
(Ehrlinger et al., 2018). The stereotype of a computer scientist is often described as male,
intelligent, unattractive, lacking social skills, technology-oriented, and obsessed with
computers (Starr, 2018).
It is believed that identity can explain why more women are not pursuing careers
in computer science. This is believed to be due to lack of confidence, lack of parental
encouragement, and unrelatable stereotypes (Ehrlinger et al., 2018). Stereotypes reduce
women's identification with STEM fields, such as computer science, decreasing their
motivation to enter those domains. “Stereotypes may be gender-based (STEM is for men)
or trait-based (STEM is for geniuses)” (Starr, 2018, p. 489). As a result, females may be
more prone to enter specific STEM fields, such as biology, but not others that are more
prone to nerd-genius stereotypes such as computer science (Starr, 2018).
Furthermore, compared to males, females have a more significant stereotype of a
computer scientist (Ehrlinger et al., 2018). In a study by Ehrlinger et al. (2018),
researchers compared male versus female stereotypical views in computer science and
engineering fields. The study used two hundred sixty-nine college students, one hundred
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eighty-seven of whom were females (Ehrlinger et al., 2018). First, the researcher asked
the participants to describe the prototypical computer scientist (study 1) and engineer
(study 2) through open-ended descriptions as well as through a set of trait ratings
(Ehrlinger et al., 2018). Afterward, participants rated themselves, based on the same set
of traits, on a scale of one to nine (Ehrlinger et al., 2018). Finally, Ehrlinger et al. (2018)
asked the participants to explain their likelihood of pursuing future college courses and
careers in computer science (study 1) and engineering (study 2). Results revealed that
women held a more stereotypical view of both computer scientists (study 1) and
engineers (study 2) than males (Ehrlinger et al., 2018). Additionally, females did not
relate to these fields as much as males, based on the set of traits they rated to themselves
(Ehrlinger et al., 2018). Finally, Ehrlinger et al. (2018) discovered females were less
likely to pursue careers in computer science (study 1) and engineering (study 2)
compared to males. This shows females’ identities, and stereotypes impacted their
motivation to pursue a career in STEM fields like computer science (Starr, 2018).
Due to the negative impacts identity has on females and computer science, how
computer science is being introduced and taught needs to change (Rubio et al., 2014).
Interventions can be used when designing lessons and surveys (Cromley, Perez, Wills,
Tanaka, Horvat, & Agbenyega, 2013). First, when designing introductory computer
coding courses, the designers should consider the different
perceptions/identities/stereotypes of those who study computer science (Rubio et al.,
2014). Harvey Mudd College has a three-pronged approach that has improved female
participation in computer science: separate tracks based on experience, computing
research experiences, and female community-building activities (Rubio et al., 2014).
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Additionally, Ehrlinger et al. (2018) explained a way to overcome stereotypes of a
computer scientist is to give young men and women direct experiences with counterstereotypic exemplars in the field. By doing this, females are being exposed to someone
who does not match their stereotype and is in the field of computer science. Another way
to reduce nerd-genius stereotypes for women in computer science is to remove artifacts
reminiscent of these stereotypes, such as a picture of a male computer scientist (Starr,
2018). Additionally, Toglia (2013) has five ways to improve female participation in
computer science: (1) mentoring programs, (2) removing gender depicting content
materials, (3) implementing parent education programs, (4) having counselors receive
ongoing training to ensure they have the tools to promote STEM careers for females (5)
bringing female guest speakers of STEM careers into the classroom (Toglia, 2013).
Finally, Google launched "Made with Code," which targeted females and focused on
coding projects, female community-building activities, and video profiles of women in
computing (Rubio et al., 2014).
2.1.2 Theme Two: Essential Thinking Skills
The second theme that emerged when reviewing past literature was thinking skills
needed for students to become proficient in computer coding. Two main thinking skills
were frequently discussed, including Computational Thinking and Algorithmic Thinking.
Both thinking skills were often mentioned as needed skills for those not only interested in
pursuing computer coding, but as general education skills (Futschek, 2006; Lee & Junoh,
2019; Sung, 2019).
Computational Thinking is a cognitive process where an individual takes a large
problem and divides the problem into smaller sections that can be solved through a set of
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steps or a flowchart (Lee & Junoh, 2019; Ricketts, 2018; Sung, 2019; Tonbuloglu &
Tonbuloglu, 2019). Computational Thinking has become popular recently, particularly in
computer coding education. Sung (2019) states that Computational Thinking has a close
relationship with technology and engineering education because similar processes occur.
“The use of technology involves Computational Thinking skills, and computer science is
used for the acquisitions of Computational Thinking skills” (Tonbuloglu & Tonbuloglu,
2019, p. 404). In Computational Thinking, problems are broken down into smaller
sections through a flow chart. In computer science, the same thing occurs, but it is called
decomposition and illustrates the logic from the start to the end when solving a problem
(Sung, 2019). Critical elements of Computational Thinking include (1) abstraction and
automation (2) systematic process and information (3) symbol systems and
representations (4) algorithmic notions of flow control (5) structured problem
decomposition (6) iterative, recursive, and parallel thinking (7) conditional logic (8)
Efficiency and performance constraints (9) Debugging and systematic error detection
(Grover & Pea, 2013). In Table 2.1, an example of Computational Thinking can be seen.
The question of how many golf balls could a boat model hold is the guiding question, and
the table shows the steps, or computation thinking, involved in finding the answer (Sung,
2019). The problem is broken down or decomposed to make a flow chart of the solution
that shows the logic and thinking behind solving the problem.
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Table 2.1
Example of Computational Thinking Practices (Sung, 2019, p. 12)
Guiding Questions
1) What is the weight of a golf ball?
2) What is the total weight of 20 golf
balls?
3) What is the formula to get the volume
of a boat that holds 920g?

Use of Computational Thinking
Weight of a golf ball using a scale.
• m^golf ball = 46g
Build a formula to get the total weight.
• m^golf ball x 20 = 46g x 20 = 920g
Complete the volume formula that meets
the critical load using the density triangle.
•
•
•

4) What is the minimum length, depth,
and height for the critical load?
5) How would the critical load be
illustrated in a graph using the formula?
The graph should include two lines
representing critical density numbers and
minimum loads.

Vcritical load = 920g/Dwater
Dwater = 1g/1ml
Vcritical load = 920cm3,
1ml = 1cm
Compute the volume of your design
model.
• 920cm3 < Lcm x Dcm x Hcm
Illustrate a graph that represents the
critical density of water and minimum
loads

•
•

6) What is the theoretical number of golf
balls that your boat model loads?

•
•

mmax load = Dwater x Vraft model
e.g.) L = 15cm, D = 15cm, H =
5cm, VLXDXH = 1125cm3
mmax load = 1125g
Predicted number of golf balls =
1125g = 24.46

Algorithmic Thinking is also often associated with computer coding and is a set
of abilities used to construct and understand algorithms that will complete a task or solve
a given problem (Lee & Junoh, 2019). Using algorithms is an underlying theme in
engineering, computer science, and other “hard science” such as physics, chemistry,
biology, and astronomy (Hurlburt, 2018). A simple definition of an algorithm is a list of
step-by-step procedures used to complete a task (Lee & Junoh, 2019). Algorithms are
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often associated with computer coding (Lee & Junoh, 2019). Learning to computer code
involves Algorithmic Thinking because computer coders need to know to develop a set of
instructions, or an algorithm, to complete a task or solve a given problem (Ricketts,
2018). Algorithmic Thinking includes decomposition, repetition, data organization,
generalization, parameterization, algorithm vs. program, top-down design, refinement,
and critical thinking (Cooper et al., 2000; Hurlburt, 2018). Critical thinking is needed
when applying mathematical knowledge to create an algorithm to solve a problem. This
skill goes beyond the classroom and into many aspects of life (Hurlburt, 2018). By
improving critical thinking and Algorithmic Thinking, students learn what makes up an
algorithm, how to appreciate them, and eventually how to develop new algorithms
(Hurlburt, 2018).
Unfortunately, by the time students enter college, they can often not construct a
stepwise algorithm to solve a given problem (Cooper, Dann, & Pausch, 2000). As a
result, if a teacher wants to instill Algorithmic Thinking into students, the process should
be started at a young age when the students are children (Cooper et al., 2000). An
example of this is identifying daily tasks that implement an algorithm design, such as
washing hands, brushing their teeth, or putting on a jacket (Lee & Junoh, 2019). By
looking at these tasks, students can explain how each job is carried out, which is an
example of Algorithmic Thinking.
Computational and Algorithmic Thinking are sometimes viewed as
interchangeable ideas that are not defined clearly but are related. Algorithmic Thinking
can be thought of as a part of Computational Thinking. A weakness of Algorithmic
Thinking is that mathematical formulas only provide the minimum requirements for
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solving a problem and do not consider the logic and reasoning behind the steps that
Computational Thinking does (Sung, 2019). In other words, Algorithmic Thinking
creates an algorithm, or a series of steps, to solve a given problem. Computational
Thinking is more about developing skills on how to approach a problem. One of the
computational skills is developing an algorithm through Algorithmic Thinking.
Computational Thinking helps understand how to approach all problems, while
Algorithmic Thinking is the development of an algorithm for a particular problem.
Learning a computer coding language can be intimidating for a beginning
computer coder and may cause a lack of interest due to this difficulty. As a result, the
computer coding language barrier needs to be removed and replaced with a variety of
problem-solving experiences that require the use of decomposition and algorithms (Sung,
2019). Once students have improved their computational and Algorithmic Thinking, then
computer coding languages can be incorporated. Learning to approach problems and
create an algorithm to solve the problem is an important skill.
According to Lee and Junoh (2019), when incorporating these thinking skills into
lessons for kids, they should be based around an underlying story, just as a computer
code would be based on an underlying task. Once students are given a task, several steps
should occur, including (1) students being given a variety of sizes of blank grid paper and
directional arrow cards, (2) students being given appropriate props to act out their story
(3) students being given writing and drawing materials to record their stories in a step-bystep format (4) commercialized coding toys being integrated into instruction to provide
opportunities to computer code and see the results (5) the teacher incorporating computer
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code-associated terms when discussing results to build meaning in students (Lee &
Junoh, 2019).
2.1.3 Theme Three: STEM vs. STEAM
The third theme that emerged when reviewing research was adding art into
STEM. STEM is an acronym for Science, Technology, Engineering, and Math, while
STEAM adds a fifth component, Art. By adding art, a design component is being added
that may aid STEM fields (Costantino, 2018). By using art in a transdisciplinary
approach to teaching STEM, an interest that wasn’t in an individual before may develop
(Costantino, 2018, p. 102). The goal of adding art to STEM is to add creativity and
innovation to the field (Daugherty, 2013). Research shows the art component must be
meaningful and not just for entertainment purposes (Adkins et al., 2017). Additionally,
the idea of STEAM has shown evidence of improving cognitive scores, increasing
innovation, and motivating students into STEM (Colucci-Gray et al., 2017).
Additionally, Peppler and Glosson (2013), a leader in incorporating art into
STEM, believes the STEAM approach promotes more female and minority involvement
in technology-related disciplines (such as computer education). A "STEAM-powered
approach to education aims to balance technical expertise with artistic vision” (Peppler &
Glosson, 2013, p. 39).
There have been several studies that have been carried out using the STEAM
approach (Adkins et al., 2017; Gulhan & Sahin, 2018; Jawad et al., 2018; Jawad et al.,
2018; Looi et al., 2018; Thuneberg et al., 2017). These studies have a variety of designs
but focus on incorporating art into a STEM concept. The studies range from elementary

28

to graduate level and examine the impacts of adding art on understanding, motivation,
and attitude towards STEM. There is no correct design, and the experiments were built
based on what the researchers wanted to study.
In a study by Gulhan and Sahin (2018), the value of adding art as a design aspect
into STEM was examined. Thirty students in the seventh grade participated in five
STEAM activities over the reflection and absorption of light. The lesson took five weeks
and a total of twenty hours (Gulhan & Sahin, 2018). Lessons ranged from experimenting
with different types of mirrors, designing kaleidoscopes, and testing with reflecting a
rainbow. After the activity, Gulhan and Sahin (2018) examined projects that combined
elements of the engineering design process, art, and science. They noticed positive results
that combined a creative design linked with the science content. Six students were also
interviewed after the activity. Gulhan and Sahin (2018) asked students if adding arts
increased their interest in STEM fields, and students responded that, yes, art helped them
understand science concepts better, and the communication and teamwork in the design
process were helpful. Finally, when Gulhan and Sahin (2018) asked which fields STEAM
students enjoyed the most, four of the six students replied that art was their favorite field.
A new group of students were brought into STEM by combining art into STEM.
In another study by Adkins et al. (2017), the benefits of the interdisciplinary
fusions of science and art were examined through a case study that lasted one semester in
a college setting. In this study, agar, a jelly derived from algae used to grow bacteria, art
was used in an introductory microbiology course, and results were compared to a control
course using the traditional format of teaching microbiology (Adkins et al., 2017). The
control group consisted of thirty-three participants, and the experimental group consisted
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of thirty participants. Both groups of students received soil samples at the beginning of
the semester and had to isolate and identify different microbes from the soil samples. The
courses were compared by students' ability to identify an unknown microbe, pre-and
post-surveys, and blind interviews to measure concept mastery, attitudes towards science,
and student demographic characteristics. Adkins et al. (2017) discovered that students
who participated in open-inquiry agar art activity had greater confidence in their ability
than the control class. Although, both classes performed at the same level. Even with the
small sample size, the results suggest that incorporating art in an intentional format can
enhance a STEM course, students’ understanding, confidence, and desire to continue
studying the topic (Adkins et al., 2017).
In a study by Peppler and Glosson (2013), the use of an e-textile toolkit and if it
could aid youth in learning about electronics in an elective setting and whether e-textiles
could elucidate important circuitry concepts that traditional materials have historically
struggled to convey was studied. The research had two goals: to determine how youth
learn about electrical circuits in an elective environment and how can e-textiles facilitate
the learning of important concepts in electrical circuits that traditional materials have
historically struggled to convey (Peppler & Glosson, 2013). Overall, Peppler and Glosson
(2013) tested whether youth could create an overall working circuit by whether they
understood three core concepts: current flow, connections, and polarity by combining art
and science. The study by Peppler and Glosson (2013) focused on seventeen youth
between the ages of seven and twelve at a local Boys and Girls Club. The twenty-hour
after-school program that met two times a week for two hours each was designed to teach
the youth about electrical circuitry and then create an e-textile project combining the art
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of the e-textile with the science of circuitry. Peppler and Glosson (2013) collected data
through pre-and post-tests to gauge students' understanding of current flow, connection,
and polarity. Afterward, data was analyzed using a sequential mixed-methods approach
(pre-post with paired samples, videotaped observations, artifacts, circuit design
assessment). The circuit design assessment was analyzed by coding the youths' responses
on a five-point scale (Peppler & Glosson, 2013). Peppler and Glosson’s (2013) results
revealed that the combination of art and science did produce positive results, including
that youth were engaged in the e-textile design, demonstrated gains in their ability to
produce a model drawing of a working circuit, and could explain how current flow,
polarity, and connections worked.
In a fourth study by Jawad et al. (2018), integrating art and animation in teaching
computer coding to high school students was explored. The program combined art,
animation, and computer code using three groups of high school students. Each group
received instruction in a different setting, and hours of instruction ranged from three to
twenty-five hours. The study investigated students’ interest, knowledge of computer
coding, and their interest in pursuing a degree in computer science (Jawad et al., 2018).
Data was gathered through pre-and post-test surveys using a five-point Likert scale to
measure students' computer science degree interest (Jawad et al., 2018). Jawad et al.
(2018) determined through the study that by combining art with science, students’
knowledge, enjoyment, motivation in learning computer coding, and their interest in
pursuing a degree in computer science after graduation increased. Surprisingly, there was
a more significant increase in females than males, and this new approach combining art
and science was hypothesized why (Jawad et al., 2018). Most participants were excited to
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share their art at the completion of the course. In an additional case study by HunterDoniger and Sydow (2016), the effects of changing a STEM curriculum to a STEAM
curriculum in middle school was examined. The purpose of the study was to investigate
the effectiveness, importance, and sustainability of a STEAM curriculum. The STEAM
curriculum should be interdisciplinary and inquiry-based to promote creativity, problemsolving, critical thinking, and collaboration (Hunter-Doniger & Sydow, 2016). The
school the study occurred in had seven hundred and seventy-six students in grades sixth
through eighth. Data was collected through Likert scale surveys given to teachers at the
beginning and end of the study, field notes and observations from teachers, interviews
from teachers, and demographic surveys. Data was analyzed through mixed methods and
driven by two research questions. Results showed that adding art to STEM was valuable
in staff satisfaction and student learning. Hunter-Doniger and Sydow (2016) plan to
continue their study for two additional years and focus more on students’ experience
using surveys, focus groups, and test scores.
Finally, in a study by Thuneberg et al. (2017), art was combined with math to
create an exhibition. The study used two hundred and fifty-six students between the ages
of twelve and thirteen. Students completed the validated SQR-A and RAVEN
questionnaires pre-and post-the study (Thuneberg et al., 2017). Data was analyzed
through linear modeling and structural equation path modeling. Based on these results,
students were grouped into performance groups. Results were positive, with even the
lowest-scoring group appreciating the math and art concept (Thuneberg et al., 2017).
Overall, the attitude was positive in both the experience and the content learned.
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2.1.4 Theme Four: Pedagogical Teaching Approaches
Today’s students were born in a digital-dependent era, and they are used to
technology being a guiding component in their lives (Gurbuz et al., 2016). Additionally,
Children frequently experience automated systems with coding-based systems in
their daily lives. Due to rapid changes in technology, children are being exposed
to these systems more and more, and this exposure naturally promotes their
interest in how things perform or move automatically (Lee & Junoh, 2019, p.
709).
Coding is a language, and today’s students need to become literate in this
language (Lee & Junoh, 2019). Digital literacy involves not just the ability to chat,
browse, and interact online but also the ability to design, create, and invent with new
media (Resnick et al., 2009). Much of the population view computer coding as only
appropriate for a specialized few, but that is not the case anymore (Resnick et al., 2009).
Initially, computer coding language programs were too difficult for the beginning
computer coder because they involved challenging activities with no context for the
learner (Resnick et al., 2009). Now, different pedagogical approaches include computer
coding “unplugged” and a variety of coding instructional tools.
Computer coding “unplugged” has existed for over twenty years. Bell, Witten,
and Fellows (1998) conducted some of the earliest research on coding “unplugged” and
created several “unplugged” coding activities. Bell et al. (1998) combined those activities
in a free online book called, “Computer Science “unplugged”: Off-line Activities and
Games for All Ages”, which presented the idea that computer coding could be taught
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without a computer (Bell & Vahrenhold, 2018). In all formats, the computer coding
“unplugged” approach has promoted the same core principles, including: (1) the barrier
of learning a computer coding language is removed (2) activities are meaningful and
applicable (3) learning occurs without the use of a computer (4) content can be taught in a
variety of settings with a fluctuating number of participants (Bell & Vahrenhold, 2018).

These activities have recently been published on a website called
CSunplugged.org (Bell & Vahrenhold, 2018). These activities have now been translated
into several languages and are used in numerous curricula such as code.org, Hour of
Code, Discover Project – I Discover Coding, “unplugged” Coding Game, and Beaver
(Tonbuloglu & Tonbuloglu, 2019). Additionally, coding “unplugged” has continued to
evolve as more teachers/developers have created new activities to contribute to this
approach of teaching computer coding (Bell & Vahrenhold, 2018). As the evolution has
occurred, the focus has also expanded, and now coding “unplugged” has become known
as more of a pedagogical approach for introducing computer coding and computer
science (Bell & Vahrenhold, 2018). The appeal of “unplugged” computer coding is that
the activities provide a format to teach computer coding that allows for collaboration,
creativity, and problem solving (Cortina, 2015). Using “unplugged” techniques, complex
ideas can be taught in an engaging, fun atmosphere that uses minimum time (Bell &
Vahrenhold, 2018).
Coding “unplugged” was created for outreach programs, such as camps or after
school events so that students could learn to code even when computers were not in
supply (Bell & Vahrenhold, 2018). Due to this approach, coding “unplugged” could
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reach a broader and larger audience in a variety of settings (Bell & Vahrenhold, 2018;
Tonbuloglu & Tonbuloglu, 2019). Since computers are not needed, there are no
restrictions on the number of participants based on the availability of materials.
Additionally, “unplugged” can teach more than computer coding, including
Computational Thinking, collaboration, and problem-solving (Tonbuloglu & Tonbuloglu,
2019).
There are several requirements for an activity to be considered “unplugged”.
These requirements include that no computers can be used, the ideas being taught are
based on real computer science/coding, participants learn by doing, the activities are fun,
the activities may be based on a game to promote engagement, there is a kinesthetic
component, and the activities require resilience, including trial and error, to solve (Bell &
Vahrenhold, 2018; Tonbuloglu & Tonbuloglu, 2019). Additionally, “unplugged”
activities usually use inexpensive and widely available materials that would be easily
accessible (Tonbuloglu & Tonbuloglu, 2019).
There are several ways that “unplugged” coding can be approached. Due to the
flexibility of this teaching method, this approach can be taught in both traditional
(classroom) and non-traditional (camps, after-school programs, etc.) settings (Bell &
Vahrenhold, 2018). An example of how to introduce the concept of coding in an
“unplugged” format can be as simple as asking about daily tasks. First, the instructor
needs to ask students/participants what tasks they complete daily, such as brushing their
teeth, washing their hands, etc. (Lee & Junoh, 2019). This approach is used because
computer coding creates a list of steps to complete a task, similar to a list of steps to
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complete a daily task (Lee & Junoh, 2019). In either case, students create an algorithm
comprised of code, or a list of steps, to complete a task. Computer coding may be a new
term to the students/participants, so students may be able to relate by approaching the
concept of computer coding with familiar concepts, such as washing hands (Lee & Junoh,
2019). Students can also debate if there are different or better ways to complete a task,
and from there, a discussion can be held on debugging, removing unnecessary steps,
loops, and errors (Lee & Junoh, 2019). Students can also practice coding daily, outside of
the instructional setting, by thinking about the steps involved to complete a given task
(Lee & Junoh, 2019).

Once students have grasped the idea that their daily tasks involve a set of steps,
students/participants can be challenged to draw these steps physically on pieces of paper
(Lee & Junoh, 2019). Once completed, students can then take the drawings and use
directional arrows lay out their steps/code on a piece of paper (Lee & Junoh, 2019). The
pictures serve as a manipulative that can be moved and re-arranged to design the best
algorithm (Lee & Junoh, 2019). Students/participants can also switch their algorithms
with other students and challenge each other to figure out what task their algorithm is
showing. There are other examples of “unplugged” coding, such as providing a piece of
grid paper with a start and end and having students draw directional arrows in each block
to complete the tasks (Lee & Junoh, 2019). Additionally, students can direct each other
using directional words to get one participant from one location to another.
Teachers/instructors can also read simple stories and have students draw/describe the
steps involved to complete the algorithm of the story (Lee & Junoh, 2019). All these
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examples involve the combination of real-life application, a non-intimidating approach,
and collaboration to teach coding.
There are a couple of defined limitations of “unplugged” coding. First, since
coding “unplugged” was initially designed as an outreach tool to introduce students to
computer coding, “unplugged” coding is not meant to be taught by itself beyond the
outreach (Bell & Vahrenhold, 2018). In other words, “unplugged” coding is not a
curriculum or program of study, but it is instead a supplement/introductory tool to a
computer coding curriculum (Bell & Vahrenhold, 2018). Additionally, as coding
“unplugged” has become more common, the pedagogical definition has become
contradictory if plugged coding must be involved when teaching “unplugged” computer
science (Bell & Vahrenhold, 2018). Third, coding “unplugged” can only teach general
ideas of computer science but not details (Bell & Vahrenhold, 2018). Coding
“unplugged” should be based on general concepts, which is why coding “unplugged” is
considered a supplement. Another weakness of “unplugged” coding is that it starts from
scratch when it is taught and is not linked to any previous student experience (Bell &
Vahrenhold, 2018). With some students, this may become a problem, and they may lose
interest due to their belief that they are already experts (Bell & Vahrenhold, 2018). With
these limitations, “unplugged” coding is still thought of as an effective practical approach
to coding (Bell & Vahrenhold, 2018).
When defining “effective” concerning “unplugged” coding, two main categories
are often referred to in research: an improvement in attitude towards coding and the
advancement of knowledge of coding (Bell & Vahrenhold, 2018; Lee & Junoh, 2019;
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Tonbuloglu & Tonbuloglu, 2019). Research has revealed both successes of “unplugged”
coding and instances when it may not have been the best pedagogical approach. One
thing to consider when reading is that the research conducted rarely examines the
effectiveness of the overall pedagogical approach to “unplugged” coding, but it is instead
focusing on the effectiveness of a specific program under the umbrella term of coding
“unplugged” (Bell & Vahrenhold, 2018).
The first defining element of the effectiveness of coding “unplugged” is an
improvement in attitude towards coding and computer science (Bell & Vahrenhold,
2018). Since “unplugged” coding originated as an outreach program, many view the
improvement of attitude towards coding and computer science as the primary goal of the
“unplugged” approach (Bell & Vahrenhold, 2018; Lee & Junoh, 2019; Tonbuloglu &
Tonbuloglu, 2019). Taub et al. (2012) define the attitudes of coding as “representing
evaluations towards an “attitude object” in dimensions such as good/bad,
harmful/beneﬁcial, pleasant/unpleasant and likable/unlikable; for example, evaluating
computer science as boring or tedious” (p. 8:5). Additionally, Taub et al. (2012) define
attitude to “include the motivational factors that inﬂuence a behavior” (p. 8:5). This
includes the motivation to pursue a study of computer science. Results from research are
mixed on if “unplugged” coding improves attitude.

In a study by Taub et al. (2012), the attitudes, understanding, and achievements of
“unplugged” coding were studied in two traditional and one non-traditional classroom
settings using the CSunplugged book by Bell et al. (1998). Seventh-grade students (ages
12-13) were used because the researchers felt that it was the optimal age when students
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started making decisions about their future studies. The study was mixed methods and
included a Likert-type questionnaire as the quantitative data and open-ended question
interviews as the qualitative data (Taub et al., 2012). Data was collected both before
students were exposed to the “unplugged” activities and after the program, after students
were exposed to the “unplugged” activities. Two schools and teachers with no prior
computer coding education participated in the study. The first school, an all-girls school,
studied the “unplugged” activities over a semester using two different classes (N1 = 27,
N2 = 25). The second school, a co-ed school, studied the “unplugged” activities in an
obligatory after-school program (N3 = 26). All three classes spent two hours a week
studying the same “unplugged” activities. Taub et al. (2012) instructed the teachers to use
the activities that covered binary numbers, image representation, text compression, error
detection, information theory, searching algorithms and sorting algorithms (activities one
to seven). Additionally, in the ﬁrst school, the students also studied the activity that dealt
with graph coloring (activity fourteen), while in the second school, they studied sorting
networks (activity eight).

Data was analyzed using several methods. First, questionnaire data was analyzed
using a t-test from before the study and after the study. Then a one-way ANOVA test was
used on the results from the questionnaire to determine differences in the scores from
each class (Taub et al., 2012, p. 8:8). Data from interviews about views was coded into
different categories, including “(a) the nature of computer science, (b) women in
computer science, (c) the work in computer science (speciﬁcally, cooperation in
computer science), (d) careers in computer science, and (e) the relation between computer
science “unplugged” and concepts in computer science” (Taub et al., 2012, p. 8:8). Data
39

from interviews about attitudes was data coded into different categories including “(a)
attitudes toward computer science and their perceived future success, (b) attitudes toward
the computer science “unplugged” activities, and (c) attitudes towards the computer
scientist” (Taub et al., 2012, p. 8:8).

Results from this study had the opposite effect the researchers were expecting.
After the study, Taub et al. (2012) found that students' attitudes towards computer coding
and computer science had decreased. Participants found the topic of computer coding less
interesting, and they had less of a desire or motivation to pursue a career in computer
science. This was the opposite result Taub et al. (2012) was expecting. There were some
restraints the researchers identified that may have caused these unexpected results. First,
only a couple of activities were covered due to time constraints (Taub et al., 2012). If
more time had been allotted, students would have completed more activities and become
more engaged. Second, Taub et al. (2012) believe that outside interactions of students
impacted views, attitudes, and intentions. Finally, the researchers thought that the
students didn’t connect the purpose of activities with coding (Taub et al., 2012). Even
with these unexpected results, Taub et al. (2012) still believe that “unplugged” coding has
potential and should be used, and further research is needed.

In another study, Tonbuloglu and Tonbuloglu (2019) conducted a study in a
traditional classroom setting on how coding activities impacted the Computational
Thinking of middle school students. The guiding questions of the study asked if
“unplugged” activities impacted Computational Thinking skills and what were the
experiences of students when learning “unplugged” activities (Tonbuloglu & Tonbuloglu,
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2019). The mixed-method study used pre- and post-surveys before and after students
experienced ten weeks of “unplugged” learning along with observations and
daybooks/student journals. One hundred and fourteen students in fifth grade participated.
The survey used was the “Computational Thinking Skill Levels Scale” developed by
Korkmaz, Cakir, and Ozden (2017), and utilizes a five-point Likert type scale over
twenty-two Computational Thinking Skills with the lowest score being twenty-two and
the highest score being one-hundred and ten (Tonbuloglu & Tonbuloglu, 2019). The
observations and daybooks allowed the researchers to monitor the class daily.
Observations and daybooks included field notes of experiences, activities performed,
reactions, the flow of the lessons, areas of difficulty, and notes about the result of the
lesson (Tonbuloglu & Tonbuloglu, 2019). The survey was analyzed through a paired ttest and observations and daybooks were analyzed through content analysis (Tonbuloglu
& Tonbuloglu, 2019).

Results from this study revealed different results from the Taub et al. (2012)
study. The student’s reactions were determined through the observations and
daybooks/student journals and revealed the students found the lessons entertaining and
motivating (Tonbuloglu & Tonbuloglu, 2019). As a result, Tonbuloglu and Tonbuloglu
(2019) believe that “unplugged” activities have a positive effect on attitude and the
motivation to pursue a career in computer science. Tonbuloglu and Tonbuloglu (2019)
also experienced limitations of their study including the overcrowding of class size which
caused scheduling conflicts with the activities.
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Another theme that has emerged around the effectiveness of “unplugged” coding
is the improvement of knowledge about computer coding/computer science concepts. The
main mention of knowledge skills that are studied, regarding “unplugged” coding, are
Computational Thinking skills. Computational Thinking is a cognitive process where an
individual takes a big problem and divides the problem into smaller sections that can be
solved through a set of steps or a flowchart (Lee & Junoh, 2019; Ricketts, 2018; Sung,
2019; Tonbuloglu & Tonbuloglu, 2019). Computational Thinking has become popular
recently, particularly in coding education. Sung (2019), states that Computational
Thinking has a close relationship with technology and engineering education because
similar processes occur. "The use of technology involves Computational Thinking skills,
and computer science is used for the acquisitions of Computational Thinking skills”
(Tonbuloglu & Tonbuloglu, 2019, p. 404). In Computational Thinking, problems are
broken down into smaller sections through the process of a flow chart. In computer
science, the same thing occurs, but it is called decomposition and illustrates the logic
from the start to the end when solving a problem (Sung, 2019). Key elements of
Computational Thinking include (1) abstraction and automation (2) systematic process
and information (3) symbol systems and representations (4) algorithmic notions of flow
control (5) structured problem decomposition (6) iterative, recursive, and parallel
thinking (7) conditional logic (8) Efficiency and performance constraints (9) Debugging
and systematic error detection (Grover & Pea, 2013).

Looi, How, Longkai, Seow, and Liu (2018) conducted a mixed-methods twophase design study in a traditional educational setting to understand how “unplugged”
activities impact the development of Computational Thinking. This was done by looking
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at the "in-between" process from using the “unplugged” activities, creating an artifact,
and evaluating the types of Computational Thinking skills developed (Looi et al., 2018).
Two groups of students (activity group and control group) underwent an introduction to
computing class, one group completed the program in the traditional format (n = 18) and
one group completed the program in the “unplugged” format (n=17). In the end, both
groups were asked to produce an artifact to represent their knowledge of a sorting
algorithm (Looi et al., 2018). Additional data was collected through interviews and video
recordings of groups during the lessons. The data was coded, and inter-rater reliability
tests were conducted.

Results revealed that the Computational Thinking scores were higher for the
students that participated in the “unplugged” activity group compared to the traditional
formatted class (Looi et al., 2018). Additionally, the individual computation thinking
skills (decomposition, algorithmic design, generalization, abstraction, and evaluation)
were broken down revealing that twelve of the seventeen students participating in the
““unplugged”: curriculum used all five of the Computational Thinking skills compared to
the control group where only three of the eighteen used all five of the Computational
Thinking skills (Looi et al., 2018). The limitations of this study included a small sample
size, and the analysis of data did not consider how the interactions of factors may impact
the outcome (Looi et al., 2018).
Additionally, there has been more data to support the idea the “unplugged” coding
does improve Computational Thinking. In the Tonbuloglu and Tonbuloglu (2019) study,
besides “unplugged” activities increasing attitude, results between the pre- and post-
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survey also showed improvement of Computational Thinking, creativity, Algorithmic
Thinking, collaboration, and critical thinking. Also, Taub et al. (2012), while stating the
“unplugged” coding hurt attitude, revealed an increase in skills needed for Computational
Thinking from the beginning of the study to the end. None of these studies suggested that
using “unplugged” coding had no effect or hurt students’ understanding of Computational
Thinking.
The main noticeable difference between plugged coding versus “unplugged”
coding is that plugged coding uses a computer (Lee & Junoh, 2019). As mentioned
earlier, coding is, “the process of identifying and labeling each step to complete a task”
(Lee & Junoh, 2019, p. 712). The traditional method of teaching coding is by creating an
algorithm using codes on a computer. There are multiple computer languages such as
Python and C++ that can be used to create the code (Papadakis et al., 2016; Resnick et
al., 2009). For this method, the focus is on completing the given task, compared to
“unplugged” coding, where the focus is on building the skills needed to understand how
to complete the task (Lee & Junoh, 2019; Tonbuloglu & Tonbuloglu, 2019). Plugged
coding is often referred to as just computer coding, but for differentiation in this paper, it
will be referred to as plugged coding (Lee & Junoh, 2019).

As mentioned earlier, the reason that original plugged coding instruction lost
interest was due to coding languages being difficult for students to understand and
master, coding being introduced using activities that had no meaning in a child’s life, and
the restrictions of coding did not allow for guidance when the code did not work (Resnick
et al., 2009). While one method to overcome these challenges was the creation of

44

“unplugged” coding, another method was to change how coding instruction was
presented (Lee & Junoh, 2019; Rubio et al., 2014).

There are a variety of coding tools, environments, and approaches that aid the
beginning coder in learning (Gurbuz et al., 2016). First, there has been a fluctuation in
resources and curriculum that focus on teaching coding such as hour-of-code, code
academy, scratch, app inventor, Alice, and light-bot (Rubio et al., 2014). Another
emerging coding resource is using a toy or robot that can be coded to carry out certain
tasks. Lee and Junoh (2019) state that, “integrating commercialized coding toys provide
opportunities to code and to see the coding toys or robots move based on the algorithm
they created and input” (p. 715). Contextualization is also important. Instead of writing
an abstract program, students can learn about basic programs through writing codes that
have meaning to them such as coding a robot to exit a maze, animating a story, playing a
game, or creating light symphonies (Rubio et al., 2014).

A leading approach to teaching coding, especially to younger students, is through
drag-and-drop programs (Resnick et al., 2009). As mentioned before, there should be a
focus on teaching young students coding because they develop an interest at a young age,
and they need to develop the skills to pursue coding at a young age (Lee & Junoh, 2019).
Drag-and-drop programs use virtual colorful boxes that look like long puzzle pieces and
represent different commands (Resnick et al., 2009). Drag-and-drop programs are also
referred to as block-based coding. This method of coding eliminates the need for students
to type code (Papadakis et al., 2016). Block-based or drag-and-drop coding uses a menu
that contains blocks that are categorized and color-coded. Students have a choice of these
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blocks, or codes, to complete the task. Once a block is chosen it is fitted with another
block. If the code is possible the blocks will fit together like a puzzle piece, but if not,
they will not link (Papadakis et al., 2016). By fitting together different commands
different actions occur (Resnick et al., 2009). Block-based/drag-and-drop coding removes
the barrier or learning a coding language and focuses on improving conceptual thinking
(Papadakis et al., 2016). Resnick et al. (2009) believes drag and drop would interest
children due to media creation, scaffolded approach, and colorful visuals. Due to the
range of options for teaching plugged coding, drag-and-drop/block-based programs will
be the main focus when discussing plugged coding in this paper.

Logo, the first block-based language, was developed in 1995, but Scratch,
developed in 2007 at MIT, is more well-known and popular (Papadakis et al., 2016).
Scratch is a computer coding language that uses the block-based/drag-and-drop approach.
The Scratch website (http://scratch.mit.edu) launched in 2007 and consists of a
community of coders that create projects using the Scratch version of block-based/dragand-drop approach (Resnick et al., 2009). Scratch has been called “the YouTube of
interactive media” (Resnick et al., 2009, p. 1). Anyone can gain access to the Scratch
website, free of charge, and write code to create “video games, interactive newsletters,
science simulations, virtual tours, birthday cards, animated dance contests, and interactive
tutorials” (Resnick, et al., 2009, p 1). While Scratch is open to participants of any age, the
focus is on individuals between the ages of eight and sixteen, with the core audience
being twelve (Resnick et al., 2009).
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Papert (1980, as cited in Resnick et al., 2009) states that computer coding
languages should have a “low floor” (easy to get started) and a “high ceiling”
(opportunities to create increasingly complex projects over time). In addition, languages
need “wide walls” (supporting many different types of projects so people with many
different interests and learning styles can all become engaged). “Satisfying the triplet of
low-floor/high-ceiling/wide-walls hasn’t been easy” (p. 4).

Resnick et al. (2009) believes that while some other computer coding languages
have tried, such as Flash and Alice, Scratch can meet these needs the best for making
computer coding accessible for all. Resnick et al. (2009) believe that Scratch is “more
tinkerable, more meaningful, and more social than other computer coding environments”
(p. 4). One Scratch user that has achieved some fame is BalaBethany. BalaBethany
already enjoyed drawing anime characters on paper and made the transition to animating
them on Scratch (Resnick et al., 2009). She would post her designs on Scratch and get
glowing reviews along with questions on how she achieved her computer code to make
her drawing. This prompted her to make episodes using her characters, and she even
created competitions where other users would send it designs for her to use. Additionally,
some users stated they didn’t know how to computer code an anime character so
BalaBethany computer coded videos on how to draw her characters. In a year
BalaBethany computer coded over 200 projects on Scratch (Resnick et al., 2009). This is
an example of how Scratch has enabled a user to take her interests and expand upon them
using Scratch.
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While Scratch/drag-and-drop/block-based programs seem promising there are
some limitations. First, the goal of these programs is not to prepare students for a career
is computer coding (Resnick et al., 2009). Like “unplugged” coding, Scratch/drag-anddrop/block-based programs desire to introduce young students to coding in a nurturing
non-frustrating format with the hopes that interest will be developed to pursue a career in
coding (Papadakis et al., 2016; Resnick et al., 2009). Second, for Scratch/drag-anddrop/block-based programs to be effective students need to be able to transfer the
computational skills they developed to current text-based computer coding languages that
are used in the professional computer coding world (Weintrop & Wilensky, 2019). Third,
when an individual starts computer coding in a text-based format there are no pre-made
commands in boxes that a person can choose from. Scratch/drag-and-drop/block-based
programs may give false impressions of what is involved in computer coding (Weintrop
& Wilensky, 2019). Fourth, Scratch does not use procedures and therefore cannot model
recursions, which is an important theme is computer science (Papadakis et al., 2016).
Finally, Weintrop and Wilensky (2019) believe that using Scratch/drag-and-drop/blockbased programs have no gain in attitude or ability to computer code, so the purpose of
using these programs is similar to “unplugged” coding, as an outreach tool for a wide
audience.

Even though Scratch/drag-and-drop/block-based are popular, their effectiveness is
debatable (Weintrop & Wilensky, 2019). Scratch has made updates since its release in
2007, including allowing users to create their own blocks, store data, export projects,
create projects that react in the physical world using a webcam, and sharing multiple
levels of granularity (Papadakis et al., 2016). To be able to compare plugged coding to
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“unplugged” coding the same definition of effective will be used. When defining
"effective" concerning plugged coding the two main categories that will be discussed are
an improvement in attitude towards coding and the improvement of knowledge of coding.
Attitude is how a participant feels towards the activity (Taub et al., 2012) while
knowledge is based on the computational skills developed (Ricketts, 2018; Sung, 2019).

Papadakis et at. (2016) conducted research over a four-month period on the
effectiveness of Scratch and another coding Android program called AIA. The study
involved three groups of students in a traditional education setting, one control group
taught basic computer coding (n=18), one experimental group taught AIA (n=35), and
another experimental group taught Scratch (n=34). Data was collected in a pre-test,
teacher intervention, and post-test. The goal of the study was to evaluate attitudes
towards coding using the computer attitude scale (CAS) and to analyze student
knowledge using the questionnaire computer coding knowledge (QPK) assessment
(Papadakis et al., 2016). Data was analyzed using SPSS and the standard level of
significance. To compare the results of the CAS and QPK a paired samples t-test was
used along with separate ANOVA tests (Papadakis et al., 2016).

Results from this study showed that the students that used Scratch and AIA
improved their attitude towards computer coding and computer science. Additionally,
Papadakis et al. (2016) believe that students' feelings towards coding and motivation to
pursue a career in computer science is very important. To build this motivation content
needs to apply to students' lives (Papadakis et al., 2016). Limitations of this study
included a short time frame and the use of only one region in Greece.
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Saez-Lopez et al. (2016) conducted a study to determine how Scratch impacts
attitude and Computational Thinking skills and practices in a traditional upper elementary
education setting. One hundred and seven students participated between the grades of
fifth and sixth in five different schools over two years. Each year consisted of a twentyhour program. The study used a mixed-methods quasi-experimental approach. Data was
collected through the Visual Creative Computing Test (VBCCT) and a questionnaire to
analyze learning processes and student's attitudes before and after the program (SaezLopez et al., 2016). Cohen’s kappa was used to analyze inter-rater reliability and results
were compared using a t-test (Saez-Lopez et al., 2016).

Results from this study revealed that the attitude of participants was positive,
using words such as "motivating, fun, and enthusiastic" to describe students' experiences
(Saez-Lopez et al., 2016, p. 139). In both studies students’ attitudes were positive
(Papadakis et al., 2016; Saez-Lopez et al., 2016). This suggests that using Scratch can
improve an individual’s attitude towards coding and computer science. This goes against
what Weintrop and Wilensky (2019) who believes that Scratch does not help or hurt
attitudes towards coding and computer science.

In a qualitative study by Fallon (2016) two elementary classrooms in a traditional
educational setting underwent a study using Scratch Jr to see the effects on students’
Computational Thinking. One teacher had previous Scratch experience and the other did
not, but none of the students in either class had any previous experience. Students worked
in pairs to create a range of shapes and letters using Scratch Jr Thirty-two students or
sixteen pairs of students participated in five sessions of twenty-five minutes to forty-five
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minutes, using Scratch Jr on iPads (Fallon, 2016). Fallon (2016) collected data using an
embedded display and audio capture app installed on the iPads. Using Bloom’s
Taxonomy, the videos were watched, and data was coded from four hundred thirty-six
events that occurred in the nine and a half hours of recorded data (Fallon, 2016). Fortythree of the events could not be agreed on to fit a category, so they were discarded. A
limitation of this study is due to absences, student pairings occasionally were changed or
altered.

Results from the Fallon (2016) study showed an improvement in understanding
and clarifying steps and applying knowledge to test code. According to Resnick et al.
(2009) and Fallon (2016), these are needed steps in Computational Thinking. Results also
showed that some students were performing more advanced conceptual thinking such as
using variables and sequencing. Additionally, in the Saez-Lopez et al. (2016) study,
results showed significant improvement in learning computer coding concepts and
Computational Thinking. Also, in the Papadakis et al. (2016) study there was an
improvement in knowledge towards coding understanding and Computational Thinking.
Papadakis et al. (2016) believes that scratch is better for younger students while AIA is
better for older students because it uses their phone which is meaningful for youth. For
optimal results Papadakis et al. (2016) believe students should be exposed to coding by
using Scratch Jr first, then Scratch, then AIA, and finally a text-based computer coding
language.
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2.2 Theoretical Framework: The Nexus of Practice
The Knitting Code program aims to better understand if knitting can improve
students' understanding of computer coding. Claims have been made that knitting is
computer coding (Roberts, 2019). It is believed that the use of arts in STEM can promote
a different type of learning due to the requirement to find a creative solution to a problem
(Peppler & Wohlwend, 2018). The key is that art/craft must be included in a meaningful
way that serves to improve learning through problem-solving and not just to make an
item. Combining computer coding instruction with the arts has been a challenge in the
past because computer coding has a history of being viewed as challenging to learn
(Peppler & Wohlwend, 2018). By using craft/knitting, in combination with computer
coding, the identities of both clash and produce a new learning experience that may
enable females, minorities, and those not typically interested in coding to excel (Peppler
& Wohlwend, 2018). Additionally, by combining computer coding and knitting the
creative, problem-solving aspects of both may potentially improve learning.

The idea of combining different topics, such as knitting and computer coding, is
referred to as the nexus of practice (Scollon, 2001). The nexus of practice, or more
specifically, the nexus of STEAM, will be the guiding Theoretical Framework of the
Knitting Code program. The nexus of STEAM believes that the use of arts in STEM can
promote a different type of learning that is more meaningful and inclusive (Peppler &
Wohlwend, 2018). By knitting and computer coding the identities of both clash and
produce a new identity that may be more inclusive and provide different access points for
those that struggle with traditional computer coding instruction (Peppler & Wohlwend,
2018).
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The nexus of practice is a fairly new theory (Scollon, 2001). Books such as
“Mediated Discourse” by Scollon (2001) and “The Nexus of Practice” by Hui, Schatzi,
and Shove (2017) provide an understanding of the nexus of practice and the history.
Research using the nexus of practice also serves to better explain the use of the theory.
Research can be found using key terms such as nexus, practices, nexus of practice, and
STEAM. The theoretical framework section is organized by first explaining the history of
mediated discourse and the nexus of practice (Hui et al., 2017; Scollon, 2001), then
research using the nexus of practice is discussed along with the similarities and
differences on how the nexus of practice is used (Atalay, 2011; Palviainen, 2020;
Wohlwend, 2008; Wohlwend & Medina, 2012). Next, the Nexus of Steam is discussed
(Milroy, Holmes, & Wegener, 2015; Peppler & Wohlwend, 2018) along with the
similarities and differences on how the nexus of practice is used (Gulhan & Sahin, 2018;
Jawad et al., 2018; Peppler & Glosson, 2013; Rubio et al., 2014). The literature review
concludes with the justification for using the nexus of practice in the Knitting Code
program (Peppler & Wohlwend, 2018; Scollon, 2001).
2.2.1 History of Mediated Discourse Analysis and the Nexus of Practice
The nexus of STEAM (Peppler & Wohlwend, 2018) is the guiding theoretical
framework for the Knitting Code program and is based on the nexus of practice (Scollon,
2001). Before the nexus of practice and nexus of STEAM can be understood, an
understanding of mediated discourse analysis is needed. Mediated discourse analysis,
proposed by Ron Scollon (2001), is an anthological study based on social action.
Mediated discourse analysis evolved from critical discourse analysis by Chouliaraki and
Fairclough (1999). The purpose of mediated discourse analysis is to “understand social
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life and social change” (Scollon, 2001, p. 8). Mediate is defined as an agreement, and
discourse is defined as a written/spoken conversation/debate (Merriam-Webster.com,
2018). Mediated discourse is concerned with two questions, “what are the actions going
on and how does discourse figure in these actions” (Scollon, 2001, p. 1). Scollon (2001)
argues that mediated discourse analysis has ties with cognitive development theory by
Vygotsky, because “learning proceeds from social interaction through processes of social
interaction to the reproduction on the instrumental plane of human psychological
structures” (p. 9). Scollon (2001) explains mediated discourse through the action of
ordering a cup of coffee with friends.
A simple invitation to go get a cup of coffee is more complex than it appears.
Going for a cup of coffee can be viewed as a single action of getting a cup of coffee; or
the invitation to get a cup of coffee can be viewed as a set of multiple actions such as
driving to the coffee shop, drinking coffee, talking, and throwing away trash (Scollon,
2001). Additionally, when looking through the scope of discourse, the action of getting a
cup of coffee could be considered to have one discourse, having a conversing with
friends while drinking coffee, or a set of multiple discourses, marketing of coffee,
discussing the order, talking about the family, etc. (Scollon, 2001). Additionally, when
ordering a cup of coffee, the cup is the most important element of having a cup of coffee.
Without the cup, coffee cannot be given and consumed by the individual (Scollon, 2001).
The cup is the "material line that holds it all together" (Scollon, 2001, p. 2). The coffee
cup itself is comprised of discourses as well including the branding of the logo on the
cup, legally registering the logo as that of the company, a website listed on the cup, a
statement on the cup explaining their view of coffee growing ethics, information on what
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the cup is made of/if it can be recycled, and finally there is manufacturing information
(Scollon, 2001).
Having a cup of coffee is more complex than it initially seems. Ordering a cup of
coffee is a combination of action (simple or complex) and discourse (simple or complex).
Mediated discourse looks at the relationship between the action and discourse without
giving either one too much attention over the other (Scollon, 2001). Additionally,
mediated discourse is comprised of five concepts: “mediated action, site of engagement,
mediated means, practice, and nexus of practice” (Scollon, 2001, p. 3).
These five concepts work together to clarify mediated discourse. Mediated action
means that the action, not discourse, is the unit of analysis for mediated discourse,
because, without the action, the discourse would not occur (Scollon, 2001). Additionally,
Scollon (2001) states that an action needs to be materially grounded, not an abstract idea.
In the coffee example, the mediated action would be the act of going to go get coffee.
“There can be no action without participation in such discourse; no such discourses
without concrete, material actions” (Scollon, 2001, p. 3). The site of engagement is the
moment in time when an action occurs (Scollon, 2001). The action is unique to that
certain time, and that time needs to be observed when analyzing the action. In the coffee
example, it would be the date, time, and location that the individual is going to go get
coffee. Mediated means is how the action is carried out through material objects (Scollon,
2001). In the coffee example, this would be the coffee cup. Practice is the social practices
and “a mediated action is only interpretable within practices” (Scollon, 2001, p. 4). In the
coffee example, the practice would differ based on where the coffee was made such as a
restaurant of a coffee shop. Finally, the nexus of practice is how practices are linked to
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each other. In the coffee example, the actual ordering is the practice, because the
individual must identify what they want and the size (Scollon, 2001). When combining
these five components they form a “constellation of linked practices which makes for the
uniqueness of the site of engagement and the identities thus produced, not necessarily the
specific practices and actions themselves” (Scollon, 2001, p. 5).
Now that mediated discourse analysis has been described, the nexus of practice
can be better explained. Giddens defines a practice as an organized set of actions (1984,
as cited in Hui et al., 2017), and social practice is a practice that has been developed
through mediated actions until it becomes a norm or habit (Scollon, 2001). As mentioned
before, the nexus of practice is how practices are linked to each other, and Scollon (2001)
describes the nexus of practice, once again, through the action of ordering a cup of
coffee. Scollon (2001) explains that he had practiced ordering coffee before, but the site
of engagement differed so his previous practice was not helpful. As a result, Scollon
(2001) used the menu to improve his knowledge of ordering a cup of coffee, but when he
asked what the difference was between a latte and café au lait when ordering it marked
him as unfamiliar with the practice. He marked himself “as an outsider, but wishing to
come in” (Scollon, 2001, p. 141). Poor performance in a practice signals alienation of a
group, while the successful performance of action signals membership of the group
(Scollon, 2001). The idea from this is that Scollon (2001) was trying to form a
membership or an identity with those that drink coffee at this shop through practice. As
Scollon (2001) explains “one’s actions produce one in the first place as a person who is
competent or not in some social practice, and in the second place, they produce one as
someone with an identity” (p. 142). The nexus of practice argues that when social
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practices overlap, although they are never finalized, the practices form a web that signals
identity (Scollon, 2001).
The nexus of practice evolved from the idea of a community of practice developed
by Bourdieu in 1977. After its initial introduction, the community of practice was reworked
and reintroduced in 1990 (Scollon, 2001). Bourdieu (1977, as cited in Scollon, 2001)
argues in the community of practice people are members of the same group based on their
habits, people cannot be members of several groups, and people do not move from one
group to another. Once a person is a member of a group they are bound and cannot overlap
into another group. Scollon’s (2001) theory of nexus differs from this because Scollon
believes that practices determine identity and acceptance into a group, but social practices
are never finalized and often intersect with other social practices. Nexus refers to, all the
practices. For example, teaching is a nexus. Practice refers to all the components that build
the nexus. For example, practices that fall under teaching include creating assignments,
grading assignments, creating assessments, communicating with parents, etc. (Scollon,
2001).
The nexus of practice can now be understood as the combination of different
practices that form a nexus through links and relationships (Hui et al., 2017). As people
develop practices, they develop certain abilities that signify membership in a group (Hui
et al., 2017). Practices can become organized into a nexus through multiple methods
including gathering around a place or time (Hui et al., 2017). Learning, both passive and
active, is necessary to form practices, and as a result signals membership to a group (Hui
et al., 2017). Additionally, learning occurs when different nexus intersect, because
knowledge is shared through the interaction (Hui et al., 2017). Conflicts can also occur
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when nexus converge because they may not share practices, and as a result, old practices
can develop into new practices (Wohlwend, 2014). The new practices are not what form
the change, instead how the practices interconnect and display a new organization of
practices is what causes a change (Hui et al., 2017). This is referred to as a disruption of
practice (Scollon, 2001). Key practices from the different nexus may form a new nexus
and provide an invitation for new membership of that nexus that combines key practices
and values from the combined nexus (Medina & Wohlwend, 2014). When nexus
combine, the new nexus can change practices and identities that would be slow to change
(Wohlwend, 2014). “When new practices emerge in nexus, the results can be
transformative, allowing greater access and broader participation” (Peppler & Wohlwend,
2018, p. 91).
Materials theory also plays a role in the nexus of practice. Within a nexus and the
practices, knowledge, materials, and tools are used (Holland & Cole, 1995). The practice
determines the expectation of knowledge, materials, and tools. This creates expectations
of what the items are used for and who is allowed to use them (Holland & Cole, 1995).
“Each cultural practice—with its related tools and materials— conveys distinct
expectations for who and what constitutes experts and expertise” (Peppler & Wohlwend,
2018, p. 91). For example, someone that belongs to the nexus of construction would have
the expectation of knowing how to use a saw, while someone that belongs to the nexus of
sewing would have the expectation of knowing how to use a sewing machine. The
expectation can also go the other way. For example, if someone knows how to create a
circuit board, they would be expected to be an electrical engineer. Additionally, tools and
materials often have associations in history and culture (Butler, 1990). This, as a result,
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leads to a different association between males and females (Peppler & Wohlwend, 2018).
This means, based on historic norms and practices, some items, such as a power tool, are
considered more masculine, while some tools, such as finger-nail polish, are considered
more female (Peppler & Wohlwend, 2018). To disrupt these stereotypes of who uses
what, a disruption in nexus needs to occur (Scollon, 2001).
The nexus of practice does have some limitations. First, while there are claims
about the effects of the disruption of nexus there is not much evidence to back the claim.
There is evidence about the nexus of practice, but not on what happens when nexus are
combined (Peppler & Wohlwend, 2018). The evidence may exist, but not using the
terminology of nexus or practice. Additionally, since the introduction to the materials
theory, gender neutrality and gender roles have changed. Historically, an item may have
held a feminine or masculine identity, but today that is not considered socially acceptable
(Peppler & Wohlwend, 2018). More research is needed on the materials theory in modern
society.
2.2.2 Studies Based on the Nexus of Practice
The nexus of practice examines what happens when different nexus are combined
(Scollon, 2001). When an overlap occurs from different nexus new learning and
membership are possible (Hui et al., 2017). The nexus of practice is part of mediated
discourse analysis that looks at the interactions of actions and discourses that occur
(Scollon, 2001). The nexus of practice has been used to better understanding multiple
types of interactions of nexus.
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In a study by Wohlwend (2008), kindergarten, as a nexus, was studied using
reading, writing, play, and design as the practices. Wohlwend (2008) investigated how
play practices and design practices impact an understanding of early literacy; and, how
the nexus of play, design, and writing impact diverse learners. Data was collected through
teacher interviews, classroom visits, and classroom environment surveys. The study
occurred in an all-day traditional classroom setting that contained twenty-one students
from diverse backgrounds. Mediated discourse analysis and multimodal analysis were
used to gain a better understanding of the results (Wohlwend, 2008). Results included
students "playing" as a teacher and reading to each other, students authoring books, and
using literature to reenacting sports events (Wohlwend, 2008). By combining the
practices of reading, writing, play, and design students were able to make sense of their
learning. Wohlwend (2008) states by combining the nexus of school and the nexus of
play and design students were able to improve their literacy.
Additionally, in a study by Palviainen (2020) the nexus of video and
communication, of two multilingual families, was studied. Both families consisted of a
single mother in her thirties with a four-year-old child. In modern society, a variety of
video communication software has developed including Skype, Zoom, and Google
Hangouts. This article questions if adding the nexus of video to the nexus of
communication impacts the emotional relationships of these mothers to a significant
other living abroad (Palviainen, 2020). “The daily video calls are seen as a nexus of
practice, i.e., a constellation of social, linked practices. The overall aim of the study is to
navigate the nexus of practice, i.e., to identify linked and recurring practices in the video
calls across the two trans-local family configurations” (Palviainen, 2020, p. 86).
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Additionally, the researcher studied how the mediated action of using technology impacts
communication. Data was collected in three stages including researcher-led interviews,
participant-led interviews, and recall interviews. Additionally, one mother made notes on
an iPad about her video calls and the other mother recorded some of her video phone
calls (Palviainen, 2020). The researcher used a three-step method to analyze the nexus of
practice including engaging the nexus of practice (social actions identified), navigating
the nexus of practice (map discourses), and identifying changes in the nexus of practice
(Palviainen, 2020). Results showed that by combining video with communication enabled
emotional bonds (Palviainen, 2020). Additionally, Palviainen (2020) argues that digital
video practices aid in the development of language.
Finally, in a study by Wohlwend and Medina (2012) the nexus of media and
education was studied through the show “What Not to Wear.” The study questioned how
the overlap between media and education impacts identity revision (Wohlwend &
Medina, 2012). This research arose out of the idea that media impacts expectations of
gender models and racial representations that may affect self-image (Wohlwend &
Medina, 2012). The show “What Not to Wear” uses items and clothes to develop an
individual’s identity. Wohlwend and Medina (2012) “examined how this fashion
makeover program teaches participants and viewers to value dominant gender and
ethnicity performances through negative fashion readings of (primarily) women’s bodies”
(p. 547). Mediated discourse analysis was used to understand the overlap of the different
nexus (Wohlwend & Medina, 2012). First, Wohlwend and Medina (2012) engaged the
nexus of practice by identifying the main actors, practices, and transformative events.
Second, Wohlwend and Medina (2012) navigated the nexus of practice by identifying
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reoccurring types of scenes and types of clothes. In the third step, Wohlwend and Medina
(2012) identified the nexus by determining how the practices of media education impact
belonging. The results of the study showed that "first, the program is a dramatization that
represents one woman's (portrayal of) lived practices and clothing choices which are read
on her body as a personal expression of fashion trends. Second, each videotaped episode
in the reality program is a globalized lesson, situated in the nexus of discourses about
gender, ethnicity, and consumerism that shape viewer identities" (Wohlwend & Medina,
2012, p. 557). Wohlwend and Medina (2012) argue that media, when combined with
education/instruction, can have transformative power.
2.2.3 Similarities and Differences Between Nexus of Practice Studies
All three studies focused on different topics but were guided by the nexus of
practice (Palviainen, 2020; Wohlwend, 2008; Wohlwend & Medina, 2012). There were
differences between the studies. First, all three studies used the nexus of practice to look
at very different social interactions. In the study by Wohlwend (2008) interactions
between children in a classroom were studied. In the study by Palviainen (2020)
interactions between a mother, her child, and another individual on a video class were
observed. Finally, in the study by Wohlwend and Medina (2012) interactions that
occurred on a television program were observed.
Second, the nexus of practice in the three studies were used for different purposes.
In the first study Wohlwend (2008) examined the nexus of kindergarten and how the
practices (reading, writing, play, and design) impact learning. In this study, there was a
slight study of the disruption of nexus when play and literacy overlapped. Additionally,
there was mention of materials theory, (Butler, 1990) in that the boys preferred to apply
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sports (viewed as masculine) to literacy while the girls preferred to play school (viewed
as feminine) to improve their literacy. Overall, this study showed that the disruptions
improved learning and that play needs to be a part of kindergarten, but the author did not
examine the impact of material theory on learning. Palviainen (2020) used the nexus of
practice for a very different reason. In this study, no disruption occurred, but different
practices of communication were observed including audio, video, and language.
Palviainen (2020) determined that the practice of video communication did improve the
overall nexus of communication by improving the emotional connection. The study by
Wohlwend and Medina (2012) once again looked at the nexus of media and how an
educational program such as "What Not to Wear" impact identity. While the main
purpose of the show may not be to educate what people should wear it, does have an
adverse effect. The show frequently discusses "correct" practices. By the show
explaining, showing, and modeling how one should look, a viewer will either identify or
change their identity to identify with the practices of the show. Wohlwend and Medina
(2012) wanted to show how media along with magazines, movies, posters, etc. impact a
person's identity.
While these studies differed, they were also similar. All three studies examined
forms of human interaction. The social interaction was the focus, and the nexus of
practice served to explain the interaction (Palviainen, 2020; Wohlwend, 2008; Wohlwend
& Medina, 2012). While the interactions were in different forms there was still a
mediation to form a discourse (Scollon, 2001). This mediation included a combination of
skills that determined an identity. The cumulative term for the skills in a nexus (Scollon,
2001).
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Additionally, in all three studies, the researchers were using the nexus of practice
to explain why people interact the way they did and what shaped their desire to identify
with a nexus (Palviainen, 2020; Wohlwend, 2008; Wohlwend & Medina, 2012). In the
study by Palviainen (2020) and Wohlwend and Medina (2012) the formation of identity
impacted either what language was spoken or what clothes to wear. In both studies,
mediated discourse analysis was used to engage, navigate, and identify practices that
determined identity. Materials also played a role when explaining social interaction
through the nexus of practice. In the study by Wohlwend (2008) and Wohlwend and
Medina (2012) materials impacted identity. The nexus of practice was used to explain
this phenomenon. These items historically had a stigma and did impact the practice.
The nexus of practice is important for the Knitting Code program because
different nexus (knitting and coding) will be combined. Where the practices overlap is
where the Knitting Code program will emerge from. To gain a better understanding, the
nexus of art and STEM need to be examined.
2.2.4 The Nexus of STEAM
Peppler and Wohlwend (2018) conducted research on combining art and STEM.
The research is based on the nexus of practice, but Peppler and Wohlwend (2018)
developed their own term, nexus of STEAM, to explain their findings. In this adaptation
of the nexus theory, the nexus of art and the nexus of a STEM are combined into a new
nexus that uses a combination of practices from both nexus (Peppler & Wohlwend,
2018). The combination creates a disruption of nexus. The results of this new nexus can
provide different acceptance points of membership and identity that may have previously
been blocked due to not fitting in with the original practices (Scollon, 2001). Therefore,
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by combining the nexus of art and the nexus of STEM, the new nexus of STEAM may
enable participation, leadership, and access that was not there before (Peppler &
Wohlwend, 2018). Combining the nexus of art and STEM has been occurring for years
(Atalay, 2011; Peppler & Wohlwend, 2018). “Art and science has a long, entwined
history dating back to Plato and Aristotle, through da Vinci and later Enlightenment...In
the 21st century, attention has turned one again to the intersections of art and science, at
both theoretical and practical levels” (Peppler & Wohlwend, 2018, p. 90). For example,
Leonardo da Vinci drew some of the first realistic images of human anatomy which is
considered a great work of art, yet his motivation stemmed from science and the desire to
understand the human body (Atalay, 2011). Additionally, several current artists either
collaborate with individuals in different content or have cross-disciplinary training
themselves that enables the artist to combine art with another nexus (Milroy et al., 2015;
Peppler & Wohlwend, 2018).
When the nexus of steam occurs two limitations do occur. Fist, when one nexus
(i.e., crochet) is combined with another nexus (geometry) the new nexus will only contain
some of the aspects from each nexus. That means that the new nexus will not be as indepth about either of the original nexus, but the new nexus will provide a point of entry
that will enable the individual to cross over to the original nexus (Peppler & Wohlwend,
2018). When combining nexus, the individual needs to determine how in-depth they want
to go. If a basic understanding is all that is needed, then the new nexus will serve. If the
individual wants to go more in-depth, then they can use the practices learned in the new
nexus to build their understanding of the original nexus. The second limitation is that the
combination of art and STEM must be combined in a meaningful way that serves to
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improve learning (Peppler & Wohlwend, 2018). The practices from both nexuses must be
combined in a way the enables the learner to understand more about both nexus. In other
words, an instructor cannot just ask the student to make a model of a cell and expect the
nexus of steam to occur. Instead, practices from both contents (i.e., functions of organelle
and scale) need to be used to deepen the understand and make the combination of nexus
meaningful. Focusing on one nexus without giving the other nexus equal thought will not
result in a nexus of STEAM.
2.2.5 Studies Based on the Nexus of STEAM
By combining the Nexus of art and science, modes of learning and knowing were
challenged by concepts of languages and materials from each discipline (Milroy et al.,
2015). While the original goals of art and science are different there is a deeper
understanding when they are combined due to the processes, motivations, and curiosity
(Milroy et al., 2015). Both science and art search for meaning, which is their
commonality, even though they appear to have different goals at first (Milroy et al.,
2015). “In every era, the arts reflect the current historical movement...today one of the
most pervasive impacts on the world around is arguably the influx of new technologies,
so it should come as no surprise that new technologies are being used ubiquitously as
creative tools in the arts” (Peppler & Wohlwend, 2018, p. 89). Even though this is the
case, learning to code has been met with the most hesitance from art educators due to the
perceived lack of expressive medium in coding. Additionally, STEM has struggled to
bring new people into computer science due to the barrier of learning to program (Peppler
& Wohlwend, 2018, p. 92). This is why a disruption of Nexus was needed, for both, to
attract a new audience.
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In a study by Rubio et al. (2014), the idea that perceptions of computer coding
would alter when combined with a different nexus was studied. In this instance, a college
biology class was used because biology is often viewed as more gender-neutral or even
slightly more female-dominated (Rubio et al., 2014; Starr, 2018). In this study seventysix, college freshmen with no previous computer coding experience were used (Rubio et
al., 2014). Of the seventy-six students, half were enrolled in a traditional computer
coding class (control group) and the other were enrolled in a biology course that
incorporates computing, biology, and art (experimental group). Physical computing is
similar to “unplugged” coding because it removes computational concepts out of the
screen and into the real world so that students can interact with them (Rubio et al., 2014).
During the study students' perceptions of coding and learning were monitored through
assessments and compared using a t-test (Rubio et al., 2014). After the study, Rubio et al.
(2014) discovered that the gender gap difference of those interested in coding when
comparing the control and experimental group was non-existent. By combining coding
and another subject, similar to combining coding with knitting, the views of coding were
shifted, and the new modules proved more effective in changing perceptions of coding.
Additionally, those that participated in the physical computing/biology coding class also
showed a greater understanding of coding (Rubio et al., 2014). Although the sample size
was low, this study serves as a path to question how combining computer coding with
other courses will impact those that usually wouldn't be interested in computer coding
and their level of understanding.
In another study by Gulhan and Sahin (2018) the value of adding art as a design
aspect into STEM was examined. Thirty students in the seventh grade participated in five
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STEAM activities on the reflection and absorption of light. The lesson took five weeks
and a total of twenty hours (Gulhan & Sahin, 2018). After the activity, Gulhan and Sahin
(2018) examined projects that combined elements of the engineering design, process, art,
and science and saw positive results that combined creative design that was linked with
the science content. Six students were also interviewed after the activity. Gulhan and
Sahin (2018) asked students if adding arts increased their interest in STEM fields, and
students said yes because art helped them understand science concepts better and the
communication and teamwork in the design process was useful. Finally, when Gulhan
and Sahin (2018) asked which of the fields in STEAM did students enjoy the most, four
of the six students replied that art was their favorite field. By combining art, a new group
of students were brought into STEM.
In a third study by Jawad et al. (2018) the effect of integrating art and animation
in teaching computer coding to high school students was explored. The study focused on
high school students' interest and knowledge of computer coding, as well as the students'
interest in pursuing a degree in computer science after graduation (Jawad et al., 2018).
Data was gathered through pre- and post-test surveys using a five-point Likert scale to
measure students' computer science degree interest (Jawad et al., 2018). Jawad et al.
(2018) determined through the study that by combining art with science students’
knowledge, enjoyment, motivation in learning computer coding, and their interest in
pursuing a degree in computer science after graduation increased. What was surprising is
that there was a greater in females than males because a new approach combining art and
science was used (Jawad et al., 2018).
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Finally, the implementation of the Nexus theory can also be seen in a study by
Peppler and Glosson (2013) who examined the use of an e-textile toolkit and if it could
aid youth in learning about electronics in an elective setting; as well as whether e-textiles
could elucidate important circuitry concepts that traditional materials have historically
struggled to convey. The research had two goals: to determine how youth learn about
electrical circuits in an elective environment, and how can e-textiles facilitate the learning
of important concepts in electrical circuits that traditional materials have historically
struggled to convey (Peppler & Glosson, 2013). Overall, Peppler and Glosson (2013)
tested whether youth could create an overall working circuit by whether they understood
three core concepts: current flow, connections, and polarity by combining art and science
in a combination of the Nexus theory. The study by Peppler and Glosson (2013) focused
on seventeen youth between the ages of seven and twelve at a local Boys and Girls Club.
The twenty-hour after school program that met two times a week for two hours each was
designed to teach the youth about electrical circuitry and then design an e-textile project
combining the art of the e-textile with the science of the circuitry. Peppler and Glosson
(2013) collected data through pre- and post-tests to gauge students' understanding of
current flow, connection, and polarity. Afterward, data was analyzed using a sequential
mixed-methods approach (pre-post with paired samples, videotaped observations,
artifacts, circuit design assessment) and the circuit design assessment was analyzed by
coding the youths' responses on a five-point scale (Peppler & Glosson, 2013). Materials
that were used included LEDs, Lily Pad button boards, coin cell batteries plus holders,
conductive thread, in addition to several textile and craft materials (Peppler & Glosson,
2013).
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Peppler and Glosson’s (2013) results revealed that the Nexus of art and science
did produce positive results including that youth were engaged in the e-textile design,
demonstrated gains in their ability to produce a model drawing of a working circuit, and
could explain how current flow, polarity, and connections worked. What was interesting
in this study was that the girls took leadership roles when the activity revolved around
sewing, even when the boys had more experience with sewing (Peppler & Wohlwend,
2018). The nexus of art or science determined who took the lead on the activity based on
the practice (and gendered history). Girls were placed in leadership roles when it was
time to sew or craft and boys placed in leadership roles when it was time to test or solder
(Peppler & Glosson, 2013; Peppler & Wohlwend, 2018). This is interesting because the
females showed more leadership and confidence when using sewing even if their male
counterpart was more experienced in sewing. By combing the two nexus, females felt the
confidence to take a chance and use their new knowledge. Additionally, professional etextiles are becoming the first-ever female-dominated computer community. "With the
intersection of the arts (crafts), there is a shift in masculine dominated practices typically
found in STEM culture" (Peppler & Wohlwend, 2018, p. 95).
2.2.6 Similarities and Differences Between the Nexus of STEAM Studies
All of the above studies focused on different topics but were guided by the nexus
of STEAM. While all the studies focused on the nexus of STEAM, there were
differences. In terms of social interactions, there were a variety of ages and classroom
settings. The studies ranged from college-age students in a biology classroom setting
(Rubio et al., 2014) to elementary age students in an after-school outreach program
(Peppler & Glosson, 2013). How the nexus of STEAM was used also differed between
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the studies. In all four studies, the art and STEM differed. The types of art and STEM
ranged from using animation to teach computer coding (Jawad et al., 2018) to using light
art to teach light waves (Jawad et al., 2018).
While the studies themselves differed, there were similarities. First, in all four
studies, social interactions were studied. In each study, a STEM classroom was used, and
art was being added compared to an art classroom with science being added.
Additionally, art was being used to improve the interaction between students and
material. Second, in all four studies art was combined with STEM to improve
understanding and identity. In each study, students reported an improved understanding
and enjoyment of content when combined with art (Gulhan & Sahin, 2018; Jawad et al.,
2018; Peppler & Glosson, 2013; Rubio et al., 2014). Additionally, Rubio et al. (2014),
Jawad et al. (2018), and Peppler and Glosson (2013) reported gender changes when the
nexus of steam occurred. Females started to perform at the same level as males (Rubio et
al., 2014), more females reported they were interested in pursuing a career in STEM
(Jawad et al., 2018) and more females took on leadership roles (Peppler & Glosson,
2013).
The promising results of combining art with STEM have provided the foundation
for the Knitting Code program (Gulhan & Sahin, 2018; Jawad et al., 2018; Peppler &
Glosson, 2013; Rubio et al., 2014). While the nexus of STEAM is a term created by
Peppler and Glosson (2013) it is based on the nexus of practice (Hui et al., 2017; Scollon,
2001). Therefore, the nexus of practice, and more specifically the conflict of nexus, will
be the guiding theoretical framework for the Knitting Code program.
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2.2.7 Justification of Knitting Code
The Knitting Code program has several focuses. First, the Knitting Code program
wants to provide more accessibility for those that would not typically computer code.
Second, the Knitting Code program aims to improve the understanding of computer
coding by improving computational and Algorithmic Thinking. It is believed that by
improving these skills at a young age students have a greater ability and chance to pursue
computer science in the future (Sung, 2019). Finally, the Knitting Code program wants to
investigate how combining codding plugged (Resnick et al., 2009) and coding
“unplugged” (Bell & Vahrenhold, 2018; Lee & Junoh, 2019; Tonbuloglu & Tonbuloglu,
2019) by using knitting impacts students understanding of coding.
The Nexus Theory of combining art/craft (knitting) and computer science
(coding) is the guiding framework of the "Knitting Code" program. By combining
different Nexus, a new Nexus can be made. This new Nexus can make content more
approachable for some and diminish stereotypes that are preventing others from
identifying with computer science. The Nexus Theory is appropriate for several reasons.
First, the Nexus theory can change the stereotypes of who codes. By combining a
Nexus that may not normally "fit" into computer science a disruption occurs. This
disruption allows those that don't normally identify with the stereotype to relate possibly
now. This is a guiding component of Knitting Code because the program allows those
that associate with craft or art to associate with coding. A survey will be used to monitor
students' identity as they go through the program to understand if knitting can disrupt the
stereotype of a computer scientist.
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As mentioned before, identity plays a role in who takes an interest in learning to
code and majoring in computer science (Ehrlinger et al., 2018). Women's interest in
computer science might be encouraged through interventions that combat more extreme
stereotype-based perceptions such as combing the Nexus of computer science with the
Nexus of art (knitting), instead of, or in addition to, trying to change women's self-views
(Rubio et al., 2014). This way the woman can develop a new view of who participates in
computer science.
By combining two different Nexus to create a new one the natural identity of that
field may change and make it more accessible for those it previously was not such as
females, minorities, and those not traditionally interested in STEM (Peppler &
Wohlwend, 2018). This contrasts with the idea that these groups lack the skills or are not
able to be successful in computer science (Peppler & Wohlwend, 2018). Scollon (2001)
believes that by making a change on how STEM is approached, such as sewing and
crafting, can create meaningful differences in access, participation, and leadership
(Scollon, 2001).
Second, the Nexus Theory promotes computational and Algorithmic Thinking by
focusing on developing steps to solve a problem and use critical thinking skills.
Incorporating these thinking skills will be the guide when designing the curriculum for
both the comparative and experimental group. Students will be asked to create
decompositions of everyday activities or simple stories at the start of the program (Lee &
Junoh, 2019). As the program advances students may find it easier to apply
Computational Thinking and Algorithmic Thinking to either computer coding or knitting.
This way, once the nexus are combined, students can carry over what they used from one
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discipline to the other. As a result, the idea of breaking down the problem and creating an
algorithm to solve will be applied to both computer coding and knitting. Additionally,
each of these skills will demonstrate and possibly improve these skills that are necessary
to learn to code.
There are several reasons that combining the nexus of art with the nexus of
computer coding will improve learning. First, when combining the nexus of art and
science there can be an improvement of technical and observational skills. This can
improve creative and critical thinking, which are components of computational and
Algorithmic Thinking (Adkins et al., 2017). Students will be able to use what they learn
from one discipline and apply it to the other. This may allow the participant to look at the
problem from a different perspective. For example, if students are struggling with
understanding how to program a loop, they may be able to write out a knitting pattern to
demonstrate their understanding. Then, the students can use this knowledge to approach
the computer coding question again while using their new understanding of the solution.
Second, Computational Thinking and Algorithmic Thinking do not require the use
of a computer. A computer may become a distraction to developing skills (Yadav, Zhou,
Mayfield, Hambrusch, & Korb, 2011). By using knitting, Algorithmic Thinking and
Computational Thinking skills can be developed unhindered. Then, when the nexus of
knitting is combined with the nexus of coding these learned skills can be carried over. For
example, learning to write an algorithm for a certain specialty knit stitch, and then
applying algorithm writing to a computer coding problem.
Third combining knitting and coding can improve thinking skills. Key elements of
Computational Thinking include (1) abstraction and automation (2) systematic process
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and information (3) symbol systems and representations (4) algorithmic notions of flow
control (5) structured problem decomposition (6) iterative, recursive, and parallel
thinking (7) conditional logic (8) Efficiency and performance constraints (9) Debugging
and systematic error detection (Grover & Pea, 2013). Algorithmic Thinking includes (1)
decomposition (2) repetition (3) data organization (4) generalization (5) parameterization
(6) algorithm vs. program, top-down design (7) refinement (8) critical thinking (Cooper
et al., 2000; Hurlburt, 2018). All these skills are needed to become proficient coders, but
knitting can be a means to teach these skills.
Finally, the Knitting Code program will combine a variety of tools including
STEAM, block-based computer coding, and “unplugged” coding. STEAM is a
combination of art and STEM. This is an example of the nexus theory because there is a
combination of contradictory fields. By combining both, the learner will be challenged to
use creative design elements to solve problems. Second, the "Knitting Code" program
will use drag-and-drop programs so that the material is accessible to younger students.
The goal of drag-and-drop is to introduce students to computer coding in a friendly
manner. Drag-and-drop will combine the aspects of art and computer coding.
“unplugged” coding will also be used through knitting. This “unplugged” component will
allow students to learn to knit and then knit their computer code. Since “unplugged”
coding was never intended to be taught independently, the lessons will be combined with
a drag-and-drop coding-based curriculum.
The Nexus theory can benefit how computer coding is taught through STEAM,
block-based coding such as Scratch, and “unplugged” strategies. The very nature of the
nexus theory is combining two seemingly unrelated nexus to create a new nexus. STEAM
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is an example of this because art is being combined with STEM to create something new.
Additionally, the nexus theory believes that Scratch, a block-based program, is so
impactful is because it blends computer coding, media, and arts working together to
transform what it means to engage in each of these disciplines (Kafai & Peppler, 2011).
Additionally, using “unplugged” computer science allows for the combination of art and
computer coding (Bell & Vahrenhold, 2018). By using the “unplugged” method barriers
such as a weak background in math can be overcome by fusing the instruction with
different content that the student feels more confident in.
The focus of the Knitting Code program is to understand how the combination of
two different nexus will combine. The study hopes that the results will show
improvement in understanding and provide a door of accessibility for those that would
not normally be interested in computer coding. There is not much research on the conflict
of nexus (Scollon, 2001), even though there are some hypothetical explanations. There is
research on combining the nexus of art and STEM (Peppler & Wohlwend, 2018), but the
studies are small. More research is needed in understanding how combining knitting and
computer coding will impact students and the nexus of practice, or more specifically the
nexus of STEAM, will be the guiding theoretical framework to explain the social and
material practices.

2.3 Summary
In conclusion, the Nexus Theory combining art/craft (knitting) and computer
science (coding) is the guiding framework of the “Knitting Code” program. By
combining different nexus, a new Nexus can be made. This new nexus can make content
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more approachable for some and diminish stereotypes that are preventing other from
identifying with computer science. The nexus theory is appropriate for several reasons
based on the themes discussed in the literature review.
First, the nexus theory can change the stereotypes of who codes. By combining a
Nexus that may not normally “fit” into computer science a disruption occurs. This
disruption allows those that don’t normally identify with the stereotype to relate possibly
now. This is a guiding component of “Knitting Code,” because the program allows those
that associate with craft or art to associate with computer coding. A survey will be used
to monitor students’ identity as they go through the program to understand if knitting can
disrupt the stereotype of a computer scientist.
Second, the Nexus Theory promotes computational and Algorithmic Thinking by
focusing on developing steps to solve a problem and use critical thinking skills.
Incorporating these thinking skills will be the guide when designing the curriculum for
both the comparative and experimental group. Students will be asked to create
decompositions of everyday activities or simple stories at the start of the program (Lee &
Junoh, 2019). As the program advances students may find it easier to apply
Computational Thinking and Algorithmic Thinking to either coding or knitting. This
way, once the nexus are combined, students can carry over what they used from one
discipline to the other. As a result, the idea of breaking down the problem and creating an
algorithm to solve will be applied to both coding and knitting. Additionally, each of these
skills will demonstrate and possibly improve these skills that are necessary to learn
computer coding.
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Finally, the “Knitting Code” program will combine a variety of tools including
STEAM, block-based computer coding, and “unplugged” coding. STEAM is the
combination of art and STEM. This is an example of the nexus theory because there is a
combination of contradictory fields. By combining both, the learner will be challenged to
use creative design elements to solve problems. Second, the “Knitting Code” program
will use drag-and-drop programs so that the material is accessible to younger students.
The goal of drag-and-drop is to introduce students to coding in a friendly manner. Dragand-drop will combine the aspects of art and computer coding. “unplugged” coding will
also be used through knitting. This “unplugged” component will allow students to learn
to knit and then knit their code. Since “unplugged” coding was never intended to be
taught independently, the lessons will be combined with a drag-and-drop coding-based
curriculum.
In conclusion, the nexus theory is guiding this research due to the combination of art
and coding. The different components found through the literature review have shaped
the goals of the “Knitting Code” program.
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Chapter 3 METHODOLOGY
3.1 Introduction
Cases studies examine modern phenomenon in a current societal context. This is
especially true of the relationship between the phenomenon and context is not clear. Case
studies naturally have more variables than data, so as a result case studies require a
variety of types of evidence to form triangulation and the use of previous theoretical ideas
to guide data collection. (Yin, 2013).
The purpose of this case study was to determine if knitting could help teach
Computational Thinking skills and to determine how identity was impacted by combining
knitting and computer coding. A comparative group that incorporates computer coding
and coding “unplugged” was compared against an experimental group that incorporates
computer coding and knitting instruction. The purpose of this comparison was to see if
incorporating knitting produces similar results. The results were similar between the
“Knitting Code” experimental group and comparative, so the statement that knitting can
teach coding can be confirmed within the defined parameters of the case. If the results
had showed that the “Knitting Code” experimental group was not as successful as the
comparative group, then the statement that knitting should not be used to teach coding
would have been confirmed within the defined parameters.
Based on results from the literature review several decisions were made about the
design of this study. First, the field of computer coding served as the main content with
knitting being added, compared to knitting being the main content with computer coding
being added (Adkins et al., 2017; Gulhan & Sahin, 2018; Jawad et al., 2018; Looi et al.,
2018; Peppler & Glosson, 2013; Thuneberg et al., 2017). Second, a pre- and post79

survey/questionnaire were used (Adkins et al., 2017; Jawad et al., 2018; Looi et al., 2018;
Peppler & Glosson, 2013; Thuneberg et al., 2017). Additionally, the end of unit project
was used (Adkins et al., 2017; Gulhan & Sahin, 2018; Jawad et al., 2018; Peppler &
Glosson, 2013; Thuneberg et al., 2017). Finally, video journals, interviews, and physical
journals were be used (Adkins et al., 2017; Gulhan & Sahin, 2018; Jawad et al., 2018;
Looi et al., 2018; Peppler & Glosson, 2013; Thuneberg et al., 2017).
This case study was considered an exploratory case study since the goal was
develop a hypothesis and justify further research (Yin, 2013, p. 6). Research questions
are highly important in exploratory case studies because they define the who, what, when,
where, how, and why (Yin, 7). This study focused on answering two research questions:
•

Research question 1: How does learning to knit while learning to computer code
facilitate the understanding of Computational Thinking skills including
abstraction, Algorithmic Thinking, and understanding of parallelization in
adolescent students?

•

Research Question 2: How does combining knitting and computer coding impact
the identity of who studies computer science in adolescent students?
Due to nature of observations, qualitative data was used for this case study. The

data was deductively coded. There is not one best way to code because it relies on
individualistic interpretation, so consistency was important (Saldana, 2021, p. 4). To be
consistent, data was analyzed using QDA Miner Lite to organize and code data. This also
helped to eliminate bias since the qualitative data has a set of parameters when being
coded (Saldana, 2021). “Code” is a word of phrase that was assigned to data in a variety
of formats that summarizes and represents findings (Saldana, 2021, p. 5). This code is not
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the same as computer coding mentioned earlier. These data codes helped take the data
and make meaning out of what was collected. There are two phases of coding. “First
cycle coding is analysis - taking things apart. Second cycle coding is synthesis – putting
things together into new assemblages of meaning” (Saldana, 2021, p. 6). In this chapter
the study design and data collection will be discussed.

3.2 Explanation of Case Study
3.2.1 Purpose of a Case Study

The main purpose of a case study is to answer the “how” and “why” questions,
when conditions are hard to control, and the study focuses on modern phenomenon in a
real-life context (Yin, 2003, p. 1). A case study can be used to increase understanding
about the relationship between an individual, group, organization, social situation, or
political setting and a phenomenon (Yin, 2003). Overall, a case study is a form of social
science that strives to understand a “complex social phenomenon” (Yin, 2003, p. 2). Due
to this most case studies are explanatory.
The number of cases is not as important as other types of studies because case
studies are more interested in how the cases are impacted over time and less concerned
with the frequencies or incidents that other types of studies would focus on (Yin, 2003).
Case studies can deal with a variety of types of evidence including documents, artifacts,
interviews, and observations (Yin, 2003, p. 8). The end purpose of a case study is to
make a generalized statement regarding a theoretical idea or phenomena, not to make
statements about individuals or populations. In other words, the main focus of a case
study is dig deeper into theories, to expand findings, and to develop generalized theories,
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not to make statistical generalizations that would be more common in other types of
experimental design (Yin, 2003, p. 10).
3.2.2 Reasoning Why a Case Study Was Used
A case study was determined to be the best approach for this study because the
researcher was seeking to better understand how cases that underwent an unusual
situation of learning knitting while also learning computer coding were impacted in terms
of Computational Thinking and identity. The main defining feature of a case study is that
the study is occurring in a bound system. This means the system can be described within
parameters including location, time frame, and participants (Creswell & Creswell, 2018).
This case study was considered exploratory. According to Yin (2003) there are three
conditions to justify the use of an exploratory case study. First, a case study must answer
a how or why questions. If you refer back to the research questions mentioned earlier,
both questions are seeking to understand how knitting is impacting students
understanding of Computational Thinking and their identity as a computer coder (Yin,
2003). Second, a case study is appropriate if the researcher has minimal control over the
conditions of the environment the study is occurring in (Yin, 2003). During this study,
while in a school setting, there were several outside occurrences that could not be
controlled and impacted the environment of the study. These occurrences will be
discussed in more detail later in this chapter but ranged from attendance issues to
motivation. Third, a modern phenomenon in a social setting must be the focus of the
study (Yin, 2003). While discussed in chapter one that Knitting Code itself is not a new
occurrence, the idea that knitting could be used to teach computational skills is a new
idea along with the growing need for more computer coders.
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3.2.3 Purpose of the Comparison Group
One detail that is unique about this case study is a comparative group was used.
This is referred to as theoretical replication (Yin, 2003, p. 47). The comparative group
was necessary to answer the research questions. While not typical in a case study, a
comparative group can be used in a multi-case study design if the researcher predicts the
group will have contrasting results but for a predictable reason (Yin, 2003, p. 47). Since
the comparative group was not receiving the same instruction, the researcher believed
that results could differ based on instruction, especially regarding identity. Therefore, the
two cases were the two groups: experimental and comparative.
3.2.4 Case Study Research Design
In a case study there are five components of research design including the guiding
questions of the study, the propositions, the units of analysis, the logic of linking the
resulting data to the propositions, and interpreting the findings (Yin, 2003, p. 21). The
guiding questions of the study were mentioned earlier in this chapter and the propositions
were discussed in chapter two. Specifically, the idea that knitting is similar enough to
computer coding that it can teach similar skills. The unit of analysis are the groups
(experimental and comparative). Due to the guiding questions of this study the “cases”
will be the two groups: experimental and comparative. Also, since multiple cases are
present this will be a multi-case designed case study. More on this will be discussed in
the following “Participants” section. To link the data to the proposition descriptive
coding was used in first cycle coding using a variety of types of data. This will be
discussed in more detail later in this chapter. Finally, interpreting the findings was guided
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using pattern coding in second cycle coding. This will be discussed extensively in chapter
four.

3.3 Setting
The school, that served as the setting of the study, was chosen for two reasons.
First, the school was participating in the summer enrichment program which enabled the
researcher to be able to carry out the investigation. Second, the researcher is also a
teacher at this school, so, the researcher had access and clearance to work in the school.
The school represents a middle school in north central Midwest United States. This
school is the second largest school district in the state. The school district serves 41,476
students with 3,050 teachers in their 37 elementary schools, 12 middle schools, and 6
high schools (School Report Card Data, 2021). The student body is comprised of 46% of
students that identify as White, 23.3% of students that identify as Black, 19% of students
that identify as Latinx, and 4.8% of student that identify as Asian. The middle school the
study occurred in is 1 of the 12 middle schools and serves 761 students between 6th and
8th grade. According to the school’s overview 47% of students are considered
economically disadvantaged and 53% of students are considered non-economically
disadvantaged. Additionally, of the 761 students, 57.5% of students identify as White,
17.3% of students identify as Black, 12.6% of students identify as Latinx, and 12.6% of
students identify as other (School Report Card Data, 2021).
3.3.1 Summer Enrichment Program Overview
The study, while conducted in middle school in north central Midwest United
States, was conducted during a summer program, not during a traditional school year.
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This was necessary due to the abstract approach to teaching that did not fit into the
curriculum mandated by the district and state during the school year. After the 2020-2021
school year the school district decided to create a summer program to enable students a
chance to either (a) receive credit recovery, (b) receive enrichment, or (c) reinforce ideas
that students did not learn sufficiently through virtual learning. The summer enrichment
program was comprised of two, three-week sessions. Each school had the ability to
decide what they wanted their summer enrichment program to look like, and as a result a
lot of flexibility was allowed in terms of teaching and student attendance.
The core subjects were taught by content teachers for students that needed credit
recovery or reinforcement of concepts learned through the school year. These classes
were grade specific due to the content being grade specific. Enrichment courses were
offered for students that did not need credit recovery or did not need credit recovery in all
four core subjects. These enrichment courses were determined by the teacher teaching
them and that is where the Knitting Code program was conducted. These classes were a
mix of 6th-8th graders. The teachers varied between the two sessions and even in the
sessions, but during both sessions there were nine classes offered, taught by nine
teachers. There was one additional teacher present that oversaw the program. All students
that attended the summer enrichment program were previously districted for the school.
3.3.2 Summer Enrichment Program Schedule
Each school could determine their daily schedule. The middle school where the
study was conducted determined that students would attend four classes a day with lunch
between the third and fourth class. Each class was forty-eight minutes and the day lasted
from nine am to one pm. A typical day in the summer enrichment program started with
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students being allowed in the building at 8:45am. As students arrived, they were given a
free pre-packaged breakfast and went to their first class to eat their breakfast. Between
9:00am-9:05am teachers would start their instruction. At the end of forth-eight minutes
students would transition to their next class with a three-minute break between classes to
allow for transition and bathroom breaks. Students would then attend their second hour
and third hour classes that would also last forty-eight minutes with a three-minute
transition. At the end of third hour students would walk to the cafeteria to eat either their
individually brought lunch or the free school provided lunch. The teachers would
alternate days to monitor lunch. At the end of lunch students would go to their fourthhour class that would last forty-eight minutes. Dismissal announcements would come on
at 1:00 pm, and students would be dismissed.

3.4 Participants
The sixty-nine students that were assigned to the Knitting Code class were
randomly assigned. As mentioned previously, students that attended the summer
enrichment program were a mix of students that needed credit recovery, wanted summer
enrichment, or needed reinforcement for content taught through the year. Students were
assigned based on these needs and schedule allowance. Thus, the researcher had no
impact on who was assigned her class. Additionally, some students she had taught
previously and some she had not.
3.4.1 Demographics
Over the six total weeks the teacher taught sixty-nine students, but only twentyfive students returned completed ascent/consent forms. Of the sixty-nine students, 46%
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identified as Black, 35% identified as White, 10% identified as Latinx, and 9% identified
as Asian. Also, 56% identified as male and 44% of students identified as female. Of the
twenty-five students that signed consent/assent forms 28% identified as Black, 28%
identified as White, 24% identified as Asian, and 20% identified as Latinx. Of these
students 60% of students identified as male and 40% identified as female. Additionally,
of the twenty-five students three students had IEP’s, five students had 504’s, and one
student was ELL.
The twenty-five students that returned assent/consent paperwork were placed in
either an experimental or comparative group. The total number of students in the
experimental group was thirteen. Of the thirteen students, 30.77% (n=4) identified as
Black, 23.08% (n=3) identified as White, 30.77% (n=4) identified as Asian, and 50.38%
(n=2) identified as Latinx. Additionally, 53.85% (n=7) identified as male and 46.15
(n=6) identified as female. There was also one student with an IEPs, two students with
504’s, and one student was ELL. In the comparative group there were twelve students.
Of the twelve students, 25% (n=3) identified as Black, 33.33% (n=4) identified as White,
16.67% (n=2) identified as Asian, and 25% (n=3) identified as Latinx. Additionally,
66.67% (n=8) identified as male and 33.33 (n=4) identified as female. There was also
two students with IEPs and three students with 504’s.
Student placement in the experimental or comparative groups was random based
on which hour students were enrolled in their computer coding class. For the first session
students in the first and second hour received the experimental instruction and students in
third and fourth hour received the comparative instruction. During the second session
students in the first and second hour received the comparative instruction and students in
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third and fourth hour received the experimental instruction. The teacher was not a part of
the student assignments and the counselor assigning to classes did not know about the
experimental or comparative groups used in this study.
There were twenty-five participants in this study and the participant were placed
in either the experimental or comparative group. Each of these groups were considered a
case, and as a result this study was a multi-case study design. These cases were the units
of analysis mentioned earlier (Yin, 2003). The purpose of a multi-case design is to look at
multiple cases that either (a) undergo similar tests and will receive similar results (literal
replication), and/or (b) look at cases that will develop different results but are predicted to
do so before the study begins (theoretical replication). During this study both components
were used and that is why there was both an experimental and comparative group were
used.
The experimental group was comprised of thirteen cases and students received
computer coding instruction and knitting instruction. The comparative group was
comprised of twelve cases and students received the same computer coding instruction,
but instead of knitting instruction they received coding “unplugged” instruction. The two
groups were necessary based on the research questions. A baseline was needed to
compare the experimental group against the comparative group to make conclusions
about how combining knitting to computer coding instruction impacts computation
thinking skills and identity. In the next section curriculum development will be discussed
in more detail.
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3.5 Curriculum Development
Since a coding and knitting curriculum did not currently exist the researcher had
to create a curriculum that combines aspects of both computer coding and knitting.
Previous research indicates that Scratch is an engaging age-appropriate approach to
teaching computer coding (Resnick et al., 2009). As a result, the guiding curriculum that
was used when creating the “Knitting Code” curriculum was the “Creative Computing”
curriculum by the Harvard Graduate School of Education (2019). The “Creative
Computing” curriculum is a research-based curriculum that uses Scratch. This curriculum
was originally released in 2011 and then again in 2013 as an online workshop before
being released in its finished, research backed, 2019 version. After creating the plugged
component, the “unplugged” component was designed. For the comparative group,
“unplugged” lessons from code.org were used. For the experimental group, similar
knitting correlations were identified and used. For example, using loops in knitting
instruction to teach loops in coding.
Besides choosing resources for the curriculum a curriculum guide was also
needed. The guide used for this study was a book titled Step Into STEAM by Bush and
Cook (2019). The focus of this book is equitable STEAM education that combines
meaningful problems, use of reform STEM techniques, and providing access for all
students (Bush & Cook, 2019). The first component of using meaningful problems
includes using inquiries that are open ended and do not have one correct solution. As a
result, each student can inquire about the problem on a level that is comfortable for them.
Problem-based learning will be used to achieve this first component (Bush & Cook,
2019). During problem-based learning students are presented with a problem and the
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need for students to learn the content is necessary to solve the problem (Bush & Cook,
2019). By using problem-based learning students learn to transfer and apply concepts
learned to solve the original problem. The main problem that will be used for this
curriculum is the student’s favorite band has asked them to create a music video, but due
to Covid 19 no one can meet in-person. Instead, the student needs to create an animated
music video using Scratch. Problem-based learning has multiple levels that include
inquiry reflection, and communication. This level of problem-based learning will be
indicated on the curriculum.
Secondly, the use of reform STEM techniques will include meaningful discussion,
posing purposeful questions, supporting students struggling, and engaging students in
inquiry. Additionally, STEM will be the main framework with the art component added
in to assist in learning. In the curriculum this will be attained by first listing the
educational computer science standards taught. By listing the standards, the
researcher/teacher will be able to keep the main STEM concept as the focus. The day’s
lesson and the incorporation of art will also be listed so that the instruction is meaningful.
Additionally, to create meaningful discussion and pose purposeful questions the
researcher/teacher will list potential questions that will be used and asked as a guide on
the curriculum. Finally, to assist with engaging struggling or excelling students,
intervention and enrichment opportunities will be listed on the curriculum.
The third component is providing access to all students. Bush and Cook (2019)
argue that the STEAM program should be available to all students. This is accomplished
by first making the program open to any student that wants to enroll. The summer
enrichment program was offered to all students and did not have STEM or STEAM listed
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as a special emphasis. Additionally, any inquires that are required should have a low floor
and high ceiling so that it is accessible to all (Bush & Cook, 2019). This is accomplished
in the curriculum by not designating there is only one correct solution, but instead
encouraging students to find a solution that works for them. Second, there is a
differentiation section listed on the curriculum if differentiated instruction is needed.
Besides developing a curriculum and using a curriculum guide, the curriculum
was traded back and forth with a content expert in Computer Science. This enabled the
research the ensure that the curriculum was sound in terms of teaching computational
skills and simple computer coding. Multiple adjustments were made during this time
including connecting the content to computer science content standards and developing
potential student questions. The curriculum is listed in the appendix.

3.6 Constraints in Study
As mentioned earlier a case study is appropriate if the researcher has minimal
control over the conditions of the environment the study is occurring in (Yin, 2003).
While the summer enrichment program occurred in a middle school, the researcher had
minimal control over influences that impacted her study. There were several incidences
that occurred outside of the researcher’s control that could have impacted the study.
3.6.1 Impacts on Study

First, since there was no attendance requirement for participants in the summer
enrichment program there was inconsistent attendance. This had the biggest impact on
the study. Students would miss several days of instruction at a time and due to the short
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three-week time frame, there was minimal time for students to get caught up.
Additionally, since the summer enrichment program occurred during the summer,
students would disappear for a week to go on a family vacation. Thus, that student would
miss a week of instruction and become behind. There would also be gaps in data
collection for those individuals.
A third constraint was late busses/late arrivals. This was especially true for the
first session. Students would arrive thirty to forty minutes into the first class which only
lasts forty-eight minutes. This only allowed for ten to twenty minutes of instruction. This
was a daily occurrence during the first session but did improve during the second session.
A fourth disruption to the study was schedule changes. Some students’ schedules
were switched mid-session due to developing needs or peer conflict. The issue with this
is that three students were switched from an experimental instruction class to a
comparative instruction class. While the students were able to resume instruction without
issue, the researcher was not able to use all their data because they did not complete
either curriculum completely.
Another constraint was unexpected disruptions. While the schedule was set, there
were slight disruptions such as extending lunch a few minutes so students could eat
outside and on the last day allowing students to stay outside and eat popsicles during the
last hour. While there were not specific incidents that caused issues, the combination of
these small disruptions impacted data collection.
Another constraint, while known about ahead of time, was time constraints. The
researcher was limited by a three-week session (fourteen days total for each session) and
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fitting in all components of the study was a challenge. While content was cut down
beforehand and a curriculum was used to guide the study, it was still unknown how much
time would be needed. More time could have been used on any given day for more
practice, journaling, or discussion.
The final disruption to data collection was students’ motivation. Several students
were not happy they were going to school during summer. This was repeated verbally to
the teacher-researcher on several occurrences. Since there was no requirement that
students had to complete the work, unless they were there for credit recovery, the teacher
had to rely largely on engagement and relationships to get students to participate. Overall,
participation was high, but students’ lack of motivation emerged sporadically through the
study, and as result some students did not put in their full effort in the class.
3.6.2 Teacher as the Researcher

Another constraint to the study was that the teacher was also the researcher. The
purpose of this decision is due to the set of skills the researcher possesses. The researcher
is a certified teacher and understands the pedagogy of the coding program, but she also
has vast experience in knitting and other similar crafts. Since the researcher will also be
the teacher several cautionary steps will be implemented to reduce bias. First, when the
teacher/researcher attains consent/assent she left the room and had another teacher (that
was approved by the IRB) collect this information. The assents/consents were kept safe
and given to the teacher/researcher at the conclusion of the study. This reduced any
feelings that someone must participate to attain a grade, and the teacher did not have bias
if a student was not choosing to participate. Second, triangulation when collecting data to
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reduce bias. Finally, when data was coded the researcher gave each case a code and
scrambled the cases, so the researcher did not know which group the case belonged to.
This reduced the bias of the researcher coding the data a certain way to make a case
stronger in support of an emerging theme.

3.7 Sources of Data
In a case study multiple sources of information need to be collected through
multiple data collection sources (Creswell & Poth, 2018; Yin, 2003). Common data
collection sources include documents, interviews, observations, questionnaires, artifacts,
and audiovisual material. For this study all five of the six sources were used. Interviews
were omitted due to constraints that the researcher is also the teacher. Instead, students
responded to a prompt and spoke to a camera in an audiovisual interview. The survey was
given at the beginning and end of the study, but other than that the four remaining data
collection sources were used daily or every other day.
3.7.1 Documents/Student Journals

The documents for this study included a journal that students used daily during
instruction to draw out designs and answer prompts. Questions for this journal are
designated in the curriculum in the section listed as assessment. The journals were placed
in a three-prong folder and given out daily. At the beginning of each class the teacher
gave out the journal papers for the day to be added to the back of the folder. The journals
were then collected daily for storage purposes and at the conclusion of the program for
analysis. The instructions for the daily activities and journaling prompts were taken from
the “Creative Computing” curriculum by the Harvard Graduate School of Education
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(2019). Both the experimental and comparative group were given the same journal papers
and answered the same prompts since both groups completed the same computer coding
activities. Examples of the journal papers can be found at this website
(https://creativecomputing.gse.harvard.edu/guide/curriculum.html) as part of the
“Creative Computing” curriculum by the Harvard Graduate School of Education (2019).
3.7.2 Observations

Observations were made daily and recorded using a semi-structured observation
form. This form allowed the researcher some freedom when making observations but was
also semi-guided so that the researcher collected the necessary data. A new form was
used for each class, each day. So, four observations forms were used daily. Once the
forms were completed, they were stored in a three-ring binder in order of time collected.
The form was modified from examples and guidelines presented in “Qualitative Inquiry
and Research Design” by Creswell and Poth (2018). Since the form was semi-structured
the same form was used for both the experimental and comparative classes. An example
of a blank observation form can be found in the appendix.
3.7.3 Identity/Attitude Survey

A computer science identity and attitude survey was used to determine any
changes in identity towards computer science during the course of the program. The
identity survey (SCAIS Survey) had been validated using principal component analysis
(Washington, Grays, & Dasmohapatra, 2016). The survey was created due to a rising
need to better understand confidence, interest, gender, professional, and identity of those
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involved in computer science (Washington, Grays, & Dasmohapatra, 2016). Additionally,
at the end of the survey demographics were collected. The identity survey was given at
the beginning and end of the program. The survey was adapted from the CSAIS survey
and was not changed except for formatting and an addition of a demographics section.
Both groups received the survey at the beginning and end of a three-week session. The
one exception is that during the last hour of the first session students did not take the
survey due to an end of session celebration that was decided last minute. An example of
the CSAIS survey can be found in the appendix.
3.7.4 Audiovisual Interviews with Bebras Challenges

Since interviews were not possible due to constraints, audiovisual interviews were
used by students recording themselves responding to a prompt using Flipgrid. These
interviews focused on students using Computational Thinking skills. To guide the
audiovisual interviews Bebras Computational Challenges were used. Audiovisual
interviews were chosen in addition to the journals to alleviate any differences in reading
and writing abilities between students.
Every other day students were given a Bebras Computational question and
responded by recording their answer. These questions were taken from past Bebras
Computation Challenges and focus on computation skills. The Bebras Computation
Challenge is an Australia Based international competition that targets students between
the ages of six to eighteen. If a student chooses to participate, they are given fifteen
multiple choice questions that require computational skills to solve and forty-five minutes
to complete (Bebras, 2021). For the audiovisual interviews students were first presented
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with the Bebras Computational Challenge question, asked to solve, state their solution,
and then explain their reasoning using Flipgrid. Additionally, students were asked explain
what they learned and how that “unplugged” activity applies to what was learned. These
questions were pre-designated in the curriculum.
The audiovisual prompts had two questions. The first question asked students to
explain their reasoning for picking the answer they did in their Bebras Computation
Challenge. The Second question asked students to explain what they had learned during
the lesson. Both the experimental and comparative groups received the same prompts
because the lessons focused on learning the same computational skills. The differences
were the experimental sometimes referenced knitting skills and the comparative group
did not. Examples of the Bebras Challenges used during the study can be found in
appendix.
3.7.5 Artifacts

Artifacts were developed in the form of Scratch projects, coding “unplugged”
activities, and knitted items. The artifacts created were developed naturally as a
requirement of the curriculum. The researcher was able to set up a class on Scratch where
students uploaded all their Scratch projects. Additionally, pictures were taken during
coding “unplugged” activities and any sketches completed were placed in student
journals. Finally, while students chose to take home their knitting projects, the researcher
took pictures of knitted items in progress. Students were not able to complete their final
kitted project due to time constraints but were able to get started.
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Knitting project ideas were taken from the Ravelry website (Ravelry.com). The
Scratch project ideas were based on the researcher developed curriculum that was created
from the “Creative Computing” curriculum by the Harvard Graduate School of Education
(2019). Both the experimental and comparative group completed the same Scratch
projects and thus had the same Scratch artifacts. The difference in the artifacts is that the
experimental group created knitted artifacts and the comparative group generated coding
“unplugged” artifacts.

3.8 Data Collection
As mentioned earlier, each session was three weeks, with the first week only
being four days, and there were two sessions. The experimental group received coding
instruction and knitting instruction while the comparative group received the same coding
instruction, but instead of knitting they received coding “unplugged” instruction. Before
the study started several steps had to occur. First, the researcher had to get approval from
the school district and the IRB committee to conduct her study. This required going back
and forth over details about the study. The second step the researcher completed was
gathering materials and setting up the student journal folders. Finally, before the study
started the researcher read through her literature and made a set of precoding terms. In the
below table (Table 3.1) what data was collected each day can be seen. For a more
detailed list, please reference the curriculum in the appendix.

3.9 Data Analysis
Data analysis served as a way for the researcher to use the data to answer the
research questions. Since this study was an explanatory case study the focus was on
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answering the how and why of the research questions. Determining internal validity was
necessary in establishing a quality case study and these steps occurred during the data
analysis phase (Yin, 2003). Internal validity was established by pattern-matching,
explanation building, addressing rival explanations, and using logic models. Besides
internal validity, high quality case study analysis included analyzing all data, addressing
all major rival explanations, answer the pre-established research questions, and the
researcher used his/her expert knowledge on the topic (Yin, 2003, p 137).
Qualitative data was coded to determine if themes would emerge. Before the
themes could be synthesized the data had to undergo primary and secondary coding.
During primary coding the data was analyzed and during secondary coding the data was
synthesized (Saldana, 2021). Codes were developed from the data, then categories were
developed from the codes, and themes were developed from the categories. At the
conclusion of the data analysis a theory was developed
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Table 3.1
Daily Data Collection Methods
Day and Purpose
Day 1 (Lesson 0)
Introduction to coding – Students set up their Scratch account and were
introduced the goal of the class.

-

Experimental
Consent/Assent form
CSAIS Survey

-

Comparative
Same as experimental

Day 2 (Lesson 1A)
Introduction to Scratch - Students completed the Scratch tutorial and
worked on the ten-block challenge

-

Daily Journal Sheets
Ten-Block project on Scratch
Daily observations

-

Same as experimental

Day 3 (Lesson 1B)
Introduction – Taught sequence through cast-on directions
(experimental) or writing dance directions (comparative)

-

Daily observations
Knitting cast-on pictures
Bebras/Audiovisual journal

-

Daily observations
Tik Tok dance directions
Bebras/Audiovisual journal

Day 4 (Lesson 2A)
Debugging Code –
Debugging taught through Scratch Simulations

-

Daily journal sheets
Daily observations

-

Same as experimental

Day 5 (Lesson 2B)
Debugging – Reviewed debugging and sequence through learning the
knit stitch (experimental) or completing the Picture This activity
(comparative)

-

Daily observations
Knit stitch pictures
Bebras/Audiovisual journal

-

Daily observations
Picture This activity
drawings/directions
Bebras/Audiovisual journal

Day 6 (Lesson 3A)
About Me – Students created a collage on Scratch about their interests

-

Daily journal sheets
Daily observations
About Me Scratch project example

-

Same as experimental

Daily observations
Bebras/Audiovisual journal

-

Daily observations
Bebras/Audiovisual journal

Day 7 (Lesson 3B)
Explore – Students will explore Ravelry projects (experimental) or
Scratch projects (comparative) and have a discussion reviewing
concepts learned
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Day and Purpose
Day 8 (Lesson 4A)
Build-a-Band – Students will create a band on Scratch that uses
different instruments to show parallelism

-

Experimental
Daily Journal Sheets
Daily observations
Build-a-Band project on Scratch

Day 9 (Lesson 4B)
Parallelism – Students will wither practice knitting and have a
conversation about the different steps occurring (experimental) or
“code” a friend to complete different tasks at the same time
(comparative)

-

Daily observations
Bebras/Audiovisual journal
Pictures of knitting practice

-

Daily observations
Bebras/Audiovisual journal
Pictures of “code” a friend
activity

Day 10 (Lesson 5A)
Loops – Students will complete the Its Alive project on Scratch to show
movements using loops

-

Daily Journal Sheets
Daily observations
Its Alive project on Scratch

-

Same as experimental

Day 11 (Lesson 5B)
Loops Review – Students will look at knitting patterns, choose an end
project, and start working (experimental) or create an obstacle course
and use loops to code their friend to complete (comparative)

-

Daily observations
Bebras/Audiovisual journal

-

Daily observations
Bebras/Audiovisual journal
Pictures of obstacle course
activity and written directions
by students

Day 12 (Lesson 6A)
Music Video – Students will combine their knowledge/skills to create a
music video on Scratch

-

Daily Journal Sheets
Daily observations
Music Video project on Scratch

-

Same as experimental

Day 13 (Lesson 6B)
Music Video – Students were either given continued time to work on
their knitting project (experimental) or music video project
(experimental and comparative)

-

Daily Journal Sheets
Daily observations
Music Video project on Scratch
Pictures of knitting project in
process (no completed pictures
available)

-

Daily Journal Sheets
Daily observations
Music Video project on Scratch

Day 14 (End)
Conclusion – Students completed a gallery walk using the music video
Scratch projects. Students provided feedback. Afterwards, students
completed the post SCAIS survey

-

Daily Journal Sheets
Daily observations
Music Video Scratch project
Post- CSAIS Survey

-

Same as experimental
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-

Comparative
Same as experimental

Data coding occurred at all stages of the research. Before the research was
conducted pre-coding occurred. During pre-coding, items of interest from articles, that
were perceived as future codes, were highlighted, or marked in some way to be accessible
for future use (Saldana, 2021). Next, data coding began when the research began with
preliminary coding. During preliminary coding words or phrases that started to emerge
during the study were noted (Saldana, 2021). There was also a section on the daily
observation form to note preliminary codes. By completing pre-coding and preliminary
coding a data base of possible codes were developed before the analysis and synthesis
phase.
Upon completion of the research, primary and secondary coding occurred. While
a set number of codes were not be specified, an effort was made to not create so many
data codes the data became overwhelming. Additionally, a free CAQDAS program called
QDA Miner Lite was used to manage the data and data code collection. During primary
coding several coding methods were used including descriptive coding and in vivo
coding (Saldana, 2021, p. 97). Upon the completion of primary coding, but before
moving to secondary coding, the codes developed were put in a word landscape program.
A word cloud and graph were used to visually see repetitive codes that emerged. Finally,
secondary coding occurred using pattern coding (Saldana, 2021, p. 97). The data
underwent primary and secondary coding many times until clear themes emerged.
Additionally, survey data was analyzed using the Wilcoxon Signed Rank Test because
the surveys served a tool to show a change over time using matched samples from the pre
and post survey.

102

3.9.1 Precoding

During precoding the researcher used deductive coding techniques to generate a
list of potential code words before the study started. This was considered appropriate
because the research, literature, and research questions lent themselves to certain code
(Saldana, 2021, p. 40). Literature used in the literature review was used to develop a list
of codes. As the researcher came across the code more frequently, she would increase the
size of font. At the end of coding all the literature she used the “biggest” words as her
starting codes. Additionally, the researcher lumped codes that were similar such as
sequence and algorithm or mistake and debug. The end goal of the pre-coding was to
develop a list of codes, but also to keep that list manageable and not overwhelming. Precodes include:

•

coding is new

•

foreign language/

literacy

•

coders vs

•

“unplugged”

•

transfer knowledge

•

•

interactive second
language

programmers

•

critical thinking

•

similar peers

•

processing and

creation of

•

stereotypes

knowledge

•

marginalized

•

what to learn

•

play

•

stereotypic view

•

how to learn

•

engaging learning

•

stereotypic

•

algorithm

•

connect with

artifacts

•

context

lives/real life

•

identity
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learning time

3.9.2 First Cycle Data Coding

After data was collected the first cycle coding process started. Two types of first
cycle coding were used. First, descriptive coding was used since data included
observations, student journals/documents, and artifacts. Additionally, In Vivo coding was
used because of the use of audiovisual interviews.
The first step for the first cycle coding was to transfer the data into QDA miner
Lite to me analyzed. First transcripts were typed out for the audiovisual interviews. Next,
pictures and screen shots were added to the audiovisual interview transcripts. After
quotes from student journals were added to the bottom of the transcripts. Additionally,
the semi-structured observation forms were turned into a word document. Once all the
data was digitized, the documents were uploaded to QDA Miner Lite.
Before starting the data coding process, the researcher gave the different students
a case number and then scrambled the students so the researcher would not know if she
was coding a student from the experimental or comparative group. This was done to
remove any bias the researcher may have had. Once ready, the researcher read through
the different cases of data and applied the preset codes to the data. Once done, the
researcher repeated the process two more times to make sure everything had been coded.
The below results show a word cloud (Figure 3.1 and Figure 3.2) and code frequencies
(Figure 3.3 and Figure 3.4) of the codes that emerged.
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Figure 3.1
Word Cloud of Experimental Coded Data

Figure 3.2
Frequency of Code for Experimental Group Coded Data
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Figure 3.3
Word Cloud of Comparative Coded Data

Figure 3.4
Frequency of Code for Comparative Group Coded Data

Results showed that Algorithmic Thinking was highest in both groups of students.
The second highest frequency code for the experimental group was engagement while it
was parallelization for the experimental group. For the third highest frequency for the
experimental group was parallelization and for the comparative group it was engagement.
Then both the experimental and comparative group had the same fourth most frequently
used code which was identity. Overall, for both groups the top four frequent codes were
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Algorithmic Thinking, parallelization, engagement, and identity. This information was
used for the second cycle coding.
3.9.3 Second Cycle Data Coding

Pattern coding was used for second cycle coding. The purpose of pattern coding
as a second cycle coding method was to take the various codes and to develop an
explanation or theme (Saldana, 2021, p. 322). Pattern coding examines the cause-effect
relationships found in data. Since this case study is an explanatory study and is also
examining cause-effect relationships, pattern coding was deemed appropriate.
Before themes could be developed the data was categorized based on patterns that
developed. The main pattern that was established was that in both the experimental and
comparative group the same four major code frequencies emerged. Those four codes
(Algorithmic Thinking, engagement, parallelization, identity) became the main
categories. Then the researcher looked at the remaining codes and categorized them into
one of the four major codes based on themes of what students were trying to accomplish
when the code was assigned.
Table 3.2 Table shows the codes that developed each category and an explanation of
what the category means. (Note: italicized codes represent new codes that developed after
pre-coding occurred)
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Table 3.2
Categories from Coded Data
Codes

Categories

Definition/Explanation

Algorithmic Thinking,
Abstraction, Problem
Solving, Decomposition,
Constraints, Debug

Algorithmic Thinking

Category includes
components of making a
sequential working
computer code

Engaging, Applicable,
Creativity

Engagement

Category includes
components that keep
students invested in what
they are doing

Parallelization, Design,
Loops

Parallelization

Category includes codes that
enables the computer code
to occur in working order
with another computer code
so multiple events can occur
at the same time

Identity, Stereotypes,
Communication

Identity

Category includes codes that
shows student taking
ownership for their projects.

Once the data codes were turned into categories they were then turned into
themes. The researcher examined the four categories and realized two themes emerged.
Those themes were related to the research questions. The first theme that emerged
included the Algorithmic Thinking category and the parallelization category. These are
both type of Computational Thinking skills and thus the first theme that emerged was that
students were demonstration Computational Thinking skills in both the experimental and
comparative group.
The second theme that emerged included the engagement and identity categories.
Both categories dealt with how the participants viewed themselves as able and willing to
computer code and work with computers.
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Table 3.3 Table shows the categories that developed each theme and an explanation of
what the category means. (Note: italicized codes represent new codes that developed after
pre-coding occurred)

Table 3.3
Themes from Coded Data
Categories

Themes

Explanation

Algorithmic Thinking

Use of Computational
Thinking Skills

Since Algorithmic
Thinking and
parallelization are both
Computational Thinking
skills students were using
Computational Thinking
skills in their daily lessons
during their instruction.

“I can be a computer
scientist”

Categories dealt with how
the participants viewed
themselves as able and
willing to computer code
and work with computers.

Parallelization

Engagement
Identity

3.10 Quality Case Study Design
To develop a quality case study four tests were used. These tests include (1)
construct validity (2) internal validity (3) external validity and (4) reliability (Yin, 2003,
p. 33).
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3.10.1 Construct Validity

The first test was construct validity and this test ensures that the data that was
being collected is applicable to the questions being asked. To ensure this is happening
multiple sources of evidence and a chain or evidence must be established during the data
collection phase. Additionally, construct validity can be developed by having key
informants review the case study report during the composition phase (Yin, 2003).
To ensure construct validity is occurring the researcher developed a study that did
collect multiple sources of data and that data was organized, handled, and stored in an
organized method that received prior IRB approval. Additionally. The case study has
been reviewed by key informants including the researcher’s advisor and PhD committee
to ensure the validity.
3.10.2 Internal Validity

Internal validity was necessary to determine in an unknown variable impacted
results compared to the known variable. Due to the nature of a case study this can be a
common problem due to the researcher being unable to control the environment. To
ensure internal validity several tactics were used such as pattern-matching, explanation
building, addressing rival explanations, and using logic models. All of these occurred
during the data analysis phase (Yin, 2003, p34).
Pattern matching occurred when the researcher compared results with
hypothesized results. In other words, the patterns that emerge matched the predicted
patterns. (Yin, 2003). Explanation building, while a type of pattern matching, was when
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the researcher used the data collected and the patterns developed to make a causal
statement regarding the phenomena (Yin, 2003). This method is often considered more in
depth than pattern matching in general, so both are recommended.
Addressing rival explanations is when the researcher is aware of other
explanations and addresses these other explanations during the analysis phase (Yin,
2003). Logic Models are when cause-effect relationships are studied over a period. Due
to the constraints of this study the period of study was three weeks. The purpose of logic
models was to observe events and compare to predicted events (Yin, 2003). This could
also be considered a form of pattern matching, but since the observations occur over time
instead of just at the end of the study the method differs slightly.
3.10.3 External Validity

External validity determines if a case studies’ results can be generalized beyond
the cases that is being studied (Yin, 2003, p. 37). In other words, if a case studies’ results
can be beneficial to promote future studies. To promote external validity a multi-case
study design was beneficial. By using multiple cases, the researcher was able to make a
more generalizable statement since the same trends were seen in multiple cases. Thus,
external validity is established during the research design phase. For this research a multicase study design was used with each of the two group, experimental and comparative,
being a case. Determining trends and themes among the different cases were a focus to
establish external validity.

111

3.10.4 Reliability

A reliability tests should enable another researcher to read the research design and
replicate the research design (Yin, 2003). Due to the nature of this case study and the
development of a curriculum it would be possible for another researcher to duplicate this
study using the resources the researcher created. The other researcher then could follow a
similar protocol when collecting evidence and thus ensure reliability. While all the
information is available a reliability study was not conducted.
3.10.5 Reduce Bias

Additionally, to reduce bias several steps were taken. First, when the
teacher/researcher attained consent/assent she left the room and had another teacher (that
was approved by the IRB) collect this information. The assents/consents were kept safe
and given to the teacher/researcher at the conclusion of the study. This reduced any
feelings that someone must participate to attain a grade, and the teacher did not have bias
if a student was not choosing to participate. Second, triangulation when collecting data to
reduce bias. Finally, when data was coded the researcher gave each case a code and
scrambled the cases, so the researcher did not know which group the case belonged to.
This reduced the bias of the researcher coding the data a certain way to make a case
stronger in support of an emerging theme.

3.11 Summary
The case study occurred during two, three-week, sessions where each case
received a total of fourteen, forty-eight-minute lessons. Additionally, the study occurred
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in a public middle school during a summer enrichment program. The researcher taught
four classes each session. Two of the classes received computer coding instruction and
knitting instruction. This was the experimental group. The other two classes received
computer coding instruction and coding “unplugged” instruction. This was the
comparative group. The teacher-researcher designed the curriculum based on the
“Creative Computing” curriculum by the Harvard Graduate School of Education (2019),
her own knowledge of knitting, and with the help of a content expert in computer science.
The data for this case study came from a variety of sources and was analyzed
using qualitative data coding. Data included student journals, class observations, identity
surveys, audiovisual interviews based on Bebras Challenges, and student artifacts.
Multiple sources of data were used to build validity in the case study design and to
discourage bias (Yin, 2003). Before the study started precoding was conducted using
deductive methods to develop a list of potential code words. During first cycle coding the
data was analyzed using descriptive and In Vivo coding (Saldana, 2021). From that data
four categories emerged that were named (1) Algorithmic Thinking (2) Engagement (3)
Parallelization (4) Identity. During second cycle coding pattern coding was used. As a
result of pattern coding two themes emerged that were called (1) Use of Computational
Thinking Skills (2) “I can be a computer scientist”.
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Chapter 4 FINDINGS

This case study was guided by two research questions based off the emerging idea
that knitting and coding are similar. Due to this similarity, statements have been made
that knitting can promote computer coding skills (Buckner, 2015; Roberts, 2019). This
study was set up as an exploratory case study design due to its focus on answering “how”
and “why” questions in a hard to control scenario using a modern phenomenon (Yin,
2003, p.1). Overall, this case study wanted to increase understanding between the
relationship between knitting and computational skills (Yin, 2003). Due to this focus a
multi-case design was needed that also included a comparative group used for theoretical
replication. Additionally, while the total number of participants was smaller than other
forms of experimental study design, the data is still valid because case studies are focused
more on how cases are impacted over time and less concerned with frequencies or
incidents (Yin, 2003).
The case study occurred during two, three-week, sessions where each case
received a total off fourteen, forty-eight-minute lessons. Additionally, the study occurred
in a public middle school during a summer enrichment program. The researcher taught
four classes each session. Two of the classes received computer coding instruction and
knitting instruction. This was the experimental group. The other two classes received
computer coding instruction and coding “unplugged” instruction. This was the
comparative group. The teacher-researcher designed the curriculum based on the
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“Creative Computing” curriculum by the Harvard Graduate School of Education (2019),
her own knowledge of knitting, and with the help of a content expert in computer science.
The data for this case study came from a variety of sources and was analyzed
using qualitative data coding. Data included student journals, class observations, identity
surveys, audiovisual interviews based on Bebras Challenges, and student artifacts.
Multiple sources of data were used to build validity in the case study design and to
discourage bias (Yin, 2003). Before the study started precoding was conducted using
deductive methods to develop a list of potential code words. During first cycle coding the
data was analyzed using descriptive and In Vivo coding (Saldana, 2021). From that data
four categories emerged that were named (1) Algorithmic Thinking (2) Engagement (3)
Parallelization (4) Identity. During second cycle coding pattern coding was used. As a
result of pattern coding two themes emerged that were called (1) Use of Computational
Thinking Skills (2) “I can be a computer scientist”. The end goal of a case study is to
generalize what was discovered, not particularize (Yin, 2003, p11). As a result, some
trends were discovered regarding the original research questions.

4.1 Research Question One: Computational Thinking Skills
During the literature review phase of the study, the literature revealed that
Computational Thinking skills were often mentioned as needed skills for those interested
in pursuing computer science. Computational Thinking was defined as a cognitive
process where an individual takes a big problem and divides the problem into smaller
sections that can be solved through a set of steps (Lee & Junoh, 2019; Ricketts, 2018;
Sung, 2019; Tonbuloglu & Tonbuloglu, 2019). Also, as stated before, key elements of
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Computational Thinking include (1) abstraction and automation (2) systematic process
and information (3) symbol systems and representations (4) algorithmic notions of flow
control (5) structured problem decomposition (6) iterative, recursive, and parallel
thinking (7) conditional logic (8) Efficiency and performance constraints (9) Debugging
and systematic error detection (Grover & Pea, 2013).
4.1.1 Data Analysis

Computational Thinking has become popular, particularly in computer science
education. Sung (2019) states that Computational Thinking has a close relationship with
technology and engineering education because similar processes occur. "The use of
technology involves Computational Thinking skills, and computer science is used for the
acquisitions of Computational Thinking skills” (Tonbuloglu & Tonbuloglu, 2019, p.
404). The importance of computational skills in computer science and the idea that
knitting can teach computer coding lead to the development of the first research question
of the study which is…
How does learning to knit while learning to code facilitate the understanding of
Computational Thinking skills including abstraction, Algorithmic Thinking, and
understanding of parallelization in adolescent students?
Overall, the data suggest that Computational Thinking skills were taught through
knitting. While there is no evidence to support the approach that using knitting is better
or worse, the purpose of the study was just to determine if there would be similar success.
Since there was similar success, the researcher can determine that knitting can be used as
an instructional method to teach Computational Skills in computer science. During the
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pre-coding phase several of the Computational Thinking skills were identified as
potential codes due to their frequency of use in literature. These terms appeared not just
in articles referring to computation thinking skills, but also in articles referring to
computer science, computer coding, and problem solving.
Terms related to computation thinking skills that were pre-coded included
Algorithmic Thinking, Abstraction, Decomposition, Constraints, Debug, Parallelization.
Additionally, design, loops, and problem solving, which are related to computation
thinking skills, were added as during first cycle coding. Once the first cycle coding
process started these data codes were categorized into two main categories named
Algorithmic Thinking and Parallelization. Algorithmic Thinking and Parallelization were
chosen as the main category names over the other Computational Thinking skills due to
their frequency as codes in the data. The remaining codes that were related to
Computational Thinking skills were then examined and placed into one of the two
categories based on their purpose when coded in the data.
Table 4.1
Categories Developed from Codes
Codes

Categories

Definition/Explanation

Algorithmic Thinking,
Abstraction, Problem
Solving, Decomposition,
Constraints, Debug

Algorithmic Thinking

Category includes
components of making a
sequential working
computer code

Parallelization, Design,
Loops

Parallelization

Category includes codes that
enables the computer code
to occur in working order
with another computer code
so multiple events can occur
at the same time
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After developing these two categories they were combined into one theme called the
“Use of Computational Thinking Skills”. The emergence of this theme shows that
students were using Computational Thinking skills during their project creation.
Table 4.2
Themes Developed from Categories
Categories

Themes

Explanation

Algorithmic Thinking

Use of Computational
Thinking Skills

Since Algorithmic
Thinking and
parallelization are both
Computational Thinking
skills students were using
Computational Thinking
skills in their daily lessons
during their instruction.

Parallelization

When comparing experimental group results against the comparative group, the
experimental group received similar frequencies of coded data. This explains why
different categories and themes were not developed for each group. This also suggests
that the experimental group performed at a similar level as the comparative groups. The
frequencies of use of coded data can be seen in figure 4.1 for the experimental group and
Figure 4.2 for the comparative group.
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Figure 4.1
Experimental Group Frequency of Codes

Figure 4.2
Comparative Group Frequency of Codes

To get a more in-depth understanding of Computational Thinking skills students
developed an examination of student work is needed.
4.1.2 Student Examples of Algorithmic Thinking Category

The Algorithmic Thinking category contained several codes including
Algorithmic Thinking, abstraction, problem solving, decomposition, constraints, and
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debug. Overall, when the codes are combined components of making a sequential
working computer code emerge. To see how students developed Algorithmic Thinking a
closer examination of the encompassing codes needs to occur.
Algorithmic Thinking is essentially a list of step-by-step procedures used to
complete a task (Lee & Junoh, 2019). One example of Algorithmic Thinking can be seen
in the “Dress Code” Bebras Challenge. An example of this Bebras Challenge can be
found in the appendix. During the challenge students were given a branching decision
flow chart. Students had to follow that flow chart and use step-by-step decisions to solve
the problem of which beaver was not dressed correctly. Students were using Algorithmic
Thinking if they were able to follow each step of the problem and make a decision to lead
them to the correct answer.
In an audiovisual interview case E7, from the experimental group, was able to
answer correctly using Algorithmic Thinking. E7 stated Beaver B was the beaver not
dressed correctly. They stated their reasoning for this decision as, “I chose my answer
because A has glasses and C has a yellow hat and D has a blue hat. The question asked
which Beaver does not like the dress code, and B broke all the rules, so I think he doesn't
like the dress code. To find the answer we had to look at every single part to find out
which Beaver did like the dress code.” Similarly in the comparative group, case C7 was
able to provide similar reasoning for selecting Beaver B stating that, “I chose Beaver B
because they have neither classes or blue hat or a yellow hat.” In both the experimental
and comparative cases the students were able to use similar Algorithmic Thinking to
achieve the same answer.
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Abstraction is another term makes up the Algorithmic Thinking category.
Abstraction is defined as ignoring specific details to focus on the general idea (Sung,
2019). A more general idea of abstraction is that to drive a car (general idea) the user
does not need to understand how the engine works (specific details). Several discussions
about abstraction occurred in class and were recorded on the daily observation sheets.
In a class discussion, with the experimental group, the researcher asked students
questions regarding how a sweater was made in relation to abstraction.
Researcher: What is needed to wear a knitted scarf?
Case E1: You need to know how to cast-on and knit.
Researcher: Anything else?
Case E4: You need to know how to count.
Researcher: Do you need to know how yarn is made to make a scarf?
Case E1: No
Researcher: Okay, does a person need to know how to knit a scarf to wear one?
Case E1: No…
Researcher: So, if we were removing un-needed information, what is not
necessary for a person to know to wear a knitted scarf?
Case E2: A person doesn’t need to know how the scarf is made to wear the scarf.
Case E1: You don’t need to know how to knit.
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Researcher: This is known as abstraction. Can you think of an example in
Scratch?
Case E4: To play one of the pre-made songs on Scratch you don’t need to know
which notes are used, just how to place the sound block and choose the song.
Similarly, the researcher also asked the Comparative group some questions regarding
abstraction.
Researcher: What games did you enjoy playing on Scratch?
C7: I liked the Flappy Bird game
C6: I liked the maze
C5: I also like the Flappy Bird game
Researcher: Okay, how is the Flappy Bird game made?
C7: I can look inside the game and find out.
Researcher: That is not needed unless you want to know. Did not knowing how
any of the games you played impact your ability to play the game?
C5: No, because we just had to play the game, not make the game.
Researcher: This is known as abstraction when you can focus on the main idea
and ignore the details. Can you think of an idea in Scratch?
C7: Could Scratch be abstraction because you don’t need to know a coding
language to create computer created programs?
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In both the experimental and comparative groups students were able to identify that you
could perform an action and not know all the details that make up that action. While this
is a simplified explanation of abstraction both groups of students were able to take the
concept and apply it to Scratch.
Problem solving, while a code used in the category of Computational Thinking
Skills, was the least used. While students were able to problem solve during the sessions,
the process was not specifically noted as much. This might be due because problem
solving is a more overarching idea and involves other components such as debugging and
decomposition. When coding the data the researched used the more specific terms and
thus, problem solving was not used a frequently. Examples of problem solving that were
noted were when students wanted their character to perform a certain action so the
student had to think about which block to use. For example, in both the experimental and
comparative group students struggled to get their first program to run. They were able to
problem solve that they forgot to insert a signal to start box at the beginning of the code.
Another component of the Algorithmic Thinking category was decomposition.
Decomposition can be defined as breaking problems down into smaller sections through
the process of a flow chart. This process illustrates the logic from the start to the end
when solving a problem (Sung, 2019). An example can be seen in the “Animation”
Bebras Computational Challenge. An example of this challenge can be found in the
appendix. During this challenge students were given an end image and asked to put the
remaining images in order to produce the end image while only changing one component
in each picture. This challenge is an example of decomposition because students had to
break down components of the end picture to determine what differs between each
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picture. In other words, there was an end image and students had to look at one change
that occurred from picture to picture to achieve the correct order of pictures.
The correct order of the pictures is BDCAE or answer four. Case E8, from the
experimental group, stated that, “I chose answer four. The order is BDCAE. I chose 4
because I think that it is as smooth as it could be because the picture changed to wiggly to
straight and then happy.” Additionally, case C10, from the comparative group, stated
that, “For my answer I got #4 which is BDCAE. I did B first because it had the biggest
ears and the biggest whiskers. It also had, like, the whiskers that are, like, squiggly and
the rest of them didn't have that. I knew that D would go next because it still had those
squiggly whiskers, but the ears were smaller, and then after D it was C because the noses
are still the same. They are circular and then A because the noses are bigger, and the last
one would have to be E.” In both examples, both the experimental and comparative
group, were able to observe individual features and break down the problem of which
order the pictures would occur in to make a smooth animation.
Constraints was another code that was included in the Algorithmic Thinking
category. Constraints are similar to restrictions and can be observed in Lesson One in the
“Ten Block Problem” Scratch challenge. Students were given ten blocks on Scratch and
told they could only use the given blocks and they must use all blocks at least once.
Student struggled with this challenge because they had just been introduced to Scratch
and were still learning how to use the different blocks. Students also wanted to
experiment with all the blocks, not just the ten listed. In Figure 4.3 an example of the
challenge can be seen that was completed by E1 in the experimental group. In Figure 4.4
an example can be seen that was completed by C7 in the comparative group. In both
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examples the participants were able to complete the “Ten Block” challenge while
following the listed constraints.
Figure 4.3
Ten Block Challenge Experimental Group

Figure 4.4
Ten Block Challenge Comparative Group
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The last components that made up the Algorithmic Thinking category was
debugging. Debugging means to find and fix mistakes. Debugging was a daily occurrence
because students were learning something new and were consistently fixing mistakes or
altering designs.
In the Experimental group debugging also occurred when learning to cast-on.
Since most of the students in the experimental group had never been exposed to knitting,
they struggled to learn to get the yarn on the needle in a process called the cast-on. This
process took double the time the teacher had allotted due to students learning to debug
what they were doing incorrectly. In Figure 4.5 and Figure 4.6 E1’s progress in learning
to cast-on can be seen. In Figure 4.5 E1 is learning to cast-on and in Figure 4.6 E1 has
debugged what they were doing wrong (pulling the yarn over) and their stitches look
more correct.
Figure 4.5
E1 Learning to Cast on
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Figure 4.6
E1 Debugged Cast on

Debugging can also be seen in the comparative group. In the “Picture This”
activity (Figure 4.7), a coding “unplugged” activity, students were given a picture and
they had to write down instruction on how to draw the picture. After they wrote their
directions, they read the directions to a partner who drew what they heard. After looking
at the end drawing, the student went back and debugged mistakes to make their
instructions better. In the below image an example of this can be seen.
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Figure 4.7
Picture This Activity

Overall, the Algorithmic Thinking category contained Algorithmic Thinking,
abstraction, problem solving, decomposition, constraints, and debug. Examples of these
processes can be observed in the research. Both the experimental and comparative group
were able to demonstrate the different components, but neither group appeared to perform
at a higher level based on this data.
4.1.3 Student Examples of Parallelization Category

The second category that made up the Use of Computational Thinking Skills Theme was
parallelization. Parallelization was developed from the parallelization, design, and loop
codes. The parallelization category includes codes that enable the computer code to occur
in working order with another computer code so multiple events can occur at the same
time. To understand how the experimental and comparative group developed
parallelization a closer examination of examples is necessary.
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A simplified explanation is when multiple codes occur at the same time when
signaled. This can most easily be seen in the “Build-a-Band” challenge on Scratch.
Students were instructed to make a band and assign block code to each instrument. Some
students made elaborate bands with multiple instruments and composed their own songs,
while other students made a simpler band with fewer instruments and used pre-made
sounds. In both cases there were examples of parallelization. In Figure 4.8 an example of
parallelization in the “Build-a-Band” can be seen. This example was from the
experimental group and shows how two instruments were performing music as the same
time.
Figure 4.8
“Build-a-Band” Activity from Experimental Group

Similarly, an example can also be seen from the comparative group in Figure 4.9.
When looking at both examples, both groups have shown that they can compose different
segments of code that performs at the same time when signaled.
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Figure 4.9
“Build-a-Band” Activity from Comparative Group

The second code that made up the parallelization category was design. Design,
like the problem-solving category is very broad and as a result can be applied to many
designs. Design was used daily for both groups when they were creating design in
Scratch. In none of the challenges were students given step-by-step directions, so they
had to design their project completely. Additionally, as seen in the examples of the
“Build-a-Band” challenge, student also had to design multiple components to produce a
product.
Loops are the final component that make up the Parallelization category. Loops
can be seen in lesson five. Students were asked to define some examples of loops in their
daily lives in their student journals. Case C3, in the comparative group, stated that
walking was an example of a loop and case E2, in the experimental group, stated washing
your hands was an example of a loop. In both cases students were able to determine that a
loop is something that is repeated, but directions are not written over and over. Instead,
the instructions are stated once and then you are told how many times to repeat.
In the experimental groups students learned this concept through knitting. After
students learned the basic knit, they were introduced to repeats in patterns. Often in
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knitting, a set of steps is listed and then the instructions will say to repeat those steps a set
number of times. This simplifies the instructions. During lesson five the researcher
focused on teaching loops.
For the experimental group the researcher wrote “CO11, *turn work and K12*
repeat * to * 4 times.” This means that the students needed to cast-on eleven times and
then turn their work and knit twelve times. The instructions went further and said to
repeat the section between the asterisks, the turn work and knit twelve times, four times.
An example of a student’s work can be seen below in Figure 4.10.
Figure 4.10
Example of “Loop” in Knitting

Since the comparative group did not learn to knit, they had a different coding
“unplugged” lesson. Students had to create a maze and write out instructions using loops
such as describing how to take a step and then writing to repeat those directions a set
amount of time. This can be seen in Figure 4.11 where a picture of the maze was drawn
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in both the experimental and comparative group, even though they experienced different
lessons, students demonstrated their understanding of loops.
Figure 4.11
Example of Maze Loop Activity

Overall, the parallelization category contained parallelization, design, and loops.
Examples of these processes can be observed in the research. Both the experimental and
comparative group were able to demonstrate the different components, but neither group
appeared to perform at a higher level based on this data.
4.1.4 Use of Computational Thinking Skills

Since Algorithmic Thinking and parallelization are both Computational Thinking
skills it can be said that students were using Computational Thinking skills in their daily
lessons during their instruction. The combination of these two themes developed the
Computational Thinking skills theme. Based on student examples it can be observed that
students are demonstrating these skills and the students that received the supplemental
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knitting instruction are performing at a similar level as those that received coding
“unplugged” lessons.
Additionally, while not originally planned, the Bebras data was analyzed to be
used as supportive evidence to compare of performance between the two groups. The
data can be seen in Table 4.3. Two trends can be observed. First, both groups performed
best on the first two challenges and performed the poorest on the last two challenges. The
last two challenges required more math skills that students may not have possessed.
Second, both groups performed very closely in the total average of correct answers.
There was only one percentage difference between them. The combination of these two
observations further supports the idea that computational skills were taught and that both
groups performed at a similar level.
Table 4.3
Bebras Challenge Percentage of Correct Answers
Bebras 1

Bebras 2

Bebras 3

Bebras 4

Bebras 5

Correct/Total

10/12

9/11

9/12

4/12

5/12

Average

83%

82%

75%

33%

42%

Correct/Total

10/11

8/11

6/9

3/8

6/11

Average

91%

73%

67%

34%

55%

Total
Average
Correct

Experimental

63%

Comparative
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64%

4.1.5 Concluding Remarks Regarding Research Question One

In conclusion, to answer the research question, students that received knitting
instruction developed or improved their computational skills. This can be seen in the
student examples. Additionally, when the experimental group was compared against the
comparative group, the experimental group performed at a similar level. This showed that
using knitting to supplement instruction was comparable to the coding “unplugged”
instruction. As a result, knitting can be used in instruction and can be expected to
produce similar results as traditional coding “unplugged” instruction.
A counter argument could be made that the knitting had nothing to do with the
computational skills and it was all due to the computer coding instruction. Additionally,
students may have already possessed the Computational Thinking skills and the research
did not know since there was no pre-assessment. If this study was repeated these would
be areas to address. Additionally, in future studies, to gain a better understanding on the
relationships between knitting and computation thinking, students could just be taught
knitting and the impact on Computational Thinking skills could be observed.

4.2 Research Question Two: Computer Science Identity
During the literature review a defining element of the effectiveness of coding was
an improvement in attitude towards coding and computer science (Bell & Vahrenhold,
2018). Taub et al. (2012) defined the attitudes of coding as “representing evaluations
towards an “attitude object” in dimensions such as good/bad, harmful/beneﬁcial,
pleasant/unpleasant and likable/unlikable; for example, evaluating computer science as
boring or tedious” (p. 8:5). Additionally, Taub et al. (2012) defined attitude to “include
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the motivational factors that inﬂuence a behavior” (p. 8:5). This includes the motivation
to pursue a study of computer science.
4.2.1 Data Analysis

The theoretical framework introduced the idea of combining different topics, such
as knitting and coding. The combination of these differing topics was referred to as the
nexus of practice (Scollon, 2001). The nexus of practice, or more specifically, the nexus
of STEAM, was the guiding Theoretical Framework of the Knitting Code program. The
nexus of STEAM believes that the use of arts in STEM can promote a different type of
learning that is more meaningful and inclusive (Peppler & Wohlwend, 2018). By knitting
and coding the identities of both clash and produce a new identity that may be more
inclusive and provide different access points for those that struggle with traditional
coding instruction (Peppler & Wohlwend, 2018). This concept led to the second research
question which is…
How does combining knitting and computer coding impact the identity of who studies
computer science in adolescent students?
The data suggest that both groups received similar frequencies of use of identity
as a code during first-cycle coding. This implies that the experimental group developed a
similar identity as the comparative group as someone that could study computer science.
Besides the identity code, additional coded data revealed the use of engaging, applicable,
creativity, and communication. These codes were determined through the articles read
during the literature review and development of the theoretical framework. Once specific
point of interest was that the experimental group found the lessons more engaging
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compared to the comparative group. While this was not a specific research question, it
was a finding that emerged from data analysis.
Once the first cycle coding process started these data codes were categorized into
two main categories named Engagement and Identity. Engagement and Identity were
chosen as the main category names over the other codes due to their frequency as codes
in the data. The remaining codes that were related to identity development were then
examined and placed into one of the two categories based on their purpose when coded in
the data. This can be seen in Table 4.4.
Table 4.4
Codes to Categories
Codes

Categories

Definition/Explanation

Engaging, Applicable,
Creativity

Engagement

Category includes
components that keep
students invested in what
they are doing

Identity, Stereotypes,
Communication

Identity

Category includes codes that
shows student taking
ownership for their projects.

After developing these two categories they were combined into one theme called the “I
can be a computer scientist”. The emergence of this theme shows that students were
demonstration an identity towards computer science. This can be seen in Table 4.5.
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Table 4.5
Categories to Themes
Categories

Themes

Explanation

Engagement

“I can be a computer
scientist”

Categories dealt with how
the participants viewed
themselves as able and
willing to computer code
and work with computers.

Identity

When comparing experimental group results against the comparative group, the
experimental group received similar frequencies of coded data. This explains why
different categories and themes were not developed for each group. This also suggests
that the experimental group developed an identity similar to the comparative group. The
exception is that the experimental group appeared to find the knitting instruction more
engaging, but less applicable to their life. This may be due to their limited exposure to
knitting. The frequencies of use of coded data can be seen in Figure 4.12 for the
experimental group and Figure 4.13 for the comparative group.
Figure 4.12
Frequency of Codes for Experimental Group
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Figure 4.13
Frequency of Codes for Comparative Group

To get a more in-depth understanding of computer science identity development an
examination of student work is needed.
4.2.2 Student Examples of Engagement Category
The engagement category was composed of the engaging, applicable, and
creativity codes. This category includes components that kept students invested in what
they were doing. What is unique about this category is that this category contains the
biggest difference between the experimental and comparative group. In the experimental
group there was more frequency of engagement codes and in the comparative group there
was more frequency of applicable codes. It is debatable if this means one group
developed more engagement overall since both of those codes fall under the engagement
category. To gain a better understanding on how students developed engagement a closer
examination of the encompassing codes needs to occur.
The engaging codes was used when students were enjoying and giving effort in
what they were working on. This was most often noted in the daily classroom
observations. The teacher would note amount of participation and quotes. Consistently
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the experimental groups had a higher level of participation ranging from 90%-100%
while the experimental groups usually ranged from 70%-80%. Participation was
determined by counting the students that were actively working on their project and not
staring into space for over five minutes, asking to leave the room and being gone for over
five minutes, or doing another activity for over five minutes. Additionally, for both
groups, when participation was the lowest was usually during the knitting or “unplugged”
instruction. Based on this, the computer coding instruction held about the same level of
engagement, but the supplemental instruction of either knitting or “unplugged” coding
discouraged some students.
Since there were more students less engaged in the comparative group it could be
hypothesized that the “unplugged” instruction was not as engaging as the knitting
instruction. To further support this claim the researcher recorded quotes in the daily
observations. For the experimental group there was often complaining when knitting was
not used such as E7 that repeatedly would ask every day when not knitting, “Why can’t
we knit today?” For the comparative group there was more complaining when computers
were not used. C10 asked, “Why are there no computers out today? Does this mean we
have to write?” Taub et al. (2012) also experienced similar results with diminishing
engagement with “unplugged” instruction. More research may be necessary to understand
how “unplugged” instruction in any format impacts engagement in computer coding.
Besides the daily participation student engagement could be observed when it was
time to end class and pack up. When the researcher would ask students to start getting
ready to leave the students in the experimental group showed more hesitancy in switching
classes. These conversations/observations were recorded in the daily notes. One
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conversation occurred after asking the experimental group to pack up at the conclusion of
the “Build a Band” lesson.
Researcher: Please log off your Chromebook and get ready to leave
Case E3: Can I stay after class?
Researcher: Why?
Case E3: Because I want to keep working.
Researcher: I can’t keep you in my class and cause you to miss another class.
Case E3: Well, can I come to your room and work on it during lunch?
Researcher: No, I will be in the cafeteria monitoring, and no one will be in my
classroom. You will have time tomorrow to work, what do you still need to do?
Case E3: My project is done, but I want to improve it more and try some things.
Can I do this at home?
Researcher: Of course. You have your login information and can use a personal
computer to access your account.
Additionally, besides using Scratch at home, some students in the experimental
group wanted to take home their knitting needles to practice. The teacher did not allow
this until the conclusion of the program because she was worried the materials would not
return. While only a couple of students asked to take home their knitting needles or
complete Scratch projects at home, there were no student in the comparative group that
asked. This shows that students were more engaged and wanted to continue their
instruction on their own time in the experimental group.
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Applicable is the second code that developed the Engaging category. Applicable
is defined as relating to student’s lives. While it may appear that the knitting
supplemental instruction was more engaging it did not appear to be as applicable to
students. Evidence of this can also be seen in the daily observations. For the experimental
groups the researcher heard statements such as, “How does this help with computer
code?” and “People still do this?” In comparison, the comparative group used Tik Tok
dances, that they had watched the night before, for their Lesson 1B dance activity.
The final code that completes the Engaging category is creativity. One
observation that was recorded frequently in the daily observations were students’ unique
ways of completing the projects. Case E9 even stated, in an audiovisual interview, that
one of their favorite parts of the class was the openness of the class to complete a project
in a way they wanted. This can be seen in the cumulative “Music Video” challenge on
Scratch. Students were instructed to use the skills they and learned through the course to
create a music video with dancing and music. There were a variety of projects, and all
were unique. This can be seen in Figure 4.14 (experimental group example) and Figure
4.15 (comparative group example).
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Figure 4.14
Music Video Scratch Project for Experimental Group

Figure 4.15
Music Video Scratch Project for Comparative Group
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While not obvious in these pictures, both projects included unique combinations of
characters, movement, and music. In the experimental group and the comparative group
music videos students used different costumes within the video. This was not designated
as something that was necessary, but students wanted their sprites to change with he
music and fit the style.
The Engaging category was a combination of the engaging, applicable, and
creativity codes. Overall, the experimental group showed more engagement while the
comparative group showed more application. Both groups showed similar creativity with
the experimental group being slightly higher. Some questions that arose was if coding
“unplugged” activities were as engaging as computer coding and if engagement
outweighs lack of application to a students’ life.
4.2.3 Student Examples of Identity Category

The Identity category was composed of the identity, stereotypes, and
communication data codes. Overall, the identity category includes codes that shows
students taking ownership for their projects and seeing themselves as a computer
scientist. For this study, since identity and stereotypes were so closely related the
researcher tended to code the data as identity and as a result not much data was coded as
stereotypes. As a result, final data was combined. Additionally, both the identity and
communication frequency of codes was similar for both groups.
To get a better understanding of the identity codes the CSAIS survey was used.
The survey was a tool developed to evaluate students’ identity towards computer science.
All students, in both groups, were given this survey at the beginning and end of the three143

week sessions. The data was analyzed using the Wilcoxon Signed Rank Test due to the
matched samples from the pre- and post- survey. The results revealed any changes in
identity towards computer science from the beginning of the session to the end. The null
hypothesis was there was no change in attitude from the pre- to post- survey and the
alternative hypothesis was there would be a change in identity from the pre- to postsurvey. The test was conducted at a five percent significance and in both cases the test
statistic of the experimental (128) and comparative (117) group was less than the critical
value of 137 which means the null hypothesis was rejected. This means that there is
sufficient evidence to suggest that for both the experimental and comparative groups
there was a significant positive change in identity towards computer science from the
beginning to the end of the three-week session.
One point of interest in the CSAIS survey was the fourteenth question which
asked, “The challenge of solving problems using computer science appeals to me”. This
question showed the greatest improvement in the experimental group while in the
comparative group the data did not change. While the overall results showed similar
growth, question fourteen stuck out as an outlier and shows that students in the
experimental group found using computer science to solve problem more appealing from
the start of the session to the end while there was no growth in the comparative group.
Additionally, while the survey showed overall growth in identity in both groups
there were incidents with individuals where the identity for certain questions decreased.
These decreases were small and not enough to impact the overall results, but it should be
noted that not every student showed growth in identity on every question.
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Another piece of data that supports students developing more if an identity
towards computer science can be seen in the researchers’ daily notes. At the beginning of
the study the researcher wrote for both groups that students “were not excited to be at
summer school” or “student laid their head down on the desk”. By the end of the session
the researcher’s results had greatly improved. Notes the researcher wrote included, “a
parent contacted me to tell me how much their child is enjoying this class”, “teachers are
reporting that students are taking about my class”, “students are asking to stay in my class
and not go to the next”, and “students are asking if I will not delete the Scratch class so
they can get Scratch after the session”. These comments show a progression from
students not wanting to be in the class to enjoying what they are doing and talking about
the course outside of class. This was present in both groups.
The CSAIS survey was also used to determine students’ ideas about stereotypes.
Section three of the survey had to do with gender constructs and section four dealt with
professional constructs. In both groups there was minimal change in the gender
constructs from the pre- to post- survey, but the pre- survey showed positive stereotypes
that women and men can be computer scientist. Therefore, since the results were already
positive and there was minimal change, it can be determined that students believe that
men and women can be equally successful in computer science. In comparison the
professional construct section did show positive growth for both groups of students. This
means that students’ perceptions as who studies computer science and if it is something
they could do improved from the beginning of the course to the end of the course of both
groups. This included viewing a computer scientist as someone that had additional
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interests and friends compared to the beginning when students thought computer scientist
were anti-social and only worked with computers.
Finally, communication was present in both groups. Students were eager to share
their designs with the teacher and their classmates. Additionally, at the end of the threeweek session, the researcher had students complete a gallery walk where students
observed each other’s projects and provided feedback. This can be seen in Figure 4.16
and Figure 4.17. For both groups communication was consistent, and the researcher did
not observe or document any differences between the two groups.

Figure 4.16
Gallery Walk of Music Video Scratch Projects
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Figure 4.17
Feedback from Students on Music Video Scratch Project

4.2.4 “I Can be a Computer Scientist” Theme

The overall theme that emerged when combining the Engagement and Identity
categories was the “I can be a Computer Scientist” theme. This theme combined
categories dealing with how the participants viewed themselves as able and willing to
computer code and work with computers. The data, while differing between groups” from
the Engagement category showed that students were engaged with the computer coding
but questioned if the “unplugged” coding component was actually valuable and if
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application outweighed engagement. These questions could not be answered based on
this study alone. In the Identity category, the data showed that there was a change in
identity towards computer science based on the CSAIS Survey data. The results provided
evidence that students were able to view themselves as someone that might study
computer science more at the conclusion of the session than at the beginning. This was
consistent for both the experimental group and comparative group.
4.2.5 Connection to Theoretical Framework

Going back to the Theoretical Framework and the Nexus of Practice some
statements can be made. First, as a reminder, the Nexus of Practice is the combination of
different practices that form a nexus through links and relationships (Hui et al., 2017). As
people develop practices, they develop certain abilities that signify membership in a
group (Hui et al., 2017). Practices can become organized into a nexus (Hui et al., 2017).
Learning, both passive and active, is necessary to form practices, and as a result signals
membership to a group (Hui et al., 2017). Additionally, learning occurs when different
nexus intersects, because knowledge is shared through the interaction (Hui et al., 2017).
Conflicts can also occur when nexus converge because they may not share practices, and
as a result, old practices can develop into new practices (Wohlwend, 2014). The new
practices are not what form the change, instead how the practices interconnect and
display a new organization of practices is what causes a change (Hui et al., 2017). This is
referred to as a disruption of practice (Scollon, 2001). Key practices from the different
nexus may form a new nexus and provide an invitation for new membership of that nexus
that combines key practices and values from the combined nexus (Medina & Wohlwend,
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2014). When nexus combine, the new nexus can change practices and identities that
would be slow to change (Wohlwend, 2014). “When new practices emerge in nexus, the
results can be transformative, allowing greater access and broader participation” (Peppler
& Wohlwend, 2018, p. 91).
When applying the Nexus of Practice to this study the practices can be defined as
the different components of computer science and computer coding. The combination of
these practices determines the Nexus of Computer Science. If a student struggles to
develop these practices, then they will struggle to feel like they belong to the Nexus of
Computer Science. Additionally, if a student struggled with the idea that they could be a
computer scientist they could be introduced to computer science through a different
Nexus. In this case the other Nexus was knitting. When the Nexus converge, such as the
Knitting Code” program a new way of feeling like a member of the Nexus emerges. In
other words, if a person does not feel like they could be a computer scientist, but they feel
like they could knit when the two meet that feeling of belonging could transfer.
Based on the results of this study, students did develop more of an identity as a
computer scientist and someone that could computer code. Thus, students felt more of a
membership to the Nexus of computer science. Additionally, the knitting allowed
students to approach the Nexus of computer science using an alternative path. Data did
not suggest that the experimental group developed more of an identity than the
experimental, but the research question focused on if the Knitting Code program was
comparable to more traditional computer coding instruction. You could argue that since
both groups developed an identity towards computer science the knitting was not
necessary. While knitting itself may not be necessary, the research shows that it is
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possible to use alternative Nexus to teach computer science in hopes that an individual
who does not feel like a member of computer science may have an alternative path to
reach this identity.
4.2.6 Concluding Remarks for Research Question Two

In conclusion, to answer the research question, students that received knitting
instruction did show growth in identity towards someone who could be a computer
scientist. This can be seen in the student examples and survey results. Additionally, when
the experimental group was compared against the comparative group, the experimental
group performed at a similar level. This showed that using knitting to supplement
instruction produced similar computer science identities and shows that knitting
instruction was comparable to the coding “unplugged” instruction.
A counter argument could be that using Scratch helped develop identity, not the
knitting “unplugged” coding. If this study was repeated this could be an area to address.
A study could be conducted using a traditional coding language and Scratch. The change
in identity between these two groups could be investigated to determine how Scratch
impacts identity.

4.3 Summary
In conclusion from the data four categories were developed which were then
developed into two themes. These two themes, Use of Computational Thinking Skills and
“I Can be a Computer Scientist”, helped answer the two research questions. Since this is
a case study the how and why should be answered for each question.
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Research question one questioned how learning to knit while learning to code
facilitated the understanding of Computational Thinking skills. To answer the how,
learning to knit while learning to code helped facilitate the learning of Computational
Thinking skills such as abstraction, Algorithmic Thinking, and parallelization. This can
be seen through the student examples above. To answer the why, while students
completed the Knitting Code program they had to use the Computational Thinking skills
to answer the Bebras questions, develop Scratch projects, and to learn to knit/read
knitting patterns.
Research questions two questioned how combining knitting and coding impacted
identity and stereotypes of who studies computer science. In terms of how, the Knitting
Code program improved students’ identity towards seeing themselves as someone that
could study computer science. In term of why, it is unclear if it is the combination of
different Nexus of the use of Scratch, but the use of these programs allowed students to
see themselves as someone who could study computer science. This can be seen in
student examples of survey results.
Overall, the study answered the research questions, but new questions arose from
the research. Additionally, the purpose of a case study is to suggest implications about a
larger phenomenon (Yin, 2003, p 144). The purpose of this case study was to explore the
idea if knitting could be helpful when teaching coding. In conclusion, based on data and
the research questions, it is possibly to imply that learning computer coding through
knitting is comparable to learning computer coding using coding “unplugged”
instruction.
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Chapter 5 IMPLICATIONS AND SIGNIFICANCE

5.1 Conclusion
Computer coding is, “the process of identifying and labeling each step to
complete a task” (Lee & Junoh, 2019, p. 712). There is an increase in demand for those
that known how to computer code and as a result colleges need to produce a diverse
group of leaners to fill this demand (Ehrlinger et al., 2018; Varma, 2006). Computer
“coding skills should be considered among basic skills, and they are of equivalent
importance as reading” (Tonbuloglu & Tonbuloglu, 2019, p. 404).
To develop an interest in computer science and computer coding for children a
variety on tools have been developed. One tool is called computer coding “unplugged”
and teaches the skills of computer coding without using technology (Lee & Junoh, 2019).
Another tool are drag-and-drop programs, such as Scratch, which have been developed to
make coding more scaffolded and engaging (Resnick et al., 2009).
Another growing idea is that knitting can be used as a tool to teach computer
coding. Knitting and coding have similarities, and as a result there is a growing idea that
students that learn to knit will be better computer coders (Roberts, 2019). There have
been numerous claims that knitting can teach the concepts of computer coding, but these
claims have little scientific backing (Buckner, 2015; Roberts, 2019). This is where the
idea of the Knitting Code program emerged.
The Knitting Code program combined a variety of tools including STEAM,
block-based computer coding, and “unplugged” coding. STEAM is the combination of
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art and STEM. This is an example of the nexus theory because there is a combination of
contradictory fields. By combining both, the learner was challenged to use creative
design elements to solve problems. Additionally, the “Knitting Code” program used dragand-drop programs so that the material was accessible to adolescent students. The goal of
drag-and-drop was to introduce students to coding in a friendly manner. Drag-and-drop
will combine the aspects of art and computer coding.
“Unplugged” coding will also be taught through knitting. This “unplugged”
component will allow students to learn to knit and then knit their code. Since
“unplugged” coding was never intended to be taught independently, the lessons will be
combined with a drag-and-drop coding-based curriculum. The nexus theory is guiding
this research due to the combination of art and coding. The different components found
through the literature review have shaped the goals of the “Knitting Code” program.
This case study was guided by two research questions based off the emerging idea
that knitting and coding are similar. Due to this similarity, statements have been made
that knitting can promote computer coding skills (Buckner, 2015; Roberts, 2019). This
study was set up as an exploratory case study design due to its focus on answering “how”
and “why” questions in a hard to control scenario using a modern phenomenon (Yin,
2003, p.1). Overall, this case study wanted to increase understanding between the
relationship between knitting and computational skills (Yin, 2003). Due to this focus a
multi-case design was needed that also included a comparative group used for theoretical
replication. Additionally, while the total number of participants was smaller than other
forms of experimental study design, the data is still valid because case studies are focused
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more on how individual cases are impacted over time and less concerned with
frequencies or incidents (Yin, 2003).
The case study occurred during two, three-week, sessions where each case
received a total off fourteen, forty-eight-minute lessons. Additionally, the study occurred
in a public middle school during a summer enrichment program. The researcher taught
four classes each session. Two of the classes received computer coding instruction and
knitting instruction. This was the experimental group. The other two classes received
computer coding instruction and coding “unplugged” instruction. This was the
comparative group. The teacher-researcher designed the curriculum based on the
“Creative Computing” curriculum by the Harvard Graduate School of Education (2019),
her own knowledge of knitting, and with the help of a content expert in computer science.
The data for this case study came from a variety of sources and was analyzed
using qualitative data coding. Data included student journals, class observations, identity
surveys, audiovisual interviews based on Bebras Challenges, and student artifacts.
Multiple sources of data were used to build validity in the case study design and to
discourage bias (Yin, 2003). Before the study started precoding was conducted using
deductive methods to develop a list of potential code words. During first cycle coding the
data was analyzed using descriptive and In Vivo coding (Saldana, 2021). From that data
four categories emerged that were named (1) Algorithmic Thinking (2) Engagement (3)
Parallelization (4) Identity. During second cycle coding pattern coding was used. As a
result of pattern coding two themes emerged that were called (1) Use of Computational
Thinking Skills (2) “I can be a computer scientist”. The end goal of a case study is to
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generalize what was discovered, not particularize (Yin, 2003, p11). As a result, some
trends were discovered regarding the original research questions.
The first research question asked how learning to knit while learning to code
facilitated the understanding of Computational Thinking skills including abstraction,
Algorithmic Thinking, and understanding of parallelization in adolescent students. Data
suggested that students that received knitting instruction developed or improved their
computational skills. Additionally, when the experimental group was compared against
the comparative group, the experimental group performed at a similar level. This showed
that using knitting to supplement instruction was comparable to the coding “unplugged”
instruction.
The second research question asked how combining knitting and coding impacted
identity and stereotypes of who studies computer science. To answer the second research
question, students that received knitting instruction did show growth in identity towards
someone who could be a computer scientist. This can be seen in the student examples and
survey results. Additionally, when the experimental group was compared against the
comparative group, the experimental group performed at a similar level. This showed that
using knitting to supplement instruction contributed to similar identity development and
shows that knitting instruction was comparable to the coding “unplugged” instruction.

5.2 Implications
The purpose of case studies is to suggest implications for a larger phenomenon
(Yin, 2003). The purpose of this study was to determine if knitting could supplement
computer coding instruction. Based on this case study, the data suggests that knitting
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could be an alternative way to teach coding so that the disruption of Nexus could occur
and allow more students to enter the field of computer science. What this implies is that
knitting could be a potential teaching method for computer coding. This case study
proved that the Knitting Code curriculum had the same success as more traditional
“unplugged” methods. On a larger scale, this means that alternative methods to teaching
computer science, and other disciplines, should be considered as potential pedagogical
approaches. By studying the two cases the researcher was able to support the
phenomenon that by combining seemingly unrelated Nexus students can be successful
and be provided with a different pathway to access the content.
Due to constraints such as time and state teaching mandates using knitting may
not be possible to assist with teaching computer coding. What can be taken away from
this study is when developing instruction for teaching computer coding alternative
methods should be considered. These alternative methods could be beneficial in terms of
students learning Computational Thinking skills and developing an identity. Knitting may
not be the best option since it requires materials, times, and expertise. Additionally,
knitting showed to not be applicable to students’ lives.
Potential alternative methods of instruction for all content should take into
account the Nexus of Practice. Instructions should consider trying to disrupt the Nexus of
their content by combining seemingly unrelated fields. This disruption may help students
understand concepts in a different way and this disruption may allow other students to
enter the Nexus of their content. Instructors should take away from this study that there
is not one correct way to teach or learn content. If that instructor is struggling to teach,
engage, or bring in new students they should consider what are some students’ interests.
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By learning more about students’ interests the instructor could become more familiar
with the Nexus of that topic. The instructor could then create instruction combining the
Nexus of their content with the Nexus of the students’ interests. By doing this the
instructor may create a pathway for students to access the content in a way that is more
interesting and familiar to themselves.
In conclusion, the Knitting Code curriculum was successful. The study was
trying to determine if teaching computer coding through knitting would be as successful
as more traditional computer coding “unplugged” instruction. Success was measured
based on understanding of computation thinking skills and identity development. While
data analysis showed that both cases had similar success, students in the experimental
group that received knitting instruction were more engaged. This is an important piece of
data because, while the overall study results did not change, students in the experimental
group were enjoying learning about the content more. This could be important when
considering future studies and use in the classroom. Overall, the disruption of Nexus
appeared to benefit students because both groups were equally successful and the group
that received knitting instruction found the content more engaging. Therefore, the
students in the experimental group may have a greater chance to study computer science
in college and fill the demand in computer science careers.

5.3 Significance/Future Research
Based on results from this case study several future studies could be developed.
First, since knitting was not applicable to students’ lives, research could be conducted on
how other art/crafts, such as origami, could be used to teach computer coding. Second, to
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gain a better understanding on the relationships between knitting and computation
thinking, students could just be taught knitting and the impact on Computational
Thinking skills could be observed. Third, a study could be conducted using a traditional
coding language versus Scratch. The change in identity between these two groups could
be investigated to determine how Scratch impacts identity and development of
Computational Thinking skills. Forth, interviews could be conducted with STEM
professionals and see if they do a craft/art for free time and compare against another
professions. Fifth, future studies could focus on minorities and see how using knitting
impacts minorities’ identities. Finally, this same study could be repeated, but instead of
using coding and knitting instruction, just knitting instruction could be used for the
experimental group.
Overall, this case study examined how learning to knit while learning to computer
code impacted learning of Computational Thinking skills and computer science identity.
Results showed, that while this method is not better than computer coding instruction with
computer “unplugged” instruction, it is comparable. This is significant, because these
results answer the question, addressed in chapter one, that knitting can teach computer
coding. While there is no evidence to suggest using knitting is more beneficial, the fact it
can be used provides options for students that may not typically study computer science.
Additionally, this option may allow teachers to provide alternative teaching methods,
which as a result may bring in more students to fill the need for more computer scientists.
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APPENDICES

APPENDIX A
Curriculum Breakdown
Title Of Lesson

Preparation (Lesson 0)

Length of Lesson

One Class Periods

Standard(s) Taught

N/A

Overall Theme

Identity

Problem Based Learning Level

Introduction of Problem

Purpose of Lesson

This will be the first day of class and the students
and researcher/teacher will meet each other for
the first time, go over the consent/assent, receive
Chromebooks, set up their Scratch account, and
complete an identity survey

Overview of Lesson

1. The teacher will assign seat and take
attendance.
2. The teacher will explain the purpose of
the class, the research, and go over the
consent/assent forms.
3. To reduce bias and limit any power play
from the teacher the students may feel the
teacher/researcher will leave the room as
students sign their form. Another teacher
will collect these forms and keep them
safe until the conclusion of the
experiment.
4. Afterwards, the teacher will give students
the identity questionnaire.
5. Once students have completed the
questionnaire, they will be shown how to
log into their Scratch classroom account.
6. Students will be given time to log into
their account and explore Scratch
7. At the conclusion of class students will be
introduced to the problem: Students have
been told they need to make a music
video for their favorite band, but due to

End Goal

Materials Needed

Teacher Questions

Potential Student Questions

Differentiation

Covid no one can meet in person, so
instead they need to create a music video
using code/Scratch.
At the end of the lesson students will have filled
out their assent, taken their identity survey,
logged into Scratch, and been introduced to the
guiding problem.
Computer, Scratch Class Account, Parent
Consent Forms, Student Assent Forms, CSAIS
Questionnaire
-

What are some of your initial ideas about
how to create a music video?
- Has anyone ever used Scratch? What was
your experience?
- What do you think of when you heard
computer science or computer coding?
- Who do you envision works with
computers for their job?
- Why do I need to learn this?
- Do I have to assent?
- Will I not have to do the work if I don’t
assent?
- How do I log into Scratch?
- What does _________ question mean?
Read to the student questions on the survey and
what is written on the assent form

Assessment (journal)

N/A

Assessment (video)

N/A

Title Of Lesson

Introduction to Scratch (Lesson 1)

Length of Lesson
Standard(s) Taught

-

Two Class Periods
KY CS Standards: M-AP-02, M-AP-04
CSTA Standards: 1A-AP-08, 1B-AP-08

K12CS Practice 5: Creating Computational
Artifacts
K12CS Concepts: Computing Systems,
Algorithms and Computer coding
Overall Theme

Sequence/Algorithm and Constraints
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Problem Based Learning Level

Inquiry

Purpose of Lesson

In the previous lesson students were presented
with the problem of needing to create a music
video using Scratch. During this lesson students
will be introduced to Scratch by completing a
tutorial and creating their first project.

Overview of Lesson (plugged)

1. Parent consent form will be collected by a
different teacher and kept safe.
2. Students will receive their folder and
place their daily journal sheets in the
folder.
3. Students sign into their classroom Scratch
accounts.
4. Students will complete the assigned
“Getting Started with Scratch” tutorial to
learn how to use the Scratch interface.
5. As students finish students will be
allowed to experiment with motion,
sprites, looks, costumes, sounds, and
backdrops.
6. Students will be given a challenge to
create a project of their choosing using 10
designated blocks (go to, glide, say, show,
hide, set size to, play sound until done,
when this sprite clicked, wait, and repeat).
7. Give students time to share their projects
with their peers and a class discussion
will occur using the “potential teacher
questions” as a guide.
8. As students are working, they will fill in
their project journal
At the end of the lesson students should be able
make a cat sprite dance by completing the tutorial
and create a project by only being allowed to use
10 designated blocks.

End Goal

Materials Needed

Potential Teacher Questions

Computer, Scratch Class Account, Step by Step
Handout, 10 Blocks Handout, Folders, Journal
Sheets
-

What was surprising about this activity?
How will this lesson help you create your
end music video?
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Potential Student Questions

Supplemental Lesson
(“unplugged”)

-

Why is sequence important when
specifying instructions and provide an
example?
How did having constraints make you
think of things differently?
How do I _____________?
What does ________ block do?
Do I have to use all 10 blocks?
Can I use the same block multiple times?
Why can I only use those 10 blocks?
Control Group

1. Students will be taught what sequence and
an algorithm are.
2. Students will complete the Bebras
Challenge
3. Students will watch a compilation of
popular Tik Tok dances.
4. Each student will privately choose one of
the dances shown.
5. The students will attempt to write detailed
instruction on how to complete their
chosen dance.
6. After, the teacher will ask for volunteers
and one student will read their
instructions while another student follows
the directions.
7. The class will try to guess which dance
the student wrote the directions for.
8. There will be a class discussion using the
“potential teacher questions” as a guide.
9. As students are working, they will be
pulled into the hall to complete their
audiovisual interview.
________________________________________
Experimental
1. Students will be taught what sequence and
an algorithm are.
2. Students will solve the Bebras Challenge
3. Students will be given knitting materials
and explained their purpose.
4. Students will be taught to cast on and
make the basic knit.
5. Students will be given time to practice
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End Goal

Materials Needed
Teacher Questions

Potential Student Questions

Interventions

Differentiation
Enrichment

6. While students are practicing the teacher
will lead a discussion about why steps are
important when learning these stitches
and use the “potential teacher questions”
as a guide
7. As students are working, they will be
pulled into the hall to complete their
audiovisual interview
At the end of the lesson students should learn the
importance of detailed steps, why the order or
steps matter, and what an algorithm is.
Computer, Projector, Notebook Paper, YouTube,
Knitting Bags with Prepared Materials
-

What was frustrating about this activity?
Why are detailed steps important?
When creating steps, why is the order or
sequence important?
- How is an algorithm connected to
sequence and steps?
- Why is a math problem called an
algorithm?
- How many steps are needed?
- Why won’t _______ move like I want?
- Why is this step confusing?
- Have student complete the tutorial again
and them observe the sample projects
before creating their own. Also, watch the
Scratch “how-to” video on YouTube
- Work with a partner, teach left-handed
knitting, modeling
Control – Show the “Making a PB&J sandwich
video.
Experimental – Show other crafts that require
similar steps/sequence as knitting

Assessment (journal)

-

Assessment (video)

-

How did it feel to be led step-by-step
through the activity?
When do you feel most creative?
What was hard/easy about only be able to
use 10 blocks?
Bebras Challenge: Animation
Explain/Show what was learned from
“unplugged” lesson and how it relates to
sequence and algorithms
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Title Of Lesson
Length of Lesson
Standard(s) Taught

Debugging Code (Lesson 2)
-

Two Class Periods

KY CS Standards: M-AP-02, M-AP-04, M-AP10
CSTA Standards: 1A-AP-08, 1B-AP-08
K12CS Practice 5: Creating Computational
Artifacts
K12CS Concepts: Computing Systems,
Algorithms and Computer coding

Overall Theme

Sequence/Algorithm and Debugging

Problem Based Learning Level

Reflect

Purpose of Lesson

Now that students are becoming familiar with
scratch it is important for them to be able to
reflect on a project and determine if there are
mistakes. Today’s focus will be on identifying
and correcting mistakes.

Overview of Lesson (plugged)

1. Parent consent form will be collected by a
different teacher and kept safe.
2. Folders will be passed out and journal
sheets will be placed in the folder.
3. Complete any discussions/correct
misconceptions from previous lesson.
4. Have students get on their class Scratch
account and complete “Debug” 1.1-1.5
programs (as time permits)
5. Afterwards there will be a class
discussion using the “potential teacher
questions.”
6. As students complete their assignments,
they will fill in their project journal.
At the end of the lesson students should have
investigated some problems and found a solution
(debug) and had the idea of sequence reenforced

End Goal

Materials Needed
Teacher Questions

Computer, Scratch Class Account, “Debug It”
Handout, Folders, Journal Sheets
-

What was one of the problems you
debugged and how did you fix the
problem?
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Potential Student Questions

Supplemental Lesson
(“unplugged”)

-

Did other have alternative approaches to
fixing the problem?
What is the problem?
How do I solve the problem?
Why does debugging matter?
Control Group

1. Teacher will review what sequence and an
algorithm is.
2. Students will complete Bebras Challenge
3. Students will be given different pictures
4. Students will list a steps to reproduce the
image
5. Students will then read their directions to
their partner and have them draw the
image.
6. Once the picture is drawn the original
image and the drawn image will be
compared.
7. Students will identify mistakes in the
images and “Debug” their directions
8. There will be a class discussion using the
“Potential Teacher Questions”
9. While students are working, they will be
pulled into the hall to complete their
audiovisual interview.
________________________________________
Experimental

End Goal

1. Teacher will review what sequence and an
algorithm is.
2. Students will complete Bebras Challenge
3. Students will be given knitting materials
4. Students will review casting on and
knitting
5. Students will be taught the purl stitch
6. A discussion will be held talking about
“debugging” knitting mistakes and using
the “Potential Teacher Questions.”
10. While students are working, they will be
pulled into the hall to complete their
audiovisual interview.
At the end of the lesson students should learn the
importance of detailed steps and why debugging
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is needed to correct mistakes and improve upon
design.
Materials Needed
Teacher Questions

Computer, Projector, Paper, Pictures, Knitting
Bags with Prepared Materials, Folders
-

Interventions

-

What was frustrating about this activity?
Why are detailed steps important?
Is debugging only for correcting or can it
also improve a design?
What is an example of debugging that
occurred?
Why won’t ________ draw the image like
I said?
How is knitting like sequence?
Why does debugging matter?
List the mistakes before trying to solve

Differentiation

-

Work in groups of 2-4 people to debug

Potential Student Questions

Enrichment

-

Control – provide a more detailed image to create
directions for.
Experimental – Show knitting patterns and
discuss the “code” of the pattern

Assessment (journal)

Assessment (video)

-

What was the problem?
How did you identify the problem?
How did you fix the problem?
Bebras Challenge: Animation
Explain/Show what was learned from
“unplugged” lesson and how it relates to
sequence and debugging
About Me Collage (Lesson 3)

-

Two Class Periods

Title Of Lesson
Length of Lesson
Standard(s) Taught

KY CS Standards: M-AP-02, M-AP-04
CSTA Standards: 1A-AP-08, 1B-AP-08
K12CS Practice 5: Creating Computational
Artifacts
K12CS Concepts: Computing Systems,
Algorithms and Computer coding

Overall Theme

Sequence/Algorithm
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Problem Based Learning Level

Inquiry and Communicate

Purpose of Lesson

Today students will create a collage showing
information about the band they will be creating a
music video for. You need to communicate why
they think this band is the best.

Overview of Lesson (plugged)

End Goal

Materials Needed

Teacher Questions

Potential Student Questions

Supplemental Lesson
(“unplugged”)

1. Parent consent form will be collected by a
different teacher and kept safe.
2. Folders will be passed out and journal
sheets will be placed in the folder.
3. Complete any discussions/correct
misconceptions from previous lesson.
4. Have students get on their class Scratch
account.
5. The teacher will show examples of
interactive collages
6. Have students create an “about the band”
interactive Scratch collage
7. Have a gallery walk and have students fill
out the feedback form (if this is not
completed during day 1, this will be done
during the beginning of day 2).
8. Afterwards there will be a class
discussion using the “potential teacher
questions.”
9. As students complete their assignments,
they will fill in their project journal.
At the end of the lesson students will become
more familiar with a variety of Scratch blocks
and create an open-ended Scratch project
Computer, Projector, Scratch Class Account,
“About Me” Handout, Critique Sheet, Folders,
Journal Sheets
-

What are you most proud of, why?
What inspired you?
What would you want to do next?
How do I do _______?
How do I solve _____ problem?
I want my sprite to do _______ what code
do I need to use?
Control Group

1. Teacher will review what sequence and an
algorithm is.
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2. Students will complete Bebras Challenge
3. Complete gallery walk/discussion from
yesterday
4. Have students go to “Explore” and search
for different types of projects.
5. Share a neat project with a neighbor.
6. There will be a class discussion using the
“Potential Teacher Questions.”
7. While students are working, they will be
pulled into the hall to complete their
audiovisual interview.
________________________________________
Experimental

End Goal

Materials Needed
Teacher Questions

1. Teacher will review what sequence and an
algorithm is.
2. Students will complete Bebras Challenge
3. Complete gallery walk/discussion from
yesterday
4. Students will be shown a knitting pattern
5. Afterwards students will be introduced to
the website “Ravelry” and be shown
different knitting patterns.
6. A discussion will be held talking about
“debugging” knitting mistakes and using
the “Potential Teacher Questions.”
7. While students are working, they will be
pulled into the hall to complete their
audiovisual interview.
At the end of the lesson students should see the
variety of options of projects that can be made
using Scratch or using knitting
Computer, Projector, Paper, Pictures, Knitting
Bags with Prepared Materials, Folders
-

Interventions

-

What strategies did you use to find
interesting projects?
How might each example project help
with future work?
Is there a project about ____?
How did the person come up with ____
idea?
Provide a list of blocks to use

Differentiation

-

Partner-pair, modeling

Potential Student Questions

-
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Enrichment

Control – provide a more detailed image to create
directions for.
Experimental – Show knitting patterns and
discuss the “code” of the pattern

Assessment (journal)

-

Assessment (video)

-

Title Of Lesson
Length of Lesson
Standard(s) Taught

-

What did you get stuck on? How did you
get unstuck?
What did you discover from looking at
others’ About My Band projects?
Bebras Challenge
Explain/Show what was learned from
“unplugged” lesson and how it relates to
sequence
Build-A-Band (Lesson 4)
Two Class Periods
KY CS Standards: M-AP-02, M-AP-04
CSTA Standards: 1A-AP-08, 1B-AP-08

K12CS Practice 5: Creating Computational
Artifacts
K12CS Concepts: Computing Systems,
Algorithms and Computer coding
Overall Theme

Events/Parallelism

Problem Based Learning Level

Inquiry and Communication

Purpose of Lesson

Today students will start working on creating
their music video by creating their band while
incorporating the sounds and instruments the
band uses.

Overview of Lesson (plugged)

1. Parent consent form will be collected by a
different teacher and kept safe.
2. Folders will be passed out and journal
sheets will be placed in the folder.
3. Complete any discussions/correct
misconceptions from previous lesson.
4. Have students get on their class Scratch
account.
5. The teacher will introduce events and
loops and show examples of them in
example Build-A-Bands
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End Goal

Materials Needed

6. Have students build a band by creating a
sprite, incorporating music, and making
music instruments interactive.
7. (If time) Have a gallery walk and have
students fill out the feedback form (if this
is not completed during day 1, this will be
done during the beginning of day 2).
8. Afterwards there will be a class
discussion using the “potential teacher
questions.”
9. As students complete their assignments,
they will fill in their project journal.
At the end of the lesson students will have
created a program with interactives sprites and
different sounds
Computer, Projector, Scratch Class Account,
“Build-A-Band” Handout, Critique Sheet,
Folders, Journal Sheets

Teacher Questions

-

Potential Student Questions

-

Supplemental Lesson
(“unplugged”)

What was challenging?
Did you make what you envisioned?
Was there something you could not figure
out? Could someone else figure this out?
How do I do _______?
How do I solve _____ problem?
I want my sprite to do _______ what code
do I need to use?
How do I add sound?
Can I upload my own music?
Control Group

1. Teacher will review what events and
parallelism are.
2. Students will complete Bebras Challenge
3. Complete gallery walk/discussion from
yesterday
4. Students will work in pairs to program
their partner to complete a simple task
(walk across the room).
5. They will then “reset” their partner and
add a parallel task (talk while walking
across the room).
6. Then two groups will work together to get
their partners to interact during an event
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7. Groups will have a chance to share their
work.
8. There will be a class discussion using the
“Potential Teacher Questions.”
9. While students are working, they will be
pulled into the hall to complete their
audiovisual interview.
________________________________________
Experimental

End Goal

Materials Needed

1. Teacher will review what events and
parallelism are.
2. Students will complete Bebras Challenge
3. Complete gallery walk/discussion from
yesterday
4. Students will be shown a knitting pattern
and be shown events and parallelism
present in the pattern.
5. Afterwards students will be given time to
start their project (scarf).
6. A discussion will be held using the
“Potential Teacher Questions.”
7. While students are working, they will be
pulled into the hall to complete their
audiovisual interview.
At the end of the lesson students should start to
understand events and parallelism and explain
how they apply to coding.
Computer, Projector, Paper, Pictures, Knitting
Bags with Prepared Materials, Knitting Pattern,
Folders

Teacher Questions

-

Potential Student Questions

-

Interventions

-

What is an event?
How is parallelism?
What were different ways actions were
triggered between two groups that caused
them to interact?
Can I have my partner do ______?
What is an example of an event?
How do I make my partner stop/start one
action while continuing another?
Provide a list of possible commands

Differentiation

-

Partner-pair, modeling

171

Enrichment

Control – encourage groups to add three or more
actions at one ad events to stop/start these actions
Experimental – discuss examples of events and
parallelism in different crafts

Assessment (journal)

Assessment (video)

-

What did you do first?
What did you do next?
What did you do last?
Bebras Challenge
Explain/Show what was learned from
“unplugged” lesson and how it relates to
events and parallelism
It’s Alive (Lesson 5)

-

Two Class Periods

Title Of Lesson
Length of Lesson
Standard(s) Taught

KY CS Standards: M-AP-02, M-AP-04, M-AP07
CSTA Standards: 1A-AP-08, 1B-AP-08
K12CS Practice 5: Creating Computational
Artifacts
K12CS Concepts: Computing Systems,
Algorithms and Computer coding

Overall Theme

Events/Parallelism, Loops

Problem Based Learning Level

Inquiry

Purpose of Lesson

Today students will be introduced to the idea of a
loop to simplify codes and make their sprites
appear to move.

Overview of Lesson (plugged)

1. Parent consent form will be collected by a
different teacher and kept safe.
2. Folders will be passed out and journal
sheets will be placed in the folder.
3. Complete any discussions/correct
misconceptions from previous lesson.
4. Have students get on their class Scratch
account.
5. The teacher will discuss loops and show
examples of animation as looping
6. Have students create animation by
choosing a sprite, adding a costume, and
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End Goal

Materials Needed
Teacher Questions

Potential Student Questions

adding loops to the code to make the
sprite “come alive”
7. Afterwards there will be a class
discussion using the “potential teacher
questions.”
8. As students complete their assignments,
they will fill in their project journal.
At the end of the lesson students will become
familiar with sequence, loops, parallelism, and
events.
Computer, Projector, Scratch Class Account, “It’s
Alive” Handout, Folders, Journal Sheets
-

Supplemental Lesson
(“unplugged”)

What did you make?
How did you use a loop to create
animation?
How could loops simplify code?
How many times can I make something
loop?
Why won’t by sprite stop/start the loop?
Can a loop be used for ______?
Control Group

1. Teacher will review loops and
events/parallelism are.
2. Students will complete Bebras Challenge
3. Students will work with a partner to
create a list of steps for their blindfolded
partner to complete an obstacle course.
4. After they succeed, students will use
loops to create the fewest number of steps
possible.
5. If time remains groups will have a chance
to race through the course using their
code.
6. There will be a class discussion using the
“Potential Teacher Questions.”
7. While students are working, they will be
pulled into the hall to complete their
audiovisual interview.
________________________________________
Experimental
1. Teacher will review what loops and
events/parallelism are.
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End Goal

Materials Needed

Teacher Questions

2. Students will complete a Bebras
Challenge
3. Students will be shown a knitting pattern
and have to identify examples of loops in
the pattern.
4. Afterwards students will be given time to
continue working on their project (scarf).
5. A discussion will be held using the
“Potential Teacher Questions.”
6. While students are working, they will be
pulled into the hall to complete their
audiovisual interview.
At the end of the lesson students should
understand loops simplify a pattern making it
easier to write and to read
Computer, Projector, Paper, Pictures, Knitting
Bags with Prepared Materials, Knitting Pattern
for Loops, Knitting Patterns for Project, Folders
-

Interventions

-

Differentiation

-

Potential Student Questions

Enrichment

Are loops easy to use?
Why would someone want to write a loop
instead of writing all the code?
Why would someone want to read a loop
instead of reading all the code?
Can a loop be used for _________?
How many times can I use a loop?
Can a loop be put in a loop?
Have a student sketch their design on
paper
Partner-pair, modeling

Control – encourage students to make a loop
within a loop
Experimental – Show how loops are used a
variety of crafts

Assessment (journal)

-

Assessment (video)

-

What is animation?
List three ways you experience loops in
real life (e.g., getting ready in the
morning)
Bebras Challenge
Explain/Show what was learned from
“unplugged” lesson and how it relates to
loops
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Title Of Lesson
Length of Lesson
Standard(s) Taught

Music Video (Lesson 6)
-

Two Class Periods

KY CS Standards: M-AP-02, M-AP-04, M-AP07, M-AP-10
CSTA Standards: 1A-AP-08, 1B-AP-08
K12CS Practice 5: Creating Computational
Artifacts
K12CS Concepts: Computing Systems,
Algorithms and Computer coding

Overall Theme

Events/Parallelism, Loops, Sequence/Algorithms,
Debugging

Problem Based Learning Level

Inquiry

Purpose of Lesson

Today students will create their music video.
Students’ creativity is the only limit. Students
will use what they have learned to create a music
video that they will be ready to share.

Overview of Lesson (plugged)

1. Parent consent form will be collected by a
different teacher and kept safe.
2. Folders will be passed out and journal
sheets will be placed in the folder.
3. Complete any discussions/correct
misconceptions from previous lesson.
4. Have students get on their class Scratch
account.
5. The teacher will introduce the idea of
creating a music video in Scratch that
uses concepts learned by providing
examples
6. Students will then be given two days to
create a music video that must include
sound, an animated sprite, and interaction
between the music and sprite
7. A brief discussion will be held about
giving credit to the artist to prevent
plagiarism
8. Afterwards there will be a class
discussion using the “potential teacher
questions.”
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End Goal

Materials Needed

9. As students complete their assignments,
they will fill in their project journal.
At the end of the lesson students will become
familiar with sequence, loops, parallelism,
events, algorithms, and debugging. Each student
will have created a music video that they will be
ready to share.
Computer, Projector, Scratch Class Account,
“Music Video” Handout, Folders, Journal Sheets

Teacher Questions

-

Potential Student Questions

-

Interventions

-

What did you make?
What was easy?
What was hard?
What concepts learned did you use in
your design?
Can I use ________?
How do I make ______ and
_______interact?
Do I have to use all the concepts learned?
Provide a list of helpful code blocks

Differentiation

-

Partner-pair, modeling

Enrichment

-

Assessment (journal)

-

Have students play computit.com and
solve coding problems
What was a challenge you overcame?
How did you overcome it?
What is something you still want to figure
out?
N/A

Assessment (video)

-

Title Of Lesson

Conclusion

Length of Lesson

One Class Periods

Standard(s) Taught

N/A

Overall Theme

Identity

Problem Based Learning Level

Communication

Purpose of Lesson

This will be the final day of class. Students will
first get a chance to share their music video and
then complete the CSAIS identify survey again.

Overview of Lesson

1. Students will be given time to share their
music videos during a gallery walk
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End Goal

2. Students will fill out a critique sheet over
each other’s projects.
3. Afterwards, the teacher will give students
the identity questionnaire again.
4. Once students have completed the
questionnaire, a final class discussion will
be held using the “Potential Teacher
Questions”
At the end of the lesson students will have shared
their music video and taken their final identity
survey.

Materials Needed

Computer, Scratch Class Account, Critique
Forms, CSAIS Questionnaire

Teacher Questions

-

Potential Student Questions
Differentiation

What were some projects you liked and
why?
- Was there something you didn’t do that
you wish you could have?
- What was frustrating?
- What did you enjoy?
- How do you feel about coding?
- Would you take another class about
coding if offered?
- How did _________ do _______?
- What skills did _____ use?
Read to the student questions on the survey and
what is written on the assent form

Assessment (journal)

N/A

Assessment (video)

N/A
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APPENDIX B
SEMI-STRUCTURED OBSERVATION FORM
Lesson:
Date of Observation:
Time/Period:
Control or Experimental:
Description of Activity:

Computational Skills Taught:

General Observations:

Learner’s Response to Activity:

Strengths and Difficulties:
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Students’ Comments/Quotes:

Students’ use of Computational Thinking Skills:

Identity Development or Alienation:

Preliminary Coding Themes:

179

APPENDIX C
CSAIS IDENTITY/ATTITUDE SURVEY
Part 1: Confidence Construct (taken from CSAIS Survey)
Strongly
Disagree

Disagree

Agree

Strongly
Agree

I am comfortable with learning
computing concepts.

1

2

3

4

I have little self-confidence when it
comes to computing courses.

1

2

3

4

I do not think that I can learn to
understand computing concepts.

1

2

3

4

I can learn to understand computing
concepts.

1

2

3

4

I can achieve good grades (C or
better) in computing courses.

1

2

3

4

I am confident that I can solve
problems by using computer
applications.

1

2

3

4

I doubt that I can solve problems by
using computer applications

1

2

3

4

Part 2: Interest Construct (taken from CSAIS Survey)
Strongly
Disagree

Disagree

Agree

Strongly
Agree

I would not take additional
computer science courses if I were
given the opportunity.

1

2

3

4

I think computer science is boring.

1

2

3

4

I hope that my future career will
require the use of computer science
concepts.

1

2

3

4

The challenge of solving problems
using computer science does not
appeal to me.

1

2

3

4
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I like to use computer science to
solve problems

1

2

3

4

I do not like using computer science
to solve problems.

1

2

3

4

The challenge of solving problems
using computer science appeals to
me.

1

2

3

4

I hope that I can find a career that
does not require the use of
computer science concepts.

1

2

3

4

I think computer science is
interesting.

1

2

3

4

I would voluntarily take additional
computer science courses if I were
given the opportunity.

1

2

3

4

Part 3: Gender Construct (taken from CSAIS Survey)
Strongly
Disagree

Disagree

Agree

Strongly
Agree

I doubt that a woman could excel in
computing courses.

1

2

3

4

Men are more capable that women
at solving computing problems.

1

2

3

4

Computing is an appropriate subject
for both men and women to study.

1

2

3

4

It is not appropriate for women to
study computing.

1

2

3

4

Men produce higher quality work in
computing that women.

1

2

3

4

Men are more likely to excel in
careers that involve computing that
women are.

1

2

3

4

Women produce the same quality
work in computing as men.

1

2

3

4
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Men and women are equally
capable of solving computer
problems.

1

2

3

4

Men and women can both excel in
computing courses.

1

2

3

4

Part 4: Professional Construct (taken from CSAIS Survey)
Strongly
Disagree

Disagree

Agree

Strongly
Agree

A student who performs well in
computer science will probably not
have a life outside of computers.

1

2

3

4

A student who performs well in
computer science is likely to have a
life outside of computers.

1

2

3

4

Students who are skilled at
computer science are less popular
than other students.

1

2

3

4

Students who are skilled at
computer science are just as popular
as other students.

1

2

3

4

Part 5: Demographics
Age: _____________
Sex: _____________
Race: ____________
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APPENDIX D
BEBRAS COMPUTATIONAL THINKING CHALLENGES
Animation
B-taro is planning an animation, which shows a sequence of pictures of a face. The
animation should run smoothly. Therefore, the order of the pictures is correct, if only one
attribute of the face changes from one picture to the next. Unfortunately, the pictures got
mixed up. Now B-taro must find the correct order again. Luckily, he knows which picture
is last. He labels the five other pictures with letters A to E.

What is the correct order of the five other pictures?
(1) D → B → E → C → A
(2) C → B → D → A → E
(3) D → B → C → E → A
(4) B → D → C → A → E

Dress Code for Beavers
Beavers like complex rule systems and have therefore established a new dress code.
Some beavers don't use the correct combination of clothes. Use the graph to determine
which beaver is dressed correctly. The graphic is called a tree because there is a single
root node (the topmost) with branches connecting other nodes – like a real tree. At every
node you have to decide which direction you want to go within the tree, you can’t go up
again.
Which beaver is not dressed like the dress code?
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Answer:
A

B

C

D

Water Supply
Beaver has constructed a pipeline system to water his apple tree.
The expressions contain variables A, B, C, D, which may be true or false. A variable has
the value true, if the corresponding gate is open, and false, if it is closed.
In which case the apple tree gets water?
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Answer:
A: A = false, B = true, C = false, D = false
B: A = true, B = true, C = false, D = false
C: A = true, B = false, C = false, D = true
D: A = false, B = false, C = false, D = true

Fast Laundry
Beaver Joe has started a new laundry business. He has got three machines: a washer, a
dryer, and a pressing iron. Every machine is connected through its own timer which
provides for half an hour of electricity.
So, when a client arrives, he needs 90 minutes for all of the three procedures. And three
clients using the machinery consequently need 270 minutes.
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But now, there are three beavers arriving which are really busy. Each one them has
enough clothes for a load of its own. But they agree that they want to finish as quickly as
possible.
How many minutes does it take for all three of them to finish their laundry?
A) 90 minutes
B) 120 minutes
C) 150 minutes
D) 270 minutes
Beaver dam
The beaver community designs a new dam on the river. They want to use the least
number of logs. They are smart, so they want to take advantage of the small islands in the
river. The picture shows the river, the islands, and the number of logs needed to build
each dam segment.
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What is the least number of logs needed for the new dam?
1. 14 logs
2. 15 logs
3. 16 logs
4. 17 logs
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