The approach of the control the color informational display using modern technologies to simplify the implementation of the data transfer protocol and minimize the use of hardware costs in the conditions of instantaneous and extra-large data transfer in continuous mode was considered in the paper. The software and hardware implementation of the control based on STM32F103C8T6 microcontroller using ARM Cortex-M3 technology, WS2812B color LED ribbon and direct memory access technology was proposed.
Introduction
Currently, information technologies are widely used in various solutions related to software and hardware implementations: control devices, hardware platforms for applications, and software and hardware implementation of data transfer.
Let's consider one of the best software and hardware implementations. It is color display controls the information and, in particular, implements data transfer. This implementation is one of the best, as it contains a small but comprehensive stack of modern technologies that allows you to significantly speed up the data transfer and, thereby, release the main device (microcontroller) from the temporary memory buffer monitoring.
2. Data transfer protocol 2.1. The Protocol Description WS2812B is an intelligent control LED light source with control circuit and RGB chip, are integrated in a package. It internal device includes intelligent digital port data latch and signal reshaping (amplification) drive circuit.
The data transfer protocol uses single non-returnto-zero (NRZ) communication mode. It is a binary line code in which ones are represented by one significant condition, usually a positive voltage, while zeros are represented by some other significant condition, usually a negative voltage, with no other neutral or rest condition [1, 2] . After the pixel power on reset, the input port receives data from controller. The first pixel collects initial 24bit data then sends to the internal data latch. The other data which is reshaping by the internal signal is reshaping (amplification) circuit sends to the next cascade pixel through the output port. After transfer for each pixel, the signal reduces to 24bit.
Pixel adopts auto reshaping transmit technology, making the pixel cascade number is not limited. The signal transfer depends only on the speed of signal transfer. 
The Reason for the Inefficient Use of Hardware Resources
The LED strip on the WS2812B has only one digital input -DIN, connected to the first LED on the strip. It is supplied with a special pulse sequence encoding the bits, as shown in Figure 1 . Each LED has one digital output -DOUT connected to the DIN input of the next LED on the bar. Each LED needs to transmit 24 bits (8 bits for each color: red, green and blue). Thus, in order to light all LEDs, 24*N bits must be transmitted, where N is the number of LEDs on the strip. DOI: https://doi.org/10. 33216/1998-7927-2019-253-5-41-43 When LEDs have accepted the bits, they are light up and statically glow until receiving a new bit sequence. Each bit sequence begins with the installation of DIN into the logical zero for at least 50 µs.
The bits are encoded by rather short pulses with tight tolerances. To generate them using microcontroller resources and software delays principle it's necessary to disable all interrupts to avoid the reset or the failed bit forming. The processor time resources are also wasted irrationally. For example, in order to ignite 100 LED's the microcontroller needs to work 3ms. If the state of the LEDs is updated with 100 Hz frequency, this "protocol" will take up 30% of the processor time.
3. Direct memory access 3.1. The meaning Direct memory access (DMA) is a feature that allows certain hardware subsystems to access main system memory (random-access memory -RAM), independent of the microcontroller unit (MCU). This feature is useful at any time that the MCU cannot keep up with the rate of data transfer, or when the MCU needs to perform work while waiting for a relatively slow input/output (I/O) data transfer [2] .
The advantage of use
The one packet transfer time with the reset and bit sequence is 53 µs. The transfer of one packet is the color of one strip LED only. The more LEDs, the more packets need to be sent in order to glow them. Figure 2 shows that even the one packet transfer almost completely loads the microcontroller's processor. If you need additional logic to work with the same data, the use of DMA is impractical. The advantage of DMA is to minimize the use of microcontroller resources or completely eliminate its participation in data transfer to interact with other microcontroller's systems (timers, interrupts, input-output ports, analog-to-digital converter (ADC), etc.).
This feature does not affect the MCU at all, because it shares with DMA shared access to RAM and system bus. But measurements have shown that in this case this slowdown does not exceed 0.2%.
Software implementation 4.1. Protocol implementation
For the software implementation of the data transfer protocol, you need to perform several initial settings:
1. Enable the microcontroller timer in the PWM measurement mode.
2. Depending on the clock frequency of the microcontroller bus on which the connection with the timer is located, set the overflow counter with a certain coefficient that depends on the timer prescaler (a special parameter that divides the timer frequency by the specified integer coefficient) and satisfies the condition: timer frequency(MHz) / 0.8 MHz = overflow factor The 0.8 MHz is a constant condition for the correct signal transfer intervals implementation according to the protocol. The signal transfer period lasts 1.25μs, which corresponds to: 1 / 1.25*10 -6 s = 0.8*10 5 MHz It should be noted that the coefficient of the timer overflow counter is a direct indication of the pulses number, which are needed to transmit a signal. This will help to set the duty cycle and specify the number of pulses to transmit a logical one and a logical zero (need to specify the number of pulses + 1 to bring the signal transfer time closer to the time parameters in the documentation) with the necessary intervals of time respectively. For example, the frequency of the microcontroller is 72MHz. The code implementation looks like this: #define HIGH_IMPULSES 65 #define LOW_IMPULSES 26 Also, need to specify the periods number of data transfer reset, which is 50μs. Consider that one period is 1.25μs, the result after dividing is:
#define DELAY_LEN 48
Need to create a buffer of a certain size to transfer the generated data, which contains information about the number of LEDs, the reset time before each packet transfer and the packet length, which has constant 24 bits in size: It is necessary to given the fact that this protocol need to implement the data transfer via the G-R-B sequence and not R-G-B. This fact is described in the WS2812B specification.
Data transfer implementation using the DMA
It is necessary to implement a mechanism for transferring data from the MCU to the LED strip to image data in the form of color. Need to use DMA technology for the best decision. The use of technology is based on a pair of interrupts that control the data transfer process. The code description is made using the HAL (Hardware Abstraction Layer) library.
At the time of the data transfer start, it is necessary to notify the microcontroller about the event, which is a prerequisite for calling the event/interrupt handler.
The event (the role of the event is provided to the data transfer start function using DMA) should receive a reference to the used timer, the timer channel (the channels are designed to perform the most frequently used tasks in generating pulse signals and to measure the parameters of external pulse signals and can operate in the output or input mode accordingly. The channels performing can be implemented in software theoretically, but the hardware implementation offloads the processor, increases speed and accuracy of actions [3]), the reference to the data buffer with the conversion uint32_t* type and size of the buffer, as parameters. The example of a code description is presented below:
HAL_TIM_PWM_Start_DMA(&htim4,TIM_CHANN EL_1,(uint32_t*)&BUF_DMA,ARRAY_LEN);
Then an event / interrupt handler is automatically called which the data transfer must be completed in. Otherwise, an endless transfer of data from the buffer will follow. Continuous data flow will not allow to change the color on the LED strip further.
The completion of the transfer is also a function that plays the role of an event. It notifies the microcontroller when the transfer is over without losing and duplicating information. The parameters of this function are the reference to the timer and its used channel. The example of a code description is presented below:
HAL_TIM_PWM_Stop_DMA(&htim4,TIM_CHANNE L_1);
