





























































Com o  advento da  invenção do modelo  relacional  em 1970 por  E.F.Codd,  a  forma  como  a 
informação  era  gerida  numa  base  de  dados  foi  totalmente  revolucionada.  Migrou‐se  de 
sistemas hierárquicos baseados em ficheiros para uma base de dados relacional com tabelas 
relações e registos que simplificou em muito a gestão da informação e levou muitas empresas 
a  adotarem  este modelo. O  que  E.F.Codd  não  previu  foi  o  facto  de  que  cada  vez mais  a 
informação que uma base de dados teria de armazenar fosse de proporções gigantescas, nem 
que as solicitações às bases de dados fossem da mesma ordem. 
Tudo  isto  veio  a  acontecer  com  a  difusão  da  internet  que  veio  ligar  todas  as  pessoas  de 





como as  redes  sociais  chegaram à  conclusão que uma base de dados  relacional não  chega 








o  Facebook,  enunciando  as  suas  características  vantagens,  desvantagens  e  os  demais 
conceitos  ligados  ao  modelo  NoSQL.  A  presente  tese  tenciona  ainda  demonstrar  que  o 
modelo NoSQL é uma realidade usada em algumas empresas e quais as principias mudanças a 
nível programático e as boas práticas delas resultantes que o modelo NoSQL traz.  
























number  of websites  hosted  in  the  internet  also  grew  and  it  still  grows.  Then,  the  search 
engines that in the old days only indexed a few sites per day nowadays index a few millions by 
hour,  later  on  the  so  called  social  networks  also  see  themselves  dealing  with  enormous 
quantities of  information.   At that point, search engines and also social networks concluded 
that a relational database wasn’t enough to manage the huge information that both have so, 






thesis  also  shows  the  adopted  solution  until  now  by  companies  that  deal  with  a  lot  of 
information,  like  Google  and  Facebook,  explaining  its  characteristics,  advantages, 
disadvantages     and all  the other concepts  that  the NoSQL model brings along. The present 
document  also  illustrates  that NoSQL  is  a  reality  used  in  some  corporations  and  the main 
changes  from a programmatically  view  that  come with  the NoSQL model and  the  resulting 
good practices. 
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      String line = value.toString(); 
      String year = line.substring(15, 19); 





      if (line.charAt(87) == '+') { // parseInt doesn't like 
leading plus signs 
        airTemperature = Integer.parseInt(line.substring(88, 
92)); 
      } else { 
        airTemperature = Integer.parseInt(line.substring(87, 
92));} 
      String quality = line.substring(92, 93); 
      if (airTemperature != MISSING && quality.matches("[01459]")) 







      int maxValue = Integer.MIN_VALUE; 
      for (IntWritable value : values) { 
        maxValue = Math.max(maxValue, value.get()); 
      } 





      System.err.println("Usage: NewMaxTemperature <input path> 
<output path>"); 
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Documento 
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      String text = rs.getString(1); 













      try { 
 
        p.close(); 
 
      } catch (SQLException e) { 
 
        log.log(Level.WARNING, 
        "Could not close ostensibly open statement.", e); 
 




      try { 
 
        c.close(); 
 
      } catch (SQLException e) { 
        log.log(Level.WARNING, 
        "Could not close ostensibly open connection.", e); 
      } 
    } 
  } 
} 
Código 12 – Exemplo em Java do uso de ODBC retirado de (Minter, 2010) 
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O segundo exemplo já com Hibernate é o seguinte: 
public static List getMessages(int messageId) 
throws MessageException 
{ SessionFactory sessions = 
  new AnnotationConfiguration().configure().buildSessionFactory(); 
  Session session = sessions.openSession(); 
  Transaction tx = null; 
  try { 
    tx = session.beginTransaction(); 
    List list = session.createQuery("from Message").list(); 
    tx.commit(); 
    tx = null; 
    return list; 
  } catch ( HibernateException e ) { 
    if ( tx != null ) tx.rollback(); 
    log.log(Level.SEVERE, "Could not acquire message", e); 
    throw new MotdException( 
    "Failed to retrieve message from the database.",e); 
  } finally { 
    session.close(); 
  } 
} 
Código 13 – Exemplo em Hibernate retirado de (Minter, 2010) 
Como se pode observar, no primeiro exemplo é possível ver a instrução de SQL select para 
retornar a coluna messages da tabela motd, sendo necessário trinta linhas de código mas, ao 
comparar com a versão em Hibernate que tem metade das linhas de código, não necessita de 
nenhum comando de SQL puro, apenas foi precisa a coluna da qual era necessário retirar os 
dados. Um outro ponto a abordar é a questão dos mapeamentos, que podem ser feitos 
através de XML ou de anotações nas classes que definem os objetos da aplicação. De seguida 
vai ser apresentado um exemplo desse mapeamento adaptado de (Minter, 2010): 
import javax.persistence.Entity; 
import javax.persistence.Id; 
@Entity 
@Table(name=”Tbl_Messages”) 
public class Message { 
  private Message() { 
  } 
  public Message(String messageText) { 
    this.messageText = messageText;} 
  public String getMessageText() { 
    return messageText; 
  } 
  public void setMessageText(String messageText) { 
    this.messageText = messageText;} 
  @Id 
  public Integer getId() { 
    return id;} 
  public void setId(Integer id) { 
    this.id = id;} 
  private String messageText; 
  private Integer id;} 
Código 14 – Exemplo das anotações em Hibernate de acordo com (Minter, 2010) 
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Como se pode observar no exemplo anterior, as anotações surgem antecedidas de um @ que 
por sua vez indica ao compilador que o texto que se segue é uma anotação. A anotação 
@Entity em conjunto com a anotação @Table serve para indicar uma entidade e a tabela da 
base de dados onde essa entidade vai residir. É normal estar antes da declaração da classe e, 
por sua vez, a anotação @Id serve para indicar qual é o campo/atributo que funciona como 
chave primária. Existem diversas outras anotações tais como: @GeneratedValue, 
@TableGenerator, @IdClass, @Table,etc mas o Hibernate por si só não é o tema desta tese.  
A Entity Framework, de acordo com (Klein, 2010), é uma estrutura que permite gerir dados 
relacionais como objetos. É também um modelo de programação concetual ao invés de um 
modelo de programação de armazenamento direto.  
Ao fazer‐se uso do tradicional ADO.Net de comandos SQL inseridos no código, os erros de SQL 
são de mais difícil perceção, acrescendo o facto de que quando um campo da base de dados 
mudar de nome é também necessário refletir essa mudança no código SQL que está inserido 
no código da aplicação. Isto implica que os programadores passem mais tempo a tratar das 
especificidades da base de dados ao invés de fazerem aquilo que é realmente importante, 
desenvolver a aplicação. 
Numa tentativa de abstração da linguagem SQL, a Microsoft desenvolveu a Entity Framework, 
como um complemento ao ADO.Net, que faz o mapeamento dos objetos da aplicação para a 
base de dados com o uso de um EDM (Entity Data Model), um Modelo de Dados das 
Entidades, sem a necessidade dos tradicionais comandos SQL.  
De seguida, vai ser apresentado um exemplo de um EDM: 
 
Figura 27 – Exemplo de um EDM retirado de (Klein, 2010) 
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Com este EDM, para obter o contacto dos empregados, basta só uma linha de código na 
linguagem C#: 
From c in Contact.TypeOf<Employee> select c; 
Código 15 – Instrução que devolveria o contacto dos empregados de acordo com (Klein, 2010) 
Em SQL “puro” seriam necessárias pelo menos quatro linhas de código: 
SELECT c.FirstName, c.LastName, e.Title, e.HireDate, aci.CellPhone, 
aci.EmailAddress 
FROM Contact c 
INNER JOIN AdditionalContactInfo aci ON c.ContactID = aci.ContactID 
INNER JOIN Employee e ON c.ContactID = e.ContactID 
Código 16 ‐ – Instruções SQL que devolveriam o contacto dos empregados de acordo com 
(Klein, 2010) 
Segundo (Klein, 2010), a Entity Framework permite criar o EDM de raiz e depois gerar 
automaticamente a base de dados, os mapeamentos e classes correspondentes ou criar o 
EDM a partir de uma base de dados já existente ou ainda usar apenas o código para descrever 
o modelo de uma forma similar ao Hibernate. 
5.4.3 No Caso Do NoSQL 
Como já foi dito anteriormente, existem dois métodos para aceder a uma base de dados: por 
API ou por ORM. Todos os projetos NoSQL disponibilizam uma ou mais API’s para acesso 
programático, são exemplos disso o Ektorp e Jrelax, que são clientes do CouchDB, Pycassa e 
Hector que por sua vez são clientes do Cassandra, py2neo e Neo4jPHP, clientes do Neo4j e por 
fim, Sider e Jedis, clientes do Redis. Mas a disponibilização de uma API para acesso 
programático seria de esperar pois uma das características de todas as bases de dados NoSQL 
consiste no facto de terem uma API simples como já foi referido num capítulo anterior. É 
também importante referir que cada linguagem tem formas especificas de definir queries, 
como por exemplo, o Cassandra com o CQL (Cassandra Query Language) ou o Redis com os 
seus comandos próprios. O CouchDB e o Neo4j por outro lado usam o formato JSON e REST 
para gerir os objetos da base de dados. 
De acordo com (Hightower, 2011), já existe também um OGM (Object Grid Mapper), a 
framework Hibernate OGM que visa fornecer uma interface comum de acesso às bases de 
dados NoSQL mas, como ainda é relativamente recente, só suporta uma base de dados NoSQL, 
o Infinispan, que é uma base de dados NoSQL do tipo par chave/valor. O objetivo deste novo 
OGM foi tentar reutilizar os componentes do Hibernate que já existiam, como por exemplo o 
Hibernate Core e o Hibernate Search que foram modificadas para suportar o Infinispan. O 
JDBC também deixou de ser necessário porque como se está a usar uma base de dados NoSQL, 
é necessário fazer uso da API própria do Infinispan. De uma forma geral, as anotações e a 
forma de as fazer permanece a mesma, de forma a não modificar o uso do Hibernate em si. 
Na página seguinte, vai ser apresentado um modelo da arquitetura do Hibernate OGM: 
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Figura 28 – Diagrama da arquitetura do Hibernate OGM retirado de (Hibernate, 2011) 
 Como é possível ver no diagrama, a estrutura não mudou muito, apenas foram acrescentados 
os componentes necessários, como o novo OGM Core que fará a persistência para o Infinispan. 
De acordo com a fonte (Hightower, 2011), o Hibernate OGM tenciona suportar outros 
produtos NoSQL pois o Mongo, CouchDB e o Redis são contribuidores deste projeto e, como 
tal, o suporte para os seus produtos de base de dados NoSQL deve chegar em breve. 
 
5.4.4 Diferenças 
Como foi anteriormente referido, os métodos de acesso a uma base de dados NoSQL, quando 
comparados com os métodos de acesso a uma base de dados relacional, são iguais pois ambas 
as bases de dados têm uma API de acesso e um ORM ou OGM, se bem que este último ainda é 
relativamente recente. A principal diferença reside nas diferenças dos dois modelos, ou seja, o 
que mudou foi a forma como a base de dados é construída e organizada como por exemplo a 
normalização que no caso do NoSQL deixa de ser necessária (Penchikala, 2011).  
A maneira de como as queries são construídas também mudou pois os joins, na maior parte 
dos produtos NoSQL, não são suportados e torna necessária a utilização de uma linguagem 
específica de cada produto ou uma API REST como já foi dito anteriormente. Em termos 
programáticos existem as mesmas formas de interagir com a base de dados, quer seja ela 
NoSQL ou relacional. Outra diferença reside também na sintaxe de cada API que é fornecida 
mas, mais uma vez, as diferenças seriam esperadas porque é uma tecnologia diferente e, 
como tal, tem as suas especificidades. 
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5.5 Padrões e boas práticas 
5.5.1 CouchBase 
De acordo com (CouchBase, 2012), os padrões a seguir subdividem‐se em: Modelo, Chaves 
Primárias, Edição e distribuição dos dados por documentos e Concorrência. 
No artigo de (CouchBase, 2012), é dito que a cada modelo deve corresponder um documento. 
Por exemplo, se um blog tem posts e comentários que são vistos como modelos diferentes na 
arquitetura MVC (Model View Controller) então, numa base de dados orientada a documentos, 
como é o caso do CouchBase, estes modelos devem ser documentos diferentes, ou seja, cada 
post deve corresponder a um documento e cada comentário deve corresponder a um outro 
documento. No caso do mapeamento dos objetos da aplicação, para o CouchBase, ao invés de 
se separar os objetos por tabelas basta apenas convertê‐los em formato JSON e criar um id 
para eles, não sendo necessário mais nada para que o objeto fique armazenado no CouchBase. 
No caso das Chaves Primárias, o artigo (CouchBase, 2012) afirma que só existe uma chave 
primária, o document_id, à margem do que acontece com as bases de dados relacionais. No 
entanto, é possível usar esta chave primária para criar referências em documentos 
relacionados como já foi referido anteriormente e, é possível optar por uma chave primária 
que é criada automaticamente ou especificada pelo utilizador. No primeiro caso, pode ocorrer 
que o software ordene os dados por data, possibilitando assim que dados com identificadores 
próximos sejam acedidos de uma forma mais eficiente; no segundo caso, o utilizador ao 
especificar a chave primária, pode recorrer ao uso de um prefixo de forma a agrupar os 
documentos, como por exemplo o prefixo já referido anteriormente: utilizador_numero de 
forma a reconhecer quais os documentos que representam utilizadores. 
Quanto à Edição e Distribuição dos dados por documentos, o artigo (CouchBase, 2012) 
menciona que a edição dos dados de um documento está diretamente ligada à forma como os 
dados foram distribuídos por um documento, ou por vários, e se o número de documentos a 
ser atualizado não é muito elevado. No caso de se ter, por exemplo, uma foto e o seu título 
guardadas em documentos individuais por cada local em que essa foto aparece, para se 
proceder a atualização do título dessa foto, se o número de documentos a atualizar se situar 
entre 10 a 100 documentos e se a mudança não necessitar de ser síncrona, é possível ter uma 
tarefa a correr em background que atualiza o nome. No entanto, se vão ser atualizados um 
sem número de documentos e, ao invés de ter um documento com a foto e título por cada 
local em que a foto aparece, se optou por ter um documento foto, com a foto e o título, então 
todos os documentos em que a foto aparece de alguma, apontam para o documento foto. É 
possível apenas modificar o documento que contém a foto e as suas informações sem a 
necessidade de modificar outros documentos. 
Sobre a concorrência, o artigo (CouchBase, 2012) atesta que para evitar atualizações 
concorrentes do mesmo documento é necessário tomar partido da utilização de múltiplos 
documentos. Num cenário que inclui artigos que são editados por um editor e quais podem 
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ser consultados e comentados por vários leitores, deve‐se criar um documento que 
corresponda ao artigo em que o editor é o único a poder modificá‐lo. Os comentários devem 
ser documentos à parte contendo uma referência ao artigo (document_id), o seu próprio 
identificador e comentário propriamente dito. 
5.5.2 Cassandra 
No Cassandra, um dos padrões mais importantes é talvez a forma de pensar orientada às 
queries (Hewit, 2010) e (Datastax, 2012). Num cenário relacional, primeiro desenha‐se o 
modelo da base de dados, normaliza‐se esse modelo e depois constroem‐se queries sobre 
esse modelo.  
No caso do Cassandra é diferente porque se faz ao contrário, isto é, de acordo com (Datastax, 
2012), o primeiro passo para a modelação dos dados é pensar quais as queries que a aplicação 
vai executar e a partir daí devem ser estipuladas as famílias de colunas que vão servir essas 
queries tendo sempre em conta que deve ser feita uma família de colunas por cada query de 
forma a otimizar a base de dados para leituras. Na elaboração das famílias de colunas deve‐se 
ter em conta que todas ou algumas colunas da família de colunas devem ser suficientes para 
responder a uma query. Finalmente, estas famílias de colunas residem num KeySpace, algo 
semelhante a uma base de dados relacional, e, segundo (Datastax, 2012), deve existir um 
KeySpace por cada aplicação que use o Cassandra. 
Atualmente, o Cassandra já suporta nativamente índices primários e secundários. Os índices 
primários no Cassandra são as rowkeys de cada linha de uma família de colunas, o que 
possibilita fazer queries sobre estes índices que são mantidos por cada nó que gere uma 
partição dos dados. Quanto aos índices secundários, e, segundo (Datastax, 2012), estes já são 
suportados e devem ser usados apenas quando o valor do índice se repete várias vezes pelas 
diferentes linhas de uma família de colunas pois o Cassandra funciona melhor se assim for 
pois, por cada valor único do índice secundário, mais overhead vai existir na gestão e pesquisa 
do índice. Daí que os índices secundários devem ser usados em cenários em que se repitam 
várias vezes como é o caso de, numa família de colunas de utilizadores, quando se usa o 
distrito onde esses utilizadores residem. Ainda sobre os índices secundários, o autor de 
(Datastax, 2012) adverte que os índices secundários não devem ser usados em cenários de 
colunas que tenham muitos valores distintos, como no exemplo anterior, se em vez do distrito 
fosse usado o email de cada utilizador depois quando uma query fosse executada sobre 
valores deste índice, iria resultar em muitas procuras mesmo para resultados pequenos, 
tornando o sistema muito ineficiente. Como tal, nestes casos e a pensar numa maior eficiência, 
era possível criar uma família de colunas dinâmica de forma a atuar como índice secundário 
em vez de usar os que o Cassandra já fornece. 
Quanto à seleção de chaves, o Cassandra não garante que as chaves naturais escolhidas pelo 
utilizador sejam únicas como tal, a aplicação que usa o KeySpace fica com esta tarefa 
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suplementar, garantir unicidade das chaves naturais. No entanto, o Cassandra fornece 
também as surrogate keys geradas automaticamente e com garantia de unicidade. 
5.5.3 Microsoft Azure Table Storage 
No caso do Micorsoft Azure Table Storage, uma das primeiras recomendações mencionadas 
em (Microsoft, 2010) é que não devem ser usadas datas como PartitionKeys pois, ao executar 
uma query que devolva dados ordenados por data, esses dados não vão estar ordenados 
corretamente. A solução para este cenário é definir uma data máxima, tal como referido no 
artigo (Microsoft, 2010), e posteriormente, subtrair a data dos dados a uma data máxima 
tendo assim os dados ordenados. 
O Microsoft Azure Table Storage, de forma a manipular entidades (coleções de pares 
chave/valor), obriga a criar um objeto DataServiceContext para manter o registo dessas 
entidades. Para adicionar entidades a este objeto, existem vários métodos, no entanto, a 
forma como este objeto mantém o registo das entidades não é thread safe, como tal, é 
aconselhável um novo objeto por cada operação lógica (update/delete/insert). 
Uma entidade só pode ser adicionada a um objeto DataServiceContext uma vez. Ao tentar 
adicionar a entidade a um objeto DataServiceContext uma segunda vez resultará numa 
Exceção. 
Ao tentar obter uma entidade que ainda não existe, o Microsoft Azure Table Storage também 
vai devolver uma exceção mas, no entanto, é possível evitar essa exceção ao ativar uma 
propriedade que desativa as exceções associadas à não existência de entidades. 
Ao usar a mesma instância do objeto Data ServiceContext para várias operações lógicas e, se 
ao salvar as alterações existir uma falha numa dessas operações, a operação falhada continua 
a ser registada pelo objeto DataServiceContext, ao voltar a guardar as alterações, essa 
operação vai ser de novo executada. Neste cenário deve ser usado um novo objeto 
DataServiceContext para ter um conjunto de operações limpas. 
De forma a controlar se as várias entidades geridas pelo objeto DataServiceContext são ou 
não atualizadas, este objeto tem uma propriedade, MergeOption, que permite especificar o 
nível de atualização das entidades por ele geridas. 
Como já foi dito anteriormente, a PartitionKey e a RowKey são fundamentais para 
manipulação dos dados, no entanto, o artigo (Microsoft, 2010) acerca desse assunto refere 
que a correta ou incorreta seleção da PartitionKey e a RowKey vai influenciar a Escalabilidade 
e a forma como as transações são feitas. Daí que a seleção deve ter em conta que, se é 
pretendido tirar partido das Entity Group Transactions (transações atómicas a entidades com 
a mesma PartitionKey), é necessário escolher um campo que permita agrupar os dados 
atendendo a um critério, como no exemplo do artigo (Microsoft, 2010), o género do filme. 
Este tipo de transações ao serem atómicas permitem obter dados que numa base de dados 
relacional estariam divididos entre várias tabelas, como tal, esta escolha deve ser feita para 
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tentar recuperar todos os dados necessários com uma só query. Ainda sobre este assunto, o 
artigo (Microsoft, 2010) refere as seguintes escolhas de PartitionKeys: 
 Single Partition Value: o mesmo valor de PartitionKey para todas as entidades permite 
ter Entity Group Transactions que funcionam em Batch. Ao permitir ate 100 
operações de cada vez, reduz os custos e permite operações atómicas por cada lote 
de entidades. Como desvantagens, não escala para além de um servidor, limitando 
assim esta opção para cenários em que o volume de informação não seja muito 
elevado. 
 New PartitionKey for Every Entity: uma Partition Key para cada entidade. Como 
vantagens, escala muito bem porque é possível distribuir por um servidor cada 
entidade e depois ter um loadBalancer que gere o acesso a cada servidor que guarda 
a entidade. No entanto, as Entity Group Transactions ficam limitadas a apenas uma 
partição (um grupo de entidades num servidor) de um servidor e a uma query com 
intervalos (range query) o que neste cenário resulta numa query que percorra toda a 
tabela. 
Para a escolha da PartitionKey, de forma a ter as queries o mais eficientes possível, a 
(Microsoft, 2010) recomenda que se determinem quais as propriedades mais importantes 
duma tabela pois estas vão ser usadas como filtros. De seguida, devem ser escolhidas as 
propriedades que sejam potenciais candidatas a serem PartitionKeys. Depois, deve ser 
identificada a query dominante (o tipo de query mais executada) e a partir dela devem ser 
escolhidas as propriedades que vão ser usadas como filtros, construindo assim o conjunto 
inicial de chaves (keys). Este conjunto deve ser ordenado por importância da query e, se até 
estas propriedades não identificarem inequivocamente uma entidade, deve ser incluída uma 
outra propriedade que o faça. Posto isto, se só restar uma propriedade, esta deve ser usada 
como PartitionKey. Se restarem duas, a primeira deve ser usada como PartitionKey e a 
segunda como RowKey. Se porventura restarem mais do que duas propriedades, então as 
propriedades restantes devem ser divididas em dois grupos e, grupo a grupo, concatenadas 
por um hífen. O primeiro grupo deve ser usado como PartitionKey e o segundo deve ser usado 
como RowKey, implicando assim que a aplicação cliente lide com as keys concatenadas. Ao 
usar esta metodologia, continua a ser possível agrupar as entidades, no entanto passa‐se a 
usar um prefixo em vez de uma PartitionKey simples que facilita as queries de intervalo (range 
queries). 
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6 Conclusões 
6.1 NoSQL como uma tendência 
O modelo relacional é um dos modelos mais usados hoje em dia. Desde que foi inventado em 
1970 e até aos dias de hoje, é a solução mais amplamente adotada em termos de persistência. 
Tem como vantagens ser um modelo robusto, fiável, ideal para dados tabulares e para 
sistemas cujo schema não varie muito. É um modelo bastante testado e com provas dadas e, 
fornece garantias de atomicidade, consistência, isolamento e durabilidade. 
No entanto, quando é necessário escalar a base de dados devido à carga do sistema, quando 
se chega aos limites da escalabilidade vertical, ou seja, quando não se pode comprar 
máquinas melhores, ou quando se chega ao limite da escalabilidade horizontal porque essa 
modificação obriga a fazer tremendas mudanças na aplicação cliente, ou o número de 
conflitos nas várias instâncias da base é complicado de gerir e obriga à contratação de mais 
DBA’s, ou para aumentar o desempenho é necessário recorrer a desnormalizarão, o modelo 
relacional parece não ser suficiente para solucionar o problema. 
Com o aparecimento do movimento Big Data que afirma que cada vez mais a quantidade de 
dados que uma base de dados tem de armazenar é elevadíssima, com o aparecimento 
Teorema CAP que afirma que num sistema é impossível ter ao mesmo tempo consistência, 
alta disponibilidade e distribuição/tolerância a falhas, o modelo relacional devido às suas 
limitações não é de todo adequado para lidar com a realidade atual. 
A solução abordada e estudada no presente documento é o NoSQL. Este, tenta resolver o 
problema rompendo com o modelo relacional introduzindo novos modelos e melhores 
técnicas de distribuição da base de dados. As bases de dados NoSQL apresentam como 
características principais um schema free, um esquema totalmente livre que permite 
modificações sem comprometer as aplicações clientes já desenvolvidas e uma API simples, ou 
seja, uma forma de acesso à base de dados programaticamente simples, fácil de usar e com 
grande suporte às principais linguagens e métodos de acesso. São bases de dados prontas a 
escalar horizontalmente e preparadas para trabalharem num cluster de dados, cuja 
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configuração não requere mais DBA’s; algumas inclusive são capazes de automaticamente 
configurarem uma nova instância da base de dados quando uma nova máquina é introduzida 
(Cassandra) ou, que por exemplo, a replicação entre o cluster de máquinas é feita 
automaticamente (MongoDB). Muitas destas bases de dados NoSQL já suportam, ou têm de 
raiz, mecanismos de Map/Reduce e Sharding. Com os novos modelos chave/valor, documento, 
colunas e grafo, estas bases de dados estão aptas a lidarem com grandes volumes de dados 
pois o modelo em si, como não tem tantas restrições como modelo relacional, e, em alguns 
casos é um modelo propício à desnormalizarão dos dados, torna rápido o acesso aos dados. 
No entanto, há um preço a pagar. A consistência muda um pouco e passa‐se a ter garantias de 
que ao longo do tempo o sistema irá ficar consistente (consistência eventual) ao invés de uma 
consistência forte e imediata como é o caso do modelo relacional mas, o teorema CAP assim o 
obriga.  
Mas o presente documento não pretende afirmar que o modelo relacional está para cair em 
desuso ou que deve ser abandonado pois as milhares de empresas que utilizam este modelo 
não estão prontas para abdicarem dele assim tao rápido porque, como já foi dito 
anteriormente, o modelo relacional funciona bem até quando os dados começam a crescer 
muito. Daí que a tendência e, de acordo com (Fowler, 2011), é para haver uma persistência 
poliglota em que mediante o tipo e quantidade de dados que existem, tem‐se uma solução 
adequada para os dados: modelo relacional, modelo NoSQL ou ambos. 
O grande fundamento por detrás desta nova técnica de persistência é: deve ser usada a 
ferramenta certa para o trabalho certo ao invés de usar “sempre o mesmo prego e martelo”. 
De acordo com (Fowler, 2011), quando se usa o modelo relacional em casos que não se 
justifica, como por exemplo, ter uma aplicação que não necessita de transações, que a base 
de dados não é partilhada e são feitas apenas pesquisas por id’s e, o modelo relacional pode 
prejudicar o desenvolvimento de uma aplicação, como tal, de acordo com (Fowler, 2011), 
antes de usar o modelo relacional como o único método de persistência, os requisitos da 
aplicação devem ser analisados e a persistência numa base de dados NoSQL deve ser tida em 
consideração. Segundo esta tendência, dependendo da natureza dos dados que a aplicação 
necessita de armazenar, a forma como a persistência será implementada poderá ser ou não 
relacional ou um misto das duas, como por exemplo o Twitter que, de acordo com (Finley, 
2011), usa o MySQL como base de dados primária e soluções NoSQL, como por exemplo o 
Cassandra e o Hadoop, para casos em que o modelo relacional não se adequa.  
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6.2 Trabalho concluído 
Esta tese tem como objetivos compreender o modelo de bases de dados NoSQL, desde os 
diferentes tipos de bases de dados, que resultou na elaboração do capítulo 3 subseção 3.3, 
feita através de uma extensa pesquisa sobre os modelos NoSQL, as vantagens e desvantagens 
de NoSQL explicadas resultante da elaboração do capítulo 3 subsecção 3.2.5 onde foi feita 
uma compilação das vantagens e desvantagens de cada modelo através da pesquiza nos livros 
da especialidade, artigos e etc., o modelo de programação que pode ser visto nos exemplos 
práticos montados no capítulo 5 subseção 2 resultantes de uma pesquiza/visualização dos 
recursos de cada fabricante posteriormente compilada nesse capítulo, modo de 
funcionamento que pode ser visto ao longo do capítulo 2 e 3. 
Um outro objetivo desta tese é a comparação entre o modelo relacional e o modelo NoSQL 
que é feita ao longo do capítulo 2, onde se enunciam os fundamentos teóricos e os limites do 
modelo relacional e do capítulo 3 onde se enunciam as grandes características do modelo 
relacional. 
Esta tese também se propôs a analisar o ponto de vista do programador nomeadamente no 
que mudou através da pesquisa realizada sobre o tema, resultando no capítulo 5 subsecção 
5.4, as novas técnicas fruto de uma pesquisa no site dos fabricantes dos produtos NoSQL e de 
artigos da especialidade e, as ferramentas/produtos existentes enunciados no capítulo 5 
subsecção 5.1 que resulta de uma pesquisa/leitura da documentação e artigos de opinião 
existentes. 
A presente tese também se designou a comparar os diversos produtos NoSQL. Da pesquisa 
feita sobre o tema nos artigos da especialidade resultou a subsecção 3.3.5 do capítulo 3. 
Por fim, esta tese também teve como objetivo a apresentação de um exemplo prático 
implementado em cada um dos modelos num software NoSQL adequado resultando na 
eleição de um exemplo prático, a partir dos existentes, que também fizesse o paralelismo com 
o modelo relacional. Depois, este exemplo foi adaptado aos outros modelos resultando assim 
na subsecção 5.2 do capítulo 5. 
6.3 Trabalho futuro 
O objetivo do presente documento é dar uma visão teórica sobre o conceito NoSQL, daí que 
não seja mencionada nenhuma configuração dos produtos de NoSQL. Um trabalho futuro 
seria instalar e configurar um cluster de cada produto, montar uns casos de teste e anotar os 
resultados em termos de desempenho, configuração automática das réplicas, redistribuição 
dos dados e modelação de um problema com o uso dos diversos modelos NoSQL. Seria 
também interessante, ao mesmo tempo que se monta este cluster, manter uma base de 
dados relacional e testá‐la com os mesmos casos de teste para experimentar na realidade os 
limites do modelo relacional.  
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Um outro ponto interessante e que esta tese não foca, com exemplos “reais”, ou seja, tentar 
resolver um problema em concreto com o uso de tecnologias NoSQL, documentando todo o 
processo de desenvolvimento da aplicação, desde a escolha da linguagem, da base de dados 
NoSQL, da respetiva API. Também seria interessante desenvolver o mesmo exemplo com a 
mesma base de dados mas, em vez de ser usada uma API, ser usado o novo OGM da 
Hibernate ao fim de testar as suas potencialidades. Um outro ponto de vista que poderia ser 
interessante explorar, são as configurações inerentes a cada produto, como tal seria 
estimulante mostrar as configurações de cada produto em termos de sistemas e redes.  
Por último, deveria ser testada a tendência da persistência poliglota, isto é, configurar um 
sistema com os dois tipos de persistência: relacional e NoSQL e, analisar e estudar quais as 
configurações necessárias, problemas encontrados, a arquitetura da aplicação que utilizaria os 
dois meios de persistência e se efetivamente num sistema é possível coexistirem os dois tipos 
de persistência sem nenhum problema de desempenho. 
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