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Abstract. Software Product Lines (SPL) and Agile practices have emerged as 
new paradigms for developing software. Both approaches share common goals; 
this provides the motivation for exploring the possibilities of integrating these 
two approaches. However, there has been little research on identifying the 
opportunities and challenges of such integration. We have been researching the 
potential of integrating Agile approaches in one of the key SPL process areas, 
product derivation. In this paper, we identify the similarities and differences 
between Agile and SPL and propose the idea of introducing Agile practices to 
improve the product derivation process.  
1. Introduction 
Both Agile and Software Product Lines (SPL) software development paradigms 
are being promoted as means of reducing time to market, increasing productivity, 
improving quality and gaining cost effectiveness and efficiency [1] of software 
development efforts. Furthermore, both approaches assume that requirement changes 
will occur and can be managed[1]. These shared common goals by Agile and SPL 
open the possibilities of introducing Agile practices into SPL activities. There are, 
however, several challenges to integrating Agile approaches in SPL due to  the 
differences that exist in the philosophies of both approaches such as design and 
change management strategies [1, 2]. Moreover, Agile approaches do not purpose to 
develop flexible artefacts for reuse [2, 3] or develop the documentation for 
maintenance and evolution required by SPL [3]. Our research in SPL is aimed at 
improving the Product Derivation (PD) process, which purports to develop new 
products by utilizing core assets of a SPL such as feature models and architecture 
models [4]. We decided to concentrate on PD as it is considered the most important 
and challenging SPL activity. We believe that any successful effort to improve PD 
can make SPL substantially more effective and efficient. However, despite the 
increasing trend of using Agile approaches for developing large scale systems, there 
has been little research conducted on the use of Agile approaches in the context of 
SPL or more specifically PD. This paper presents our initial effort to study the 
opportunities and challenges of using Agile in SPL. 
The next section describes the key concepts of SPL and Agile practices. Section 
three compares SPL and Agile. Section four presents a generic product derivation 
framework. Section five discusses the potential of using Agile in PD. This paper 
finishes in section 6 with a summary and a description of our future work.  
2. Background and Motivation 
In the following sections, we discuss the main concepts of Agile practices and SPL 
that underpin our proposal for integrating the two paradigms.  
2.1 Software Product Lines 
A SPL is a set of software-intensive systems that share a common, managed set of 
features satisfying the specific needs of a particular market segment or mission and 
that are developed from a common set of core assets in a prescribed way [5]. The SPL 
approach makes a distinction between domain engineering, where a common platform 
for an arbitrary number of products is designed and realised, and application 
engineering, where a product  is derived [6]. The separation into domain engineering 
and application engineering allows the development of software artefacts which are 
shared among the products within that domain. These shared artefacts become 
separate entities in their own right, subscribing to providing shared functionality 
across multiple products. It is during application engineering that the individual 
products within a product line are constructed. The products are constructed using a 
number of shared software artefacts created during domain engineering. The process 
of creating these individual products using the shared artefacts is known as the 
product derivation process.  
2.2 Agile Practices 
Agile Practices have recently gained popularity among large numbers of 
companies as a mechanism for reducing costs and increasing ability to handle change 
in dynamic market conditions. Researchers and practitioners have proposed several 
software development approaches based on the principles of the Agile manifesto [7] 
[8]. The Agile manifesto allows for changing requirements throughout the 
development cycle and stresses collaboration between software developers and 
customers, and early product delivery. One of the central principles of the Agile 
approach is the focus on people. People coupled with effectiveness and 
manoeuvrability are considered the primary drivers of project success [9].  
The Agile manifesto provides the framework for two of the best known Agile 
practices, eXtreme Programming (XP) and Scrum. Although they are based on a 
common guideline defined by the Agile manifesto, they vary in focus and 
presentation, XP emphasises technical elements of the development lifecycle; while 
Scrum concentrates on the project management elements.   
3. Comparing Agile and SPL Paradigms 
Agile Practices and SPL share common goals such as improving productivity, 
reducing time to market, decreasing development costs and increasing customer 
satisfaction [1, 10, 11]. Furthermore, both Agile and SPL can accommodate 
requirements change during the development process [1, 10, 11]. Additionally, 
adaptation of Agile or SPL requires change in the development process and the 
artefacts and roles associated with this process. Despite having similar goals, both 
Agile and SPL have different mechanics and logistics for achieving their respective 
goals. For example, Agile practices and SPL have different strategies for change 
management - Agile practices handle change through incremental development while 
SPL uses its core assets[1, 2]. Agile practices do not advocate the development of 
flexible artefacts for reuse such as core assets in SPL [2, 3].  
SPL aims to fulfil the requirements of several customers rather than concentrating 
on meeting the individual needs of a particular customer [3]. Customer involvement is 
much more intensive in Agile practices where developers work closely with 
customers on daily basis. Agile and SPL paradigms also differ in terms of role and 
philosophy of software design. Agile approaches do not emphasis the importance of 
design and documentation; rather Agile approaches advocate implementing required 
functionality and then documenting the prepared code by reconstruction and 
refactoring. On the other hand, design and documentation are very vital activities in 
SPL as core assets need to be appropriately documented to support their reusability 
[2].  
These differences in the fundamental philosophies of the two development 
paradigms are likely to make any effort to integrate Agile and SPL quite challenging. 
However, there appears to be many potential benefits of successfully integrating 
Agile and SPL. An Agile SPL approach may have the potential of supporting the 
effective and efficient development of much larger families of products than a pure 
SPL approach [1]. For example, Agile testing techniques such as frequent, early 
testing and with a high emphasis on keeping code error free would benefit SPL 
companies significantly [1]. Moreover, the Agile project management approach 
Scrum can be used to manage the product derivation process and development 
practices like XP or test-driven development can be used for developing core and/or 
product components.  
4. A Product Derivation Framework 
In this section, we briefly describe a framework that we have developed to support 
the product derivation process of SPL. We have developed this framework based on 
the results of an extensive literature review, lengthy discussions with SPL 
practitioners and researchers, and reviewing the documentation on product derivation 
activities by our industrial collaborators. This framework consists of four main steps, 
which are: 
1. Impact Analysis; 
2. Reusability Analysis; 
3. Component Development; and 
4. Product Integration and Validation.  
Figure 1 provides a diagrammatic representation of the product derivation 
framework and the following paragraphs provide a brief description of each of the 
four steps. Impact analysis (step 1) is aimed at gathering product specific 
requirements based on customer requirements and negotiation with the Platform 
Team. Reusability Analysis (step 2) purports to create a partial product configuration 
based on the product specific requirements and by using the available core assets. 
During Component Development (step 3), new components are developed (if 
required) and existing components are adapted to satisfy requirements which could 
not be satisfied by configuring existing core assets. Finally, Product Integration and 
Validation (step 4) aims to integrate the core asset configuration and newly developed 
components and to validate the integration by performing appropriate testing 
procedures.  
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Figure 1: An Overview of the Product Derivation Framework 
5. Integrating Agile Practices in Product Derivation Framework 
In this section we discuss the potential for integrating Agile practices in our 
Product Derivation framework (presented in Section 4). Having analyzed the SPL’s 
two major phases, domain engineering and application engineering, it is the 
application engineering phase that is expected to benefit the most from  incorporating 
Agile practices [2, 3].  
For example, during Impact Analysis, the product team can benefit from applying 
the planning game practice from the XP methodology for gathering and negotiating 
product specific requirements. In the planning game, a customer priorities the 
requirements and the developers estimate the effort required to satisfy those 
requirements. The end dates of iterations are specified and requirements are allocated 
to specific iterations based on their priority [2]. Noor et al. also identifies the use of 
Agile practices to support collaborative work with stakeholders [12], assisting the 
product team in Impact Analysis.  
The identification of Product Derivation iterations is a key aspect of deriving high 
quality, customer satisfying products, according to Carbon et al.[2] with a SPL, an 
organisation is capable of producing a first version of a product for a specific 
customer, including the core functionality, quicker than other software development 
methods. Because of the approved quality of the reusable assets, the customer directly 
gets a high quality product that can be used and evaluated to give feedback. In further 
iterations, new functionality can be added to the scope of the product line or product 
specific features can be implemented [2]. 
According to Kurmann, automation is the key aspect for an Agile software product 
line development. Most important, the SPL product process has to be fully automated. 
Automation and iterative development would also facilitate another Agile Principle 
“Welcome changing requirements, even late in development. Agile processes harness 
change for the customer’s competitive advantage.” [8], as iterative development 
would allow product teams implement changing customer requirements quite late in 
the development lifecycle.  
Unit and component tests as well as smoke tests for each software product should 
be automated [10]. In step three, Component Development, the Unit and component 
tests would become automated, while in step four, Product Integration and Validation, 
integration and System testing could be partially automated.  
For step three, Component Development, the Agile principle of “early and 
continuous delivery of valuable software” identified in the Agile manifesto [8] ties in 
well for two reasons. Firstly, instead of delaying development while the CCB scope 
required changes and the platform team implement all requested platform changes, 
the product team simply implement changes at the product level. The platform team 
can subsequently mine any changes from the product if there is reuse potential. 
Secondly, pair programming can be used to implement and review any changes at the 
product level [10]. This helps to produce better quality product code and as a result 
better quality for mined platform code.  
6. Summary and Future Work 
Our research is aimed at making SPL more effective and efficient. To achieve this 
objective, we have been concentrating on improving the product derivation process by 
developing and empirically assessing different approaches and tools. In this paper, we 
have explored the potential for integrating Agile practices in the PD process. We have 
discussed the similarities and differences between the two approaches. We have 
identified a set of Agile practices that have potential for integration into the PD 
process. We have also identified activities within our product derivation framework 
where Agile practices could be introduced. 
We believe that incorporating Agile practices into the generic framework can bring 
a balance between agility and formalism during the product derivation process. A 
combination of Agile and SPL is expected to create a leaner but more disciplined 
process [10]. We are rigorously assessing the effectiveness and efficiency of the 
framework with several of our industrial collaborators, which have adopted the SPL 
approach for developing software intensive systems. These industry based 
assessments will help us to identify not only areas of improvement in our framework 
but also investigate the logistics and effects of introducing Agile practices in SPL.  
Our future work includes an ongoing investigation into the strengths and 
weaknesses of Agile and SPL approaches in combination [2], validation of an Agile 
SPL approach [1] and the expected return on investment from a combined approach 
[2]. 
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