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Teil I
U¨bersicht u¨ber DSD
1 Einfu¨hrung in DSD
Die DIANE Service Description (DSD) ist eine Sprache, die entwickelt wurde, um elektronische
Dienste semantisch eindeutig beschreiben zu ko¨nnen. Motivation fu¨r die Entwicklung von DSD war
die vollsta¨ndige Automatisierung der Dienstnutzung, d.h. beginnend mit einem Funktionsaufruf soll
es DSD ermo¨glichen, automatisch einen geeigneten Dienstgeber zu finden und diesen korrekt auf-
zurufen. Im Detail sieht der Ablauf wie folgt aus: Ein Anwender oder eine Anwendung stellt den
Dienstnehmer dar. Er registriert sich fu¨r Funktionen, welche im Folgenden wiederholt und in unter-
schiedlicher Parametrisierung genutzt werden sollen. Hierzu beschreibt er die beno¨tigte Funktiona-
lita¨t semantisch mittels DSD. Auch Anbieter von Funktionalita¨t (Dienstgeber) beschreiben mittels
DSD, welche Dienste sie o¨ffentlich zur Verfu¨gung stellen. Ruft nun der Dienstnehmer eine seiner
beschriebenen Funktionen konkret auf, so wird die zugeho¨rige Anfragebeschreibung automatisch
(d.h. ohne menschliche Hilfe) mit allen im System verfu¨gbaren Angebotsbeschreibungen verglichen.
Hierbei passt ein Angebot zu einer Anfrage, wenn dieses die gewu¨nschte Funktionalita¨t erbringen
kann und sich im Rahmen der in der Anfrage spezifizierten Abweichungen bewegt. Dabei ist es
nicht zwingend no¨tig, dass der angeforderte und der angebotene Dienst eine syntaktische gleiche
Beschreibung oder identische Schnittstellen besitzen. Aus den passenden Angeboten wird ohne wei-
tere Ru¨ckfragen ein geeigneter Dienstgeber ausgewa¨hlt. Dieser wird anschließend automatisch und
korrekt parametrisiert aufgerufen.
1.1 Grundkonzepte von DSD
Es wird klar, dass eine geeignete Dienstbeschreibung eine wesentliche Rolle bei der Umsetzung eines
solchen Ablaufs spielt. Sie muss so viel Information enthalten, dass der Vergleich, die Auswahl und
der Aufruf von Diensten ohne menschliche Hilfe durchgefu¨hrt werden kann. Hierzu wurden in DSD
folgende grundlegenden Konzepte verwendet:
• Vereinheitlichung des Vokabular durch Verwendung von Ontologien
• Reine Zustandsorientierung
• Strukturierung der Anfragen durch Ontologieschichtung
• Vollsta¨ndige Pra¨ferenzintegration in Anfragen
Diese sollen im Folgenden vorgestellt werden.
1.1.1 Vereinheitlichung des Vokabulars
Ein wichtiger Ansatz in DSD wie auch in anderen Beschreibungssprachen ist die Vereinheitlichung des
verwendeten Vokabulars. Dies ist no¨tig, um eine grundlegende Versta¨ndlichkeit der Beschreibungen
durch einen Rechner zu erlangen, welche fu¨r eine sinnvolle, automatische Verarbeitung (insbeson-
dere fu¨r den Vergleich) zwingend no¨tig ist. Bei der Vereinheitlichung von Vokabular hat sich der
Einsatz von Ontologien bewa¨hrt. Ontologien sind Beschreibungen der Welt, auf die sich die Gruppe
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Abbildung 1: Verschiedene Arten von Dienstbeschreibungssprachen: (a) Nachrichtenorientierte Beschrei-
bungssprachen versuchen Dienste durch ihre eingehenden und abgehenden Daten zu beschreiben, (b) Ge-
mischte Nachrichten/Zustands-Beschreibungssprachen dru¨cken zusa¨tzlich die funktionale Semantik durch
die Angabe eines Start- und eines Endzustands aus, wogegen (c) rein zustandsorientierte Beschreibungsspra-
chen zugunsten konfigurierbarer Platzhalter in der Zustandsbeschreibung auf die Angabe von Nachrichten
verzichten.
ihrer Verwender (die Community) geeinigt hat (vgl. [3]). Durch diese Einigung wird erreicht, dass
Personen, die u¨ber denselben Sachverhalt sprechen, auch dieselben Worte hierfu¨r verwenden, was es
einem Rechner ermo¨glicht, die Aussagen z.B. semantisch korrekt vergleichen zu ko¨nnen.1
Fu¨r Ontologien existieren in der Literatur eine Reihe von Ausdrucksformen. Weit verbreitet und auch
in DSD verwendet ist eine Auftrennung der Beschreibung in einen Teil zur Beschreibung des Sche-
mas (oder terminological box/T-Box in der Sprache der Beschreibungslogik [1]), welches abstrakt
die grundlegende Klassen und ihre mo¨glichen Beziehungen auflistet, und einen Teil zur Beschrei-
bung konkreter Individuen (die assertion box/A-Box), in welcher Instanzen dieser Klassen definiert
sind, die stellvertretend fu¨r Individuen der realen Welt stehen. Zur Beschreibung von Schema und
Instanzen existiert in der Regel ein Metaschema (auch Ontologiebeschreibungssprache), welches
die syntaktischen Bausteine definiert, die zur Definition von Klassen, Beziehungen, Instanzen etc.
beno¨tigt werden. In DSD sind das die so genannten DSD Elements .
1.1.2 Reine Zustandsorientierung
Betrachtet man existierende Ansa¨tze zur Beschreibung von Diensten, so stellt man fest, dass ha¨ufig
nur der Datenfluss des Diensten, d.h. seine Ein- und Ausgaben beschrieben sind (siehe Abbildung 1a).
Bekannte Beispiele hierfu¨r sind WSDL [18] und ebXML [15]. Solche Beschreibungen sind jedoch fu¨r
eine automatische Verarbeitung nicht geeignet. Einerseits bieten sie keinen nutzbaren Mehrwert im
Vergleich zur Angabe der Schnittstelle, bei der die erbrachte Funktionalita¨t aus dem Nachrichtenfluss
1In der Literatur existieren noch eine Reihe weiterer Definitionen fu¨r Ontologien, die teilweise auf die Einigung
durch eine Gruppe verzichten. Hierbei wird die Vereinheitlichung durch einen voran gestellten Schritt des Ontologie-
Matchings erreicht, in dem semi-automatisch unterschiedlich benannte Konzepte fu¨r den gleichen Sachverhalt gefunden
werden.
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Abbildung 2: Schichtung von Ontologien in DSD.
erraten werden muss. Andererseits kann eine solche Beschreibung nicht vermitteln, wenn Dienstneh-
mer und Dienstgeber unterschiedliche Nachrichten verlangen bzw. liefern (abgesehen von trivialen
Umstellungen bzw. Umbenennungen). Auch eine Hinzunahme einer getrennten Beschreibung der
Zusta¨nde vor und nach der Dienstausfu¨hrung ist nicht ausreichend (siehe Abbildung 1b). Dies wird
beispielsweise in OWL-S [17] oder ICL [13] eingesetzt. Unklar bleibt hier, wie sich die ausgetausch-
ten Nachrichten auf die involvierten Zusta¨nde auswirkt. Auch die Probleme mit unterschiedlichen
Erwartungen an die Nachrichten bei Dienstnehmer und Dienstgeber bleiben bestehen.
In DSD wird daher das Konzept der reinen Zustandsorientierung verfolgt und ganz auf eine expli-
zite Beschreibung von Nachrichten verzichtet (siehe Abbildung 1c). DSD beschreibt daher nur noch
den beno¨tigten Zustand vor Beginn sowie den erreichten Zustand nach der erfolgreichen Dienst-
ausfu¨hrung (siehe dazu auch [11]). Teile dieser Zustandsbeschreibungen sind dabei bereits bei der
Aufstellung der Dienstbeschreibung bekannt und werden durch Instanzen beschrieben, noch unbe-
kannte Teile werden durch Variablen ausgedru¨ckt, die im Verlauf der Dienstnutzung von Dienst-
nehmer und -geber ausgefu¨llt werden mu¨ssen. Hierdurch ist der Einfluss der Parameter auf das
Ergebnis eindeutig ersichtlich. Wie auch alle anderen Teile der Beschreibung werden in DSD die
Beschreibungen der Zusta¨nde ebenfalls aus bestimmten Ontologien entnommen.
1.1.3 Schichtung von Ontologien
Gibt man fu¨r eine Dienstbeschreibung nur vor, dass diese eine Beschreibung des Vor- und des Nachzu-
stands enthalten soll, so erha¨lt man zwar ein sehr flexibles Rahmenwerk, allerdings ist dies aufgrund
der extremes Generizita¨t fu¨r die Praxis nicht nutzbar. Man ist damit konfrontiert, dass Dienste
unterschiedlichste Auswirkungen auf den Zustand der Welt haben und sich zudem auf die unter-
schiedlichsten Anwendungsgebiete beziehen ko¨nnen. Ohne weitere Vorgaben entstehen unstruktu-
rierte Beschreibungen, die fu¨r eine automatische Weiterverarbeitung ungeeignet sind.
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Zusa¨tzlich zu der klassischen Aufteilung in Metaschema (durch DSD Elements), Schema und Instan-
zen, wird daher in DSD zusa¨tzlich die Schemaebene in drei Ebenen unterteilt und einzelne Sche-
madefinitionen bereits fest durch DSD vorgegeben (siehe dazu auch [7]). Folgende Ebenen werden
unterschieden (siehe Abbildung 2):
• Obere Dienstontologie. Diese definiert das Schema fu¨r das allgemeine Grundgeru¨st von
zustandsbasierten Dienstbeschreibungen. Hier ist verankert, dass ein Dienst durch die Angabe
eines Vor- und eines Nachzustands zu spezifizieren ist und weitere, nichtfunktionale Informa-
tionen (wie der Dienstname, der Anbieter, Dienstqualita¨ten, der technische Zugangsweg etc.)
angegeben werden ko¨nnen. Das Schema ist sehr klein und wird einheitlich von DSD fu¨r alle
Teilnehmer vorgegeben.
• Kategorieontologien. Aufgabe dieser Ontologien ist es, den Raum aller mo¨glichen Diens-
te in Kategorien mit a¨hnlichen Zustandsu¨berga¨ngen zu unterteilen. Hierzu gibt jede dieser
Ontologien im Wesentlichen Einschra¨nkungen an die zu verwendeten Zusta¨nde vor. Mo¨gliche
Kategorien ko¨nnten Informationsdienste sein, die den Zustand eines Dokuments a¨ndern (siehe
dazu auch [12]), oder Wissensdienste, die den Zustand von Wissen a¨ndern, oder Realwelt-
dienste, welche den Zustand realweltlicher Gegensta¨nde a¨ndern. Insgesamt sind nur wenige
Kategorien zu erwarten, von denen die wichtigsten bereits durch DSD vorgegeben sind. In
Absprache mit der Community kann jedoch jeder Benutzer selbst weitere Kategorieschemata
erstellen.
• Doma¨nenontologien. Diese Ontologien dienen dazu, die unterschiedlichen Anwendungsge-
biete zu formalisieren, in welchen die zu beschreibenden Dienste operieren. Hier sind tausende
verschiedener Ontologien zu erwarten, die nicht durch DSD vorgegeben werden, sondern von
der Community selbst eingebracht werden ko¨nnen. Wichtig ist, dass neben der Definition von
Schemata auch Instanzen als Stellvertreter fu¨r reale Individuen definiert werden sollten, um
eine Doma¨ne vollsta¨ndig zu beschreiben.
Insgesamt erreicht man durch diese Dreiteilung der Schemabeschreibung einerseits strukturierte,
zustandsorientierte Dienstbeschreibungen, andererseits verliert man durch die Austauschbarkeit der
Ontologien nicht die Flexibilita¨t einer ga¨nzlich freien Dienstbeschreibungssprache.
1.1.4 Vollsta¨ndige Pra¨ferenzintegration in Anfragen
Viele der existierenden Dienstbeschreibungssprachen verwenden dieselbe Technik zur Beschreibung
von Anfragen wie die zur Beschreibung von Dienstangeboten. Die Vorgehensweise hierbei ist, dass
der Dienstnehmer die beno¨tigte Funktionalita¨t als perfekten Wunschdienst beschreibt, was dann
durch einen allgemeinen Vergleicher mit den Angebotsbeschreibungen auf A¨hnlichkeit verglichen
wird. Hierdurch kommt es jedoch zu einem beeinflussten Vergleichsergebnis, da der Vergleicher auf
vordefinierte, dem Dienstnehmer unbekannte Heuristiken zuru¨ckgreifen muss, um Abweichungen
zwischen Anfrage und Angebot bewerten zu ko¨nnen. Man stellt fest, dass der Dienstnehmer in der
Regel nicht bereit ist, ein solches Vergleichsergebnis und die zugeho¨rige automatische Auswahl des
Dienstgebers ohne Ru¨ckfragen hinzunehmen, sondern er la¨sst sich die besten Lo¨sungen pra¨sentieren,
u¨berpru¨ft sie manuell und wa¨hlt den geeignetsten Dienstgeber aus.
Man kann das Problem lo¨sen, wenn man versteht, dass es einen prinzipiellen Unterschied zwischen
Angebots- und Anfragebeschreibungen gibt (siehe dazu auch [8, 10]):
• Angebotsbeschreibungen. Typischerweise kennt der Dienstanbieter alle Details seines Diens-
tes. Daher kann er den Dienst als einzelne Instanz beschreiben. Teile, die zum Zeitpunkt der
Beschreibungserstellung noch unbestimmt sind, werden durch Mengen oder Variablen ersetzt.
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- kann leicht in verschiedenen
  Formate ausgegeben werden
- nicht persistent
- verifizierbar
- gut verarbeitbar in
  Java-Programmen
- Anhängen von Code möglich
- zum Austausch mit anderen
  OWL-Beschreibungen
- bildet nur bestimmte Aspekte ab
- für spezielle Anwendungszwecke
- persistent oder nicht persistent
Abbildung 3: Repra¨sentationsformen in DSD.
• Anfragebeschreibungen. Der Dienstnehmer will in der Regel eine bestimmte Funktionalita¨t
erbracht wissen und denkt dabei nicht zwangsla¨ufig an einen bestimmten, einzelnen Dienst.
Typischerweise sind auch mehrere unterschiedliche Dienste zur Erbringung dieser Funktiona-
lita¨t geeignet. Es ist daher wenig sinnvoll, eine einzelne Dienstinstanz zu notieren. Vielmehr
wa¨re es fu¨r ihn interessant, eine Menge geeigneter Dienste aufstellen zu ko¨nnen und dabei zu
markieren, welche er hiervon im Zweifelsfall pra¨ferieren wu¨rde.
Die DSD tra¨gt diesem Unterschied Rechnung, indem sie eine spezielle Anfragebeschreibung zula¨sst:
unscharfe, deklarative Mengen. Diese erlauben es dem Dienstnehmer, seine Pra¨ferenzen bezu¨glich
der beno¨tigten Funktionalita¨t sehr genau in den Anfrage zu integrieren. Wir sprechen daher von
pra¨ferenzbeinhaltenden Anfragen. Der Vergleicher selbst braucht dann keine allgemeinen Heu-
ristiken mehr zu verwenden, sondern u¨berpru¨ft nur, welche Mengenzugeho¨rigkeiten die einzelnen
Angebote zu der vom Benutzer aufgestellten, unscharfen Anfragemenge haben. Der Vergleicher ist
dennoch eine der komplexesten Komponenten der DIANE-Architektur, was daran liegt, dass die Be-
schreibungen Variablen enthalten, deren Wert zum Zeitpunkt des Vergleichs nicht feststeht und die
zudem vom Vergleicher mit konkreten, am besten geeigneten Werten gefu¨llt werden mu¨ssen. Details
zum Vergleicher finden sich in [9], [14] und [16].
1.2 Repra¨sentationsformen von DSD
Fu¨r die DSD gibt es nicht die Syntax, sondern es existieren mehrere Repra¨sentationsformen, die je-
weils unterschiedliche Vor- und Nachteile bieten und daher in verschiedenen Situationen zum Einsatz
kommen. Abbildung 3 zeigt deren Zusammenhang:
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• Im Mittelpunkt steht die formale Hauptrepra¨sentation (kurz f-dsd). In ihr sind die DSD
Elements durch eine formale Grammatik definiert, deren Ziel es ist, mo¨glichst kompakte und
gut lesbare Beschreibungen zu erhalten. Da die Beschreibungen rein textbasiert sind, ko¨nnen
sie leicht im System ausgetauscht werden. Als Hauptrepra¨sentation strebt die f-dsd nach
Vollsta¨ndigkeit, d.h. in ihr sind im alle Konzepte und Beschreibungsmo¨glichkeiten der DSD
enthalten und ausdru¨ckbar. Die Syntax der f-dsd hat Anleihen an objektorientierten Program-
miersprachen und u¨bernimmt die Darstellung primitiver Werte aus XML Schema [19]. Um eine
u¨bersichtliche Darstellung zu erhalten wurde auf Verwendung von XML verzichtet [5].
• Eine anschauliche Darstellung liefert die graphische Nebenrepra¨sentation (kurz g-dsd).
Sie wurde als visuelle Sprache konzipiert, so dass sich menschliche Benutzer in ihr schnell
zurecht finden, um so vorhandene Beschreibungen gut verstehen und neue Beschreibungen
effizient aufbauen zu ko¨nnen. Weiterhin eignet sich diese Repra¨sentationsform dazu, Beschrei-
bungen in Vortra¨gen und Papieren anschaulich pra¨sentieren zu ko¨nnen. Editiert werden g-dsd-
Beschreibungen mit dem Microsoft-Programm VISIO, welches durch intelligente Schablonen
einem menschlichen Benutzer aktiv bei der Erstellung von Beschreibungen behilflich ist [4].
Ein in VISIO integrierter Transformator kann eine Beschreibung in g-dsd in f-dsd umwandeln.
Die g-dsd a¨hnelt in ihrem Grundaufbau UML-Klassen- und Instanzdiagrammen, wurde jedoch
um spezielle Konzepte erweitert.
• Um die formale Repra¨sentation verarbeiten zu ko¨nnen, wird sie zuna¨chst von einem spezi-
ellen Parser eingelesen und als tempora¨re Repra¨sentation (kurz t-dsd) nicht-persistent
im Hauptspeicher abgelegt. Diese neutrale Zwischenstufe ist im Wesentlichen darauf ausge-
legt, in eine der weiteren Nebenrepra¨sentation persistent ausgegeben zu werden. Auch eigene
Spezialrepra¨sentationen ko¨nnen hieraus leicht abgeleitet werden.
• Eine wichtige Repra¨sentierung ist die Java-basierte Nebenrepra¨sentation (kurz j-dsd). In
ihr wird das Schema zu einem Satz von Java-Klassen, welche durch ihren Quellcode dargestellt
sind. Instanzen hingegen sind gewo¨hnliche Java-Objekte, die durch statische Erzeugungsklas-
sen persistent gemacht werden. Besondere Konstrukte der DSD (wie z.B. Mengen oder Varia-
blen) werden durch spezielle Klassen und Tricks umgesetzt. Diese Darstellungsform hat eine
Reihe von Vorteilen: Zuna¨chst ko¨nnen durch Kompilierung des Quellcodes automatisch se-
mantische Fehler entdeckt werden, deren U¨berpru¨fung in f-dsd komplexe Zusatzprogramme
erfordert ha¨tte. Weiterhin ko¨nnen die u¨bersetzten Klassen direkt in allen Java-Programmen
verwendet werden. Dies ist wichtig, da im DIANE-Projekt zur Zeit alle Komponenten, die auf
Dienstbeschreibungen angewiesen sind, in dieser Programmiersprache vorliegen. Drittens ist
es mo¨glich, an bestimmte ontologische Klassen Programmlogik anzuha¨ngen, um somit immer
wiederkehrende Verarbeitungsweisen festzuhalten. Beispielsweise hat die Javaklasse zur Um-
setzung einer Menge bereits eine Methode, die testet, ob eine bestimmte Instanz zu dieser
Menge geho¨rt oder nicht. Aus diesem Grund verarbeitet auch der Vergleicher Beschreibungen
in dieser Darstellung.
• Zum Austausch mit anderen Forschungsgruppen eignet sich die OWL-basierte Nebenre-
pra¨sentation (kurz o-dsd). Diese stellt alle Konzepte der DSD mit den Mitteln der standar-
disierten, XML-basierten Web Ontology Language dar.2
• Neben den vorhandenen Darstellungsformen ko¨nnen auch individuelle Repra¨sentationen
interessant sein. Diese sind ha¨ufig verku¨rzend, d.h. sie stellen nur die Aspekte einer Beschrei-
bung dar, die fu¨r den jeweiligen Anwendungszweck von Bedeutung sind und blenden unwichtige
Teile aus. Hier sind sowohl persistente als auch nicht-persistente Repra¨sentierungen denkbar.
2Anmerkung: Zur Zeit existiert noch kein Generator zur Ausgabe in o-dsd.
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1.3 Aufbau des Handbuchs und verwendete Schriften
Das vorliegende Handbuch gliedert sich in drei Teile: Teil I beinhaltet diese Einleitung. In Teil II
wird erla¨utert, wie Schemata, Instanzen, Mengen und Variablen in DSD definiert werden ko¨nnen.
Hierzu werden die drei Repra¨sentationsformen g-dsd, f-dsd und j-dsd eingefu¨hrt. Teil III behandelt
dann, wie die Konstrukte genutzt werden ko¨nnen, um Dienste zu beschreiben. Im Anhang finden
sich die wichtige Ontologien sowie die Grammatik von f-dsd.
Abschnitte, die mit (*) gekennzeichnet sind, sind noch aktueller Forschungsgegenstand und ko¨nnen
sich noch a¨ndern.
Im Handbuch werden die folgenden Schriften verwendet:
• Kursive Schrift zur Einfu¨hrung neuer Begriffe. Diese sind auch zum Großteil im Index zu
finden.
• Serifenlose Schrift zur Beschreibung von Klassen-, Attribut- und Instanznamen sowie Varia-
blenkategorien.
• Schreibmaschinenschrift zur Beschreibung von Java- oder f-dsd-Code, Ontologienamen,
Dateinamen und primitiven Typen.
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Teil II
Beschreiben von Ontologien mit DSD
Im Folgenden werden die einzelnen Beschreibungselemente der DSD genau beschrieben und an Bei-
spielen erla¨utert. Dabei werden die drei Repra¨sentationsformen f-dsd, g-dsd und j-dsd parallel ein-
gefu¨hrt. Auf die Erla¨uterung der Grammatik fu¨r f-dsd soll verzichtet werden.3
2 Definieren von Schemata
Zur Definition von Schemata stehen im Wesentlichen zwei Elemente zur Verfu¨gung: Vordefinierte
Datentypen (auch eingebaute oder primitive Datentypen) sowie selbstdefinierbare Datentypen (auch
komplexe Datentypen oder Klassen).
2.1 Primitive Datentypen
2.1.1 Konzeption
Primitive Datentypen stellen Typen dar, die bereits vordefiniert sind. Durch sie werden allgemein
gu¨ltige Sachverhalte wie Zahlen, Daten, Wahrheitswerte, Zeichenketten etc. abgebildet. Jeder dieser
Typen besteht aus einer Menge gu¨ltiger Werte, sein Wertebereich, sowie eine oder mehrere lexika-
lische Repra¨sentationen dieser Werte. Diese Repra¨sentation kann je nach Anwendungsgebiet und
DSD-Repra¨sentation wechseln.
Von DSD werden zur Zeit acht primitive Datentypen unterstu¨tzt. Ihre Definition und Repra¨sentation
in f-dsd leitet sich von den in XML Schema [19] definierten primitiven Datentypen ab:
• Integer. Repra¨sentiert die Menge der ganzen Zahlen (positiv, null und negativ).
• Double. Repra¨sentiert die Menge der Fließkommazahlen (positiv, null und negativ).
• String. Repra¨sentiert die Menge der Zeichenketten, d.h. endliche Ketten von Einzelzeichen.
• Boolean. Repra¨sentiert die Menge der Wahrheitswerte, d.h. die Menge bestehend aus wahr
und falsch.
• Date. Repra¨sentiert die Menge der Datumswerte. Ein Datum steht fu¨r einen vergangenen,
jetzigen oder zuku¨nftigen Tag in der Zeit, also ein nicht-periodisches Ereignis. Ein Tag beginnt
um 0:00 Uhr und endet mit dem Beginn des folgenden Tages.
• Time.Repra¨sentiert die Menge der Zeitpunkte an einem Tag. Eine solcher Zeitpunkt wiederholt
sich an jedem Tag. Seine Dauer ist null.
• DateTime. Repra¨sentiert die Menge der einzelnen Punkte in der Zeit. Die Dauer eines Zeit-
punkts ist null. DateTime kann als Kombination von Date und Time angesehen werden.
• Duration. Repra¨sentiert die Menge der Zeitdauern. Eine Zeitdauer hat keinen bestimmten
Anfangs- und Endzeitpunkt, sondern steht stellvertretend fu¨r jedes Zeitintervall dieser La¨nge.
3Die Grammatik kann unter http://www.ipd.uka.de/DIANE/docs/f-dsd-pure.g heruntergeladen werden.
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2.1.2 Repra¨sentationen
Die Syntax zur Notation der primitiven Datentypen ist in den drei DSD-Repra¨sentationsformen g-
dsd, f-dsd und j-dsd unterschiedlich. In g-dsd wird ein primitiver Datentyp durch ein weißes Ka¨stchen







Abbildung 4: Primitive Datentypen in g-dsd.
In f-dsd erfolgt die Notation durch den Namen des primitiven Typs in Schreibmaschinenschrift:
Integer, Double, String etc.
In j-dsd werden die primitiven Typen nicht direkt durch die in Java eingebauten Datentypen int,
double etc. abgebildet, sondern durch spezielle Klassen nachgebildet. Diese Klassen haben den
Namen des primitiven Datentyps mit einem vorangestellten XSD , um sie von gleich lautenden Java-
Klassen unterscheiden zu ko¨nnen. Alle diese Klassen erben von der abstrakten Oberklasse XSD Type,
was sie als primitive Typen kennzeichnet. XSD Type erbt von der allgemeinen Oberklasse Thing
(siehe Abschnitt 2.2.1). Die Klassen befinden sich im Javapaket dsd.elements.xsd. Intern wer-
den die Werte entweder durch die eingebauten Javatypen repra¨sentiert (int, double, boolean),
durch analoge Javaklassen abgebildet (String) oder in anderen Datenstrukturen abgespeichert
(java.util.GregorianCalendar oder long fu¨r die Datumstypen). Zur Erzeugung von primitiven
Werten steht daher ein entsprechender Konstruktor zur Verfu¨gung. Eine beispielhafte Definition von
XSD Integer sieht wie folgt aus:
package dsd.elements.xsd;
public abstract class XSD_Type extends Thing {}









Auf jedem primitiven Datentyp ist eine totale Ordnungsrelation definiert, mit deren Hilfe je zwei
Werte des selben Typs verglichen werden ko¨nnen. Fu¨r die zahlen- und zeitbezogenen Typen ist
die Relation klassisch definiert, Strings werden lexikographisch verglichen, fu¨r Boolean gilt, dass
falsch kleiner als wahr ist. Die Ordnungsrelationen ermo¨glichen es, folgende Vergleiche auf dem
Wertebereich durchzufu¨hren: ==, <=, >=, <, >, ! =. In f-dsd und g-dsd werden diese genau mit
diesen Vergleichsoperatoren notiert. In j-dsd steht dazu in XSD Type die abstrakte Methode int
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compareTo(XSD Type value) zur Verfu¨gung, welche in den konkreten Untertypen implementiert
wird. Sie liefert -1, 0 oder 1, je nachdem ob der Referenzwert kleiner, gleich oder gro¨ßer als der
Vergleichswert value ist.
2.1.4 Unscharfe Ordnungsrelationen
Neben der scharfen Ordnungsrelation sind noch unscharfe (engl. fuzzy) Ordnungsrelationen definiert,
die einem Wertepaar nicht bina¨r vergleichen, sondern noch gewisse Toleranzen zulassen. Zwar sind
die Zahlen 100 und 100.1 nicht exakt gleich, in manchen Fa¨llen ist es jedoch sinnvoll festzuhalten,
dass sie fast gleich sind und die A¨hnlichkeit mit einem Fließkommawert auszudru¨cken. Hierzu wird in
j-dsd eine zusa¨tzliche Methode double fCompareTo(XSD Type value)4 eingefu¨hrt, die einen Fließ-
kommawert aus [-1,1] zuru¨ck gibt. Fu¨r die einzelnen konkreten Datentypen ist sie wie folgt definiert:
Zahlenbezogene Werte du¨rfen um bis zu 10% nach oben oder unten vom Referenzwert abweichen,
erst danach gelten sie als wirklich kleiner (+1) oder wirklich gro¨ßer (-1). Dazwischen a¨ndert sich
der Ru¨ckgabewert kontinuierlich und linear von +1.0 u¨ber 0.0 zu -1.0. Abbildung 5 veranschaulicht
diese Beziehung fu¨r den beispielhaften Referenzwert 100.
Fu¨r datumsbezogene Werte gelten folgende Festlegungen: Fu¨r Date und DateTime ist keine stan-
dardma¨ßige Abweichung definiert. Fu¨r Time ist eine Abweichung von +/- 10% einer Tagesla¨nge,
fu¨r Duration eine Abweichung von +/- 10% von der Referenzdauer zugelassen. Fu¨r String und
Boolean ist keine unscharfe Vergleichsfunktion definiert; hier entspricht fCompareTo der scharfen
compareTo-Methode.
Mit Hilfe der Methode fCompareTo ko¨nnen nun die bekannten Vergleichsoperatoren so gea¨ndert
werden, dass sie nicht nur streng gelten (1) oder nicht gelten (0), sondern auch den Zwischenbereich
von 0.0 und 1.0 annehmen ko¨nnen. Die Notation erfolgt durch ein vorangestelltes ∼:
• Berechne a ∼== b durch 1− |a.fCompare(b)|
• Berechne a ∼<= b durch a.fCompare(b) >= 0 ? 1.0 : a.fCompare(b)
• Berechne a ∼< b durch a.fCompare(b) > 0 ? 1.0 : a.fCompare(b)
• Berechne a ∼>= b durch a.fCompare(b) <= 0 ? 1.0 : a.fCompare(b)
• Berechne a ∼> b durch a.fCompare(b) < 0 ? 1.0 : a.fCompare(b)









Abbildung 5: Unscharfer Vergleich des Referenzwertes 100.
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• Berechne a ∼! = b durch |a.fCompare(b)|
Neben den vordefinierten unscharfen Vergleichsoperatoren, die eine 10%-ige Abweichung zulassen,
kann die erlaubte Abweichung auch selbst definiert werden. Hierzu wird in f-dsd und g-dsd in eckigen
Klammer die minimal und/oder maximal erlaubte prozentuale oder absolute Abweichungsgrenze
angegeben5. Ein Beispiel ko¨nnte sein x ∼< [20%]y oder 100 ∼== [75, 125]y. Im ersten Fall darf der
Vergleichswert y auch noch um bis zu 20% gro¨ßer sein als der Referenzwert x um noch als ungefa¨hr
kleiner zu gelten, im zweiten Fall gilt der Wert von y noch als ungefa¨hr gleich zu 100, falls er im
Bereich zwischen 75 und 125 liegt. Der A¨hnlichkeitswert fa¨llt jeweils linear. In j-dsd ko¨nnen diese
Angaben als weitere Parameter der Methode fCompareTo gemacht werden.
2.2 Klassen
Im Folgenden soll erla¨utert werden, wie Typen in Form von Klassen selbst definiert werden ko¨nnen.
2.2.1 Konzeption
Klassen sind Datentypen, die nicht von DSD fest vorgegeben werden, sondern von der Community
selbst definiert werden ko¨nnen. Ihre Anzahl ist daher prinzipiell nicht beschra¨nkt. Klassen stehen
stellvertretend fu¨r die Sammlung aller Individuen der realen Welt einer bestimmten Art. Beispiels-
weise steht die Klasse Movie fu¨r die Sammlung aller real existierender Filme, die Klasse Price fu¨r
alle Preise. Klassen werden in g-dsd durch ein weißes Ka¨stchen mit dem Klassennamen in fetter
Normalschrift dargestellt, wie Abbildung 6 beispielhaft zeigt. In f-dsd wird einfach der Klassenname
gefolgt von der Attributdefinition (siehe Abschnitt 2.2.2) in eckigen Klammer notiert:
Movie[]
Price[]
Klassennamen beginnen stets mit einem Großbuchstaben.
Movie Price
Abbildung 6: Beispielhafte Klassendefinition in g-dsd.
In j-dsd wird das Konzept der Klasse auf gewo¨hnliche o¨ffentliche Javaklassen abgebildet. Hier wu¨rden
die Klassen Movie und Price als
public class Movie extends Thing {}
public class Price extends Thing {}
dargestellt und wie in Java u¨blich in einzelnen Dateien Movie.java und Price.java abgelegt. Jede
Klasse erbt von der allgemeinen Oberklasse Thing aus dem Paket dsd.elements (falls nicht anders
angegeben, siehe Abschnitt 2.2.5).
5Diese Mo¨glichkeit ist noch nicht in f-dsd implementiert
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2.2.2 Attribute
Haben die durch die Klasse vertretenen Individuen gemeinsame Eigenschaften, so ko¨nnen diese durch
Attribute repra¨sentiert werden. Ein Attribut hat einen Namen und einen Zieltyp, d.h. einen Typ
der angibt, durch welche Werte/Instanzen das Attribut
”
gefu¨llt“ werden kann. Man sagt auch, das
Attribut sei von diesem Typ. Der Zieltyp kann sowohl ein primitiver Datentyp als auch eine Klasse
sein. Im Beispiel ko¨nnte die Klasse Movie die Attribute title vom Typ String, length vom Typ
Duration und mainActor vom Typ Actor besitzen. Der Name eines Attributes beginnt immer mit









Abbildung 7: Beispielhafte Attributdefinition in g-dsd.
In g-dsd werden Attribute durch Pfeile dargestellt, die von der Klasse zum Zieltyp zeigen und mit
dem Namen des Attributes beschriftet sind. Abbildung 7 zeigt das am Beispiel.
In f-dsd erfolgt die Definition der Attribute in den eckigen Klammern nach der Klassendefinition,







In j-dsd werden Attribute durch gewo¨hnliche o¨ffentliche Javaattribute der zugeho¨rigen Javaklasse
dargestellt. Ihr Typ entspricht dem Zieltyp. Im Beispiel wa¨re das:






Grundsa¨tzlich sind alle Attribute optional und einwertig, d.h. in UML ha¨tten sie die Kardinalita¨t
0..1. Durch die Verwendung listenwertiger bzw. definierender Attribute kann dies gea¨ndert werden.
Diese werden im na¨chsten Abschnitt vorgestellt.
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2.2.3 Listenwertige Attribute
Ist ein Attribut so beschaffen, dass es nicht nur einen, sondern eine geordnete Liste an Elementen
des Zieltyps aufnehmen ko¨nnen muss, so wird dies durch ein listenwertiges Attribut dargestellt.
Beispielsweise hat eine Route ein listenwertiges Attribut passes mit dem Zieltyp Town, welches eine
geordnete Reihe an Sta¨dten erfassen kann, welche durch diese Route durchfahren werden.




Abbildung 8: Beispielhafte listenwertige Attributdefinition in g-dsd.
In der Syntax von f-dsd erfolgt die Markierung als listenwertiges Attribute durch Setzen von list
of vor der Angabe des Zieltyps:
Route
[
passes: list of Town
]
Die Darstellung in j-dsd ist schwieriger, da Java das Konzept mengen- oder listenwertiger Attribute
direkt nicht kennt. Aus diesem Grund wurde die zusa¨tzliche Klasse ThingList eingefu¨hrt, welche
eine geordnete Liste an Elementen eines bestimmten, angegebenen Typs aufnehmen kann. ThingList
befindet sich wie alle Hilfskonstrukte im Javapaket dsd.elements. Intern verwaltet sie ein Attribut
base vom Typ Thing, welches eine Beispielinstanz der Klasse der zu speichernden Objekte aufnimmt,
sowie einen Java-Vector data zur Aufnahme der eigentlichen Objekte. Auch ThingList erbt von
Thing. Das Beispiel sieht dann wie folgt aus:





public class Route extends Thing
{
ThingList passes = new ThingList();
public Route()
{
passes.base = new Town();
}
}
Bereits hier wird ersichtlich, dass j-dsd durch Java-bedingte Kunstgriffe fu¨r den Menschen wesentlich
unu¨bersichtlicher ist als f-dsd und daher nur fu¨r die interne Verarbeitung verwendet werden sollte.
In UML ha¨tten listenwertige Attribute die Kardinalita¨t 0..*.
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2.2.4 Attributarten
Attribute werden in DSD in drei Arten unterschieden: definierende (engl. definitional) , ableitbare
(engl. incidental) und orthogonale Attribute. Dabei gilt folgender Grundsatz: Sind von einer Instanz
die Fu¨llwerte aller definierenden Attribute bekannt, so sind dadurch auch die Fu¨llwerte der ableitba-
ren Attribute bestimmt. Anders ausgedru¨ckt sind zwei Instanzen mit definierenden Attributen gleich,
wenn sie gleiche Fu¨llwerte in ihren definierenden Attributen besitzen. In der Welt der Datenbanken
findet sich mit dem Konzept des Schlu¨ssels ein a¨hnliches Konzept. In der Beispielklasse Movie wa¨re
das Attribut name definierend, wa¨hrend length und mainActor ableitbar sind (in der Annahme, dass
es keine zwei gleich heißenden Filme gibt). Orthogonale Attribute sind nicht durch die definieren-
den Attribute bestimmt. Sie stellen nicht-inha¨rente Eigenschaften dar, die der Instanz zugewiesen
werden. Zwei gleiche Instanzen ko¨nnen sich daher in ihren orthogonalen Attributen unterscheiden.
In g-dsd werden definierende Attribute durch einen schwarz ausgefu¨llten Kreis am Pfeilende markiert.
Ableitbare Attribute bleiben ohne Markierung (siehe Abbildung 9). Orthogonale Attribut werden










Abbildung 9: Unterscheidung von definierenden und ableitbaren Attributen in g-dsd.
In f-dsd werden definierende Attribute mit dem vorangestellen Schlu¨sselwort defprop markiert,








In j-dsd ist die Markierung schwieriger und geschieht durch die statischen Vektoren defprops
und orthprops in Thing. In ihnen wird jedes definierende bzw. orthogonale Attribut mit seinem
vollsta¨ndigen Namen eingetragen. Dies geschieht in einem statischen Initialisierer der Klasse des
definierenden Attributs. Im Beispiel:
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Eine besondere Art der Beziehung zwischen Klassen stellt die Vererbung dar. Sie dru¨ckt eine is-a-
Beziehung aus. Eine Klasse K sollte von einer Klasse L erben, wenn L alle Elemente entha¨lt, die auch
K entha¨lt, K also eine Spezialisierung von L ist. Es gilt, dass K alle Attribute, die in L definiert sind,
u¨bernimmt und zusa¨tzliche weitere definieren kann. Beispielsweise sollte die Klasse Actor von Person
erben, da jeder Schauspieler eine Person ist. Attribute von Person, wie name, birthdate etc. werden
dann u¨bernommen. In DSD kann jede Klasse nur von maximal einer Oberklasse erben, d.h. das
Konzept der Mehrfachvererbung existiert nicht. Erbt eine Klasse (außer Thing) von keiner Klasse,
so erbt sie implizit von Thing.
In g-dsd wird die Vererbung durch den aus UML bekannten unausgefu¨llten Pfeil dargestellt, der von
der Unter- zur Oberklasse zeigt. Ein Beispiel zeigt Abbildung 10.
Person
Actor
Abbildung 10: Beispiel fu¨r eine Vererbungsbeziehung in g-dsd.
In f-dsd wird die Vererbung durch extends <Name der Oberklasse> nach dem Namen der Klasse
notiert:
Actor extends Person []
In j-dsd wird der Mechanismus aus Java genutzt, um eine Vererbung darzustellen. Ein Erben von
Thing muss hier explizit angegeben werden:
public class Person extends Thing {}
public class Actor extends Person {}
Wichtig: Fu¨r die Vererbung gelten Einschra¨nkungen, wenn die Klassen spezielle Markierungen haben.
Siehe dazu Abschnitt 3.5.
2.3 Ontologien
Um den Raum der Klassen u¨bersichtlich zu halten, ist es wichtig, diesen zu strukturieren. Hierzu
wird in DSD das Konzept der Ontologien verwendet. Eine Ontologie ist eine Sammlung von Klassen
(und Instanzen, siehe spa¨ter), die thematisch zusammengeho¨ren.
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Abbildung 11: Datei domain.movie.dsd zur Definition der Ontology domain.movie in f-dsd.
2.3.1 Ontologienamen
Ontologien werden durch einen eindeutigen Namen unterschieden. Generell unterscheidet man On-
tologien auf den drei durch DSD vorgegebenen Ebenen, was auch den ersten Bestandteil dieses
Namens bestimmt: Die obere Dienstontologie (bezeichnet durch upper), Kategorieontologien (be-
zeichnet durch category) und Doma¨nenontologien (bezeichnet durch domain). In diesen Gruppen
ko¨nnen hierarchische Untergruppen ero¨ffnet werden, die jeweils thematisch abgeschlossen sind. Ihre
Namen werden analog zum Namensraum-Mechanismus aus XML oder dem Package-Mechanismus
aus Java durch Punkte strukturiert. Start ist immer der Bezeichner der Hauptgruppe. Um beispiels-
weise die Doma¨ne der Filmwelt zu beschreiben, ko¨nnte die Ontologie domain.cinema verwendet
werden, die Welt der Fahrzeuge ko¨nnte man in domain.transportation.vehicles modellieren.
Die Kategorie der Realweltdienste findet sich in category.realobjectservice, die Grundkonzepte
zum Dienstprofil in upper.profile. Zu bemerken ist, dass durch die Punktnotation keine Inklusion
definiert wird: Konzepte aus a.x.y sind nicht automatisch auch in a und a.x enthalten.
2.3.2 Neuerstellung von Ontologien
Die Sammlung der Klassen und Instanzen einer zu definierenden Ontologie werden in f-dsd in einer
Datei zusammengefasst. Diese beginnt mit dem Markierer {ontology <Name>}, mit dem die Neude-
finition der Ontologie mit dem angegebenen Namen eingeleitet wird. In der Datei selbst ko¨nnen eine
beliebige Anzahl von Klassen und Instanzen definiert werden, welche alle in der angegebenen Ontolo-
gie abgelegt werden. Zwar ist eine Mischung von Instanzen und Klassen erlaubt, dennoch sollte sich in
einer Datei aus Gru¨nden der U¨bersichtlichkeit auf eine Art beschra¨nkt werden. Der Name der Datei
ist dann der Name der Ontologie mit der Endung .dsd fu¨r DIANE Schema-Definitionen und .did fu¨r
DIANE Instanz-Definitionen. Abbildung 11 zeigt einen Ausschnitt aus der Datei domain.movie.dsd,
welche das Doma¨ne der Filme repra¨sentiert.
Wichtig ist, dass generell alle in einer Ontologiedefinition verwendeten Typen entweder primitiv sind
oder selbst in dieser Ontologie definiert werden. Klassen aus anderen Ontologien mu¨ssen gekenn-
zeichnet werden (siehe Abschnitt 2.3.3).
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In g-dsd erfolgt die Kennzeichnung einer Neudefinition von Ontologien a¨hnlich. Hier werden Ontolo-
gien auf einem Zeichenblatt zusammengefasst, welches in der linken oberen Ecke mit dem Schlu¨ssel-
wort ONTOLOGY: <Name: > markiert wird. Auch hier gilt, dass alle zur Definition verwendeten
Typen entweder primitiv sind oder innerhalb derselben Ontologie definiert wurden. Extern definierte
Klassen mu¨ssen gekennzeichnet werden (siehe 2.3.3).
Fu¨r die Umsetzung des Ontologiekonzeptes in j-dsd wird das vorhandene Java-Package-Konzept
verwendet. Dabei gilt, dass eine Klasse der Ontologie name im Javapaket dsd.schema.name zum
Liegen kommt. Dies fu¨hrt dazu, dass die Pakete der primitiven Datentypen sowie die der speziellen
Konstrukte wie Thing oder ThingList explizit u¨ber import eingebunden werden mu¨ssen. Klas-
sen derselben Ontologie liegen im gleichen Javapaket und ko¨nnen somit direkt verwendet werden.











2.3.3 Verwenden vorhandener Ontologien
Die Wiederverwendung von Klassen und Instanzen aus bereits existierenden Ontologien ist nicht nur
eine Mo¨glichkeit, den Aufwand einer Neuerstellung zu sparen, sondern verpflichtend (siehe Abschnitt
2.4). Bei der Einbindung solcher externer Klassen in die eigene Ontologie muss die ontologische
Herkunft der Klasse angegeben werden.
In g-dsd erfolgt das durch Setzen der bereits extern definierten Klasse als Ka¨stchen mit gestrichel-
ter Umrandung. Zudem steht der Name der Herkunftsontologie in kleiner, kursiver Normalschrift
oberhalb des Klassennamens. Abbildung 12 zeigt, wie die Klasse Person aus der externen Ontologie





Abbildung 12: Verwendung der in domain.person definierten Klasse Person zur Neudefinition von
Actor in domain.movie
In f-dsd geschieht die Markierung durch die Angabe von at <Ontologiename> nach der externen
Klasse. Eine beispielhafte Definition von Actor, Person und Movie ko¨nnte daher wie folgt aussehen:
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address: Address at domain.location
]
{ontology domain.movie}
Actor extends Person at domain.person
[
inContractWith: Studio at domain.companies.entertainment,







productionCosts: Price at domain.money,
filmLocation: Location at domain.location
]
Da j-dsd den gewo¨hnlichen Package-Mechanismus von Java nutzt, um Ontologien abzubilden, kann
die Referenzierung von Klassen aus anderen Ontologien durch zwei bekannten Mechanismen erfolgen:
(1) Einbinden der beno¨tigten Klassen u¨ber import-Anweisungen oder (2) vollsta¨ndige Benamung
der Klassen mittels der Punkt-Notation. Folgendes Beispiel nutzt beide Mo¨glichkeiten:
package dsd.schema.domain.movie;
import dsd.schema.domain.companies.entertainment.Studio;




2.4 Forderung: Einigung auf Klassen und Ontologien
Wie bereits in der Einleitung angeklungen, gilt fu¨r Schemata (wie auch Instanzen und Ontologien)
der Grundsatz, dass diese als Ergebnis eines Einigungsprozesses in der Community erstanden sind.
Daraus folgt die Forderung, dass keine zwei Klassen existieren, welche fu¨r die selben Individuen
der realen Welt stehen. Beispielsweise ist es unzula¨ssig, gleichzeitig die Klassen Movie und Film zu
besitzen, die dasselbe bedeuten, aber andere Namen und evtl. auch andere Attribute und Oberklassen
besitzen. In einem solchen Fall fehlt die angesprochene Einigung in der Community. Diese mu¨sste
sich fu¨r eine Klasse entscheiden und in Zukunft ausschließlich diese nutzen.
Konsequenterweise erstreckt sich diese Forderung auch auf ganze Ontologien. Ontologien mu¨ssen
disjunkt sein, d.h. keine Klasse (oder Instanz) darf in mehr als einer Ontologie definiert werden.
In der Praxis erweist sich die Durchsetzung dieser Forderungen als nicht immer einfach: Einerseits
kann die Community sehr groß werden, was eine direkte Einigung erschwert oder unmo¨glich macht,
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andererseits kann die Community sehr dynamisch sein, etwa in einem mobilen Netz, wo sta¨ndig
Teilnehmer der Community beitreten oder diese verlassen. In solchen Fa¨llen ist es u¨blich, in gewis-
sen Maßen die Forderung abzuschwa¨chen und
”
perso¨nliche Ontologien“ zu erlauben. Diese mu¨ssen
jedoch vor der Verwendung in DSD durch Verfahren des Ontologie-Matchings (semi)automatisch
aufeinander abgebildet werden, um eine Vereinheitlichung zu erlangen.
2.5 Verwandte Sprachen zur Schemadefinition
Ziel von DSD war nicht die Schaffung einer vollkommen neuartigen Syntax zur Beschreibung von
Diensten. Gerade im Bereich der Schemabeschreibung existieren bereits viele Ansa¨tze, an die DSD
angelehnt wurde. Fu¨r f-dsd sind dies im Wesentlichen objektorientierte Programmiersprachen wie
Java oder C++. Die Konzepte von Attributen und Fu¨llwerten stammen aus F-Logic [6]. Die primi-
tiven Datentypen sind den XML Schema Datatypes entliehen [19]. Die saubere Trennung zwischen
Schema und Instanz in T-Box und A-Box findet sich vorwiegend in der Beschreibungslogik [1].
Das Konzept der Ontologiebenennung ist vom Packagekonzept in Java sowie den XML-Namespaces
beeinflusst. g-dsd ist im Wesentlichen durch die Notation von Klassendiagrammen in UML gepra¨gt.
2.6 Tipps zur Definition guter Schemata fu¨r Dienstbeschreibungen
Die Modellierung eines Schemas ist ein schwieriger Prozess, da dem Entwickler viele Freiheiten zur
Verfu¨gung stehen. Eine gute Lo¨sung ha¨ngt von der spa¨teren Verwendung ab. Schemata, die in DSD
definiert werden, sind in der Regel speziell fu¨r die Instanziierung innerhalb von Dienstbeschreibungen
gedacht. Im Folgenden sollen daher einige Tipps und Hinweise gegeben werden, wie Schemata in DSD
definiert werden sollten.6
• U¨berpru¨fe vorhandene Ontologien. Bei der Entwicklung sollten sta¨ndig die bereits exis-
tierenden Ontologien und deren Klassen im Auge behalten werden. Laut der Forderungen
aus Abschnitt 2.4 du¨rfen diese nicht erneut definiert werden, sondern mu¨ssen integriert oder
erweitert werden.
• Top-Down-Vorgehensweise. Als generelle Vorgehensweise hat sich eine Modellierung von
grob nach fein als gu¨nstig erwiesen. Beginnen sollte man dabei mit der Notation der funda-
mentalen Klassen. Diese sollten notiert werden, ohne ihre Attribute mit primitiven Zieltypen
aufzulisten. Die Klassen sollten dann durch Vererbungsbeziehungen Generalisierung und durch
Attribute verbunden werden. Erst danach sollten die primitiven Attribute hinzugefu¨gt werden.
• Nicht in Diensten denken. Bei der Erstellung der Doma¨nenontologie sollte man nicht
sta¨ndig an einen konkreten Dienst denken, der damit beschrieben werden soll. Der Fokus
sollte darauf liegen, die Doma¨ne eigensta¨ndig zu beschreiben. Insbesondere sollte darauf ge-
achtet werden, dass keine dienstspezifischen Eigenschaften (wie Effekte, Eingaben, Ausgaben)
in die Beschreibung integriert werden. Auch Mengen und Variablen (siehe Abschnitte 4 und
5) du¨rfen in der Schemadefinition nicht auftauchen. Generell sollte man sich die Frage stel-
len: Was ko¨nnte einen Anfrager an der Doma¨ne interessieren (auch wenn das evtl. u¨ber die
Fa¨higkeiten eines bestimmten Dienstangebots hinaus geht)?
• Primitive Typen nicht beschreiben. Primitive Typen (insbesondere die datumsbezogenen
Typen) brauchen nicht als neue Klassen modelliert zu werden. Auch Klassen fu¨r Wert-Einheit-
Paare (wie z.B. Price oder WeightMeasure) sind u¨blicherweise schon vorhanden.
6Diese wurden unter anderem bei einer DIANE-Klasurtagung erarbeitet, bei der Studierende eigensta¨ndig Schemata
zur Dienstbeschreibung entwickeln und ihre Vorgehensweise und Fehlentscheidungen protokollieren sollten.
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• Nicht in Tabellen denken. Die Modellierung a¨hnelt zwar dem Entwurf eines relationalen
Schemas, dennoch sollte man sich nicht verleiten lassen, in Tabellen zu denken. Die hierin vor-
kommenden Konzepte wie ku¨nstliche Schlu¨ssel oder Fremdschlu¨ssel sind daher zu vermeiden.
• Unstrukturierte, dokumentartige Attribute vermeiden. Attribute, welche Informatio-
nen in Form von unstrukturierten Dokumenten sammeln, sollten vermieden werden. Beispiele
hierfu¨r sind textDescription bei Movie oder additionalInfo bei Cinema. Ha¨ufig ist deren
Typ ein
”
langer“ String. Diese sind fu¨r eine menschliche Verarbeitung bestimmt und ko¨nnen
von Rechnern nicht sinnvoll ausgewertet werden. Fu¨r eine automatische Dienstnutzung sind
sie daher ungeeignet und sollten entsprechend strukturiert oder weggelassen werden.
• Listenwertige Attribute sparsam verwenden. Speziell bei der Definition von Schemata,
die spa¨ter als Grundlage fu¨r Dienstbeschreibungen dienen, sollte darauf geachtet werden, listen-
wertige Attribute mo¨glichst sparsam einzusetzen. Das Problem bei listenwertigen Attributen
liegt im Vergleicher. Dieser muss aus Gru¨nden der Berechenbarkeit bestimmt Anforderungen
an solche Attribute stellen. Zur Umgehung dieser Attribute kann man ausnutzen, dass solche
Attribute ha¨ufig auch dem Zieltyp zugeschlagen werden ko¨nnen und dort dann nicht mehr lis-
tenwertig sind. Generell sollte man Attribute daher von den Teilen zum Ganzen modellieren,
z.B. ein Haus liegt in einer Straße, welche in einer Stadt liegt, welche in einem Land liegt etc.
anstatt umgekehrt.
• Redundante Attribute vermeiden. Attribute, welche bereits durch andere Pfade abgeleitet
werden ko¨nnen, sollten nicht in die Ontologie aufgenommen werden, da sie spa¨ter zu Problemen
beim Vergleich fu¨hren ko¨nnen. Eine Straße liegt natu¨rlich auch in einem Land, dies kann jedoch
u¨ber das Attribut der Zwischenklasse Stadt abgelesen werden.
20 Michael Klein, Universita¨t Karlsruhe (TH)
Handbuch zur DIANE Service Description
3 Definieren von Instanzen
Instanzen sind das zweite grundsa¨tzliche Modellierungselement von DSD und besonders im Bereich
von Dienstbeschreibungen sehr wichtig. Unterschieden werden generell Instanzen primitiver Typen
(primitive Werte) und Instanzen von Klassen.
3.1 Werte primitiver Typen
Werte primitiver Typen (auch primitive Werte) sind Elemente aus dem Wertebereich primitiver Da-
tentypen. Die Elemente bilden keine Einheiten im objektorientierten Sinne, sondern ihre Gleichheit
ist durch eine spezielle Funktion definiert, welche ausschließlich die Struktur des Werts in Betracht
zieht. Fu¨r jeden primitiven Wert existiert zumindest eine lexikalische Hauptrepra¨sentation. Wir nen-
nen diese Standardrepra¨sentation fu¨r primitive Werte. Fu¨r die einzelnen primitiven Datentypen sieht
sie wie folgt aus:
• Integer. Werte sind die ganze Zahlen.
Syntax: (PLUS|MINUS)? ZIFFER+
Beispiele: -4, 0, 42
• Double. Werte sind Fließkommazahlen.
Syntax: (PLUS|MINUS)? ZIFFER+ PUNKT ZIFFER+
Beispiele: -0.22, 0.0, 42.1
• String. Werte sind endliche Zeichenketten, die durch doppelte Anfu¨hrungszeichen terminiert
sind.
Syntax: ANFUEHUNGSZEICHEN ZEICHEN* ANFUEHRUNGSZEICHEN
Beispiel: "Das ist ein TestString"
• Boolean. Werte sind die beiden Wahrheitswerte in englischer Sprache und in spitzen Klam-
mern.
Syntax: <true> | <false>
• Date. Werte sind Datumsangaben im Format <YYYY-MM-DD>.
Syntax: < ZIFFER ZIFFER ZIFFER ZIFFER MINUS ZIFFER ZIFFER MINUS ZIFFER ZIFFER >
Beispiele: <1976-03-12>, <2005-01-01>
• Time. Werte sind Zeitangaben im Format <HH:MM:SS.sss>.
Syntax: < ZIFFER ZIFFER DOPPELPUNKT ZIFFER ZIFFER
(DOPPELPUNKT ZIFFER ZIFFER (PUNKT ZIFFER ZIFFER ZIFFER)?)? >
Beispiele: <10:15>, <20:15:10.43>
• DateTime. Werte sind Zeitpunktangaben im Format bestehend aus einem Date- und einem
Time-Werte (ohne spitze Klammern), welche durch ein T getrennt sind und zusammen in spitze
Klammern gesetzt werden.
Beispiel: <1976-03-12T10:15:10>
• Duration. Werte sind Zeitla¨ngenangaben im Format <PyYm1MdDThHm2MsS>. Hierbei
steht y fu¨r die Anzahl der Jahre, m1 fu¨r die Anzahl der Monate, d fu¨r die Anzahl der Tage,
h fu¨r die Anzahl der Stunden, m2 fu¨r die Anzahl der Minuten, s fu¨r die Anzahl der Sekunden
und Bruchteile von Sekunden. s ist eine Fließkommazahl, alle anderen sind Ganzzahlen. Werte,
die 0 sind, ko¨nnen zusammen mit ihrem großbuchstabigen Markierer ausgelassen werden. Alle
Werte beginnen mit dem Startsymbol P (fu¨r engl. period) und haben das Trennzeichen T.
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Beispiele: <P1M10DT> fu¨r 1 Monate und 10 Tage, <PT10M> fu¨r 10 Minuten, <PT1M10.5S>
fu¨r 1 Minute, 10 Sekunden und 500 Millisekunden.
In f-dsd werden Werte primitiver Typen in der oben vorgestellten Standardrepra¨sentation notiert.
Auch g-dsd verwendet diese Syntax. Hier werden die Werte direkt auf die Zeichenfla¨che geschrieben,
d.h. sie werden nicht wie die primitiven Typen in Ka¨stchen notiert.
In j-dsd werden primitive Werte durch Javaobjekte der speziellen XSD-Typen dargestellt. Zur Er-
zeugung hat jeder XSD-Typ einen oder mehrere Konstruktoren (siehe auch Abschnitt 2.1.2), die
als Parameter den Wert in einem eingebauten Javatyp (wie int, double, boolean), einem Objekt-
typ (wie String oder GregorianCalendar) oder als so genannten Valuestring erwarten, welcher
im Wesentlichen der vorgestellten Standardrepra¨sentation entspricht. Fu¨r jeden Typ existiert eine
geeignete toString-Methode, die den Wert in der Standardrepra¨sentation ausgibt.
3.2 Instanzen von Klassen
Instanzen sind ein Kernkonzept von DSD. Jede Instanz steht stellvertretend fu¨r ein Individuum der
realen Welt und geho¨rt eindeutig zu einer speziellsten Klasse K und implizit zu all ihren Oberklassen.
Instanzen werden in zwei Arten eingeteilt: benamte und anonyme Instanzen.
• Benamte Instanzen. Benamte Instanzen stehen stellvertretend fu¨r reale Individuen, welche
als Ganzes bzw. als Einheit angesehen werden. Sie haben einen global eindeutigen Namen,
unter dem sie im Instanzenpool abgelegt werden ko¨nnen. Dieser ist fu¨r die gesamte Commu-
nity zuga¨nglich. Aus diesem Grund erstreckt sich der Einigungsprozess der Community neben
den Schemata auch auf die benamten Instanzen im Pool. Wie alle Instanzen sind auch ben-
amte Instanzen eindeutig von einer Klasse abgeleitet, welche auch die Ontologiezugeho¨rigkeit
bestimmt. Anfragen nach benamten Instanzen sind u¨ber deren Namen (
”
genau die“) oder
deklarativ u¨ber deren ausgefu¨llte Attribute (
”
so eine“) mo¨glich.
• Anonyme Instanzen. Anonyme Instanzen stehen stellvertretend fu¨r reale Individuum, die
u¨ber ihre Attribute definiert sind und nicht als Einheit angesehen und wiederverwendet werden.
Sie haben keinen Namen und werden auch nicht im Instanzenpool abgelegt. Anonyme Instanzen
ko¨nnen daher zu jeder Zeit angelegt werden. Wie jede Instanz sind auch anonyme Instanzen




3.2.1 Definition benamter Instanzen
In f-dsd ko¨nnen benamte Instanzen der Klasse k nur innerhalb der Ontologie definiert, welche auch
die Klasse k entha¨lt. Die Syntax lautet: <Name der Instanz> as <Klassenname>. Dabei muss der
Name der Instanz innerhalb der Klasse eindeutig sein. Global wird er durch Anfu¨gen des Ontologie-
und Klassennamens vor dem Instanznamen eindeutig. Dateien, die Instanzdefinitionen enthalten,
erhalten die Endung .did. Instanznamen beginnen immer mit einem Kleinbuchstaben. Im Beispiel
werden in der Film-Ontologie Instanzen fu¨r einen bestimmten Film und einen bestimmten Schau-
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Auch in g-dsd ko¨nnen benamte Instanzen der Klasse k nur innerhalb der Ontologie definiert werden,
welche die Klasse k entha¨lt. Sie werden als weißes Ka¨stchen dargestellt, welches den Namen der
Instanz und die Klassennamen abgetrennt durch einen Doppelpunkt entha¨lt. Es wird eine nicht-
fette, unterstrichene Normalschrift verwendet. Abbildung 13 zeigt die Definition der Instanzen in
g-dsd.
harryPotter3 : Movie danielRadcliffe : Actor
ONTOLOGY: domain.movie
Abbildung 13: Definition zweier benamter Instanzen in g-dsd.
In j-dsd gestaltet sich die Definition benamter Instanzen schwieriger. Zwar werden Instanzen von
DSD in j-dsd auf gewo¨hnliche Javaobjekte abgebildet, jedoch wird dadurch alleine keine Benamung
und keine Dauerhaftigkeit der Objekte erreicht. Zur Behebung des Problems wird in j-dsd fu¨r jede
benamte Instanz eine Erzeugungsklasse angelegt. Diese verfu¨gt u¨ber eine statische Methode create,
welche bei Bedarf das Javaobjekt zuru¨ckliefern kann. Der Name der Instanz wird durch das Attribut
instanceName (geerbt von Thing) bestimmt, welches bei der Erzeugung gesetzt wird. Hierbei kommt
der oben erwa¨hnte, global eindeutige Name bestehend aus Ontologie-, Klassen- und Instanzname zum
Einsatz. Die Erzeugungsklasse tra¨gt den Namen der Instanz (mit beginnendem Kleinbuchstaben)
und befindet sich im Javapackage, das sich aus Ontologie und Klassennamen ergibt und mit der
Prefix dsd.instance beginnt. Die DSD-Klasse selbst muss u¨ber eine import-Anweisung eingebunden
werden, da sie sich in einem anderen Package (dsd.schema...) befindet.





public static Movie create()
{





Wichtig: Die Gleichheit benamter Instanzen wird in j-dsd nicht auf die Gleichheit von Javaobjekten
(mittel ==-Operator) zuru¨ckgefu¨hrt, sondern muss u¨ber die equals-Methode erfolgen. Diese testet
die Gleichheit dann u¨ber einen Stringvergleich der zugeho¨rigen instanceNames. Dies hat zwei Vor-
teile: Erstens muss die create-Methode nicht die in Umlauf gebrachten Javaobjekte kontrollieren,
zweitens funktioniert der Ansatz auch in verteilten Umgebungen, in denen unterschiedliche Java
Virtual Machines autonom ihre eigenen Javazeiger verwalten.
3.2.2 Definition anonymer Instanzen
Da anonyme Instanzen nicht unter einem Namen vero¨ffentlicht werden, ko¨nnen sie u¨berall definiert
werden (z.B. auch wa¨hrend der Aufstellung einer Dienstbeschreibung). Sie besitzen keinen Namen,
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jedoch einen eindeutigen Typ.
In f-dsd erfolgt die Definition durch anonymous <Klassenname>, wobei ha¨ufig die Angabe der On-
tologie durch ein anschließendes at <Ontologiename no¨tig ist. Beispiel:
anonymous Price at domain.money
anonymous Address at domain.location
Die vorgestellten Definition machen so keinen Sinn, da sie erstens nicht u¨ber einen Namen aufgegrif-
fen werden ko¨nnen und zweitens keine ausgefu¨llten Attribute besitzen (siehe na¨chster Abschnitt).
Die Definition einer anonymen Instanz in g-dsd a¨hnelt der Definition einer benamten Instanz, nur
wird der Name der Instanz weggelassen. Abbildung 14 zeigt ein Beispiel.
: Price : Address
Abbildung 14: Definition zweier anonymer Instanzen in g-dsd.
Da die Probleme von Benamung und Dauerhaftigkeit bei anonymen Instanzen entfallen, ko¨nnen diese




3.2.3 Fu¨llen von Attributen
Instanzen sind eindeutig von einer Klasse abgeleitet, d.h. fu¨r sie ist eindeutig eine Menge von Attri-
buten definiert, die ausgefu¨llt werden ko¨nnen. Attribute werden stets mit Instanzen oder Werten des
Zieltyps oder eines Untertyps davon gefu¨llt. Diese werden als Fu¨llwert bezeichnet. Nicht ausgefu¨llte
Attribute sind mo¨glich; sie gelten dann als unbekannt.
In f-dsd muss die Fu¨llung der Attribute einer Instanz direkt nach der Definition der Instanz angege-
ben werden. Diese geschieht im Instanzattributblock , welcher durch eckige Klammern eingeschlossen
wird. Darin erfolgt die Fu¨llung in der Syntax <Attributname> = <Fu¨llwert>. Mehrere Fu¨llungen
werden durch Komma getrennt. Als Fu¨llwerte ko¨nnen (je nach Typ) primitive Werte, existierende




title = "Harry Potter und der Gefangene von Askaban",
length = <PT2H21M>,
mainActor = danielRadcliffe,





filmLocation = greatBritain as Country at domain.location
]
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Im Beispiel ist zu sehen, dass zwar benamte Instanzen und Klassen aus anderen Ontologien ver-
wendet wurden (wie danielRadcliffe aus domain.person oder Price aus domain.money), deren On-
tologienamen aber nicht explizit notiert wurden. Generell gilt, dass eine spezifizierende Typangabe
weggelassen werden kann, wenn die benamte Instanz genau den Zieltyp des Attributs hat. Sie kann
dann ja aus dem Schema abgeleitet werden. Fu¨r Klassennamen zur Definition anonymer Instanzen
(wie hier Price) gilt dasselbe. Bei Untertypen muss bei benamten Instanzen per as <Klassenname>
(at <Ontologiename>) die eigentliche Klasse (mit Ontologie) markiert werden. Hier ist dies bei
der Instanz greatBritain der Fall, die vom Typ Country ist, einem Untertyp vom erwarteten Location.
In g-dsd wird das Fu¨llen von Attributen durch Pfeile notiert, welche von der Instanz auf den Fu¨llwert
zeigen und mit dem Namen des Attributs beschriftet sind. Auch hier muss die Quellontologie nur
dann angegeben werden, wenn sie sich nicht eindeutig aus dem Schema ableiten la¨sst. Abbildung 15
zeigt das Beispiel von oben in g-dsd.
harryPotter3 : Movie
danielRadcliffe : Actor













Abbildung 15: Ausfu¨llen von Attributen in g-dsd.
Generell gilt, dass in g-dsd das Auftauchen einer benamten Instanz nur dann zu einer Neudefinition
fu¨hrt, wenn diese nicht als Fu¨llwert dient (d.h. keine Pfeile auf sie weisen).
In j-dsd werden die Attribute einer Instanz gesetzt, in dem die Attribute des jeweiligen Javaobjekts
gesetzt werden. Dabei werden primitive Fu¨llwerte u¨ber den entsprechenden Konstruktor des XSD-
Types erzeugt, benamte Instanzen durch Aufruf der zugeho¨rigen create-Methode referenziert und
anonyme Instanzen in einem Vorschritt erzeugt. Die Fu¨llung erfolgt fu¨r benamte Instanzen in deren
create-Methode, fu¨r anonyme Instanzen direkt nach deren Erzeugung durch den Konstruktor. Das
Beispiel von oben in j-dsd zeigt Abbildung 16.
3.2.4 Fu¨llen listenwertiger Attribute
Beim Fu¨llen listenwertiger Attribute muss eine geordnete Liste von Fu¨llwerten angegeben werden.
In f-dsd geschieht das u¨ber eine Reihe von Fu¨llanweisungen der Form <Listenwertiges Attribut>
+= <Fu¨llwert> im Instanzattributblock. Die Reihenfolge entspricht dabei der Reihenfolge in der
Liste. Dabei gelten dieselben Regeln wie bei der Fu¨llung eines gewo¨hnlichen Attributs. Im Beispiel:
{ontology domain.movie}
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public static Movie create()
{








= new XSD_String("Harry Potter und der Gefangene von Askaban");







Abbildung 16: Definition der Instanz harryPotter3 und Fu¨llen ihrer Attribute in j-dsd.
tomHanks as Actor
{





In g-dsd notiert man bei der Fu¨llung eines listenwertigen Attributs mehrere Pfeile, welche wie in der
Schemadefinition mit {list} am Pfeilende markiert sind. Die Reihenfolge der Liste ergibt sich aus
einer Nummerierung am Pfeilanfang. Abbildung 17 zeigt ein Beispiel.
Da listenwertige Attribut in j-dsd durch eine ThingList darstellt werden, mu¨ssen beim Fu¨llen des
Attributs die Elemente zu dieser Liste hinzugefu¨gt werden. Dies geschieht u¨ber die spezielle Methode
addElement in ThingList. Das Beispiel sieht wie folgt aus:
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Abbildung 17: Ausfu¨llen von listenwertigen Attributen in g-dsd.
public class tomHanks
{
public static Actor create()
{
Actor instance = new Actor();
instance.instanceName = "dsd.instance.domain.schema.Actor.tomHanks";







3.3 Wertbestimmte und Entita¨tsklassen
Wie gesehen existiert ein wesentlicher semantischer Unterschied zwischen benamten und anonymen
Instanzen. Dieser Unterschied wirkt sich auch auf die zugeho¨rigen Klassen aus: Klassen ko¨nnen
entweder nur anonyme Instanzen oder nur benamte Instanzen besitzen. Eine Mischung ist semantisch
nicht sinnvoll. Es ist daher wichtig, fu¨r jede Klasse bei ihrer Definition anzugeben, von welchem Typ
sie ist.
3.3.1 Definition und Eigenschaften
In DSD werden wertbestimmte und Entita¨tsklassen unterschieden.
• Wertbestimmte Klassen. Klassen, bei denen jede beliebige, gu¨ltige Kombination aus Fu¨ll-
werten zu Instanzen fu¨hren, die existierende oder schaffbare Individuen der realen Welt be-
schreiben, gelten als wertbestimmte Klassen. Ausgehend von einer beliebigen Instanz einer
solchen Klasse fu¨hrt eine (kleine) A¨nderung an einem der Fu¨llwerte bereits zu einer neuen
Instanz, die ein anderes Individuum der Welt beschreibt. Beispiele fu¨r solche Klassen sind
Price, WeightMeasure oder Printed. Fu¨r solche Klassen sind nur anonyme Instanzen sinnvoll.
Aufgrund der Orthogonalita¨t der Attribute ist die Angabe von definierenden oder orthogo-
nalen Attributen nicht sinnvoll (alle Attribute ko¨nnen als definierend angesehen werden). Die
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Identita¨t der Instanzen ist vollsta¨ndig durch die Fu¨llwerte bestimmbar. Ha¨ufig sind dazu je-
doch doma¨nenspezifische Gleichheits- oder A¨hnlichkeitsfunktionen no¨tig (siehe Abschnitt 3.9).
Klassen ohne Attribute sind nie wertbestimmt.
• Entita¨tsklassen. Klassen, bei denen nur bestimmte Kombinationen von Fu¨llwerten zu In-
stanzen fu¨hren, die Individuen der Welt beschreiben, gelten als Entita¨tsklassen. Jede solche
Wertekombination beschreibt eine eigensta¨ndige Entita¨t, die durch einen global eigensta¨ndi-
gen Namen gekennzeichnet werden kann. Fu¨r solche Klassen sind daher nur benamte Instanzen
sinnvoll. Beispiele fu¨r solche Klassen sind Movie, Person und Actor. Die Identita¨t der Entita¨ten
ist nicht immer einfach aus den Attributen abzuleiten, denn kleine A¨nderungen an den Attri-
buten fu¨hren nicht zwangsla¨ufig zu neuen Entita¨ten. Daher sollte der Vergleich den Namen der
Entita¨t in Betracht ziehen. Die Verwendung von definierenden Attributen ist dann sinnvoll,
wenn die Namen zwar benamt, diese Namen aber nicht zum Teil nicht vero¨ffentlicht sind (siehe
Abschnitt 3.4).
3.3.2 Repra¨sentierung
In f-dsd wird die Markierung einer Entita¨tsklasse durch Voranstellen des Schlu¨sselworts entityclass
vor der Klassendefinition erreicht. Wertbestimmte Klassen erhalten die Markierung valueclass. Bei











In g-dsd erfolgt die Markierung durch einen tiefgestellten Index am Namen der Klasse: E fu¨r En-
tita¨tsklassen, V fu¨r wertbestimmte Klassen. Auch hier wird als Standard eine Markierung mit E
angenommen. Abbildung 18 zeigt ein Beispiel.
MovieE PriceV
Abbildung 18: Differenzierung zwischen wertbestimmten und Entita¨tsklassen in g-dsd.
In j-dsd erfolgt die Markierung im statischen Attribut entityclasses vom Typ Vector in Thing.
Hier werden alle Namen von Entita¨tsklassen abgelegt. Die Namen sind dabei vollsta¨ndig mit On-
tologie anzugeben. Nicht abgelegte Klassen gelten als wertbestimmte Klassen. Zum Eintrag in den
Vector eignet sich ein statischer Initialisierer. Die Beispiele von oben sehen in j-dsd daher wie folgt
aus:
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3.4 O¨ffentliche und teilo¨ffentliche Entita¨tsklassen
Bisher wurde davon ausgegangen, dass alle benamten Instanzen im o¨ffentlich zuga¨nglichen Instanzen-
pool abgelegt werden und so jedem zur Verfu¨gung stehen. Dies fu¨hrt zu einem erheblichen Aufwand
in der Community, die sich im Prinzip bei jeder einzelnen Instanz einigen muss. Insbesondere bei
Dienstbeschreibungen ist es jedoch sinnvoll, bestimmte Instanzen, die nicht von allgemeinem Inter-
esse sind, zwar (gedanklich) zu benennen, diesen Namen aber nicht im allgemeinen Instanzenpool
zu vero¨ffentlichen. VORSICHT: Diese Instanzen sind nach wie vor benamt und daher nicht mit
anonymen Instanzen zu verwechseln, denen man keinen Namen geben kann. Ihr Name ist nur nicht
vero¨ffentlicht. Man unterscheidet zwei Arten von Entita¨tsklassen:
• O¨ffentliche Entita¨tsklassen. In o¨ffentlichen Entita¨tsklassen ist es nicht erlaubt, in einer
Beschreibung, private, unvero¨ffentlichte Instanzen vorauszusetzen. Jede Instanz die verwen-
det wird, ist von allgemeinem Interesse und muss im Instanzenpool unter einem eindeutigen
Namen vero¨ffentlicht werden. Beispiele fu¨r solche Klassen sind Movie, Actor und Currency.
Da alle verwendeten Instanzen bekannt sind, ist die Verwendung definierender Attribute nicht
no¨tig. Sie ko¨nnen jedoch zur besseren Einhaltung der Bijektionsforderung (siehe Abschnitt 3.8)
verwendet werden.
• Teilo¨ffentliche Entita¨tsklassen. In solchen Entita¨tsklassen ist das Voraussetzen von un-
vero¨ffentlichten, privaten Instanzen erlaubt. Dies muss beim Vergleich von Beschreibungen
beru¨cksichtigt werden. Beispiele fu¨r solche Klassen sind Person und Cinema. Definierende At-
tribute sind in solchen Klassen von besonderer Bedeutung, da ha¨ufig nur deklarativ u¨ber die
Fu¨llwerte dieser Attribute angefragt werden kann.
Als Standard gilt fu¨r Entita¨tsklassen, dass sie teilvero¨ffentlicht sind. O¨ffentliche Entita¨tsklassen
werden in f-dsd durch voranstellen des Schlu¨sselworts public markiert:
public entityclass Actor [...]
entityclass Person [...]
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MoviePE PersonE
Abbildung 19: Markierung von o¨ffentlichen Entita¨tsklassen in g-dsd.
In g-dsd erfolgt die Markierung durch Anha¨ngen des Index P an den Klassennamen, wie das Beispiel
in Abbildung 19 zeigt.
In j-dsd erfolgt die Markierung im statischen Attribut publicclasses vom Typ Vector in Thing.
Hier werden alle Namen von o¨ffentlichen Entita¨tsklassen abgelegt. Die Namen sind dabei vollsta¨ndig
mit Ontologie anzugeben. Nicht abgelegte Klassen gelten als teilo¨ffentliche Klassen. Zum Eintrag in
den Vector eignet sich ein statischer Initialisierer. Die Beispiele von oben sehen in j-dsd daher wie
folgt aus:












Aufgrund der großen semantischen Unterschiede zwischen wertbestimmten und Entita¨tsklassen und
den daraus resultierenden Forderungen an die Instanziierung sowie der O¨ffentlichkeit von Entita¨ts-
klassen, entstehen auch Einschra¨nkungen bei der Vererbung von Klassen:
• Eine Vererbung zwischen einer wertbestimmten Oberklasse und einer Unterklasse als Entita¨ts-
klasse oder umgekehrt ist nicht erlaubt.
• Eine teilvero¨ffentlichte Klasse darf nicht von einer o¨ffentlichen Klasse erben.
Generell gilt also, dass die Markierer entityclass, valueclass und public an die Unterklassen
”
vererbt“ werden. Durch die U¨berpru¨fung dieser Eigenschaft ko¨nnen auch prinzipielle Modellierungs-
fehler beim Erstellen einer Ontologie entdeckt werden. Wichtig: Diese Vererbung ist nur gedacht. In
allen Repra¨sentationsformen mu¨ssen die Markierer auch in den Unterklassen vollsta¨ndig angegeben
werden
3.6 Anforderungen an das Fu¨llen von Attributen
Beim Anlegen neuer benamter und anonymer Instanzen gelten bestimmte Anforderungen an das
Fu¨llen von Attributen:
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• Da wertbestimmte Klassen allein durch die Fu¨llwerte ihrer Attribute bestimmt sind, mu¨ssen bei
der Definition anonymer Instanzen alle Attribute gefu¨llt werden. Hierdurch kann beispielsweise
fu¨r OUT-Variablen wertbestimmter Typen erwartet werden, dass die gelieferte Instanz in allen
Attributen definiert sein wird.
• Bei der Definition von benamten Instanzen mu¨ssen alle definierenden Attribute gefu¨llt werden,
abgeleitete Attribute ko¨nnen gefu¨llt werden. Orthogonale Attribute sollten bei der Erstdefini-
tion nicht gefu¨llt werden, sondern ko¨nnen auch noch spa¨ter außerhalb der Ontologiedefinition
zugewiesen werden.
3.7 Gleichheit von Instanzen
Nach der Definition von Instanzen stellt sich die Frage, wann zwei gegebene Instanzen oder Werte
gleich sind. Die Gleichheit wird durch das Symbol == markiert. Die Bestimmung ha¨ngt von der Art
ab:
• Die Gleichheit primitiver Werte wird durch eine vorgegebene Gleichheitsfunktion bestimmt.
Dabei ist nicht unbedingt eine zeichengenaue Gleichheit no¨tig, z.B. gilt auch 1.0 == 1.00
oder <PT1H> == <PT60M>. In j-dsd ist die Gleichheitsfunktion durch die Methode equals
definiert. Diese liefert genau dann true, wenn die compareTo-Methode 0 liefert (vgl. Abschnitt
2.1.3).
• Zwei benamte Instanzen sind genau dann gleich, wenn sie den gleichen Namen haben. In j-
dsd wird das durch die Methode equals realisiert, welche den in instanceName hinterlegten
Instanznamen vergleicht (vgl. Abschnitt 3.2.1).
• Zwei anonyme Instanzen sind genau dann gleich, wenn sie den gleichen Typ besitzen und die
Fu¨llwerte der korrespondierenden Attribut gleich sind.
• Eine anonyme Instanz und eine benamte Instanz sind immer ungleich, da sie nach Abschnitt 3.3
von unterschiedlichen Typen sein mu¨ssen.
3.8 Forderungen an Instanzen
An die Erstellung von Instanzen werden zwei wichtige Forderungen gestellt, um eine korrekte Verar-
beitung insbesondere wa¨hrend des Vergleichs zu gewa¨hrleisten. Die erste Forderung, die Bijektions-
forderung, ist sehr fundamental, so dass sich hieraus mit Hilfe der oben vorgestellten Gleichheitsre-
geln drei konkrete Bedingungen ableiten lassen.
Bijektionsforderung
Zwei Instanzen mu¨ssen genau dann gleich sein, wenn sie dasselbe Individuum der realen Welt
beschreiben.
Dies ist die wichtigste Forderung. Sie verlangt eine eineindeutige Abbildung zwischen den Individuen
der realen Welt und den Instanzen (benamt und anonym) in den Ontologien. Sie ist von großer
Bedeutung fu¨r den Vergleichsprozess, da dieser darauf angewiesen ist, dass einerseits die Bedeutung
der Instanzen eindeutig definiert ist, andererseits Individuen der realen Welt eindeutig benannt sind.
Aus der Bijektionsforderung la¨sst sich folgende Bedingung ableiten:
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• Bedingung nach eindeutigen Namen (engl. auch Unique Name Assumption). Da die Gleichheit
auf benamten Instanzen allein durch den Namen bestimmt ist, la¨sst sich aus der Bijektionsfor-
derung direkt ableiten, dass kein Individuum der realen Welt durch zwei oder mehr benamte
Instanzen beschrieben sein darf. Daher ist bei der Vero¨ffentlichung einer neuen benamten In-
stanz darauf zu achten, dass nicht schon eine benamte Instanz fu¨r dieses Individuum existiert.
Fu¨r Klassen mit definierenden Attributen gilt eine weitere Forderung, welche deren festlegenden
Charakter in der Art eines Schlu¨ssels bestimmt.
Schlu¨sselforderung
Bei Klassen mit definierenden Attributen sind Instanzen eineindeutig durch die Kombination der
Fu¨llwerte in den definierenden Attributen bestimmt.
Auch hieraus lassen sich drei Bedingungen ableiten:
• Eindeutigkeit. Zwei benamte Instanzen mit unterschiedlichem Namen von Klassen mit definie-
renden Attributen du¨rfen sich nicht in allen Fu¨llwerten ihrer definierenden Attribute gleichen.
• Ableitbarkeit. Zwei Instanzen von Klassen mit definierenden Attributen und gleichen Fu¨ll-
werten in allen diesen Attributen du¨rfen sich in keinem Fu¨llwert eines ableitbaren Attributs
unterscheiden.
Diese Forderung stellt sicher, dass in Klassen mit definierenden Attributen diese als Schlu¨ssel fun-
gieren
3.9 Doma¨nenspezifische Gleichheit, A¨hnlichkeit und Ordnung auf Instan-
zen
Fu¨r Klassen besteht die Mo¨glichkeit, eigene Relationen zu definieren. Hierdurch wird auf eine
doma¨nenspezifische Weise festgelegt, wann zwei Instanzen gleich sind, wie a¨hnlich sie sind oder in
welcher Ordnung sie stehen. Analog zur Definition von Klassen und benamter Instanzen muss sich die
Community auch bei der Definition solcher Relationen einigen. Dennoch ist die Verwendung dieser
Relationen besonders in Anfragebeschreibungen nicht zwingend. Hier ko¨nnen u¨ber das Konzept der
deklarativen Menge jederzeit perso¨nliche Vergleichsfunktionen definiert werden. Doma¨nenspezifische
Relationen sind insbesondere fu¨r wertbestimmte Klassen von großer Bedeutung.
Die Definition von doma¨nenspezifischen Relationen kann nur in j-dsd erfolgen. Dazu kann in der
entsprechenden Klasse eine oder mehrere der folgenden Methode angelegt werden.
• boolean domEquals(Thing t). U¨berpru¨ft, ob this und t semantisch gleich sind. Wenn ja,
wird true zuru¨ckgeliefert, falls nein false.
• double domSimilar(Thing t). U¨berpru¨ft, in welchem Maße this und t semantisch a¨hnlich
sind. Der Grad der A¨hnlichkeit aus dem Intervall [0, 1] wird zuru¨ckgeliefert.
• int domCompareTo(Thing t). U¨berpru¨ft, ob this semantisch kleiner, gleich oder gro¨ßer als
t ist. Entsprechend liefert die Methode -1, 0 oder +1.
• double domFCompareTo(Thing t). U¨berpru¨ft, in welchem Maße this semantisch kleiner,
gleich oder gro¨ßer als t ist. Entsprechend wird ein Wert aus [-1,1] zuru¨ckgeliefert.
Falls doma¨nenspezifische Relationen definiert sind, ko¨nnen diese auch in f-dsd und g-dsd verwendet
werden. Hierzu stehen bei der Definition von Bedingungen zusa¨tzliche Operatoren d==, d∼==,
d<=, d∼<= etc. zur Verfu¨gung (siehe auch Abschnitt 4.2.1).7
7Die Verwendung doma¨nenspezifischer Funktionen ist zur Zeit noch nicht mo¨glich.
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Klasse: Steht für alle Filme.
Instanz: Steht für genau einen Film.
Menge: Steht für eine Sammlung von Filmen.
Die Zugehörigkeitsbedingungen werden in
strukturierter Weise definiert.
Abbildung 20: Mengen als Zwischending zwischen Klassen und Instanzen.
4 Definieren von Mengen
Mengen von Instanzen stellen ein fundamentales Konzept von DSD dar. Sie werden immer dann
eingesetzt, wenn es nicht mo¨glich oder sinnvoll ist, eine einzelne Instanz mittels ihres Namens bzw.
ihrer Fu¨llwerte anzugeben. Im Rahmen von Dienstbeschreibungen ist dies allgegenwa¨rtig und tritt
an folgenden Stellen auf:
• In Angebotsbeschreibungen. Oft kann ein Dienst nicht nur einen einzigen Effekt erzielen, son-
dern ist prinzipiell in der Lage, eine ganze Reihe von Effekten zu erreichen, die durch ein oder
mehrere Parameter eingestellt werden ko¨nnen. Aus diesem Grund kann die Dienstbeschreibung
nicht ausschließlich als Instanz angegeben werden, sondern entha¨lt an bestimmten Stellen auch
Mengen von Instanzen, aus denen vor und wa¨hrend der Dienstnutzung Elemente durch Fu¨llen
von Variablen ausgewa¨hlt werden.
• In Anfragebeschreibungen. Wie schon in Abschnitt 1.1.4 eingefu¨hrt, will der Dienstnehmer in
der Regel eine bestimmte Funktionalita¨t erbracht wissen und denkt dabei nicht zwangsla¨ufig
an einen bestimmten, einzelnen Dienst. Typischerweise sind auch mehrere unterschiedliche
Dienste zur Erbringung dieser Funktionalita¨t geeignet. Es ist daher fu¨r ihn wichtig, eine Menge
geeigneter Dienste aufzustellen. Die Pra¨ferenzen fu¨r die einzelnen Dienste ko¨nnen dann durch
eine unscharfe Zugeho¨rigkeitsfunktion ausgedru¨ckt werden. Durch diesen Ansatz erreicht man
eine vollsta¨ndige Integration der Pra¨ferenzen in die Anfragebeschreibung.
4.1 Deklarative Mengen
Mengen stellen ein Zwischending zwischen Klassen und Einzelinstanzen dar: Klassen stehen stellver-
tretend fu¨r alle Individuen eines Typs, Instanzen stehen fu¨r genau ein Individuum. Instanzmengen
hingegen enthalten eine beliebige Sammlung von Instanzen und ko¨nnen daher keine, eine, mehrere
oder alle Instanzen eines Typs enthalten. Abbildung 20 zeigt diesen Zusammenhang am Beispiel der
Klasse Movie graphisch. In g-dsd werden Mengen wie Klassen notiert, die einen kleinen Querstrich
in der linken oberen Ecke besitzen.
Die Bestimmung, welche Instanzen zu einer Menge geho¨ren, erfolgt in DSD deklarativ, d.h. durch
Angabe einer Funktion, welche fu¨r jede Instanz die Zugeho¨rigkeit zur Menge liefert. La¨sst man
fu¨r eine solche Zugeho¨rigkeitsfunktion beliebige Funktionen zu, so erha¨lt man einerseits zwar die
gro¨ßtmo¨gliche Ausdruckskraft, andererseits fu¨hrt dies zu enormen Problemen: Erstens ist das Auf-
stellen solcher Funktionen fu¨r menschliche Benutzer sehr schwierig, da keinerlei Vorgaben existieren,
zweitens kann der Vergleicher mit solchen beliebigen Funktionen nur schwer umgehen, insbesondere
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wenn Funktionen in der Anfrage auf Funktionen im Angebot treffen. Solche Situationen fu¨hren leicht
zu unentscheidbaren Problemen.
In DSD wurde daher bewusst eine Strukturierung (und damit auch Einschra¨nkung) der mo¨gli-
chen Zugeho¨rigkeitsfunktionen vorgenommen, indem bestimmte Beschreibungselemente zur Defini-
tion von Mengen vorgegeben wurden. Man unterscheidet Bedingungen und Strategien. Diese sollen
im Folgenden vorgestellt werden.
4.1.1 Typbedingung – Type Condition
Die Typbedingung bestimmt den Typ, den die Elemente der Menge haben mu¨ssen, d.h. eine Instanz
kann nur dann Element der Menge sein, wenn sie von der in der Bedingung angegeben Klasse
abgeleitet ist. Die Angabe einer Typbedingung ist fu¨r eine Menge verpflichtend. Man sagt dann
auch, die Menge habe den angegebenen Typ.
In g-dsd werden Mengen generell wie Klassen notiert und mit einem kleinen Querstrich in der
linken, oberen Ecke gekennzeichnet. Die Typbedingung findet sich als Name der Klasse im Ka¨stchen.
Stammt die Klasse aus einer fremden Ontologie, wird deren Name wie gewohnt in kleiner, kursiver











Abbildung 21: Notation von Mengen und Typbedingung in g-dsd.
In f-dsd werden Mengen durch set of <Typbedingung> notiert, wobei die Typbedingung den Na-
men der Klasse darstellt. Stammt die Klasse aus einer fremden Ontologie, kann dies durch ein an-




(set of Person at domain.person)
In j-dsd wird ein Trick angewendet, um Mengen abbilden zu ko¨nnen. Dies ist no¨tig, da spa¨ter
Mengen an die Position von Einzelinstanzen eingesetzt werden ko¨nnen mu¨ssen (siehe dazu Kapitel
6.3). Daher erbt die allgemeine Oberklasse Thing von der Javaklasse Set aus dsd.elements. In Set
gibt es ein Java-Attribut boolean isSet, welches festlegt, ob ein Javaobjekt eine DSD-Instanz oder
eine DSD-Menge repra¨sentiert. DSD-Mengen mit der Typbedingung k werden daher als Javaobjekte
der Klasse k dargestellt, wobei isSet auf true gesetzt wird. Die Beispiele von oben sehen in j-dsd
daher wie folgt aus:
Movie movieSet = new Movie();
movieSet.isSet = true;
XSD_Double doubleSet = new XSD_Double();
doubleSet.isSet = true;
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import dsd.schema.domain.person.Person;
Person personSet = new Person();
personSet.isSet = true;
4.1.2 Direkte Bedingung – Direct Condition
Direkte Bedingungen einer Menge bezeichnen Bedingungen, die direkt an die potenziellen Elemente
(d.h. nicht an deren Attribute) gerichtet sind. Hierzu stehen alle Vergleichsoperatoren wie ==, <= etc.
zur Verfu¨gung. Zudem kann mit dem Operator in auf Enthaltensein in einer aufgelisteten Menge
verglichen werden. Die Angabe direkter Bedingungen ist optional. Prinzipiell ko¨nnen auch doma¨nen-
spezifische Operation (beginnen mit d) verwendet werden (siehe Abschnitte 3.9).8 Es ko¨nnen null,
eine oder mehrere direkte Bedingungen angegeben werden. Eine Instanz kann nur dann zur Menge
geho¨ren, wenn es alle diese Bedingung erfu¨llt, d.h. die Bedingungen werden konjunktiv verknu¨pft.
In g-dsd werden direkte Bedingungen einer Menge in das Ka¨stchen aufgenommen und durch eine














Menge mit genau zwei
Schauspielerinstanzen
Abbildung 22: Beispiele fu¨r Mengen mit direkten Bedingungen.
In f-dsd werden direkte Bedingungen durch with elements <Operator> <Vergleichsinstanz/-wert>
notiert:
(set of Movie
with elements == harryPotter3)
(set of Location
with element d~== karlsruhe)
(set of Double
with elements >= 0.00
with elements <= 8.00)
(set of Actor
with elements in {danielRadcliffe, tomCruise})
j-dsd verwendet ein spezielles Javaattribut Vector directConditions in Set zur Aufnahme der
direkten Bedingungen. Fu¨r jede Bedingung muss hier ein Javaobjekt vom Typ DirectCondition
eingefu¨gt werden. DirectCondition befindet sich ebenfalls in dsd.elements und hat zwei Attribute:
String operator und Object value. Als operator kommen die oben erwa¨hnten Operatoren in
Frage, value ist entweder ein Thing oder ein Vector mit Things, je nachdem ob der Operator in
8Doma¨nenspezifische Operationen werden zur Zeit noch nicht unterstu¨tzt.
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verwendet wurde. DirectCondition verfu¨gt auch u¨ber eine Methode test, welche testet, ob eine
Instanz bzw. ein Wert die Bedingung erfu¨llt. Zwei der Beispiele von oben sehen damit in j-dsd wie
folgt aus:
Movie movieSet = new Movie();
movieSet.isSet = true;
movieSet.directConditions = new Vector();




Actor actorSet = new Actor();
actorSet.isSet = true;
actorSet.directConditions = new Vector();
DirectCondition actor_dc01 = new DirectCondition();
actor_dc01.operator = "in";




4.1.3 Attributbedingung – Property Condition
Fu¨r Mengen von nicht-primitiven Typen stehen neben direkten Bedingungen auch Attributbedin-
gungen zur Verfu¨gung. Diese u¨berpru¨fen potenzielle Elemente anhand ihrer ausgefu¨llten Attribute.
Attributbedingungen bestehen immer aus einem Attributnamen, welcher aus der Klasse der Men-
ge stammt, sowie einer Zielmenge. Es gilt: Eine Instanz kann nur dann Element der Menge sein,
wenn das Attribut aus der Bedingung bei ihr gefu¨llt ist und der Fu¨llwert Element der Zielmenge ist.
Hierdurch ko¨nnen verschachtelte, deklarative Mengen aufgebaut werden. Attributbedingungen sind
optional. Treten mehrere auf, werden diese standardma¨ßig konjunktiv verknu¨pft (siehe dazu auch
Abschnitt 4.1.5).
In g-dsd werden Attributbedingungen durch einen Pfeil notiert, der den Namen des Attributs tra¨gt
und auf die Zielmenge zeigt. Abbildung 23 zeigt ein Beispiel.
Movie
Filme mit Daniel Radcliffe
als Hauptdarsteller, die








Abbildung 23: Beispiele fu¨r eine Menge mit Attributbedingungen.
In f-dsd steht fu¨r Attributbedingungen das Konstrukt where <Attributname> in <Zielmenge> zur
Verfu¨gung. Das Beispiel sieht also wie folgt aus:
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with elements < <PT180M>
)
)
Als Abku¨rzung ko¨nnen einelementige Zielmengen durch das Konstrukt where <Attributname> ==








with elements < <PT180M>
)
)
In j-dsd werden die gewo¨hnlichen Attribute der Klasse genutzt, um Attributbedingungen auszu-
dru¨cken. Es gilt: Attribute einer Menge (d.h. einer Instanz mit isSet == true), die nicht null
sind, gelten als Attributbedingungen. Das Beispiel von oben sieht also in j-dsd wie folgt aus, wenn
man annimmt, dass die Actor- und Duration-Menge zuvor bereits in actorSet und durationSet
definiert sind:




Achtung: Eine Abku¨rzung wie in f-dsd existiert in j-dsd nicht. Einelementige Zielmengen mu¨ssen
stets u¨ber direkte Bedingungen ausgeschrieben werden.
4.1.4 Fehlstrategie – Missing Strategy
Generell gilt, dass eine Instanz nur dann eine Attributbedingung erfu¨llen kann, wenn bei ihr das
geforderte Attribut auch gefu¨llt ist. Eine alternative Fehlstrategie modifiziert dieses Verhalten. Es
gibt drei Arten von Fehlstrategien:
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• assume failed. Bezeichnet den Standardfall. Wenn der entsprechende Fu¨llwert fehlt, wird
die Attributbedingung als fehlgeschlagen angesehen, d.h. der Wahrheitswert false wird ange-
nommen.
• assume fulfilled. Wenn der entsprechende Fu¨llwert fehlt, wird die Attributbedingung als
erfu¨llt angesehen, d.h. der Wahrheitswert true wird angenommen.
• ignore. Wenn der entsprechende Fu¨llwert fehlt, wird die Attributbedingung ignoriert, d.h.
der zusa¨tzliche Wahrheitswert neutral wird angenommen.9
Unterschiede zwischen den Ru¨ckgabewerten neutral und true treten nur bei gea¨nderter Verbin-
dungsstrategie auf (siehe Abschnitt 4.1.5).
Wichtig: Nach Abschnitt 3.6 mu¨ssen bestimmte Attribute stets gefu¨llt werden. Die Angabe von
Fehlstrategien fu¨r Bedingungen an solche Attribute ist daher nicht sinnvoll und sollte vermieden
werden. Daher sind Fehlstrategien nur fu¨r abgeleitete oder orthogonale Attribute von Entita¨tsklassen
sinnvoll.
In g-dsd wird die Fehlstrategie durch eine Markierung am Pfeil der Attributbedingung kenntlich ge-
macht. Hierbei steht ein Minuszeichen (oder keine Markierung) fu¨r den Standardfall assume failed,
eine Pluszeichen fu¨r assume fulfilled und ein ausgefu¨llter Kreis fu¨r ignore. Abbildung 24 zeigt
ein Beispiel fu¨r die ignore-Strategie.
Movie
Filme mit einer Länge von weniger
als 3 Stunden. Bei Filmen ohne
Längenangabe soll diese
Bedingung ignoriert werden, d.h.




Abbildung 24: Beispiel fu¨r die Fehlstrategie ignore.
In f-dsd wird die Fehlstrategie direkt nach dem where der Attributbedingung in geschweifte Klam-
mern gesetzt. Die Syntax lautet {when missing <Fehlstrategiename>}, wobei im Namen der Stra-




where {when missing ignore} length in
(
set of Duration
with elements < <PT180M>
)
)
In j-dsd steht zur Markierung der Fehlstrategie eine nicht-statische Hashtabelle missingStrategy
in Set zur Verfu¨gung. Diese wird mit Tupeln der Form (<Attributname>, <Fehlstrategiename>)
9neutral ist das neutrale Element fu¨r alle booleschen Operationen. Es gilt dabei: x∧ neutral = x, x∨ neutral
= x, ¬neutral = neutral mit x ∈ {true, false, neutral}.
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gefu¨llt. Fehlende Attribute haben implizit die Standardstrategie assume failed. Ist missingStrategy
null, so haben alle Attribute diese Standardstrategie. Das Beispiel von oben sieht in j-dsd also wie
folgt aus (sofern durationSet bereits definiert ist):
Movie movieSet = new Movie();
movieSet.isSet = true;
movieSet.missingStrategy = new Hashtable();
movieSet.missingStrategy.put("length", "ignore");
movieSet.length = durationSet;
4.1.5 Verbindungsstrategie – Connecting Strategy
Die Verbindungsstrategie modifiziert das Verhalten, wie die einzelnen Attributbedingungen ver-
knu¨pft werden. Standardma¨ßig werden diese konjunktiv verbunden. Die Strategie stellt einen boo-
leschen Ausdruck bestehend aus den als Attributbedingung auftretenden Attributnamen und den
Operatoren and und or da. Es gilt: Eine Instanz kann nur Element einer Menge sein, wenn der
Ausdruck der Verbindungsstrategie nicht zu false evaluiert, wobei die Attributnamen durch die
Einzelergebnisse der entsprechenden Attributbedingungen (also true, false oder neutral) ersetzt
werden.
In g-dsd wird eine alternative Verbindungsstrategie in kursiver Schrift in das Ka¨stchen der Menge
geschrieben und durch eine horizontale Linie abgetrennt. Abbildung 25 zeigt ein Beispiel.
Movie
mainActor or genre










Abbildung 25: Beispiel fu¨r eine alternative Verbindungsstrategie.
In f-dsd wird eine Verbindungsstrategie am Ende der Mengendefinition durch combine by <Ver-
bindungsausdruck> notiert. Dieser muss vollsta¨ndig geklammert sein, d.h. je zwei Operanden wer-
den in runden Klammern umschlossen. Das Beispiel von oben sieht also wie folgt aus:
(
set of Movie




with elements in {action, thriller}
)
combine by (mainActor or genre)
)
Die Notation der Verbindungsstrategie in j-dsd wird in Abschnitt 4.2.3 vorgestellt.
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4.1.6 Typvergleichsstrategie – Type Check Strategy
Standardma¨ßig mu¨ssen die Elemente einer Menge vom Typ der Menge oder einem Untertyp von
diesem sein. Durch Angabe einer alternativen Typvergleichsstrategie kann dies so abgeschwa¨cht
werden, dass auch Oberklassen erlaubt sind. Folgende Strategien stehen zur Verfu¨gung:
• =. Bezeichnet den Standard, bei dem nur eine exakte Typu¨bereinstimmung bzw. eine Unter-
klassenbeziehungen erlaubt ist.
• super. Elemente der Menge du¨rfen auch von einer Oberklassen der Mengenklasse instanziiert
sein.
• super[n, 1]. Elemente der Menge du¨rfen auch von einer Oberklassen der Mengenklasse in-
stanziiert sein, aber maximal u¨ber n Vererbungsbeziehungen.
In g-dsd wird eine optionale Typvergleichsstrategie direkt im rechten unteren Bereich des Ka¨stchens






Abbildung 26: Beispiel fu¨r eine alternative Typvergleichsstrategie.
In f-dsd wird die Typvergleichsstrategie durch or supertype nach dem Klassennamen der Menge
notiert. Eine evtl. maximale La¨nge von Vererbungsbeziehungen folgt in eckigen Klammern. Das
Beispiel sieht also wie folgt aus:
(set of Movie or supertype[1,1])
In j-dsd kann die Typvergleichsstrategie durch das Attribut String typeCheckStrategy in Set
eingestellt werden. Werte sind die oben vorgestellten Kurzbezeichnungen. Im Beispiel:
Movie movieSet = new Movie();
movieSet.isSet = true;
movieSet.typeCheckStrategy = "super[1,1]";
Zu beachten ist der Zusammenhang zwischen einer gea¨nderten Typvergleichsstrategie und Attribut-
bedingungen. Es gilt folgendes: Sei M eine Menge vom Typ T mit einer Typvergleichsstrategie, die
Obertypen zula¨sst. Sei S ein Obertyp von T . Gibt es in M Attributbedingungen bezu¨glich Attribute,
die nicht in S vorkommen, so werden diese fu¨r Instanzen mit dem speziellsten Typ S nicht u¨berpru¨ft.
Wichtig: Fu¨r diese kommt nicht die Fehlstrategie zum Einsatz. Sei weiterhin R ein Untertyp von S
und damit eine Schwesterklasse von T . Ist in R und T ein gleichlautendes Attribut a definiert, das
nicht in S vorkommt, so wird dieses nicht herangezogen, falls in M hieran eine Attributbedingung
geknu¨pft ist, die auf einer Instanz aus R nicht u¨berpru¨ft werden kann.
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4.1.7 Test auf Mengenzugeho¨rigkeit
Generell gilt, dass genau die Instanzen bzw. Werte zu einer Menge geho¨ren, die alle Bedingungen
unter Beru¨cksichtigung der Strategien erfu¨llen. Dabei wird das Ergebnis der Typbedingung, das aus
den direkten Bedingungen und das aus den Attributbedingungen immer konjunktiv verknu¨pft. Am
Ende steht daher auf jeden Fall einer der booleschen Werte true oder false. neutral kann nicht
mehr vorkommen, da zumindest die Typbedingung nicht neutral liefert.
In j-dsd existiert in Set eine Methode zur Bestimmung der Mengenzugeho¨rigkeit: double contains
(Thing t). Diese testet, ob eine gegebene Instanz t in der Menge liegt. Wenn ja, liefert sie 1.0, wenn
nicht 0.0. Wichtig ist dabei, dass t keine Mengen oder Variablen enthalten darf (siehe Kapitel 6.3).
contains stu¨tzt sich auf drei private Hilfsmethoden checkType, checkDirectConditions und die
rekursive checkPropertyConditions, um das Ergebnis zu bestimmen.
4.2 Unscharfe deklarative Mengen
Bei den bisher vorgestellten Mengen handelt es sich um scharfe Mengen, d.h. fu¨r jede Instanz kann
angegeben werden, ob sie sich vollkommen in der Menge befindet oder nicht. Zum Aufstellen von
Anfragebeschreibungen ist dies nicht ausreichend. Hier will der Dienstnehmer u¨ber den Grad der
Mengenzugeho¨rigkeit seine Pra¨ferenzen unter den Elementen der Menge ausdru¨cken ko¨nnen. Aus
diesem Grund wurde DSD um das Konzept unscharfer Mengen erweitert. Unscharfe Mengen las-
sen sich durch eine kontinuierliche Zugeho¨rigkeitsfunktion definieren, die jeder Instanz einen Wert
aus dem Intervall [0.0, 1.0] zuweist. Dabei bedeutet 0, dass die Instanz nicht zur Menge geho¨rt,
wohingegen ein Wert > 0 die graduelle Zugeho¨rigkeit angibt. Scharfe Mengen sind ein Spezialfall
unscharfer Mengen, die nur die Zugeho¨rigkeiten 0 und 1 verwenden. Beide Vorgehensweisen ko¨nnen
daher gemischt verwendet werden.
Um unscharfe Mengen definieren zu ko¨nnen, wurden zusa¨tzliche Beschreibungselemente im Bereich
der direkten Bedingungen sowie der drei Strategietypen eingefu¨hrt. Diese werden im Folgenden
vorgestellt.
4.2.1 Unscharfe direkte Bedingungen
Unscharfe direkte Bedingungen fu¨r Mengen primitiver Typen werden mo¨glich, indem die in Abschnitt
2.1.4 eingefu¨hrten unscharfen Vergleichsoperatoren∼==, ∼<= etc. als Operatoren zugelassen werden.
Auch eine selbstdefinierte Abweichung durch eine Wertangabe in eckigen Klammern ist erlaubt. Die








with elements ~>=[6.00] 7.00
with elements ~<=[9.00] 8.00
)
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Fu¨r Mengen von komplexen Typen existieren zwei Mo¨glichkeiten unscharfe Bedingungen zu for-
mulieren: direkte Angabe von Zugeho¨rigkeitswerten in aufgelisteten Mengen beim in-Operator und
doma¨nenspezifische A¨hnlichkeitsfunktionen (siehe Abschnitt 3.9). Im ersten Fall wird jedem Element
der Vergleichsmenge konkret ein Wert aus [0, 1] zugewiesen, der in eckigen Klammern hinter dem
Element notiert wird. In f-dsd sieht das beispielsweise wie folgt aus:
(
set of Genre




with elements in {<2004-01-01>[0.75], <2005-01-01>[0.5]}
)
Im zweiten Fall wird eine doma¨nenspezifische A¨hnlichkeitsfunktion domSimilar eingesetzt, die spe-
ziell fu¨r diese Klasse entwickelt wurde. Eine solche Funktion muss direkt in j-dsd als Methode






In dieser Menge sind beispielsweise Filme, die a¨hnlich zum angegebenen Film sind. Die A¨hnlichkeit
wurde dabei von einem Doma¨nenexperten festgelegt und ko¨nnte etwa die Darsteller, den Regisseur
und das Genre des Films in Betracht ziehen.
4.2.2 Unscharfe Fehlstrategien
Fu¨r unscharfe Mengen wurden die Fehlstrategien um eine weitere, generische Strategie erga¨nzt:
assume value[n]. Im Falle eines fehlenden Fu¨llwerts wird der in Klammern angegebene Wert n als
Erfu¨llungsmaß herangezogen. n stammt dabei aus dem Intervall [0, 1], wobei n = 0 der Strategie
assume failed, n = 1 der Strategie assume fulfilled entspricht.
In g-dsd erfolgt die Notation durch ein Pluszeichen mit dem daneben gestellten Wert n in eckigen
Klammern. Ein Beispiel zeigt Abbildung 27.
In f-dsd notiert man diese Strategie wie gewohnt. Im Beispiel:
(
set of Movie
where {when missing assume value[0.8]} duration in
(
set of Duration
with elements ~== <PT90M>
)
)
In j-dsd erfolgt der Eintrag wie gehabt in der Hashtable missingStrategy.
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Movie
Filme mit einer Länge von
ungefähr 90 Minuten. Bei Filmen
ohne Längenangabe soll pauschal





Abbildung 27: Unscharfe Fehlstrategie assume value in g-dsd.
4.2.3 Unscharfe Verbindungsstrategien
Da die Einzelergebnisse der Attributbedingungen in unscharfen Mengen keine booleschen Werte,
sondern Zahlen aus dem Intervall [0, 1] sind, muss auch die Vorschrift zu ihrer Verrechnung angepasst
werden. and-Verknu¨pfungen werden durch die Multiplikation
”
·“ ersetzt. Fu¨r den Spezialfall scharfer
Werte, d.h. 0 fu¨r false und 1 fu¨r true liefert sie dasselbe Ergebnis. or-Verknu¨pfungen werden durch
eine modifizierte Addition
”
⊕“ ersetzt. Sie ist definiert als a⊕ b = a+ b−ab fu¨r a, b ∈ [0, 1]. Auch sie
liefert fu¨r den Spezialfall scharfer Werte das korrekte Ergebnis. Insgesamt stehen folgende unscharfe
Operatoren fu¨r Werte x1, x2, . . . ∈ [0, 1] zur Verfu¨gung:10
• Konjunktion: (x1 and x2) bzw. (x1 mul x2). Steht fu¨r die gewo¨hnliche Multiplikation, d.h.
das Ergebnis berechnet sich zu x1 · x2.
• Disjunktion: (x1 or x2) bzw. (x1 add x2). Steht fu¨r die modifizierte Addition, d.h. das Er-
gebnis berechnet sich zu x1 ⊕ x2.
• Extremale Konjunktion: min(x1, . . ., xn). Steht fu¨r die Minimalwertbildung, die fu¨r scharfe
Werte dasselbe Ergebnis liefert wie die Konjunktion.
• Extremale Disjunktion: max(x1, . . ., xn). Steht fu¨r die Maximalwertbildung, die fu¨r scharfe
Werte dasselbe Ergebnis liefert wie die Disjunktion.
• Gewichtete Summe: (λ1 * x1 + . . . + λn * xn) wobei λ1 + . . . + λn = 1. Gewichtet die
Einzelergebnisse unterschiedlich und addiert die Werte. Die gewichtete Summe ist dadurch als
disjunktive Verrechnung zu werten. Das Ergebnis berechnet sich zu: λ1 · x1 + . . . + λn · xn.
• Exponentielle Versta¨rkung: exp(x1, λ). Versta¨rkt die ”
Wichtigkeit“ des Wertes x1 oder schwa¨cht
sie ab. λ = 1 bewirkt keine A¨nderung, λ < 1 eine Abschwa¨chung, λ > 1 eine Versta¨rkung. Die
Berechnung erfolgt zu (x1)
λ.
Ist einer der Operanden xi durch die Fehlstrategie ignore neutral, so wird er als neutrales Element
der jeweiligen Operation aufgefasst. Bei mul, add, min, max bzw. der gewichteten Summe werden
alle auftretenden neutral-Operanden ignoriert, außer alle Operanden sind neutral; in dem Fall
liefert die Operation selbst neutral. Bei der gewichteten Summe werden die Gewichte der neutral-
Operanden außerdem gleichma¨ßig auf die anderen Operanden verteilt. exp liefert immer neutral,
falls der Operand neutral ist.
Aus diesen Operationen kann ein beliebiger Ausdruck aufgebaut und als Verbindungsstrategie ein-
gesetzt werden. Die Notation erfolgt in f-dsd und g-dsd unvera¨ndert. Ein Beispiel in f-dsd ko¨nnte
(abgeku¨rzt) wie folgt aussehen:
10Weitere unscharfe Verbindungsstrategien sind in Planung.
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(
set of Movie
where mainActor in ...
where director in ...
where genre in ...
combine by (0.8 * (exp(mainActor,2) and director) + 0.2 * genre)
)
In j-dsd wird eine alternative Verbindungsstrategie im Attribut connectingStrategy von Set abge-
legt. Als Typ dient die abstrakte Javaklasse Operation aus dem Paket dsd.elements.operation.
Von ihr erben alle konkreten Operationen: Mul, Add, Min, Max, Exp und WS (fu¨r weighted sum). Jede
dieser Operationen hat eine gewisse Anzahl von Operanden, die selbst wieder von Typ Operation
sind, sowie evtl. zusa¨tzliche Parameter. Hierdurch wird es mo¨glich, einen rekursiven Operatorbaum
aufzubauen. Ein besondere Operation stellt PropertyConditionValue dar: sie repra¨sentiert ein
Blatt im Operatorbaum als Name einer einzelnen Attributbedingung. Zur Auswertung einer Ope-
ration existiert in Operation die abstrakte Methode evaluate, die von den konkreten Operation
implementiert wird. Innere Knoten verrechnen dabei ihre Operanden entsprechend des Operators,
wa¨hrend Bla¨tter das Ergebnis der entsprechenden Attributbedingung zuru¨ckliefern. Hierzu beno¨tigt
evaluate eine Hashtable mit diesen Werten als Parameter. In j-dsd sieht die Verbindungsstrate-
gie ((0.3 * mainActor + 0.7 * genre) and director) sieht in j-dsd also wie folgt aus. Beachte,
dass das scharfe and durch mul sowie das scharfe or durch add ersetzt werden:
Movie movieSet = ...
PropertyConditionValue pcv_1 = new PropertyConditionValue();
pcv_1.pcName = "mainActor";
PropertyConditionValue pcv_2 = new PropertyConditionValue();
pcv_2.pcName = "genre";
WS ws_3 = new WS();
ws_3.ops = new Vector();





PropertyConditionValue pcv_6 = new PropertyConditionValue();
pcv_4.pcName = "director";





Fu¨r die Typvergleichsstrategie existieren allgemeinere, unscharfe Formen, die den Abstand der zu
vergleichenden Typen in Betracht ziehen. Folgende Varianten stehen zur Verfu¨gung:
• super[n,f]. Elemente der Menge du¨rfen auch von einer Oberklassen der Mengenklasse instan-
ziiert sein, maximal jedoch u¨ber n Vererbungsbeziehungen, sonst ist der Zugeho¨rigkeitswert 0.
Fu¨r eine exakte Typu¨bereinstimmung ergibt sich ein Zugeho¨rigkeitswert von 1, fu¨r jede dazwi-
schenliegende Beziehung wird der Zugeho¨rigkeitswert durch eine Multiplikation mit f ∈ [0, 1]
abgeschwa¨cht.
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• super[n]. Gilt als Abku¨rzung fu¨r super[n, 0.5].
In j-dsd wird eine unscharfe Typvergleichsstrategie wie gesehen direkt in der rechten unteren Ecke
des Ka¨stchens notiert. In j-dsd erfolgt ein Eintrag im Javaattribut typeCheckStrategy von Set.
f-dsd verwendet die Schreibweise or supertype[n, f] bzw. or supertype[n] .
4.2.5 Test auf unscharfe Mengenzugeho¨rigkeit
Wie beim Test auf scharfe Mengenzugeho¨rigkeit werden die Ergebnisse der Einzelbedingungen (Typ-,
direkte und Attributbedingungen) in jedem Fall konjunktiv, d.h. im unscharfen Fall multiplikativ
verrechnet. Zur Menge geho¨ren genau die Instanzen, deren so errechneter Zugeho¨rigkeitswert > 0
ist. Der Wert gibt den Grad der Zugeho¨rigkeit an. Instanzen mit einer Zugeho¨rigkeit von 0 gelten
als nicht zur Menge geho¨rig.
In j-dsd u¨bernimmt die bereits in Abschnitt 4.1.7 vorgestellte Methode contains die Berechnung
der Zugeho¨rigkeit. Als Ru¨ckgabewert liefert sie double.
5 Definieren von Variablen
Variablen stellen eine eine besondere Art von Mengen dar. Auch sie werden an Stellen einer Angebots-
oder Anfragebeschreibung eingesetzt, an denen es zum Zeitpunkt der Beschreibungserstellung nicht
mo¨glich ist, einen konkreten Wert bzw. eine konkrete Instanz anzugeben. Im Unterschied zu Mengen
muss dieser Wert jedoch im Verlauf der Dienstnutzung, d.h. vor oder nach der Dienstausfu¨hrung,
vom Dienstnehmer bzw. Dienstgeber eindeutig spezifiziert werden. Der Wert, mit dem die Variable
belegt wird, muss jedoch in jedem Fall aus der Menge (der so genannten Grundmenge) stammen.
Eine solche ausgefu¨llte Variable gilt dann als einelementige Menge, die genau diesen Wert entha¨lt.
5.1 Variablenkategorie
Variablen werden in Kategorien eingeteilt, je nachdem von wen und wann sie ausgefu¨llt werden
mu¨ssen. Generell unterscheidet man zwei Arten: IN-Variablen und OUT-Variablen:
• IN-Variable. Diese muss im Verlauf der Dienstnutzung vom Dienstnehmer ausgefu¨llt wer-
den. IN-Variablen in der Anfrage (so genannte ReqIN-Variablen) sind dann sinnvoll, wenn der
Dienstnehmer die Anfrage ha¨ufiger in unterschiedlicher Parametrisierung ausfu¨hren will. Vor
dem Absenden der Anfrage mu¨ssen jedoch alle ReqIN-Variablen ausgefu¨llt werden. IN-Variablen
im Angebot (so genannte OffIN-Variablen) mu¨ssen vom Dienstnehmer ausgefu¨llt werden, bevor
der Dienst gestartet werden kann, um ihn zu konfigurieren.
• OUT-Variable. Diese muss im Verlauf der Dienstnutzung vom Dienstgeber ausgefu¨llt wer-
den. OUT-Variablen in der Anfrage (so genannte ReqOUT-Variablen) stehen fu¨r Informationen
u¨ber die Dienstausfu¨hrung, an denen der Anfrager interessiert ist. Diese werden wa¨hrend der
Scha¨tzphase (siehe unten) oder nach der Dienstausfu¨hrung eingetragen. OUT-Variablen im An-
gebot (so genannte OffOUT-Variablen) stehen fu¨r Informationen, die der Dienstanbieter auf
Nachfrage bzw. nach Dienstausfu¨hrung bekannt gibt.
Fu¨r Variablen in der Angebotsbeschreibung kann weiterhin angegeben werden, wann sie ausgefu¨llt
werden mu¨ssen. Man unterscheidet hier eine Scha¨tzphase und eine Ausfu¨hrungsphase.
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• Die Scha¨tzphase la¨uft vor der eigentlichen Dienstausfu¨hrung ab und ermo¨glicht dem Dienst-
nehmer, sich u¨ber Details des Dienstes zu informieren, die nicht direkt in der Angebotsbeschrei-
bung festgehalten werden ko¨nnen. Hierzu za¨hlen aktuelle Informationen (etwa die derzeitige
Auslastung eines Druckdienstes) oder Informationen, die von Einstellungen des Dienstnehmers
abha¨ngen (wie etwa die Kosten der Inanspruchnahme eines Druckdienstes fu¨r einen farbigen
Druck in 600dpi). Variablen, die in der Scha¨tzphase auszufu¨llen sind, werden mit dem Index
e (fu¨r estimate, engl. scha¨tzen) gekennzeichnet. Eine zusa¨tzlich Angabe einer Schrittnummer
i gibt an, welche INe- und OUTe-Variablen zusammengeho¨ren. Generell gilt: Um die Informa-
tionen der OUTe,i-Variable vom Dienstgeber zu erhalten, mu¨ssen zuna¨chst vom Dienstnehmer
alle INe,i-Variablen spezifiziert werden.
• Die Ausfu¨hrungsphase bezeichnet die Phase der Dienstnutzung, in welcher der Effekt des
Dienstes vom Dienstgeber erbracht wird. Variablen, die in dieser Phase verwendet werden, tra-
gen den Index x (fu¨r execute, engl. ausfu¨hren). Dabei gilt, dass INx-Variablen vor der Dienst-
ausfu¨hrung vom Dienstnehmer ausgefu¨llt werden mu¨ssen, wa¨hrend OUTx-Variablen nach der
Dienstausfu¨hrung vom Dienstgeber bekannt gegeben werden. Wird kein Index gegeben, so gilt
die Ausfu¨hrungsphase als Standard.
Eine Variable geho¨rt immer zu mindestens einer Kategorie, kann jedoch auch zu mehreren Kategorien
geho¨ren, etwa wenn ein Wert sowohl in der Scha¨tz- als auch in der Ausfu¨hrungsphase beno¨tigt wird.
In f-dsd werden Variablen durch var (IN|OUT, e|x, i)+ from <Grundmenge> definiert. Durch
die drei Parameter wird also die Kategorie der Variable festgelegt. Dabei sollte i auf 1 gesetzt
werden, wenn eine Variable der Ausfu¨hrungsphase definiert wird (d.h. der zweite Parameter ist
x). Solche Kategorieangaben ko¨nnen beliebig oft wiederholt werden (gekennzeichnet durch das +).
<Grundmenge> bezeichnet den Wertebereich der Variable; der Variable kann nur ein Wert bzw.
eine Instanz dieser Menge zugewiesen werden. Die Grundmenge kann durch eine Klasse oder eine
deklarative Menge nach Kapitel 4 angegeben werden. Beispiele fu¨r Variablendefinitionen in f-dsd
ko¨nnten sein:
var (in,x,1) from Date







where city == karlsruhe
)
)
Semantik: Nach der Dienstausfu¨hrung gibt der Dienstgeber eine Kinoinstanz zuru¨ck (etwa das Kino,
in dem eine Karte reserviert wurde). Dieses Kino hat auf jeden Fall eine Adresse in Karlsruhe.
var (in,e,4) (in,x,1) from Resolution
var (in,e,4) (in,x,1) from Quality
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with elements < <2004-08-31T18:00>
)
Semantik: Nach Angabe einer Auflo¨sungs- (Resolution) und einer Qualita¨tsinstanz durch den Dienst-
nehmer, gibt der Dienstgeber einen Zeitpunkt und einen Preis zuru¨ck (etwa den Fertigstellungszeit-
punkt sowie die Kosten des verlangten Ausdrucks). Der Zeitpunkt liegt auf jeden Fall vor 18:00 Uhr
am 31.08.2004. Die Auflo¨sung und die Qualita¨t sind auch fu¨r die Ausfu¨hrung des Dienstes relevant.
In g-dsd werden Variablen a¨hnlich wie Mengen dargestellt: Als Ka¨stchen mit einem Querstrich in
der linken oberen Ecke. Zur Unterscheidung werden Variablen hellgrau hinterlegt. Die Kategorie der
Variable wird in die linke obere Ecke eingetragen. Hierbei sind Abku¨rzungen mo¨glich, die durch x
oder 1 ersetzt werden. Die Grundmenge ist die durch die Bedingungen und Strategien an diesem
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Abbildung 28: Beispiele fu¨r Variablen in g-dsd.
Da Variablen spezielle Mengen sind, existiert in j-dsd eine zusa¨tzliche Java-Klasse Variable in
dsd.elements, die von der Klasse Set erbt. Variablen werden dann wie Sets durch Instanzen dar-
gestellt, in denen einerseits wie gehabt das Attribut isSet auf true, andererseits das neue Attribut
bindingStatus auf OPEN gesetzt wird. Standardma¨ßig steht dieser bindingStatus auf NO VARIABLE,
was angibt, dass es sich um eine normale Instanz bzw. eine normale Menge handelt. Mehr zum
Bindungszustand einer Variable findet sich im na¨chsten Abschnitt. Die Kategorie (bzw. die Katego-
rien) einer Variable werden mit dem Attribut cats beschrieben. Es nimmt einen Vector vom Typ
VariableCategory auf. Auch diese Klasse ist in dsd.elements definiert und hat drei Attribute:
where, welches mit IN oder OUT belegt werden muss, when, welches mit E oder X belegt werden muss,
und step, welches mit der Schrittnummer i belegt wird. In j-dsd besteht zudem die Mo¨glichkeit,
Variablen mit einem internen Namen zu versehen. Dies ist jedoch nur fu¨r eine korrekte Zuordnung
beim Dienstgeber no¨tig.
Die zwei ersten Beispiele von oben sehen in j-dsd wie folgt aus:
XSD_Date dateVar = new XSD_Date();
dateVar.isSet = true;
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dateVar.setBindingStatus(Variable.OPEN);
dateVar.getCats().add(new VariableCategory("IN","X","1"));









Der Bindungszustand einer Variable gibt an, ob und wie die Variable mit einem konkreten Wert
gefu¨llt ist. Man unterscheidet vier Zusta¨nde (siehe Abbildung 29):
• OPEN. Die Variable ist noch ungebunden, das heißt sie wurde noch mit keinem Wert gefu¨llt.
• BOUND. Bezeichnet das Gegenteil von OPEN. Die Variable hat bereits einen Wert zugewiesen
bekommen. Dieser Zustand ist eine abstrakte Oberklasse von FILLED und CONNECTED und tritt
selbst nicht auf.
• FILLED. Eine Mo¨glichkeit von BOUND. Bezeichnet eine Variable, der ein konkreter, bekannter
Wert bzw. eine konkrete, vollsta¨ndig bekannte Instanz (benamt oder anonym) zugewiesen
wurde.
• CONNECTED. Eine Mo¨glichkeit von BOUND. Bezeichnet eine Variable, die mit einem noch
unbekannten Wert gefu¨llt wurde, d.h. diesen Wert u¨bernimmt, sobald er feststeht. Meist werden





Abbildung 29: Bindungszusta¨nde von Variablen.
In f-dsd und g-dsd ko¨nnen Bindungszusta¨nde nicht angegeben werden. Hier gelten alle Variablen als
ungebunden. In j-dsd wird der Bindungszustand durch das Javaattribut bindingStatus in Variable
beschrieben. Hierzu stehen die vier vorgestellten Zusta¨nde als Konstanten zur Verfu¨gung. Ist der
Zustand FILLED, so muss außerdem der zugewiesene Wert im Attribut boundValue abgelegt werden.
Dies geschieht mit der Methode fillWith. Im Falle von CONNECTED steht hier eine Referenz auf den
unvollsta¨ndigen Wert (meist eine verbundenen OffOUT-Variable). Dieser kann mit der Methode
connectTo eingefu¨gt werden. Ein Beispiel ko¨nnte sein:
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Eine Besonderheit von OffIN-Variablen sind Standardwerte. Diese ko¨nnen vom Dienstanbieter an-
gegeben werden, um Vorschla¨ge zu machen, welche Werte zur Belegung der Variable gu¨nstig sind.
Sie stellen daher Vorschla¨ge des Dienstgebers dar, die im Zweifelsfall verwendet werden ko¨nnen.
Beispielsweise ko¨nnte der Anbieter eines Druckdienst fu¨r die IN-Variable der Auflo¨sung einen Wert
von 600dpi vorschlagen. Diese sollte vom Vergleicher verwendet werden, wenn der Dienstnehmer in
seiner Anfrage keine Pra¨ferenzen fu¨r die Auflo¨sung angegeben hat. Wichtig: Der Defaultwert selbst
muss immer zur Grundmenge der Variable geho¨ren.
In f-dsd wird ein Standardwert durch das Schlu¨sselwort default <Standardwert> notiert. Die An-
gabe erfolgt am Ende der Variablendefinition. Drei Beispiele:
var (in,x,1) from Date default <2005-01-01>
var (in,x,1) from Movie default harryPotter3






In g-dsd wird der Standardwert durch einen speziellen, gestrichelten Pfeil mit der kursiven Beschrif-










currency eur : Currency
Abbildung 30: Beispiele fu¨r Standardwerte bei OffIN-Variablen in g-dsd.
In j-dsd existiert ein Javaattribut defaultValue in Variable, in das der optionale Standardwert
eingetragen werden kann. Das erste Beispiel sieht also in j-dsd wie folgt aus:
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Teil III
Beschreiben von Diensten mit DSD
Im Folgenden wird erla¨utert, wie die Beschreibungselemente aus dem letzten Teil verwendet werden
ko¨nnen, um Dienstangebote und -anfragen zu beschreiben.
6 Grundlagen zu Dienstbeschreibungen
Dieses Kapitel untersucht grundlegende Eigenschaften von Dienstbeschreibungen: ihre Ziele, ihren
Lebenszyklus wa¨hrend einer Dienstnutzung, ihren Aufbau durch Mischen von Instanzen, Mengen
und Variablen sowie ihre Grundstruktur.
6.1 Ziel von Dienstbeschreibungen
Die Ziele einer Dienstbeschreibung unterscheiden sich fu¨r Dienstangebots- und -anfragebeschreibun-
gen.
6.1.1 Angebotsbeschreibungen
Eine Angebotsbeschreibung dru¨ckt aus, welchen Effekt (oder welche Effekte) der angebotene Dienst
erbringen kann. In der Regel geschieht dies durch zwei Teile: Die Beschreibung des Objekts, auf dem
der Dienst operiert, sowie der Beschreibung des neuen Zustands, der fu¨r dieses Objekt im Rahmen
der Dienstausfu¨hrung erzielt wird. Beispiele fu¨r Effekte ko¨nnten sein: eine Kinokarte ist gebucht, ein
Dokument ist gedruckt, eine PDF-Datei wird lokal verfu¨gbar gemacht, eine Aktie wird bzgl. ihres
Kurses bekannt gemacht, ein Auto wird gemietet, ein Buch wird gekauft.
In der Regel kann ein angebotener Dienst nicht nur genau einen Effekt erbringen, sondern kann mit
verschiedenen a¨hnlichen Objekten umgehen und diese in verschiedene a¨hnliche Zusta¨nde u¨berfu¨hren.
Insgesamt ist also in einer Dienstangebotsbeschreibung eine Familie von Effekten zu erfassen. Aus
diesem Grund ist es no¨tig, Mengen in die Beschreibung des Dienstes aufzunehmen, um so alle vom
Dienst erzielbaren Effekte zu erfassen. Hierbei ist zu beachten, dass der Dienst bei seiner Ausfu¨hrung
nur einen einzigen dieser Effekte tatsa¨chlich erbringt. Durch Einbringen von IN-Variablen erha¨lt
der Dienstnehmer die Mo¨glichkeit, den tatsa¨chlich erbrachten Dienst eindeutig zu bestimmen oder
zumindest auf eine fu¨r ihn geeignete Menge einzuengen. OUT-Variablen helfen dem Dienstnehmer,
Informationen u¨ber den erbrachten Effekt zu erhalten, um ihn so eindeutig zu kennen oder zumindest
nu¨tzliche Informationen fu¨r eine Nachverarbeitung zu erhalten.
6.1.2 Anfragebeschreibungen
Eine Anfragebeschreibung muss erfassen, an welchen Effekten der Dienstnehmer interessiert ist.
Wie schon in der Einfu¨hrung erla¨utert, versucht der Dienstnehmer in der Regel, eine bestimmte
Aufgabe zu erledigen und toleriert daher eine Reihe von Effekten mit unterschiedlicher Pra¨ferenz.
Im Gegensatz zu Angebotsbeschreibungen werden in Anfragebeschreibungen daher Mengen nicht
punktuell eingesetzt, sondern bereits die Beschreibung des Effekts liegt als Menge vor. Sie entha¨lt
alle die Effekte, die der Dienstnehmer bereit ist, fu¨r seine Aufgabe zu akzeptieren. Zudem ist es
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durch die Angabe unscharfer Mengenzugeho¨rigkeiten mo¨glich, Pra¨ferenzen unter den Elementen
festzulegen.
Auch Variablen haben in Anfragebeschreibungen einen anderen Zweck. IN-Variablen helfen, die
Anfrage fu¨r verschiedene, a¨hnliche Situationen wiederzuverwenden. Dazu kann die Anfrage bei jeder
erneuten Ausfu¨hrung konkret konfiguriert werden. OUT-Variablen hingegen ermo¨glichen es dem
Dienstnehmer anzugeben, welche Informationen er u¨ber den erbrachten Effekt beno¨tigt, um diesen
angemessen nutzen zu ko¨nnen.
Ausgehend von einer solchen Anfragebeschreibung muss im Rahmen der Dienstnutzung ein geeigne-
tes Angebot gefunden werden, dessen Effekt (bestehend aus bearbeitetem Objekt und Zustandsa¨nde-
rung) mittels der OffIN-Variablen so spezifiziert oder zumindest eingeengt werden kann, dass ein vom
Dienstnehmer mo¨glichst stark pra¨ferierter Effekt entsteht. Zudem muss der Dienstnehmer am Ende
der Dienstnutzung u¨ber den tatsa¨chlich erbrachten Effekt mit all den Informationen versorgt werden,
die er in Form von ReqOUT-Variablen spezifiziert hat.
6.2 Lebenszyklus einer Dienstbeschreibung wa¨hrend der Dienstnutzung
Um die Semantik von Variablen in Dienstbeschreibungen verstehen zu ko¨nnen, ist es no¨tig, sich den
Lebenszyklus von Beschreibungen wa¨hrend der Dienstnutzung genauer anzusehen (siehe auch [11]).
Vor der eigentlichen Dienstnutzung steht die Registrierungsphase. Hier legt der Dienstnehmer eine
in Zukunft ha¨ufiger beno¨tigte Dienstanfrage unter einem Namen ab. Diese Dienstanfrage entha¨lt fu¨r
gewo¨hnlich sowohl IN- als auch OUT-Variablen.
Die eigentliche Dienstnutzung findet in drei Phasen statt: die Such-, die Scha¨tz- und die Ausfu¨hrungs-
phase (siehe Abbildung 31):
• In der Suchphase ruft der Dienstnehmer einen der zuvor registrierten Dienste unter seinem
Namen auf, fu¨llt dazu die IN-Variablen in der hinterlegten Anfragebeschreibung mit konkreten
Werten und sendet sie an die Dienstvermittlung. Diese sucht mittels eines Vorvergleichs Be-
schreibungen von Dienstangeboten heraus, die mo¨glicherweise passen ko¨nnten und liefert sie
an den Dienstnehmer zuru¨ck. Diese ko¨nnen INe-, INx-, OUTe- und OUTx-Variablen enthalten.
• In der Scha¨tzphase wertet der Dienstnehmer mittels des Vergleichs die bereitgestellten Dienst-
angebote aus. Hierzu fragt er gegebenenfalls direkt bei den Dienstgebern nach konkreten
OUTe,i-Werten nach, indem er ihnen die jeweils beno¨tigten INe,i-Werte sendet. Der Verglei-
cher hat mehrere Aufgaben: Er muss das beste zur Anfrage passende Angebot auswa¨hlen, die
OffIN-Variablen fu¨llen und die ReqOUT-Variablen binden (d.h. fu¨llen oder verbinden).
• In der Ausfu¨hrungsphase sto¨ßt der Dienstnehmer den ausgewa¨hlten Dienst beim entspre-
chenden Dienstnehmer an und sendet ihm die gefu¨llten OffIN-Variablen. Der Dienstgeber fu¨hrt
daraufhin den Dienst aus, d.h. erbringt einen der beschriebenen Effekte. Anschließend sendet
er Informationen hieru¨ber in Form gefu¨llter OffOUT-Variablen an den Dienstnehmer zuru¨ck.
Dieser schließt die Dienstausfu¨hrung ab, indem er die verbundenen ReqOUT-Variablen ent-
sprechend der gefu¨llten OffOUT-Variablen fu¨llt.
6.3 Aufbau durch Mischen von Instanzen, Mengen und Variablen
Wie gesehen sind in Angebotsbeschreibungen sowohl Instanzen als auch Mengen und Variablen
no¨tig, um einen Dienst korrekt beschreiben zu ko¨nnen. Diese wurden bisher nur getrennt verwendet,
d.h. Instanzen hatten andere Instanzen als Fu¨llwerte ihrer Attribute, Mengen hatten andere Men-
gen als Attributbedingungen. In Angebotsbeschreibungen treten sie gemischt auf. Hierbei sind zwei
Mischungsregeln zu beachten.
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Abbildung 31: Phasen der Dienstnutzung nach [11].
6.3.1 Einbringen von Mengen
Die erste Mischungsregel gestattet das Einbringen von Mengen in Dienstbeschreibungen.
Mischungsregel 1: Einbringen von Mengen
Fu¨llwerte von anonymen Instanzen du¨rfen Mengen sein. In diesem Fall muss jedes Element der
Menge einen gu¨ltigen Fu¨llwert darstellen. Andere Verbindungen zwischen Mengen und Instanzen
sind nicht gestattet.
Diese Regel erlaubt es also, Attribute von anonymen Instanzen mit Mengen anstatt mit Instanzen
zu fu¨llen.
Ein Beispiel in g-dsd zeigt Abbildung 32. Hier ist in der anonymen Instanz von Price der Fu¨llwert








Abbildung 32: Beispiel fu¨r die Anwendung der ersten Mischungsregel in g-dsd.
Konsequenterweise wird das Beispiel wie folgt in f-dsd notiert:
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with elements >= 0.00




In j-dsd sieht das Beispiel wie folgt aus:
Price p = new Price();
p.amount = new XSD_Double();
p.amount.isSet = true
p.amount.directConditions = new Vector();
p.amount.directCOnditions = ...
p.currency = dsd.instance.domain.money.Currency.eur.create();
Innerhalb von Angebotsbeschreibungen ergibt sich fu¨r eine solche Mischung folgende Semantik:
Vor der Dienstausfu¨hrung ist der durch eine Menge ersetzte Fu¨llwert noch undefiniert. Nach der
Dienstausfu¨hrung ist der Fu¨llwert eindeutig definiert und stellt ein Element der Menge dar. Zu
beachten ist, dass der Dienstnehmer den gewa¨hlten Wert dennoch nicht kennen wird. Fu¨r ihn ist
aber sicher, dass er aus der Menge stammt.
Zur Verdeutlichung: Die Regel la¨sst ausdru¨cklich nicht zu, dass Fu¨llwerte von benamten Instan-
zen durch Mengen ersetzt werden (da diese ja bereits schon an anderer Stelle vollsta¨ndig definiert
wurden) oder dass Attributbedingungen von Mengen durch Instanzen ersetzt werden.
6.3.2 Einbringen von Variablen
Die zweite Mischungsregel gestattet das Einbringen von Variablen in Dienstbeschreibungen:
Mischungsregel 2: Einbringen von Variablen
Mengen du¨rfen durch Variablen ersetzt werden. Allerdings darf von keiner IN-Variable ein Pfad u¨ber
Attributbedingungen zu einer anderen IN-Variable fu¨hren.
Diese Regel erlaubt es also, Mengen durch Variablen einer beliebigen Kategorie zu ersetzen. Dabei
ist es unerheblich, ob die Menge durch die Mischungsregel 1 in die Beschreibung eingebracht wurde
oder als Attributbedingung auftritt.
Ein komplexeres Beispiel fu¨r die Anwendung der Regel zeigt Abbildung 33. Hier wurden zwei Mengen
durch Variablen ersetzt: eine OUT-Variable ersetzt den Fu¨llwert der anonymen Price-Instanz, eine
IN-Variable ersetzt die Menge, die als Attributbedingung der Movie-Menge diente.
Die Notation in f-dsd sieht wie folgt aus:
anonymous CinemaTicket
[
price = anonymous Price
[
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amount = var (out,x,1) from
(
set of Double
with elements >= 0.00
















Zu beachten ist die Notation genre == var(in,x,1), d.h. wenn Variablen als Attributbedingungen
auftreten, werden sie wie Einzelinstanzen mit dem ==-Operator verglichen.
Die Notation in j-dsd folgt der bekannten Syntax.
Die durch Variablen ersetzten Mengen haben folgende Semantik:
• Solange sie ungebunden sind, wirken sie wie ihre Grundmenge, d.h. es ist nur gewiss, dass am
Ende der Dienstausfu¨hrung ein konkreter Wert aus ihnen ausgewa¨hlt sein wird.
• Sobald sie gefu¨llt sind (also bei OffIN-Variablen direkt vor und bei OffOUT-Variablen direkt
nach der Dienstausfu¨hrung), wirken sie wie eine einelementige Menge, die als einziges Element















Abbildung 33: Beispiel fu¨r die Anwendung der zweiten Mischungsregel in g-dsd.
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Im Beispiel geht es also um eine Kinokarte, die noch teilweise undefiniert ist. Sicher ist schon,
dass sie fu¨r einen Platz in einer Kinovorstellung gu¨ltig sein und einen Preis unter 8 Euro haben
wird. Das Genre des Film der Kinovorstellung kann vor der Dienstausfu¨hrung vom Dienstnehmer
eingefu¨llt werden. Hierdurch wird indirekt auch die Menge der SeatInShows eingeschra¨nkt. Nach der
Dienstausfu¨hrung ist die Kinokarte vollsta¨ndig spezifiziert. Dem Dienstnehmer wird zwar der Preis
der Karte aufgrund der OUT-Variable mitgeteilt, die gebuchte Platznummer und Reihe sind ihm in
diesem Beispiel aber nicht bekannt.
6.4 Genereller Aufbau von Dienstbeschreibungen
Durch die beiden Mischungsregeln ergibt sich eine einheitliche Struktur fu¨r Dienstbeschreibungen,
die fu¨r Angebots- und Anfragebeschreibungen unterschiedlich ist.
Abbildung 34 zeigt den generellen Aufbau einer Angebotsbeschreibung. Beginnend mit der zu defi-
nierenden benamten Instanz vom Typ Service wird das Attribut presents mit einer anonymen Instanz
vom Typ ServiceProfile gefu¨llt. Diese hat effect als Attribut, welches mit einer anonymen Instanz vom
Typ einer speziellen, wertbestimmten State-Klasse gefu¨llt wird. Diese Instanz selbst kann als Fu¨ll-
werte ihrer weitere anonyme Instanzen (rekursiver Pfeil), benamte Instanzen oder Mengen/Variablen
besitzen. Benamte Instanzen sind bereits in einer Ontologie definiert und besitzen keine neue Fu¨llun-
gen ihrer Attribute. Mengen bzw. Variablen ko¨nnen nach Mischungsregel 2 gleichartig verwendet
werden. Ihre Attributbedingungen ko¨nnen nur auf weitere Mengen bzw. Variablen verweisen.
Anfragebeschreibungen sind einfacher aufgebaut (siehe Abbildung 35). Auch hier beginnt die Be-
schreibung mit einer benamten Instanz vom Typ Service, die als Fu¨llwert im Attribut presents eine
anonyme Instanz vom Typ ServiceProfile besitzt. Der Fu¨llwert an effect ist jedoch direkt eine Menge
(oder Variable), da der Dienstnehmer seine Aufgabe durch unterschiedliche Effekte erledigen kann.
Die Mengen/Variablen sind in der Regel unscharf, um die Pra¨ferenzen auszudru¨cken. Ihre Attribut-
bedingungen verweisen auf weitere unscharfe Mengen bzw. Variablen.
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Abbildung 34: Genereller Aufbau von Angebotsbeschreibungen.
requestname : Service
: ServiceProfile






Abbildung 35: Genereller Aufbau von Anfragebeschreibungen.
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7 Allgemeiner Prozess zum Aufbau von Dienstbeschreibun-
gen
Da eine Dienstbeschreibung im Wesentlichen eine Instanz der Klasse Service darstellt, ist die Grund-
technik zur Erstellung einer Dienstbeschreibung die Instanziierung. Fu¨r einen spa¨teren Vergleich ist
es dabei wichtig, dass die Beschreibung einen relativ strukturierten Aufbau hat. Um dies zu erreichen,
folgt die Instanziierung einem definierten Ablauf, der im Wesentlichen dadurch entsteht, dass Onto-
logien geschichtet und fortlaufend instanziiert werden (siehe auch [7]). Wie bereits in Abschnitt 1.1.3
kurz vorgestellt, existieren drei Schichtungsstufen: die obere Dienstontologie, die Kategorieontologien












Abbildung 36: Obere Dienstontologie in g-dsd.
Die obere Dienstontologie ist ein Schema, welches das allgemeine Grundgeru¨st fu¨r Dienstbeschrei-
bungen festlegt. Abbildung 36 zeigt diese Ontologie upper in g-dsd. Das Schema ist sehr einfach und
u¨bernimmt im Wesentlichen die Idee aus OWL-S [17], die unterschiedlichen Aspekte eines Dienstes
getrennt zu beschreiben. In DSD erfolgt das in zwei Teilen: Das ServiceProfile entha¨lt eine abstrakte
Blackbox-Beschreibung, was der Dienst macht. Im ServiceGrounding ist festgehalten, wie die Verbin-
dung vom abstrakten zum realen Dienst aussieht. Zudem wird durch das Attribut providedBy der
Dienstanbieter erfasst. In TCP/IP-basierten Netzen ist das fu¨r gewo¨hnlich eine IP-Adresse und eine
Portnummer, z.B. "192.168.0.1:8088". Die Details zum Grounding finden sich in Abschnitt 10.
Abbildung 37 zeigt die (vereinfachte) Darstellung des Schemas fu¨r das ServiceProfile in g-dsd.11 Es
realisiert das Prinzip rein zustandsorientierter Dienstbeschreibungen, indem es zur Beschreibung von
Diensten nur zwei funktionale Attribute erlaubt:
• precondition (Vorbedingung): Beschreibt den Zustand (State) der Welt, der no¨tig ist, damit der
Dienst erfolgreich ausgefu¨hrt werden kann. Wird der Dienst aufgerufen, obwohl die Bedingung
nicht erfu¨llt ist, so ist der Effekt undefiniert. Neben den direkt unter precondition angegebenen
Vorbedingungen, ko¨nnen auch noch implizite existieren. Die Details finden sich in Abschnitt
9.
• effect (Effekt): Beschreibt den Zustand der Welt nach einer erfolgreichen Durchfu¨hrung des
Dienstes. U¨ber den Zustand im Falle einer fehlerhaften Ausfu¨hrung wird ausdru¨cklich nichts
ausgesagt, da dies bei der Suche nach einem geeigneten Dienst im Allgemeinen keinen Vorteil
bringt.
11Das komplette Schema findet sich in Anhang A.2.
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Abbildung 37: Verku¨rzte Darstellung der Ontologie upper.profile. Die vollsta¨ndige Ontologie fin-
det sich in Anhang A.2.
Eigentlich sind die Attribute precondition und effect listenwertig (siehe Anhang A.2), um mehrere
Vorbedingungen oder Effekte eines Dienstes erfassen zu ko¨nnen.
Neben den funktionalen Attributen erlaubt das Profile auch die Beschreibung der nichtfunktionalen
Aspekte. Besonders zu erwa¨hnen ist hierbei der Name des Dienstes als String, welcher im Wesent-
lichen fu¨r administrative Zwecke verwendet wird. Spezielle nicht-funktionale Attribute sind noch
nicht vorgegeben, sondern sollen in Zukunft definiert werden.
Eine wichtige Klasse des Profiles ist State, welche stellvertretend fu¨r Zusta¨nde der realen Welt
steht. Die Klasse muss als abstrakt angesehen werden, da sie selbst hat keine direkten Instanzen
hat. Vielmehr existieren im Rahmen der Kategorieontologien (siehe na¨chster Abschnitt) eine Rei-
he von Unterklassen von State, die instanziiert werden ko¨nnen. Eine solche Instanz beschreibt nie
alle Aspekte der Welt vollsta¨ndig. Vielmehr wird nur der interessierende Ausschnitt beschrieben,
wa¨hrend fu¨r die restliche Welt angenommen wird, dass der Zustand ohne Belang und daher un-
definiert ist. Daru¨berhinaus verfu¨gt die Klasse State u¨ber zwei (optionale) Attribute startsAt und
endsAt, mit deren Hilfe festgelegt werden kann, von wann und/oder bis wann der Zustand gilt.
7.2 Kategorieontologien
Die zweite Schicht von Ontologien zur Beschreibung von Diensten stellen Kategorieontologien dar.
Diese teilen die Menge aller Dienste so in Gruppen auf, dass diese in ihren erzielten Zustandsu¨berga¨n-
gen wesentlich voneinander verschieden sind. Wichtigste Aufgabe der Kategorieontologien ist es da-
her, die abstrakte Klasse State fu¨r die verschiedenen Dienstkategorien zu konkretisieren. Ontologien
aus dieser Schicht beginnen mit dem Pra¨fix category.
DSD unterscheidet vier Dienstkategorien: Wissensdienste, Informationsdienste, Realweltdienste und
Befa¨higungsdienste.
7.2.1 Wissensdienste
Wissensdienste (engl. knowledge services) dienen dazu, neue Informationen u¨ber ein Objekt zu
erlangen (siehe Abbildung 38). Hierzu existiert der Zustand Known als Unterklasse von State, der
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= Die Instanz, über die mehr
Wissen erlangt wird
Abbildung 38: Ontologie category.knowledgeservice zur Darstellung von Diensten zur Erlangung
von Wissen u¨ber die Fu¨llwerte von Instanzen.
andeutet, dass Wissen u¨ber die Fu¨llwerte einer Instanz dazugewonnen wird. Diesen Wissenszuwachs
erzielt der Dienst u¨ber OUTx-Variablen, die dem Dienstnehmer nach Ausfu¨hrung des Dienstes gefu¨llt
zur Verfu¨gung stehen. Der Effekt des Dienstes wird also innerhalb des Dienst-Frameworks erwirkt.
Das Attribut entity von Known hat als Typ die generische Klasse Thing. Instanzen von Known
sollten fu¨r entity die Instanz als Fu¨llwert haben, u¨ber die weiteres Wissen erlangt wird. Sinnvoll
sind Wissensdienste nur fu¨r Instanzen von Entita¨tsklassen, da nur dort die Fu¨llwerte einer Instanz
untereinander abha¨ngen ko¨nnen.
7.2.2 Informationsdienste









Abbildung 39: Ontologie category.informationservice zur Darstellung von Diensten zur Vera¨nde-
rung des Zustands von Informationssystemen.
Informationsdienste (engl. information services) dienen dazu, den Zustand des Informationssystems
zu vera¨ndern (siehe Abbildung 39). Der Zustand eines Informationssystems ist im Wesentlichen
durch die Daten bestimmt, die in ihm in Form von Dateien oder Datenbankeintra¨gen abgelegt sind.
Als konkreter Zustand dient dabei LocallyAvailable als Unterklasse von State, der ausdru¨ckt, dass
ein Datum lokal verfu¨gbar ist und durch das System verwendet werden kann. Steht LocallyAvailable
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als Zustand der Vorbedingung, ist das System des Dienstgebers gemeint, im Effekt das des Dienst-
nehmers. Das Attribut entity zeigt daher auf ein allgemeines PieceOfInformation, das eine Datei
(File, siehe na¨chster Abschnitt) oder ein Datenbankeintrag (DatabaseEntry) sein kann. Den Effekt
erzielt ein solcher Dienst durch ein externes Austauschprotokoll fu¨r Dateien (wie FTP oder E-Mail)
oder Datenbankeintra¨ge (wie JDBC). Hierzu kann ein spezielles Grounding angegeben werden (siehe
Abschnitt 10.5).
Neben LocallyAvailable sind noch weitere Zusta¨nde von PieceOfInformation denkbar. Diese ko¨nnen
bei Bedarf erweitert werden.
Fu¨r Informationsdienste, die sich auf Dateien beziehen, stellt File eine wichtige Klasse dar, welche











Abbildung 40: Ontologie category.realobjectservice zur Darstellung von Diensten zur Zu-
standsa¨nderung von Objekten der realen Welt.
Realweltdienste (engl. real object services) dienen dazu, den Zustand von Objekten der realen
Welt zu vera¨ndern (siehe Abbildung 40). Wichtigster Zustand ist Owned als Unterklasse von State.
Dieser dru¨ckt aus, dass ein realweltliches Objekt erschaffen bzw. beschafft wird, um anschließend
einem Besitzer zu geho¨ren. Steht Owned als Zustand der Vorbedingung muss der Dienstgeber der
Besitzer sein, im Effekt wird es der Dienstnehmer sein. Den Effekt erzielt ein solcher Dienst außerhalb
des Dienstframeworks, etwa durch Auslo¨sen bestimmter Realweltaktionen durch Nachrichten an
Personen oder Nutzung externer Gera¨te wie Drucker.
Neben Owned sind noch andere Zusta¨nde realweltlicher Objekte denkbar. Diese ko¨nnen bei Bedarf
erweitert werden.
7.2.4 Befa¨higungsdienste
Befa¨higungsdienste (engl. capability services) sind Dienste, die dem Dienstnehmer eine Fa¨higkeit
zuteil werden lassen (siehe Abbildung 41). Meist ist diese Befa¨higung zeitlich begrenzt. Ein Beispiel
fu¨r einen solchen Dienst ist ein Internetdienst, der es dem Dienstnehmer ermo¨glicht, fu¨r eine gewisse
Zeit eine Verbindung zum Internet zu nutzen. Wichtigster Zustand ist Obtained als Unterklasse von
State. Sein Attribut entity ist dabei eine Capability, also Fa¨higkeit. Typischerweise werden in Obtained
die geerbten Attribute startsAt und endAt gefu¨llt, um die Dauer der Befa¨higung auszudru¨cken.
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Abbildung 41: Ontologie category.capabilityservice zur Darstellung von Diensten, die den
Dienstnehmer befa¨higen, eine Aktion durchfu¨hren zu ko¨nnen.
7.3 Doma¨nenontologien
Die dritte Schicht der Ontologien stellen Doma¨nenontologien dar. Sie konzeptualisieren ein bestimm-
tes Anwendungsgebiet, wie Bu¨cher, Orte, Dateien usw. Im Gegensatz zu den wenigen und eher
kleinen Ontologien auf den oberen beiden Schichten existieren viele und auch gro¨ßere Doma¨nen-
ontologien. Sie werden nicht durch DSD bereitgestellt, sondern von Experten in der Community
eingebracht und liegen daher im Allgemeinen verteilt vor. In der Regel enthalten Doma¨nenontolo-
gien sowohl Klassen, die das Anwendungsgebiet inhaltlich strukturieren, als auch Instanzen, welche
fu¨r konkrete, reale Individuen aus diesem Bereich stehen. Zusa¨tzlich ko¨nnen doma¨nenspezifische
Vergleichsfunktionen (siehe Abschnitt 3.9) eingebracht werden, falls diese von allgemeinem Interesse
sind. Doma¨nenontologien beginnen mit dem Pra¨fix domain.
Bestimmte Doma¨nenontologien sind von großem allgemeinem Interesse und werden ha¨ufig in ver-
schiedensten Dienstbeschreibungen verwendet. Hierunter fallen domain.measure zur Beschreibung
einheitenbehafteter Werte, domain.file zur Beschreibung von Dateien und ihren Inhalten, domain.-
person zur Beschreibung von Personen und domain.location zur Beschreibungen von Orten. Im
Folgenden werden die ersten beiden kurz vorgestellt. Ihre Repra¨sentation in g-dsd findet sich auch
im Anhang A.
Abbildung 42 zeigt einen Ausschnitt aus der Ontologie domain.measure in g-dsd. In der Ontologie
sind grundsa¨tzliche Beschreibungselemente wie einheitenbehaftete Werte (*Measure) und Maßeinhei-
ten (*Unit) beschrieben. Werte stellen dabei eine wertbasierte Klasse dar, da alle Kombinationen aus
Zahlen und Einheiten sinnvolle anonyme Instanzen ergeben. Fu¨r sie sind zudem doma¨nenspezifische
Gleichheits- (domEquals), A¨hnlichkeits- (domSimilar) und Ordnungsfunktionen (domCompareTo)
definiert, welche zwei Werte unter Beru¨cksichtigung ihrer Einheiten vergleichen. Einheiten stellen
o¨ffentliche Entita¨tsklassen ohne Attribute dar. Als Instanzen sind daher verwendbaren Einheiten
aufgelistet.
In Anhang A.9 ist die Ontologie domain.file zu sehen, welche Konzepte zur Beschreibung von
Dateien und ihren Inhalten entha¨lt (siehe auch [12]). File ist hierbei eine Unterklasse von PieceOf-
Information, welche im Rahmen von Informationsdiensten verarbeitet werden. File als teilo¨ffentliche
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Abbildung 42: Doma¨nenontologie domain.measure zur Beschreibung einheitenbehafteter Werte.
Entita¨tsklasse beschreibt dabei eine Datei auf technischer Ebene, d.h. mit Namen, Ersteller, Erstel-
lungsdatum, Format, Gro¨ße usw. In bytes ist die bina¨re Inhalt der Datei als (langer) String hinterlegt.
Auf semantischer Ebene entha¨lt die Datei ein Dokument, was durch das Attribut contains ausge-
dru¨ckt wird. Auch Document ist eine teilo¨ffentliche Entita¨tsklasse und beschreibt einen Inhalt mit
Titel, Autor und Dokumenttyp wie Bild, Video, Text etc. Das Thema des Dokuments wird u¨ber das
Attribut dealsWith ausgedru¨ckt. Ein solches Topic ist eine o¨ffentliche Entita¨tsklasse mit Instanzen,
die u¨ber isSubtopicOf hierarchisch angeordnet sind.
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8 Eigenschaften von Angebots- und Anfragebeschreibungen
Beschreibungen von Dienstangeboten und Dienstanfragen unterscheiden sich in einigen Punkten
voneinander. Dieses Kapitel beschreibt diese Unterschiede.
8.1 Angebotsbeschreibungen
8.1.1 U¨bersicht
Folgende Aufstellung gibt einen U¨berblick u¨ber die Besonderheiten von Angebotsbeschreibungen:
• Keine Fuzzymengen. Angebotsbeschreibungen beschreiben die Familie der Effekte, die der an-
gebotenen Dienst erbringen kann. Dabei gilt, dass der Dienstanbieter keine Pra¨ferenzen unter
diesen Effekten hat, zumindest keine, die er in der Dienstbeschreibung bekannt gibt. Mengen,
die in Angebotsbeschreibungen eingebracht werden, sind daher immer scharfe Mengen. Da-
durch sind insbesondere nur die beiden Operatoren and und or bzw. add und mul im Rahmen
von Verbindungsstrategien zula¨ssig (vgl. Abschnitt 4.1.5).
• Eindeutig oder mehrdeutig spezifizierbar. Dienstangebote unterscheiden sich darin, ob der
Dienstnehmer eindeutig festlegen kann, welchen Effekt der Dienst erbringen soll oder nicht.
Die Details hierzu finden sich in Abschnitt 8.1.2.
• Unterbestimmte Beschreibungen mo¨glich. Insbesondere bei der Verwendung von teilo¨ffentli-
chen Entita¨tsklassen kommt es ha¨ufig vor, dass der Dienst nicht genau das anbietet, was seine
Beschreibung angibt. In solchen Fa¨llen behilft man sich durch die Berechnung der Ausfu¨hrungs-
wahrscheinlichkeit. Die Details hierzu finden sich in Abschnitt 8.1.3.
• Grounding verweist auf konkreten, realen Dienst. Das Grounding verbindet die Variablen der
Beschreibung mit den Ein- und Ausgabemo¨glichkeiten eines konkreten Diensts. Die Details
zum Grounding finden sich in Abschnitt 10.
• Mehrere Effekte. Ein Dienst kann bei seiner Ausfu¨hrung mehrere Effekte erwirken, die in
Haupteffekte und Nebeneffekte unterteilt werden ko¨nnen. Die einzelnen Effekte werden als
Zusta¨nde im listenwertigen Attribut effect von ServiceProfile angegeben.
• Vorbedingungen. Zur Ausfu¨hrung eines angebotenen Dienste kann es no¨tig sein, dass bestimmte
Bedingungen erfu¨llt sind. Diese werden unter anderem in den preconditions der Angebotsbe-
schreibung festgehalten. Die Details hierzu finden sich in Abschnitt 9.
8.1.2 Eindeutig vs. mehrdeutig spezifizierbare Dienste
Angebotene Dienste ko¨nnen in der Regel eine Familie von a¨hnlichen Effekten erbringen. Die Menge
aller von einem Dienst d tatsa¨chlich erbringbaren Effekte soll mit D bezeichnet werden. Es sei zudem
s die Dienstbeschreibung dieses Dienst mit den INx-Variablen IN
1, IN2, . . ., INn. Der Raum aller nach
s gu¨ltigen IN-Variablenbelegungen sei I, ein Element hieraus wird mit (i1, i2, ..., in) bezeichnet.
Typischerweise kann der Dienst d bei einer gegebenen IN-Variablenbelegung eine Reihe mo¨glicher
Effekte erbringen, die konform zu s sind. Die Effektmo¨glichkeiten von d ko¨nnen daher durch eine
Funktion epd (ep = effect possibilities) beschrieben werden:
epd : I −→ P(D) (1)
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D
= einzelner Effekt = gültige IN-Variablenbelegung
mit möglichen Effekten
a) eindeutig spezifizierbarer Dienst b) mehrdeutig spezifizierbarer Dienst
Abbildung 43: Unterscheidung zwischen (a) eindeutig und (b) mehrdeutig spezifizierbaren Diensten.
Bei eindeutig spezifizierbaren Dienst legt jede IN-Variablenbelegung den zu erwartenden Effekt des
Dienstes bereits eindeutig fest, bei mehrdeutig spezifizierbaren ist dies nicht der Fall. Hier wa¨hlt der
Dienstgeber selbststa¨ndig einen Effekt aus der Menge der Effektmo¨glichkeiten aus.
Die Kardinalita¨ten der jeweiligen Menge der Effektmo¨glichkeiten bestimmen dann, ob ein Dienst
eindeutig oder mehrdeutig spezifiziert ist (siehe dazu Abbildung 43):
• Ein Dienst ist genau dann eindeutig spezifizierbar, wenn fu¨r alle i ∈ I gilt: |epd(i)| ≤ 1. Bei so
spezifizierten Diensten ist also der zu erwartende Effekt nach Fu¨llung aller IN-Variablen ein-
deutig festgelegt, sofern der Dienst mit dieser Variablenbelegung u¨berhaupt ausgefu¨hrt werden
kann (siehe dazu unterbestimmte Dienstbeschreibungen im na¨chsten Abschnitt). Beispiel fu¨r
einen solchen Dienst ist ein Druckdienst, bei dem der Dienstnehmer u¨ber IN-Variablen alle
Eigenschaften des Ausdrucks festlegen kann. Der zu erwartende Effekt ist also bekannt.
• Ein Dienst ist genau dann mehrdeutig spezifizierbar, wenn ein i ∈ I existiert, so dass gilt:
|epd(i)| > 1. Bei so spezifizierten Diensten liegt der tatsa¨chlich zu erbringende Effekt teilwei-
se im Ermessen des Dienstgebers, in dem er selbststa¨ndig einen der mo¨glichen Effekte aus
der Menge epd(i) der Effektmo¨glichkeiten auswa¨hlt. Der Dienstnehmer kann daher nur be-
grenzt Einfluss auf die Wirkung des Dienstes nehmen. Beispiel fu¨r einen solchen Dienst ist ein
Dienst zur Reservierung von Kinokarten, bei dem der Dienstnehmer u¨ber IN-Variablen nur
den gewu¨nschten Film und eine Startzeit angeben kann. Die genaue Platz- und Saalnummer
entscheidet der Dienstgeber jedoch eigensta¨ndig.
8.1.3 Unterbestimmte Dienstbeschreibung (*)
Bestimmte Dienste bieten an, einen Effekt fu¨r eine große Menge von Entita¨ten zu erbringen. Ein
Beispiel hierfu¨r ko¨nnte ein Dienst sein, u¨ber den ein Buch gekauft werden kann. Bei solchen Diensten
ist es oft der Fall, dass die Entita¨t, auf der der Dienst operiert, nicht zu einer o¨ffentlichen Klasse
geho¨rt. Dies kann mehrere Gru¨nde haben: Zum einen ko¨nnte es zu aufwa¨ndig sein, die Vielzahl der
Instanzen allgemein zu vero¨ffentlichen (z.B. alle existierenden Bu¨cher), zum anderen ko¨nnte sich die
Menge der Instanzen ha¨ufig a¨ndern. Auch Situationen, in denen Informationen u¨ber Instanzen selbst
einen Wert fu¨r den Dienstanbieter darstellen, ko¨nnen dafu¨r ausschlaggebend sein, Klassen nicht als
o¨ffentliche Entita¨tsklassen zu definieren.
Abbildung 44 zeigt einen Ausschnitt aus dem Schema und einer beispielhaften Beschreibung eine
Dienstes zum Kauf eines Buches. Die Auswahl des Buches (als teilo¨ffentliche Entita¨tsklasse) findet
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Abbildung 44: Ausschnitt aus einer Beschreibung fu¨r einen Dienst zum Verkauf von Bu¨chern. Die
Beschreibung kann aus zwei Gru¨nden unterbestimmt sein: (a) nicht alle gu¨ltigen Integerwerte stellen
ISBN-Nummern von existierenden Bu¨chern dar, (b) der Dienst muss nicht alle existierenden Bu¨cher
verkaufen ko¨nnen.
D
= einzelner Effekt = gültige IN-Variablenbelegung
mit möglichen Effekten
Unterbestimmter Dienst
Abbildung 45: Eine Dienstbeschreibung ist unterbestimmt, wenn eigentlich gu¨ltige Belegungen der
IN-Variablen zu leeren Mengen von Effektmo¨glichkeiten fu¨hren ko¨nnen.
dabei nicht u¨ber Angabe der Book-Instanz statt, sondern erfolgt eindeutig u¨ber das definierende
Attribut isbn12. Dennoch kann es aus zwei Gru¨nden dazu kommen, dass der Dienst nicht ausgefu¨hrt
werden kann:
• Der Dienstnehmer wa¨hlt zwar typgerecht einen korrekten Fu¨llwert fu¨r die IN-Variablen aus,
dieser fu¨hrt aber zu keiner allgemein vero¨ffentlichen oder privat hinterlegten Instanz. Im Bei-
spiel tritt dieser Fall ein, wenn der Dienstnehmer einen Integerwert angibt, der keiner ISBN-
Nummer eines Buches entspricht, z.B. 18. In diesem Fall ist die Book-Menge leer; der Dienst
kann nicht ausgefu¨hrt werden.
• Der Dienstnehmer wa¨hlt die Fu¨llwerte fu¨r die IN-Variablen so, dass hierdurch eine nicht-leere
Menge von Entita¨ten entsteht. Dies kann mo¨glich sein, wenn er Werte von allgemein vero¨ffent-
lichten oder Instanzen aus seinem privaten Instanzenpool beziehen kann. Im Beispiel ko¨nnte
der Dienstnehmer eine ISBN-Nummer eines Buches angeben, dessen Instanz im allgemeinen
Instanzenpool hinterlegt ist. Trotzdem ko¨nnte der Dienst die Ausfu¨hrung verweigern, da er
dieses Buch nicht liefern kann.
In beiden Fa¨llen fu¨hrt also eine eigentlich gu¨ltige Belegung der IN-Variablen zu leeren Mengen
von Effektmo¨glichkeiten fu¨r den Dienstgeber, d.h. der Dienst kann nicht ausgefu¨hrt werden. Wir
definieren wie folgt (siehe Abbildung 45):
12Es handelt sich daher um einen eindeutig spezifizierbaren Dienst.
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• Eine Dienstbeschreibung ist genau dann unterbestimmt, wenn ein i ∈ I existiert, so dass
epd(i) = ∅. Dienste, die mit einer solchen Variablenbelegung i aufgerufen werden, weisen daher
den Aufruf vor der eigentlichen Ausfu¨hrung ab.
Beim Vergleich von Dienstbeschreibungen muss der Vergleicher daher gegebenenfalls zusa¨tzlich be-
stimmen, mit welcher Wahrscheinlichkeit ein Dienst mit einer bestimmten IN-Variablenbelegung
auch ausgefu¨hrt werden kann. Diese Ausfu¨hrungswahrscheinlichkeit ist ein Maß dafu¨r, wie hoch die
Chance ist, einen bestimmten Effekt tatsa¨chlich erwirkt zu bekommen. Bei mehreren gleich gut
passenden Dienstangeboten sollte daher der Dienst mit der ho¨chsten Ausfu¨hrungswahrscheinlichkeit
bevorzugt werden. Weiterhin sollten Dienste mit sehr geringer Ausfu¨hrungswahrscheinlichkeit nicht
weiter betrachtet werden.
Der Vergleicher kann die Ausfu¨hrungswahrscheinlichkeit nicht definitiv berechnen, sondern nur grob
abscha¨tzen. Hierbei ko¨nnen ihm zusa¨tzliche Angaben in der Angebotsbeschreibung behilflich sein.
Der Dienstgeber sollte bei jeder Menge vom Typ einer teilo¨ffentlichen Klasse, deren Elemente u¨ber
Pfade von Attributbedingungen durch IN-Variablen spezifiziert werden ko¨nnen, angeben, wieviele
und welche Instanzen der Dienst unterstu¨tzt. Es existieren folgende Kardinalita¨tsmarkierer:
• all values. Gibt an, dass jede beliebige Belegung der IN-Variablen vom Dienst verarbeitet
werden kann. Dieser Markierer kann vom Dienstgeber verwendet werden, wenn die IN-Variablen
durch spezielle Typen oder genauere Bedingungen13 in ihrer Grundmenge so eingegrenzt wer-
den, dass alle Belegungen zu vom Dienst verarbeitbaren Entita¨ten fu¨hren.
• all entities. Gibt an, dass der Dienst immer ausgefu¨hrt werden kann, sofern die Belegung
der IN-Variablen zu einer nicht-leeren Menge von Entita¨ten fu¨hrt. Dabei ko¨nnen die enthalte-
nen Instanzen allgemein vero¨ffentlicht oder im privaten Instanzenpool von Dienstnehmer oder
-geber zu finden sein. Fu¨hrt die Belegung zu einer leeren Menge von Entita¨ten, kann der Dienst
nicht ausgefu¨hrt werden. Dies ist der Standardfall, falls kein Markierer spezifiziert ist.
• n entities. Gibt an, dass der Dienst auch dann nicht immer ausgefu¨hrt werden kann, wenn
die Belegung der IN-Variablen zu einer nicht-leeren Menge von Entita¨ten fu¨hrt, etwa weil der
Dienst die spezifizierten Entita¨ten entgegen der Dienstbeschreibung nicht unterstu¨tzt. Die Zahl
n gilt dann als U¨bersicht fu¨r die Dienstnehmer, wieviele Entita¨ten der Dienstgeber insgesamt
unterstu¨tzt.
In g-dsd erfolgt die Angabe des Kardinalita¨tsmarkierers in geschweiften Klammern in einem eigenen
Abschnitt der Mengendefinition. Die Beschreibung des Beispiels von oben ist daher erst mit der








Abbildung 46: Beschreibung des Dienst zum Verkauf von Bu¨chern mit Markierer n entities.
Der Markierer wird in f-dsd direkt bei der Mengendefinition nach der Typangabe in geschweiften
Klammen notiert14. Das Beispiel von oben sieht also in f-dsd wie folgt aus:
13Ha¨ufig sind hierfu¨r jedoch auch mengenu¨bergreifende Bedingungen no¨tig, die in DSD zur Zeit noch nicht spezifi-
ziert sind.
14Zur Zeit unterstu¨tzt der Parser die Angabe dieser Markierer noch nicht.
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set of Book {10000 entities}
where isbn == var (in,x,1) from Integer
)
]
In j-dsd ist die Angabe der Markierer noch nicht spezifiziert.
8.2 Anfragebeschreibungen
8.2.1 U¨berblick
Folgende Aufstellung gibt einen U¨berblick u¨ber die Besonderheit von Anfragebeschreibungen.
• Fuzzymengen mo¨glich. Dienstnehmer haben die Mo¨glichkeit, in der Anfrage detailliert zu spe-
zifizieren, welche der geeigneten Effekte sie pra¨ferieren. Diese Pra¨ferenzen werden durch eine
unscharfe Zugeho¨rigkeitsfunktion zur Menge der Effekte ausgedru¨ckt.
• Grounding verweist auf gewu¨nschten Dienstzugang. Im Gegensatz zu Angebotsbeschreibun-
gen stellt das Grounding einer Dienstanfrage eine Verbindung zwischen der Beschreibung der
gewu¨nschten Funktionalita¨t und dem gewu¨nschten Zugang zum Dienst dar. Dabei ist zu be-
achten, dass das Grounding nicht Teil der eigentlichen Anfrage ist und auch nicht fu¨r den
Vergleich herangezogen wird. Vielmehr wird der gewu¨nschte Zugangsweg in jedem Fall be-
reitgestellt, unabha¨ngig vom tatsa¨chlich aufgerufenen Dienst. Details hierzu finden sich in
Abschnitt 10.
• Keine Vorbedingungen. Da der Anfrager in der Regel nicht weiß, welche Vorbedingung ein kon-
kretes Dienstangebot beno¨tigen wird, entha¨lt eine Anfragebeschreibung typischerweise keine
Beschreibung der vom Dienstnehmer erfu¨llbaren Vorbedingungen. Die Pru¨fung oder Erfu¨llung
der Vorbedingungen einer Angebotsbeschreibung finden erst dann statt, wenn fu¨r die Effekte
bereits ein positives Vergleichsergebnis festgestellt wurde. Details hierzu finden sich in Ab-
schnitt 9.
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9 Vorbedingungen
Dieses Kapitel beschreibt Vorbedingungen von Diensten. Zuna¨chst wird der Begriff gekla¨rt und
untersucht, wo Vorbedingungen zum Einsatz kommen. Anschließend wird vorgestellt, wie Vorbedin-
gungen in DSD verwendet werden und ein Beispiel dafu¨r gegeben. Abschließend wird die Beeinfluss-
barkeit von Vorbedingungen, ihre Auswertbarkeit und ihr Zusammenhang zur Dienstkombination
erla¨utert.
9.1 Begriff und Einsatz von Vorbedingungen
Dieses Kapitel beschreibt, wie Vorbedingungen in Dienstbeschreibungen integriert werden ko¨nnen.
Unter einer Vorbedingung (engl. precondition) eines angebotenen Dienstes versteht man eine Bedin-
gung, die erfu¨llt sein muss, damit der Dienst erfolgreich ausgefu¨hrt werden kann. Ein Dienst kann
keine, eine oder mehrere Vorbedingungen besitzen. Ist eine der Vorbedingungen beim Anstoßen
der Dienstausfu¨hrung nicht erfu¨llt, ist das Ergebnis der Dienstausfu¨hrung nicht definiert: Entweder
wird die Dienstausfu¨hrung direkt vom Dienstgeber abgelehnt, ohne dass es zu einer Durchfu¨hrung
des Dienstes kommt, oder die Dienstausfu¨hrung wird gestartet, aber fehlerhaft oder unvollsta¨ndig
beendet.
Vorbedingungen kommen nur in Beschreibungen von angebotenen Diensten vor. Prinzipiell ko¨nnte
auch in Anfragebeschreibungen vom Dienstnehmer notiert werden, welche Vorbedingungen erfu¨llt
werden ko¨nnen, dies macht jedoch wenig Sinn, da im Voraus oft nicht bekannt ist, welche konkre-
ten Vorbedingungen fu¨r ein Dienstangebot erfu¨llt sein mu¨ssen. In Beschreibungen von beno¨tigten
Diensten existieren daher keine Vorbedingungen. Vielmehr unterha¨lt der Dienstnehmer einen pri-
vaten Instanzenpool, in dem er perso¨nliche benamte Instanzen von teilo¨ffentlichen Entita¨tsklassen
ablegt, die nicht fu¨r die Allgemeinheit zuga¨nglich sein sollen, wie etwa Angaben zu seiner Person,
Kreditkarten- oder Kontoinformationen, Informationen zu seinem Aufenthaltsort, zu seinem Rech-
ner etc. Allgemein wird hier also der Zustand festgehalten, in dem sich der Benutzer und seine
Umgebung aktuell befinden. Diese Informationen ko¨nnen dann vom Vergleicher verwendet werden,
um zu u¨berpru¨fen, ob die vom Dienstgeber geforderten Vorbedingungen erfu¨llt sind.
9.2 Vorbedingungen in DSD
In DSD gilt folgender Grundsatz fu¨r das Einbringen von Vorbedingung in Dienstbeschreibungen:
Vorbedingungen werden nicht in Form spezieller Formeln notiert und dann als weiterer Teil an die
Beschreibung geha¨ngt, sondern es existieren allgemein vereinbarte Bedingungen zu jeder Angebots-
beschreibung, die genau dann erfu¨llt sein sollen, wenn die Vorbedingung erfu¨llt sind. In DSD werden
zwei Arten von Vorbedingungen unterschieden:
• Informationsvorbedingungen sind Bedingungen, die sicherstellen, dass der Dienstgeber mit allen
Informationen versorgt wird, die er zum korrekten Ausfu¨hren des Dienstes beno¨tigt.
• Zustandsvorbedingungen sind Bedingungen, die sicherstellen, dass beim Start der Dienstausfu¨hrung
bestimmte Eigenschaften der Welt gegeben sind, die zum korrekten Ablauf des des Dienstes
erforderlich sind.
Diese ko¨nnen auf folgende generische Bedingungen abgebildet werden, so dass die Vorbedingun-
gen des Dienstes genau dann erfu¨llt sind, wenn diese beiden vereinbarten Regeln erfu¨llt sind. Zur
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U¨berpru¨fung der Vorbedingungen werden daher diese Regeln u¨berpru¨ft, was meist rein syntaktisch
geschehen kann:
Generische Vorbedingung 1: Eindeutige IN-Variablen-Belegung
Jede OffINx-Variable muss vor Beginn der Ausfu¨hrung des Dienstes korrekt und eindeutig gebunden
sein.
Durch Angabe von INx-Variablen kann der Dienstgeber somit seine Informationsvorbedingungen
ausdru¨cken. Ist eine OffINx-Variable bei der Anstoßung der Ausfu¨hrung nicht eindeutig
15 gebunden,
kann der Dienst nicht ausgefu¨hrt werden.
Generische Vorbedingung 2: Keine leere Mengen
Keine der in der Angebotsbeschreibung angegebenen Mengen darf zu Beginn der Dienstausfu¨hrung
(d.h. nach der Bindung der OffINx-Variablen) leer sein.
Durch die Sicherstellung, dass keine der angegebenen Mengen leer sein darf, kann der Dienstgeber
seine Zustandsvorbedingungen ausdru¨cken. Fu¨r eine Zustandsvorbedingung ausgedru¨ckt durch die
Menge m existieren drei Mo¨glichkeiten:
• Kommt die Menge m als Bestandteil einer Effektbeschreibung vor, gilt diese automatisch als
Zustandsvorbedingung und darf nicht leer werden.
• Kommt die Menge m nicht als Bestandteil einer Effektbeschreibung vor und ist vom Typ State
oder einem Untertyp, so wird m direkt als ein Fu¨llwert des listenwertigen Attributs precondition
von ServiceProfile eingesetzt.
• Kommt die Menge m nicht als Bestandteil einer Effektbeschreibung vor und ist nicht vom Typ
State oder einem Untertyp, so wird als ein Fu¨llwert des Attributs precondition eine anonyme
Instanz des Zustands Exists aus upper.profile eingetragen (siehe Abbildung 47), welche m






Abbildung 47: Zustand Exists aus der Ontologie upper.profile
9.3 Beispielbeschreibung mit Vorbedingungen
Abbildung 48 zeigt ein Beispiel, das die Verwendung von Vorbedingungen in DSD illustriert. Be-
schrieben ist ein E-Commerce-Dienst, bei dem ein Buch gekauft werden kann. Sein Profil besteht
15In Zukunft soll diese Bedingung verfeinert werden: Eine Variable muss dann gema¨ß der angegebenen Bin-
dungsmo¨glichkeiten gebunden sein, was auch eine enumerierte, deklarative oder leere Bindung zulassen kann.
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Abbildung 48: Beispielhafte Angebotsbeschreibung, die die Verwendung von Vorbedingungen in DSD
illustriert.
aus zwei gefu¨llten effect-Attributen: Der erste Effekt dru¨ckt aus, dass sich das ausgewa¨hlte Buch
nach der Dienstausfu¨hrung im Besitz des Dienstnehmers befinden werden kann. Die Auswahl erfolgt
u¨ber die ISBN-Nummer des Buches, die u¨ber eine INx-Variable angegeben wird. Da dieser Haupt-
effekt den Zustand eines realweltlichen Objekts vera¨ndert, handelt es sich bei dem Dienst um einen
Realweltdienst. Der zweite Effekt ist die Belastung einer Kreditkarte, welche u¨ber die Nummer und
ihr Gu¨ltigkeitsdatum ausgewa¨hlt wird. Da amount von Charged und price von Book die gleiche Preis-
menge als Attributbedingung haben, wird die Kreditkarte um den Betrag belastet, der das Buch
kostet. Der Dienst bietet zudem die Mo¨glichkeit, eine vorgelagerte Scha¨tzphase zu nutzen. Ausge-
dru¨ckt wird dies durch die INe,1- und OUTe,1-Variablen an Book. Nach Angabe der ISBN-Nummer
liefert der Dienst den Preis des Buches zuru¨ck, ohne dieses zu kaufen.
Der Beispieldienst entha¨lt verschiedene Arten von Vorbedingungen. Zuna¨chst gibt es Informations-
vorbedingungen, die durch die verwendeten INx-Variablen ausgedru¨ckt werden. Damit dieser Dienst
ordnungsgema¨ß ablaufen kann, muss der Dienstgeber die ISBN-Nummer des gewu¨nschten Buchs, die
Nummer und das Gu¨ltigkeitsdatum seiner Kreditkarte, sowie Login und Passwort seines Accounts
angeben. Fehlt eine dieser Informationen, wird der Dienstgeber die Ausfu¨hrung zuru¨ckweisen.
Weitere Vorbedingungen stellen die Zustandsvorbedingungen dar, die durch jede verwendete Menge
repra¨sentiert werden. Diese du¨rfen zu Beginn der Dienstausfu¨hrung nicht leer sein. Im Beispiel sind
das die folgenden Mengen:
• Die Person-Menge. Diese entha¨lt nur Personen, die einerseits gleich dem Dienstnehmer (==
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[you]16) sind, anderseits nur Personen, die 12 Jahre oder a¨lter sind. Da die Menge nicht leer
sein darf, wird hierdurch ausgedru¨ckt, dass der Dienstnehmer mindestens 12 Jahre alt sein
muss, um den Dienst nutzen zu ko¨nnen. Hierbei ist jedoch zu beachten, dass die Bedingung
nur vom Dienstnehmer selbst u¨berpru¨ft werden kann, da er die Fu¨llwerte der eigenen Person-
Instanz ausschließlich in seinem privaten Instanzenpool ha¨lt. Die ist mo¨glich, da Person ist eine
teilo¨ffentliche Entita¨tsklasse ist. Der Dienstgeber hingegen kann die Bedingung nicht testen, da
er die Instanz nicht kennt und beim Aufruf des Dienstes keine weiteren Informationen daru¨ber
erha¨lt.
• Die Account-Menge. Diese entha¨lt nur Accounts mit dem angegebenen Login und Passwort,
die bei der Firma bookBuyInc registriert sind. Da Account eine teilo¨ffentliche Entita¨tsklasse
ist, sind die Instanzen, die die Accounts repra¨sentieren, nicht allgemein vero¨ffentlicht, sondern
liegen lokal beim Dienstgeber vor. Der Dienstnehmer muss daher die korrekten Werte fu¨r
die Variablenbindung kennen, da die Menge sonst leer und die Ausfu¨hrung vom Dienstgeber
zuru¨ckgewiesen wird.
• Die CreditCard-Menge. Diese verha¨lt sich a¨hnlich wie die Account-Menge. Auch sie entha¨lt nur
Kreditkarten-Instanzen mit einer durch IN-Variablen bestimmten Nummer und Gu¨ltigkeitsda-
tum. Zudem mu¨ssen sie dem Dienstnehmer geho¨ren. Auch CreditCard ist eine teilo¨ffentliche
Entita¨tsklasse, aber im Gegensatz zu Account liegen die Instanzen in den privaten Instanzen-
pools der Dienstnehmer. Diese ko¨nnen verwendet werden, um die geforderten IN-Variablen
korrekt und eindeutig zu fu¨llen. Der Dienstgeber auf der anderen Seite muss sich anderer Tests
bedienen, um zu u¨berpru¨fen, ob die Menge nicht leer ist, d.h. ob die angegebene Kreditkarte
existiert und im Besitz des Dienstnehmers ist.
• Die Book-Menge. Diese entha¨lt nur Bu¨cher mit der angegebenen ISBN-Nummer. Sie kann leer
werden, wenn der Dienstnehmer eine ISBN-Nummer spezifiziert, die keinem Buch entspricht.
In diesem Fall wird die Dienstausfu¨hrung vom Dienstgeber zuru¨ckgewiesen. Da ein Kardina-
lita¨tsmarkierer fehlt (siehe Abschnitt 8.1.3), gilt all entities, d.h. der Dienst kann jedes
Buch, fu¨r das eine Instanz existiert, liefern.
Das Beispiel zeigt, dass der Dienst insgesamt fu¨nf Informationsvorbedingungen und vier Zustandsvor-
bedingungen entha¨lt, das listenwertige Attribut precondition jedoch nur mit zwei Fu¨llwerten gefu¨llt
ist. Dies liegt daran, dass jede INx-Variable und jede Menge eine Vorbedingung darstellt. Das Attri-
but precondition dient nur dazu, Mengen aufzunehmen, die nicht im Rahmen eines Effekts auftreten
(wie hier Person17 und Account). Im Folgenden versteht man daher unter Vorbedingungen nicht die
Fu¨llwerte des precondition-Attributs, sondern alle Informations- und Zustandsvorbedingungen.
9.4 Beeinflussbarkeit und Auswertbarkeit von Vorbedingungen
Bei Vorbedingungen wird unterschieden, ob diese vom Dienstnehmer beeinflussbar sind oder nicht,
d.h. es man untersucht, ob es fu¨r den Dienstnehmer mo¨glich ist, unerfu¨llte Vorbedingungen gezielt
zu erfu¨llen. Man definiert daher:
• Eine Vorbedingung heißt beeinflussbar, wenn der Dienstnehmer prinzipiell die Mo¨glichkeit
hat, sie gezielt zu erfu¨llen. Typischerweise sind alle Informationsvorbedingungen beeinflussbar.
Im Beispiel aus Abbildung 48 sind zudem die Zustandsvorbedingungen zum Account, Book
und zur CreditCard beeinflussbar, da der Dienstnehmer hier dir Mo¨glichkeit hat, diese durch
geeignete Bindungen der anha¨ngenden INx-Variablen zu erfu¨llen.
16[you] bezeichnet immer die Instanz von Person, die den Dienstnehmer repra¨sentiert.
17Die Bedingung, dass der Dienstnehmer mindestens 12 Jahre alt ist, ha¨tte auch an die Person-Menge vom Kredit-
kartenbesitzer angeha¨ngt werden ko¨nnen, was einen weiteren precondition-Fu¨llwert gespart ha¨tte.
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• Eine Vorbedingung heißt nicht beeinflussbar, wenn der Dienstnehmer keinen Einfluss darauf
hat, ob diese zu Beginn der Dienstausfu¨hrung erfu¨llt ist oder nicht. Im Beispiel ist dies die
Zustandsvorbedingung zu Person.
Zudem werden Zustandsvorbedingungen dahingehend unterschieden, ob und von wem sie ausgewer-
tet werden ko¨nnen:
• Eine Zustandsvorbedingung heißt vom Dienstgeber direkt auswertbar, falls dieser in der Lage
ist, die Leere oder Nichtleere der zugeho¨rigen Menge allein aufgrund seines ontologischen Wis-
sens (bestehend aus allgemeinem Wissen u¨ber Schema und o¨ffentliche Instanzen und Wissen
u¨ber perso¨nliche Instanzen im privaten Instanzenpool) festzustellen. Im Beispiel sind das die
Vorbedingung zu Book und Account.
• Eine Zustandsvorbedingung heißt vom Dienstgeber indirekt auswertbar, falls dieser in der La-
ge ist, die Leere oder Nichtleere der zugeho¨rigen Menge mittels zusa¨tzlicher, auch externer
Wissensquellen und Dienste festzustellen. Diese Feststellung ist im Normalfall mit einer gewis-
ser Fehlerrate behaftet. Im Beispiel kann die Zustandsvorbedingung zur CreditCard wie oben
angedeutet vom Dienstgeber nur indirekt ausgewertet werden, indem er beispielsweise einen
weiteren Dienst nutzt.
• Eine Zustandsvorbedingung heißt vom Dienstnehmer auswertbar, falls dieser in der Lage ist,
lokal bestimmen zu ko¨nnen, ob die zugeho¨rige Menge leer ist oder nicht, ohne zuvor die Dienst-
ausfu¨hrung anstoßen zu mu¨ssen. Auch hier kann zwischen direkter und indirekter Auswert-
barkeit unterschieden werden. Im Beispiel sind das die Bedingungen zu Person und CreditCard.
Die Bedingung zu Account kann zwar auch ausgewertet werden, jedoch kann der Account zwi-
schenzeitlich gelo¨scht worden sein. Die Bedingung zu Book ist fu¨r den Dienstnehmer nicht
auswertbar, da nicht bekannt ist, welche Buchinstanzen sich im privaten Instanzenpool des
Dienstgebers befinden.
Die Auswertbarkeit hat Einfluss darauf, welche Ausfu¨hrungs- und Fehlerwahrscheinlichkeit fu¨r den
Dienst besteht. Ist eine Bedingung zwar vom Dienstgeber auswertbar, vom Dienstnehmer aber nicht,
so kann es vorkommen, dass der Dienst so aufgerufen wird, dass diese Bedingung vor der Dienst-
ausfu¨hrung nicht erfu¨llt ist. Dies wird jedoch vom Dienstgeber erkannt, der die Ausfu¨hrung daraufhin
abweist. Fu¨r den Dienstnehmer hat der Dienst dann eine Ausfu¨hrungswahrscheinlichkeit kleiner als
1.0. Im Beispiel ko¨nnte der Dienstnehmer beispielsweise eine ISBN-Nummer angeben, die zur einer
leeren Buchmenge fu¨hrt.
Ist eine Bedingung vom Dienstgeber nicht oder nur ungenau auswertbar, kann der Fall eintreten,
dass die Dienstausfu¨hrung vom Dienstgeber nicht zuru¨ckgewiesen wird, obwohl die Bedingung vor
der Dienstausfu¨hrung nicht erfu¨llt war. In diesem Fall la¨uft die Dienstausfu¨hrung unter falschen Vor-
aussetzungen, was zu fehlerhaften, unvollsta¨ndigen oder unerwu¨nschten Ergebnissen fu¨hren kann.
Wenn sie nachtra¨glich erkannt werden, ko¨nnen sie gegebenenfalls durch Kompensationsfunktionen
ru¨ckga¨ngig gemacht werden. Im Beispiel kann die Bedingung zu Person vom Dienstgeber nicht aus-
gewertet werden. Daher kann es zu dem unerwu¨nschten Effekt kommen, dass ein Gescha¨ft mit einer
nicht gescha¨ftsfa¨higen Person durchgefu¨hrt wird.
9.5 Vorbedingungen und Dienstkombination
Beim Vergleich von Dienstbeschreibungen auf Seiten des Dienstnehmers ist zu beachten, dass aus-
wertbare und vom Dienstnehmer beeinflussbare Bedingungen, die fu¨r einen angeboten Dienst nicht
erfu¨llt sind, nicht direkt zur Verwerfung dieses Diensten fu¨hren mu¨ssen. Es kann zuna¨chst versucht
werden, die Bedingung auf anderem Wege zu erfu¨llen, bevor die Dienstausfu¨hrung angestoßen wird:
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• Nicht eindeutig bindbare INx-Variablen ko¨nnen mit perso¨nlichen Instanzen aus dem privaten
Instanzenpool gefu¨llt werden.
• Fehlende Informationen zum Binden von INx-Variablen ko¨nnen durch Nutzung von Wissens-
diensten beschafft werden.
• Bei Auftreten leerer Mengen kann versucht werden, ein geeignetes Element u¨ber einen anderen
Dienst zu erzeugen. Hierzu ko¨nnen Informations-, Realwelt- oder Befa¨higungsdienste dienen.
Durch Nutzung von weiteren Diensten zur Erfu¨llung von Vorbedingung des eigentlichen Dienstes
entsteht eine Kette von Diensten, die insgesamt den gewu¨nschten Effekt erbringt. Durch diesen
Ansatz ist es mo¨glich, Dienste automatisch zur Laufzeit zu neuen Diensten zu kombinieren.
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10 Definieren von Groundings
Ein Teil einer Dienstbeschreibung in DSD stellt das Grounding dar.18 Das Grounding beschreibt
den Zusammenhang zwischen der abstrakten, formellen Beschreibung des Dienstes im Profile und
der konkreten, ausfu¨hrbaren Funktion, welche als Dienst beschrieben ist. Im Gegensatz zu ande-
ren Sprachen existiert in DSD sowohl fu¨r Angebots- als auch fu¨r eine Anfragebeschreibungen ein
Grounding:
• Das Grounding eines Dienstangebots beschreibt den Zusammenhang zu einer real existierenden
Funktion, die als Dienst bereitgestellt werden soll. Eine Funktion kann hierbei beispielsweise
eine Javaklasse mit ihren Methoden, ein Web Service oder ein Wrapper zu einer Webseite sein.
• Das Grounding einer Dienstanfrage beschreibt den Zusammenhang zu einer gewu¨nschten Funk-
tion, die beispielsweise innerhalb einer Applikation verwendet und u¨ber einen dynamischen
Dienstaufruf realisiert werden soll.
Das Grounding hat in beiden Fa¨llen zwei Aufgaben. Zum einen beschreibt es den Zusammenhang des
Informationsflusses, d.h. es legt fest, wie der durch die IN- und OUT-Variablen spezifizierte Nachrich-
tenfluss in der zugrundeliegenden Funktion ausgefu¨hrt werden muss. Konkret wird also angegeben,
wie die Werte der IN-Variablen als Parameter an die Funktion u¨bergeben werden und wie die Daten
der OUT-Variablen als Ru¨ckgabewerte der Funktion abgelesen werden. Zum zweiten beschreibt das
Grounding den Zusammenhang zum Zustandsu¨bergang, d.h. es gibt an, wie die Funktion konkret
verwendet muss, damit die im Profil angegebenen Effekte tatsa¨chlich entstehen.
10.1 Schema des Groundings in DSD
Das Schema des Groundings wurde in [2] entwickelt und ist in Abbildung 49 dargestellt. Aus-
gangspunkt ist die Klasse ServiceGrounding, die von der Klasse Service in upper u¨ber das Attribut
supports eingebunden werden kann. ServiceGrounding muss als abstrakte Klasse angesehen werden,





















Abbildung 49: Ontologie upper.grounding fu¨r Groundings in DSD.
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denn es existieren keine direkten Instanzen hiervon. Vielmehr stehen fu¨r die verschiedenen techni-
schen Umsetzungen der eingebundenen Funktionen unterschiedliche spezialisierte Groundingklassen
zur Verfu¨gung. In Abbildung 49 ist dies beispielhaft fu¨r Groundings auf Javamethoden angegeben.
Grounding auf andere Programmierumgebungen sind in Arbeit.
Das JavaServiceGrounding beschreibt zuna¨chst mittels des Attributs javaVersion welche Version vor-
handen sein muss, damit die zugrundeliegende Funktion verwendet werden kann. Wichtiger sind
jedoch die listenwertigen Attribute mappingOUTe und mappingOUTx. Fu¨r jede in der Dienstbe-
schreibung auftretende OUT-Variable muss die Klasse JavaVariableMapping einmal instanziiert und
in das entsprechende listenwertige Attribut eingefu¨llt werden. Weitere Instanzen sind fu¨r Methoden
no¨tig, die keine Ausgaben in Form von Ru¨ckgabewerte besitzen. JavaVariableMapping beschreibt, wie
der Wert einer OUT-Variablen durch die reale Funktion berechnet wird. Dazu verweist das geerbte
Attribut out auf die entsprechenden OUT-Variable im Profile. className und methodName geben
an, welche Javamethode aufgerufen wird. Als Parameter werden ihr die in parameters angegebenen
Werte von IN-Variablen u¨bergeben. Mithilfe des Attributs effect wird festgelegt, ob der Aufruf dieser
Methode die im Profile beschriebenen Effekte erbringt. Dieses ist nur fu¨r Mappings sinnvoll, die in
mappingOUTx enthalten sind. Existieren in der Javaklasse Methoden ohne Ru¨ckgabewert, die jedoch
einen der beschriebenen Effekte erbringen, so werden hierfu¨r dennoch JavaVariableMappings instan-
ziiert, ihr out-Attribut wird jedoch nicht gefu¨llt. Da Effekte nur in der Ausfu¨hrungsphase auftreten
ko¨nnen, werden sie in mappingOUTx eingefu¨llt.
Das Attribut position hat fu¨r Groundings von Angebots- und Anfragebeschreibungen eine unter-
schiedliche Bedeutung. In Angebotsbeschreibungen legt es fest, in welcher Reihenfolge die Metho-
den aufgerufen sollen, wenn daru¨ber Unklarheit herrscht (etwa bei mehreren Mappings ohne OUT-
Variable). In einer Anfragebeschreibungen legt das Attribut fest, in welcher Reihenfolge die Werte
der OUT-Variablen im Ru¨ckgabetyp der gewu¨nschten Funktion auftreten sollen.
10.2 Beispiel fu¨r ein Grounding
Fu¨r ein beispielhaftes Grounding einer Angebotsbeschreibung soll der Dienst aus Kapitel 9 wie-
der aufgegriffen werden (siehe Abbildung 48, Seite 71). Wir nehmen an, die Funktionalita¨t dieses
Verkaufsdiensts sei in Java programmiert und stehe u¨ber die folgende Klasse BookShop mit den




public static void login(String accountName, String passwd)
{...}
public static Price priceOfBook(int isbn)
{...}
public static void buyBook(int isbn, int ccnumber, GregorianCalendar ccvalid)
{...}
}
Abbildung 50 zeigt das zugeho¨rige Grounding auf die Javamethoden in g-dsd. No¨tig sind drei In-
stanzen von JavaServiceGrounding: Zwei als Fu¨llwerte von mappingOUTx, die die Abbildung auf die
login- und priceOfBook-Methode vornehmen. Da die Methoden keine Ru¨ckgabewerte besitzen,
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Abbildung 50: Beispielhafte Angebotsbeschreibung mit Grounding auf Javamethoden.
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bleibt das Attribut out jeweils unausgefu¨llt. Nur die Methode buyBook erbringt den beschriebenen
Effekt, na¨mlich dass ein Buch gekauft und die Kreditkarte belastet wird. Im Mapping ist daher das
Attribut effect auf <true> gesetzt. Das mappingOUTe beschreibt die Hilfsmethode fu¨r die Scha¨tz-
phase. Ausgabe ist hier der Wert der Price-Variable, was im Attribut out notiert ist.
10.3 Mapping zwischen Datentypen
Bei der Abbildung zwischen einer realen Funktion und DSD treffen Datentypen aus unterschied-
lichen Umgebungen aufeinander: Typen aus DSD und Typen aus der Programmierumgebung der
Funktion. Der Zusammenhang zwischen diesen wird nicht in jeder Dienstbeschreibung erneut ange-
geben, sondern ist allgemein fu¨r jede Unterklasse von ServiceGrounding festgelegt. Generell gilt, dass
die primitiven Datentypen von DSD direkt auf eingebaute Datentypen der Programmierumgebung
der beschriebenen Funktion abgebildet werden sollten. Jedoch sind auch Abbildungen auf selbstde-
finierte Typen denkbar. Klassentypen aus DSD ko¨nnen im Normalfall nicht auf das Typsystem der
Programmierumgebung abgebildet werden.
Fu¨r JavaServiceGroundings gilt die folgende besondere Regelung zur Typabbildung:
• Primitive Datentypen von DSD werden direkt auf korrespondierende primitive Typen oder
Javaklassen abgebildet. Die genaue Umsetzung liefert die Tabelle in Abbildung 51.
• Auch DSD-Klassen ko¨nnen in Java verwendet werden. Sie werden dazu auf die entsprechen-
den Javaklassen der j-dsd-Repra¨sentierung abgebildet. Die Java-Methoden der beschriebenen
Funktionen mu¨ssen in solchen Fa¨llen direkt mit den j-dsd-Typen arbeiten. Im Beispiel von
oben verwendet beispielsweise die Javamethode priceOfBook als Ru¨ckgabewert den DSD-Typ
dsd.schema.domain.money.Price. Eine weiter gehende Abbildung von dsd-Klassen auf Java-
klassen ist im Grounding nicht vorgesehen, sondern muss durch externe Wrapper durchgefu¨hrt
werden.

















Abbildung 51: Umsetzung der primitiven Datentypen von DSD auf Typen in Java.
10.4 Besonderheiten in f-dsd
Bei der Notation eines Groundings in f-dsd ist zu beachten, dass die Beschreibung insgesamt keinen
baumartigen Aufbau mehr besitzt, sondern insbesondere die Variablen mehrmals als Fu¨llwerte die-
nen. Realisiert wird dies in f-dsd durch Benennen und Referenzieren von Mengen bzw. Variablen.
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Hierzu wird bei ihrer ersten Definition ein Label vergeben. Bei jedem weiteren Verweis auf die Men-
ge/Variable wird dann dieses Label verwendet. Labels in f-dsd sind kleingeschriebene Bezeichner,
die mit einem $ beginnen.
Die Definition eines Label erfolgt durch Angabe des Namens des Labels
• bei Variablen direkt nach dem Schlu¨sselwort var;
• bei Mengen direkt vor dem Schlu¨sselwort set;
• bei anonymen Instanzen direkt nach dem Schlu¨sselwort anonymous.
Die Referenzierung des durch das Label benannten Objekts erfolgt durch Angabe des Namens.
In f-dsd sieht daher ein Teil der Dienstbeschreibung aus Abbildung 50 wie folgt aus:
...





where price == var $price (out,e,1) from Price




supports = anonymous JavaServiceGrounding
[
javaVersion = "1.4.1",










10.5 Groundings fu¨r Informationsdienste (*)
Eine Aufgabe des Groundings ist die Angabe, wie die reale Funktion aufgerufen werden muss, damit
die im Profile angegebenen Effekte erbracht werden. Im Falle von Wissensdiensten erfolgt der Effekt
durch das Bekanntwerden der Fu¨llwerte fu¨r die OffOUT-Variablen und ist damit bereits durch das
Grounding zum Informationsfluss beschrieben. Im Falle von Realweltdiensten erfolgt der Effekt in
der realen Welt. Neben dem Verweis auf die auslo¨sende Funktion und dem Setzen des Attributs
effect auf <true> ist daher keine weitere Beschreibung mo¨glich.
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Kritischer sind Informationsdienste. Diese erbringen ihren Effekt innerhalb des Informationssystems,
meist durch Austausch von Dateien oder Datenbankeintra¨gen. Hier sollten im Grounding die techni-
schen Details zu diesem Vorgang vermerkt werden, etwa welches Austauschprotokoll verwendet wird
und wie dieses genau zu konfigurieren ist. Geplant ist eine A¨nderung der betroffenen Datentypen File
und DatabaseEntry. Hier soll das Attribut bytes nicht mehr den generischen Typ String besitzen,
sondern durch einen neuen Typ ByteStream ersetzt werden. Fu¨r Variablen dieses Typs ko¨nnte dann
im Grounding das verwendete Austauschprotokoll beschrieben werden.
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11 Zusammenfassung und Ausblick
In diesem Handbuch wurde die semantische Dienstbeschreibungssprache DIANE Service Description
(DSD) vorgestellt. Zuna¨chst wurden die neuartigen Konzepte pra¨sentiert, dann erla¨utert, wie mit
DSD Ontologien bestehend aus Schemata, Instanzen, Mengen und Variablen beschrieben werden
ko¨nnen und abschließend gezeigt, wie Dienstanfrage- und -angebotsbeschreibungen aufgestellt wer-
den ko¨nnen. Als Forschungsgegenstand unterliegt DSD sta¨ndigen A¨nderungen und Erweiterungen.
Daher ist die neuste Version dieses Dokuments stets auch online verfu¨gbar19.
Eine Reihe von Themen um DSD sind in diesem Handbuch nicht angesprochen worden. Hierzu
za¨hlen:
• Der Vergleich von Dienstbeschreibungen. Details hierzu finden sich in [14] und [16].
• Die dienstorientierte Middleware auf Java-Basis, die ebenfalls im DIANE-Projekt entwickelt
wurde und es erlaubt, mit DSD beschriebene Dienste automatisch nutzen zu ko¨nnen. Sie be-
steht aus einer Reihe von Komponenten (auch Agenten genannt) auf Seiten des Dienstnehmers
und einem Containermanager (siehe [2]) auf Seiten des Dienstgebers.
• Iteratoren in Dienstbeschreibungen. Diese werden verwendet, wenn nicht ein Effekt des Diens-
tes von Bedeutung ist, sondern mehrere oder alle. Iteratoren wirken sich auf die Beschreibung,
den Vergleich und die Ausfu¨hrung von Diensten aus.
• Weitere sprachliche Erweiterungen wie kontextabha¨ngige Instanzen (wie [you] oder [here]),
deklarative Variablenbindung, optionale Variablenbindung, mengenu¨bergreifende Bedingungen
und vieles mehr.
Sie sollen evtl. in folgenden Versionen aufgenommen werden.
19unter http://www.ipd.uka.de/DIANE/docs/DSD-Cookbook.pdf
Michael Klein, Universita¨t Karlsruhe (TH) 81








































82 Michael Klein, Universita¨t Karlsruhe (TH)





























= Die Instanz, über die mehr
Wissen erlangt wird
A.5 category.informationservice









Michael Klein, Universita¨t Karlsruhe (TH) 83

























84 Michael Klein, Universita¨t Karlsruhe (TH)



































Michael Klein, Universita¨t Karlsruhe (TH) 85

































86 Michael Klein, Universita¨t Karlsruhe (TH)
Handbuch zur DIANE Service Description
Literatur
[1] Baader, F., D. Calvanese, D. McGuinness, D. Nardi und P. Patel-Schneider: De-
scription Logic Handbook – Theory, Implementation and Applications . Cambridge University
Press, 2002.
[2] Fischer, T.: Entwicklung eines Kontainermanagers zur Unterstu¨tzung der Konfigurierung und
Ausfu¨hrung semantisch beschriebener Dienste, Ma¨rz 2004. Studienarbeit an der Fakulta¨t fu¨r
Informatik, Universita¨t Karlsruhe.
[3] Gruber, T.: A Translation Approach to Portable Ontology Specifications . Knowledge Acqui-
sition, 5:199–220, 1993.
[4] Herzog, T.: Aktive VISIO-Schablonen zur grafischen Erstellung von DIANE-
Dienstbeschreibungen, Oktober 2004. Studienarbeit an der Fakulta¨t fu¨r Informatik, Universita¨t
Karlsruhe.
[5] Ho¨llrigl, T., C. Schaa und F. Schell: Entwicklung einer formalen Repra¨sentation fu¨r die
DIANE-Dienstbeschreibung , Mai 2004. Studienarbeit an der Fakulta¨t fu¨r Informatik, Univer-
sita¨t Karlsruhe.
[6] Kifer, M., G. Lausen und J. Wu: Logical Foundations of Object-Oriented and Frame-Based
Languages . Journal of the ACM, 42(4):741–843, July 1995.
[7] Klein, M. und B. Ko¨nig-Ries: A Process and a Tool for Creating Service Descriptions Based
on DAML-S . In: Proc. of the 4th VLDB Workshop on Technologies for E-Services (TES’03),
S. 143–154, Berlin, Germany, September 2003.
[8] Klein, M. und B. Ko¨nig-Ries: Combining Query and Preference - An Approach to Fully
Automatize Dynamic Service Binding . In: Short Paper at IEEE International Conference on
Web Services , San Diego, CA, USA, July 2004.
[9] Klein, M. und B. Ko¨nig-Ries: Coupled Signature and Specification Matching for Automatic
Service Binding . In: Proc. of the European Conference on Web Services (ECOWS 2004), Erfurt,
Germany, September 2004.
[10] Klein, M. und B. Ko¨nig-Ries: Integrating Preferences into Service Requests to Automate
Service Usage. In: First AKT Workshop on Semantic Web Services , Milton Keynes, UK,
Dezember 2004.
[11] Klein, M., B. Ko¨nig-Ries und P. Obreiter: Stepwise Refinable Service Descriptions: Ad-
apting DAML-S to Staged Service Trading . In: Proc. of the First Intl. Conference on Service
Oriented Computing , S. 178–193, Trento, Italy, December 2003.
[12] Ko¨nig-Ries, B. und M. Klein: Information Services to Support E-Learning in Ad-Hoc Net-
works . In: First International Workshop on Wireless Information Systems (WIS2002), S. 13–24,
Ciudad Real, Spain, April 2002.
[13] Martin, D. L., A. J. Cheyer und D. B. Moran: The Open Agent Architecture: A Frame-
work for Building Distributed Software Systems . Applied Artificial Intelligence, 13(1-2):91–128,
January-March 1999.
[14] Mu¨ssig, M.: Schaffung des Vergleichers fu¨r DIANE Service Descriptions , Februar 2005. Di-
plomarbeit an der Fakulta¨t fu¨r Informatik, Universita¨t Karlsruhe.
[15] OASIS, UN/CEFACT: ebXML. http://www.ebxml.org/.
Michael Klein, Universita¨t Karlsruhe (TH) 87
Handbuch zur DIANE Service Description
[16] Stern, M.: Generierung von Anwendungsbeispielen fu¨r den Vergleicher von DIANE Service
Descriptions , Januar 2005. Studienarbeit an der Fakulta¨t fu¨r Informatik, Universita¨t Karlsruhe.
[17] Web-Ontology Working Group: Web Ontology Language - Services (OWL-S).
http://www.daml.org/services/daml-s/0.9/.
[18] World Wide Web Consortium: Web Service Description Language (WSDL).
http://www.w3.org/TR/wsdl.
[19] World Wide Web Consortium: XML Schema Part 2: Datatypes .
http://www.w3.org/TR/xmlschema-2/.
































































































































































































90 Michael Klein, Universita¨t Karlsruhe (TH)


































































































Michael Klein, Universita¨t Karlsruhe (TH) 91
























Werte primitiver Typen, 21
when, 47
when missing, 38








92 Michael Klein, Universita¨t Karlsruhe (TH)
