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Resumen 
 
Actualmente, y cada vez con mayor intensidad toma más valor lo que se 
conoce como tele-medicina o tele-asistencia. La entrada de las nuevas 
tecnologías en campos como la medicina y la asistencia puede suponer un 
gran ahorro en recursos, tanto humanos como materiales. 
El principal objetivo de cualquier empresa es sacar el máximo rendimiento con 
el menor coste y con una alta satisfacción por parte del usuario. En este caso 
concreto se parte de los recursos médicos, y el usuario final es el paciente, al 
que debe atenderse con rapidez y eficiencia. 
 
Dentro de este marco de evolución tecnológica se encuentra Linkcare. 
Empresa nacida en el departamento de innovación tecnológica del Hospital 
Clínico de Barcelona, dónde se ha desarrollado una plataforma de 
telemedicina con el mismo nombre, que ofrece soluciones para el desarrollo 
de la medicina y la asistencia de un modo más cómodo y reduciendo costes. 
 
Se trata de una aplicación modular, diseñada para albergar utilidades según 
las necesidades de los profesionales que les permite colaborar entre ellos para 
dar un mejor soporte al paciente. 
 
Uno de estos módulos debería ser una herramienta de mensajería 
instantánea, que dé la oportunidad a los profesionales y en un futuro a los 
pacientes de comunicarse de forma rápida cómoda y efectiva. 
 
Este trabajo se centra en dicho módulo, estudiando las posibilidades, el 
entorno y las necesidades reales de un hospital como es el Hospital Clínico de 
Barcelona. A lo largo de las próximas páginas se puede ver la evolución desde 
la toma de requisitos, pasando por el diseño y el desarrollo hasta la misma 
validación de los médicos, enfermeros, fisioterapeutas y otros profesionales de 
la medicina, así como administrativos, gerentes y trabajadores que puedan 
encontrarse en un hospital. 
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Overview 
 
 
Currently, and with increasing intensity takes more courage what is known as 
tele-medicine and tele-assistance. The entry of new technologies in fields such 
as medicine and care can make a big saving in resources, both human and 
material.  
The main objective of any business is to get maximum performance at 
minimum cost and with high satisfaction for the user. In this particular case of 
medical resources, and the end user is the patient, which must be addressed 
quickly and efficiently.  
 
Within this framework of technological evolution is Linkcare. Company created 
in the department of technological innovation at the Hospital Clinic of 
Barcelona, where he has developed a telemedicine platform with the same 
name that offers solutions for the development of medicine and assistance in a 
more comfortable and reducing costs.  
 
It is a modular application, designed to hold utilities to the needs of 
professionals that allows them to work together to better support the patient.  
 
One of these modules should be an instant messaging tool, providing the 
opportunity for future professionals and patients to communicate quickly and 
effectively comfortable. 
 
This work focuses on that module, exploring possibilities, the environment and 
the real needs of a hospital is the Hospital Clinic of Barcelona. Over the next 
few pages you can see the evolution from making requirements, through 
design and development to the same validation of doctors, nurses, 
physiotherapists and other medical professionals and administrative workers 
and managers who may be in a hospital.  
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INTRODUCCIÓN 
 
Este trabajo de final de carrera se ha hecho en la empresa Linkcare con el 
soporte en todo momento de la fundación i2CAT, a continuación se detalla el 
inicio, necesidades y objetivos del trabajo, así como una pequeña introducción 
a ambas empresas implicadas. 
Pese al título, puesto que la plataforma Linkcare está siendo desarrollada por 
proveedores externos, este trabajo se ha centrado en el diseño y desarrollo de 
un módulo de la plataforma y no su totalidad. 
 
 
Linkcare   
 
La empresa Linkcare, propiedad de la Fundació Clínic per la Recerca 
Biomèdica nace para dar respuesta a las necesidades de tele-asistencia en el 
entorno sanitario de hoy en día, desarrollando y comercializando productos con 
tal fin.  
 
Actualmente los hospitales suelen encontrarse sobresaturados, con falta de 
camas y de personal para atender a todos los pacientes que en ellos se 
encuentran. 
Para resolver el problema de la falta de recursos, se acude cada vez más a la 
tele-medicina, pudiendo mandar al paciente a casa sin dejar de controlar su 
evolución.  
 
Con este tipo de asistencia se mejora la utilización de los recursos sanitarios 
gracias a las nuevas tecnologías y más importante aún el servicio al paciente  
mejora considerablemente. 
 
Para ello se ha realizado una plataforma que integra un conjunto de 
herramientas desarrolladas en un principio de forma independiente. 
 
Así pues la plataforma Linkcare es modular (cada módulo es una de esas 
aplicaciones independientes), colaborativa (permite la colaboración de varios 
profesionales para un mismo paciente, y desde otro punto de vista permite 
también la colaboración de proveedores aportando cada uno un módulo o más 
de uno) y extensible (pueden añadirse tantos módulos como se necesite). 
 
 
Fundació i2CAT 
 
La Fundació i2CAT es un centro de investigación e innovación con especial 
interés en:  
Fomentar el desarrollo tecnológico de Cataluña, generar plataformas 
colaborativas, participar en proyectos de investigación, tanto a nivel estatal 
como europeo, promover la investigación en el ámbito de las redes y 
aplicaciones de banda ancha, entre muchos otros objetivos. 
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Cuenta con la colaboración de la Administración, y los sectores empresarial y 
académico, estableciendo un modelo de innovación de Triple Hélice en el 
campo de las Tecnologías de la Información y de la Comunicación. 
 
 
El presente trabajo se enmarca dentro del Clúster eSalud y eDependencia. 
Ésta estructura de investigación se centra en un interés temático común, el 
sistema socio-sanitario, donde i2CAT impulsa la integración de todos los 
agentes del sistema sanitario gracias a las nuevas tecnologías. Con esto se 
pretende desarrollar proyectos: sostenibles, que mejoren la calidad del servicio 
sanitario actual, que sean económicos y aplicables a nivel global, entre otros. 
 
 
Motivación 
 
Con la experiencia se ha demostrado que en ocasiones es más fácil, ante una 
duda de un profesional, acudir a un sistema rápido de contacto con otros 
profesionales que tener que, por ejemplo, llamar por teléfono. Esto se debe a 
las apretadas agendas de los profesionales y el hecho de estar muchas veces 
fuera de su propia consulta u oficina. 
 
En este trabajo se plantea una solución a la comunicación entre profesionales: 
la mensajería instantánea. 
De este modo cualquier profesional que necesite una segunda opinión o hacer 
una consulta rápida puede acceder a la plataforma Linkcare, apartado de 
mensajería instantánea y comunicarse con los profesionales conectados en 
ese momento. 
No se descarta en ningún caso el poder en un futuro utilizar la mensajería 
instantánea con los mismos pacientes. 
 
 
Objetivos 
 
El principal objetivo del presente trabajo de final de carrera es desarrollar una 
herramienta que cubra las necesidades comunicativas y cumplir con la 
característica básica de la plataforma Linkcare, la colaboración entre 
profesionales. 
 
Para asegurar que la herramienta desarrollada es apta y útil deben realizarse 
pruebas con los usuarios finales reales de la plataforma, en este caso médicos, 
enfermeros y otros trabajadores del mundo sanitario. 
 
Además hay que tener en cuenta que  el cliente de mensajería tiene que 
ofrecer fiabilidad y confidencialidad, no podemos olvidar que se trata del 
entorno sanitario y las normas de confidencialidad y protección son estrictas.  
 
Se pretende conseguir un sistema cómodo y fácil de utilizar,  que requiera 
menos recursos que la videoconferencia (la otra herramienta colaborativa 
dentro de la plataforma) y pueda usarse de un modo más intuitivo. Como ya se 
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ha comentado se trata de una herramienta para hablar al instante con cualquier 
profesional que se necesite sin tener andar llamándole, puesto que no tiene 
porqué estar en su despacho o consulta. 
 
No debe ser para nada una herramienta para uso lúdico o personal de los 
trabajadores del hospital. 
 
 
4  TFC 
Mensajería Instantánea 
 
1.1 Mensajería instantánea 
 
La mensajería instantánea, conocida como IM por sus siglas en inglés (Instant 
messaging) es un modo de comunicación a medio camino entre el chat y el 
correo electrónico. 
 
Permite a los usuarios tener una lista de contactos con los que compartir la 
“presencia” de cada uno (propia y de los demás). La comunicación en 
mensajería instantánea es similar al correo electrónico, salvo que es en tiempo 
real como en los chats. Los mensajes se envían a través de una red, ya sea 
internet o una intranet. La similitud con el correo electrónico es más técnica que 
aparente, así que para el usuario final resulta casi imperceptible. 
 
En los inicios de esta tecnología se enviaban los mensajes letra a letra 
incluidas las correcciones, actualmente suelen mandarse frases enteras, 
cuando el usuario presiona el botón “enviar” o le da a la tecla “Intro”. Hoy en día 
es muy común encontrar sistemas de mensajería instantánea que permiten 
dejar un mensaje a otro usuario aunque este no aparezca conectado, dicho 
mensaje se le entrega la próxima vez que se conecte o vía e-mail. Esta 
funcionalidad recuerda un poco a los contestadores automáticos del teléfono. 
 
Para poder mantener una conversación por mensajería instantánea solo 
necesitamos un cliente de mensajería en nuestro ordenador, o tener acceso a 
un cliente vía web. Adicionalmente se requiere poseer una cuenta en algún 
servidor de mensajería para poder mantener ahí la lista de contactos y nuestros 
propios datos. 
 
Los clientes más extendidos hoy en día son: Windows Live Messenger, Pidgin, 
ICQ, Yahoo! Messenger, AIM y Google Talk. 
 
 
1.2 Características generales 
 
1.2.1 Características de los contactos:  
 
1.2.1.1 Agregar y borrar contactos: 
 
Tal como se ha comentado en el punto anterior, la lista de usuarios con los que 
podemos mantener una conversación es la llamada lista de contactos.  
 
Esta lista es siempre la misma para un usuario y se guarda en el servidor, así 
aunque utilicemos ordenadores diferentes, al entrar a nuestra sesión siempre 
tendremos a los mismos contactos. La lista se ve modificada únicamente 
cuando se da de alta o de baja un usuario de la misma.  
 
La lista la gestiona el usuario añadiendo y borrando los contactos que desee o 
aceptando la invitación de otro usuario a ser incluido en su lista de contactos. 
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Tener a un contacto en dicha lista implica al momento que cada vez que 
entremos o salgamos del sistema ese usuario lo podrá ver, así como los 
cambios de presencia. Todos los miembros de la lista de contactos pueden 
iniciar una conversación con el usuario en cualquier momento, siempre y 
cuando ambos estén conectados. 
 
 
1.2.1.2 Grupos de contactos 
 
Son cada vez más los clientes de mensajería instantánea que permiten agrupar 
los contactos por listas. Normalmente vienen predefinidas las listas “familia”, 
“trabajo”, “amigos”, etc.  
A parte de las listas de contactos que vienen por defecto, los clientes que 
implementan esta funcionalidad suelen permitir al usuario crear nuevos grupos, 
por ejemplo “grupo de amigos de la EPSC”. 
Es un modo de tener ordenados los contactos según una temática o tipo de 
relación con ellos. Esta función se comenta en el trabajo en el apartado de 
posibles mejoras. 
 
 
1.2.1.3 Presencia: 
 
Se trata de un mensaje de aviso mediante el que anunciamos al resto de 
contactos nuestra disponibilidad para hablar en cada momento, así pues si 
estamos conectados al sistema pero no nos va bien mantener una 
conversación lo podemos indicar de ese modo. 
 
Normalmente los estados diferentes que podemos encontrar en un cliente de 
mensajería instantánea son: disponible, hablador, no disponible, ausente, 
ausencia extendida, invisible y no conectado. 
Cuando un usuario tiene los estados disponible, hablador, no disponible, 
ausente y ausencia extendida cualquiera puede entablar una conversación con 
ellos, aunque estén indicando que no les va bien en ese momento.  
 
El estado no conectado se muestra siempre que un usuario esté fuera del 
sistema de mensajería en ese momento y por lo tanto nadie puede ponerse en 
contacto con él, a no ser que quiera dejarle un mensaje de los comentados 
antes para que lo lea al entrar (si el cliente tiene esa funcionalidad). 
 
El estado invisible es algo especial y no lo tienen implementado todos los 
clientes de mensajería. Se trata de un estado gracias al cual los contactos te 
ven desconectado pero tú realmente puedes verlos a ellos. 
 
Además de la presencia, muchos clientes permiten añadir una frase explicativa, 
por ejemplo si un usuario esta “hablador” puede poner el tema sobre el que 
quiere hablar. 
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1.2.2 Características de los mensajes 
 
Normalmente en todos los mensajes está habilitada la función de “emoticono” 
que permite a los usuarios utilizar emoticonos para expresar estados de ánimo 
o similares. Las características que se exponen a continuación están 
extendidas pero no son necesarias y por lo tanto en los clientes más sencillos 
no suelen encontrarse. 
 
 
1.2.2.1 Petición de chat: 
 
Mensaje emergente que aparece cuando alguno de los contactos abre una 
conversación con otro. El mensaje abre una nueva ventana de conversación 
dónde ambos pueden entablar una conversación en tiempo real. 
Por defecto siempre se abre la conversación, aún incluso cuando uno de los 
usuarios aparece como No conectado si en realidad está en el sistema. 
 
 
1.2.2.2 Mensaje emergente: 
 
Aviso que suele desplegarse únicamente durante unos segundos y cuya 
intención no es mantener una conversación, sino mandar un mensaje corto.  
Puede utilizarse para avisar de la conexión o desconexión de los contactos, o 
dependiendo del cliente para mandar mensajes como por ejemplo “He llegado, 
luego te llamo”, que sirve a los usuarios para comunicarse rápidamente. 
 
 
1.2.2.3 Escribiendo… 
 
Mensaje que aparece en la misma ventana de conversación y que avisa al 
interlocutor de que su contacto está escribiéndole un mensaje. Puede ser muy 
útil para no adelantarse a una respuesta o para no hablar los dos a la vez, 
pudiéndose crear mucha confusión. 
Normalmente va acompañado también por el mensaje “X ha dejado de escribir” 
que del mismo modo que “Escribiendo…” avisa al usuario de que su 
interlocutor ha escrito algo que aún no ha enviado. 
 
 
1.2.3 Otras 
 
Actualmente la mayoría de clientes de mensajería instantánea ofrecen muchas 
otras características además de las mencionadas. 
 
Así por ejemplo, es muy común encontrar la posibilidad de intercambiar 
ficheros. Esto permite enviar cualquier tipo de fichero mientras se mantiene una 
conversación. Es una herramienta muy útil y potente, antes era necesario 
mandar un correo electrónico con un fichero (o más) adjunto o esperar a ver a 
la persona para podérselo mostrar. 
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En algunos sistemas es posible también la comunicación interactiva mediante 
pizarras, o uso simultáneo de programas de reproducción como VNC o juegos 
en red (ajedrez, cartas, etc.). 
 
Cada vez más clientes añaden por defecto sistemas de videoconferencia, por si 
lo que interesa es mantener una conversación cara a cara. Las herramientas 
diseñadas para la videoconferencia suelen también llevar un pequeño apartado 
para la mensajería instantánea. 
 
A pesar de que todas estas características “extra” pueden ser muy útiles y 
favorecer la colaboración entre usuarios no hay que olvidar que cargan más la 
herramienta, haciéndola demasiado pesada para según qué ordenadores o 
servidores. 
 
 
1.3 Estado del arte 
 
Actualmente la lista de clientes de mensajería instantánea es prácticamente 
ilimitada, teniendo en cuenta que cada uno puede hacer su propio cliente, se 
estima que hay cientos o miles de clientes desconocidos para el público 
general. 
 
Históricamente la cantidad de aplicaciones de escritorio populares ha sido 
mayor que las aplicaciones web, pero aun así, con el paso del tiempo cada vez 
adquieren más importancia las herramientas web. 
 
 
1.3.1 Clientes de mensajería instantánea: 
 
La clasificación que encontramos a continuación se ha hecho en orden 
alfabético y separando las herramientas de escritorio (se necesita instalarlas en 
el equipo donde se van a usar), y aplicaciones web (solo se requiere un 
navegador). 
 
 
1.3.1.1 Escritorio: 
 
- Google Talk: (ver [22]) 
 
El cliente de mensajería de Google está cogiendo fuerza rápidamente, 
los detalles se explican en el siguiente apartado (1.3.1.2 Web).  
Existen dos opciones, descargar la versión escritorio o instalar el gadget 
en la cuenta de gmail. 
 
- ICQ: (ver [23])  
 
Permite además del intercambio de mensajes en tiempo real enviar 
archivos, videoconferencias y conversaciones solo de voz. Es de los 
primeros clientes, data de principios de los años 90, pero no por ello ha 
perdido fuerza entre sus clientes. 
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- Kopete: (ver [24])  
 
Cliente gratuito para Linux (KDE), reconoce multitud de protocolos, entre 
ellos: ICQ, AIM, IRC, Jabber, Windows Live Messenger, Yahoo! 
Messenger, etc. 
 
- Pidgin (Gaim): (ver [25]) 
 
Puede instalarse en Windows o Linux, es de código abierto, 
multiprotocolo, soporta: AIM, ICQ, Yahoo!, Jabber, Novell, etc. 
Viene por defecto en algunas distribuciones Linux. 
 
- Yahoo! Messenger: (ver [26]) 
 
Permite el intercambio de ficheros, voz y video, fue de los primeros y 
siempre ha tenido buena aceptación. 
 
- Windows Live Messenger: (ver [27]) 
 
Como la mayoría de los clientes comentados, tiene funciones de 
videoconferencia, llamadas de voz y interoperabilidad mediante pizarras 
o juegos. Sólo funciona bajo Windows y es de los más populares. 
 
 
1.3.1.2 Web: 
 
- eBuddy: (ver [28]) 
 
Cliente web compatible con servicios como myspace, yahoo!, Hotmail o 
AIM. 
 
- Gmail Chat: (ver [29]) 
 
Permite el uso videoconferencia. Utiliza el protocolo Jabber y sólo 
funciona bajo sistemas Windows.  
Puede guardar el historial de conversación en el correo de gmail y 
permite mandar mensajes a usuarios desconectados. 
 
- Meebo: (ver [30])  
 
Muy similar a eBuddy explicado anteriormente. 
 
 
1.3.2 Herramientas para empresas 
 
Cada vez más, las empresas demandan herramientas de mensajería 
instantánea para sus trabajadores.  
Al principio se usaban clientes como Windows Live Messenger, Google Talk o 
Skype (más utilizado para videoconferencias), pero los trabajadores tenían 
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acceso al exterior y posibilidad de distraer su atención con conversaciones 
personales. 
 
Para evitar distracciones innecesarias y preservar la confidencialidad de la 
empresa, estas piden clientes que sirvan dentro de su propia intranet sin 
necesidad de acceder al exterior. El principal componente para conseguirlo es 
tener un servidor propio dentro del dominio de la empresa, sin necesitar 
guardar la información de mensajería en un servidor externo del que no se 
conocen las características. 
 
En general se pretende tener un servicio fácil y cómodo sin necesidad de 
instalar programas o tener que configurar nada, así que las aplicaciones web 
son la solución. 
 
Hoy en día se puede encontrar una herramienta que cumple estos requisitos, 
Groove1. Tiene función de mensajería instantánea, intercambio de ficheros, 
videoconferencia, y lo más importante, ofrece la posibilidad de reunir en un 
momento dado a todos los miembros de un equipo para discutir algún tema. 
 
La aplicación está totalmente en inglés, pero tiene una guía de uso traducida al 
castellano. 
 
Esta herramienta, igual que la mayoría de las diseñadas a medida para las 
empresas utiliza el protocolo XML (Jabber), por razones que se comentarán 
más adelante en este trabajo. 
 
                                            
1
 http://funversion.universia.es/hobbies/online/messengers.jsp 
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Capítulo 2 Diseño 
 
2.1 Fases de diseño 
 
El diseño de la aplicación de mensajería instantánea se realizará a través de 4 
fases diferentes: 
 
1. Requisitos específicos: el primer paso en cualquier diseño es entender 
las necesidades concretas del cliente, este punto trata de ello. 
 
2. Decisiones tecnológicas: no todas las decisiones tecnológicas están 
tomadas en la plataforma. Todo lo relacionado con mensajería 
instantánea se tiene que contemplar desde cero. 
 
3. Patrones: el uso de patrones no es obligatorio pero sí muy 
recomendable en caso de detectar un problema con una solución ya 
desarrollada. 
 
4. Documentos de diseño: todas las ideas deben quedar plasmadas en 
estos documentos, que facilitarán el trabajo y la comprensión del código. 
 
 
2.2 Requisitos específicos 
 
A pesar de haber visto en apartados anteriores la lista de clientes ya existentes, 
nos encontramos en un caso de empresa que necesita un cliente adaptado a 
sus necesidades. Se puede concluir que de la experiencia adquirida con la 
actual plataforma, así como con sus usuarios se ha elaborado el listado de 
necesidades de esta aplicación. 
 
Las necesidades que la empresa expuso en un principio no son extrañas ni 
diferentes a las habituales, cualquier programa de los comentados podría 
cumplir (más o menos) con los requisitos, salvo por un tema de vital 
importancia: la herramienta debe implementarse dentro de la plataforma. 
Siguiendo el diseño gráfico y la tecnología implantada. 
 
Así pues, se podrá aprovechar algún servidor de mensajería ya existente pero 
el cliente deberá ser propio e integrable a la plataforma Linkcare. Por lo tanto, 
teniendo en cuenta que Linkcare es una herramienta web, la aplicación de 
mensajería deberá ser también vía web. 
 
La herramienta a diseñar debe guardar las conversaciones para posibles 
revisiones y auditorias. Todas las comunicaciones, así como el 
almacenamiento de datos han de cumplir una serie de protecciones sobre la 
identidad de los interlocutores y el contenido de las conversaciones.  
Concretamente hay que tener en cuenta dos aspectos, el primero por tratarse 
del ámbito médico, y el segundo por el tipo de datos que será necesario 
almacenar y tener acceso:   
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- El secreto profesional explicado en el “Código de Deontología Médica”: 
Especifica que dicho secreto (explicado en el artículo 16) debe 
extenderse no solo entre médicos sino también con sus colaboradores. 
Resulta especialmente interesante el artículo 19 dónde se hace 
referencia a los sistemas de informatización médica. 
 
- La conocida como ley de protección de datos, que podemos encontrar 
en la “Ley Orgánica 15/1999, de 13 de diciembre, de Protección de 
Datos de Carácter Personal”: en el artículo 8 se especifica el tratamiento 
especial que deben tener los datos de instituciones y centros sanitarios 
(independientemente de si se trata de centros públicos o privados). En el 
siguiente artículo, el 9, se encuentran los requisitos de seguridad que 
obliga a guardar los datos encriptados, entre otras medidas. En el 
artículo 12 se detalla el proceso a seguir para el acceso de terceros a los 
datos, e incluso la conveniencia de tener los servidores aislados del 
exterior como comentamos más adelante (2.4.2 Características del 
servidor) 
 
Es importante para los usuarios del sistema tener en cuenta la "presencia" de 
los demás participantes, pudiendo poner cada uno su estado respecto a los 
demás (si tiene disponibilidad para hablar), En el caso concreto de un entorno 
sanitario sería posible que un médico estuviera dentro de la plataforma 
Linkcare ateniendo a un paciente, en ese caso podría poner estado “no 
disponible” o implementar un estado “en consulta”.  
 
La gestión de contactos debe ser transparente para el usuario final, de éste 
modo cada usuario tendrá en su lista de contactos toda la lista de usuarios de 
la plataforma Linkcare, no pudiendo añadir ni borrar personas a su cuenta de 
mensajería. Con esto se pretende asegurar que todos los profesionales pueden 
contactar con todos los demás, sin tener que prestar atención a agregar o 
borrar personas de su lista. 
 
Al estar la mensajería implementada dentro de la plataforma Linkcare no hay 
necesidad de hacer login como herramienta por separado, se entra en el 
sistema de mensajería al conectarse a la plataforma, y se sale del mismo 
modo. Este punto añade comodidad para el uso del módulo de mensajería para 
los usuarios, además de cumplir con el hecho de ser sólo un módulo y no una 
herramienta a parte de la plataforma. 
 
La adición de usuarios se hará de modo transparente para el usuario final, así 
cuando un administrador de la plataforma Linkcare añada un nuevo usuario, la 
aplicación lo guardará también en la base de datos de mensajería instantánea. 
Por otro lado, en una primera versión no se contempla borrar usuarios. De este 
modo pueden guardarse todas las conversaciones que tuvieron mientras 
estaban dados de alta.  
Para evitar que un usuario eliminado de la plataforma, (pero no de la 
mensajería) no la pueda volver a usar, se hace control de usuario desde el 
login (se explica en detalle más adelante en el punto 4.2.2 Login).  
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2.3 Decisiones tecnológicas 
 
2.3.1 Servidor mensajería instantánea  
 
Para la parte del servidor de mensajería he elegido el protocolo XMPP, también 
conocido como Jabber, por sus ventajas, explicadas en las líneas que siguen, 
así como por ser gratuito. 
 
A continuación se muestra una lista de características interesantes del 
protocolo XMPP que hacen que utilizarlo sea más conveniente que incluso 
hacer un servidor propio. 
 
 
2.3.2 Características del servidor 
 
• Abierto y libre 
 
Todo el protocolo y códigos son accesibles para cualquiera que quiera verlos o 
trabajar con ellos.  
 
Es libre porque todo desarrollador que quiera modificar el código tiene permiso 
para hacerlo, cosa que puede ser muy interesante en un futuro para mejoras o 
ampliaciones. 
 
Gracias a esas dos características se podrá coger un servidor ya existente y 
modificarlo para que se adapte a las necesidades reales de Linkcare, sin 
necesidad de programar un servidor desde cero. 
 
 
• Extensible 
 
Como desarrolladores podemos instalar Jabber en los servidores del Hospital 
Clínico de Barcelona, siendo posible ampliar el servidor en caso de sobrecarga 
de información o trabajo, ésta característica lo hace tan extensible como sea 
necesario. 
Además podría diseñarse una red de servidores en diferentes hospitales que 
pudieran tener contacto entre ellos, siempre cumpliendo las respectivas 
normativas en materia de confidencialidad y seguridad. 
 
 
• Descentralizado 
 
La red de servidores Jabber consta de servidores oficiales y propios. Como se 
comenta en el anterior punto, cada uno puede instalar su propio servidor.  
 
Así pues podremos tener un nombre de dominio propio y a elegir (por ejemplo: 
usuario@linkcare.es, usuario@clinic.es). Y la redundancia que estimemos 
oportuna para evitar que la caída de un servidor afecte a todo el servicio. En 
cualquier caso al estar aislados del resto de servidores Jabber sus caídas no 
afectan al sistema. 
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• Seguro 
 
Retomando el punto de la descentralización, puede configurarse el servidor 
para tenerlo únicamente abierto dentro de la empresa u organización, sin ser 
necesario mandar los datos a un servidor desconocido desde el que sería fácil 
robar información. 
 
Además el protocolo establece el siguiente inicio de sesión: 
 
a) El usuario se identifica dando su nombre de usuario y pide al servidor por los 
sistemas de autencicación soportados. 
 
b) El servidor confirma que puede recibir la contraseña tanto en texto plano 
como una hash. 
 
c) El cliente debe decidir si envía la contraseña en plano. Si decide enviarla 
cifrada hará el resumen (hash) y la mandará. 
 
d) El servidor comprueba que la contraseña sea la correcta. Si todo está bien 
responde al cliente que puede continuar y este pide la lista de contactos. Si hay 
un error avisa al usuario de que no está autorizado a ver la información. 
 
A parte de los métodos ya explicados se recomienda utilizar cifrado SSL para 
asegurar la confidencialidad y tener constancia del certificado del servidor. El 
cifrado SSL no garantiza que todo el camino que recorre la información esté 
cifrado, pero si asegura el camino desde el cliente hasta el servidor. 
 
Como no necesita acceder al exterior si no es necesario y el servidor o 
servidores son propios de la empresa, todos los datos (usuarios, 
conversaciones, conexiones) se mantienen “bajo llave”. Asegurando no sólo la 
privacidad sino también evitando la pérdida de datos de cara a auditorías. 
 
 
2.3.3 Características del cliente 
 
El cliente será desarrollado íntegramente bajo las especificaciones iniciales 
obtenidas a partir de la actual plataforma Linkcare y de las necesidades de los 
usuarios finales (trabajadores del Hospital Clínic de Barcelona). 
 
Así pues se puede concretar que las características que debe cumplir el cliente 
de mensajería instantánea son: 
 
• Cumplir las normas de seguridad y confidencialidad. 
 
• Cumplir con las leyes de protección de datos. 
 
• Hacer “login” en la mensajería instantánea al entrar a la plataforma, no 
por separado. 
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• Tener como lista de contactos a todos los usuarios de Linkcare. Esto 
implica no poder añadir ni borrar usuarios, de eso se encarga la 
aplicación. 
 
• Poder mantener más de una conversación al mismo tiempo. 
 
• Guardar todas las conversaciones, sin excepción, en el servidor. 
 
• Disponer de distintos estados de usuario (también conocido como 
“presencia”) para poder avisar al resto de contactos la disponibilidad 
para hablar. 
 
 
2.3.4 Sincronía 
 
Es importante el estudio del funcionamiento de las páginas web para poder 
desarrollar un aplicativo que funcione sobre dicha tecnología, así pues se 
explica a continuación un tema importante y determinante para el diseño del 
programa de mensajería instantánea. 
Por diseño básico las aplicaciones web son todas síncronas. Funcionan de la 
siguiente manera: 
 
- El usuario interactúa con la interfaz web mostrada por el navegador. 
- El navegador realiza las peticiones que el usuario le indica al servidor. 
- El servidor responde a las peticiones del navegador generando y 
mandando una nueva presentación. 
- El navegador muestra al usuario el resultado de las acciones llevadas a 
cabo por el servidor. 
 
 
 
 
Fig. 2.1 Diagrama de funcionamiento de la web síncrona 
 
 
La idea de la web asíncrona es cambiar ese concepto, haciendo que el servidor 
sea el que comunique al navegador los cambios antes de que el cliente 
pregunte por ellos. 
 
 
Diseño  15 
 
 
Fig. 2.2 Diagrama de funcionamiento de la web asíncrona 
 
 
En el caso concreto de una aplicación de chat, como el título del trabajo indica, 
la comunicación ha de ser instantánea. Para mejorar el rendimiento debería 
desarrollarse bajo el modelo de web asíncrono, pero a continuación se expone 
la realidad hoy en día de este tipo de implementaciones. 
 
 
2.3.5 Implementaciones de web asincrónica 
 
2.3.5.1 Polling 
 
El método intuitivamente más sencillo y rápido de lograr el propósito 
mencionado es implementar un mecanismo de consulta constante (HTTP 
Polling). No se trata de una web asíncrona real. 
De este modo el cliente manda peticiones constantes, a intervalos de tiempo 
controlados, al servidor preguntando por novedades. 
 
Problemas del Polling: no existe un intervalo de consulta ideal. Podría definirse 
un intervalo demasiado alto y que la mayoría de las consultas del cliente sean 
en vano, sobresaturando innecesariamente la red. O por el contrario, definir un 
tiempo de espera alto y que las actualizaciones no se vean a tiempo real. El 
resultado sería algo como lo que se ve en la siguiente figura: 
 
 
 
 
Fig. 2.3 Mecanismo de Polling 
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2.3.5.2 Long Polling 
 
Existe otra solución para el problema, lo que se conoce como consulta larga o 
HTTP Long Polling.  
La idea en este caso es mandar una petición que bloquee el servidor en espera 
de la respuesta. Es un mecanismo muy eficiente pero a costa de la dificultad de 
desarrollo y peligro de bloquear la aplicación innecesariamente. 
 
 
 
 
Fig. 2.4 Mecanismo de Long Polling 
 
 
Hay que prestar atención a las consecuencias de retener al servidor en espera 
de una respuesta, ya que no es en absoluto trivial, a continuación se analiza 
brevemente los motivos por los que se debe tener cuidado a la hora de 
desarrollar un mecanismo de Long Polling. 
 
Teniendo en cuenta que los servlets necesitan un thread por petición, si los 
hilos quedan bloqueados se necesitará implementar uno por cliente. Se ve 
rápido como el servidor puede saturarse con relativa facilidad. Para evitar esto 
Java EE implementa el procesamiento de peticiones asíncronas (ARP por sus 
siglas en inglés Asynchronous Request Processing), pensado para manejar el 
mecanismo de Long Polling. 
Además existen servidores de aplicaciones con soluciones propias como 
Tomcat 6 Comet Processor, Jetty Continuations, WebSphere Asynchronous 
Request Dispatcher o Glassfish Grizzy Connector entre otros. Hoy en día no 
hay una solución estándar que implemente éste método, la diferencia entre 
utilizar un servidor u otro puede cambiar totalmente el diseño y el desarrollo de 
la sincronía. 
 
A parte de problemas con el servidor, el cliente debe adaptarse a este 
funcionamiento. Como se ha comentado en este mismo punto, el que gestiona 
las peticiones bloqueando al servidor es el cliente, así que en él recae mucha 
carga en cuanto a la lógica de programa. 
 
Diseño  17 
 
2.3.5.3 Resultado del estudio 
 
Como resultado del estudio que se acaba de exponer se concluye que la 
manera más eficiente de implementar una web asíncrona es el Long Polling, el 
problema es que no hay una solución estandarizada.  
Actualmente cualquiera de los mecanismos de Long Polling son propietarios, lo 
que hace que incluir cualquiera de ellos en un proyecto le quite flexibilidad y 
escalabilidad. 
 
Teniendo en cuenta el factor tiempo y dificultad de desarrollar un cliente con 
Long Polling junto con el hecho de que no sea una solución definitiva, en 
espera de un estándar, la decisión final ha sido optar por un Polling sencillo. 
 
 
2.4 Patrones 
 
El uso de patrones de diseño nace de la necesidad de mejorar la calidad del 
software partiendo de la experiencia previa existente. Lo que comúnmente se 
conoce como “no reinventar la rueda”. 
Para el correcto uso de patrones es necesario detectar bien el problema y 
saber encontrar el patrón que se adapta, ya que en el caso contrario el 
diseñador podría encontrarse con más problemas que soluciones por haber 
aplicado un mal patrón. 
 
 
2.4.1 Principios de diseño 
 
Los principios de diseño ayudan a evaluar la calidad del diseño del sistema. Así 
se podrá decir que un diseño tiene una buena calidad si se ajusta a dichos 
principios. 
 
Aquí se explican brevemente tres de ellos, en los que se ha tenido especial 
cuidado durante el diseño de este proyecto. 
 
 
2.4.1.1 Bajo acoplamiento 
 
El acoplamiento es la medida de dependencia entre elementos del sistema (por 
ejemplo clases). Nos interesa que el acoplamiento sea bajo para mantener el 
código sencillo de leer e interpretar. Si dos elementos se ven acoplados un 
cambio en uno de ellos puede cambiar todo el sistema, es más difícil depurar el 
código y reutilizar las clases se complica. 
 
 
2.4.1.2 Alta cohesión 
 
La cohesión es la medida de la relación que hay entre las responsabilidades de 
una misma clase. La idea es que una clase tenga un ámbito de trabajo 
18  TFC 
específico y sólo se encargue de él. Igual que el bajo acoplamiento, tener una 
alta cohesión ayudará a entender el código, reutilizar las clases y facilitará el 
mantenimiento. 
 
 
2.4.1.3 No repetición 
 
Como su nombre indica, hay que procurar que no haya responsabilidades ni 
informaciones repetidas en el código. Este principio ayuda especialmente para 
corregir errores, ya que una responsabilidad sólo se la puede encontrar en un 
sitio. En caso de tener un error en el programa, no hace falta más que localizar 
cual es la responsabilidad que falla y mirando en los documentos encontrar 
quién se encarga de llevarla a cabo. 
 
 
2.4.2 Patrones de arquitectura 
 
Son los que se usan al definir la arquitectura del sistema, así que hay que tener 
cuidado puesto que las decisiones tomadas aquí afectarán a todo el diseño y 
desarrollo. 
 
 
2.4.2.1 Modelo, vista y controlador 
 
Nace de la necesidad de separar los datos de la aplicación, la lógica de 
negocio y la interfaz de usuario en tres componentes diferentes.  
Haciendo se consigue independencia entre capas, haciendo que un cambio en 
una de ellas no afecte a las demás. Por ejemplo, si tenemos una aplicación 
web y el cliente quiere un cambio de tecnología para la presentación no hace 
falta modificar todo el proyecto, únicamente la vista. 
 
La estructura en tres capas: 
 
- Modelo: lugar dónde se implementa la lógica de negocio, encapsula el 
estado del sistema y se limita a la vista y su controlador, facilita las 
presentaciones complejas. Notifica a la vista los cambios en el estado 
del sistema.  
En el código se puede encontrar en el package “tfc.server”. 
 
- Vista: presenta los datos al usuario y recoge sus peticiones para ser 
enviadas posteriormente al controlador.  
El package “tfc.client” contiene todo el código correspondiente a la vista 
en el proyecto. 
 
- Controlador: responde a las acciones del usuario y las relaciona con los 
acontecimientos del sistema. Decide qué vista debe mostrarse al usuario 
e invoca cambios en el modelo. 
En el proyecto se encuentra en el package “tfc.struts”, que escucha las 
peticiones de la vista y las transmite al modelo, luego devuelve las 
respuestas. 
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Fig. 2.5 Patrón Modelo-Vista-Controlador 
 
 
En la figura 2.5 Patrón Modelo-Vista-Controlador se puede ver gráficamente el 
funcionamiento y la interacción entre las distintas capas que se han explicado. 
Las líneas discontinuas simbolizan uniones indirectas como podría ser 
mediante el uso de algún otro patrón (como el Observer). Las líneas continuas 
sin embargo representan las asociaciones directas entre capas. 
 
Aplicando el patrón modelo-vista-controlador se consigue alta cohesión, ya que 
las responsabilidades están delimitadas. El desarrollador puede ser 
especialista en un área de trabajo, ayudando a repartir la carga del proyecto. 
Se pueden hacer modificaciones en cualquier capa sin afectar a las otras. 
 
 
2.4.3 Patrones de diseño 
 
Se utilizan para solucionar problemas concretos, que no afectan a todo el 
sistema, sólo a partes especificas.  
Los patrones utilizados en la realización de éste proyecto han sido:  
 
 
2.4.3.1 Singleton 
 
Permite asegurar una única instancia de una clase determinada en todo el 
sistema. Para implementarlo hay que limitar los constructores para que no sean 
accesibles desde fuera, así la misma clase se asegura de llamar a su 
constructor, sólo si no hay una instancia creada anteriormente.  
En el caso concreto del proyecto de mensajería, el Singleton está 
implementado en la clase “Singleton” del package “tfc.server”, que se llama 
desde la clase contenedora de la lógica de negocio (clase “ChatBot” del mismo 
package).  
 
 
2.4.3.2 Iterador (Iterator) 
 
Creado para evitar exponer la estructura interna de los datos almacenados. La 
clase Iterador deberá conocer la estructura y el modo de recorrerla. 
Proporciona una interfaz independiente con operaciones genéricas 
(clásicamente reset(), next(), hasNext(), entre otras).  
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En el trabajo se utiliza en varios puntos, uno de ellos en el método 
“haveWindow” de la clase “ChatBot” del package “tfc.server”.  
Gracias a este patrón de diseño el desarrollador no tiene que perder el tiempo 
implementando a mano todo el mecanismo de recorrido de una estructura. 
 
 
2.4.3.3  Fachada (Facade) 
 
Se utiliza en sistemas estructurados en capas, en nuestro caso siguiendo el 
patrón modelo-vista-controlador. Con él se reduce el acoplamiento entre 
subsistemas, ofreciendo un único punto de entrada a cada subsistema, 
facilitando la unión de las capas. 
El ejemplo más claro de este patrón en este proyecto es la clase Struts en su 
totalidad, haciendo de capa intermedia entre la vista y el modelo. 
 
 
2.5 Documentos de diseño 
 
2.5.1 Casos de uso 
 
A continuación se exponen brevemente los casos de uso que se tendrán en 
cuenta para el diseño y posterior desarrollo del cliente de mensajería (están en 
detalle en el Anexo C. Casos de uso).  
 
 
 
 
Fig. 2.6 Diagrama de casos de uso 
 
 
2.5.1.1 Login: 
 
Posiblemente el caso de uso más común en todas las aplicaciones software. 
Es el primer caso de uso y prácticamente todos los siguientes necesitan como 
prerrequisito pasar por él. Explica cómo entrar en la aplicación teniendo una 
cuenta previamente creada. 
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El único caso de uso que es relativamente independiente del login a la 
aplicación es el de crear un usuario nuevo como se verá a continuación. 
 
 
2.5.1.2 Crear nuevo usuario: 
 
Es el único caso de uso en que el único actor es externo, no debe ser 
necesariamente un usuario del sistema de mensajería instantánea, sólo se 
necesita que tenga permisos de administrador en la plataforma Linkcare.  
Los usuarios de mensajería se crean de manera transparente al administrador 
a la vez que los añade a la plataforma, de tal modo que no es necesario que 
los agregue un usuario de mensajería instantánea, aunque a la larga todos los 
usuarios de la plataforma Linkcare lo serán. 
 
 
2.5.1.3 Cambiar estado: 
 
Se ha visto la importancia que tiene el estado de presencia en la mensajería 
instantánea en puntos anteriores del trabajo, sirve para comunicar a todos los 
demás, el estado del usuario en cada momento. Este caso de uso muestra 
paso a paso cómo ve el cliente el proceso de cambio de estado, desde el punto 
de vista del usuario que lo cambia. Para los demás usuarios simplemente 
aparece el nuevo estado al lado del nombre del contacto que lo ha cambiado. 
 
 
2.5.1.4 Iniciar conversación: 
 
El caso de uso principal de la aplicación, es el sentido de todo lo demás. Al fin y 
al cabo todo el proceso se está siguiendo para conseguir comunicar personas 
mediante mensajes de texto intercambiados inmediatamente que formen 
conversaciones.  
Mantener una conversación es sencillo, solo hace falta que cada uno escriba y 
mande lo que quiere decir, pero iniciarla tiene más matices, estos matices 
están expuestos en el caso de uso. 
 
 
2.5.1.5 Mandar mensaje:  
 
Para que los usuarios puedan mantener una conversación uno tiene que 
escribir un mensaje y el otro debe leerlo, responder y así sucesivamente. El 
funcionamiento de mandar los mensajes se ven en este caso de uso, donde 
uno de los usuarios escribe en el lugar indicado para ello, manda el mensaje y 
al otro le llega el mensaje. 
 
 
2.5.2 Modelo de diseño 
 
El modelo de diseño es el encargado de representar todas las clases que van a 
ser implementadas durante el proceso de desarrollo de la aplicación. Ha de 
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tener en cuenta el lenguaje de programación elegido. Contiene todas las 
clases, con sus respectivos atributos y métodos, para poder sacar más 
adelante las relaciones entre ellas. 
 
A pesar de mostrar las clases resultantes del estudio de las necesidades del 
cliente de mensajería instantánea por separado (cliente y servidor), en ambos 
casos se ha utilizado una clase de variables, con el fin de hacer fácilmente 
adaptable a nuevas necesidades o sistemas. De este modo, si por ejemplo el 
cliente pidiera un mayor tiempo de Polling se podría modificar desde la clase 
“VarsClient”, para el servidor existe la clase “Vars”. 
 
A continuación se expone brevemente la función de cada clase así como sus 
métodos y atributos. 
 
 
2.5.2.1 Servidor 
 
Las clases a implementar en el lado del servidor se apoyan en las ya existentes 
en el protocolo XMPP, algunas heredando, implementando o únicamente 
tomándolas como referencia, de este modo quedan: 
 
 
 
 
Fig. 2.7 Relaciones entre clases 
 
 
- User: 
 
Consta de un atributo connex que almacena el objeto que retorna el 
servidor XMPP identificando al usuario, la conexión concreta que se ha 
establecido y otros parámetros de interés. Además de una lista de 
objetos Chat que guardan los datos exactos de cada conversación que 
el usuario tiene con alguno de sus contactos.  
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Desde ésta clase también se mantiene la lista de ventanas de 
conversación abiertas y la lista de mensajes que los contactos le han 
dejado al usuario y aún no han sido mostrados por el cliente. 
 
En cuanto a métodos, esta clase tiene los getters y setters, el 
constructor y un método llamado createChat, que como su nombre 
indica se llama a la hora de crear una conversación nueva con un 
contacto. 
 
El constructor crea una conexión contra el servidor Jabber, una nueva 
lista de conversaciones y crea una instancia de BotManagerListener 
explicado un poco más adelante en este mismo punto. 
  
- Singleton 
 
Clase según el patrón de mismo nombre (Singleton), se utiliza para 
mantener una lista única de usuarios conectados al sistema de 
mensajería instantánea. 
Gracias al uso del patrón se simplifica notablemente el diseño y 
desarrollo de la persistencia de usuarios.  
 
- MessageListenerIM 
 
Tiene un solo atributo, un objeto user (cuya clase se ha explicado 
anteriormente en este punto). 
Como métodos implementa el constructor, que es el encargado 
únicamente de asignar el valor del objeto user que se le pasa como 
parámetro al constructor al atributo propio.  
El otro método es el “processMessage” al que se le passa un objeto chat 
y uno message, en él se especifican los pasos a dar cuando entra un 
nuevo mensaje de parte del interlocutor. La actuación a seguir cuando 
eso pasa consiste simplemente en guardar el mensaje entrante en la 
lista de mensajes pendientes del usuario (objeto user) correspondiente 
al interlocutor en concreto. 
 
- ChatBot 
 
Es la clase raíz del servidor, contiene la lógica de negocio y se comunica 
con todas las demás. 
Tiene tres atributos: la conexión, que igual que en la clase User es una 
instancia del objeto XMPPConnection entregado por el servidor Jabber. 
El segundo atributo es la presencia, objeto del tipo Presence (también 
heredado del protocolo XMPP) dónde almacenar el estado de presencia 
del usuario. El tercer y último atributo es un webSession, que es el mapa 
de la conexión que devuelve el método:  
 
 
 
ActionContext.getContext().getSession(); 
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Métodos tiene, a parte de los getters y setters de los atributos 
explicados, una lista que sirve para gestionar la lógica. 
 
startNew(String login, String password) es el encargado de iniciar una 
nueva conexión con el servidor Jabber, guardar la sesión y almacenarlo 
todo en un objeto User que se almacenará en el Singleton del programa. 
 
obtainUser() permite en cualquier momento acceder a los datos de 
usuario guardados en el Singleton en el método startNew(), partiendo de 
la información de conexión se puede acceder al usuario concreto. 
 
newChat(String interlocutor) como su nombre indica es el método 
gracias al cual el usuario inicia conversaciones con el interlocutor 
seleccionado. 
 
sendMessageTo(String interlocutor, String message) pasando como 
parámetro el interlocutor al que se quiere mandar el mensaje y el propio 
mensaje a enviar el método se encarga de hacer llegar el mensaje al 
servidor Jabber. 
 
receiveMessageFrom(String interlocutor) al contrario que el anterior, 
este método permite al usuario pedir la lista de mensajes acumulados de 
cierto interlocutor, pasado por parámetro. Accede a la lista de mensajes 
almacenada en el objeto User la lee y borra los datos una vez mostrados 
al usuario. 
 
haveWindow() busca en la lista de ventanas abiertas del objeto User, en 
caso de que haya alguna conversación pendiente de ser mostrada al 
usuario se devuelve a través de este método y se le abre en la interfaz 
de usuario. 
 
addUserWindow(String interlocutor) en el caso de abrir desde el usuario 
una conversación con algún interlocutor, esa información deberá quedar 
almacenada, para asegurar que no se vuelve a abrir una segunda 
ventana para dicho interlocutor. Para eso nace esta función, que guarda 
en la lista de ventanas abiertas del usuario una más. 
 
removeUserWindow(String interlocutor) justo al contrario que el anterior 
punto. Al cerrar una conversación también deberá guardarse el evento, 
así si el interlocutor vuelve a contactar con el usuario se le abrirá de 
nuevo la ventana, ya que el programa “sabe” que no tienen ninguna 
ventana de conversación abierta. 
 
getLocalRoster() se encarga de preguntar al servidor Jabber acerca de 
la lista de contactos del usuario, para poder tener todos los contactos a 
los que tiene subscritos y sus presencias. 
 
setPresence(String presence) este es el método que se llama para 
cambiar el propio estado de presencia del usuario, por ejemplo para 
pasar de Online a No disponible. El cambio no sólo debe hacerse a nivel 
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local, también se tiene que notificar al servidor Jabber para que los 
contactos del usuario, al mirar las presencias de los usuarios vean que 
ésta ha cambiado.    
 
- BotManagerListener 
 
Implementa la clase ChatManagerListener ofrecida por la librería smack 
de Jabber. 
El único atributo que tiene es un objeto User, que se le pasa a través del 
constructor. 
Método, a parte del citado constructor, tiene uno, llamado 
chatCreated(Chat chat, boolean local), a través del cual se definen las 
acciones a realizar justo al crearse una nueva conversación. A parte del 
objeto chat éste método también conoce si se ha creado desde el 
usuario o desde el interlocutor, dependiendo de lo cual hará unas 
acciones u otras. Concretamente llama al objeto User y desde ahí a la 
clase MessageListenerIM, explicada anteriormente. Con esto toda 
conversación tendrá una operativa nada más crearse. 
 
 
2.5.2.2 Cliente 
 
Todo el desarrollo del cliente estará hecho en GWT-Extjs, lo que lleva a un 
diseño adaptado para las clases javascript, ligeramente diferentes a las que 
podrían desarrollarse con Java. A pesar de utilizar programación orientada a 
objetos no se realiza del mismo modo que en Java o C++. 
 
Al contrario que en el caso del servidor, que utiliza clases ya existentes en 
Jabber, para el diseño y posterior desarrollo del cliente no hay un protocolo 
existente, así que todas las clases son auto-contenidas y como resultado 
queda: 
 
- ImWithGwt 
 
Pantalla principal del cliente web. Se abre tras clicar sobre el botón 
“Abre ventana” y consta de dos regiones diferenciadas. La primera y 
más importante es la lista de contactos, donde aparecerá toda la lista de 
usuarios así como su nombre y su presencia La segunda es un combo 
para seleccionar la presencia propia y que el usuario pueda cambiar así 
en cualquier momento su estado de presencia de cara a sus contactos. 
 
Al abrirse ésta ventana se arranca el Timmer que llevará a cabo las 
peticiones constantes para comprobar si ha habido cambios en la lista 
de contactos y si hay conversaciones pendientes de abrir con algún 
interlocutor. 
 
La parrilla de contactos implementa un método específico que recoge el 
evento al hacer doble clic sobre un elemento, en este caso un contacto. 
Concretamente al seleccionarse mediante doble clic un contacto se abre 
una ventana de conversación, explicada a continuación. Tiene dos 
26  TFC 
limitaciones: que se pueda abrir más de una conversación a la vez y que 
no pueda abrirse más de una conversación con un mismo usuario. 
 
- ChatWindow 
 
Ventana de conversación con un interlocutor específico, seleccionado de 
la parrilla de contactos o porqué el mismo interlocutor ha abierto 
conversación con el usuario. 
Tiene dos paneles, uno donde se van escribiendo los mensajes tanto del 
usuario local como del interlocutor, y otro que permite al usuario escribir 
un mensaje nuevo y mandarlo al interlocutor. 
El botón de mandar mensaje, así como la tecla Intro en el panel de 
escritura mandan el mensaje escrito al servidor y lo borran de ahí. 
Además de “printarlo” en el panel superior, donde está la lista de 
mensajes intercambiados. 
Al abrir la ventana se da la orden al servidor de iniciar una nueva 
conversación con el interlocutor, y en el mismo momento se inicia el 
Timmer para la comprobación periódica de nuevos mensajes por parte 
del usuario con el que se mantiene la conversación. Cuando se cierra la 
ventana todo lo contrario, se para el Timmer y se avisa al servidor de 
que se ha terminado la conversación para que haga lo pertinente. 
 
- Conexión 
 
Tanto esta clase como la siguiente sirven de apoyo para el desarrollo en 
GWT-Extjs. Con la clase Conexión se puede en cualquier momento 
mandar o pedir mensajes del servidor con sólo una línea de código. 
Implementa una llamada utilizando el método GET a la URL que se le 
pasa por parámetro, podría en cualquier momento cambiarse por un 
método POST, pero no se ha considerado necesario en la fase beta de 
la aplicación. 
 
- ConnectionResponse 
 
Clase que define el tratamiento que debe dársele a la respuesta recibida 
por parte del servidor ante una petición hecha mediante la clase 
Conexión. Conexión y ConnectionResponse deben ir siempre juntas, 
puesto que una no tiene sentido sin la otra. Al hacer una llamada debe 
definirse la actuación ante la respuesta, y no se puede definir una 
respuesta si no va relacionada con una llamada. 
La respuesta para todas las llamadas pasa por esta clase que la verifica 
y actúa según lo indicado. 
 
- Login 
 
Módulo pequeño y para realizar las pruebas, que será substituido más 
adelante por un login dentro de la misma plataforma Linkcare.  
Es una ventana simple con campo para el login y el password y un botón 
para enviar la información.  
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2.5.2.3 Controlador 
 
En este apartado se explica la relación entre el servidor y el cliente que se han 
estado viendo en los puntos anteriores. La unión entre vista y modelo se 
realizará utilizando Struts2, pero los motivos de la elección se verán más 
adelante. 
La clase ChatStruts implementada en el package “tfc.struts” únicamente 
comunica las llamadas recibidas desde el cliente (Vista) con los métodos 
implementados en el servidor (Modelo). Y devuelve las respuestas si eso fuera 
necesario. 
En el mismo package se puede encontrar un fichero xml llamado tfc.struts.xml 
que hace la redirección de las llamadas entrantes desde la vista hacia el 
controlador (ChatStruts), así en ese fichero deben ir incluidas las relaciones 
llamada-método. 
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Capítulo 3 Desarrollo 
 
3.1 Introducción al desarrollo 
 
Dado que el servidor ya está desarrollado y en un principio no es necesario 
modificarlo, la fase de desarrollo se centrará en el cliente. 
 
El cliente ha de cumplir una serie de especificaciones marcadas por el Hospital 
Clínico de Barcelona y ser integrable con la plataforma Linkcare. Las 
especificaciones se han comentado en el capítulo 2.3.3 Características del 
cliente de este mismo trabajo. 
 
El desarrollo de la aplicación de mensajería instantánea se realizará a través 
de 3 fases diferentes: 
 
1. Conocimiento del entorno: para lograr que la aplicación sea compatible 
con la plataforma Linkcare (donde queremos integrarla), será necesario 
conocer el entorno en el que se encuentra actualmente ésta. 
 
2. Entorno de trabajo: además del entorno analizado en el primer punto del 
desarrollo también debemos montar y preparar todo el entorno de 
programación para empezar a hacer el cliente. 
 
3. Desarrollo cliente: con el conocimiento adquirido y el entorno preparado 
ya se puede empezar a desarrollar el cliente en sí. 
 
 
3.2 Conocimiento del entorno 
 
Tal como ya se había comentado, para poder realizar un correcto desarrollo y 
posterior integración con la plataforma Linkcare, ya existente, es necesario un 
estudio en profundidad de las tecnologías en las que se basa. A continuación 
hay un pequeño resumen de sus características más importantes, para ver las 
tecnologías en detalle ver referencias bibliográficas de este mismo trabajo. 
Entre otras cosas este pequeño estudio formará las bases para la decisión de 
tecnologías usadas para el desarrollo e integración. 
 
 
3.2.1 Java EE 
 
Se trata de una plataforma de programación que define un estándar para el 
desarrollo y ejecución de aplicaciones empresariales en lenguaje de 
programación Java. Parte de una programación multicapa, basa sus programas 
en componentes modulares estandarizados.  
Gracias a tener módulos estandarizados permite al programador centrarse más 
en la lógica de negocio que en los detalles de baja programación.  
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Dentro de Java EE se puede encontrar APIs como JDBC, e-mail, XML, entre 
otras, todo con el fin de ayudar a simplificar la tarea de comunicar todos estos 
elementos durante el desarrollo de las aplicaciones. 
Estos módulos ofrecen un conjunto de servicios y manejan muchas de las 
funciones de la aplicación de forma automática. 
 
Utilizando Java EE para la programación tanto en el proyecto de la plataforma 
Linkcare como, en este caso, de la mensajería instantánea obtenemos una 
potente ayuda que ahorra mucho tiempo de programación a bajo nivel y ofrece 
más tiempo para pensar en los detalles de negocio y concepto. 
 
 
3.2.2 Struts 2 
 
Framework de desarrollo web en Java. Basa su código en WebWork (otro 
framework con el mismo propósito). Se trata de software libre y es compatible 
con todas las plataformas desarrolladas bajo Java Enterprise. 
Tiene como origen el patrón MVC (Modelo-Vista-Controlador) explicado en otro 
el punto “2.4.2 Patrones de arquitectura” de éste mismo trabajo. 
 
Las equivalencias e interactuaciones son estas: 
 
- Modelo: Los datos y las reglas con las que operan equivaldrían a las 
acciones en Struts 2 (actions) 
 
- Vista: Struts 2 ofrece a la vista los resultados de las acciones del 
modelo. 
 
- Controlador: el controlador se encarga de unir el modelo y la vista, en 
Struts 2 se implementa utilizando el filtro “FilterDispatcher”. 
 
Para simplificar se puede entender Struts 2 como una mejora sustancial de los 
JSP y los servlets, puesto que los implementa pero de un modo mucho más 
intuitivo y transparente para el desarrollador. 
El mismo proceso pero de un modo más “rudimentario” es utilizando JSP para 
la vista, servlets para el controlador y POJOs para el modelo, teniendo que 
controlar sus interacciones. 
 
Struts 2 obtiene los parámetros de las peticiones de la vista, busca la acción 
que debe realizar el modelo (del otro modo deberíamos buscar el servlet 
concreto), proporciona los datos y se encarga hasta el final de devolver el 
resultado de nuevo a la vista. 
 
 
3.2.3 Jboss 
 
Servidor de aplicaciones (software que tiene como misión ejecutar las 
aplicaciones Java en el servidor y dar respuesta a las peticiones realizadas por 
el cliente) desarrollado en su totalidad en Java, es un proyecto de código 
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abierto, preparado y certificado para J2EE, que como se ha comentado 
anteriormente se utiliza para el desarrollo de la plataforma Linkcare. 
 
Al ser un producto libre puede descargarse, utilizarse e incluso distribuirse sin 
problemas con la licencia. Probablemente esa característica la ha hecho una 
de las plataformas middleware (software encargado de conectar componentes 
o aplicaciones para que intercambien datos entre ellos, suele usarse en 
aplicaciones distribuidas) más utilizadas por los desarrolladores y grandes 
empresas. 
 
 
3.2.4 GWT-ExtJS y ExtJS 
 
ExtJS es una librería JavaScript ligera para el desarrollo de páginas web 
dinámicas. Se basa en las tecnologías AJAX, DHTML y DOM. 
Ofrece muchos componentes de interfaz de usuario adaptables a las 
necesidades y mucha documentación, ambas cosas ofrecen ventajas sobre el 
código JavaScript puro. 
 
GWT por su parte es un framework desarrollado por Google para aplicaciones 
dinámicas. Utilizado para aplicaciones como Gmail o Google Maps entre otros, 
tiene mucha variedad de componentes y al ser para desarrollo en Java es 
sencillo de utilizar.  
La idea de GWT es poder desarrollar en Java y él solo lo traduce a JavaScript 
ahorrando tiempo y esfuerzos a los programadores. La traducción se realiza al 
compilar el proyecto. 
 
Gwt-ExtJS es una mezcla de los anteriores, desarrollado casi en su totalidad 
por Sanjiv Jivan, quedó estancado en 2006 por problemas de licencias con Ext-
JS. Al privatizarse la licencia de Ext-JS su principal desarrollador no pudo 
avanzar y empezó a migrar todo el proyecto al actual SmartGwt.  
Empezar un proyecto desarrollándolo con SmartGwt ahora mismo mucha gente 
lo considera arriesgado puesto que no tiene todavía demasiado rodaje como 
para asegurar su correcto funcionamiento y soporte de los desarrolladores. 
 
 
3.2.5 Hibernate 
 
Se encarga de lo que se conoce como capa de persistencia objeto-relacional. 
Está disponible para Java o para .Net (este último conocido como NHibernate), 
bajo licencia open source. Funciona con bases de datos Oracle, MySql, DB2, 
etc. 
 
Hibernate permite diseñar objetos persistentes y facilita el mapeo de atributos 
en una base de datos soportada. Lo consigue gracias a archivos XML dónde se 
especifican las relaciones entre la base de datos y el modelo de objetos de la 
aplicación en concreto. La finalidad de Hibernate es conseguir la correcta 
coexistencia de los objetos contenidos en memoria y los guardados en base de 
datos. 
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Concretamente se encarga de generar las sentencias Sql necesarias para la 
conversación aplicación-base de datos. 
 
 
3.3 Entorno de trabajo   
 
Para empezar a desarrollar el cliente lo primero que se debe hacer es preparar 
el entorno sobre el que trabajar, tanto el entorno de programación como el 
servidor Jabber. 
 
El servidor Jabber se ha instalado sobre el mismo PC de desarrollo, en un 
Windows XP, finalmente tendrá que instalarse en un Windows 2003 server, que 
a efectos prácticos hará la misma función.  
 
Para poder hacer todas las pruebas, también ha sido necesario instalar un 
servidor de aplicaciones, en este caso Tomcat. A pesar de que la plataforma 
Linkcare utiliza Jboss (como se ha comentado anteriormente en el punto 3.2. 
Conocimiento del entorno). Tomcat resulta más sencillo de gestionar y de 
instalar y suele ser el servidor de aplicaciones incluido en Jboss. 
 
Para el desarrollo se ha instalado el entorno de programación integrado de 
código abierto Eclipse Java EE IDE for Web Developers. Nos decantamos por 
esta opción por ser gratuita y por las múltiples ventajas que ofrece, entre otras: 
compilación en tiempo real, asistentes para la creación de proyectos, 
refactorización y un entorno de depuración muy completo. 
Además tiene una lista de plugins disponibles extensa, en este caso se ha 
utilizado, por ejemplo, el plugin de Subversion que permite tener un control de 
versiones, además de una copia de seguridad.  
 
Añadiendo como servidor de aplicaciones interno del Eclise, éste da la 
posibilidad de ejecutar cualquier proyecto abierto dentro del mismo Eclipse 
sobre Tomcat en cualquier momento sin tener que salir del mismo entorno de 
trabajo. 
 
El proyecto se empieza con el asistente de Eclipse de proyecto web, así el 
propio Eclipse monta la organización necesaria para ejecutarlo y compilarlo 
como proyecto web. Posteriormente se añade Struts2, para ello sólo se 
necesita vincular las librerías de Struts2 al proyecto recién creado. 
Configurando el .xml que se crea automáticamente se consigue que todas las 
llamadas desde el entorno gráfico pasen por aquí para ser redirigidas a sus 
respectivas clases. 
 
El intercambio de información entre servidor y cliente se hace utilizando 
notación Json, ya que es la estructura de datos utilizada por JavaScript. Para 
generar la estructura Json partiendo, por ejemplo de un String (o cualquier tipo 
de datos de Java) se puede utilizar cualquiera de los plugins disponibles, a 
pesar de haber probado un plugin “json” al final la decisión definitiva es utilizar 
la librería google-Gson, decisión basada especialmente en la facilidad de uso, 
así como la concordancia con el proyecto web que se desarrolla con el 
framework GoogleWebToolkit. 
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3.4 Desarrollo cliente 
 
3.4.1 Primera versión (Prototipo) 
 
Antes de empezar a programar el cliente definitivo se hizo un pequeño 
prototipo. El motivo principal es poder mostrarlo al cliente y que sea éste el que 
corrija los pequeños errores que se han podido cometer durante el diseño, 
especialmente por la parte gráfica. Una de las ventajas de trabajar en el 
entorno del cliente es precisamente evitar los fallos de comunicación entre 
cliente y diseñador/desarrollador. Es habitual que haya malos entendidos o 
confusiones, en este caso evitadas gracias al prototipo. 
 
Como prototipo se ha realizado un cliente sencillo, con el que se puede 
mantener una sola conversación al mismo tiempo. 
 
En la versión definitiva ha de haber la posibilidad de hablar con múltiples 
usuarios al mismo tiempo, cambiar el estado personal, abrir y cerrar 
conversaciones y que éstas estén actualizadas. 
 
Para la primera versión se ha utilizado EXT-JS para el desarrollo del cliente, 
Struts 2 para la comunicación con el servidor y Tomcat 5.5 como servidor de 
aplicaciones. 
 
Haber hecho todo el código del cliente en EXT-JS ha permitido conocer en 
profundidad la tecnología en la que después se basaron para hacer GWT-Ext y 
así resulta más sencillo cambiar el código. El conocimiento concreto de una 
librería JavaScript como es EXT-JS abre puertas de desarrollo y permite tener 
una visión más general para decidir la tecnología final. 
 
 
3.4.2 Versión definitiva 
 
La versión final del cliente está hecha con la misma tecnología que el resto de 
la plataforma, para ser integrada como un módulo más, ya que este era uno de 
los primeros requisitos del proyecto. 
Así pues respecto a la versión previa (el prototipo) el cambio más importante 
tecnológicamente es el lenguaje de programación de la vista, que ha pasado de 
ser EXT-JS a GWT-Extjs. 
 
Tras la migración del cliente y gracias a la organización Modelo-Vista-
Controlador, sólo ha hecho falta cambiar la vista y continuar con la lógica de 
negocio y las llamadas de la versión prototipo. En este paso concreto se 
demuestra la utilidad de los patrones y la separación por capas. 
 
En la versión definitiva se han cumplido los requisitos mínimos comentados al 
inicio del trabajo. Puede cambiarse la presencia en cualquier momento, el 
sistema avisa de los cambios de presencia de los contactos. Además toda la 
gestión de conversación funciona correctamente, se puede mantener más de 
una conversación al mismo tiempo, y si el que inicia la charla es el interlocutor 
el sistema avisa al cliente de que le están hablando. 
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En el apartado de futuras líneas de trabajo se verá cómo podría mejorarse el 
cliente de mensajería, por ejemplo toda la gestión de Polling en lugar de usar 
un modelo como el Comet. 
 
 
3.5 Pantallas cliente 
 
El cliente de mensajería instantánea consta, en resumen, de dos pantallas y el 
botón de entrada. Antes de la integración además tiene una ventana para hacer 
el login, que más tarde se hará desde dentro del código. 
 
A continuación se muestran las pantallas antes de la integración con la 
plataforma Linkcare, el cambio importante es la presencia de la pantalla de 
Login y del botón para acceder a dicha pantalla. 
 
Lo primero que se encuentra un usuario al intentar acceder al sistema de 
mensajería es un botón que le permite abrir la ventana principal. Éste botón 
debe estar integrado en la plataforma, en el apartado “Mensajería instantánea” 
del menú de la izquierda de la plataforma Linkcare. 
 
 
 
 
Fig. 3.1 Botón de entrada a la herramienta de mensajería instantánea 
 
 
Pantalla de login, se trata, tal como se ha dicho, de una pantalla temporal 
utilizada durante el desarrollo de la aplicación. Está formada por dos campos 
de texto, uno para el nombre de usuario y otro para la contraseña, que 
enmascara tras asteriscos los datos introducidos, y un botón usado para 
mandar los datos. 
 
 
 
 
Fig. 3.2 Pantalla temporal de login 
 
 
Una vez hecho el login, sale automáticamente la lista de contactos del usuario. 
En este caso concreto aparece la lista de usuarios de la plataforma Linkcare, 
junto con sus “estados de presencia”. En la pantalla que se muestra a 
continuación se pueden ver unos cuantos usuarios de prueba, todos 
desconectados. No se adjunta la imagen con los usuarios definitivos por 
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tamaño y sobre todo para mantener la confidencialidad de los datos internos de 
la plataforma Linkcare. 
 
 
 
 
Fig. 3.3 Pantalla con la parrilla de usuarios 
 
 
A diferencia de la anterior figura, en la siguiente se ve un usuario con un estado 
diferente a “no_conectado”, Por defecto cuando un usuario inicia sesión en el 
módulo de mensajería instantánea aparece ante sus contactos como 
“disponible”. En la imagen adjunta se ve a un usuario (qw2@linkcare) con un 
estado distinto al estado por defecto, en este caso “no_disponible”. 
 
 
 
 
Fig. 3.4 Aviso del estado de presencia de un contacto 
 
La gestión propia de la presencia, que era otro de los requisitos de partida, se 
controla a través del combo de la parte inferior de la pantalla dónde se ve la 
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lista de los contactos. En cualquier momento el usuario puede cambiar su 
presencia seleccionando una de las posibilidades del combo. 
 
 
 
Fig. 3.5 Lista de estados de presencia 
 
Una vez dentro del programa y viendo a los contactos conectados en ese 
momento, el usuario podrá iniciar una conversación con cualquiera de ellos y a 
él se le abrirá una ventana de conversación avisándole de la invitación a 
entablar conversación.  
A continuación se ve una pantalla de conversación, abierta por el usuario 
qw1@linkcare con el interlocutor qw2@linkcare.  
 
 
 
 
Fig. 3.6 Ventana de conversación 
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3.6 Tiempo de Polling 
 
Se ha comentado durante el presente trabajo que a falta de una tecnología 
estándar para conseguir webs asíncronas se ha tenido que optar por el Polling.  
 
La definición de los tiempos de Polling utilizados durante el desarrollo de la 
aplicación tiene muchos matices, pero a pesar de todo siempre teniendo en 
cuenta que se espera en un futuro próximo poder desarrollar un sistema como 
Comet (explicado brevemente en el apartado 2.3.5. Implementaciones de web 
asincrónica). 
 
Por las características del cliente de mensajería instantánea deben 
establecerse dos tiempos diferentes de refresco.  
 
1 – El tiempo que marca la cadencia con la que se recarga la lista de 
contactos. Es necesario ir actualizando la lista para ver los cambios de 
estado y de conexión/desconexión de los usuarios. Éste mismo tiempo 
se utiliza para comprobar si hay conversaciones nuevas abiertas por un 
contacto, por ejemplo, el usuario A puede estar hablando con B, pero C 
le abre una ventana de conversación. Para que el sistema abra esa 
ventana se comprueba cada cierto tiempo (tiempo de Polling) si hay 
nuevas conversaciones abiertas con A. 
 
2 – El otro tiempo característico es el encargado de la cadencia para 
revisar si hay nuevos mensajes en cada una de las ventanas de 
conversación abiertas por un usuario. En el ejemplo de antes, con A 
hablando con B y C, para cada uno de ellos (B y C) A tendrá que 
preguntar al servidor si han escrito algo nuevo. 
 
Analizando un poco el funcionamiento de los clientes existentes de mensajería 
instantánea se puede ver que no es crítico no tener una lista de contactos 
actualizada al segundo, sin embargo mientras se mantiene una conversación sí 
que se necesita cierta periodicidad a la hora de leer los mensajes.  
Así pues es importante que el tiempo de Polling del caso 2 (en una 
conversación) sea más corto (es decir, que refresque más a menudo) que en el 
caso 1. 
 
En las siguientes capturas se puede ver el tamaño de los diferentes paquetes 
que se intercambian durante los tiempos de Polling, y con ello hacer una 
estimación para no sobrecargar la red. 
A pesar de todo, la última palabra la tendrán los usuarios que con su 
experiencia demanden mayor o menor tiempo de refresco. 
 
La primera de las imágenes es la de un paquete demandante del refresco de la 
lista de contactos. Únicamente pide información al servidor acerca de los 
contactos conectados, desconectados y sus estados de presencia. 
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Fig. 3.7 Paquete petición de refresco de la lista de contactos 
 
 
Como se puede observar el tamaño son 765 bytes, medida que se usará más 
adelante para el cálculo del tiempo de Polling del caso 1. 
 
A continuación la captura del paquete respuesta al anterior, el que lleva la lista 
de los contactos y sus características. 
 
 
 
 
Fig. 3.8 Paquete respuesta de refresco de la lista de contactos 
 
 
Se muestran ahora las capturas de comprobación de conversaciones nuevas 
existentes, tanto la petición como la respuesta, en este caso negativa. En caso 
de una respuesta positiva el tamaño del paquete no es mucho mayor puesto 
que sólo se indica el nombre del interlocutor en texto plano. 
 
 
 
 
Fig. 3.9 Paquete petición de conversaciones pendientes de abrir 
 
 
Se puede ver como la petición de información ocupa 763 bytes, tamaño 
parecido a la petición de refresco de la lista de contactos visto anteriormente, 
donde el paquete ocupaba 765 bytes. 
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Fig. 3.10 Paquete respuesta de conversaciones pendientes de abrir 
 
 
Hasta aquí la lista de mensajes intercambiados en el tiempo de Polling del caso 
1, para mantener la lista de contactos y todas las ventanas de conversación 
abiertas actualizadas.  
Se puede calcular ahora con esos tamaños la ocupación de la red para algunos 
tiempos. 
 
El cliente manda al servidor las peticiones de información, que en total suman 
1528 bytes de datos. Son los que se considerarán datos de subida, puesto que 
los cálculos se realizan desde el punto de vista del cliente. 
Por el contrario recibe 720 bytes de bajada (desde el servidor).  
Teniendo en cuenta una conexión en una red de área local habitual hoy en día 
es de 100Mbits/s (dentro del Hospital Clínico de Barcelona la red es superior, 
pero se limita a 100Mbits/s por los equipos finales), los cálculos son: 
Subida cada 10 segundos:  
 
 
1528byte× 8bit
1byte ÷ 10s= 1.2224 Kbit / s
1.2224× 10
3
100× 10
6 × 100= 0.0012224 %
   (3.1) 
 
 
Subida cada 5 segundos:  
 
 
1528byte× 8bit
1byte÷ 5s= 2.4448 Kbit /s
1.2224× 10
3
100× 10
6 × 100= 0.0024448%
   (3.2) 
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Calculando un tiempo de Polling cada 5 segundos la carga de la red es mínima. 
Se podría aumentar la frecuencia de peticiones, pero no es necesario, ya que 
como se ha comentado antes no es crítico este punto. 
 
A continuación se analizan las capturas de la petición y respuesta de los 
mensajes de chat, para tener actualizadas todas las conversaciones que un 
mismo usuario tenga abiertas. Así cada uno de los cálculos que se realicen a 
partir de este punto debe tenerse en cuenta por tantas conversaciones como 
tenga el usuario.  
De la interacción con el usuario final se deduce que un mismo usuario no 
debería tener al mismo tiempo más de 3 o 4 conversaciones en un momento 
puntual, ya que debe concentrarse en cada uno de sus interlocutores además 
de en el trabajo que esté realizando en el momento de hablar. 
 
Tal como se ha hecho con las imágenes anteriores primero se muestra la 
petición de datos:  
 
 
 
 
Fig. 3.11 Paquete petición de nuevos mensajes de chat 
 
 
En la petición, de modo muy parecido a las anteriores peticiones analizadas el 
tamaño del paquete es de 784 bytes.  
 
Tras la petición llega la respuesta del servidor al cliente con los datos de la 
conversación, en el paquete de respuesta se transmite el nombre del 
interlocutor así como los mensajes que ha escrito desde la última actalización: 
 
 
 
 
Fig. 3.12 Paquete respuesta de nuevos mensajes de chat 
 
 
El paquete capturado no contenía datos atrasados de la conversación, así que 
es la representación de la mayoría de los paquetes que se transmitirán, que 
son también los más ligeros. En total tiene un tamaño de 182 bytes. 
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Los cálculos del segundo tiempo de Polling (por cada conversación) serán 
similares a los del primer tiempo (actualización de la lista de usuarios). 
Teniendo en cuenta que en éste caso sólo se realiza una petición, a diferencia 
de las dos que se hacen en el tiempo 1, es presumible que se podrá poner un 
tiempo más bajo aprovechando que en éste caso es necesaria una 
actualización constante de los mensajes. 
 
Así los cálculos quedan para la bajada:  
 
 
966byte× 8bit
1byte÷ 3s= 2.576 Kbit /s
1.2224× 10
3
100× 10
6 × 100= 0.002576 %
    (3.3) 
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Capítulo 4 Integración 
 
4.1 Integración del servidor 
 
Por comodidad, facilidad y sobretodo seguridad, el servidor Jabber va instalado 
en la misma máquina que el servidor Linkcare. De este modo toda la 
transferencia de información entre ambos se hace de modo local, evitando 
posibles intervenciones de terceros por el canal. 
 
Durante la instalación (ver anexo A. Instalación del servidor Openfire) es 
necesario definir o configurar la base de datos que utilizará Jabber. En esa 
base de datos es donde consta la lista de usuarios de mensajería, sus 
contraseñas, conversaciones guardadas, contactos, etc. 
 
A pesar de que se podrían integrar las bases de datos de Linkcare y Jabber, se 
ha creído conveniente mantenerlas separadas, de este modo el módulo de 
mensajería queda todavía más separado del resto de la plataforma. 
Permitiendo comercializar la solución Linkcare con o sin mensajería 
instantánea, sin tener que cargar con las tablas de la base de datos 
innecesariamente, ya que tenerlas integradas supondría un gasto de espacio y 
recursos innecesario si no se utiliza la mensajería. 
 
Al tener separados los dos sistemas se cumple, en un punto más, el requisito 
de la plataforma Linkcare de ser modular. 
 
Los siguientes puntos se han realizado con una versión antigua de la 
plataforma, por lo que finalmente el sistema de mensajería instantánea se 
entrega de un modo totalmente independiente conservando los códigos 
mostrados a continuación para la rápida integración. 
El motivo por el cual no está integrado en la última versión disponible de la 
plataforma Linkcare es que aún no es definitiva y por lo tanto es mejor no crear 
código alternativo al de los proveedores. 
 
 
4.1.1 Plugins en Jabber 
 
Para que el servidor Jabber se comporte como se espera es necesario 
adaptarlo a las necesidades específicas del proyecto, para ello se utilizan 
plugins ya desarrollados por usuarios Jabber. 
 
A continuación se muestra una captura de pantalla dónde se ven las 
expansiones instaladas: 
 
 
 
 
Fig. 4.1 Plugins instalados en Jabber 
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4.1.1.1 Monitoring: 
 
Se trata de un plugin de vigilancia que añade el soporte para las estadísticas y 
monitorización del servidor Openfire. Sirve para generar informes sobre 
estadísticas y la gestión, visualización y presentación de informes de registros 
de conversación. 
 
Esta ampliación sirve especialmente para ofrecer la posibilidad de hacer 
auditorías o controles sobre las conversaciones mantenidas. Siempre con 
cuidado de no violar las leyes de protección de datos y / o confidencialidad 
médica. 
 
 
4.1.1.2 Registration: 
 
Permite a los administradores del servidor Jabber configurar acciones a realizar 
cada vez que un nuevo usuario crea una cuenta. En este caso concreto se 
utiliza para añadir el usuario dentro de un grupo de contactos según su 
departamento. En un principio todos comparten un mismo departamento, que 
sería “oficina”. Gracias a este complemento los usuarios no necesitan agregar 
ni borrar contactos, ya que cada vez que un usuario se dé de alta en el sistema 
será añadido a un mismo grupo configurado para verse todos con todos. 
 
 
4.1.2 Añadir usuarios 
 
El primer punto a tener en cuenta respecto a las bases de datos (tenerlas 
separadas ofrece muchas ventajas, pero también inconvenientes), es la 
sincronización de los datos.  
No es aceptable tener usuarios dados de alta en la plataforma pero no en la 
mensajería y viceversa. 
 
Cómo se había demandado en los requisitos iniciales, que los usuarios no 
tuvieran control sobre sus contactos, toda ésta lógica depende del código. 
 
Para asegurar que todos los usuarios de la plataforma Linkcare tendrán acceso 
a la mensajería instantánea, se han introducido las siguientes líneas de código 
al código fuente de la plataforma: 
  
 
Así cuando se cree un usuario nuevo se creará en ambas bases de datos. 
 
webManager.getUserManager().createUser(String user, String 
pass, String name, String email); 
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4.1.3 Borrar usuarios 
 
Del mismo modo que se debe tener actualizada la lista de usuarios creada en 
la plataforma Linkcare, para que nadie se quede sin poder entrar en la 
herramienta de mensajería instantánea, es necesaria la gestión de usuarios 
borrados. 
 
En este punto en lugar de eliminar los usuarios de la base de datos de Jabber, 
se ha optado por no dejarles entrar.  
Esto es para evitar pérdida de información de conversaciones, por ejemplo, si 
un médico se va del hospital no significa que las consultas que haya hecho 
deban borrarse.  
 
Concluimos que para controlar a los usuarios borrados debe hacerse desde el 
login de la aplicación, explicado en el punto 4.2.2 Login. 
 
 
4.2 Integración del cliente 
 
Para poder cumplir dos de los requisitos establecidos en la fase de diseño, 
tenemos que tener cuidado con la integración del cliente, estos son el no poder 
añadir o borrar usuarios y hacer innecesario volver a introducir el usuario y el 
password para hacer login en el sistema de mensajería instantánea. 
 
A pesar de que pueda parecer redundante, el hecho de tener que entrar en dos 
sistemas a la vez está pensado para ahorrar trabajo al usuario haciéndolo 
transparente para él.  
 
La integración consta de dos partes, una de integración visual propiamente 
dicha, y otra para satisfacer los requisitos anteriormente descritos:  
 
 
4.2.1 Adición de la ventana 
 
Como hemos visto anteriormente, durante el desarrollo del cliente, se ha hecho 
todo el aplicativo con vistas a poder integrarlo añadiendo únicamente un botón 
a la plataforma Linkcare. 
 
De este modo la integración del cliente pretende ser sencilla y lo menos 
invasiva posible. 
A continuación se exponen las líneas de código que han sido necesarias para 
añadir el botón que llama a la ventana de chat. 
final Button button = new Button("Abre la ventana", 
new ButtonListenerAdapter() { public void onClick(Button  
button, EventObject e) { 
   win.show(); 
  } 
}); 
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4.2.2 Login 
 
Para entrar en el sistema de mensajería instantánea se utilizan los mismos 
datos de acceso que la plataforma Linkcare. Así, para entrar en la mensajería 
justo al entrar en la plataforma se ha añadido una línea de código que haga el 
login en ambos sitios a la vez. 
 
La idea es poder entrar al servidor Jabber sólo si se ha hecho correctamente el 
login en la plataforma, de este modo cuando un usuario ha sido eliminado del 
sistema no pierde toda la información de conversaciones guardadas, pero 
tampoco puede entrar a hablar con otros usuarios.  
Así es necesario añadir las líneas de login después del login en la  plataforma 
Linkcare. 
 
AuthFactory.authenticate( loginUsername, password ); 
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Capítulo 5 Conclusiones y futuro 
 
5.1 Objetivos alcanzados 
 
Los puntos clave marcados al inicio del trabajo han sido resueltos con éxito, sin 
embargo existen posibles mejoras, descritas en el punto 5.3 Líneas futuras. 
 
Ahora mismo el sistema de mensajería instantánea es real, se pueden 
introducir estados diferentes, hablar con cualquier usuario dado de alta en la 
plataforma Linkcare y ver su estado de presencia, así como comunicar el 
estado propio en cualquier momento, durante una conversación o no. 
 
A pesar de haber implementado los métodos de adición y eliminación de 
contactos de modo transparente para el usuario, actualmente la herramienta de 
mensajería no está incluida en el software de la plataforma, debido 
principalmente a que ésta todavía no está terminada.  
Ha habido problemas con el código fuente de la plataforma por parte de los 
proveedores, hecho que ha impedido más pruebas de integración, y 
especialmente con el objetivo de no entorpecer el desarrollo de la plataforma 
se ha decidido mantener la mensajería por separado por ahora. 
 
 
5.2 Validación 
 
Como en cualquier proyecto, es necesaria una validación por parte del usuario 
cliente, sin esa validación no hay forma de saber si el proyecto ha sido un éxito 
o nos hemos quedado en un intento. 
 
Se va a utilizar lo que se conoce como QoE o Calidad en la experiencia del 
usuario. 
Para realizar esta medida es necesario hablar con el usuario final del producto 
y que dé una opinión subjetiva de la experiencia. 
En este caso el cliente son los usuarios de la actual plataforma Linkcare, es 
decir profesionales de la medicina, enfermeros y gestores varios. 
 
Para la validación subjetiva de la herramienta de mensajería instantánea se ha 
pasado un cuestionario a algunos de los usuarios, pidiéndoles que lo rellenaran 
después de probar un caso real de conversación. 
 
De la experiencia se extraen varias conclusiones:  
 
- Las personas que lo han probado no han necesitado demasiadas 
directrices, dado que la mensajería instantánea hoy en día está muy 
extendida, incluso para usuarios de más edad no ha sido un problema. 
Se considera pues, una herramienta intuitiva. 
 
- Los comentarios negativos han venido especialmente por el entorno 
gráfico, que muestra algunos fallos y por los tiempos de Polling, como se 
ha ido comentando es difícil encontrar un tiempo de Polling adecuado. 
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En general el resultado ha sido positivo, y han considerado útil y a pesar de ser 
mejorable, una buena herramienta. Se recogen algunas de las ideas de mejora 
en el apartado siguiente 5.3 Líneas futuras. 
 
 
5.3 Líneas futuras 
 
En este pequeño apartado se definen las líneas de trabajo futuras, así como las 
posibles mejoras a implementar sobre el trabajo ya realizado. 
 
- Añadir el cliente de mensajería a la plataforma Linkcare definitiva. 
 
- Para la óptima organización de los usuarios del sistema se contempla la 
opción de filtrarlos por departamentos (o por otro tipo de filtro).  
 
- Permitir al usuario controlar su visibilidad según los filtros, por ejemplo 
que le puedan ver sus compañeros de departamento pero no el resto de 
usuarios. 
 
- Añadir una pantalla a la plataforma Linkcare en el rol Administrador, que 
permita gestionar los históricos, los usuarios y demás parámetros del 
servidor Jabber (ahora mismo sólo se puede controlar vía web atacando 
al servidor). 
 
- Mejorar visualmente el cliente, quizás utilizando otra tecnología (a 
valorar con calma y con el cliente), implementar emoticonos. 
 
- Permitir la transferencia de ficheros. 
 
- Permitir la creación de salas de chat, para que más de dos usuarios 
puedan mantener una conversación todos juntos. 
 
 
5.4 Ambientalización 
 
El impacto medioambiental del proyecto recae especialmente en el uso de 
equipos informáticos, que consumen energía.  
En cuanto se habla del uso de servidores, que suelen necesitar estar en 
marcha las 24 horas del día, el gasto energético debe tenerse en cuenta.  
 
Por otro lado, utilizar sistemas telemáticos reduce sustancialmente el uso de 
papel, con lo que ello conlleva. Actualmente la gestión de pacientes en un 
hospital se realiza en gran medida en fichas de papel, teniéndolas en el 
ordenador se ahorraría todo ese gasto innecesario.  
 
El caso concreto de la telemedicina ofrece además una ventaja respecto al 
transporte. El paciente no necesita desplazarse hasta el hospital, ni el médico a 
casa del paciente, así que ser ahorra el combustible que necesitarían para la 
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movilidad. Del mismo modo los profesionales entre sí, pueden hablar desde 
distintos hospitales o edificios de un mismo centro hospitalario sin necesidad de 
transporte. 
 
Desde el punto de vista de la memoria, a corto plazo hay un impacto 
medioambiental, imprimir la memoria supone gasto energético, de papel, tinta, 
plástico, etc. Que quizá sería innecesario utilizando las nuevas tecnologías de 
las que se habla en este mismo trabajo. 
 
 
5.5 Conclusiones personales 
 
El haber hecho el trabajo de final de carrera desde el mismo Hospital Clínico de 
Barcelona me ha brindado la oportunidad de hablar directamente con los 
usuarios finales de la aplicación, y de este modo adaptarla a las necesidades 
reales en su propio entorno, viviendo en primera persona el proceso de 
definición de requisitos de un proyecto. 
 
Me he dado cuenta de lo importante que es hoy en día el contacto rápido y 
directo entre profesionales, el tiempo que se puede ahorrar manteniendo una 
simple conversación a través de un chat en lugar de buscar y concertar una 
reunión con otro profesional. 
 
Durante la realización de este trabajo he podido aprender mucho y en 
profundidad en multitud de tecnologías. Principalmente el protocolo Jabber, la 
programación en capas, GWT-Extjs, he adquirido experiencia programando en 
Java, y lo más importante a título personal: he aprendido y desarrollado 
documentos de diseño y he aplicado patrones, herramientas muy útiles en el 
campo profesional.  
 
Creo que es muy diferente el entorno laboral y el académico, ofreciendo cada 
uno sus ventajas e inconvenientes. La principal diferencia es posiblemente la 
necesidad de ajustar tiempos al mercado y los cambios de necesidades “en 
caliente”, es decir, a medio desarrollar una aplicación, al cliente le puede 
parecer mejor otra opción, que hace cambiar el diseño durante el mismo 
desarrollo. Personalmente me ha aportado conocimiento y experiencia que 
espero seguir explotando en un futuro próximo. 
 
Cabe comentar que para realizar este y otros proyectos en la empresa Linkcare 
hemos contado con la ayuda de un ingeniero consultor experto en Java, 
actualmente profesor de la UOC. Ha estado ayudando al equipo técnico de 
Linkcare a obtener el conocimiento para realizar pequeños proyectos, y no 
depender únicamente del proveedor de software. 
 
En resumen, ha sido una experiencia enriquecedora personal, profesional y 
académicamente.  
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ANEXO A. Guía de Instalación del servidor Openfire 
 
El ejecutable para la instalación se puede encontrar en su web oficial: 
 
http://www.igniterealtime.org 
 
Descargamos el ejecutable para Windows, ya que el sistema operativo actual 
del servidor dónde está instalada la plataforma es Windows 2003 Server. 
 
 
 
 
Fig. A.1 Descarga del servidor 
 
 
Seleccionamos el ejecutable Openfire_3_6_4.exe y lo guardamos en el servidor 
para instalarlo. 
 
Iniciamos la instalación, que en principio será en castellano. 
 
 
 
 
Fig. A.2 Selección de lenguaje 
 
 
Hacemos clic en “Siguiente” en la pantalla de bienvenida a la instalación para 
empezar. 
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Fig. A.3 Inicio de la instalación 
 
 
Seleccionamos “Yo Acepto los términos de licencia” y “Siguiente” otra vez. 
 
 
 
 
Fig. A.4 Términos de la licencia 
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El directorio por defecto para la instalación y “Siguiente”. 
 
 
 
 
Fig. A.5 Directorio de instalación 
 
 
Y ya se puede ejecutar el programa. 
 
 
 
 
Fig. A.6 Ejecutar la aplicación 
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ANEXO B. Guía de configuración del servidor Openfire 
 
Al ejecutar Openfire por primera vez vemos la siguiente pantalla, para 
configurar el servidor hacer clic sobre “Launch Admin”.  
 
 
 
 
Fig. B.1 Launch admin 
 
 
En la primera pantalla del administrador tenemos que elegir el idioma con el 
que se configurará el servidor Openfire. En principio y por temas de 
internacionalización lo haremos en inglés. 
 
 
 
 
Fig. B.2 Idioma del servidor 
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Una vez seleccionado el idioma tenemos que poner el nombre del servidor 
dónde estamos instalando el servidor Openfire, en este caso Linkcare. 
 
 
 
 
Fig. B.3 Server Settings 
 
 
Para la base de datos elegimos la opción “Embedded Database” para que el 
mismo Openfire nos cree la base de datos que necesitará para almacenar los 
datos de los usuarios. 
 
 
 
Fig. B.4 Database Settings 
 
 
Configuración de base de datos por defecto 
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Fig. B.5 Profile Settings 
 
 
 
 
Fig. B.6 Administrator Account 
 
 
 
 
Fig. B.7 Setup Complete 
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ANEXO C. Casos de uso 
 
 
Nombre: Login 
Descripción: 
Permite entrar en el sistema de mensajería 
instantánea 
Actores: Usuario de la plataforma Linkcare 
Precondiciones: Tener cuenta en el sistema de mensajería instantánea 
Flujo normal: 1. El usuario entra en la plataforma Linkcare 
2. El sistema le loguea en la plataforma 
3. Si el login ha sido correcto el sistema le loguea para 
poder utilizar la mensajería instantánea. 
Flujo alternativo: 2-a. En caso de que el login no se realice 
correctamente no se logueará en la aplicación de 
mensajería. 
 
 
Nombre: Crear usuario nuevo 
Descripción: Añadir usuario al servidor de mensajería instantánea 
Actores: Usuario adminsitrador de la plataforma Linkcare 
Precondiciones:   
Flujo normal: 1. El usuario administrador crea un nuevo usuario de 
la plataforma Linkcare 
2. El sistema lo añade a la base de datos de la 
plataforma. 
3. Si todo ha sido correcto el sistema lo añade 
después a la base de datos de mensajería. 
Flujo alternativo: 2-a. Si hay algún problema durante la creación se 
aborta el caso de uso 
 
 
Nombre: Cambiar estado 
Descripción: Cambiar el estado de presencia propio 
Actores: Usuario 
Precondiciones: Usuario logueado y en la pestaña de mensajería 
instantánea 
Flujo normal: 1. El usuario clica en la pestaña "estado…" en la parte 
inferior de la ventana (ver captura). 
2. El sistema muestra la lista de estados disponibles. 
3. El usuario selecciona el estado que más le interese 
mostrar a los demás contactos. 
4. El sistema mostrará el nuevo estado a todos los 
usuarios conectados. 
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Flujo alternativo: 3-a. Si hay algún problema al cambiar el estado en el 
servidor se seguirá mostrando como "disponible" 
(Estado por defecto) 
 
 
Nombre: Iniciar conversación 
Descripción: Iniciar una conversación con un usuario online en el 
sistema de mensajería 
Actores: Usuario 
Precondiciones: Usuario logueado y en la pestaña de mensajería 
instantánea 
Flujo normal: 1. El usuario selecciona el contacto con el que quiere 
hablar y clica dos veces sobre su nombre. 
2. El sistema abre una ventana de conversación con el 
interlocutor seleccionado. 
3. El usuario puede empezar a escribir a su 
interlocutor. 
4. El sistema abre una ventana al interlocutor con el 
texto del usuario avisándole de la nueva conversación 
establecida. 
Flujo alternativo: 3-a. El interlocutor se desconecta. 
3-b. El sistema manda un mensaje al usuario avisando 
de la desconexión. 
 
 
Nombre: Mandar mensaje 
Descripción: Mandar un mensaje durante una conversación 
Actores: Usuario 
Precondiciones: Haber iniciado una conversación con alguien o que 
alguien la haya iniciado con el usuario 
Flujo normal: 1. El usuario selecciona el campo de texto de la 
pantalla de conversación (parte inferior de la pantalla) 
2. El usuario escribe el mensaje y apreta la tecla 
"intro" o le da al botón "send". 
3. El sistema manda el mensaje al interlocutor, al que 
le aparece en su pantalla de conversación. 
Flujo alternativo: 3-a. El interlocutor se desconecta. 
3-b. El sistema manda un mensaje al usuario avisando 
de la desconexión. 
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ANEXO D. Código Java 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
package tfc.server; 
 
import java.util.ArrayList; 
import java.util.Hashtable; 
 
import org.jivesoftware.smack.Chat; 
import org.jivesoftware.smack.XMPPConnection; 
 
public class User { 
 
 private XMPPConnection connex; 
 private String userID = null; 
 private Hashtable<String, Chat> listaChats = null; 
 BotManagerListener chatListener = null; 
 private Hashtable<String, String> listaMensajes = new 
Hashtable<String, String>(); 
private ArrayList<String> haveWindow = new 
ArrayList<String>();  
  
 //constructor 
 public User( XMPPConnection connection ){ 
  connex = connection; 
  setListaChats(new Hashtable<String, Chat>()); 
  setUserID( connex.getUser() ); 
  chatListener = new BotManagerListener( this ); 
  connex.getChatManager().addChatListener( chatListener ) 
 } 
 
 //getters and setters 
 public String getUserID() { 
  return userID; 
 } 
 
 public void setHaveWindow(ArrayList<String> haveWindow) { 
  this.haveWindow = haveWindow; 
 } 
 
 public ArrayList<String> getHaveWindow() { 
  return haveWindow; 
 } 
 
 public void setListaMensajes(String from, String message) { 
  String mes; 
  if ( listaMensajes.containsKey(from)){ 
   mes = listaMensajes.get( from ); 
   mes = mes + " " + message; 
  } 
 
 
60  TFC 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
else { 
   mes = message; 
  } 
  listaMensajes.put( from, mes ); 
 } 
 
 public Hashtable<String, String> getListaMensajes() { 
  return listaMensajes; 
 } 
 
 
 
public void setUserID(String userID) { 
  this.userID = userID; 
 } 
 
 public void setListaChats(Hashtable<String, Chat> listaChats){ 
  this.listaChats = listaChats; 
 } 
 
 public Hashtable<String, Chat> getListaChats() { 
  return listaChats; 
 } 
  
 //métodos 
 public void createChat( String interlocutor ){ 
connex.getChatManager().createChat(interlocutor, new 
MessageListenerIM( this )); 
 } 
 
} 
 
 
package tfc.server; 
 
import java.util.Hashtable; 
 
@SuppressWarnings("unchecked") 
public class Singleton{ 
  
    Hashtable singleHT = null; 
  
    private static Singleton INSTANCE = null; 
 
    private Singleton() { 
     singleHT = new Hashtable(); 
    } 
     
    public static Singleton getInstance() { 
        if (INSTANCE == null) {  
            INSTANCE = new Singleton(); 
        } 
        return INSTANCE; 
    } 
} 
 
 
  61 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
package tfc.server; 
 
import org.jivesoftware.smack.Chat; 
import org.jivesoftware.smack.MessageListener; 
import org.jivesoftware.smack.packet.Message; 
 
public class MessageListenerIM implements MessageListener{ 
 
 User user = null; 
  
 public MessageListenerIM ( User u ){ 
  user = u; 
 } 
  
 public void processMessage(Chat chat, Message message) { 
  String participant; 
  int i = chat.getParticipant().indexOf("/"); 
  if (i > 0) 
   participant = chat.getParticipant().substring(0 , 
i); 
  else participant = chat.getParticipant(); 
 
  if (message.getBody() != null){ 
   user.setListaMensajes( participant, 
message.getBody() ); 
  } 
 } 
} 
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package tfc.server; 
import java.util.ArrayList; 
import java.util.Enumeration; 
import java.util.Hashtable; 
import java.util.Iterator; 
import java.util.Map; 
import org.jivesoftware.smack.Chat; 
import org.jivesoftware.smack.Roster; 
import org.jivesoftware.smack.RosterEntry; 
import org.jivesoftware.smack.XMPPConnection; 
import org.jivesoftware.smack.XMPPException; 
import org.jivesoftware.smack.packet.Presence; 
import org.jivesoftware.smack.packet.Presence.Mode; 
import tfc.Vars; 
import com.opensymphony.xwork2.ActionContext; 
 
@SuppressWarnings("unchecked") 
public class ChatBot{ 
  
 /** 
  * Listado de estados posibles 
  * */ 
 public enum Estado{ 
ausente, disponible, ausencia_extendida, no_disponible, 
en_consulta; 
 } 
 
      private XMPPConnection conn;  
 Presence presencia;  
 private Map webSession; 
     
 public Map getWebSession() { 
     webSession = ActionContext.getContext().getSession(); 
  return webSession; 
 } 
  
 public Presence getPresencia() { 
  presencia = (Presence)getWebSession().get("presence"); 
  return presencia; 
 } 
 
 public XMPPConnection getConn() { 
  return conn; 
 } 
 
 public void setConn(XMPPConnection conn) { 
  this.conn = conn; 
 } 
 /** 
  *  Obtenemos el usuario en base al singleton 
  *  
  * @return user 
  */ 
 public User obtainUser(){ 
 
 setConn((XMPPConnection)getWebSession().get("jabberSession")); 
  Singleton singleton = Singleton.getInstance(); 
  User user = (User)singleton.singleHT.get( 
getConn().getUser() ); 
  return user; 
 } 
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 /** 
  * Iniciamos una nueva conexión 
  *  
  * @param login 
  * @param password 
  * @return success 
  */ 
 public Boolean startNew( String login, String password ){  
     Boolean success = false; 
     XMPPConnection conex = new XMPPConnection( Vars.SERVER ); 
        try{ 
         conex.connect(); 
         try{ 
             conex.login( login, password ); 
              
             User user = new User( conex ); 
              
getWebSession().put("jabberSession", conex);             
presencia = new Presence( Presence.Type.available 
);   
             getWebSession().put("presence", presencia); 
 
             Singleton g = Singleton.getInstance();             
             g.singleHT.put( user.getUserID(), user ); 
 
             success = true; 
         } catch (Exception e){ 
          conex.disconnect(); 
             System.out.println("StartNew Exception: " + e); 
         } 
        }catch(Exception e){ 
         System.out.println("StartNew Exception: " + e); 
        } 
        return success; 
    } 
     
 /** 
  * Iniciar nueva conversación con un usuario determinado 
  *  
  * @param interlocutor 
  */ 
 public void newChat( String interlocutor ){  
  User user = obtainUser(); 
  if (!user.getListaChats().containsKey( interlocutor )) 
   user.createChat( interlocutor ); 
 } 
 
 /** 
  * Mandar mensajes de chat a usuario 
  *  
  * @param interlocutor 
  * @param messageToSend 
  */ 
 public void sendMessageTo( String interlocutor, String 
messageToSend ){  
  User user = obtainUser(); 
   
  Chat chat = 
(Chat)user.getListaChats().get(interlocutor); 
  try { 
   chat.sendMessage( messageToSend );  
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    } catch (XMPPException e) { 
   e.printStackTrace(); 
  } 
 } 
 
 /** 
  *  Printar los mensajes recibidos 
  *  
  * @param interlocutor 
  * @return respuesta 
  */ 
 public String receiveMessageFrom( String interlocutor ){ 
  
 
 setConn((XMPPConnection)getWebSession().get("jabberSession")); 
  User user = obtainUser();  
  String respuesta = user.getListaMensajes().remove( 
interlocutor );   
  return respuesta; 
 } 
  
 /** 
  * Comprueba si el usuario está añadido a la lista de usuarios 
con ventana 
  *  
  * @return array 
  */ 
 public ArrayList<Hashtable<String, String>> haveWindow(){ 
  Hashtable<String, String> hash = new Hashtable<String, 
String>(); 
  ArrayList<Hashtable<String, String>> array = new 
ArrayList<Hashtable<String, String>>(); 
  User user = obtainUser(); 
   
  if (user.getHaveWindow().isEmpty()) //Si no hay nada lo 
llenamos 
   user.setHaveWindow( new ArrayList<String>()); 
   
  String entry; 
  Enumeration< String > enumeracion = 
user.getListaMensajes().keys(); 
   
  while ( enumeracion.hasMoreElements() ){ 
   entry = enumeracion.nextElement(); 
 
   if( !user.getHaveWindow().contains( entry ) ){ 
    addUserWindow( entry );  
    hash.put("interlocutor", entry); 
    array.add( hash ); 
   } 
  } 
  return array; 
 } 
 
 /** 
  * Añadir usuario a la lista de usuarios con ventana abierta 
  *  
  * @param interlocutor 
  */ 
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  public void addUserWindow( String interlocutor ){ 
  User user = obtainUser(); 
  ArrayList<String> lista; 
   
  if (user.getHaveWindow().isEmpty()) 
   lista = new ArrayList<String>(); 
  else  
   lista = user.getHaveWindow(); 
   
  if( !lista.contains( interlocutor )){ 
   lista.add( interlocutor ); 
   user.setHaveWindow( lista ); 
  } 
 } 
  
 /** 
  *  Eliminar usuario de la lista de usuarios con ventana 
abierta 
  *   
  * @param interlocutor 
  */ 
 public void removeUserWindow( String interlocutor ){ 
  User user = obtainUser(); 
   
  ArrayList<String> lista = user.getHaveWindow(); 
   
  if ( lista.contains( interlocutor )){ 
   lista.remove( interlocutor ); 
   user.setHaveWindow( lista ); 
  } 
 } 
  
 /** 
  *  Repasa la lista de contactos y devuelve la lista con sus 
nombres y estados 
  *  
  * @return listaUsuariosRoster 
  */ 
 public ArrayList<Hashtable<String, String>> getLocalRoster(){ 
 
 setConn((XMPPConnection)getWebSession().get("jabberSession")); 
  Roster roster = getConn().getRoster();  
  Iterator<RosterEntry> iter = roster.getGroup( 
Vars.group_name ).getEntries().iterator(); 
  RosterEntry entry; 
  ArrayList<Hashtable<String, String>> listaUsuariosRoster 
= new ArrayList<Hashtable<String,String>>();  
  Hashtable<String, String> datosUsuarioRoster = null;  
 
  if( iter != null ){ 
   while (iter.hasNext()) { 
    entry = (RosterEntry) iter.next(); 
    datosUsuarioRoster = new Hashtable<String, 
String>(); 
     
    String userID = entry.getUser(); 
    datosUsuarioRoster.put("usuario", userID); 
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    String nombre = entry.getName(); 
    if (nombre == null) 
     nombre = userID; 
    datosUsuarioRoster.put("nombre", nombre); 
  
    String presence = 
typeOfPresence(roster.getPresence(userID)); 
    if (presence == null) 
     presence = " "; 
    datosUsuarioRoster.put("estado", presence);  
    listaUsuariosRoster.add(datosUsuarioRoster); 
   } 
  } 
  return listaUsuariosRoster; 
 }  
  
 /** 
  *  Cambiamos la presencia del usuario según pasa desde la 
vista 
  *  
  * @param presence 
  */ 
 public void setPresence( String presence ){  
  switch( Estado.valueOf(presence) ){ 
   case ausente: getPresencia().setMode(Mode.away); 
break; 
   case no_disponible: 
getPresencia().setMode(Mode.dnd); break; 
   case ausencia_extendida: 
getPresencia().setMode(Mode.xa); break; 
   case en_consulta: 
getPresencia().setMode(Mode.dnd); break; 
   default: getPresencia().setMode(Mode.available); 
break; 
  } 
 
 setConn((XMPPConnection)getWebSession().get("jabberSession")); 
  getConn().sendPacket( getPresencia() ); 
 } 
 
 /** 
  * Método que parsea la presencia de los contactos según 
nuestro sistema 
  *  
  * @param presence 
  * @return presenciaInterlocutor 
  */ 
 public String typeOfPresence ( Presence presence ){ 
  String presenciaInterlocutor = null; 
 
  switch( presence.getType() ){ 
   case available: presenciaInterlocutor = 
"conectado"; break; 
   default: presenciaInterlocutor = "no_conectado"; 
break; 
  } 
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  if( presence.getMode()!= null){ 
   switch( presence.getMode() ){ 
    case away: presenciaInterlocutor = 
"ausente"; break; 
    case dnd: presenciaInterlocutor = 
"no_disponible"; break; 
    case xa: presenciaInterlocutor = 
"ausencia_extendida"; break; 
    default: presenciaInterlocutor = 
"conectado"; break; 
   } 
  } 
  return presenciaInterlocutor; 
 } 
} 
 
    
package tfc.server; 
 
import org.jivesoftware.smack.Chat; 
import org.jivesoftware.smack.ChatManagerListener; 
 
public class BotManagerListener implements ChatManagerListener{ 
 User user = null; 
  
 public BotManagerListener(User u){ 
  user = u; 
 } 
  
 public void chatCreated(Chat chat, boolean local) { 
  String participant; 
  int i = chat.getParticipant().indexOf("/"); 
  if (i > 0) 
   participant=chat.getParticipant().substring(0, i); 
  else participant = chat.getParticipant(); 
   
  user.getListaChats().put( participant, chat ); 
 
  if (!local){  
   user.getListaChats().get( participant 
).addMessageListener(new MessageListenerIM( user )); 
  } 
 } 
}  
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package tfc.struts; 
 
import tfc.server.ChatBot; 
 
import com.google.gson.Gson; 
import com.opensymphony.xwork2.Action; 
 
@SuppressWarnings("serial") 
public class ChatStruts extends ActionStruts { 
 
 private ChatBot chat = new ChatBot(); 
 private String presencia; 
 private String login; 
 private String password; 
 private String interlocutor; 
 private String messageToSend; 
 //las dos siguientes variables son para evitar errores por el 
uso de JavaScript 
 private String _ts;  
 private String _dc;  
  
 public String getMessageToSend() { 
  return messageToSend; 
 } 
 
 public void setMessageToSend(String messageToSend) { 
  this.messageToSend = messageToSend; 
 } 
 
 public void set_ts(String _ts) { 
  this._ts = _ts; 
 } 
 
 public void set_dc(String _dc) { 
  this._dc = _dc; 
 } 
 
 public String get_dc() { 
  return _dc; 
 } 
 
 public String get_ts() { 
  return _ts; 
 } 
 
 public void setInterlocutor(String interlocutor){ 
  this.interlocutor = interlocutor; 
 } 
  
 public String getInterlocutor(){ 
  return interlocutor; 
 }  
 
 public String getPresencia() { 
  return presencia; 
 } 
 
 public void setPresencia(String presencia) { 
  this.presencia = presencia; 
 } 
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  public String getLogin() { 
  return login; 
 } 
 
 public void setLogin(String login) { 
  this.login = login; 
 } 
 
 public String getPassword() { 
  return password; 
 } 
 
 public void setPassword(String password) { 
  this.password = password; 
 } 
 
 /** 
  * Se encarga de hacer login en la aplicación 
  *  
  * Estas lineas deberían ir integradas en la plataforma 
Linkcare 
  * */ 
 public String login(){ 
  Gson g = new Gson(); 
  Boolean success = false; 
  if (chat.startNew(login, password)){ 
   success = true; 
  } 
  out.print(g.toJson(success)); 
  return Action.NONE; 
 } 
  
 /** 
  * Refrescar lista de contactos 
  */ 
 public String reloadRoster(){ 
  Gson g = new Gson(); 
  out.print(g.toJson(chat.getLocalRoster())); 
  return Action.NONE; 
 } 
 
 /** 
  * Actualizar la presencia, se le pasa la nueva presencia y la 
cambia en el servidor 
  */ 
 public String presencia(){ 
  chat.setPresence(getPresencia()); 
  return Action.NONE; 
 } 
 
 /** 
  * Método para mandar un mensaje concreto a un interlocutor 
concreto 
  */ 
 public String sendMessageTo(){ 
  chat.sendMessageTo(interlocutor, messageToSend); 
  return Action.NONE; 
 } 
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 /** 
  * Iniciar conversación con un contacto concreto 
  */ 
 public String newChat(){  
  chat.newChat( interlocutor ); 
  addUserWindow( interlocutor ); 
  return Action.NONE; 
 } 
  
 /** 
  * Recibir mensajes de chat de un usuario 
  */ 
 public String getChat(){ 
  int indice = interlocutor.indexOf(","); 
  if (indice > 0) 
   interlocutor = interlocutor.substring(0, indice); 
  String salida; 
  String mensaje = chat.receiveMessageFrom( interlocutor 
); 
  if (mensaje != null){ 
   salida = "[{\"respuesta\":\"" + mensaje + "\"}]"; 
   out.print( salida ); 
  } 
  return Action.NONE; 
 } 
 
 /** 
  * Lista de ventanas de conversación abiertas del usuario 
  */ 
 public String haveWindow(){ 
  Gson g = new Gson();   
  out.print( g.toJson(chat.haveWindow()) );  
  return Action.NONE; 
 } 
  
 /** 
  * Añade usuario a la lista de conversaciones abiertas 
  */ 
 public String addUserWindow( String interlocutor ){ 
  chat.addUserWindow( interlocutor ); 
  return Action.NONE; 
 } 
  
 /** 
  * Borra usuario de la lista de conversaciones abiertas 
  */ 
 public String removeUserWindow(){ 
  chat.removeUserWindow( interlocutor ); 
  return Action.NONE; 
 } 
} 
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<?xml version="1.0" encoding="UTF-8" ?> 
<!DOCTYPE struts PUBLIC 
        "-//Apache Software Foundation//DTD Struts Configuration 
2.0//EN" 
        "http://struts.apache.org/dtds/struts-2.0.dtd"> 
 
<struts> 
    <package name="tfc.struts" namespace="/" extends="struts-
default"> 
        <action name="login" class="tfc.struts.ChatStruts" 
method="login" /> 
        <action name="entrar" class="tfc.struts.ChatStruts" 
method="entrar" /> 
        <action name="presencia" class="tfc.struts.ChatStruts" 
method="presencia" /> 
        <action name="sendMessageTo" class="tfc.struts.ChatStruts" 
method="sendMessageTo" />  
        <action name="newChat" class="tfc.struts.ChatStruts" 
method="newChat" />  
        <action name="getChat" class="tfc.struts.ChatStruts" 
method="getChat" />  
        <action name="reloadRoster" class="tfc.struts.ChatStruts" 
method="reloadRoster" />  
        <action name="haveWindow" class="tfc.struts.ChatStruts" 
method="haveWindow" />   
        <action name="removeUserWindow" 
class="tfc.struts.ChatStruts" method="removeUserWindow" />   
    </package> 
</struts> 
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package tfc.client; 
import com.gwtext.client.core.Connection; 
import com.gwtext.client.core.EventObject; 
import com.gwtext.client.widgets.Button; 
import com.gwtext.client.widgets.MessageBox; 
import com.gwtext.client.widgets.Window; 
import com.gwtext.client.widgets.event.ButtonListenerAdapter; 
import com.gwtext.client.widgets.form.Form; 
import com.gwtext.client.widgets.form.FormPanel; 
import com.gwtext.client.widgets.form.TextField; 
import com.gwtext.client.widgets.form.event.FormListenerAdapter; 
 
public class Login extends Window{   
 FormPanel fp = new FormPanel(); 
  
 public Login( ){ 
  final Login login = this;  
  login.setTitle("Login");   
  login.setPagePosition(10, 10); 
  login.setMaximizable(true); 
  login.setResizable(true); 
  login.setWidth(200);   
  login.setHeight(150); 
   
  TextField usuario = new TextField( "login", "login", 70 ); 
  usuario.setFieldLabel( "Usuario" ); 
  TextField pass = new TextField( "password", "password", 70 
); 
  pass.setPassword(true); 
  pass.setFieldLabel( "Password" ); 
  Button send = new Button(); 
  send.setText( "Send" ); 
  send.addListener( new ButtonListenerAdapter() { 
   public void onClick(Button button, EventObject e) { 
    fp.getForm().submit( VarsClient.urlLogin, 
null, Connection.POST, "Please Wait...", false ); 
    fp.getForm().addListener( new 
FormListenerAdapter(){ 
     public void onActionComplete(Form form, 
int httpStatus, String responseText) { 
     login.close(); 
     super.onActionComplete(form, httpStatus, 
responseText); } 
     public void onActionFailed(Form form, 
int httpStatus, String responseText) { 
      MessageBox.alert("Error", "No se 
ha entrado correctamente a la aplicación"); 
     } 
    }); 
   }});     
  fp.add( usuario ); 
  fp.add( pass ); 
  fp.addButton( send ); 
  login.add( fp ); 
 } 
} 
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package tfc.client; 
import java.util.HashMap; 
import com.google.gwt.core.client.EntryPoint; 
import com.google.gwt.user.client.Timer; 
import com.google.gwt.user.client.ui.RootPanel; 
import com.gwtext.client.core.EventObject; 
import com.gwtext.client.core.RegionPosition; 
import com.gwtext.client.core.UrlParam; 
import com.gwtext.client.data.FieldDef; 
import com.gwtext.client.data.JsonReader; 
import com.gwtext.client.data.Record; 
import com.gwtext.client.data.RecordDef; 
import com.gwtext.client.data.SimpleStore; 
import com.gwtext.client.data.Store; 
import com.gwtext.client.data.StringFieldDef; 
import com.gwtext.client.widgets.Button; 
import com.gwtext.client.widgets.Panel; 
import com.gwtext.client.widgets.QuickTipsConfig; 
import com.gwtext.client.widgets.Toolbar; 
import com.gwtext.client.widgets.ToolbarButton; 
import com.gwtext.client.widgets.Window; 
import com.gwtext.client.widgets.event.ButtonListenerAdapter; 
import com.gwtext.client.widgets.event.PanelListenerAdapter; 
import com.gwtext.client.widgets.event.WindowListenerAdapter; 
import com.gwtext.client.widgets.form.ComboBox; 
import com.gwtext.client.widgets.form.event.ComboBoxListenerAdapter; 
import com.gwtext.client.widgets.grid.ColumnConfig; 
import com.gwtext.client.widgets.grid.ColumnModel; 
import com.gwtext.client.widgets.grid.GridPanel; 
import com.gwtext.client.widgets.grid.event.GridRowListenerAdapter; 
import com.gwtext.client.widgets.layout.BorderLayout; 
import com.gwtext.client.widgets.layout.BorderLayoutData; 
import com.gwtext.client.widgets.layout.FitLayout; 
 
public class ImWithGwt implements EntryPoint { 
  
 /* 
  * Definición de contenedores 
  */ 
 final Panel roster = new Panel();//Panel contenedor del menú y 
la lista de contactos 
 final Window win = new Window();//Ventana principal del 
programa 
 Login login = null; 
 final Panel panelGeneral = new Panel();//Panel contenedor del 
botón de arranque (abrir ventana) 
 final HashMap<String, Window> hash = new HashMap<String, 
Window>();  
  
 RecordDef recordDef = new RecordDef(new FieldDef[] { 
   new StringFieldDef("usuario", "usuario"), 
   new StringFieldDef("nombre", "nombre"),  
   new StringFieldDef("estado", "estado")}); 
 GridPanel grid = new GridPanel(); 
 Store st = null; 
ColumnModel cm = (new ColumnModel(new ColumnConfig[] { 
   new ColumnConfig("Estado", "estado", 50), 
   new ColumnConfig("Usuario", "usuario", 75), 
   new ColumnConfig("Nombre","nombre", 75) })); 
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// A partir de aquí definimos la grid oculta "provisional" para 
tratar las ventanas nuevas que hay que abrir 
 GridPanel newWindows = new GridPanel(); 
 Store storeWindows = null; 
 ColumnModel columWindows = (new ColumnModel(new ColumnConfig[]{ 
  new ColumnConfig("interlocutor", "interlocutor", 100)})); 
 RecordDef rdWindows = new RecordDef( new FieldDef[]{ 
  new StringFieldDef("interlocutor")}); 
 @SuppressWarnings("static-access") 
 public void onModuleLoad() { 
/* 
* Definición del panel donde introduciremos el botón para abrir la IM 
*/ 
 panelGeneral.setBorder(false); 
 panelGeneral.setPaddings(15); 
 //Definición de la toolbar 
 Toolbar toolbar = new Toolbar(); 
 /* 
  * Periodic Task 
  */ 
 final Timer time = new Timer() { 
  public void run() { 
   refreshWindows(); 
   Reconfigure(); 
  } 
 }; 
 /* 
  * Botón para desplegar el panel 
  */ 
 final Button button = new Button("Abre la ventana", 
  new ButtonListenerAdapter() { 
   public void onClick(Button button, EventObject e) { 
     win.show(); 
    } 
   }); 
 button.hide(); 
 /* 
  * Definición del botón de la barra de menús 
  */ 
 ToolbarButton buttonTools = new ToolbarButton("Login"); 
 toolbar.addButton(buttonTools); 
 QuickTipsConfig tipsConfig = new QuickTipsConfig(); 
 tipsConfig.setText("Descripcion del boton"); 
 tipsConfig.setTitle("Login provisional"); 
 buttonTools.setTooltip(tipsConfig); 
 buttonTools.addListener(new ButtonListenerAdapter() { 
  public void onClick(Button button, EventObject e) { 
   login = new Login(); 
   login.addListener( new WindowListenerAdapter() { 
    public void onClose(Panel panel) { 
     refreshWindows(); 
     Reconfigure(); 
     time.scheduleRepeating( 
VarsClient.refreshRosterTime );} 
   }); 
   login.show(); 
  } 
 }); 
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 roster.add(toolbar);  
 /* 
  * Definición de la ventana principal 
  */ 
 win.setTitle("Mensajeria Instantanea"); 
 win.setPagePosition(200, 10); 
 win.setCloseAction(win.HIDE); 
 win.setMaximizable(true); 
 win.setResizable(true); 
 win.setWidth(200); 
 win.setHeight(350); 
 win.setLayout(new BorderLayout()); 
 st = new Store(new JsonReader(recordDef)); 
 grid.setStore(st); 
 grid.setBorder(false); 
 grid.setColumnModel(cm); 
 grid.setWidth(375); 
 grid.setHeight(150); 
 grid.stripeRows(true); 
 roster.add(grid); 
 button.show(); 
 storeWindows = new Store(new JsonReader(rdWindows)); 
 /* 
  * Listener de la grid 
  */ 
 grid.addGridRowListener(new GridRowListenerAdapter() { 
  public void onRowDblClick(GridPanel grid, final int 
rowIndex, EventObject e) {final String interlocutor = 
grid.getStore().getAt(rowIndex).getAsString("usuario"); 
 
  if (!hash.containsKey(interlocutor)) {   
   
  UrlParam up[] = {new UrlParam("interlocutor", 
interlocutor)}; 
  Conexion.exec( VarsClient.urlNewChat, new 
ConnectionResponse() { 
  public void onComplete(String responseText) {}}, up); 
  initChat( interlocutor ); 
  } else 
  hash.get(interlocutor).show(); 
  } 
 }); 
 /* 
  * Combo de estados 
  */ 
 final Store store = new SimpleStore(new String[] { "presencia", 
"nick" }, getStates()); 
 store.load(); 
 final ComboBox cb = new ComboBox(); 
 cb.setStore(store); 
 cb.setDisplayField("nick"); 
 cb.setMode(ComboBox.LOCAL); 
 cb.setTriggerAction(ComboBox.ALL); 
 cb.setEmptyText("Estado..."); 
 cb.setSelectOnFocus(true); 
 cb.setLazyRender(true); 
 
76  TFC 
 
 
 
 
 
 
 
 
 
 
 Panel comboPanel = new Panel(); 
 comboPanel.setLayout(new FitLayout()); 
 comboPanel.setAutoHeight(true); 
 comboPanel.add(cb); 
   
 // Envio de la información de estado 
 cb.addListener( new ComboBoxListenerAdapter(){ 
  public void onSelect(ComboBox comboBox, Record record, int 
index) {  
  UrlParam urlp[] = {new UrlParam("presencia", 
record.getAsString("presencia"))}; 
  Conexion.exec( VarsClient.urlPresence, new 
ConnectionResponse() { 
  public void onComplete(String responseText) {}}, urlp ); 
 }}); 
   
 /* 
  * Añadimos el contenido de la ventana 
  */ 
 win.add(roster, new BorderLayoutData(RegionPosition.CENTER)); 
 win.add(comboPanel,new BorderLayoutData(RegionPosition.SOUTH)); 
 panelGeneral.add(button);//Añadimos el botón al panel de inicio 
 /* 
  * Definimos el panel de inicio como RootPanel 
  */ 
 RootPanel.get().add(panelGeneral); 
 } 
 
 public void Reconfigure(){ 
 Conexion.exec(VarsClient.urlReloadRoster,new 
ConnectionResponse() { 
  public void onComplete(String responseText) { 
   st.loadJsonData(responseText, false); 
   grid.reconfigure(st, cm); 
   grid.getView().refresh(); 
  }}); 
 } 
 public void refreshWindows(){ 
 Conexion.exec( VarsClient.haveWindow, new ConnectionResponse(){ 
  public void onComplete(String responseText) { 
   storeWindows.loadJsonData(responseText, false); 
   for( int i = 0; i < storeWindows.getCount(); i++){ 
   initChat ( 
storeWindows.getRecordAt(i).getAsString("interlocutor")); 
   }     
  }}); 
 } 
 public ChatWindow initChat( final String interlocutor ){ 
  final ChatWindow cw = new ChatWindow( interlocutor ); 
 /* Listener para las acciones a realizar cuando se cierra 
 */ 
 cw.addListener(new PanelListenerAdapter(){ 
  public void onClose(Panel panel){ 
   cw.time.cancel(); 
   super.onClose(panel); 
   hash.remove( interlocutor ); 
   UrlParam urlp[] = {new UrlParam("interlocutor", 
interlocutor)}; 
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 Conexion.exec( VarsClient.removeWindow, new 
ConnectionResponse() { 
  public void onComplete(String responseText) {}}, urlp); 
   } 
  }); 
  hash.put(interlocutor, cw); 
  cw.show(); 
  return cw; 
 } 
 /* 
  * Lista de estados del usuario  
  */ 
 private static String[][] getStates() { 
  return new String[][] { 
   new String[] { "disponible", "Disponible" }, 
   new tring[] { "ausente", "Ausente" }, 
   new String[] {"en_consulta", "En consulta"}, 
   new String[]{"ausencia_extendida","Ausencia 
extendida"}, 
   new String[] { "no_disponible", "No disponible" }}; 
 } 
} 
     
package tfc.client; 
import com.gwtext.client.core.Connection; 
import com.gwtext.client.core.ConnectionConfig; 
import com.gwtext.client.core.RequestParam; 
import com.gwtext.client.core.UrlParam; 
public class Conexion { 
 ConnectionConfig conConf = null; 
 RequestParam rp = null; 
 private Conexion ( String url, ConnectionResponse cr ){ 
  conConf = new ConnectionConfig(); 
  conConf.setUrl( url ); 
  rp = new RequestParam(); 
  UrlParam urlp[] = {new UrlParam("_ts", "")}; 
  rp.setParams(urlp); 
  Connection con = new Connection( conConf ); 
  con.addListener( cr ); 
  con.request( rp );  
 } private Conexion( String url, ConnectionResponse cr, 
UrlParam urlp[] ){ 
  conConf = new ConnectionConfig(); 
  conConf.setUrl( url ); 
  rp = new RequestParam(); 
  rp.setParams(urlp); 
  Connection con = new Connection( conConf ); 
  con.addListener( cr ); 
  con.request( rp );  
 } 
 public static void exec ( String url, ConnectionResponse cr ){ 
  new Conexion( url, cr ); 
 } 
 public static void exec ( String url, ConnectionResponse cr, 
UrlParam urlp[] ){ 
  new Conexion( url, cr, urlp ); 
}}    
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package tfc.client; 
import com.gwtext.client.core.Connection; 
import com.gwtext.client.core.event.ConnectionListener; 
 
public abstract class ConnectionResponse implements 
ConnectionListener{ 
 public boolean doBeforeRequest(Connection conn) { 
  return true; 
 } 
 public void onRequestComplete(Connection conn, String 
responseText) { 
  onComplete(responseText); 
 } 
 public void onRequestException(Connection conn, int httpStatus, 
   String responseText) { 
  System.out.println("Error en el Connection Listener: " + 
responseText); 
 } 
 public abstract void onComplete (String responseText); 
} 
package tfc.client; 
import com.google.gwt.user.client.DOM; 
import com.google.gwt.user.client.Timer; 
import com.google.gwt.user.client.ui.FlexTable; 
import com.google.gwt.user.client.ui.Label; 
import com.gwtext.client.core.EventObject; 
import com.gwtext.client.core.ExtElement; 
import com.gwtext.client.core.RegionPosition; 
import com.gwtext.client.core.UrlParam; 
import com.gwtext.client.data.FieldDef; 
import com.gwtext.client.data.JsonReader; 
import com.gwtext.client.data.RecordDef; 
import com.gwtext.client.data.Store; 
import com.gwtext.client.data.StringFieldDef; 
import com.gwtext.client.widgets.Button; 
import com.gwtext.client.widgets.Panel; 
import com.gwtext.client.widgets.Window; 
import com.gwtext.client.widgets.event.ButtonListenerAdapter; 
import com.gwtext.client.widgets.event.KeyListener; 
import com.gwtext.client.widgets.form.TextArea; 
import com.gwtext.client.widgets.layout.AnchorLayoutData; 
import com.gwtext.client.widgets.layout.BorderLayout; 
import com.gwtext.client.widgets.layout.BorderLayoutData; 
@SuppressWarnings("static-access") 
public class ChatWindow extends Window{ 
 FlexTable ft = null; 
 TextArea textArea = null; 
 Panel chatPanel = null; 
 String interlocutor = null; 
 Store st = null; 
 RecordDef rd = new RecordDef( new FieldDef[]{ 
   new StringFieldDef("respuesta")}); 
 public ChatWindow( final String inter ){ 
  this.interlocutor = inter; 
  ChatWindow chat = this;   
  chat.setTitle("Chat con: " + interlocutor);   
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  chat.setPagePosition(10, 10); 
  chat.setMaximizable(true); 
  chat.setResizable(true); 
  chat.setWidth(200);   
  chat.setHeight(350); 
  chat.setLayout(new BorderLayout()); 
  chat.setCloseAction(chat.CLOSE); 
  Panel messageBox = new Panel(); 
  messageBox.setWidth(200);   
  messageBox.setHeight(100);   
  textArea = new TextArea();   
  textArea.setHeight("100%"); 
  textArea.setWidth("100%"); 
  messageBox.add(textArea, new AnchorLayoutData("100%")); 
  ft = new FlexTable();   
  chatPanel = new Panel(); 
  chatPanel.add(ft); 
  chatPanel.setAutoScroll(true); 
  Button send=new Button("Send",new ButtonListenerAdapter(){  
   public void onClick(Button button, EventObject e) {   
    if( textArea.isDirty() ){ 
     sendMessage(interlocutor); 
     /* SCROLL-DOWN */ 
     ExtElement b = chatPanel.getBody(); 
     int scrollHeight = 
DOM.getElementPropertyInt(ft.getElement(), "scrollHeight"); 
     int offsetHeight = b.getHeight(true); 
     setScrollTop(b,scrollHeight-
offsetHeight); 
   }} 
  }); 
  textArea.addKeyListener(13, new KeyListener() { 
   public void onKey(int key, EventObject e) { 
    if(textArea.isDirty()){ 
     sendMessage(interlocutor); 
     /* SCROLL-DOWN */ 
     ExtElement b = chatPanel.getBody(); 
     int scrollHeight = 
DOM.getElementPropertyInt(ft.getElement(), "scrollHeight"); 
     int offsetHeight = b.getHeight(true); 
     setScrollTop(b, scrollHeight - 
offsetHeight); 
   }} 
  }); 
  chat.add(chatPanel, new 
BorderLayoutData(RegionPosition.CENTER)); 
  chat.add(messageBox, new 
BorderLayoutData(RegionPosition.SOUTH)); 
  chat.addButton(send);  
  //Llamamos primero a la funcion del timmer y luego ya 
//iremos llamando periodicamente 
  refresh(); 
  time.scheduleRepeating( VarsClient.refreshChatTime ); 
 } 
 public void sendMessage ( String interlocutor ){ 
  String messageToSend = textArea.getValueAsString(); 
  ft.setWidget(ft.getRowCount(), 0, new Label("Yo: " + 
messageToSend)); 
 
80  TFC 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
   textArea.reset(); 
  final UrlParam param[] = {new UrlParam("messageToSend", 
messageToSend), new UrlParam("interlocutor", interlocutor)}; 
  Conexion.exec( VarsClient.sendMessage, new 
ConnectionResponse() { 
   public void onComplete(String responseText) {} 
  }, param); } 
 Timer time = new Timer() { 
  public void run() { 
   refresh(); 
  } 
 }; 
 /* 
  * Método a ejecutar con el timmer 
  */ 
 public void refresh(){UrlParam urlp[] = {new 
UrlParam("interlocutor", interlocutor)}; 
  Conexion.exec(VarsClient.chatUrl,new ConnectionResponse(){ 
   public void onComplete(String responseText) {  
    st = new Store(new JsonReader(rd)); 
    st.loadJsonData( responseText, false ); 
    ft.setWidget(ft.getRowCount(),0,new 
Label(interlocutor+" : 
"+st.getRecordAt(0).getAsString("respuesta")));  
    /* SCROLL-DOWN */ 
    ExtElement b = chatPanel.getBody(); 
    int scrollHeight = 
DOM.getElementPropertyInt(ft.getElement(), "scrollHeight"); 
    int offsetHeight = b.getHeight(true); 
    setScrollTop(b, scrollHeight - offsetHeight); 
   } 
  }, urlp);  
 } 
 /* 
  *  Función nativa para la gestión del scroll (que se mantenga 
siempre abajo 
  */ 
 public native void setScrollTop(ExtElement el, int scrollTop) 
/*-{ 
     var elem = 
el.@com.gwtext.client.core.JsObject::getJsObj()(); 
     elem.dom.scrollTop = scrollTop; 
 }-*/; 
} 
