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Abstrakt
Tato bakala´rˇska´ pra´ce se zaby´va´ problematikou rozsˇirˇitelnosti vy´vojove´ho prostrˇedı´ Vi-
sual Studio o podporu ladeˇnı´ nove´ho programovacı´ho jazyka. Prvnı´ cˇa´st rozebı´ra´ mozˇ-
nosti rozsˇı´rˇenı´, ktere´ Visual Studio poskytuje. Jsou zde popsa´ny komponenty zajisˇt’ujı´cı´
podporu ladeˇnı´ na straneˇ vy´vojove´ho prostrˇedı´ a to, jak jsou navza´jem propojeny, a
jsou naznacˇeny ru˚zne´ strategie propojenı´ beˇhove´ho prostrˇedı´ s vy´vojovy´m prostrˇedı´m
v za´vislosti na zvolene´m jazyku.
Druha´ cˇa´st podrobneˇ popisuje prakticka´ rˇesˇenı´ a postupypotrˇebne´ pro tvorbu rozsˇirˇu-
jı´cı´ho ladicı´ho balı´cˇku. Tyto poznatky jsou pak vyuzˇity prˇi implementaci podpory ladeˇnı´
jednoduche´ho jazyka, a to jak na straneˇ Visual Studia, tak na straneˇ beˇhove´ho prostrˇedı´
jazyka.
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Abstract
This bachelor thesis concentrates on extensibility of the Visual Studio IDE regarding
debugging support for a new programming language. First part is focused on extension
points provided by Visual Studio, describing the components supporting debugging
inside the IDE and their interconnections. This is followed by an overview of different
strategies of connecting the language run-time with the IDE with regard to the choice of
the language.
Detailed instructions and practical solutions for creating a debugging extension are
given in the second part. This information is then used in the process of adding debugging
support for a simple language to Visual Studio, as well as to the run-time of the language.
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41 U´vod
Psanı´ zdrojovy´ch ko´du˚ nenı´ jedina´ pra´ce programa´tora prˇi tvorbeˇ a u´drzˇbeˇ programu˚.
Programa´tor musı´ take´ analyzovat a rˇesˇit chyby v programech. V ra´mci jedne´ iterace
vy´voje se mu˚zˇou vyskytnout ru˚zne´ druhy chyb: chyby prˇekladu, chyby beˇhu a logicke´
chyby.
Nejdrˇı´ve je ko´d prˇi prˇekladu (cˇi v prˇı´padeˇ interpretovany´ch jazyku˚ prˇi explicitnı´ syn-
takticke´ kontrole) zkontrolova´n, zda se v neˇm nevyskytujı´ syntakticke´ chyby a porusˇenı´
se´mantiky jazyka. Tyto chyby prˇekladumusı´ programa´tor vsˇechny opravit, jinak nemu˚zˇe
pokracˇovat. Prˇekladacˇ navı´c mu˚zˇe prove´st dalsˇı´ se´manticke´ kontroly, zejme´na typovou
kontrolu, nalezenı´ nezachyceny´ch potencia´lnı´ch vy´jimek, nalezenı´ ko´du cˇtoucı´ho neinici-
alizovane´ promeˇnne´ a dalsˇı´, nicme´neˇ programa´torovi jsou cˇasto bud’vy´sledky nahla´sˇeny
jako pouha´ varova´nı´ a doporucˇenı´, anebomu jsou da´ny prostrˇedky, jak se teˇchto prˇeka´zˇek
zbavit bez toho, aby chyby opravil, naprˇı´klad prˇetypova´nı´, zarˇazenı´ typu vy´jimky mezi
nekontrolovane´, inicializace promeˇnne´ nesmyslnou hodnotou...
Pokud se program podarˇı´ prˇelozˇit, mu˚zˇe programa´tor zkusit program spustit a in-
teragovat s nı´m. Prˇi sve´m beˇhu se program mu˚zˇe pokusit prove´st operaci, ktera´ nenı´
beˇhovy´m prostrˇedı´m povolena. Pokud se tak stane a programa´tor v programu nezajistil
osˇetrˇenı´ takove´ho stavu, je program beˇhovy´m prostrˇedı´m ukoncˇen. Ovsˇem ani kdyzˇ pro-
gramdokoncˇı´ svu˚j beˇh, nelze programprohla´sit za prosty´ chyb. Programmu˚zˇe vykazovat
chova´nı´, ktere´ programa´tor nezamy´sˇlel cˇi neocˇeka´val, tedy obsahovat logickou chybu.
Pozna´mka 1.1 Hranice mezi trˇemi vyjmenovany´mi druhy chyb nejsou pevne´. Definice
jsou sice jednoznacˇne´, ale stejny´ kusko´du semu˚zˇe v za´vislosti na kontextuobjevit vevsˇech
trˇech kategoriı´ch. Naprˇı´klad chybeˇjı´cı´ strˇednı´k se obycˇejneˇ projevı´ jako chyba prˇekladu,
ovsˇem pokud strˇednı´k chybı´ v kusu ko´du, ktery´ je pak vyhodnocova´n konstrukcı´ typu
eval, prˇeklad probeˇhne v porˇa´dku, ale program skoncˇı´ beˇhovou chybou. Pokud je tento
stav programem omylem zachycen a ignorova´n, projevı´ se jako logicka´ chyba.
Pokud nenı´ prˇı´cˇina chyby beˇhu nebo logicke´ chyby (cˇasto jsou souhrnneˇ oznacˇo-
va´ny slovem anglicke´ho pu˚vodu bug) programa´torovi okamzˇiteˇ zrˇejma´, musı´ prˇistoupit
k ladeˇnı´. Ladeˇnı´ (anglicky debugging) programu je proces, prˇi neˇmzˇ se programa´tor snazˇı´
najı´t prˇı´cˇinu chyby a odstranit ji. V za´vislosti na zkusˇenostech programa´tora a slozˇitosti
chyby mu˚zˇe programa´tor pouzˇı´t k ladeˇnı´ ru˚zne´ metody. Beˇzˇneˇ proces ladeˇnı´ zacˇı´na´ po-
kusem o opakovatelne´ znovunavozenı´ chyby, tedy nalezenı´ postupu nebo vstupnı´ch dat,
ktere´ spolehliveˇ chybu v programu vyvolajı´, prˇicˇemzˇ se hledajı´ vstupy co nejmensˇı´ a
nejjednodusˇsˇı´. Na´sledneˇ je analyzova´n beˇh programu spusˇteˇne´ho s teˇmito vstupy, tedy
zaznamena´va´n sled vykona´va´nı´ jednotlivy´ch rutin cˇi prˇı´kazu˚ v programunebo vy´voj vni-
trˇnı´ho stavu programu. Takto zı´skane´ informace pak programa´tor porovna´ s prˇedstavou,
jak by meˇl program fungovat, a na za´kladeˇ nalezeny´ch odlisˇnostı´ upravı´ ko´d.
Jelikozˇ je ladeˇnı´ na´rocˇna´ a komplexnı´ u´loha, existuje popta´vka po na´strojı´ch, ktere´
ladeˇnı´ usnadnˇujı´. Podobneˇ jako se vyvı´jely na´stroje podporujı´cı´ samotnou tvorbu pro-
gramu – prvnı´ programovacı´ jazyky a jejich prˇekladacˇe, kompila´tory, vysokou´rovnˇove´
jazyky, specializovane´ editory a integrovana´ vy´vojova´ prostrˇedı´ – vyvı´jely se i na´stroje
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ladicı´ na´stroje, graficke´ ladicı´ na´stroje a integrovana´ vy´vojova´ prostrˇedı´. Integrovana´ vy´-
vojova´ prostrˇedı´ (IDE) jsou na´stroje, ktere´ umozˇnˇujı´ v jednotne´m prostrˇedı´ program psa´t,
prˇekla´dat, spousˇteˇt, ladit, nasazovat a zaznamena´vat historii jeho vy´voje. IDE jsou natolik
dostupny´mi a na´pomocny´mi na´stroji, zˇe si dnes snad nelze prˇedstavit vy´voj netrivia´lnı´ch
programu˚ bez jejich vyuzˇitı´.
Jednı´m z popula´rnı´ch IDE pro platformu Windows je Visual Studio od spolecˇnosti
Microsoft, ktere´mu se veˇnuje i tato pra´ce, a to problematice jeho rozsˇirˇitelnosti v ob-
lasti podpory ladeˇnı´ nove´ho programovacı´ho jazyka. Pra´ce se zameˇrˇuje na verzi 11.0,
nazy´vanou Visual Studio 2012, ktera´ je v dobeˇ psanı´ pra´ce aktua´lnı´ verzı´. Toto IDE ve
sve´m za´kladnı´m stavu poskytuje vsˇechny funkce potrˇebne´ k ladeˇnı´ programu˚ – propo-
jenı´ s beˇzˇı´cı´m programem, zobrazova´nı´ jeho stavu v prˇı´me´ na´vaznosti na zdrojovy´ ko´d,
sledova´nı´ pru˚beˇhu jeho vykona´va´nı´, ovla´da´nı´ jeho beˇhu (zastavova´nı´, posouva´nı´ po ma-
ly´ch krocı´ch), upravova´nı´ jeho stavu a dalsˇı´. Mezi jazyky, ktere´ jsou plneˇ podporova´ny
v za´kladnı´ instalaci Visual Studia, patrˇı´ C, C++ vcˇetneˇ neˇkolika rozsˇı´rˇenı´, VB.NET, C#, F#
a JavaScript.
Kapitola 2 obsahuje u´vod do obecne´ problematiky rozsˇirˇitelnosti Visual Studia, na
cozˇ navazuje kapitola 3 popisem za´kladnı´ch konceptu˚ a analy´zou mozˇny´ch postupu˚ prˇi
rozsˇı´rˇenı´ Visual Studia o podporu ladeˇnı´ nove´ho jazyka. Kapitola 4 jeden z uvedeny´ch
postupu˚ uva´dı´ v podrobnostech a kapitola 5 pak popisuje vyuzˇitı´ tohoto postupu na
prakticke´ uka´zce rozsˇı´rˇenı´ Visual Studia o podporu ladeˇnı´ jazyka TL.
Pozna´mka 1.2 Soucˇa´stı´ podpory ladeˇnı´ v neˇktery´ch edicı´ch Visual Studia jsou i velmi
pokrocˇile´ na´stroje, jako IntelliTrace a Edit and Continue, ktere´ da´le usnadnˇujı´ a urychlujı´
proces ladeˇnı´. Tyto na´stroje jsou mimo rozsah te´to pra´ce a nebude jim da´le veˇnova´na
pozornost.
62 Visual Studio 2012 a jeho rozsˇirˇitelnost
Prostrˇedı´ Visual Studio (VS) vyvı´jı´ spolecˇnost Microsoft od roku 1997 ve snaze sjednotit
sva´ vy´vojova´ prostrˇedı´ pro jednotlive´ jazyky, Visual Basic, Visual C++ a Visual FoxPro.
Samotne´ prostrˇedı´ bylo psa´no zejme´na v jazyku C++, ale od prˇiblizˇneˇ od roku 2001,
spolu s uvedenı´m platformy .NET, byly ru˚zne´ cˇa´sti prˇepisova´ny do jazyka C# a jed-
notlive´ komponenty postupneˇ oddeˇlova´ny. Od VS 2005 po dnesˇnı´ VS 2012 se prostrˇedı´
vyznacˇuje sta´le veˇtsˇı´ modularitou a poskytuje veˇtsˇı´ mozˇnostı´ rozsˇı´rˇenı´ a zjednodusˇuje
jejich implementaci.
2.1 Obecna´ architektura
To, co je uzˇivatelemvnı´ma´no jako jednoprostrˇedı´, jedna aplikace, je ve skutecˇnosti tvorˇeno
desı´tkami komponent beˇzˇı´cı´ch nad frameworkem Visual Studio Shell. Komponenty jsou
slucˇova´ny do balı´cˇku˚ zvany´ch VSPackages. Shell a komponenty poskytujı´ kazˇda´ jednu
nebo vı´ce sluzˇeb a za´rovenˇ vyuzˇı´vajı´ sluzˇby poskytovane´ ostatnı´mi[4]. Shell poskytuje trˇi
za´kladnı´ sluzˇby:
SVsShell zajisˇt’uje za´kladnı´ funkce a zaby´va´ se registracı´ balı´cˇku˚.
SVsSolution zajisˇt’uje funkce souvisejı´cı´ s rˇesˇenı´mi (solutions) a projekty v nich obsazˇe-
ny´mi.
SVsUIShell zajisˇt’uje uzˇivatelske´ rozhranı´ – okna, panely, nabı´dky.
Vsˇechny ostatnı´ funkce dostupne´ v za´kladnı´ instalaci prostrˇedı´, vcˇetneˇ editoru˚ ko´du,
designeru˚, podpory jednotlivy´ch jazyku˚ a podpory ladeˇnı´, zajisˇt’ujı´ balı´cˇky. Sluzˇby na-
vza´jem komunikujı´ pomocı´ rozhranı´ Component Object Model (COM) nebo pomocı´ Ma-
naged Extensibility Frameworku (MEF), prˇicˇemzˇ urcˇita´ sada sluzˇeb je dostupna´ prˇes
rozhranı´ COM (veˇtsˇinou architekturneˇ starsˇı´ cˇa´sti VS) a odlisˇna´ sada sluzˇeb je prˇı´stupna´
skrz MEF (zvla´sˇteˇ cˇa´sti VS, ktere´ byly prˇepracova´ny ve verzi 2010).
COM, podobneˇ jako naprˇı´klad technologie CORBA cˇi XPCOM, definuje rozhranı´
pro vza´jemnou komunikaci objektu˚ neza´visla´ na implementacˇnı´m jazyku a platformeˇ.
Dı´ky skutecˇnosti, zˇe podpora COM je dostupna´ ve veˇtsˇineˇ beˇzˇneˇ uzˇı´vany´ch jazyku˚, nenı´
rozsˇı´rˇenı´ Visual Studia va´za´no na znalost konkre´tnı´ho jazyka. Drtiva´ veˇtsˇina balı´cˇku˚ je
vsˇak psa´na v jazycı´ch C++ a C#. Zejme´na prˇi implementaci v jazyku C# (cˇi jiny´ch jazycı´ch
platformy .NET) je veˇtsˇina komplexity modelu COM prˇed programa´torem ukryta a ten
se mu˚zˇe soustrˇedit na samotnou implementaci. Bohuzˇel naprˇı´klad registrace komponent
COM i tak zu˚sta´va´ problematicky´m aspektem te´to technologie, ale pro tento konkre´tnı´
proble´m nabı´zı´ Visual Studio rˇesˇenı´, ktere´ bude popsa´no v kapitole 4.
MEF, Visual Studiem prvneˇ vyuzˇity´ ve verzi 2010, je framework umozˇnˇujı´cı´ rych-
lou tvorbu rozsˇirˇitelny´ch aplikacı´. MEF definuje metody propojenı´ aplikace s rozsˇirˇujı´-
cı´mi komponentami za pomoci atributu˚ definujı´cı´ch mı´sta v ko´du, ktera´ jsou otevrˇena´
k rozsˇı´rˇenı´ (prˇijı´majı´, importujı´ funkcionalitu), a atributu˚ definujı´cı´ch kusy ko´du, ktere´
tvorˇı´ rozsˇı´rˇenı´ (poskytujı´, exportujı´ funkcionalitu). Jelikozˇ jde o soucˇa´st frameworku .NET
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(prvneˇ byl doda´n s verzı´ 4.0), tvorba rozsˇı´rˇenı´ vyuzˇı´vajı´cı´ch MEF je efektivneˇ omezena´
pouze na jazyky platformy .NET.
Pro vy´voj rozsˇı´rˇenı´ Visual Studia je spolecˇnostı´ Microsoft poskytova´na sada knihoven
ana´stroju˚ jme´nemVisual Studio SDK[17], dostupne´ bezplatneˇ ke stazˇenı´[18]. Tyto na´stroje
zavedou do existujı´cı´ instalace Visual Studia nove´ druhy projektu˚ (jako trˇeba jizˇ zmı´neˇny´
VSPackage) a nastavı´ takzvanou experimenta´lnı´ instanci Visual Studia, tedy konfiguracˇnı´
profil oddeˇleny´ od beˇzˇneˇ pouzˇı´vane´ho profilu, do ktere´ho se instalujı´ vyvı´jena´ rozsˇı´rˇenı´.
Testova´nı´ a ladeˇnı´ rozsˇı´rˇenı´ takmu˚zˇe probı´hat se dveˇma paralelneˇ spusˇteˇny´mi instancemi
prostrˇedı´: v hlavnı´ instanci se zobrazuje a prˇı´padneˇ upravuje ko´d rozsˇı´rˇenı´, v experimen-
ta´lnı´ instanci se ko´d rozsˇı´rˇenı´ vykona´va´, prˇicˇemzˇ programa´tor mu˚zˇe vykona´va´nı´ ko´du
zastavovat, zkoumat vnitrˇnı´ stav rozsˇı´rˇenı´ a prova´deˇt vsˇechny dalsˇı´ ladicı´ u´kony.
2.2 Architektura ladicı´ch komponent
Funkcionalita ladeˇnı´ je ve Visual Studiu implementova´na za´kladnı´m balı´cˇkem, ktery´ je
napojeny´ na dalsˇı´ komponenty. Jsou to konkre´tneˇ na´sledujı´cı´ soucˇa´sti:
Debug package (UI) Ladicı´ balı´cˇek, poskytuje uzˇivatelske´ rozhranı´ pro ladeˇnı´ a ukla´da´
informace zı´skane´ z ladicı´ch jader pro dalsˇı´ pouzˇitı´. Tato komponenta je soucˇa´stı´
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Session debug manager (SDM) Spra´vce ladicı´ho sezenı´, komunikacˇnı´ komponenta, ktera´
prˇeda´va´ informace mezi jednotlivy´mi ja´dry a ladicı´m balı´cˇkem. Pro ladicı´ balı´cˇek
poskytuje jednotny´ proud uda´lostı´ plynoucı´ z jednotlivy´ch ladicı´ch jader a roz-
deˇluje a prˇeposı´la´ jim pozˇadavky ladicı´ho balı´cˇku. Tato komponenta je soucˇa´stı´
Visual Studia.
Process debug manager (PDM) Spra´vce procesu˚ a programu˚, udrzˇuje seznam procesu˚
a programu˚ (tyto pojmy budou vysveˇtleny nı´zˇe) dostupny´ch k ladeˇnı´. Tato kompo-
nenta je soucˇa´stı´ Visual Studia.
Debug engine (DE) Ladicı´ ja´dro, zajisˇt’uje vykona´va´nı´ ladicı´ch pozˇadavku˚ ve spolupra´ci
s beˇhovy´mprostrˇedı´m, ve ktere´mprogrambeˇzˇı´, cozˇmu˚zˇe by´t virtua´lnı´ stroj cˇi prˇı´mo
operacˇnı´ syste´m. Pro kazˇde´ beˇhove´ prostrˇedı´, ve ktere´m chceme ladit programy, je
tedy potrˇeba zvla´sˇtnı´ ladicı´ ja´dro. Jednoho ladicı´ho sezenı´ se mu˚zˇe zu´cˇastnˇovat
vı´ce jader. Neˇkolik ladicı´ch jader je soucˇa´stı´ Visual Studia, rˇada dalsˇı´ch je doda´va´na
trˇetı´mi stranami.
Port supplier (PS) Poskytovatel portu˚, doda´va´ spra´vci procesu˚ takzvane´ porty, jejichzˇ
u´cˇelem je vyjmenovat procesy beˇzˇı´cı´ na stroji, umozˇnit spusˇteˇnı´ a ukoncˇova´nı´ pro-
cesu˚ a jejich prˇipojenı´ k ladicı´mu ja´dru. Visual Studio obsahuje port (s prˇı´slusˇny´m
poskytovatelem) schopny´ pracovat s beˇzˇny´mi procesy na mı´stnı´m stroji a na vzda´-
leny´ch strojı´ch s operacˇnı´m syste´mem Windows, neˇkolik dalsˇı´ch portu˚ a poskyto-
vatelu˚ je doda´va´no trˇetı´mi stranami.
Expression evaluator (EE) Vyhodnocovacˇ vy´razu˚, prova´dı´ na pozˇa´da´nı´ syntaktickou
analy´zu vy´razu˚ a jejich vyhodnocova´nı´. Pouzˇity´ vyhodnocovacˇ je vybı´ra´n ladicı´m
ja´drem podle jazyka zdrojove´ho souboru. Prˇi vyhodnocova´nı´ vy´razu˚ spolupracuje
s poskytovatelem symbolu˚. Soucˇa´stı´ Visual Studia jsou vyhodnocovacˇe ke vsˇem
podporovany´m jazyku˚m.
Symbol handler (SH) Spra´vce symbolu˚ (neˇkdy take´ symbol provider, SP), nacˇı´ta´ z da-
taba´zı´ symbolu˚ a z beˇhove´ho prostrˇedı´ seznam symbolu˚ (promeˇnny´ch, parametru˚,
metod, trˇı´d), jejich vy´znam a umı´steˇnı´ v pameˇti. Soucˇa´stı´ Visual Studia jsou spra´vci
symbolu˚, kterˇı´ jsou schopnı´ cˇı´st databa´ze symbolu˚ tvorˇene´ prˇekladacˇi doda´vany´mi
s Visual Studiem, a dalsˇı´ jsou doda´va´ny s ladicı´mi ja´dry trˇetı´ch stran. Poskytova-
tel symbolu˚ nemusı´ by´t implementova´n jako zvla´sˇtnı´ komponenta oddeˇlena´ od
ladicı´ho ja´dra.
Type visualizer Vizualiza´tor dat, definuje zpu˚sob zobrazova´nı´ hodnot urcˇite´ho typu
z programu. Vizualiza´tory spolupracujı´ prˇi zı´ska´va´nı´ dat s vyhodnocovacˇem vy´-
razu˚. Mnozˇstvı´ vizualiza´toru˚ je soucˇa´stı´ Visual Studia, dalsˇı´ jsou doda´va´ny (stejneˇ
jako vyhodnocovacˇe) s ladicı´mi ja´dry trˇetı´ch stran, ale jsou dostupne´ i vizualiza´tory
v samostatny´ch balı´cˇcı´ch, ktere´ spolupracujı´ s neˇktery´m z existujı´cı´ch ladicı´ch jader.
9Obra´zek 2: Ladicı´ komponenty Visual Studia a vztahy mezi nimi
Propojenı´ jednotlivy´ch soucˇa´stı´ je naznacˇeno v obra´zku 2. Komponenty spravovane´
Visual Studiem (komponenty UI, SDM a PDM) komunikujı´ se zbyly´mi komponentami
pomocı´ rˇady rozhranı´ COM, ktera´ musı´ ladicı´ ja´dra, poskytovatele´ portu˚, vyhodnocovacˇe
vy´razu˚ a spra´vci symbolu˚ implementovat. Vzhledem k tomuto faktu a vy´sˇe uvedeny´m
vlastnostem technologie COM byl pro tuto pra´ci zvolen C# jako implementacˇnı´ jazyk.
2.3 Rozsˇirˇitelnost ladeˇnı´
Visual Studio poskytuje neˇkolik bodu˚ rozsˇı´rˇenı´ ladeˇnı´:
Automatizace a makra Jednı´m z nejjednodusˇsˇı´ch zpu˚sobu˚ rozsˇı´rˇenı´ ladeˇnı´ je vytvorˇenı´
makra vyuzˇı´vajı´cı´ho sta´vajı´cı´ schopnosti ladeˇnı´ novy´mi zpu˚soby. Naprˇı´klad lze
sestavit makro vypisujı´cı´ hodnoty loka´lnı´ch promeˇnny´ch a nechat ho spustit po
kazˇde´m zastavenı´ programu. Pomocı´ maker vsˇak nelze dodat Visual Studiu nove´
schopnosti.
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Vizualiza´tory Dalsˇı´ jednoduchou metodou rozsˇı´rˇenı´ je vylepsˇenı´ zpu˚sobu zobrazova´nı´
neˇktery´ch typu˚. Vizualiza´tor umozˇnı´ nahlı´zˇet na data v programu novy´m, potenci-
a´lneˇ prˇehledneˇjsˇı´m nebo uzˇitecˇneˇjsˇı´m zpu˚sobem.
Vlastnı´ EE Implementacı´ vyhodnocovacˇe vy´razu˚ lze Visual Studiu dodat schopnost ana-
lyzovat a vyhodnocovat vy´razy v nove´m jazyce.
Vlastnı´ SH Implementacı´ spra´vce symbolu˚ lze doVisual Studia prˇidat podporupro nove´
druhy databa´zı´ symbolu˚.
Vlastnı´ DE Implementace ladicı´ho ja´dra zprˇı´stupnı´ Visual Studiu ladeˇnı´ programu˚ v no-
ve´m beˇhove´m prostrˇedı´.
Vlastnı´ port Implementace poskytovatele portu˚ umozˇnı´ Visual Studiu ladit procesy
beˇzˇı´cı´ v nove´m subsyste´mu cˇi na nove´m typu zarˇı´zenı´.
Tato pra´ce se da´le neveˇnuje prvnı´m dveˇma uvedeny´m bodu˚m, jelikozˇ neprˇina´sˇı´ zˇa´dne´
mozˇnosti v oblasti, ktere´ se tato pra´ce veˇnuje. V na´sledujı´cı´ kapitole budou tyto mozˇnosti
podrobneˇji analyzova´ny se zameˇrˇenı´m na ty, ktere´ umozˇnˇujı´ prˇida´nı´ podpory ladeˇnı´
programu˚ v nove´m beˇhove´m prostrˇedı´.
Pozna´mka 2.1 Vzhledem k nevelke´mu mnozˇstvı´ beˇzˇneˇ pouzˇı´vany´ch jazyku˚ a beˇhovy´ch
prostrˇedı´, jde o u´lohu, se kterou se beˇzˇneˇ programa´torˇi nesetka´vajı´. Navı´c jde o komplexnı´
u´lohu, ktera´ v za´vislosti na zˇa´dane´ funkcionaliteˇ mu˚zˇe vyzˇadovat tvorbu cˇi u´pravu
dalsˇı´ch netrivia´lnı´ch programu˚. Pravdeˇpodobneˇ z teˇchto du˚vodu je v dobeˇ psanı´ pra´ce
k te´to problematice kromeˇ oficia´lnı´ dokumentace[5] dostupny´ch pouze neˇkolik ma´lo
online zdroju˚ a te´meˇrˇ zˇa´dne´ publikace. Citace a odkazy v te´to pra´ci proto pocha´zı´ z online
zdroju˚.
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3 Podpora ladeˇnı´ nove´ho jazyka ve Visual Studiu
3.1 Terminologie
Jednou z prvnı´ch prˇeka´zˇek prˇi zı´ska´va´nı´ informacı´ o tomto te´matu je poneˇkud nestan-
dardnı´ terminologie – neˇktere´ koncepty zı´skaly nejasne´ na´zvy a vy´znamy neˇktery´ch se
dokonce lisˇı´ od beˇzˇneˇ pouzˇı´vany´ch. Mezi hlavnı´ objekty v ladicı´ architekturˇe Visual
Studia patrˇı´:
Session manager Spra´vce sezenı´, zajisˇt’uje komunikaci IDE s ostatnı´mi komponentami.
Spra´vce vytva´rˇı´ dle potrˇeby potrˇebne´ objekty (ladicı´ ja´dro, server...), vola´ jejich
metody a vy´sledky prˇeda´va´ IDE. Zpra´vy spra´vci jsou zası´la´ny skrz rozhranı´
IDebugEventCallback2.
Session Ladicı´ sezenı´, mnozˇina vsˇech procesu˚, ktere´ jsou ladeˇny z jedne´ instance IDE.
Server Kontejner portu˚ a poskytovatelu˚ portu˚. Reprezentova´n rozhranı´m
IDebugCoreServer2.
Port supplier Poskytovatel portu˚, doda´va´ porty urcˇite´ho typu. Reprezentova´n rozhra-
nı´m IDebugPortSupplier2.
Port Reprezentuje spojenı´ se zarˇı´zenı´m nebo subsyste´mem a spravuje procesy na neˇm
beˇzˇı´cı´. Doka´zˇe procesy vyjmenova´vat, spousˇteˇt, ukoncˇovat a prˇeda´vat je k ladeˇnı´.
Reprezentova´n rozhranı´m IDebugPort2, prˇı´padneˇ take´ IDebugPortEx2.
Engine Ladicı´ ja´dro, prˇipojuje se k procesu˚m a prˇeda´va´ zpeˇt dalsˇı´ objekty, se ktery´mi
IDE beˇhem ladeˇnı´ komunikuje. Reprezentova´n rozhranı´m IDebugEngine2, prˇı´padneˇ
take´ IDebugEngineLaunch2.
Program provider Poskytovatel programu˚, v procesech poskytnuty´ch portem nale´za´
programy. Reprezentova´n rozhranı´m IDebugProgramProvider2.
Process Kontejner pro programy. Veˇtsˇinou odpovı´da´ procesu operacˇnı´ho syste´mu. Re-
prezentova´n rozhranı´m IDebugProcess2.
Program Neza´visla´ jednotka v procesu, ktera´ je prˇedmeˇtem ladeˇnı´. Proces mu˚zˇe obsa-
hovat jeden nebo vı´ce programu˚ – naprˇı´klad jeden proces webove´ho serveru mu˚zˇe
za´rovenˇ vykona´vat neˇkolik neza´visly´ch skriptu˚. Program zna´ sva´ vla´kna a sve´ mo-
duly. Tento koncept se lisˇı´ od vy´znamu stejnojmenne´ho pojmu v teorii operacˇnı´ch
syste´mu˚, kde program je mnozˇinou instrukcı´ a dat, ktery´ slouzˇı´ jako sˇablona pro
vytva´rˇenı´ (spousˇteˇnı´) procesu˚. Reprezentova´n rozhranı´m IDebugProgram2, prˇı´padneˇ
take´ IDebugProgram3 a IDebugEngineProgram2.
Program node Programovy´ uzel, v neˇktery´ch kontextech zastupuje program a poda´va´
o neˇm za´kladnı´ informace. Reprezentova´n rozhranı´m IDebugProgramNode2.
12
Thread Vla´kno, neza´visla´ jednotka vykona´va´nı´ odpovı´dajı´cı´ vla´knu˚m operacˇnı´ho sys-
te´mu. Mu˚zˇe by´t pozastaveno cˇi beˇzˇet. Vla´kno vykona´va´ svu˚j proud instrukcı´ a je
mozˇne´ od neˇj zjistit seznam ra´mcu˚ na za´sobnı´ku (call stack), ve ktery´ch se pra´veˇ
nacha´zı´. Reprezentova´n rozhranı´m IDebugThread2.
Stack frame Za´sobnı´kovy´ ra´mec, prˇedstavuje kontext vykona´va´nı´, poskytuje informace
o mı´stnı´ch promeˇnny´ch a parametrech. Ve veˇtsˇineˇ programovacı´ch jazyku˚ vla´kno
vstupuje do nove´ho ra´mce prˇi zavola´nı´ funkce a prˇi skoncˇenı´ funkce z ra´mce vy-
stupuje. Reprezentova´n rozhranı´m IDebugStackFrame2.
Module Modul, samostatna´ jednotka ko´du, naprˇı´klad dynamicky nacˇı´tana´ knihovna
(DLL, SO, Dylib). K modulu˚m se nacˇı´tajı´ symboly. Reprezentova´n rozhranı´m
IDebugModule2.
Breakpoint Mı´sto v ko´du, kde se ma´ vykona´va´nı´ zastavit. Breakpointy jsou reprezento-
va´ny v za´vislosti na kontextu a jejich stavu neˇkolika ru˚zny´mi rozhranı´mi:
IDebugPendingBreakpoint2 Cˇekajı´cı´ breakpoint. Do tohoto objektu jsou ulozˇeny
vsˇechny potrˇebne´ informace prˇi zada´nı´ breakpointu programa´torem. Obsa-
huje kolekci nava´zany´ch a chybovy´ch breakpointu˚, ktere´ z tohoto breakpointu
vznikly.
IDebugBoundBreakpoint2 Nava´zany´ breakpoint. Instance tohoto rozhranı´ repre-
zentujı´ konkre´tnı´ mı´sta v proudu instrukcı´, ktere´ odpovı´dajı´ informacı´m z cˇe-
kajı´cı´ho breakpointu.
IDebugErrorBreakpoint2 Chybovy´ breakpoint. Reprezentuje chybu prˇi pokusu
o vytvorˇenı´ breakpointu, naprˇı´klad sˇpatneˇ zadany´ vy´raz u podmı´neˇne´ho bre-
akpointu.
Memory context Mı´sto v pameˇti. Reprezentova´n rozhranı´m IDebugMemoryContext2.
Code context Mı´sto ve spustitelne´m ko´du, tedy naprˇı´klad adresu konkre´tnı´ instrukce
stroje. Reprezentova´n rozhranı´m IDebugCodeContext2 a za´rovenˇ implementuje roz-
hranı´ IDebugMemoryContext2.
Document context Mı´sto ve zdrojove´m ko´du. S jednı´mmı´stem ve zdrojove´m ko´dumu˚zˇe
by´t asociova´no vı´ce mı´st ve spustitelne´m ko´du (naprˇı´klad v prˇı´padeˇ instancı´ sˇablon
jazyka C++). Reprezentova´n rozhranı´m IDebugDocumentContext2, je vyuzˇı´va´n spı´sˇe
v komunikaci s IDebugCodeContext2.
Document position Takte´zˇ odpovı´da´ mı´stu ve zdrojove´m ko´du. Reprezentova´n rozhra-
nı´m IDebugDocumentPosition2, je vyuzˇı´va´n spı´sˇe v komunikaci s IDebugDocument2.
Document Dokument, prˇedstavuje jeden soubor se zdrojovy´m ko´dem. Reprezentova´n
rozhranı´m IDebugDocument2.
Expression evaluation context Vyhodnocovacı´ kontext, prˇedstavuje lexika´lnı´ kontextpro
vyhodnocova´nı´ vy´razu˚. Reprezentova´n rozhranı´m IDebugExpressionContext2.
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Expression evaluator Prova´dı´ syntaktickou analy´zu vy´razu˚. Reprezentova´n rozhranı´m
IDebugExpressionEvaluator.
3.2 Implementacˇnı´ strategie
Prˇed implementacı´ podpory ladeˇnı´ nove´ho jazyka jepotrˇeba zvolit spra´vna´mı´sta rozsˇı´rˇenı´,
se ktery´mi se bude pracovat. Jak z prˇedchozı´ho textu mu˚zˇe by´t patrne´, volba neza´visı´
prˇı´mo na samotne´m jazyku, ale zejme´na na prˇekladacˇi jazyka a jeho vy´stupu a na beˇho-
ve´m prostrˇedı´.[6]
3.2.1 Nativnı´ ko´d
Pokud kompila´tor jazyka tvorˇı´ spustitelne´ soubory (.exe) ve strojove´m ko´du platformy,
Visual Studio vyuzˇije sve´ zabudovane´ ladicı´ ja´dro. Tato podpora je u´plna´, pokud jsou
splneˇny podmı´nky, zˇe kompila´tor tvorˇı´ databa´ze symbolu˚ ve forma´tu PDB a ma´ syntax
kompatibilnı´ s C++.
V prˇı´padeˇ, zˇe jazyk nema´ syntax kompatibilnı´ s C++, bude omezena mozˇnost vyhod-
nocovat prˇi ladeˇnı´ slozˇene´ vy´razy a zada´vat podmı´nky k breakpointu˚m. Zjevny´m rˇesˇenı´m
je implementovat vyhodnocovacˇ vy´razu˚, ktery´ zvolene´mu jazyku rozumı´. V prˇı´padeˇ, zˇe
kompila´tor tvorˇı´ databa´ze symbolu˚ v jine´m forma´tu nezˇ PDB, ladeˇnı´ bude omezeno na
pra´ci s proudem instrukcı´ bez jake´koli na´vaznosti na zdrojovy´ ko´d. Zjevny´m rˇesˇenı´m je
implementovat spra´vce symbolu˚, ktery´ rozumı´ forma´tu tvorˇene´mu zvoleny´m kompila´-
torem.
Velkou prˇeka´zˇkou prˇi implementaci teˇchto komponent je znacˇny´ nedostatek jake´koli
dokumentace. Oficia´lnı´ texty sice (acˇ skoupeˇ) popisujı´ rozhranı´ teˇchto komponent, ale
nikde nezminˇujı´ mozˇnost jejich oddeˇlene´ implementace a zpu˚sob jejich registrace. Al-
ternativnı´m rˇesˇenı´m druhe´ho zmı´neˇne´ho nedostatku je doplnit schopnost tvorby PDB
databa´zı´ do kompila´toru nebo sestavit prˇevadeˇcˇ[21] z forma´tu podporovane´ho kompila´-
torem do forma´tu PDB, ovsˇem ani toto rˇesˇenı´ nenı´ nijak snadne´, protozˇe forma´t PDB je
uzavrˇeny´ a nenı´ k dispozici oficia´lnı´ specifikace. Dalsˇı´ alternativa je zmı´neˇna nı´zˇe, v sekci
3.2.3.
Faktem je, zˇe C a C++ jsou v dobeˇ psanı´ pra´ce azˇ na vy´jimky jediny´mi jazyky kompilo-
vany´mi do strojove´ho ko´du, v ktery´ch jsou vyvı´jeny programy ve Visual Studiu. Ota´zkou
zu˚sta´va´, jestli nedostatek dokumentace (a tı´m pa´dem na´stroju˚ pro jine´ jazyky) je prˇı´cˇinou,
nebo du˚sledkem te´to jazykove´ dominance.
3.2.2 Rˇı´zeny´ ko´d (.NET)
Jazyky implementovane´ nad platformou .NET znacˇneˇ ulehcˇujı´ pra´ci implementa´toru˚m
podpory ladeˇnı´. Prˇekladacˇe jazyku˚ platformy .NET tvorˇı´ standardnı´ byteko´d a data-
ba´zi symbolu˚ ve forma´tu PDB[7]. Visual Studio tak mu˚zˇe pouzˇı´t svoje zabudovane´
ladicı´ ja´dro a spra´vce symbolu˚. Pro zı´ska´nı´ plne´ podpory ladeˇnı´ stacˇı´ implementovat
vyhodnocovacˇ[8], jehozˇ nejna´rocˇneˇjsˇı´ soucˇa´stı´ je syntakticky´ analyza´tor. V prˇı´padeˇ, zˇe
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syntakticky´ analyza´tor pro jazyk je dostupny´ jako knihovna, jedna´ se o prˇı´mocˇarou inte-
gracˇnı´ u´lohu.
Vyhodnocovacˇ je ve Visual Studiu reprezentova´n rozhranı´m IDebugExpressionEvaluator
s trˇemi vy´konny´mi metodami, zejme´na metodou Parse, ktera´ z rˇeteˇzce vytvorˇı´ objekt,
ktery´ libovolny´m zpu˚sobem reprezentuje analyzovany´ vy´raz. Tento objekt, implemen-
tujı´cı´ rozhranı´ IDebugParsedExpression, pak metoda vra´tı´. Jediny´m pozˇadavkem na tento
objekt je metoda EvaluateSync, ktera´ za pomoci dodany´ch objektu˚ (poskytujı´cı´ch naprˇı´klad
mapova´nı´ symbolu˚ na mı´sta v pameˇti) vy´raz vyhodnotı´ a vy´sledek ulozˇı´ do kontejneru
s rozhranı´m IDebugProperty2.[9] Vy´hodou tohoto usporˇa´da´nı´ je mozˇnost opakovane´ho vy-
hodnocova´nı´ vy´razu bez nutnosti jej pokazˇde´ znovu analyzovat.
3.2.3 Interpretovany´ ko´d
V prˇı´padeˇ, zˇe kompila´tor jazyka netvorˇı´ ani nativnı´, ani rˇı´zeny´ ko´d, je nutne´ prˇistoupit
k implementaci ladicı´ho ja´dra. Vlastnı´ ladicı´ ja´dro je samozrˇejmeˇ mozˇne´ vytvorˇit i pro
jizˇ podporovanou platformu[11], nicme´neˇ prˇı´nos takove´ho rˇesˇenı´ v pomeˇru s jeho na´-
rocˇnostı´ je diskutabilnı´. Mozˇnou vy´hodou takove´ho prˇı´stupu by byla mozˇnost prˇipojit
dokumentovany´m zpu˚sobem k ladicı´mu ja´dru vlastnı´ vyhodnocovacˇ vy´razu˚ a vlastnı´ho
spra´vce symbolu˚ a obejı´t tı´m potencia´lnı´ omezenı´ popsana´ v sekci 3.2.1. Hlavnı´ prˇı´nos
implementace ladicı´ho ja´dra vsˇak spocˇı´va´ v mozˇnosti ladit programy beˇzˇı´cı´ v jiny´ch
beˇhovy´ch prostrˇedı´ch, zejme´na ve virtua´lnı´ch strojı´ch a interpretrech.
Vstupnı´mibody ladicı´ho ja´dra jsoudveˇ trˇı´dy. Jedna implementujı´cı´ rozhranı´ IDebugEngine2
a IDebugEngineLaunch2 a druha´ rozhranı´ IDebugProgramProvider2. Tyto dveˇ trˇı´dy odpovı´dajı´
dveˇma zpu˚sobu˚m prˇipojenı´ ladicı´ho ja´dra k programu. IDebugEngineLaunch2 slouzˇı´ ke spu-
sˇteˇnı´ procesu prˇı´mo z IDE, zatı´mco IDebugProgramProvider2 je pouzˇı´va´n prˇi prˇipojenı´ k jizˇ
beˇzˇı´cı´mu procesu. Poskytovatel programu˚ z beˇzˇı´cı´ch procesu˚ (zı´skany´ch z portu) vybı´ra´
ty, ktere´ obsahujı´ programy podporovane´ ja´drem. Na za´kladeˇ vy´beˇru uzˇivatele je pak na
za´kladeˇ rozhranı´ IDebugEngine2 proces prˇeda´n ja´dru k prˇipojenı´.
Vzhledem k vza´cnosti forma´tu PDB mimo nativnı´ a .NET programy je navı´c s velkou
pravdeˇpodobnostı´ nutne´ implementovat neˇjaky´ druh spra´vce symbolu˚. Stejneˇ tak po-
kud jde o nepodporovany´ jazyk, je pro plnou podporu ladeˇnı´ potrˇebny´ i vyhodnocovacˇ
vy´razu˚.
Jelikozˇ tento zpu˚sob rozsˇı´rˇenı´ podpory ladeˇnı´ je oproti ostatnı´m dveˇma uvedeny´m
univerza´lneˇ pouzˇitelny´ a take´ komplexneˇjsˇı´, bude se zbytek te´to pra´ce veˇnovat pra´veˇ
jemu. V kapitole 4 jsou popsa´ny podrobneˇji souvisejı´cı´ koncepty a v kapitole 5 pak
prˇedvedeny cˇa´sti implementace na prakticke´ uka´zce.
3.2.4 Nestandardnı´ procesy
Pokud jsou cı´lem ladeˇnı´ programy, ktere´ nebeˇzˇı´ ve standardnı´ch procesech (nedostupne´
prˇes vy´chozı´ port), je potrˇeba kromeˇ ladicı´ho ja´dra navı´c implementovat port s rozhranı´mi
IDebugPort2 a IDebugPortEx2 a poskytovatele s rozhranı´m IDebugPortSupplier2, ktery´ budeporty
vytva´rˇet. Port pak na vyzˇa´da´nı´ vyjmenuje beˇzˇı´cı´ procesy sve´ho typu a umozˇnˇuje je
spousˇteˇt a ukoncˇovat. Objekty reprezentujı´cı´ proces implementujı´ rozhranı´ IDebugProcess2
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a IDebugProcessEx2 a programy zı´skane´ z teˇchto procesu˚ jsou implementacemi rozhranı´
IDebugProgram2 a IDebugProgramEx2.
Typicky´m prˇı´kladem situace, ktera´ vyzˇaduje tuto strategii, je potrˇeba ladit procesy
beˇzˇı´cı´ na jine´moperacˇnı´msyste´mu, zejme´nanamobilnı´ch zarˇı´zenı´chnebo jejich emula´torech[19,
20]. Me´neˇ obvykly´m vyuzˇitı´m portu˚ je ladeˇnı´ nestandardnı´ch loka´lnı´ch procesu˚, ke kte-
ry´m se Visual Studio nedoka´zˇe prˇipojit[22, 23, 24].
Skutecˇnost, zˇe je implementace portu uvedena jako strategie odlisˇna´ od implemen-
tace ladicı´ho ja´dra, vycha´zı´ z prˇedpokladu, zˇe pokud uzˇ pro cı´lovou platformu existuje
implementace ja´dra s rozhranı´m analogicky´m k rozhranı´ pro Visual Studio, mu˚zˇe ja´dro
dodane´ s portem relativneˇ jednodusˇe jenom informace prˇeposı´lat mezi spra´vcem sezenı´
a ja´drem beˇzˇı´cı´m na cı´love´m syste´mu.
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4 Implementace ladicı´ho ja´dra
Za´kladem projektu ladicı´ho ja´dra je, jako u jiny´ch rozsˇı´rˇenı´, projekt typu VSPackage.
Tento typprojektu se v nabı´dce objevı´ po instalaci balı´kuVisual Studio SDKapopotvrzenı´
vy´beˇru tohoto typunabı´dne kra´tke´hopru˚vodce, ve ktere´m jemozˇno zvolit implementacˇnı´
jazyk (tato pra´ce pracuje s jazykem C#), zadat za´kladnı´ informace o rozsˇı´rˇenı´ a prˇirˇadit
podpisovy´ klı´cˇ. Tento projekt bude pouze nosicˇem pro knihovnu s vlastnı´m ladicı´m
ja´drem. Je tedy potrˇeba prˇidat do noveˇ vznikle´ho rˇesˇenı´ dalsˇı´ projekt typu Class Library
v jazyce C#. Tato knihovna bude poskytovat neˇkolik trˇı´d zverˇejneˇny´ch do infrastruktury
modelu COM a vı´cero dalsˇı´ch trˇı´d, ktere´ nenı´ trˇeba zverˇejnˇovat.
4.1 Instalace a registrace komponent
Vy´sledkem sestavenı´ tohoto rˇesˇenı´ je soubor typu VSIX, jehozˇ spusˇteˇnı´m lze rozsˇı´rˇenı´ na-
instalovat do Visual Studia. V pru˚beˇhu vy´voje rozsˇı´rˇenı´ jej vsˇak nenı´ potrˇeba nikam rucˇneˇ
instalovat, SDK instruuje Visual Studio k automaticke´ instalaci rozsˇı´rˇenı´ do experimen-
ta´lnı´ instance po kazˇde´ kompilaci. Aby bylo zajisˇteˇno, zˇe knihovna s ja´drem bude balena a
instalova´na spolu s rozsˇı´rˇenı´m, stacˇı´ otevrˇı´t souborsource.extension.vsixmanifest
a do seznamu Assets prˇidat polozˇku typu Assembly odkazujı´cı´ na druhy´ projekt.
Jelikozˇ se ja´dro, poskytovatel programu˚ a prˇı´padne´ dalsˇı´ zverˇejneˇne´ komponenty
musı´ prˇed pouzˇitı´m zaregistrovat, je vhodne´, aby tento proces probeˇhl automaticky prˇi
instalaci rozsˇı´rˇenı´. Jak jizˇ bylo zmı´neˇno v kapitole 2, registrace komponent COM[12]
zdaleka nenı´ prˇı´mocˇara´ bezstarostna´ za´lezˇitost. Typicky´m proble´mem je, zˇe registrace
komponent beˇzˇneˇ probı´ha´ v kontextu cele´ho syste´mu a proto vyzˇaduje administra´torska´
pra´va na mı´stnı´m pocˇı´tacˇi, cozˇ je vsˇak v rozporu se snahou izolovat vliv rozsˇı´rˇenı´ na
konkre´tnı´ instanci IDE. Visual Studio nasˇteˇstı´ poskytuje rˇesˇenı´ obou proble´mu˚: pro sve´
u´cˇely vyuzˇı´va´ kromeˇ syste´move´ho (a uzˇivatelske´ho) katalogu komponent navı´c katalog
specificky´ prodanou instanci a prˇi instalaci rozsˇı´rˇenı´ do kataloguvlozˇı´ vsˇechny registracˇnı´
informace uvedene´ v balı´cˇku. Registracˇnı´ informace vytva´rˇı´ prˇi sestavenı´ balı´cˇku na´stroj
RegPkg spusˇteˇnı´m metod Register atributu˚ Microsoft.VisualStudio.Shell . RegistrationAttribute
deklarovany´ch na trˇı´deˇ reprezentujı´cı´ VSPackage (deˇdı´cı´ z trˇı´dy Microsoft.VisualStudio.Shell
.Package)[13].
4.2 Hostujı´cı´ proces
Vyuzˇitı´ technologie COMprˇina´sˇı´ nutnost dalsˇı´ho rozhodnutı´, a to zda ja´dro pobeˇzˇı´ v pro-
cesubeˇhove´hoprostrˇedı´, nebovprocesu spra´vce sezenı´ (a potazˇmocele´ho IDE).Rozhodo-
va´nı´ mu˚zˇe by´t ovlivneˇno neˇkolika faktory, zejme´na zpu˚sobem a mnozˇstvı´m komunikace
s beˇhovy´m prostrˇedı´m. Pokud je prˇi vyhodnocova´nı´ vy´razu˚ a vu˚bec nacˇı´ta´nı´ symbolu˚
potrˇeba cˇaste´ho prˇenosu dat mezi beˇhovy´m prostrˇedı´m a ladicı´m ja´drem a pokud za´-
rovenˇ je mozˇne´, aby ja´dro komunikovalo s prostrˇedı´m prˇı´mo, je vhodne´ pro zvy´sˇenı´
rychlosti prˇenosu dat ja´dro hostovat v procesu prostrˇedı´. Kvalita podpory technologie
COM v jazyce, ve ktere´m je beˇhove´ prostrˇedı´ napsa´no, mu˚zˇe by´t takte´zˇ faktorem.[10]
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Tato pra´ce bude prˇedpokla´dat hostova´nı´ v procesu spra´vce sezenı´. Dı´ky abstrakcı´m
poskytovany´m modelem COM by vsˇak toto rozhodnutı´ nemeˇlo mı´t na samotny´ proces
implementace ja´dra velky´ vliv.
4.3 Kostra ladicı´ho ja´dra
Funkcˇnı´ ladicı´ ja´dro musı´ implementovat desı´tky rozhranı´, ktera´ definujı´ celkem prˇes sto
metod, prˇicˇemzˇ veˇtsˇı´ cˇa´st z nichmu˚zˇe zu˚stat v prvnı´ fa´zi neimplementova´na nebo je jejich
implementace trivia´lnı´. Tato pra´ce proto nepopisuje postup jejich implementace a namı´sto
toho pocˇı´ta´ s vyuzˇitı´m uka´zkove´ho ja´dra Debug Engine Sample (AD7Sample)[11]. Tento
snad jediny´ uka´zkovy´ ko´d ladicı´ho ja´dra je publikova´n pod otevrˇenou licencı´ MS-PL a
stal se za´kladem rˇady ladicı´ch jader trˇetı´ch stran[25, 26, 27, 28, 29, 30]. Ko´d AD7Sample
obsahuje vsˇechny potrˇebne´ definice, trˇı´dy a metody. Pokud z licencˇnı´ch nebo jiny´ch
du˚vodu˚ nenı´ mozˇne´ pouzˇı´t tento ko´d, je mozˇne´ implementace napsat znovu na za´kladeˇ
dokumentace a komenta´rˇu˚ v uka´zkove´m ko´du.
Jelikozˇ je ko´d AD7Sample funkcˇnı´m ja´drem, obsahuje cˇa´sti, ktere´ jsou pro toto ja´-
dro specificke´ a nebudou pravdeˇpodobneˇ prospeˇsˇne´ prˇi implementaci nove´ho ja´dra.
Jedna´ se zejme´na o projekt SampleEngineWorker napsany´ v C++, ktery´ zajisˇt’uje ko-
munikaci s ladicı´m API Win32. Ja´dro z projektu vyuzˇı´va´ zejme´na trˇı´dy DebuggedProcess,
DebuggedModule a VariableInformation. Tyto trˇı´dy poskytujı´ neˇktera´ potrˇebna´ data reprezentu-
jı´cı´ cˇa´sti ladeˇne´ho programu a je nutne´ je v pozmeˇneˇne´ podobeˇ reimplementovat nebo
o relevantnı´ cˇa´sti rozsˇı´rˇit jejich proteˇjsˇky v ja´dru, tedy v porˇadı´: trˇı´dy AD7Engine, AD7Module
a AD7Property. Vyuzˇı´va´ny jsou jesˇteˇ dalsˇı´ trˇı´dy, Worker, ComponentException a Constants. Prvnı´
dveˇ jsou specificke´ pro uka´zku a nejsou nada´le potrˇeba a poslednı´ zminˇovanou je mozˇne´
nahradit trˇı´dou Microsoft.VisualStudio.VSConstants.
Dalsˇı´m pomocny´m projektem je ProjectLauncher, ktery´ do Visual Studia prˇida´va´
prˇı´kaz, ktery´m se da´ spustit program v ladicı´m mo´du s prˇipojeny´m ja´drem AD7Sample.
Vy´konny´ ko´d tohoto projektu, nacha´zejı´cı´ se v metodeˇ Connect.LaunchDebugTarget, je velmi
kra´tky´. Idea´lnı´mmı´stempro tentoko´d jemetodaDebugLaunch rozhranı´ IVsDebuggableProjectCfg2
, ktere´ by´va´ implementova´no jako soucˇa´st podpory pra´ce s projekty jazyka. Problematika
rozsˇı´rˇenı´ Visual Studia o podporu projektu˚ nove´ho jazyka byla rˇesˇena v drˇı´veˇjsˇı´ pra´ci[4]
a nebude zde rozebı´ra´na.
Pro zı´ska´nı´ kostry ladicı´ho ja´dra vy´sˇe uvedeny´m zpu˚sobem je tedy potrˇeba:
1. Sta´hnout a rozbalit balı´k AD7Sample.
2. Do projektu zalozˇene´ho pro nove´ ladicı´ ja´dro prˇesunout a zarˇadit soubory se zdro-
jovy´mi ko´dy z projektu SampleEngine. Za´rovenˇ je potrˇeba prˇene´st i odkazy na
assemblies.
3. Doplnit do ko´du pole cˇi trˇı´dy pro data ukla´dana´ ve vy´sˇe zmı´neˇne´ trojici trˇı´d.
4. Nahradit reference na trˇı´du Constants referencemi na trˇı´du VSConstants. Odstranit
reference na trˇı´du ComponentException.
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5. Vsˇechnyzbyle´ cˇa´sti ko´dukomunikujı´cı´ s trˇı´dami zprojektuSampleEngineWorker
smazat a oznacˇit (naprˇı´klad komenta´rˇem TODO nebo vlozˇenı´m vy´jimky
NotImplementedException. Rea´lne´ vy´stupnı´ u´daje nahradit za vhodne´ smysˇlene´ u´daje.
4.4 Zaregistrova´nı´ komponent
Jednou z funkcı´ projektu SampleEngineWorker je i obstara´nı´ registrace do katalogu
COM. Ta bude v nove´m projektu obstara´na jizˇ zmı´neˇny´mi atributy RegistrationAttribute .
Konkre´tneˇ budou vyuzˇity atributy ProvideDebugEngine a ProvideDebugLanguage, jejichzˇ ko´d
je zde uveden. Registrace v katalogu COM vyuzˇı´va´ identifika´toru zvane´ho CLSID, ktery´
je ve sve´ podstateˇ identifika´torem typu GUID[14]. Tyto identifika´tory jsou z definice
globa´lneˇ unika´tnı´ a proto je potrˇeba identifika´tory pouzˇite´ v AD7Sample nahradit vlast-
nı´mi, naprˇı´klad za pomoci na´stroje Tools > Create GUID ve Visual Studiu. Celkem
se jedna´ o cˇtyrˇi identifika´tory, po jednom CLSID pro trˇı´dy AD7Engine a AD7ProgramProvider,
jeden GUID pro identifikaci ja´dra a jeden GUID pro identifikaci ladeˇne´ho jazyka. Vy´-
sledna´ hlavicˇka deklarace pro VSPackage by pak mohla vypadat na´sledovneˇ (textovy´
identifika´tor jazyka musı´ by´t stejny´ jako identifika´tor registrovany´ rozsˇı´rˇenı´m pro spra´vu
projektu˚ v dane´m jazyce):
[ProvideDebugEngine(”My Debugger”, typeof(AD7ProgramProvider), typeof(AD7Engine),
AD7Engine.Id)]
[ProvideDebugLanguage(”MyLang”, AD7Engine.LanguageId, AD7Engine.Id)]
[PackageRegistration(UseManagedResourcesOnly = true)]
[ InstalledProductRegistration( ”#110”, ”#112”, ”1.0” , IconResourceID = 400)]
[ComVisible(true)]
[Guid(GuidList.guidMyPackagePkgString)]
public sealed class MyProjectPackage : Microsoft.VisualStudio.Shell.Package {
Vy´pis 1: Pouzˇitı´ registracˇnı´ch atributu˚
class ProvideDebugEngineAttribute : Microsoft.VisualStudio.Shell.RegistrationAttribute {
private readonly string id, name;
private readonly Type programProvider, debugEngine;
public ProvideDebugEngineAttribute(string name, Type programProvider, Type debugEngine,
string id) {
name = name;
programProvider = programProvider;
debugEngine = debugEngine;
id = id ;
}
public override void Register(RegistrationContext context) {
var engineKey = context.CreateKey(”AD7Metrics\\Engine\\” + id);
engineKey.SetValue(”Name”, name);
engineKey.SetValue(”CLSID”, debugEngine.GUID.ToString(”B”));
engineKey.SetValue(”ProgramProvider”, programProvider.GUID.ToString(”B”));
engineKey.SetValue(”PortSupplier”, ”{708C1ECA−FF48−11D2−904F−00C04FA302A1}”);
engineKey.SetValue(”Attach”, 1);
engineKey.SetValue(”AddressBP”, 0);
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engineKey.SetValue(”AutoSelectPriority”, 6);
engineKey.SetValue(”CallstackBP”, 1);
engineKey.SetValue(”Exceptions”, 1);
engineKey.SetValue(”SetNextStatement”, 1);
engineKey.SetValue(”RemoteDebugging”, 1);
engineKey.SetValue(”HitCountBP”, 0);
engineKey.SetValue(”EngineClass”, debugEngine.FullName);
engineKey.SetValue(”EngineAssembly”, debugEngine.Assembly.FullName);
engineKey.SetValue(”LoadProgramProviderUnderWOW64”, 1);
engineKey.SetValue(”AlwaysLoadProgramProviderLocal”, 1);
engineKey.SetValue(”LoadUnderWOW64”, 1);
using (var incompatKey = engineKey.CreateSubkey(”IncompatibleList”)) {
incompatKey.SetValue(”guidCOMPlusNativeEng”, ”{92EF0900−2251−11D2−B72E−0000
F87572EF}”);
incompatKey.SetValue(”guidCOMPlusOnlyEng”, ”{449EC4CC−30D2−4032−9256−
EE18EB41B62B}”);
incompatKey.SetValue(”guidScriptEng”, ”{F200A7E7−DEA5−11D0−B854−00
A0244A1DE2}”);
}
using (var autoSelectIncompatKey = engineKey.CreateSubkey(”AutoSelectIncompatibleList”))
{
autoSelectIncompatKey.SetValue(”guidNativeOnlyEng”, ”{3B476D35−A401−11D2−AAD4
−00C04F990171}”);
}
var clsidKey = context.CreateKey(”CLSID”);
var clsidGuidKey = clsidKey.CreateSubkey( debugEngine.GUID.ToString(”B”));
clsidGuidKey.SetValue(”Assembly”, debugEngine.Assembly.FullName);
clsidGuidKey.SetValue(”Class”, debugEngine.FullName);
clsidGuidKey.SetValue(”InprocServer32”, context.InprocServerPath);
clsidGuidKey.SetValue(”CodeBase”, Path.Combine(context.ComponentPath, debugEngine.
Module.Name));
clsidGuidKey.SetValue(”ThreadingModel”, ”Free”);
clsidGuidKey = clsidKey.CreateSubkey( programProvider.GUID.ToString(”B”));
clsidGuidKey.SetValue(”Assembly”, programProvider.Assembly.FullName);
clsidGuidKey.SetValue(”Class”, programProvider.FullName);
clsidGuidKey.SetValue(”InprocServer32”, context.InprocServerPath);
clsidGuidKey.SetValue(”CodeBase”, Path.Combine(context.ComponentPath, debugEngine.
Module.Name));
clsidGuidKey.SetValue(”ThreadingModel”, ”Free”);
using (var exceptionAssistantKey = context.CreateKey(”ExceptionAssistant\\KnownEngines
\\” + id)) {
exceptionAssistantKey.SetValue(””, name);
}
}
public override void Unregister(RegistrationContext context) {
}
}
Vy´pis 2: Trˇı´da atributu ProvideDebugEngine
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class ProvideDebugLanguageAttribute : Microsoft.VisualStudio.Shell.RegistrationAttribute {
private readonly string guid, languageName, engineGuid;
public ProvideDebugLanguageAttribute(string languageName, string guid, string engineGuid)
{
languageName = languageName;
guid = guid;
engineGuid = engineGuid;
}
public override void Register(RegistrationContext context) {
var langSvcKey = context.CreateKey(”Languages\\Language Services\\” +
languageName + ”\\Debugger Languages\\” + guid);
langSvcKey.SetValue(””, languageName);
var eeKey = context.CreateKey(”AD7Metrics\\ExpressionEvaluator\\” + guid + ”\\{994
B45C4−E6E9−11D2−903F−00C04FA302A1}\\Engine”);
eeKey.SetValue(”Language”, languageName);
eeKey.SetValue(”Name”, languageName);
eeKey.SetValue(”Engine”, engineGuid);
}
public override void Unregister(RegistrationContext context) {
}
}
Vy´pis 3: Trˇı´da atributu ProvideDebugLanguage
4.5 Ladicı´ logika
Nynı´ by meˇlo by´t rozsˇı´rˇenı´ ve stavu, kdy je ho mozˇne´ sestavit a nainstalovat a je mozˇne´
ladicı´ ja´dro z IDE vyvolat spusˇteˇnı´m projektu, nicme´neˇ zatı´m bez efektu. V tuto chvı´li
je mozˇne´ do drˇı´ve oznacˇeny´ch mı´st (popsa´no v sekci 4.3) zacˇı´t doplnˇovat vy´konny´ ko´d
specificky´ pro zvolene´ beˇhove´ prostrˇedı´. Pokud nenı´ komunikace s prostrˇedı´m navrzˇena
podle neˇjake´ho standardu, pro ktery´ existuje komunikacˇnı´ knihovna pro .NET, je namı´steˇ
za´rovenˇ prˇipravit trˇı´du cˇi trˇı´dy, ktere´ budou komunikaci obsluhovat. Du˚raz prˇi volbeˇ cˇi
tvorbeˇ komunikacˇnı´ho rozhranı´ a jeho implementace je nutne´ kla´st na umozˇneˇnı´ asyn-
chronnı´ komunikace. Spra´vce sezenı´ totizˇ od ladicı´ho ja´dra ocˇeka´va´, zˇe bude na uda´losti
v ladeˇne´m programu obratem reagovat zasla´nı´m objektu s rozhranı´m IDebugEvent2 me-
todeˇ Event objektu rozhranı´ IDebugEventCallback2. Objekt tohoto rozhranı´ je ja´dru prˇeda´n
za´rovenˇ s pozˇadavkem na prˇipojenı´ k procesu, at’uzˇ beˇzˇı´cı´mu nebo nove´mu.
Jednoduchou variantou, jak postupovat s tvorbou vy´konne´ho ko´du ja´dra, je zacˇı´t s ru-
dimenta´rnı´ podporou zˇivotnı´ho cyklu procesu a na´sledneˇ ji zdokonalovat. Programa´tor
pak bude mı´t mozˇnost se v kazˇde´ iteraci dopracovat k spustitelne´mu rˇesˇenı´ a prˇı´slusˇnou
funkcionalitu rˇa´dneˇ otestovat. Na´sledujı´cı´ postup je jednou z vhodny´ch mozˇnostı´:
1. spousˇteˇnı´ a prˇipojova´nı´ procesu˚ spolu se zası´la´nı´m informacı´ o norma´lnı´m skoncˇenı´
procesu
2. odpojova´nı´ a ukoncˇova´nı´ procesu˚
21
3. nastavova´nı´ breakpointu˚ spolu se zası´la´nı´m informacı´ o pozastavenı´ vykona´va´nı´
4. obnovenı´ vykona´va´nı´
5. prˇeda´va´nı´ skutecˇny´ch informacı´ o modulech a za´sobnı´kovy´ch ra´mcı´ch
6. krokova´nı´
7. dalsˇı´...
4.5.1 Zˇivotnı´ cyklus procesu
4.5.1.1 Vytvorˇenı´ a prˇipojenı´ Ja´dro mu˚zˇe by´t k procesu prˇipojeno trˇemi zpu˚soby:
1. Ladicı´ ja´dro jepozˇa´da´noovytvorˇenı´ procesumetodou IDebugEngineLaunch2.LaunchSuspended
.Noveˇ vytvorˇeny´ pozastaveny´proces je na´sledneˇ prˇeda´nmetodeˇ IDebugEngineLaunch2
.ResumeProcess, ktery´ skrz port ozna´mı´ existenci programu˚ v tomto procesu. Spra´vce
sezenı´ na tuto uda´lost zareaguje prˇeda´nı´m programu metodeˇ IDebugEngine2.Attach.
Ladicı´ ja´dro je povinno ohla´sit uda´losti IDebugEngineCreateEvent2 (pouze jednou pro
danou instanci ja´dra), IDebugProgramCreateEvent2 a IDebugLoadCompleteEvent2.
2. Obdobny´mzpu˚sobemmu˚zˇevytvorˇenı´ procesuobstarat port pomocı´metod IDebugPortEx2
.LaunchSuspended a IDebugPortEx2.ResumeProcess.
3. Proces byl spusˇteˇn drˇı´ve, neza´visle na IDE. Poskytovatel programu˚ je pomocı´ me-
tody IDebugProgramProvider2.GetProviderProcessData pozˇa´da´n o programove´ uzly repre-
zentujı´cı´ programy laditelne´ ja´drem. Uzˇivatelem vybrane´ programy jsou pak prˇe-
da´ny metodeˇ IDebugEngine2.Attach.
Ktery´ zpu˚sob spra´vce zvolı´, za´visı´ na tom, zda jde o spusˇteˇnı´ nove´ho procesu cˇi prˇipojenı´
k beˇzˇı´cı´mu, zda bylo prˇi spusˇteˇnı´ pozˇa´da´no (naprˇı´klad na za´kladeˇ konfigurace projektu)
o konkre´tnı´ ladicı´ ja´dro a ktery´ z objektu˚ implementuje prˇı´slusˇne´ nepovinne´ rozhranı´
s prˇı´ponou Ex2.
Obecne´ implementacemetod LaunchSuspended,ResumeProcess aAttach ja´dradodrzˇujı´cı´ch
popsana´ pravidla mohou vypadat na´sledovneˇ:
int IDebugEngineLaunch2.LaunchSuspended(string pszServer, IDebugPort2 port, string exe,
string args, string dir, string env, string options, enum LAUNCH FLAGS launchFlags, uint
hStdInput, uint hStdOutput, uint hStdError, IDebugEventCallback2 ad7Callback, out
IDebugProcess2 process) {
this .Callback = ad7Callback;
ProcessStartInfo info = new ProcessStartInfo(exe, args) {WorkingDirectory = dir };
Process proc = Process.Start(info) ;
this .Program = new AD7Program(proc);
AD PROCESS ID adProcessId = new AD PROCESS ID();
adProcessId.ProcessIdType = (uint)enum AD PROCESS ID.AD PROCESS ID SYSTEM;
adProcessId.dwProcessId = (uint)Program.ProcessId;
port .GetProcess(adProcessId, out process);
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return VSConstants.S OK;
}
Vy´pis 4: Metoda IDebugEngineLaunch2.LaunchSuspended
int IDebugEngineLaunch2.ResumeProcess(IDebugProcess2 process) {
IDebugPort2 port;
process.GetPort(out port);
IDebugDefaultPort2 defaultPort = (IDebugDefaultPort2)port;
IDebugPortNotify2 portNotify;
defaultPort .GetPortNotify(out portNotify ) ;
portNotify .AddProgramNode(new AD7ProgramNode(process));
// expect Attach to be called
return VSConstants.S OK;
}
Vy´pis 5: Metoda IDebugEngineEx2.ResumeProcess
int IDebugEngine2.Attach(IDebugProgram2[] rgpPrograms, IDebugProgramNode2[]
rgpProgramNodes, uint celtPrograms, IDebugEventCallback2 ad7Callback,
enum ATTACH REASON dwReason) {
if (this .Program == null)
{
// running program
this .Callback = ad7Callback;
this .Program = new AD7Program(tgpProgram[2]);
}
else
{
// program from LaunchSuspended
}
AD7EngineCreateEvent.Send(this);
AD7ProgramCreateEvent.Send(this);
// actually connect to the runtime
this .Program.Connect();
// send IDebugLoadCompleteEvent2 later
return VSConstants.S OK;
}
Vy´pis 6: Metoda IDebugEngine2.Attach
4.5.1.2 Nastavenı´ breakpointu˚ Po dokoncˇenı´ inicializace by meˇlo by´t ja´dro spo-
jeno s beˇhovy´m prostrˇedı´m a program by meˇl by´t prˇipraven k beˇhu. Jesˇteˇ prˇedtı´m
vsˇak spra´vce pozˇa´da´ o nastavenı´ vsˇech breakpointu˚, ktere´ uzˇivatel zadal. K tomuto
u´cˇelu ja´dro implementuje metodu IDebugEngine2.CreatePendingBreakpoint prˇijı´majı´cı´ para-
metr IDebugBreakpointRequest2 a vracejı´cı´ instanci IDebugPendingBreakpoint2, ktera´ obsahuje
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informace o vznikle´m cˇekajı´cı´m breakpointu. Tento objekt je pak pozˇa´da´n pomocı´metody
Bind o nava´za´nı´. V tuto chvı´li, potencia´lneˇ za u´cˇasti spra´vce symbolu˚, by meˇly by´t break-
pointy skutecˇneˇ vlozˇeny do programu. IDE mu˚zˇe s rozhranı´m IDebugPendingBreakpoint2
da´le pracovat, zejme´na vyzˇa´dat seznam nava´zany´ch a chybovy´ch breakpointu˚, vy-
pnout cˇi zapnout breakpoint a nastavovat vy´raz s podmı´nkou pro zastavenı´. O kazˇ-
de´m nove´m nava´zane´m breakpointu by meˇlo by´t IDE informova´no zasla´nı´m uda´losti
IDebugBreakpointBoundEvent2, o chybeˇ zasla´nı´m uda´losti IDebugBreakpointErrorEvent2. Ladicı´
ja´dro ma´ takte´zˇ za u´kol se pokusit nava´zat breakpointy prˇi nacˇtenı´ nove´ho modulu.
4.5.1.3 Spusˇteˇnı´ a zastavenı´ Jakmile IDE prˇı´slusˇneˇ nastavilo vsˇechny parametry
a breakpointy, pozˇa´da´ o spusˇteˇnı´ vykona´va´nı´ programu a ocˇeka´va´ prˇı´chod uda´lostı´.
Du˚lezˇity´mi uda´lostmi, ktere´ musı´ by´t vyvola´ny asponˇ jednou prˇi startu beˇhu programu,
jsou IDebugModuleLoadEvent2 a IDebugThreadCreateEvent2, znacˇı´cı´ v porˇadı´: nahra´nı´ modulu
a vznik nove´ho vla´kna. Opacˇne´ uda´losti, tedy uvolneˇnı´ modulu a za´nik vla´kna, jsou
reprezentova´ny rozhranı´mi IDebugModuleLoadEvent2 a IDebugThreadDestroyEvent2. (Mezi uda´-
lostmi nahra´nı´ a uvolneˇnı´ modulu IDE mu˚zˇe rozlisˇit zavola´nı´m metody GetModule.) Beˇh
programu mu˚zˇe by´t prˇerusˇen v neˇkolika prˇı´padech:
• Program dokoncˇil vykona´va´nı´ kroku. Spra´vce sezenı´ je o tomto informova´n prˇı´cho-
dem uda´losti IDebugStepCompleteEvent2.
• Program se zastavil na breakpointu. Spra´vci je zasla´na uda´lost IDebugBreakpointEvent2.
• V programu vznikla chyba. Odpovı´dajı´cı´m rozhranı´m pro prˇı´slusˇnou uda´lost je
IDebugExceptionEvent2.
• Uzˇivatel pozˇa´dal o prˇerusˇenı´ beˇhu programu. Spra´vce sezenı´ na za´kladeˇ tohoto
pozˇadavku zavola´ metodu CauseBreak. Metodu tohoto na´zvu definujı´ trˇi rozhranı´:
IDebugProcess2, IDebugProgram2 (a metoda IDebugEngineProgram2.Stop) a IDebugEngine2.
Pozˇadovanou akcı´ je ve vsˇech prˇı´padech prˇerusˇenı´ beˇhu, nicme´neˇ kazˇde´ rozhranı´
ma´ odlisˇnou oblast vlivu, konkre´tneˇ v porˇadı´: prˇerusˇenı´ beˇhu vsˇech programu˚
v konkre´tnı´m procesu, konkre´tnı´ho programu a vsˇech programu˚ ladeˇny´ch konkre´t-
nı´m ja´drem. O u´speˇsˇne´m prˇerusˇenı´ beˇhu programu je spra´vce informova´n prˇı´cho-
dem uda´losti IDebugBreakEvent2.
4.5.1.4 Zı´ska´va´nı´ u´daju˚ Pokud je program prˇerusˇen, IDE zobrazı´ uzˇivateli informace
o aktua´lnı´m stavu programu (obra´zek 3) a poskytne mu mozˇnosti dalsˇı´ho ovla´da´nı´ pro-
gramu. Na pokyn uzˇivatele mu˚zˇe IDE zˇa´dat o prˇida´va´nı´, maza´nı´ a modifikaci break-
pointu˚, obnovenı´ beˇhu programu, zmeˇnu dat programu a dalsˇı´ u´kony. Mezi standardneˇ
zobrazovany´mi informacemi je seznam modulu˚, seznam vla´ken, za´sobnı´ky vola´nı´, hod-
noty a typy loka´lnı´ch promeˇnny´ch; dalsˇı´ informace mu˚zˇe uzˇivatel zı´skat na pozˇa´da´nı´.
Seznam modulu˚ a vla´ken by IDE mohlo teoreticky tvorˇit z jednotlivy´ch objektu˚ zası´-
lany´ch s uda´lostmi IDebugModuleLoadEvent2 a IDebugThreadCreateEvent2, nicme´neˇ (naprˇı´klad
v situaci po prˇipojenı´ k beˇzˇı´cı´mu procesu) je nutne´, aby program umeˇl poskytnout se-
znamy na vyzˇa´da´nı´ (metody IDebugProgram2.EnumThreads a IDebugProgram2.EnumModules. Od
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modulu˚ (rozhranı´ IDebugModule2) je mozˇne´ zjistit pouze neˇkolik informacı´. Objekty prˇed-
stavujı´cı´ vla´kna (rozhranı´ IDebugThread2) musı´ by´t schopne´ poskytnout zejme´na aktua´lnı´
seznam za´sobnı´kovy´ch ra´mcu˚ (metoda IDebugThread2.EnumFrameInfo). Po ra´mcı´ch (rozhranı´
IDebugStackFrame2) je zase vyzˇadova´n seznam loka´lnı´ch promeˇnny´ch, parametru˚, umı´steˇnı´
aktua´lnı´ instrukce v pameˇti, umı´steˇnı´ ve zdrojove´m ko´du atd. Oficia´lnı´ dokumentace roz-
hranı´ a komenta´rˇe v ko´du AD7Sample jsou v tomto ohledu dostatecˇny´mi podklady pro
dokoncˇenı´ vy´konne´ho ko´du.
Pozna´mka 4.1 U implementacı´, ktere´ si zˇa´dane´ informace pro zvy´sˇenı´ vy´konu ukla´dajı´,
bymeˇlo by´t dba´no na bezvadnost schopnosti rozeznat, kdy je nutne´ z beˇhove´ho prostrˇedı´
nacˇı´st cˇerstve´ informace. V opacˇne´m prˇı´padeˇ hrozı´, zˇe IDE bude uzˇivateli zobrazovat
zastarale´ u´daje. Stejneˇ tak by meˇla by´t sledova´na prˇesnost u´daju˚ – uka´zalo se, zˇe pokud
se IDEdozvı´, zˇe k zastavenı´ dosˇlo na jine´mmı´steˇ v ko´du, nezˇ kdebylopu˚vodneˇ nastaveno,
IDE automaticky pozˇa´da´ o obnovenı´ beˇhu programu.
Obra´zek 3: Informace zobrazovane´ v rezˇimu pozastavene´ho ladeˇnı´
4.5.1.5 Obnovenı´ beˇhu Pro obnovenı´ beˇhu da´va´ ja´dro k dispozici trˇi za´kladnı´metody
a dveˇ rozsˇı´rˇene´. IDE preferuje metody rozhranı´ IDebugProcess3 a IDebugProgram3, po-
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kud jsou k dispozici. Nabı´dku teˇchtomozˇnostı´, jak je prezentova´na uzˇivateli IDE, ukazuje
obra´zek 4.
Step Vykonat jeden krok (podle prˇedany´ch parametru˚ mu˚zˇe by´t krok prˇedstavova´n
rˇa´dkem, prˇı´kazem cˇi vstupem do funkce). Po dokoncˇenı´ vykona´nı´ kroku Metoda je
definova´na na rozhranı´ch IDebugProcess3 a IDebugProgram2.
Continue Pokracˇovat ve vykona´va´nı´ sta´vajı´cı´m zpu˚sobem. Pokud k soucˇasne´mu za-
stavenı´ dosˇlo v pru˚beˇhu krokova´nı´, na´sledujı´cı´ zastavenı´ by meˇlo nastat po vy-
kona´nı´ stanovene´ho kroku. Metoda je definova´na na rozhranı´ch IDebugProcess3 a
IDebugProgram2.
Execute Pokracˇovat ve vykona´va´nı´ beˇzˇny´m zpu˚sobem. Pokud k soucˇasne´mu zastavenı´
dosˇlo v pru˚beˇhu krokova´nı´, je toto nastavenı´ zrusˇeno. Metoda je definova´na na
rozhranı´ch IDebugProcess3 a IDebugProgram2.
ExecuteOnThread Pokracˇovat ve vykona´va´nı´ konkre´tnı´ho vla´kna urcˇeny´m zpu˚sobem.
Metodeˇ je prˇeda´no jako parametr vla´kno a take´ zpu˚sob pokracˇova´nı´, ktery´ naby´va´
hodnot odpovı´dajı´cı´ch trˇem uvedeny´m zpu˚sobu˚m obnovenı´ beˇhu – step, continue,
execute. Metoda je definova´na na rozhranı´ IDebugProgram3.
Resume Pokracˇovat vevykona´va´nı´ konkre´tnı´hovla´kna. Tatometodama´vy´znamzejme´na
prˇi jednotlive´m zacha´zenı´ s vla´kny a je v blı´zke´m vztahu s metodou Suspend. Obeˇ
metody jsou definova´ny na rozhranı´ IDebugThread2.
4.5.1.6 Skoncˇenı´ Ke skoncˇenı´ ladicı´ho sezenı´ mu˚zˇe dojı´t bud’ na vyzˇa´da´nı´, nebo po
u´speˇsˇne´m dokoncˇenı´ beˇhu programu:
• Prona´silne´ ukoncˇenı´ beˇhuprogramu jsoudefinova´nymetody IDebugProgram2.Terminate
, IDebugProcess2.Terminate, IDebugEngineLaunch2.TerminateProcess, IDebugPortEx2.TerminateProcess
. Prvnı´ uvedena´ metoda ukoncˇuje beˇh programu, zbyle´ trˇi ukoncˇujı´ cely´ proces.
Volbametody je uskutecˇneˇna na za´kladeˇ zpu˚sobu spusˇteˇnı´ cˇi prˇipojenı´ k programu.
• Proodpojenı´ ja´dra odbeˇzˇı´cı´hoprogramu je kdispozicimetoda IDebugProgram2.Detach.
Po odpojenı´ od ja´dra program pokracˇuje ve sve´m vykona´va´nı´ da´le neprˇerusˇen.
• Po vykona´nı´ poslednı´ instrukce program u´speˇsˇneˇ dokoncˇil svu˚j beˇh. Spra´vce sezenı´
je o tomto informova´n uda´lostı´ IDebugProgramDestroyEvent2.
4.6 Uda´losti
V te´to kapitole bylo zmı´neˇno mnozˇstvı´ uda´lostı´, ktere´ ladicı´ ja´dro posı´la´ spra´vci sezenı´.
Zasla´nı´ je uskutecˇneˇno prˇeda´nı´m objektu uda´losti metodeˇ IDebugEventCallback2.Event spolu
s jejı´mGUID adalsˇı´mi informacemi o pu˚voduuda´losti. Objekt IDebugEventCallback2 je ja´dru
prˇeda´n prˇi spusˇteˇnı´ cˇi prˇipojenı´ k programu a ja´dro si musı´ na neˇj ulozˇit referenci pro
pozdeˇjsˇı´ uzˇitı´. Prˇi zasla´nı´ uda´losti jsou prˇeda´va´ny atributy urcˇujı´cı´ zpu˚sob reakce spra´vce
sezenı´:
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Obra´zek 4: Nabı´dka ladicı´ch mozˇnostı´ v rezˇimu pozastavene´ho ladeˇnı´
Asynchronous Na uda´lost nenı´ trˇeba nijak reagovat.
Synchronous Ladicı´ ja´dro ocˇeka´va´ synchronnı´ odpoveˇd’ na uda´lost zavola´nı´m metody
IDebugEngine2.ContinueFromSynchronousEvent.
Stopping Vykona´va´nı´ programu bylo pozastaveno.
Sync Stop Vykona´va´nı´ programubylopozastavenoa ladicı´ ja´droocˇeka´va´ synchronnı´ od-
poveˇd’zavola´nı´mneˇktere´ zmetod Execute, StepneboContinue rozhranı´ IDebugProgram2.
Expression Evaluation Prˇedmeˇtem uda´losti je vyhodnoceny´ vy´raz.
Mezi uda´losti, ktere´ jesˇteˇ nebyly zmı´neˇny, patrˇı´:
IDebugSymbolSearchEvent2 Ja´dro nahra´lo k modulu symbolicke´ informace.
IDebugOutputStringEvent2 Program zaslal ladicı´ hla´sˇku.
IDebugErrorEvent2 Nastala chyba, o ktere´ ma´ by´t informova´n uzˇivatel.
IDebugMessageEvent2 Nastal stav, o ktere´m ma´ by´t informova´n uzˇivatel, a je od neˇj
ocˇeka´va´no rozhodnutı´.
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4.7 Shrnutı´
V te´to kapitole byly detailneˇ popsa´ny koncepty a situace, se ktery´mi se programa´tor setka´
prˇi tvorbeˇ ladicı´ho ja´dra pro nove´ beˇhove´ prostrˇedı´, a poskytnuty na´vody pro vytvorˇenı´
potrˇebny´ch projektu˚ a pro implementaci nejdu˚lezˇiteˇjsˇı´ch cˇa´stı´ ja´dra. Za´meˇrneˇ nebyla pro-
bra´na pokrocˇilejsˇı´ te´mata, protozˇe jejich vycˇerpa´vajı´cı´ popis by vy´razneˇ prˇekrocˇil rozsah
te´to pra´ce. Byly takte´zˇ vynecha´ny konkre´tnı´ uka´zky vy´konne´ho ko´du, protozˇe ten je cˇasto
specificky´ pro zvolene´ ladeˇne´ prostrˇedı´ a nebyl by prˇı´lisˇ na´pomocen v rˇesˇenı´ podpory
jiny´ch prostrˇedı´. Vy´jimkou z tohoto tvrzenı´ mu˚zˇe by´t rˇesˇenı´ vyuzˇı´vajı´cı´ rozsˇı´rˇeny´ch stan-
dardu˚ k zı´ska´nı´ podpory pro vı´ce beˇhovy´ch prostrˇedı´ nara´z nebo alesponˇ k znacˇne´mu
zvy´sˇenı´ znovupouzˇitelnosti vy´konne´ho ko´du. V na´sledujı´cı´ kapitole bude prˇedstaveno
prakticka´ uka´zka pra´veˇ takove´ho rˇesˇenı´, implementovana´ jako soucˇa´st te´to pra´ce.
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5 Implementace podpory ladeˇnı´ jazyka TL ve Visual Studiu
Prˇi tvorbeˇ implementace, ktera´ je soucˇa´stı´ te´to pra´ce, byla na´sledova´na vsˇechna rozhod-
nutı´ a vsˇechny postupy uvedene´ v prˇedchozı´ch kapitola´ch. Jedna´ se tedy o hole´ ladicı´
ja´dro doplneˇne´ o za´kladnı´ podporu projektu˚, projekt je napsa´n v jazyce C#, k instalaci do
Visual Studia je vyuzˇit VSPackage a hostujı´cı´m procesem ja´dra je proces IDE.
Pro uvedenı´ cˇtena´rˇe do kontextu je prvnı´ cˇa´st te´to kapitoly veˇnova´na problematice
samotne´ho jazyka a beˇhove´ho prostrˇedı´. V druhe´ cˇa´sti jsou popsa´ny vlastnosti jazyka
a prostrˇedı´ prˇı´mo ovlivnˇujı´cı´ ladeˇnı´. V trˇetı´ cˇa´sti jsou pak popsa´ny vybrane´ proble´my
rˇesˇene´ prˇi tvorbeˇ ladicı´ho ja´dra pro Visual Studio.
5.1 Jazyk TL
Jazyk, ktery´ byl zvolen pro tuto praktickou uka´zku, vznikl jako semina´rnı´ projekt do
bakala´rˇske´ho prˇedmeˇtu o programovacı´ch jazycı´ch a prˇekladacˇı´ch [1]. Jazyk byl nazva´n
Test Language (TL) a jde o jednoduchy´ strukturovany´ jazyk se syntaxı´ algolovske´ho
typu, jehozˇ gramatika patrˇı´ do trˇı´dy LL(1). V TL nelze definovat zˇa´dne´ znovupouzˇitelne´
jednotky ko´du jako funkce cˇi moduly; TL ani neposkytuje zˇa´dne´ knihovnı´ cˇi zabudovane´
funkce kromeˇ za´pisu na standardnı´ vy´stup a cˇtenı´ ze standardnı´ho vstupu. Podrobne´
specifikace jazyka a jeho byteko´du se nacha´zejı´ v prˇı´loze B.
Jednoduchost jazyka nijak nesnizˇuje na´zornost prakticke´ uka´zky – architektura ja´dra
totizˇ umozˇnˇuje bezproble´move´ rozsˇı´rˇenı´ o podporu funkcı´, modulu˚ a vla´ken.
5.1.1 Prˇeklad
Prˇekladacˇ jazyka jenapsany´ v Javeˇ apro syntaktickouanaly´zuvyuzˇı´va´ na´stroj JavaCC[38].
Dı´ky jeho pouzˇitı´ nepotrˇebuje prˇekladacˇ specia´lnı´ lexika´lnı´ analyza´tor a syntakticky´ ana-
lyza´tor je automaticky generova´n z popisu gramatiky. V pru˚beˇhu analy´zy, prova´deˇne´ me-
todou shora dolu˚, probı´ha´ prˇevod do syntakticke´ho stromu, o neˇzˇ se starajı´ kousky ko´du
doplneˇne´ do prˇedlohy analyza´toru. Po zı´ska´nı´ syntakticke´ho stromu provede prˇekla-
dacˇ typovou kontrolu, a pokud nenajde zˇa´dne´ chyby, vygeneruje rekurzivnı´m sestupem
syntakticky´m stromem byteko´d pro za´sobnı´kovy´ stroj s pameˇtı´ s na´hodny´m prˇı´stupem.
5.1.2 Popis beˇhove´ho prostrˇedı´
Beˇhove´ prostrˇedı´ je takte´zˇ napsa´no v Javeˇ a po sve´m spusˇteˇnı´ nacˇte cely´ soubor s byteko´-
dem do seznamu instrukcı´ v pameˇti a jednou ho zbeˇzˇneˇ projde. V tomto pru˚chodu oveˇrˇı´,
zda se jedna´ o byteko´d podporovane´ verze a zapı´sˇe si umı´steˇnı´ na´veˇstı´. Na´sledneˇ zacˇne
instrukce jednu po druhe´ vykona´vat.
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5.2 Podpora ladeˇnı´ v TL
5.2.1 Symbolicke´ informace
Jelikozˇ ve sve´ pu˚vodnı´ verzi prˇekladacˇ a beˇhove´ prostrˇedı´ neobsahovaly zˇa´dnou pod-
poru ladeˇnı´, bylo nutne´ neˇjakou navrhnout a do teˇchto na´stroju˚ doplnit. Prvnı´ prˇeka´zˇkou
ladeˇnı´ byl fakt, zˇe beˇhove´ prostrˇedı´ nebylo schopne´ nijak prˇirˇadit instrukce k jednotli-
vy´m prˇı´kazu˚m ve zdrojove´m ko´du ani prˇirˇadit mı´sta v pameˇti jednotlivy´m promeˇnny´m.
Jednı´m mozˇny´m rˇesˇenı´m by bylo nahradit prˇekladacˇ a za´sobnı´kovy´ stroj interpretrem.
Schu˚dneˇjsˇı´m rˇesˇenı´m vsˇak bylo upravit specifikaci byteko´du. Byteko´d byl pouze doplneˇn
o nevy´konne´ instrukcevar aline, takzˇe byla zachova´na zpeˇtna´ kompatibilita (doprˇedna´
kompatibilita rˇesˇenı´ nebyla zˇa´da´na).
5.2.2 Ovla´da´nı´ virtua´lnı´ho stroje
V pu˚vodnı´ verzi virtua´lnı´ stroj vykona´val instrukce jednu za druhou a nebylo mozˇne´
jej nijak ovla´dat. Rozhranı´ stroje bylo tedy rozsˇı´rˇeno o podporu asynchronnı´ho ovla´da´nı´
beˇhu, spra´vy breakpointu˚ a zı´ska´va´nı´ informacı´ o stavu stroje. Za´rovenˇ bylo definova´no
rozhranı´ pro ladicı´ rozsˇı´rˇenı´, ktere´mu je prˇeda´no ovla´dacı´ rozhranı´ stroje a jsou mu
oznamova´ny uda´losti pocha´zejı´cı´ ze stroje.
5.2.3 Komunikacˇnı´ protokol
Jakmile bylo prˇipraveno vnitrˇnı´ ladicı´ rozhranı´, bylo potrˇeba rozhodnout, jaky´m zpu˚so-
bem jej zverˇejnit. Jako velmi flexibilnı´ rˇesˇenı´ se nabı´zı´ komunikace po sı´ti pomocı´ TCP
spojenı´. Prˇed na´vrhem vlastnı´ho komunikacˇnı´ho protokolu byla da´na prˇednost pouzˇitı´
existujı´cı´ho rozsˇı´rˇene´ho protokolu. Takovy´m protokolem je DBGP[3], hybridnı´ textovy´
a XML protokol s mnozˇstvı´m existujı´cı´ch implementacı´[31, 32, 33, 34, 35, 36, 37]. Tento
protokol ma´ takte´zˇ sˇirokou podporu ze strany vy´voja´rˇsky´ch prostrˇedı´.
Prˇı´kazy beˇhove´mu prostrˇedı´ majı´ forma´t vycha´zejı´cı´ ze syntaxı´ rˇa´dkovy´ch na´stroju˚:
jednoslovne´ jme´no prˇı´kazu na´sledovane´ pa´ry slov vyjadrˇujı´cı´mi vzˇdy na´zev parametru a
jeho hodnotu. Vsˇechny prˇı´kazy jsou ukoncˇova´ny symbolem NUL (znak s cˇı´selny´m ko´dem
0). Odpoveˇdi beˇhove´ho prostrˇedı´ jsou ve forma´tu XML vcˇetneˇ deklaracı´, prˇicˇemzˇ kazˇda´
zpra´va je uvozenadekadicky zapsanoude´lkou teˇla zpra´vy v bytech, symbolemNUL; tı´mto
symbolem je taky ukoncˇena. Du˚vody pro tento rozdı´l mezi forma´tem prˇı´kazu˚ a odpoveˇdı´
jsou neˇkolikere´: forma´t prˇı´kazu˚ ulehcˇuje jejich rucˇnı´ za´pis, zatı´mco forma´t odpoveˇdı´
umozˇnˇuje prˇirozeneˇ vyjadrˇovat strukturovana´ data. Navı´c takto beˇhove´ prostrˇedı´ nemusı´
obsahovat zˇa´dnou XML knihovnu – ke tvorbeˇ validnı´ho XML totizˇ cˇasto stacˇı´ jednoduche´
spojova´nı´ rˇeteˇzcu˚.
Protokol ma´ dalsˇı´ vlastnosti, umozˇnˇujı´cı´ naprˇ. vyporˇa´dat se s prˇı´chodem zpra´v mimo
porˇadı´, omezovat de´lku zpra´v a dynamicky zjisˇt’ovat stav podpory rozsˇı´rˇeny´ch prˇı´kazu˚.
Podrobna´ specifikace protokolu se nacha´zı´ v elektronicke´ prˇı´loze (popis v prˇı´loze A).
Vy´pisy 7 a 8 ukazujı´ prˇı´klady komunikace.
run −i tlde15 [NUL]
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158 [NUL]
<?xml version=’1.0’ encoding=’utf−8’ ?><response xmlns=’urn:debugger protocol v1’
transaction id=’tlde15’ command=’run’ status=’break’ reason=’ok’></response> [NUL]
Vy´pis 7: Uka´zka prˇı´kazu protokolu DBGP a odpoveˇdi na neˇj
< init appid=’0’ thread=’1’ idekey=’tldebug’ language=’TL’ protocol version=’1.0’ fileuri =’ file: ///
C:/Program/program.tlbc’></init>
breakpoint set −i tlde1 −t line −f ” file: /// C:/Program/program.tlbc” −n 15
breakpoint set −i tlde2 −t line −f ” file: /// C:/Program/program.tlbc” −n 5
breakpoint set −i tlde3 −t line −f ” file: /// C:/Program/program.tlbc” −n 9
context get −i tlde4
stack get −i tlde5
<response transaction id=’tlde1’ command=’breakpoint set’ id=’15’></response>
<response transaction id=’tlde2’ command=’breakpoint set’ id=’5’></response>
<response transaction id=’tlde3’ command=’breakpoint set’ id=’9’></response>
<response transaction id=’tlde4’ command=’context get’>
<property name=’b’ type=’Int’><![CDATA[0]]></property>
<property name=’a’ type=’Int’><![CDATA[0]]></property>
</response>
<response transaction id=’tlde5’ command=’stack get’>
<stack level=’0’ type=’ file ’ filename=’ file: /// C:/Program/program.tlbc’ lineno=’1’ />
</response>
run −i tlde15
<response transaction id=’tlde15’ command=’run’ status=’break’ reason=’ok’></response>
stack get −i tlde16
context get −i tlde17
<response transaction id=’tlde16’ command=’stack get’>
<stack level=’0’ type=’ file ’ filename=’ file: /// C:/Program/program.tlbc’ lineno=’15’ />
</response>
<response transaction id=’tlde17’ command=’context get’>
<property name=’b’ type=’Int’><![CDATA[0]]></property>
<property name=’a’ type=’Int’><![CDATA[1]]></property>
</response>
breakpoint remove −i tlde18 −d 15
<response transaction id=’tlde18’ command=’breakpoint remove’></response>
run −i tlde44
<response transaction id=’tlde44’ command=’run’ status=’stopping’ reason=’ok’></response>
Vy´pis 8: Vy´nˇatek z komunikace v pru˚beˇhu ladicı´ho sezenı´
Komunikace na straneˇ beˇhove´ho prostrˇedı´ probı´ha´ asynchronneˇ, ve zvla´sˇtnı´ch vla´k-
nech, aby na jejı´ uskutecˇneˇnı´ prostrˇedı´ nemuselo cˇekat. Za´rovenˇ je tak mozˇne´ prˇijmout
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prˇı´kazvpru˚beˇhuvykona´va´nı´, naprˇı´kladprˇı´kazpropozastavenı´ beˇhunavyzˇa´da´nı´. Imple-
mentace v beˇhove´m prostrˇedı´ podporuje podmnozˇinu prˇı´kazu˚ protokolu a azˇ na neˇkolik
zjednodusˇenı´ plneˇ odpovı´da´ specifikaci.
5.3 Ladicı´ ja´dro
5.3.1 Prˇipojenı´ k beˇzˇı´cı´mu procesu
Poskytovatel programu˚ tohoto ja´dra filtruje z nabı´zeny´ch procesu˚ pouze procesy java,
jelikozˇ beˇhove´ prostrˇedı´ samo je vykona´va´no virtua´lnı´m strojem Javy. Protokol DBGP
neumozˇnuje vyzˇa´dat prˇipojenı´ za beˇhu programu ze strany ladicı´ho na´stroje, proto je
potrˇeba, aby bylo beˇhove´ prostrˇedı´ spusˇteˇno v ladicı´m rezˇimu se spra´vny´mi parametry
– beˇhove´ prostrˇedı´ pak prˇed zapocˇetı´m vykona´va´nı´ programu cˇeka´, azˇ bude ladicı´ ja´dro
prˇipraveno na nava´za´nı´ spojenı´. Na obra´zku reffig:VSDebugAttach lze videˇt, jak Visual
Studio prezentuje informace zı´skane´ z poskytovatelu˚ jednotlivy´ch jader uzˇivateli a jak
na za´kladeˇ informacı´ uvedeny´ch prˇi registraci demonstracˇnı´ho ja´dra automaticky volı´
kombinaci jader, ktera´ se budou ladeˇnı´ u´cˇastnit.
Obra´zek 5: Okno pro vy´beˇr procesu a ja´dra k prˇipojenı´
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5.3.2 Asynchronnı´ komunikace
Na straneˇ ladicı´ho ja´dra jsou smycˇky pro prˇı´jem a odesı´la´nı´ zpra´v takte´zˇ vykona´va´ny
ve vlastnı´ch vla´knech. Tato asynchronnost vsˇak vyzˇaduje zvla´sˇtnı´ uda´lostı´. Naprˇı´klad
pokud je okamzˇiteˇ po zastavenı´ programu o tomto vyvola´na uda´lost, IDE zacˇne zˇa´dat
informace o za´sobnı´ku vola´nı´ a o loka´lnı´ch promeˇnny´ch. Z na´vrhu protokolu a faktu, zˇe
ja´dro nema´ prˇı´my´ prˇı´stup do virtua´lnı´ho stroje, ovsˇem vyply´va´, zˇe o tyto informace je
nutne´ nejdrˇı´ve pozˇa´dat prˇes sı´t’a pocˇkat na odpoveˇd’, cozˇ je pomale´. Namı´sto toho ja´dro,
jakmile se dozvı´ o zastavenı´, vysˇle obratem pozˇadavky na zjisˇteˇnı´ teˇchto informacı´ a azˇ
po jejich prˇijetı´ prˇeda´ uda´lost da´le. Maly´mi u´pravami by bylo mozˇne´ dosa´hnout toho,
aby byla uda´lost prˇeda´na take´ okamzˇiteˇ a informace mohly dorazit, zatı´mco IDE uda´lost
zpracova´va´. K neuzˇitecˇne´mu cˇeka´nı´ by pak dosˇlo, pouze pokud by IDE stihlo zazˇa´dat
o za´sobnı´k vola´nı´ jesˇteˇ prˇed prˇı´chodem odpoveˇdı´ z druhe´ strany ladicı´ho spojenı´.
Bylo takte´zˇ potrˇeba vyrˇesˇit nevhodne´ nacˇasova´nı´ pozˇadavku˚ na nastavenı´ break-
pointu˚. IDE o jejich nastavenı´ zˇa´da´ v brzke´ fa´zi spousˇteˇnı´ programu a nenı´ zarucˇeno, zˇe je
v danou chvı´li uzˇ nava´za´no a inicializova´no spojenı´ s beˇhovy´m prostrˇedı´m. Breakpointy
si proto ja´dromusı´ pamatovat a zˇa´dat o jejich nastavenı´, azˇ je spojenı´ skutecˇneˇ prˇipraveno.
Metoda pro prˇı´jem zpra´v vypada´ prˇiblizˇneˇ takto:
private void MessageReceived(object sender, MessageReceivedEventArgs eargs) {
/∗ ... ∗/
switch (rootElementName) {
case ” init ” :
/∗ ... ∗/
m engine.Callback.OnModuleLoad(Module);
m engine.Callback.OnThreadStart(Thread);
Connection.StartSending();
foreach (uint addr in pendingBreakpoints)
AddBreakpoint(/∗...∗/ ) ;
pendingBreakpoints.Clear();
onStackAndContextReceived = () => {
Run();
};
GetContext();
GetStack();
break;
case ”response”:
/∗ ... ∗/
switch (command) {
case ”context get”:
/∗ ... ∗/
if (onStackAndContextReceived != null)
gotContext = true;
break;
case ”stack get”:
/∗ ... ∗/
if (onStackAndContextReceived != null)
gotStack = true;
break;
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case ”break”:
onStackAndContextReceived = () => {
m engine.Callback.OnAsyncBreakComplete(Thread);
};
GetStack();
GetContext();
break;
}
break;
}
if (gotStack && gotContext && onStackAndContextReceived != null)
{
gotStack = false;
gotContext = false;
Thread.StackFrame = new AD7StackFrame(/∗...∗/);
onStackAndContextReceived();
onStackAndContextReceived = null;
}
}
Vy´pis 9: Sche´ma implementace metody pro prˇı´jem zpra´v od beˇhove´ho prostrˇedı´
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6 Za´veˇr
Jak bylo zmı´neˇno v prˇedchozı´m textu, rozsˇı´rˇenı´ Visual Studia o podporu ladeˇnı´ nove´ho
jazyka nenı´ u´lohou snadnou ani podrobneˇ zdokumentovanou. Tato pra´ce byla stvorˇena
s cı´lem poskytnout dalsˇı´ zdroj informacı´ pro za´jemce o ujmutı´ se te´to u´lohy. Byly popsa´ny
ru˚zne´ prˇı´stupy k rozsˇı´rˇenı´ a cı´le, jichzˇ je mozˇno jednotlivy´mi prˇı´stupy dosa´hnout, a byly
podrobneˇ rozebra´ny koncepty a postupy potrˇebne´ pro implementaci ladicı´ho ja´dra, jedne´
ze slozˇiteˇjsˇı´ch alternativ.
Implementace, ktera´ je vy´sledkem te´to pra´ce, umozˇnˇuje prova´deˇt vsˇechny za´kladnı´
u´kony ladeˇnı´, tedy spustit program v rezˇimu ladeˇnı´, ovla´dat vykona´va´nı´ programu a
zkoumat jeho stav v plne´ na´vaznosti na zdrojovy´ ko´d programu, v jednotne´m a zna´me´m
rozhranı´, ktere´ Visual Studio poskytuje. Implementace samozrˇejmeˇ nevyuzˇı´va´ vsˇech na-
bı´zeny´ch mozˇnostı´ a mu˚zˇe se podle postupu˚ naznacˇeny´ch v prˇedchozı´ch kapitola´ch da´le
vyvı´jet. Dalsˇı´ vy´voj komponenty by mohl smeˇrˇovat k prˇida´nı´ podpory krokova´nı´, vy-
hodnocova´nı´ slozˇity´ch vy´razu˚ cˇi podpory pro zmeˇnu stavu programu za beˇhu.
Fakt, zˇe implementace je prezentova´na na nepouzˇı´vane´m jazyku, samozrˇejmeˇ snizˇuje
rozsah okamzˇity´ch vyuzˇitı´, nicme´neˇ ladicı´ ja´dro je na tomto jazyku neza´visle´ a dı´ky pou-
zˇitı´ protokolu DBGP je mozˇne´ toto rˇesˇenı´ adaptovat na jine´, popula´rnı´ jazyky, jejichzˇ
beˇhova´ prostrˇedı´ podporujı´ tento standardnı´ protokol. Takova´ adaptace by kromeˇ neˇko-
lika trivia´lnı´ch u´prav sesta´vala zejme´na z rozsˇı´rˇenı´ ladicı´ho ja´dra o podporu vlastnostı´
onoho nove´ho jazyka, ktere´ jazyk TL nepodporuje.
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A Obsah prˇilozˇene´ho CD a na´vod k pouzˇitı´
Na disku prˇilozˇene´m k te´to pra´ci se nacha´zejı´ na´sledujı´cı´ adresa´rˇe:
doc Obsahuje soubor ve forma´tu PDF s textem te´to pra´ce a citovanou specifikaci proto-
kolu DBGP ve forma´tech HTML a rST.
examples Obsahuje neˇkolik zdrojovy´ch souboru˚ v jazyce TL.
tools Obsahuje jednoduchy´ na´stroj v Javeˇ, ke ktere´mu se mu˚zˇe prˇipojit beˇhove´ prostrˇedı´
jazyka TL jako k ladicı´mu ja´dru, pro rucˇnı´ testova´nı´.
bin Obsahuje soubory:
tl.jar Samostatneˇ pouzˇitelny´ prˇekladacˇ a virtua´lnı´ stroj jazyka TL.
TLProject.vsix Instalacˇnı´ balı´cˇek s rozsˇı´rˇenı´m pro Visual Studio 2012.
src Obsahuje adresa´rˇe:
TEX Obsahuje zdrojove´ soubory k textu te´to pra´ce.
TL Obsahuje zdrojove´ ko´dy syntakticke´ho analyza´toru, prˇekladacˇe a beˇhove´ho
prostrˇedı´ jazyka TL v jazyce Java a na´stroj javacc.
VSIX Obsahuje zdrojove´ ko´dy a soubory rˇesˇenı´ podpory ladeˇnı´ jazyka TL pro
Visual Studio.
A.1 Postup sestavenı´
Trˇi podadresa´rˇe adresa´rˇe src obsahujı´ skriptymake.cmd, ktere´ zajistı´ sestavenı´ zdrojovy´ch
souboru˚ do prˇı´slusˇny´ch vy´stupnı´ch souboru˚. Skriptmake.cmd prˇı´mo v adresa´rˇi src zajistı´
spusˇteˇnı´ jednotlivy´ch skriptu˚ a prˇesunutı´ vy´stupnı´ch souboru˚ do spra´vny´ch adresa´rˇu˚.
K sestavenı´ PDF souboru s textem pra´ce je potrˇeba sada na´stroju˚ LATEX, konkre´tneˇ
program pdflatex a neˇkolik beˇzˇneˇ dostupny´ch balı´cˇku˚. K sestavenı´ verze na CD byl
pouzˇit balı´cˇek MiKTeX verze 2.9.
K sestavenı´ prˇekladacˇe a virtua´lnı´ho stroje jsou potrˇeba programy java, javac a jar
verze alesponˇ 1.6. Tyto programy jsou doda´va´ny ve vy´voja´rˇske´m balı´cˇku Java Software
Development Kit (JDK). K sestavenı´ verze na CD byl pouzˇit balı´cˇek od spolecˇnosti Oracle
verze 1.7.0 17.
K sestavenı´ rozsˇı´rˇenı´ pro Visual Studio je potrˇeba .NET SDK verze 4 a nainstalovane´
Visual Studio 2012 SDK. Rˇesˇenı´ je take´ prˇipraveno k otevrˇenı´ ve Visual Studiu.
A.2 Postup instalace
Prˇekladacˇ a virtua´lnı´ stroj jazyka (tl.jar) nenı´ potrˇeba prˇed pouzˇitı´m nijak instalovat.
Rozsˇı´rˇenı´ pro Visual Studio je mozˇne´ nainstalovat spusˇteˇnı´m souboru TLProject.vsix.
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Pozna´mka A.1 Pokud je rozsˇı´rˇenı´ spusˇteˇno v experimenta´lnı´ instanci VS a je k nı´ prˇipo-
jena hlavnı´ instance VS, docha´zı´ prˇi procha´zenı´ vlastnostı´ projektu˚ a prˇi zavı´ra´nı´ projektu˚
k vy´jimka´m. Toto nenı´ chyba ko´du, jde o prˇedepsane´ chova´nı´[15, 16].
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B Specifikace jazyka TL
Program je tvorˇen posloupnostı´ prˇı´kazu˚. Prˇı´kazy jsou ukoncˇova´ny strˇednı´kem, jinak jsou
zapsa´ny ve volne´m forma´tu, bı´le´ znaky a konce rˇa´dku˚ slouzˇı´ pouze jako oddeˇlovacˇe a na
vy´znamprogramunemajı´ vliv. Komenta´rˇe jsou omezeny dveˇma lomı´tky a koncem rˇa´dku.
Klı´cˇova´ slova jsou rezervovana´. V identifika´torech se rozlisˇujı´ velka´ a mala´ pı´smena,
v klı´cˇovy´ch slovech ne.
Na´zvy promeˇnny´ch jsou tvorˇeny identifika´torem. Kazˇda´ promeˇnna´ musı´ by´t prˇed
pouzˇitı´m deklarova´na s uvedenı´m sve´ho typu, opakovana´ deklarace promeˇnne´ te´hozˇ
na´zvu je chybou. Po deklaraci naby´va´ promeˇnna´ vy´chozı´ hodnoty podle sve´ho typu.
Jsou definova´ny na´sledujı´cı´ typy:
Boolean Naby´va´ hodnot true nebo false. Vy´chozı´ hodnota: false
Integer Obsahuje cele´ cˇı´slo v rozsahu definovane´m typem int jazyka Java. Typ je v jazyku
deklarova´n klı´cˇovy´m slovem int. Vy´chozı´ hodnota: 0
Float Obsahuje rea´lne´ cˇı´slo v rozsahu a s prˇesnostı´ definovany´mi typemfloat jazyka Java.
Vy´chozı´ hodnota: 0.0
String Obsahuje rˇeteˇzec znaku˚. Vy´chozı´ hodnota: ” ”
Jsou definova´ny na´sledujı´cı´ prˇı´kazy:
• Pra´zdny´ prˇı´kaz.
• Deklarace promeˇnny´ch uvedene´ho typu.
• Prˇirˇazenı´ hodnoty promeˇnne´. Promeˇnna´ musı´ by´t prˇed pouzˇitı´m deklarovana´. Typ
vy´razu na prave´ straneˇ musı´ by´t stejny´ jako typ promeˇnne´.
• Prˇecˇtenı´ hodnot ze standardnı´ho vstupu a prˇirˇazenı´ do promeˇnny´ch. Kazˇda´ cˇtena´
hodnota je na samostatne´m vstupnı´m rˇa´dku.
• Vy´pis hodnot vy´razu˚ na standardnı´ vy´stup. Za hodnotou poslednı´ho vy´razu je
vypsa´n znak konce rˇa´dku.
• Podmı´neˇny´ blok prˇı´kazu˚, podmı´nka musı´ by´t vy´raz typu boolean. Cˇa´st else je
nepovinna´.
• Podmı´neˇny´ cyklus, podmı´nka musı´ by´t typu boolean.
V tabulce 1 jsou uvedeny vsˇechny definovane´ opera´tory. Pı´smena I, F, B, S vyjadrˇujı´
v tomto porˇadı´ vy´razy typu integer, float, boolean a string. Pı´smeno T zastupuje vy´raz
jake´hokoli z typu˚ uvedeny´ch v definici, ale v jedne´ definici musı´ zastupovat vzˇdy stejny´
typ. Kromeˇ toho lze vy´razy typu integer pouzˇı´t (mimo prave´ strany terna´rnı´ho opera´toru)
ve vsˇech kontextech, kde je vyzˇadova´n cˇi povolen vy´raz typu float. V takove´m prˇı´padeˇ
se celocˇı´selna´ hodnota prˇevede na rea´lnou.
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Popis Opera´tory Signatura
Zname´nkove´ opera´tory + − T → T (T = I , F )
Aritmeticke´ opera´tory + − ∗ / T ⊕ T → T (T = I , F )
Opera´tor modulo % I ⊕ I → I
Opera´tor srˇeteˇzenı´ . S ⊕ S → S
Relacˇnı´ opera´tory == != T ⊕ T → B (T = I , F , S, B)
Relacˇnı´ opera´tory < > <= >= T ⊕ T → B (T = I , F )
Opera´tor negace ! B → B
Logicke´ opera´tory && || B ⊕B → B
Podmı´nkovy´ opera´tor ? : B ⊕ T ⊕ T → B (T = I , F , S, B)
Tabulka 1: Opera´tory jazyka TL
Vy´znamy opera´toru˚ (kromeˇ operace srˇeteˇzenı´) odpovı´dajı´ definici jazyka Java. Vy´-
razy mohou obsahovat za´vorky. Opera´tory jsou zleva asociativnı´, priorita opera´toru˚ je
na´sledujı´cı´ (v porˇadı´ od nejnizˇsˇı´ k nejvysˇsˇı´):
1. podmı´nkovy´ opera´tor
2. logicky´ soucˇet
3. logicky´ soucˇin
4. relacˇnı´ opera´tory
5. aritmeticky´ soucˇet, odecˇet a srˇeteˇzenı´
6. na´sobenı´, deˇlenı´ a modulo
7. una´rnı´ opera´tory
B.1 Gramatika
⟨program⟩ ::= ⟨block⟩ EOF
⟨block⟩ ::= ( ⟨statement⟩ )+
⟨statement⟩ ::= ‘;’
| ⟨type⟩ ⟨identifier⟩ ( ‘,’ ⟨identifier⟩ ) * ‘;’
| ⟨identifier⟩ ‘=’ ⟨expression⟩ ‘;’
| ‘print’ ⟨expression⟩ ( ‘,’ ⟨expression⟩ ) * ‘;’
| ‘read’ ⟨identifier⟩ ( ‘,’ ⟨identifier⟩ ) * ‘;’
| ‘if’ ⟨expression⟩ ‘then’ ⟨block⟩ [ ‘else’ ⟨block⟩ ] ‘end’ ‘;’
| ‘while’ ⟨expression⟩ ‘do’ ⟨block⟩ ‘end’ ‘;’
⟨expression⟩ ::= ⟨conditionalexpr⟩
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⟨conditionalexpr⟩ ::= ⟨logicalorexpr⟩ [ ‘?’ ⟨expression⟩ ‘:’ ⟨conditionalexpr⟩ ]
⟨logicalorexpr⟩ ::= ⟨logicalandexpr⟩ [ ‘||’ ⟨logicalorexpr⟩ ]
⟨logicalandexpr⟩ ::= ⟨relationalexpr⟩ [ ‘&&’ ⟨logicalandexpr⟩ ]
⟨relationalexpr⟩ ::= ⟨additiveexpr⟩ [ ( ‘==’ | ‘!=’ | ‘<’ | ‘>’ | ‘<=’ | ‘>=’ ) ⟨additiveexpr⟩ ]
⟨additiveexpr⟩ ::= ⟨multiplicativeexpr⟩ [ ( ‘+’ | ‘-’ | ‘.’ ) ⟨additiveexpr⟩ ]
⟨multiplicativeexpr⟩ ::= ⟨unaryexpr⟩ [ ( ‘*’ | ‘/’ | ‘%’ ) ⟨multiplicativeexpr⟩ ]
⟨unaryexpr⟩ ::= ( ‘+’ | ‘-’ | ‘!’ ) ⟨unaryexpr⟩
| ⟨unitexpr⟩
⟨unitexpr⟩ ::= ‘(’ ⟨expression⟩ ‘)’
| ⟨identifier⟩
| ⟨literal⟩
⟨type⟩ ::= ‘boolean’
| ‘string’
| ‘int’
| ‘float’
⟨literal⟩ ::= STRING LITERAL
| FLOATING POINT LITERAL
| INTEGER LITERAL
| ‘true’
| ‘false’
⟨identifier⟩ ::= IDENTIFIER
Termina´ly STRING LITERAL,FLOATING POINT LITERAL, INTEGER LITERAL
a IDENTIFIER na´sledujı´ stejna´ pravidla jako v jazycı´ch C nebo Java.
B.2 Byteko´d
Vy´stupem implementovane´ho prˇekladacˇe jazyka je soubor s byteko´dem, ktery´ je pak
vstupem za´sobnı´kove´ho virtua´lnı´ho stroje. Instrukce byteko´du jsou v prˇelozˇene´m sou-
boru zapsa´ny pro prˇehlednost v textove´ podobeˇ s jednou instrukcı´ na rˇa´dek. Kazˇda´
instrukce ma´ jeden nebo zˇa´dny´ parametr.
Virtua´lnı´ stroj ma´ k dispozici pameˇt’ s na´hodny´m prˇı´stupem adresovanou prˇiroze-
ny´mi cˇı´sly. Stroj si take´ doka´zˇe zapamatovat specia´lneˇ oznacˇena´ mı´sta (identifikovana´
prˇirozeny´m cˇı´slem) v seznamu instrukcı´ a na pozˇa´da´nı´ na neˇ prˇesunout mı´sto vykona´-
va´nı´.
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Po sve´m spusˇteˇnı´ stroj nacˇte soubor se seznamem instrukcı´ do pameˇti a vycˇte z neˇj
verzi byteko´du, na´veˇstı´ a ladicı´ informace. Prˇed zapocˇetı´m vykona´va´nı´ porovna´ verzi
byteko´du s nejvysˇsˇı´ podporovanou verzı´. Pokud je verze byteko´du vysˇsˇı´, stroj prˇedcˇasneˇ
skoncˇı´.
Virtua´lnı´ stroj zapocˇne vykona´va´nı´ na prvnı´ instrukci a po jejı´m vykona´nı´ se prˇesune
na dalsˇı´. Vy´jimkou jsou instrukce jmp a fjmp, ktere´ mohou zmeˇnit mı´sto vykona´va´nı´ sko-
kem. Jakmile se stroj posune za konec seznamu instrukcı´, skoncˇı´. Validita instrukcı´ nenı´
prˇi vykona´va´nı´ nijak kontrolova´na. Pokud nastane prˇi vykona´va´nı´ instrukce vy´jimka,
stroj prˇedcˇasneˇ skoncˇı´.
Na´sleduje vy´cˇet instrukcı´ byteko´du s jejich vy´znamem a pseudoko´dem:
add Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, secˇte je a vy´sledek ulozˇı´ na za´sobnı´k.
Pseudoko´d: right = pop(); left = pop(); result = left + right ; push(result) ; ip++;
sub Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, odecˇte je a vy´sledek ulozˇı´ na za´sobnı´k.
Pseudoko´d: right = pop(); left = pop(); result = left − right ; push(result) ; ip++;
mul Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, vyna´sobı´ je a vy´sledek ulozˇı´ na za´sob-
nı´k.
Pseudoko´d: right = pop(); left = pop(); result = left ∗ right ; push(result) ; ip++;
div Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, podeˇlı´ je a vy´sledek ulozˇı´ na za´sobnı´k.
Pseudoko´d: right = pop(); left = pop(); result = left / right ; push(result) ; ip++;
mod Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, podeˇlı´ je a zbytek po deˇlenı´ ulozˇı´ na
za´sobnı´k.
Pseudoko´d: right = pop(); left = pop(); result = left % right ; push(result) ; ip++;
concat Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, srˇeteˇzı´ je a vy´sledek ulozˇı´ na za´sob-
nı´k.
Pseudoko´d: right = pop(); left = pop(); result = left + right ; push(result) ; ip++;
uminus Odebere poslednı´ hodnotu ze za´sobnı´ku a jejı´ opacˇnou hodnotu ulozˇı´ na za´sob-
nı´k.
Pseudoko´d: val = pop(); result = −val; push(result) ; ip++;
and Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, provede logicky´ soucˇin a vy´sledek
ulozˇı´ na za´sobnı´k.
Pseudoko´d: right = pop(); left = pop(); result = left && right ; push(result) ; ip++;
or Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, provede logicky´ soucˇet a vy´sledek ulozˇı´
na za´sobnı´k.
Pseudoko´d: right = pop(); left = pop(); result = left || right ; push(result) ; ip++;
gt Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, porovna´ je a vy´sledek ulozˇı´ na za´sobnı´k.
Pseudoko´d: right = pop(); left = pop(); result = left > right ; push(result) ; ip++;
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lt Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, porovna´ je a vy´sledek ulozˇı´ na za´sobnı´k.
Pseudoko´d: right = pop(); left = pop(); result = left < right ; push(result) ; ip++;
eq Odebere poslednı´ dveˇ hodnoty ze za´sobnı´ku, porovna´ je a vy´sledekulozˇı´ na za´sobnı´k.
Pseudoko´d: right = pop(); left = pop(); result = left == right ; push(result) ; ip++;
not Odebere poslednı´ hodnotu ze za´sobnı´ku a jejı´ negaci ulozˇı´ na za´sobnı´k.
Pseudoko´d: val = pop(); result = !val ; push(result) ; ip++;
push #value Na za´sobnı´k ulozˇı´ hodnotu uvedenou v parametru. Textovou reprezentaci
hodnoty v parametru prˇedcha´zı´ znak urcˇujı´cı´ jejı´ typ (I , B, F , S), prˇicˇemzˇ hodnoty
typu string jsou navı´c uzavrˇeny do dvojity´ch uvozovek.
Pseudoko´d: val = #value; push(val); ip++;
load #address Nacˇte hodnotu z pameˇti urcˇenou adresou uvedenou v parametru a ulozˇı´
ji na za´sobnı´k.
Pseudoko´d: val = ram[#address]; push(val); ip++;
save #address Odebere poslednı´ hodnotu ze za´sobnı´ku a ulozˇı´ ji do pameˇti na adresu
urcˇenou v parametru.
Pseudoko´d: val = pop(); ram[#address] = val; ip++;
label #label Oznacˇı´ toto mı´sto v seznamu instrukcı´ na´veˇstı´m uvedeny´m v parametru.
Nezmeˇnı´ stav.
Pseudoko´d: labels[# label ] = ip ; ip++;
jmp #label Prˇesune mı´sto vykona´va´nı´ na mı´sto oznacˇene´ na´veˇstı´m uvedeny´m v para-
metru.
Pseudoko´d: ip = labels[# label ];
fjmp #label Odebere poslednı´ hodnotu ze za´sobnı´ku, a pokud je rovna false, prˇesune
mı´sto vykona´va´nı´ na mı´sto oznacˇene´ na´veˇstı´m uvedeny´m v parametru.
Pseudoko´d: val = pop(); if is false(val) then ip = labels[# label ]; else ip++;
print #count Odebere ze za´sobnı´ku tolik hodnot, kolik je uvedeno v parametru, a vy-
tiskne je na standardnı´ vy´stup. Nakonec vytiskne znak konce rˇa´dku.
Pseudoko´d: repeat #count times { val = pop(); print (val) ; } print (EOL); ip++;
read #type Vypı´sˇe na standardnı´ vy´stup vy´zvu k zada´nı´ hodnoty typu uvedene´ho v pa-
rametru (znaky I , B, F , S). Ze standardnı´ho vstupu nacˇte rˇa´dek a tento text se
pokusı´ interpretovat jako hodnotu uvedene´ho typu. Pokud se prˇevedenı´ nezdarˇı´,
proces opakuje.
Pseudoko´d: repeat until success { print prompt(#type); val = read(#type); } push(val); ip++;
var #name Podle porˇadı´ a parametru˚ teˇchto instrukcı´ se tvorˇı´ tabulka mapujı´cı´ na´zvy
promeˇnny´ch na jejich adresy v pameˇti. Stav stroje se nemeˇnı´.
Pseudoko´d: ip++;
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line #line Podle umı´steˇnı´ a parametru˚ teˇchto instrukcı´ je mozˇne´ mapovat rˇa´dky zdrojo-
ve´ho ko´du na sekvence instrukcı´. Stav stroje se nemeˇnı´.
Pseudoko´d: ip++;
bcver #version Oznacˇuje verzi byteko´du. Stav stroje se nemeˇnı´.
Pseudoko´d: ip++;
