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Abstrakt
Tato diplomova´ pra´ce se zaby´va´ dveˇma na´stroji, vyvinuty´mi spolecˇnostı´ Microsoft a spa-
dajı´cı´mi do oblasti programova´nı´ mikroprocesoru˚ a robotiky. Prvnı´ na´stroj je .NET Micro
Framework, ktery´ je urcˇen pro embedded syste´my. Jeho hlavnı´ prˇednostı´ je mozˇnost
psa´t programy v rˇı´zene´m ko´du s vy´hodami jezˇ prˇina´sˇı´ platforma .NET Framework. V
te´to cˇa´sti je cı´lem pra´ce prˇedevsˇı´m vytvorˇenı´ uka´zkove´ u´lohy, demonstrujı´cı´ neˇktere´ po-
krocˇilejsˇı´ funkce tohoto frameworku, ktere´ se objevily s jeho novou verzı´. Druhy´ na´stroj je
Microsoft Robotics Developer Studio, cozˇ je na´stroj pro kontrolu a simulaci robotu˚. Dı´ky
servisneˇ orientovane´ architekturˇe umozˇnˇuje tento na´stroj pra´ci jak s opravdovy´mi ro-
boty, tak i s roboty jezˇ jsou pouze soucˇa´stı´ graficke´ho simula´toru. Zde je cı´lem podrobneˇji
se sezna´mit s graficky´mi a fyzika´lnı´mi mozˇnostmi tohoto simula´toru. Na za´veˇr popı´sˇi
mozˇny´ zpu˚sob, jaky´m by se v praxi dali oba zmı´neˇne´ na´stroje propojit. To znamena´ najı´t
spolecˇny´ zpu˚sob komunikace obou na´stroju˚, pro jejich mozˇne´ prakticke´ vyuzˇitı´.
Klı´cˇova´ slova: .NET Micro Framework, embedded, Microsoft Robotics Developer Stu-
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Abstract
This thesis describes two tools developed by Microsoft and falling into the area of pro-
gramming microprocessors and robotics. The first tools is .NET Micro Framework which
is designed for embedded systems. Its main advantage is the ability to write programs in
managed code with the benefits of .NET platform. This part of the thesis is demonstrating
some of the advanced features of this framework which appeared with its new release.
The second tool is the Microsoft Robotics Developer Studio which is a tool for control-
ling and simulating robots. Thanks to a service-oriented architecture this tool allows to
work with real robots and also robots that are only part of the graphic simulator. Here
the aim is to further acquaint themselves with the graphics and physics capabilities of the
simulator. In conclusion, I will describe a possible way to connect these tools. It is meant
to find a common way of communication between both tools for their potential practical
applications.
Keywords: .NET Micro Framework, Embedded, Microsoft Robotics Developer Studio,
Robots, Simulation, Physics, Web services
Seznam pouzˇity´ch zkratek a symbolu˚
ADC – Analog Digital Converter, prˇevodnı´k analogove´ho signa´lu na
signa´l digita´lnı´
ARM9 – architektura ARM 32bit procesoru˚ u nı´zˇ byla von Neuman-
nova koncepce nahrazena Harvardskou
CCR – Concurrency and Coordination Runtime, komponenta pro
pra´ci s asynchronnı´mi operacemi
DOF – Degree Of Freedom, oznacˇenı´ pohybu/rotace objektu vzhle-
dem k urcˇity´m osa´m
DPWS – Devices Profile for Web Services, mnozˇina implementacı´
zajisˇt’ujı´cı´ vy´meˇnu zpra´v, objevenı´ zarˇı´zenı´ a notifikaci
uda´lostı´ v prostrˇedı´ webovy´ch sluzˇeb
DSS – Decentralized Software Services, aplikacˇnı´ model pro pra´ci s
webovy´mi sluzˇbami
Embedded
syste´my
– veˇtsˇinou jednou´cˇelove´ pocˇı´tacˇe navrhnute´ pro specificke´
funkce, mohou by´t take´ real-time syste´my
FIFO – First In First Out, abstraktnı´ datovy´ typ realizujı´cı´ frontu
FPS – Frame Per Second, snı´mkova´ frekvence, pocˇet snı´mku zobra-
zeny´ch za sekundu
HTTP – Hypertext Transfer Protocol, internetovy´ protokol, pu˚vodneˇ
urcˇeny´ pro vy´meˇnu hypertextovy´ch dokumentu˚
I2C – Inter-Integrated Circuit, multi-masterova´ se´riova´ sbeˇrnice
pouzˇı´vana´ pro prˇipojova´nı´ nı´zkorychlostnı´ch periferiı´
Managed code – rˇı´zeny´ ko´d, ktery´ vykona´va´ Virtual Machine, zajisˇt’ujı´cı´ veˇtsˇı´
bezpecˇnost a ochranu prˇi jeho prova´deˇnı´
MMU – Memory Management Unit, hardware komponenta rˇı´dı´cı´
prˇı´stup do pameˇti vyzˇadovany´ CPU, prˇekla´da´ virtua´lnı´ ad-
resu na fyzickou, ochranu pameˇti, prˇideˇlova´nı´ sbeˇrnice ...
MRDS – Microsoft Robotics Developer Studio
Native code – nativnı´ ko´d, procesorem vykona´vany´ ko´d
PDA – Personal Digital Assistant, maly´ kapesnı´ pocˇı´tacˇ ovla´dany´
nejcˇasteˇji stylusem a dotykovou obrazovkou
PWM – Pulse Width Modulation, diskre´tnı´ modulace pouzˇı´vana´
pro prˇenos analogove´ho signa´lu pomocı´ dvouhodnotove´ho
signa´lu
RAM – Random Access Memory, rychle´ pameˇti s na´hodny´m
prˇı´stupem, pro opakovany´ za´pis a cˇtenı´ informace
SOAP – Simple Object Access Protocol, protokol pro vy´meˇnu zpra´v
zalozˇeny´ch na XML
SPI – Serial Peripheral Interface, se´riova´ sbeˇrnice pro komunikaci
mezi mikroprocesory a integrovany´mi obvody
UART – Universal Asynchronous Receiver/Transmitter, hardware
prˇeva´deˇjı´cı´ se´riova´ data na paralelnı´
WCF – Windows Communication Foundation, aplikacˇnı´ uzˇivatelske´
prostrˇedı´ v .NET Frameworku, umozˇnˇujı´cı´ vytva´rˇenı´ servisneˇ
orientovany´ch aplikacı´
WSDAPI – Web Services on Devices API, imlementace DPWS pro Win-
dows Vista a Windows Server 2008
XML – Extensible Markup Language, znacˇkovacı´ jazyk pouzˇı´vany´
pro popis strukturovany´ch dat
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41 U´vod
V dnesˇnı´ dobeˇ docha´zı´ k sta´le veˇtsˇı´mu vy´voji na´stroju˚ v oblasti programova´nı´ mikropro-
cesoru˚ a robotiky. Mezi hlavnı´ pru˚kopnı´ky obou teˇchto odveˇtvı´ lze bezpochyby zarˇadit
spolecˇnost Microsoft[12].
.NET Micro Framework[1] zastupuje oblast programova´nı´ mikroprocesoru˚, prˇesneˇji
tedy Embedded syste´my. To jsou veˇtsˇinou male´ jednou´cˇelove´ syste´my se zabudovany´m
rˇı´dı´cı´m procesorem. Jedna´ se naprˇı´klad o kalkulacˇky cˇi PDA. .NET Micro Framework
umozˇnˇuje psa´t programy v modernı´ch programovacı´ch jazycı´ch (C#, Visual Basic, ...) a
s vyuzˇitı´m pokrocˇily´ch vy´vojovy´ch na´stroju˚ (Microsoft Visual Studio[15]). Aplikace na-
psane´ v .NET Micro Frameworku jizˇ nevyzˇadujı´ zˇa´dny´ operacˇnı´ syste´m a jsou oznacˇova´-
ny jako samobootovacı´ (bootable runtime).
Oblast robotiky zastupuje na´stroj Microsoft Robotics Developer Studio[13], drˇı´ve take´
oznacˇova´n jako Microsoft Robotic Studio (MRS). Tento framework umozˇnˇuje kromeˇ sa-
motne´ho vytva´rˇenı´ a spousˇteˇnı´ aplikacı´ psany´ch pro roboty, take´ jejich monitorova´nı´ cˇi
rˇı´zenı´ vza´jemne´ koordinace. Cely´ framework je postaven na servisneˇ orientovane´ archi-
tekturˇe, s cˇı´mzˇ jsou spojeny dveˇ hlavnı´ komponenty syste´mu. Prvnı´ z nich je CCR1[4],
jezˇ ma´ za u´kol zjednodusˇit psanı´ a rˇı´zenı´ asynchronnı´ch aplikacı´ ktere´ spolu komunikujı´
prostrˇednictvı´m zası´lany´ch zpra´v. Druha´ komponenta je DSS2[7], cozˇ je aplikacˇnı´ model
pro pra´ci s webovy´mi sluzˇbami, postaveny´ nad CCR. Obeˇ tyto komponenty majı´ za u´kol
co nejvı´ce zjednodusˇit psanı´ aplikacı´ pro roboty a dosa´hnout veˇtsˇı´ sˇka´lovatelnosti prˇi
jejich na´vrhu.
Oba zmı´neˇne´ na´stroje majı´ prˇedevsˇı´m ulehcˇit pra´ci programa´toru˚m a dı´ky .NET plat-
formeˇ na nı´zˇ jsou postaveny i celkoveˇ urychlit samotny´ vy´voj aplikacı´, cˇı´mzˇ se take´ zkra-
cuje doba potrˇebna´ pro jejich uvedenı´ na trh.
1.1 Struktura pra´ce
Cela´ pra´ce je rozdeˇlena do trˇı´ hlavnı´ch cˇa´stı´. V prvnı´ cˇa´sti se budeme veˇnovat .NET
Micro Frameworku, ktery´ slouzˇı´ k programova´nı´ mikroprocesoru˚ ve skupineˇ embed-
ded syste´mu˚. S prˇı´chodem nove´ verze tohoto frameworku se objevily i nove´ funkce, jako
naprˇı´klad pra´ce s dotykovy´m displejem, senzorem teploty cˇi accelerometrem. Tato cˇa´st
se zaby´va´ pra´veˇ teˇmito funkcemi a obsahuje take´ popis uka´zkove´ u´lohy, vytvorˇene´ na
vy´vojove´m kitu Tahoe-II[22], jezˇ obsahuje komponenty, potrˇebne´ pra´veˇ pro demonstraci
teˇchto novy´ch funkcı´.
Druha´ cˇa´st se zaby´va´ Microsoft Robotics Developer Studiem, jezˇ kromeˇ samotne´ho
rˇı´zenı´ robotu˚ umozˇnuje i simulaci jejich chova´nı´ v rea´lne´m sveˇteˇ, tedy bez nutnosti mı´t
robota fyzicky k dispozici. Vzhledem k mnozˇstvı´ funkcı´ a komplexnosti tohoto na´stroje
se podrobneˇji zameˇrˇı´me pra´veˇ na onu zmı´neˇnou simulaci. Prˇesneˇji tedy na graficke´ a
fyzika´lnı´ mozˇnosti simula´toru v Microsoft Robotics Developer Studiu a jejich vyuzˇitı´.
1Concurrency and Coordination Runtime, komponenta pro pra´ci s asynchronnı´mi operacemi
2Decentralized Software Services, aplikacˇnı´ model pro pra´ci s webovy´mi sluzˇbami
5Ve trˇetı´ cˇa´sti popı´sˇi mozˇny´ zpu˚sob propojenı´ mezi teˇmito dveˇma druhy na´stroju˚. Tato
cˇa´st slouzˇı´ jako na´hled na mozˇnost zpu˚sobu komunikace mezi .NET Micro Framewor-
kem a Microsoft Robotics Developer Studiem.
62 .NET Micro Framework
Tato kapitola slouzˇı´ jako velmi strucˇny´ u´vod k .NET Micro Frameworku. Protozˇe jsem se
.NET Micro Frameworkem zaby´val jizˇ ve sve´ bakala´rˇske´ pra´ci [20], je zde uveden pouze
soupis neˇkolika za´kladnı´ch vlastnostı´ tohoto frameworku. Pro zı´ska´nı´ podrobneˇjsˇı´ch in-
formacı´ o cele´ architekturˇe syste´mu doporucˇuji nahle´dnout bud’ do me´ bakala´rˇske´ pra´ce,
nebo do jiny´ch dostupny´ch zdroju˚ zaby´vajı´cı´ch se .NET Micro Frameworkem[8].
Jak jizˇ bylo neˇkolikra´t zmı´neˇno, .NET Micro Framework se rˇadı´ do kategorie Embed-
ded syste´mu˚. Do te´to kategorie spadajı´ take´ operacˇnı´ syste´my Windows XP Embedded cˇi
Windows CE. Windows XP Embedded jsou postaveny na architekturˇe NT a vycha´zejı´ z
Windows XP. Pouzˇı´vajı´ se ve veˇtsˇı´ch zarˇı´zenı´ch jako bankomaty cˇi pokladny a umozˇnˇujı´
uzˇivateli poskla´dat si z komponent vlastnı´ operacˇnı´ syste´m. Naopak Windows CE jsou
postaveny na zcela rozdı´lne´m ja´dru a pouzˇı´vajı´ se prˇeva´zˇneˇ v Pocket PC. Oproti Win-
dows XP Embedded majı´ i podstatneˇ mensˇı´ pameˇt’ove´ a energeticke´ na´roky, dı´ky cˇemuzˇ
jsou uzpu˚sobeny pra´veˇ pro mensˇı´ zarˇı´zenı´.
.NET Micro Framework se se svy´mi pameˇt’ovy´mi a energeticky´mi na´roky rˇadı´ jesˇteˇ o
stupı´nek nı´zˇe, nezˇ zminˇovane´ Windows CE. Pro svu˚j beˇh potrˇebuje pouze 300KB pameˇti
RAM a nevyzˇaduje MMU, dı´ky cˇemuzˇ najde sve´ uplatneˇnı´ pra´veˇ u teˇch nejmensˇı´ch
zarˇı´zenı´ s mnohdy i levneˇjsˇı´mi procesory, nezˇ jak je tomu u Windows XP Embedded
cˇi Windows CE. Dı´ky tomu, zˇe .NET Micro Framework obsahuje sluzˇby nezbytne´ k beˇhu
aplikace (spra´va procesu˚, obsluha prˇerusˇenı´, ...), nenı´ zde jizˇ trˇeba operacˇnı´ho syste´mu,
ktery´ by tyto funkce zajisˇt’oval. Proto nesou takove´to aplikace oznacˇenı´ samobootovacı´.
Vy´hody platformy .NET Micro Framework:
• beˇh aplikacı´ bez operacˇnı´ho syste´mu,
• mensˇı´ cena hardwaru (levneˇjsˇı´ procesory, mensˇı´ na´roky na pameˇt’),
• aplikace v managed ko´du,
• podpora Visual C# a .NET,
• vy´vojovy´ na´stroj Visual Studio s mozˇnostı´ debugova´nı´ na zarˇı´zenı´,
• mensˇı´ napeˇt’ove´ na´roky.
Architekturu .NET Micro Frameworku lze rozdeˇlit do 4 za´kladnı´ch vrstev. Jedna´ se
vrstvy HAL, PAL, CLR a Libraries (obra´zek 1). Nı´zˇe je take´ ve strucˇnosti popsa´no, k cˇemu
kazˇda´ z uvedeny´ch vrstev slouzˇı´.
HAL (Hardware Abstraction Layer)
Za´kladnı´ vrstva frameworku poskytujı´cı´ rozhranı´ pro pra´ci s periferiemi umı´steˇny´mi na
hardwaru. V za´sadeˇ nahrazuje cˇa´st operacˇnı´ho syste´mu starajı´cı´ se o vstupy a vy´stupy,
prˇerusˇenı´ a cˇasovacˇe. Z pohledu vrstvy HAL zpracova´va´ .NET Micro Framework jedine´
7Obra´zek 1: Architektura .NET Micro Frameworku - prˇevzato z [2]
vla´kno aplikace, cozˇ ma´ sve´ vy´hody i nevy´hody. Nedocha´zı´ zde k proble´mu˚m kriticke´
sekce, ale naopak se zde musı´ prova´deˇt periodicke´ prˇepı´na´nı´ za´rovenˇ beˇzˇı´cı´ch procesu˚.
PAL (Platform Abstraction Layer)
U´cˇelem te´to vrstvy je zprostrˇedkovat cˇasovacˇe, asynchronnı´ komunikaci, struktury dat a
dalsˇı´ funkce vrstveˇ CLR a tı´m da´le rozsˇı´rˇı´t funkcionalitu vrstvy HAL.
CLR (Common Language Runtime)
Jedna´ se o male´ optimalizovane´ prostrˇedı´ slouzˇı´cı´ k zava´deˇnı´ a prova´deˇnı´ managed
ko´du, prˇicˇemzˇ je pova´zˇova´no za ja´dro cele´ architektury frameworku. Prˇina´sˇı´ tedy .NET
Micro Frameworku vesˇkere´ vy´hody managed ko´du, jako je veˇtsˇı´ bezpecˇnost, validace,
zotavenı´ a dalsˇı´. Umozˇnˇuje tedy beˇh aplikacı´ bez operacˇnı´ho syste´mu, vykona´va´nı´ pro-
gramu z pameˇti ROM nebo Flash cˇi zava´deˇnı´ funkcˇnı´ch knihoven prˇı´mo do zarˇı´zenı´. V
neposlednı´ rˇadeˇ take´ pouzˇı´va´ vı´cevla´knovy´ pla´novacˇ, takzˇe z pohledu CLR vrstvy mu˚zˇe
uzˇivatel psa´t vı´cevla´knove´ aplikace jako v klasicke´m .NET Frameworku.
8Obra´zek 2: Tahoe-II Development Kit - prˇevzato z [6]
Libraries
.NET Micro Framework obsahuje znacˇnou cˇa´st standartnı´ sady .NET knihoven, v kla-
sicke´m .NET Frameworku take´ oznacˇovanou jako BCL (Base Class Libraries). Neˇktere´
knihovny zu˚staly nezmeˇneˇny, neˇktere´ byly prˇesunuty do novy´ch namespace a neˇktere´
nove´ knihovny, specificke´ pra´veˇ pro .NET Micro Framework (Microsoft.SPOT), byly do
sady knihoven prˇida´ny.
Aktua´lnı´ verze .NET Micro Frameworku je 4.0. Od te´to verze je framework oznacˇen
jako ”open source“, takzˇe je zbaven vesˇkery´ch poplatku˚ na zarˇı´zenı´ a take´ jsou zdarma
dostupne´ jeho zdrojove´ ko´dy. S touto verzı´ prˇicha´zı´ i novinky jako verzova´nı´ assembly,
podpora pro HTTP, online synchronizace cˇasu a neˇktere´ nove´ nativnı´ funkce (watchdog,
napa´jenı´, ...).
2.1 Tahoe-II Development Kit
Tahoe-II Development Kit (obra´zek 2) je na´stupcem popula´rnı´ho vy´vojove´ho kitu Tahoe
od spolecˇnosti Device Solutions[6]. Tahoe-II je stejneˇ jako jeho prˇedchu˚dce osazen Me-
ridian modulem, mezi jehozˇ hlavnı´ komponenty patrˇı´ ARM9 procesor, SDRAM a Flash
pameˇt’. Obsahuje take´ podporu pro komunikaci prˇes UART, I2C, SPI cˇi USB. Blokove´
sche´ma modulu s jeho za´kladnı´mi komponentami je videˇt na obra´zku 3.
Tento modul je za´kladnı´m prvkem cele´ho Tahoe-II kitu, protozˇe pra´veˇ on sa´m je
schopen zpracova´vat zminˇovany´ managed ko´d. Kromeˇ tohoto modulu je deska osazena
dalsˇı´mi komponentami, ktere´ da´le rozsˇirˇujı´ jeho funkcionalitu. Blokove´ sche´ma cele´ho
kitu je vyobrazeno na obra´zku 4. Neˇktere´ komponenty zu˚stali shodne´ s pu˚vodnı´m Ta-
hoe kitem, jine´ jsou zcela nove´, umozˇnujı´cı´ tak veˇtsˇı´ variabilitu prˇi na´vrhu aplikacı´ pro
embedded syste´my.
9Obra´zek 3: Blokove´ sche´ma Meridian modulu - prˇevzato z [11]
Tahoe-II Development Kit:
• Meridian modul (Freescale ARM920 @ 100MHz, 4Mbytes Flash, 8Mbytes SDRAM),
• 3.5” QVGA dotykovy´ LCD displej (320x240),
• 9 uzˇivatelsky´ch tlacˇı´tek,
• senzor teploty, 2x ADC kana´ly,
• cˇtecˇka SD pameˇt’ovy´ch karet,
• accelerometr - detekce nakloneˇnı´ a volne´ho pa´du,
• se´riovy´ port RS232 (DB9 konektor),
• Ethernet modul,
• miniUSB konektor,
• rozhranı´ pro prˇipojenı´ XBee modulu pro bezdra´tovou komunikaci,
• PWM vy´stup,
• piny pro vyvedenı´ GPIO, UART, I2C, SPI signa´lu˚.
2.2 Uka´zkova´ aplikace
Tato aplikace ma´ demonstrovat neˇktere´ nove´ funkce, ktere´ byly prˇida´ny do .NET Micro
Frameworku v4.0. Prˇesneˇji se jedna´ o pra´ci s dotykovy´m LCD, cˇtecˇkou SD karet, senzo-
rem teploty a accelerometrem. Aplikace je realizova´na na vy´sˇe zminˇovane´m vy´vojove´m
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Obra´zek 4: Blokove´ sche´ma Tahoe-II Development Kitu - prˇevzato z [23]
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Obra´zek 5: Kit Tahoe-II s konstrukcı´ obsahujı´cı´ servomotorky a minikameru
kitu Tahoe-II, jezˇ je vı´ce nezˇ vhodny´ pro demonstraci teˇchto funkcı´. Ke kitu je da´le prˇipo-
jena konstrukce vlastnı´ vy´roby, obsahujı´cı´ dva servomotorky a minikameru, vsˇe je videˇt
na obra´zku 5. V na´sledujı´cı´ch podkapitola´ch se nacha´zı´ podrobneˇjsˇı´ popis hlavnı´ch trˇı´d
aplikace a funkcı´ v nich obsazˇeny´ch.
2.2.1 Trˇı´da MainApp
MainApp deˇdı´ z trˇı´dy Application a je hlavnı´ trˇı´da cele´ aplikace. Obsahuje spustitelnou
metodu Main (vy´pis 1), v nı´zˇ jsou provedeny vesˇkere´ nutne´ pocˇa´tecˇnı´ nastavenı´, jako je
inicializace dotykove´ho displeje, gpio tlacˇı´tek, vy´beˇr hlavnı´ho zobrazovane´ho okna apli-
kace a v neposlednı´ rˇadeˇ jejı´ spusˇteˇnı´.
public static void Main()
{
// vytvoreni instance aplikace, inicializace LCD a tlacitek
MainApp myApp = new MainApp();
Touch. Initialize (myApp);
GPIO gpio = new GPIO(null);
// nastaveni aktivniho okna aplikace a jeji spusteni
MainApp.Current.MainWindow = new TempWindow();
Buttons.Focus(MainApp.Current.MainWindow);
myApp.Run();
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}
Vy´pis 1: Spustitelna´ metoda Main
Trˇı´da MainApp da´le obsahuje metodu SwitchWindow, ktera´ slouzˇı´ k prˇepı´na´nı´ zob-
razovany´ch oken aplikace. Dalo by se rˇı´ci, zˇe aplikace je rozdeˇlena na trˇi dı´lcˇı´ aplikace
(okna), z nichzˇ kazˇda´ demonstruje neˇktere´ drˇı´ve zmı´neˇne´ funkce. Tyto trˇi dı´lcˇı´ aplikace
jsou reprezentova´ny trˇı´dami TempWindow, ImageWindow a CameraWindow, deˇdı´cı´mi
z trˇı´dy Window. Pra´veˇ metoda SwitchWindow je zde pouzˇita pro prˇepı´na´nı´ mezi teˇmito
dı´lcˇı´mi aplikacemi.
Funkce tlacˇı´tek:
1. TempWindow
• SW1 - dalsˇı´ aplikace (ImageWindow)
2. ImageWindow
• SW1 - dalsˇı´ aplikace (CameraWindow)
• SW6 - prˇedchozı´ obra´zek
• SW7 - zapnout/vypnout slideshow
• SW8 - na´sledujı´cı´ obra´zek
3. CameraWindow
• SW1 - dalsˇı´ aplikace (TempWindow)
• SW3 - zapnutı´/vypnutı´ pauzy
• SW5 - pohyb kamery nahoru
• SW6 - pohyb kamery doleva
• SW7 - pohyb kamery na strˇed (centrova´nı´)
• SW8 - pohyb kamery doprava
• SW9 - pohyb kamery dolu˚
2.2.2 Trˇı´da TempWindow
Trˇı´da realizujı´cı´ jednoduchy´ teplomeˇr. Vzhledem k objektove´ reprezentaci hardwaru je
prˇı´stup k teplotnı´mu cˇidlu velmi snadny´. Aktua´lnı´ teplotu lze zı´skat pouhy´m zavola´nı´m
metody ReadTemperature, nacha´zejı´cı´ se ve trˇı´deˇ TahoeII.Tsc2046. Trˇı´da obsahuje cˇaso-
vacˇ, ktery´ v pravidelny´ch intervalech vola´ pra´veˇ tuto metodu a zobrazuje na displeji
nameˇrˇenou teplotu. Vzhledem k mozˇny´m odchylka´m prˇi meˇrˇenı´, je zobrazovana´ teplota
pocˇı´ta´na jako aritmeticky´ pru˚meˇr deseti rychle po sobeˇ odecˇteny´ch hodnot. Zobrazovane´
okno aplikace teplomeˇru je videˇt na obra´zku 6.
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Obra´zek 6: Obrazovka aplikace TempWindow
2.2.3 Trˇı´da ImageWindow
Tato trˇı´da realizuje jaky´si prohlı´zˇecˇ obra´zku˚. Jinak rˇecˇeno, aplikace zobrazuje na dis-
pleji obra´zky, nacˇtene´ z vlozˇene´ SD pameˇt’ove´ karty. Obra´zky se dajı´ prˇepı´nat po jednom
vprˇed cˇi vzad, nebo je mozˇne´ take´ spustit automaticke´ prˇepı´na´nı´ obra´zku˚ tzv. slideshow.
Tyto akce lze prove´st bud’ pomocı´ gpio tlacˇı´tek na kitu, nebo skrze dotykovy´ displej, na
neˇmzˇ jsou tyto ovla´dacı´ tlacˇı´tka take´ vykresleny (obra´zek 7).
Pro pra´ci s pameˇt’ovou kartou slouzˇı´ trˇı´da RemovableMedia, nacha´zejı´cı´ se v na-
mespace Microsoft.SPOT.IO. Zde se take´ registrujı´ uda´losti pro vlozˇenı´ nebo vyjmutı´
karty (vy´pis 2). Je trˇeba mı´t na pameˇti, zˇe pameˇt’ovou kartu je nutno mı´t spra´vneˇ na-
forma´tovanou, jinak nemusı´ vu˚bec fungovat. K prˇipojene´ pameˇt’ove´ karteˇ pak lze prˇi-
stoupit jako k obycˇejne´mu disku, prˇes standardnı´ adresa´rˇovou strukturu.
RemovableMedia.Insert += new InsertEventHandler(MemoryCardAction);
RemovableMedia.Eject += new EjectEventHandler(MemoryCardAction);
Vy´pis 2: Uda´losti vlozˇenı´/vyjmutı´ pameˇt’ove´ karty
Pra´ci s dotykovy´m displejem ma´ na starost namespace Microsof.SPOT.Touch. Pokud
chceme vyuzˇı´vat funkce dotykove´ho displeje, je nutno u dane´ho okna zaregistrovat han-
dlery teˇchto uda´lostı´. Jedna´ se o metody TouchDown, TouchUp, TouchMove. V teˇchto
metoda´ch pak jizˇ lze zavola´nı´m GetPosition, zjistit sourˇadnici bodu dotyku. Namespace
Microsof.SPOT.Touch navı´c take´ obsahuje funkce pro pra´ci s gesty, cozˇ naprˇı´klad umozˇ-
nˇuje detekci pı´smen psany´ch stylusem rucˇneˇ na displej.
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Obra´zek 7: Obrazovka aplikace ImageWindow
2.2.4 Trˇı´da CameraWindow
Trˇetı´ a poslednı´ z teˇchto dı´lcˇı´ch aplikacı´ je i nejslozˇiteˇjsˇı´. U´cˇelem te´to aplikace je demon-
strovat pra´ci s accelerometrem a mozˇnosti prˇipojenı´ dalsˇı´ch externı´ch zarˇı´zenı´ ke kitu.
Jak jizˇ bylo zmı´neˇno, ke kitu je prˇipojena konstrukce obsahujı´cı´ dva servomotorky a mi-
nikameru. Tato konstrukce je vytvorˇena tı´m zpu˚sobem, zˇe jeden servomotorek je schopen
ota´cˇet minikamerkou v horizonta´lnı´m a druhy´ naopak ve vertika´lnı´m smeˇru. Dı´ky inte-
grovane´mu accelerometru je kit schopen meˇrˇit nakloneˇnı´ v osa´chX a Y , cˇehozˇ se vyuzˇı´va´
pra´veˇ u rˇı´zenı´ servomotorku˚.
Aplikace tedy funguje tak, zˇe obra´zky snı´mane´ minikamerou jsou posı´la´ny do kitu a
zobrazova´ny na displeji, prˇicˇemzˇ nata´cˇenı´ minikamery je urcˇeno nakla´neˇnı´m samotne´ho
kitu. Jednodusˇe rˇecˇeno, nakloneˇnı´m kitu doleva se kamerka otocˇı´ doleva, nakloneˇnı´m k
sobeˇ se otocˇı´ vzhu˚ru atd.
Accelerometr
Kit Tahoe-II obsahuje accelerometr s oznacˇenı´m MMA7455[17]. Accelerometr je vnitrˇneˇ
prˇipojen k Meridian modulu prˇes sbeˇrnici I2C3, skrze kterou s nı´m lze pracovat. Pra´ci s
accelerometrem obstara´va´ trˇı´da AccControl, jejı´zˇ konstruktor (vy´pis 3) obsahuje vesˇkerou
pocˇa´tecˇnı´ konfiguraci. Z konstruktoru je patrne´, zˇe accelerometr je reprezentova´n objek-
tem typu I2CDevice. Take´ je zde nastaven pracovnı´ mo´d na meˇrˇenı´ a provedena pocˇa´tecˇnı´
kalibrace. Tato kalibrace je nutna´ pro zvy´sˇenı´ prˇesnosti meˇrˇenı´ a prova´dı´ se za´pisem hod-
3Inter-Integrated Circuit, multi-masterova´ se´riova´ sbeˇrnice pouzˇı´vana´ pro prˇipojova´nı´ nı´zkorychlostnı´ch
periferiı´
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not jednotlivy´ch offsetu˚ do prˇı´slusˇny´ch registru˚. Da´le trˇı´da AccControl obsahuje metody
pro zı´ska´nı´ X a Y sourˇadnice nakloneˇnı´ a metodu pro komunikaci s accelerometrem,
zpracova´vajı´cı´ I2C Read/Write transakce.
public AccControl()
{
// vytvoreni instance accelerometru
if (acc == null)
acc = new I2CDevice(new I2CDevice.Configuration(ACC ADDRESS, 100));
// pocatecni nastaveni
acc.Execute(
new I2CDevice.I2CTransaction[] {
// nastaveni modu na mereni
acc.CreateWriteTransaction(new byte[] { COMMAND, MEASURE }),
// pocatecni offset pro X
acc.CreateWriteTransaction(new byte[] { XOFFSET, 0x17 }),
// pocatecni offset pro Y
acc.CreateWriteTransaction(new byte[] { YOFFSET, 0x39 }),
// pocatecni offset pro X
acc.CreateWriteTransaction(new byte[] { ZOFFSET, 0x84 })
}
, 1000);
}
Vy´pis 3: Konstruktor trˇı´dy AccControl
Servomotorky
Jedna´ se o male´ standardnı´ servomotorky nesoucı´ oznacˇenı´ Turnigy 1160A. Kazˇdy´ z nich
obsahuje trˇi vodicˇe, prˇes ktere´ se prˇipojujı´ ke kitu (cˇerveny´ - napa´jenı´, hneˇdy´ - zem, zˇluty´
- rˇı´zenı´). Dle vy´robce ma´ tento typ serva provoznı´ napeˇtı´ 4,8-6V a protozˇe kit obsahuje
dva piny pro vy´vod napa´jenı´ 5V, nemeˇl by by´t proble´m prˇipojit oba servomotorky ke
kitu. Zde jsem vsˇak narazil na proble´m zvy´sˇene´ho odbeˇru napa´jenı´ prˇi pohybu servo-
motorku˚, cozˇ meˇlo za vy´sledek resetnutı´ cele´ho kitu. Rˇesˇenı´m tedy nakonec bylo externı´
napa´jenı´ servomotorku˚ prˇes dodatecˇnou 4,5V plochou baterii.
Celou rezˇii pra´ce se servomotorky obstara´va´ trˇı´da ServoControl. Ota´cˇenı´ probı´ha´ v
rozsahu od -30◦ do 30◦. Servomotorky by nejspı´sˇe zvla´dly i veˇtsˇı´ rozsah, ale protozˇe
tento je dostacˇujı´cı´, nenı´ trˇeba pokousˇet sˇteˇstı´ a je lepsˇı´ se vyvarovat jejich prˇı´padne´mu
posˇkozenı´. Co se ty´cˇe samotne´ho ovla´da´nı´ servomotorku˚, to je prova´deˇno pomocı´ PWM4.
Kit generuje pro servomotorky pulzy o de´lce 20ms, prˇicˇemzˇ na zacˇa´tku pulzu je hodnota
logicka´ 1 (3,3V) a zbytek pulzu ma´ logickou 0 (0V). De´lka logicke´ 1 se pohybuje v roz-
mezı´ 0,5-2ms a pra´veˇ de´lka te´to logicke´ 1 urcˇuje pozici, na nı´zˇ se ma´ servo otocˇit. Vsˇe je
na´zorneˇ uka´za´no na obra´zku 8.
4Pulse Width Modulation, diskre´tnı´ modulace pouzˇı´vana´ pro prˇenos analogove´ho signa´lu pomocı´ dvou-
hodnotove´ho signa´lu
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Obra´zek 8: Ovla´da´nı´ servomotorku˚ pomocı´ PWM
Obra´zek 9: Prˇı´kaz SYNC - prˇevzato z [3]
Pro jemneˇjsˇı´ pohyb obou servomotorku˚ je vsˇak v samotne´ aplikaci cely´ rozsah zmı´neˇ-
ne´ logicke´ 1 (0,5-2ms) rozdeˇlen na 10 meznı´ch hodnot, vzˇdy po kroku o velikosti 0,15ms.
Tı´m je dosazˇeno veˇtsˇı´ prˇesnosti prˇi nastavova´nı´ pozice otocˇenı´ a take´ se zabra´nı´ pohybu
motorku˚ za jejich fyzicky prˇı´pustnou hranici, v du˚sledku cˇehozˇ by mohlo dojı´t k jejich
nechteˇne´mu znicˇenı´. Pozice pro natocˇenı´ je vzˇdy urcˇena pra´veˇ dle hodnoty zı´skane´ z ac-
celerometru.
Minikamera
Poslednı´ cˇa´stı´ u´lohy je minikamera s oznacˇenı´m ITM-C-328. Samotna´ kamera je schopna´
prova´deˇt JPEG kompresi zachycene´ho obrazu, je vybavena se´riovy´m rozhranı´m pro ko-
munikaci (azˇ 115,2Kbps) a dı´ky napeˇt’ovy´m na´roku˚m o velikosti pouze 3,3V, ji lze napa´jet
prˇı´mo z kitu. Kamera umozˇnˇuje take zı´ska´nı´ obra´zku ve forma´tu RAW, jak barevne´ho tak
i v neˇkolika odstı´nech sˇedi. .NET Micro Framework vsˇak nenı´ schopen takovy´to obra´zek
zpracovat, proto se musı´me spokojit s forma´tem JPEG. Dı´ky vestaveˇne´mu JPEG kodeku
je kamera schopna pracovat s rozlisˇenı´mi 80x64, 160x128, 320x240 a 640x480. Zachy-
cenı´ obrazu lze prove´st ve dvou mo´dech, Preview - zachyceny´ obraz je ihned posı´la´n
se´riovy´m rozhranı´m, nebo Snapshot - zachyceny´ obraz je ulozˇen do bufferu a odesla´n azˇ
po potvrzenı´. Samotna´ aplikace vyuzˇı´va´ mo´d Preview pro co nejrychlejsˇı´ zı´ska´nı´ obra´zku
z kamery.
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Obra´zek 10: Obrazovka aplikace CameraWindow
Obra´zek 11: Pauznuta´ obrazovka aplikace CameraWindow
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Obra´zek 12: Postup zı´ska´nı´ JPEG Preview obra´zku - prˇevzato z [3]
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Vesˇkere´ metody pro pra´ci s minikamerou se nacha´zı´ ve trˇı´deˇ CameraControl. Ko-
munikace s kamerou probı´ha´ prostrˇednictvı´m prˇı´kazu˚ o velikosti 8B. Na obra´zku 9 je
zna´zorneˇn cˇasovacı´ diagram prˇı´kazu SYNC, jezˇ se pouzˇı´va´ pro pocˇa´tecˇnı´ synchronizaci
s kamerou. Synchronizace probı´ha´ neusta´ly´m posı´la´nı´m prˇı´kazu SYNC kamerˇe, prˇicˇemzˇ
se cˇeka´ na potvrzenı´ od kamery, ktera´ odpovı´ pru˚meˇrneˇ po 25ti obdrzˇeny´ch prˇı´kazech
SYNC. Pokud se tak nestane ani po 60ti odeslany´ch SYNC prˇı´kazech, kamera neodpovı´da´
a je nutne´ ji resetovat odpojenı´m od napa´jenı´ a pokusit se o synchronizaci znovu. Po
u´speˇsˇne´ sychronizaci s kamerou je nutno nastavit prˇenosovou rychlost, mo´d v ktere´m
bude kamera pracovat (RAW/JPEG, Preview/Snapshot, rozlisˇenı´) a velikost balı´cˇku˚, v
nichzˇ bude kamera po cˇa´stech posı´lat zachyceny´ obraz. Postup pro zı´ska´nı´ JPEG Pre-
view obra´zku i s vesˇkery´mi prˇı´kazy, ktere´ se komunikace u´cˇastnı´, se nacha´zı´ na obra´zku
12. Detailneˇjsˇı´ popis vesˇkere´ komunikace s kamerou je podrobneˇ popsa´n v jejı´m manua´lu
[3].
Na obra´zcı´ch 10 a 11 je videˇt vzhled zobrazovane´ho okna cele´ aplikace. Obra´zky
zı´ska´ne´ z minikamery jsou zobrazova´ny na displeji. V hornı´ cˇa´sti obrazovky se nacha´zı´
tlacˇı´tka pro zmeˇnu rozlisˇenı´ obra´zku a take´ tlacˇı´tko Save, ktere´ slouzˇı´ pro ulozˇenı´ aktua´lneˇ
zobrazene´ho obra´zku na vlozˇenou pameˇt’ovou kartu. Takto ulozˇene´ obra´zky si lze ihned
prohle´dnout v aplikaci ktera´ jizˇ byla popsa´na vy´sˇe - trˇı´da ImageWindow. Rychlost zobra-
zova´nı´ obra´zku˚ z kamery je prˇi rozlisˇenı´ 320x240 pru˚meˇrneˇ 1 FPS, prˇicˇemzˇ se zmensˇujı´cı´m
se rozlisˇenı´m tato rychlost mı´rneˇ roste. Rychlost zobrazova´nı´ tedy nenı´ nijak za´vratna´, ale
pro demostracˇnı´ u´cˇely je vyhovujı´cı´.
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3 Microsoft Robotics Developer Studio
3.1 Architektura
Microsoft Robotics Developer Studio (da´le jen MRDS[13]) je komplexnı´ framework, za-
meˇrˇeny´ na oblast robotiky. Jako takovy´ obsahuje sluzˇby a na´stroje umozˇnˇujı´cı´ navrhovat,
rˇı´dit a monitorovat aplikace vyvı´jene´ pro roboty. Aplikace vytvorˇene´ pomocı´ MRDS jsou
slozˇene´ z vza´jemneˇ neza´visly´ch sluzˇeb, beˇzˇı´cı´ch na webu nebo loka´lnı´ intranetove´ sı´ti.
Mezi nespornou vy´hodu te´to architektury patrˇı´ i mozˇnost pra´ce nejenom s fyzicky´mi ro-
boty, ale i s roboty nacha´zejı´cı´mi se v simulacˇnı´m prostrˇedı´. Dı´ky platformeˇ .NET, na nı´zˇ
je MRDS postaven, je i zde mozˇnost programovat v pokrocˇily´ch programovacı´ch jazycı´ch
(C#) a vyuzˇı´vat modernı´ vy´vojove´ na´stroje (Visual Studio).
Na obra´zku 13 jsou vyobrazeny klı´cˇove´ komponenty MRDS. CCR je model zalozˇeny´
na komunikaci prostrˇednictvı´m zası´la´nı´ zpra´v a slouzˇı´ pro efektivnı´ pra´ci s asynchronnı´-
mi procesy. DSS je servisneˇ orientovany´ aplikacˇnı´ model, ktery´ je zalozˇeny´ na archi-
tekturˇe webovy´ch sluzˇeb, tak jak jej zna´me z WWW. A v neposlednı´ rˇadeˇ CLR, jezˇ u-
mozˇnˇuje teˇmto dveˇma klı´cˇovy´m komponenta´m prˇı´stup k funkcı´m obsazˇeny´ch v .NET
Frameworku.
3.1.1 Concurrency and Coordination Runtime (CCR)
CCR je ta cˇa´st MRDS, ktera´ se va´zˇe pra´veˇ na pra´ci se sluzˇbami a umozˇnˇuje vytva´rˇeny´m
aplikacı´m prova´deˇt asynchronnı´ operace. CCR je ve skutecˇnosti .NET knihovna, ktera´
se snazˇı´ o co nejveˇtsˇı´ zjednodusˇenı´ prˇi na´vrhu aplikacı´, jezˇ vyzˇadujı´ asynchronnı´ zpra-
cova´nı´. Umozˇnˇuje koordinaci zası´lany´ch zpra´v bez toho, abychom sami museli slozˇiteˇ
rˇesˇit proble´my typu kriticke´ sekce, uzamknutı´, semafory apod.
Asynchronnı´ zpracova´nı´ je du˚lezˇite´ pra´veˇ v oblasti robotiky, protozˇe bez neˇj by se
vesˇkere´ instrukce zpracova´vane´ robotem vykona´valy se´rioveˇ. To znamena´, zˇe pokud
bychom robotovi zaslali instrukci s prˇı´kazem, aby dojel na urcˇite´ mı´sto a na´sledneˇ in-
strukci prˇikazujı´cı´ naprˇ. otocˇenı´ roboticke´ pazˇe, prˇı´kaz na otocˇenı´ pazˇe by se vykonal azˇ
po dokoncˇenı´ vsˇech prˇedchozı´ch instrukcı´, tedy azˇ po dojetı´ robota na urcˇenou sourˇadnici.
CCR tedy rˇesˇı´ trˇi za´kladnı´ proble´my spojene´ se servisneˇ orientovanou architekturou.
Jedna´ se tedy o samotne´ asynchronnı´ zpracova´nı´, soubeˇzˇnost procesu˚ a koordinaci cˇi
obsluhu selha´nı´. CCR API lze rozdeˇlit do trˇı´ za´kladnı´ch kategoriı´, jezˇ jsou nı´zˇe da´le ro-
zepsa´ny.
CCR API:
• Ports, PortSets,
• Coordination,
• Task Scheduling.
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Obra´zek 13: Architektura Robotics Developer Studia - prˇevzato z [21]
Ports, PortSets
Port a PortSet jsou genericke´ trˇı´dy, realizujı´cı´ jednoduchou frontu typu FIFO. Prvek v te´to
fronteˇ mu˚zˇe by´t jaky´koliv validnı´ CLR typ (primitivnı´ typy .NET Frameworku), nebo
vlastnı´ uzˇivatelsky´ ko´d oznacˇeny´ pod na´zvem Receiver (prˇijı´macˇ). Jediny´ rozdı´l mezi
trˇidami Port a PortSet je ten, zˇe trˇı´da Port obsahuje pouze jeden genericky´ argument,
kdezˇto trˇı´da PortSet jich mu˚zˇe obsahovat vı´ce. Cozˇ je jisteˇ prakticˇteˇjsˇı´, pokud nechceme
vytva´rˇet vı´ce samostatny´ch instancı´ trˇı´dy Port, pro prˇı´jem zpra´v neˇkolika ru˚zny´ch gene-
ricky´ch typu˚ (vy´pis 4).
Pro za´pis na port (vlozˇenı´ prvku do fronty) se pouzˇı´va´ metoda Post (vy´pis 4). Za´pis
hodnoty na port je asynchronnı´ a neblokovacı´ operace. To znamena´, zˇe metoda Post vracı´
rˇı´zenı´ zpeˇt programu jak nejdrˇı´ve je to mozˇne´, jiny´mi slovy necˇeka´ na zpracova´nı´ zpra´vy
zapsane´ na port.
// vytvoreni instance tridy Port
Port<int> portInt = new Port<int>();
// zapsani Int cisla na port
portInt .Post(55);
// vytvoreni instance tridy PortSet
var portSet = new PortSet<int, string, double>();¨
// zapsani nekolika typu zprav na portSet
genericPortSet.Post(55);
genericPortSet.Post(”zprava”);
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genericPortSet.Post(3.14);
Vy´pis 4: Vytvorˇenı´ instance trˇı´dy Port a PortSet se za´pisem na porty metodou Post
Samotny´ port mu˚zˇe pracovat ve dvou mo´dech, pasivnı´m nebo aktivnı´m. Prˇi za´pisu
zpra´vy na pasivnı´ port, se na´sledneˇ neprovede zˇa´dna´ operace pro zpracova´nı´ zaslane´
zpra´vy. Zpra´vu z takove´hoto pasivnı´ho portu lze zı´skat pomocı´ metody Test (vy´pis 5).
Pokud se na portu neˇjaka´ zpra´va nacha´zı´, je vra´cena, pokud je port pra´zdny´, metoda Test
vra´tı´ hodnotu False.
// zprava
int item;
// precteni portu
var hasItem = portInt .Test(out item);
if (hasItem)
Console.WriteLine(”Zprava na portu :” + item);
else Console.WriteLine(”Port je prazdny”);
Vy´pis 5: Prˇecˇtenı´ zpra´vy z pasivnı´ho portu metodou Test
V prˇı´padeˇ zˇe port pracuje v aktivnı´m rezˇimu, je pro neˇj registrova´n tzv. Arbiter. Ten
slouzˇı´ k pla´nova´nı´ u´kolu˚ pro tento port. Pokud tedy na port prˇijde neˇjaka´ zpra´va, para-
lelneˇ se zacˇneˇ zpracova´vat aktivovany´m Arbiterem. Ve vy´pisu 6 je uka´zka prˇı´jmu zpra´vy
z aktivnı´ho portu pomocı´ Arbiteru typu Receive. Trˇı´da Arbiter je podrobneˇji popsa´na v
na´sledujı´cı´ cˇa´sti.
// prectenı´ portu pomocı´ Arbiter.Receive
Arbiter .Activate(
taskQueue,
portInt .Receive(delegate (int item) // metoda ktera se ma provest
{
// paralelne provadeny kod
Console.WriteLine(”Zprava na portu :” + item);
}
) ) ;
Vy´pis 6: Prˇecˇtenı´ zpra´vy z aktivnı´ho portu pomocı´ trˇı´dy Arbiter.Receive
Coordination
U paralelneˇ beˇzˇı´cı´ch asynchronnı´ch procesu˚ vyvsta´va´ proble´m s jejich vza´jemnou ko-
ordinacı´. Neˇktere´ procesy mohou skoncˇit u´speˇcheˇm, ale jine´ mohou naopak selhat. U
asychronnı´ho programova´nı´ je tedy nutne´ pocˇı´tat se vsˇemi mozˇny´mi zpu˚soby skoncˇenı´
pozˇadovane´ operace. Pra´veˇ do te´to kategorie spada´ zminˇovana´ trˇı´da Arbiter, jezˇ se stara´
o koordinaci zpra´v prˇicha´zejı´cı´ch na porty. Jedna´ se o statickou trˇı´du implementujı´cı´
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na´vrhovy´ vzor Factory (Tova´rna[19]). Da´le je uveden popis za´kladnı´ch typu˚ Arbiteru˚,
ktere´ je mozˇne´ v MRDS pouzˇı´t. Uvedeny´ popis je velmi strucˇny´ a pro podrobneˇjsˇı´ infor-
mace je nutno nastudovat prˇı´slusˇny´ CCR manua´l.
• Arbiter.FromTask - prˇijı´macˇ vytva´rˇı´ instanci trˇı´dy Task.
• Arbiter.Choice - prˇijı´macˇ, ktery´ vykona´ pouze jednu veˇtev z dane´ho rozhodovacı´ho
bloku (naprˇ. u´speˇch/selha´nı´).
• Arbiter.Receive - prˇijı´macˇ, ktery´ po prˇı´chodu zpra´vy na port, vykona´ naprˇ. ko´d
prˇirˇazene´ho delega´ta.
• Arbiter.Interleave - rˇesˇı´ proble´m kriticke´ sekce a vza´jemne´ho zablokova´nı´.
• Arbiter.JoinedReceive a Arbiter.MultipleItemReceive - prˇı´jem zpra´v z vı´ce portu˚
najednou a jejich zpracova´nı´ (neza´lezˇı´ na porˇadı´ prˇijı´many´ch zpra´v).
Task Sheduling
Trˇetı´ cˇa´st CCR urcˇuje, jak jsou u´lohy, generovane´ prˇi prˇı´chodu zpra´vy na port s registro-
vany´m Arbiterem, vyvazˇova´ny mezi syste´move´ prostrˇedky dane´ho stroje. Jiny´mi slovy,
tato kategorie ma´ na starost pla´nova´nı´ u´loh a rˇadı´ se do nı´ trˇı´dy Task, DispatcherQueue
a Dispatcher.
Trˇı´da Task implementuje rozhranı´ ITask, ktere´ urcˇuje, zˇe dana´ trˇı´da mu˚zˇe by´t pouzˇita
pro pla´nova´nı´ (zpracova´na pla´novacˇem). Trˇı´da Arbiter take´ implementuje rozhranı´ ITask,
aby mohlo docha´zet k jejich spra´vne´mu˚ zpracova´nı´. DispatcherQueue realizuje FIFO
frontu pro vytva´rˇene´ u´lohy. Tato fronta mu˚zˇe vyuzˇı´vat bud’ CLR ”thread-pool“ pro sa-
motne´ pla´nova´nı´, nebo instanci CCR trˇı´dy Dispatcher, ktera´ se stara´ o vla´kna operacˇnı´ho
syste´mu a slouzˇı´ k vyvazˇova´nı´ za´teˇzˇe. K tomu docha´zı´ pomocı´ u´loh, jezˇ Dispatcher
vybı´ra´ z jedne´ nebo i vı´ce front typu DispatcherQueue.
// vytvoreni instance tridy Dispatcher
var dispatcher = new Dispatcher(
0, // pouzije jedno vlakno na jedno CPU
”MujDispatcher” // nazev Dispatcheru
) ;
// vytvoreni instance fronty DispatcherQueue
var taskQueue = new DispatcherQueue(
”MojeFronta”, // nazev fronty
dispatcher // instance Dispatcheru
) ;
// vytvoreni portu pro prijem Int a frontou pro planovani uloh
var portInt = new Port<int>();
Arbiter .Activate(taskQueue,
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Arbiter .Receive(
true,
portInt ,
item => Console.WriteLine(item)
)
) ;
// zaslani zpravy na port
portInt .Post(55);
Vy´pis 7: Pouzˇitı´ trˇı´d Dispatcher a DispatcherQueue pro pla´nova´nı´ u´loh
Ve vy´pisu 7 je uka´zka vytvorˇenı´ portu pro prˇı´jem zpra´vy typu Int. Po zasla´nı´ zpra´vy
na port je vygenerova´na u´loha pro jeho obslouzˇenı´, ktera´ je prˇideˇlena prostrˇedku˚m ope-
racˇnı´ho syste´mu, skrze na´mi vytvorˇenou instanci trˇı´dy Dispatcher.
Knihovna CCR da´le obsahuje funkce pro pra´ci s itera´tory, dı´ky nı´mzˇ je schopen pro-
grama´tor napsat vı´cena´sobnou asynchronnı´ logiku do jedne´ iteracˇnı´ metody. To zvysˇuje
cˇitelnost ko´du a za´rovenˇ uchova´va´ asynchronnı´ chova´nı´, protozˇe prˇi vola´nı´ Yield ne-
docha´zı´ k zablokova´nı´ zˇa´dne´ho vla´kna operacˇnı´ho syste´mu. Pro osˇetrˇenı´ selha´nı´, cˇi spra´-
vu vy´jimek, zu˚stala v CCR zachova´na standartnı´ konstrukce bloku˚ Try, Catch a Finaly.
3.1.2 Decentralized Software Services (DSS)
Pra´ce s webovy´mi sluzˇbami je v MRDS realizova´na pra´veˇ dı´ky aplikacˇnı´mu modelu
DSS. Tento model vycha´zı´ ze standartnı´ tzv. ”Web-based“ architektury, oznacˇovane´ take´
zkratkou REST. DSS je postavena nad jizˇ zmı´neˇnou knihovnou CCR a umozˇnˇuje tedy
vytva´rˇet servisneˇ orientovane´ aplikace s vyuzˇitı´m zna´me´ webove´ architektury. DSS tedy
umozˇnˇuje vytvorˇit aplikaci, jako kolekci vza´jemneˇ komunikujı´cı´ch webovy´ch sluzˇeb, u
nichzˇ neza´lezˇı´ na tom, jestli beˇzˇı´ vsˇechny na stejne´m stroji, nebo na neˇkolika ru˚zny´ch
mı´stech v sı´ti. Vy´sledkem takove´hoto prˇı´stupu je flexibilnı´ a za´rovenˇ jednoduchy´ na´vrh
servisneˇ orientovany´ch aplikacı´.
Komunikace mezi webovy´mi sluzˇbami probı´ha´ prostrˇednictvı´m zası´la´nı´ zpra´v. Za´-
kladem pro realizaci te´to komunikace jsou protokoly DSSP[5] a HTTP. DSSP je jedno-
duchy´ protokol zalozˇeny´ na SOAP, definujı´cı´ stavoveˇ orientovane´ operace pro pra´ci se
strukturovany´mi daty a obsahujı´cı´ funkce naprˇ. pro notifikaci uda´lostı´ u webovy´ch sluzˇeb.
DSSP lze cha´pat jako rozsˇı´rˇenı´ aplikacˇnı´ho modelu zprostrˇedkovane´ho protokolem HTTP
a pouzˇı´va´ se jako dodatek k sta´vajı´cı´ HTTP infrastrukturˇe.
Webove´ sluzˇby
Webova´ sluzˇba je za´kladnı´m stavebnı´m prvkem DSS. Webove´ sluzˇby nemusı´ nutneˇ
reprezentovat pouze hardwarove´ komponenty, jako jsou ru˚zne´ senzory cˇi snı´macˇe, ale
i naprˇ. softwarove´ komponenty jako UI5 nebo vlastnı´ cˇa´sti programove´ho ko´du. Sluzˇby
jsou prova´deˇny v ra´mci DSS uzlu˚. DSS uzel je prostrˇedı´ (kontext) pro podporu vytva´rˇenı´
5User Interface, uzˇivatelske´ rozhranı´
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Obra´zek 14: Sche´ma webove´ sluzˇby - prˇevzato z [14]
a rˇı´zenı´ webovy´ch sluzˇeb. Kazˇda´ spusˇteˇna´ sluzˇba se nacha´zı´ v DSS uzlu dokud nenı´
smaza´na, nebo nenı´ zastaven cely´ uzel. Blokove´ sche´ma samotne´ webove´ sluzˇby je zna´-
zorneˇno na obra´zku 14.
Komponenty webove´ sluzˇby:
• Service Identifier - dynamicky prˇirˇazene´, jednoznacˇne´ URI, umozˇnˇujı´cı´ jejı´ identi-
fikaci. Take´ umozˇnˇuje prˇı´stup ke sluzˇbeˇ skrze webovy´ prohlı´zˇecˇ. Oznacˇuje pouze
na´zev sluzˇby a neobsahuje zˇa´dnou informaci o jejı´m stavu cˇi chova´nı´.
• Contract Identifier - obsahuje zkomprimovany´ popis implementace dane´ webove´
sluzˇby. Poskytuje informaci o jejı´m chova´nı´ a pouzˇı´va´ se prˇi navazova´nı´ DSS proxy
spojenı´.
• Service State - obsahuje informaci o stavu sluzˇby. Lze take´ rˇı´ct, zˇe je to dokument
obsahujı´cı´ popis aktua´lnı´ho stavu sluzˇby (rychlost ota´cˇenı´ motorku, spotrˇeba pa-
liva).
• Service Partners - seznam partneru˚ webove´ sluzˇby. Poskytuje informaci o tom, na
ktery´ch dalsˇı´ch sluzˇba´ch tato aktua´lneˇ spusˇteˇna´ sluzˇba za´visı´, aby bylo dosazˇeno
spra´vne´ funkcˇnosti prˇi vza´jemne´ komunikaci vı´ce sluzˇeb. Obsahuje take´ neˇkolik
druhu˚ partnerstvı´.
• Main Port - hlavnı´ port, instance CCR trˇı´dy PortSet, na ktery´ prˇicha´zejı´ zpra´vy od
ostatnı´ch sluzˇeb. By´va´ oznacˇova´n take´ jako port operacı´ a je identifikova´n atribu-
tem ServicePort.
• Service Handlers - obsluha hlavnı´ho portu, ktera´ se stara´ o prˇı´chozı´ zpra´vy. Lze
registrovat obsluhu naprˇ. pro operace Get, Replace, HttpGet a HttpPost.
• Event Notifications - uda´losti ktere´ generuje sluzˇba jako vy´sledek zmeˇny sve´ho
vlastnı´ho stavu. Zpu˚sob, jak da´t jine´ partnerske´ sluzˇbeˇ veˇdeˇt o zmeˇneˇ sve´ho stavu.
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Obra´zek 15: Sche´ma principu prˇedpla´cenı´ webovy´ch sluzˇeb - prˇevzato z [14]
Protozˇe informace o stavu sluzˇby jsou realizova´ny XML dokumentem, MRDS obsa-
huje mozˇnost ulozˇenı´ tohoto dokumentu. Takto ulozˇeny´ dokument mu˚zˇe by´t pozdeˇji
zase nahra´n, cˇı´mzˇ dojde k nacˇtenı´ prˇedchozı´ho ulozˇene´ho stavu sluzˇby. Tohoto se hojneˇ
vyuzˇı´va´ naprˇ. v simulacı´ch pro ulozˇenı´ pra´veˇ zobrazovane´ sce´ny.
S drˇı´ve zmı´neˇnou notifikacı´ uda´lostı´ u´zce souvisı´ princip zvany´ Subscription (prˇed-
pla´cenı´). Princip je uka´za´n na obra´zku 15. Zjednodusˇeneˇ rˇecˇeno, pokud jista´ sluzˇba chce
dosta´vat informace o zmeˇneˇ stavu jine´ sluzˇby, zaregistruje se u nı´ jako prˇedplatitel. Po-
kud pak tato sluzˇba zmeˇnı´ svu˚j stav, ozna´mı´ to vsˇem svy´m registrovany´m prˇedplatitelu˚m.
Sluzˇba nabı´zejı´cı´ mozˇnost notifikace uda´lostı´ se nazy´va´ Publisher a sluzˇba registrovana´
k odebı´ra´nı´ teˇchto uda´lostı´ je Subscriber. Pro pra´ci s operacemi, slouzˇı´cı´mi k prˇedpla´cenı´
sluzˇeb, je zde definova´n SubscriptionManager. Ten take´ obstara´va´ samotne´ generova´nı´
uda´lostı´.
Samotnou webovou sluzˇbu lze spustit bud’ rucˇneˇ z prˇı´kazove´ rˇa´dky pomocı´ apli-
kace DssHost.exe, nebo vytvorˇenı´m nove´ho projektu webove´ sluzˇby ve Visual Studiu.
Ve Visual Studiu je take´ obsazˇen pru˚vodce, v neˇmzˇ je mozˇne´ hned na zacˇa´tku nastavit
za´kladnı´ vlastnosti noveˇ vytva´rˇene´ sluzˇby, jako je jejı´ na´zev, jestli ma´ obsahovat Subscrip-
tionManager, nebo seznam partneru˚ a contractu˚, s nimizˇ bude tato sluzˇba spolupracovat.
Na´sledneˇ je vytvorˇen defaultnı´ template projektu webove´ sluzˇby a jizˇ nic nebra´nı´ tomu,
zacˇı´t psa´t vlastnı´ ko´d.
MRDS obsahuje take´ aplikaci s na´zvem Visual Programming Language (VPL). VPL
je vizua´lnı´ programovacı´ jazyk, ktery´ umozˇnˇuje jednodusˇe vytvorˇit vy´sledny´ program
skla´da´nı´m tzv. rˇı´dı´cı´ch bloku˚ dohromady. Tyto bloky reprezentujı´ dalsˇı´ sluzˇby (naprˇ.
sluzˇba ovla´dajı´cı´ pohyb robota) nebo cˇa´sti ko´du, s nimizˇ ma´ aplikace pracovat. VPL tak
umozˇnˇuje vytva´rˇet servisneˇ orientovane´ aplikace i lidem, kterˇı´ neumı´ programovat v
neˇktere´m standardnı´m programovacı´m jazyce, jako je C# nebo Visual Basic.
3.2 Simulace a simulacˇnı´ prostrˇedı´
Co je to vu˚bec simulace? Simulace je pojem, oznacˇujı´cı´ matematicky´ pocˇı´tacˇovy´ model,
pouzˇity´ k reprezentaci jednoho nebo vı´ce fyzicky´ch objektu˚. Do takove´hoto modelu jsou
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Obra´zek 16: Okno simulace zobrazene´ ve VSE
vlozˇena data a jeho vy´sledkem mu˚zˇe by´t naprˇı´klad vyrenderovany´ 3D snı´mek. V dnesˇnı´
dobeˇ se s teˇmito simulacemi setka´va´me te´meˇrˇ neusta´le a to naprˇ. ve formeˇ pocˇı´tacˇovy´ch
her.
Dı´ky servisneˇ orientovane´ architekturˇe, umozˇnˇuje MRDS programa´torovi pomeˇrneˇ
snadno vytva´rˇet simulace, jezˇ mu majı´ pomoci prˇi na´vrhu aplikacı´ pro roboty. Pouzˇitı´
teˇchto simulacı´ ma´ nespornou vy´hodu. Vsˇe probı´ha´ virtua´lneˇ v pocˇı´tacˇi, proto nenı´ trˇeba
mı´t robota fyzicky k dispozici. To je obrovska´ vy´hoda naprˇ. prˇi pra´ci s drahy´mi roboty,
kdy se chceme vyvarovat jejich mozˇne´mu posˇkozenı´, beˇhem vytva´rˇenı´ a na´sledne´m tes-
tova´nı´ dane´ aplikace. Nebo pokud ty´m programa´toru˚ pracuje na aplikaci obsluhujı´cı´
stejne´ho robota, ale skutecˇny´ robot je pouze jeden. Bylo by neefektivnı´, kdyby kazˇdy´
z nich cˇekal, azˇ se dostane na rˇadu s vypu˚jcˇkou robota, aby mohl otestovat svou cˇa´st
programu. Simulace umozˇnˇujı´ i vytvorˇenı´ vlastnı´ho prototypu robota a jeho otestova´nı´ v
simulacˇnı´m prostrˇedı´, bez nutnosti jeho fyzicke´ vy´roby.
Pra´veˇ pro pra´ci s teˇmito simulacemi obsahuje MRDS graficky´ editor s na´zvem Visual
Simulation Enviroment (VSE[25]). Tento graficky´ editor da´le urychluje pra´ci a spra´vu si-
mulacı´, protozˇe plnı´ funkci tzv. graficke´ na´dstavby samotne´ho simulacˇnı´ho enginu. Jedna´
se o vlastnı´ zobrazovane´ okno simulace, umozˇnˇujı´cı´ spra´vu sce´ny simulace a vsˇech entit,
ktere´ se v nı´ nacha´zejı´. Uka´zku simulace ve VSE lze videˇt na obra´zku 16.
3.2.1 Vytvorˇenı´ simulace
Jako veˇtsˇina komponent v MRDS, je i simulace reprezentova´na webovou sluzˇbou. Pro
vytvorˇenı´ vlastnı´ simulace je tedy nutne´, nejprve si vytvorˇit vlastnı´ DSS sluzˇbu, v nı´zˇ
bude simulacˇnı´ sluzˇba s na´zvem SimulationEngine, definova´na jako sluzˇba partnerska´
(vy´pis 8). Toho je mozˇne´ dosa´hnout jizˇ prˇı´mo v pru˚vodci, zobrazene´m prˇi vytva´rˇenı´ nove´
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Obra´zek 17: Komponenty simulacˇnı´ho prostrˇedı´
sluzˇby, nebo na´sledny´m rucˇnı´m prˇida´nı´m ko´du pro registraci nove´ho partnera.
[Partner(”SimulationEngine”,
Contract = engine.Contract. Identifier ,
CreationPolicy = PartnerCreationPolicy.UseExistingOrCreate)]
engine.SimulationEnginePort simulationEnginePort = new engine.SimulationEnginePort();
Vy´pis 8: Registrace partnerske´ sluzˇby SimulationEngine
Cele´ simulacˇnı´ prostrˇedı´ (obra´zek 17) je tvorˇeno prˇedevsˇı´m dveˇmi hlavnı´mi kom-
ponentami. Jedna´ se o simulacˇnı´ engine a fyzika´lnı´ engine. Simulacˇnı´ engine se stara´ o
servisneˇ orientovany´ prˇı´stup k objektu˚m nacha´zejı´cı´m se v simulaci a je zodpoveˇdny´ za
renderova´nı´ cele´ zobrazene´ sce´ny. Jak jizˇ bylo zmı´neˇno vy´sˇe, je to sluzˇba, kterou je nutno
prˇirˇadit jako partnera k na´mi vytva´rˇene´ sluzˇbeˇ.
Fyzika´lnı´ engine se naopak stara´ o fyzika´lnı´ vy´pocˇty v simulaci, jako je naprˇ. gra-
vitace nebo kolize objektu˚. Tento engine plnı´ funkci jake´hosi zjednodusˇene´ho rozhranı´
pro pra´ci s fyzikou, protozˇe oddeˇluje uzˇivatele od slozˇite´ pra´ce v nı´zkou´rovnˇove´m fy-
zika´lnı´m enginu nad nı´mzˇ je postaven.
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3.2.2 Simulacˇnı´ engine
Tato kapitola se zaby´va´ simulacˇnı´m enginem MRDS. Kromeˇ za´kladnı´ch informacı´ o si-
mulacˇnı´m enginu a pouzˇite´m XNA Frameworku [16], se zde nacha´zı´ podrobneˇjsˇı´ popis
entitnı´ch typu˚, s nimizˇ lze v simulacˇnı´m prostrˇedı´ pracovat.
XNA Framework
Jak jizˇ bylo zmı´neˇno, simulacˇnı´ engine se stara´ o zobrazenı´ samotne´ simulace. Simu-
lace je beˇzˇna´ 3D sce´na, se standardnı´m X , Y , Z sourˇadnicovy´m syste´mem. Simulacˇnı´
engine pouzˇı´va´ pro renderova´nı´ vy´sledne´ 3D sce´ny XNA Framework. Tento framework
pocha´zı´ take´ z dı´lny firmy Microsoft a obsahuje sadu .NET knihoven, postaveny´ch na
DirectX API.
Knihovy XNA Frameworku se nacha´zı´ v namespace Microsoft.XNA.Framework a ob-
sahujı´ funkce prˇeva´zˇneˇ pro pra´ci s pocˇı´tacˇovou grafikou, jako je naprˇı´klad vykreslova´nı´
2D a 3D grafiky nebo stı´nova´nı´ a osveˇtlova´nı´ zobrazeny´ch modelu˚. Ve vy´pisu 9 je uka´zka
vykreslenı´ 2D prˇı´mky do simulacˇnı´ sce´ny.
// primka s krajnimy body (0,0,0) a (10,10,10)
VertexPositionColor [] points = new VertexPositionColor [] {
new VertexPositionColor(new Microsoft.Xna.Framework.Vector3(0,0,0) , Color.Red),
new VertexPositionColor(new Microsoft.Xna.Framework.Vector3(10,10,10) , Color.Red)
};
int lineCount = 1;
int [] indices = new int [] { 0, 1 };
Device.DrawUserIndexedPrimitives<xna.Graphics.VertexPositionColor>(
xna.Graphics.PrimitiveType.LineList,
points,
0,
points.Length,
indices,
0,
lineCount);
Vy´pis 9: Vykreslenı´ 2D prˇı´mky do sce´ny s pouzˇitı´m XNA Frameworku
V ra´mci MRDS vsˇak klasicky´ uzˇivatel nejspı´sˇe nebude zacha´zet do detailu˚ XNA Fra-
meworku, protozˇe o vesˇkere´ za´kladnı´ funkce nutne´ pro vykreslenı´ simulace se stara´ sa-
motny´ simulacˇnı´ engine. Uka´zku sce´ny vykreslene´ simulacˇnı´m enginem MRDS, obsa-
hujı´cı´ zarˇı´zenı´ kuchyneˇ uvnitrˇ bytu, lze videˇt na obra´zku 18.
Entity
Pod pojmem entita si lze prˇedstavit jaky´koliv objekt, ktery´ se nacha´zı´ v simulaci.
Kazˇda´ entita obsahuje informace o sve´m stavu, cozˇ mu˚zˇou by´t naprˇı´klad jejı´ rozmeˇry.
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Obra´zek 18: Vykreslena´ 3D sce´na s kuchynı´
Simulacˇnı´ engine umozˇnˇuje prˇı´stup k teˇmto informacı´m skrze graficky´ editor VSE nebo
prˇı´mo z programove´ho ko´du. To da´va´ uzˇivateli mozˇnost jednodusˇe meˇnit vlastnosti vy-
brane´ entity ve sce´neˇ. MRDS obsahuje neˇkolik za´kladnı´ch prˇeddefinovany´ch typu˚ entit.
Prvnı´ kategorii lze oznacˇit jako Enviromenta´lnı´ entity. Do te´to kategorie spadajı´ en-
tity, ktere´ vytva´rˇı´ vzhled (prostrˇedı´) zobrazovane´ sce´ny. Ale nejedna´ se prˇı´mo o modely
ru˚zny´ch objektu˚ (zˇidle, robot apod), ktere´ lze na´sledneˇ do sce´ny umı´stit. Pokud bychom
do sce´ny neumı´stily alesponˇ neˇktere´ za´kladnı´ entity z te´to kategorie, sce´na by meˇla po-
dobu cˇerne´ho okna bez neˇjake´ho viditelne´ho objektu. Na obra´zku 19 je videˇt, jak tato
za´kladnı´ sce´na vypada´.
• Enviromenta´lnı´ entity
– HeightFieldEntity - nekonecˇneˇ dlouha´ plocha umı´steˇna v horizonta´lnı´ poloze
do sce´ny, realizujı´cı´ jednoduchou podlahu (zem).
– TerrainEntity - vy´sˇkova´ plocha, vytvorˇena´ z bitmapy s odstı´ny sˇedi (odstı´n je v
rozmezı´ 0-255 urcˇujı´cı´ vy´sˇku tere´nu v dane´m mı´steˇ). Oproti HeightFieldEntity
ma´ urcˇenu velikost.
– SkyDomeEntity - prˇida´ do sce´ny oblohu, umı´steˇnou nekonecˇneˇ daleko.
– LightSourceEntity - zdroj sveˇtla pro nasvı´cenı´ sce´ny. Mozˇnost vybrat ze dvou
druhu˚ sveˇtla, Omni (vsˇesmeˇrove´ - Slunce) a Directional (jednosmeˇrove´ - ba-
terka).
– CameraView - entita realizujı´cı´ kameru snı´majı´cı´ vytva´rˇenou sce´nu. Defaultneˇ
snı´ma´ pocˇa´tek sourˇadnicove´ho syste´mu.
Dalsˇı´ kategoriı´ jsou entity, ktere´ na´m reprezentujı´ jizˇ samotne´ objekty umist’ovane´ do
sce´ny. Ty lze navı´c rozdeˇlit do dvou dalsˇı´ch podkategoriı´ a to dle jejich tvaru, nebo podle
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Obra´zek 19: Za´kladnı´ sce´na obsahujı´cı´ zem, oblohu, zdroj sveˇtla a kameru
pocˇtu objektu˚ z nı´zˇ jsou tvorˇeny. V praxi to je vcelku jednoduche´. MRDS obsahuje en-
tity reprezentujı´cı´ za´kladnı´ tvary, jako je koule (sphere), kapsule (capsule) a kva´dr (box).
Navı´c obsahuje i dalsˇı´ dveˇ specia´lnı´ entity (ConvexShape a TriangleShape) pro reprezen-
taci slozˇiteˇjsˇı´ch objektu˚. K teˇmto dveˇma entita´m se vra´tı´me pozdeˇji, v kapitole zaby´vajı´cı´
se fyzika´lnı´m enginem.
• Rozdeˇlenı´ dle tvaru:
– SphereShape,
– CapsuleShape,
– BoxShape,
– ConvexShape,
– TriangleShape.
• Rozdeˇlenı´ dle pocˇtu objektu˚:
– SingleShapeEntity,
– MultiShapeEntity.
Je vsˇak jasne´, zˇe s teˇmito za´kladnı´mi objekty (koule, kapsule a kva´dr) si vystacˇı´ jen
ma´lokdo. Pra´veˇ z tohoto du˚vodu obsahuje MRDS trˇı´dy SingleShapeEntity a MultiShape-
Entity. Obeˇ tyto trˇı´dy jsou zdeˇdeˇny z VisualEntity, cozˇ urcˇuje zˇe se bude jednat o graficke´
objekty vykreslovane´ ve sce´neˇ. Prvnı´ zminˇovana´ trˇı´da je, jak na´zev napovı´da´, urcˇena
pra´veˇ pro objekty jezˇ jsou tvorˇeny pouze jednı´m ze zminˇovany´ch za´kladnı´ch tvaru˚. Po-
kud tedy chceme vlozˇit do sce´ny naprˇ. pouze kouli, vytvorˇı´me objekt typu SingleShape-
Entity obsahujı´cı´ tvar SphereShape (vy´pis 10).
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SingleShapeEntity m1 = new SingleShapeEntity( //entita tvorena jednim objektem
new SphereShape( // objekt tvaru koule
new SphereShapeProperties( // vlastnosti koule
5, // vaha
new Pose(), // relativni pozice koule
1)) , // polomer koule
new Vector3(0, 3, 0) // absolutni pozice ve scene
) ;
Vy´pis 10: Vytvorˇenı´ SingleShapeEntity typu SphereShape
MultiShapeEntity naopak umozˇnˇuje vytva´rˇenı´ slozˇiteˇjsˇı´ch objektu˚. Je to jaka´si ko-
lekce entit za´kladnı´ch tvaru˚, ktere´ jsou spojeny dohromady v jeden slozˇiteˇjsˇı´ objekt. Hla-
vnı´ vy´hodou je, zˇe s takovy´mto objektem pak lze manipulovat jako s celkem. I v gra-
ficke´m editoru VSE se pak dany´ objekt jevı´ jako jedna entita. Vy´pis 11 obsahuje uka´zku
vytvorˇenı´ jednoduche´ho modelu cˇinky (dveˇ koule spojene´ tycˇı´). Za zmı´nˇku stojı´ para-
metr Pose u vytva´rˇeny´ch dı´lcˇı´ch objektu˚. Tento parametr obsahuje sourˇadnice (instance
trˇı´dy Vector3), urcˇujı´cı´ relativnı´ pozici vu˚cˇi ostatnı´m dı´lcˇı´m objektu˚m. Pomoci teˇchto
sourˇadnic se tedy v tomto prˇı´padeˇ docı´lı´ rozmı´steˇnı´ obou koulı´ na protilehle´ kraje tycˇe.
Druhou mozˇnostı´ vytva´rˇenı´ slozˇiteˇjsˇı´ch tvaru˚, je spojova´nı´ SingleShape entit do veˇt-
sˇı´ch celku˚ jako potomku˚, pomocı´ metody ”Children.Add()“. U takto vytvorˇene´ entity
pak lze prˇistupovat i k dı´lcˇı´m objektu˚m, z nichzˇ pu˚vodneˇ vznikla. Za´lezˇı´ tedy pouze na
aktua´lnı´ potrˇebeˇ programa´tora, pro kterou z uvedeny´ch mozˇnostı´ se rozhodne.
// pole obsahujici dilci entity
BoxShape[] boxes = new BoxShape[1];
SphereShape[] spheres = new SphereShape[2];
// vytvoreni tyce
BoxShape b = new BoxShape(
new BoxShapeProperties(
0, new Pose(), new Vector3(0.5f, 0.5f, 5)
)
) ;
boxes[0] = b;
// vytvoreni leve koule
SphereShape s1 = new SphereShape(
new SphereShapeProperties(
0, new Pose(new Vector3(0, 0, −2.5f)), 1)
) ;
spheres[0] = s1;
// vytvoreni prave koule
SphereShape s2 = new SphereShape(
new SphereShapeProperties(
0, new Pose(new Vector3(0, 0, 2.5f)), 1)
) ;
spheres[1] = s2;
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// vytvoreni vysledneho modelu cinky
MultiShapeEntity m = new MultiShapeEntity(boxes, spheres);
m.State.Name = ”Cinka”;
// vlozeni do sceny
SimulationEngine.GlobalInstancePort.Insert(m);
Vy´pis 11: Vytvorˇenı´ MultiShapeEntity (model cˇinky)
U kazˇde´ visua´lnı´ entity lze nastavit neˇkolik za´kladnı´ch parametru˚, jezˇ ovlivnˇujı´ jejı´
vzhled cˇi chova´nı´ v simulaci. Nı´zˇe je uveden seznam nejpouzˇı´vaneˇjsˇı´ch parametru˚.
• Name - jme´no entity, ktere´ musı´ by´t jednoznacˇne´ v ra´mci simulace.
• Shape - tvar entity, je zvolen beˇhem jejı´ho vytva´rˇenı´ (BoxShape, SphereShape, ...).
• Size - velikost, rozmeˇry tvaru entity (specificke´ nastavenı´ pro kazˇdy´ tvar).
• Mass, Density - hmotnost nebo hustota, nastavuje se pouze jeden uvedeny´ para-
metr, druhy´ je automaticky dopocˇı´ta´n fyzika´lnı´m enginem.
• Pose - relativnı´ pozice entity vzhledem k ostatnı´m entita´m ve stejne´ kolekci (vyuzˇı´va´
se u MultiShapeEntity).
• Position - sourˇadnice urcˇujı´cı´ absolutnı´ pozici entity ve sce´neˇ.
• Difuse Color - barva objektu (instance trˇı´dy Vector4).
• Material - materia´l ovlivnˇujı´cı´ fyzika´lnı´ vlastnosti entity.
MRDS obsahuje take´ prˇeddefinovane´ modely neˇkolika robotu˚, ktere´ lze v simulacı´ch
vyuzˇı´vat. Jedna´ se o kompletnı´ modely robotu˚ Lego NXT Tribot, IRobot a Pioneer 3DX.
Tito roboti deˇdı´ z trˇı´dy DifferentialDriveEntity, ktera´ umozˇnˇuje spusˇteˇnı´ sluzˇby, ovla´dajı´cı´
pohyb robota. MRDS take´ obsahuje funkcˇnı´ model roboticke´ pazˇe KUKA LBR3. Modely
robotu˚ lze shle´dnout na obra´zku 20. Vlastnı´ model robota si lze take´ ”jenodusˇe“ vytvorˇit
pomocı´ MultiShapeEntity, poskla´da´nı´m celkove´ho modelu z jeho dı´lcˇı´ch cˇa´stı´.
Dalsˇı´ mozˇnostı´ je vytvorˇenı´ vy´sledne´ho modelu v neˇktere´m graficke´m editoru (Blen-
der, Cinema4D, ...). Takto vytvorˇeny´ model pak jizˇ stacˇı´ pouze exportovat z graficke´ho
editoru jako soubor s prˇı´ponou .obj (textova´ reprezentace graficke´ho objektu, obsahujı´cı´
sourˇadnice vrcholu˚ a steˇn) a jeho na´sledny´ import do MRDS. Pra´veˇ u teˇchto importo-
vany´ch .obj modelu˚ se vyuzˇı´va´ entitnı´ch typu˚ ConvexShape a TriangleShape, jezˇ budou
popsa´ny v na´sledujı´cı´ch kapitola´ch.
Tı´m vsˇak vy´cˇet druhu˚ entit nekoncˇı´. Kromeˇ pra´ce s visua´lnı´mi entitami umozˇnˇuje
MRDS take´ pracovat se specia´lnı´m typem entit, jezˇ reprezentujı´ urcˇitou funkcionalitu. V
simulacı´ch tedy tyto specia´lnı´ entity zastupujı´ ru˚zne´ sensory a meˇrˇicˇe, jimizˇ mu˚zˇe by´t
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Obra´zek 20: Lego XNT Tribot, IRobot, Pioneer 3DX, KUKA LBR3
fyzicky´ robot ve skutecˇnosti vybaven. MRDS obsahuje prˇeddefinovane´ entity naprˇ. pro
senzor detekce vzda´lenosti (LaserRangeFinder), infra-cˇervene´ cˇidlo (IREntity) nebo sonar
(SonarEntity). Dı´ky teˇmto specia´lnı´m entita´m je mozˇne´ zcela prˇene´st vesˇkerou funkcˇnost
fyzicke´ho robota do virtua´lnı´ho simulacˇnı´ho prostrˇedı´.
3.2.3 Fyzika´lnı´ engine
Obsahem te´to kapitoly je podrobneˇjsˇı´ popis fyzika´lnı´ho enginu, jezˇ MRDS vyuzˇı´va´. Jsou
zde popsa´ny hlavnı´ funkce enginu a jejich vy´znam pro simulaci v MRDS. Kapitola take´
obsahuje popis uka´zkovy´ch u´loh, ktere´ tyto funkce demonstrujı´.
PhysX Engine
Fyzika´lnı´ engine je poskytova´n firmou NVIDIA pod na´zvem NVIDIA PhysX[9] (drˇı´-
ve AGEIA PhysX). Tento engine umozˇnˇuje pouzˇitı´ fyziky v simulacˇnı´m prostrˇedı´ MRDS.
Dı´ky neˇmu lze v simulaci pouzˇı´t fyzika´lnı´ vlastnosti rea´lne´ho sveˇta, jako naprˇı´klad gra-
vitaci, trˇenı´, sı´lu apod. Bez fyziky poskytovane´ tı´mto enginem, by vesˇkere´ objekty pouze
”visely ve vzduchu“, bez mozˇnosti neˇjake´ dalsˇı´ funkcˇnosti.
Fyzika´lnı´ model
Kazˇda´ entita (objekt) vlozˇena´ do simulacˇnı´ho prostrˇedı´ je reprezentova´na dveˇma mo-
dely. Prvnı´ z nich je tzv. vizua´lnı´ cˇi graficky´ model. Je to vizua´lnı´ model entity, ktery´
je renderova´n drˇı´ve zmı´neˇny´m XNA Frameworkem, skrze simulacˇnı´ engine. Jednodusˇe
rˇecˇeno, je to vzhled entity, ktery´ vidı´me v beˇzˇı´cı´ simulaci (barva, odlesky, stı´nova´nı´, ...).
Tyto modely byly popsa´ny v prˇedchozı´ kapitole, zaby´vajı´cı´ se simulacˇnı´m enginem a en-
35
Obra´zek 21: Typy fyzika´lnı´ch modelu˚ (Sphere, Capsule, Box, Convex, Triangle)
titnı´my typy. Graficky´ model je take´ zna´m pod na´zvem Mesh a jak jizˇ bylo take´ zmı´nˇeno,
tyto Meshe lze do MRDS importovat z libovolne´ho graficke´ho editoru jako .obj soubor.
Druhy´m modelem je pra´veˇ fyzika´lnı´ model. Tento model je vytvorˇen fyzika´lnı´m en-
ginem a reprezentuje tvar (vzhled) entity, s nı´mzˇ bude pracovat pra´veˇ fyzika´lnı´ engine.
Jinak rˇecˇeno, jedna´ se o model entity, ktery´ bude PhysX engine pouzˇı´vat pro fyzika´lnı´
vy´pocˇty. Jednou z hlavnı´ch funkcı´ tohoto modelu je naprˇ. detekce kolizı´. Vy´cˇet typu˚ fy-
zika´lnı´ch modelu˚ je uveden nı´zˇe a odpovı´da´ rozdeˇlenı´ entit dle tvaru, jezˇ bylo zmı´neˇno
v kapitole pojedna´vajı´cı´ o simulacˇnı´m enginu.
Typy fyzika´lnı´ch modelu˚:
• SphereShape,
• CapsuleShape,
• BoxShape,
• ConvexShape,
• TriangleShape.
Pra´veˇ tento ”tvar“ entit urcˇoval jejich fyzika´lnı´ reprezentaci. U teˇchto za´kladnı´ch
prˇeddefinovany´ch typu˚ entit (Sphere, Capsule, Box) v MRDS, je graficky´ a fyzika´lnı´ mo-
del shodny´. Prvnı´ trˇi uvedene´ typy jsou jednoduche´, jedna´ se o fyzika´lnı´ model reprezen-
tovany´ koulı´, kapsulı´ a kva´drem. Zde se take´ vracı´me k poslednı´m dveˇma typu˚m, s na´zvy
ConvexShape a TriangleShape. Tyto dva typy fyzika´lnı´ch modelu˚ naleznou uplatneˇnı´
prˇedevsˇı´m u objektu˚ se slozˇity´mi tvary. ConvexShape je model, ktery´ fyzika´lnı´ engine
vypocˇı´ta´ jako co mozˇna´ nejteˇsneˇjsˇı´ obal dane´ho objeku, ale tak aby nebyl prˇı´lisˇ slozˇity´.
Naopak TriangleShape je nejprˇesneˇjsˇı´ a tı´m i nejslozˇiteˇjsˇı´ typ fyzika´lnı´ho modelu. Tri-
angleShape fyzika´lnı´ model je tvorˇen polygony, ktere´ prˇesneˇ odpovı´dajı´ polygonu˚m, z
nichzˇ je vytvorˇen samotny´ graficky´ model. Ten je tedy oproti ConvexShape modelu mno-
hem prˇesneˇjsˇı´, ale take´ vy´pocˇetneˇ mnohem slozˇiteˇjsˇı´.
Prakticky lze tedy mı´t jeden stejny´ graficky´ model, ale pouzˇity´ vı´cekra´t s ru˚zny´mi
typy fyzika´lnı´ch modelu˚. Toto lze videˇt na obra´zku 21. Jeden model postavy je pouzˇit se
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vsˇemi typy fyzika´lnı´ch reprezentacı´. U prvnı´ch trˇech typu˚ je vytvorˇenı´ entity prakticky
shodne´ s tı´m, co bylo uka´za´no v kapitole pojedna´vajı´cı´ o entita´ch. Klasicky se vytvorˇı´
SingleShapeEntity s pozˇadovany´m tvarem fyzika´lnı´ho modelu (SphereShape, Capsule-
Shape, BoxShape). Takto vytvorˇena´ entita ma´ vsˇak nynı´ tvar dany´ zvoleny´m fyzika´lnı´m
modelem. Pro zobrazenı´ modelu postavy mı´sto defaultnı´ho tvaru, tedy stacˇı´ vytvorˇene´
entiteˇ pouze zmeˇnit jejı´ graficky´ model (prˇirˇazenı´ nove´ho Meshe). Fyzika´lnı´ modely Con-
vexShape a TriangleShape se tvorˇı´ lehce odlisˇny´m zpu˚sobem. A to skze vlastnı´ defino-
vane´ typy entit s na´zvy SimplifiedConvexMeshEnvironmentEntity a TriangleMeshEnvi-
ronmentEntity. Vy´pis 12 ukazuje vytvorˇenı´ TriangleMeshEnviromentalEntity.
TriangleMeshEnvironmentEntity m5 = new TriangleMeshEnvironmentEntity(
new Vector3(9, 3, 0), // pozice v simulaci
” devil .obj” , // graficky model
null) ; // tvar ( null = bude vypocten)
m5.State.Name = ”Devil Triangle”; // nazev
m5.State.MassDensity.Mass = 1; // vaha
SimulationEngine.GlobalInstancePort.Insert(m5); // vlozeni do simulace
Vy´pis 12: Vytvorˇenı´ TriangleMeshEnviromentalEntity s graficky´m modelem devil.obj
Teˇchto peˇt uvedeny´ch typu˚ fyzika´lnı´ho modelu tedy urcˇuje, jak se bude dana´ entita
chovat v simulacˇnı´m prostrˇedı´ z pohledu fyzika´lnı´ho enginu. Lze si tedy vytvorˇit entitu
s graficky´m meshem kostky a s fyzika´lnı´m modelem koule. V simulaci tedy uvidı´me
kostku, ale prˇi jemne´m postrcˇenı´ se zacˇne kuta´let jako koule.
Du˚lezˇite´ je nezapomenout na to, zˇe se slozˇiteˇjsˇı´m fyzika´lnı´m modelem prˇicha´zı´ i veˇtsˇı´
vy´pocˇetnı´ na´rocˇnost. Prˇi veˇtsˇı´m mnozˇstvı´ slozˇiteˇjsˇı´ch objektu˚ ve sce´neˇ, se tedy mu˚zˇeme
na slabsˇı´ch pocˇı´tacˇı´ch setkat se snı´zˇenı´m FPS (stejny´ princip jako u dnesˇnı´ch pocˇı´tacˇovy´ch
her).
Fyzika´lnı´ vlastnosti a sı´la
Nedı´lnou soucˇa´stı´ fyzika´lnı´ho enginu jsou fyzika´lnı´ vlastnosti. Ty lze nastavit entiteˇ
vkla´dane´ do simulace prostrˇednictvı´m materia´lu, jezˇ ma´ danou entitu tvorˇit. Tyto vlast-
nosti ovlivnˇujı´ fyzika´lnı´ vy´pocˇty prova´deˇne´ enginem s fyzika´lnı´m modelem te´to entity.
Jejich seznam a na´sledny´ popis je uveden nı´zˇe.
Fyzika´lnı´ vlastnosti:
• DynamicFriction - dynamicke´ trˇenı´ <0.0 - 1.0>,
• StaticFriction - staticke´ trˇenı´ <0.0 - n>,
• Restitution - odraz <0.0 - 1.0>.
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Dynamicke´ trˇenı´ je aplikova´no na entitu, pokud se dva objekty pohybujı´ relativneˇ
vu˚cˇi sobeˇ, prˇicˇemzˇ mezi nimi docha´zı´ ke kontaktu. Ke staticke´mu trˇenı´ docha´zı´, pokud
se dva objekty vu˚cˇi sobeˇ nepohybujı´ ale pouze doty´kajı´. Pokud tedy ma´me v simulaci
vlozˇenou zem a na nı´ polozˇı´me naprˇı´klad entitu ve tvaru kostky, tak pokud se kostka
nehy´be, je na kostku aplikova´no pouze staticke´ trˇenı´. Pokud vsˇak kostku uvedeme do
pohybu, prˇesta´va´ na nı´ pu˚sobit staticke´ trˇenı´ a je aplikova´no pouze dynamicke´ trˇenı´.
Nastavenı´ velikosti trˇenı´ ma´ vsˇak urcˇita´ pravidla. Oba typy trˇenı´ se nastavujı´ hodno-
tou z oboru rea´lny´ch cˇı´sel. Velikost staticke´ho trˇenı´ nenı´ omezena, ale dynamicke´ trˇenı´ je
limitova´no na rozsah <0.0 - 1.0> a s podmı´nkou, zˇe musı´ by´t vzˇdy mensˇı´ nezˇ je velikost
staticke´ho trˇenı´.
Restitution neboli odraz, ovlivnˇuje velikost sı´ly, kterou bude entita prˇi na´razu od-
mrsˇteˇna zpeˇt. Jako prˇı´klad si lze prˇedstavit entitu ve tvaru kostky, ktera´ bude vlozˇena
do sce´ny naprˇ. 5m nad povrch zemeˇ. Pokud bude mı´t tato entita nastaven nulovy´ odraz,
ma´me z nı´ doslova cihlu. Po dopadu na zem, zu˚stane lezˇet prˇesneˇ na onom mı´steˇ dopadu.
Pokud jı´ vsˇak nastavı´me odraz na maximum, ma´me z te´to entity ska´kacı´ kulicˇku, ktera´
se po dopadu na zem odrazı´ zpeˇt do vzduchu. Logicky je sı´la odrazu vzˇdy mensˇı´ nezˇ sı´la
dopadu, proto i prˇi nastavenı´ maxima´lnı´ho odrazu nenı´ mozˇne´, aby entita ”ska´kala do-
nekonecˇna“. Sı´lu odrazu, stejneˇ jako v rea´lne´m sveˇteˇ, take´ ovlivnˇuje nastavena´ hmotnost
entity.
Jak jizˇ bylo zmı´neˇno, tyto vlastnosti se nastavujı´ jako materia´l. Materia´l je ve skutecˇ-
nosti instance trˇı´dy MaterialProperties, ktera´ ma´ jako vstupnı´ parametry pra´veˇ velikost
trˇenı´ a odrazu. Instance te´to trˇı´dy se na´sledneˇ prˇirˇadı´ jako materia´l vybrane´ entiteˇ. Ve
vy´pisu 13 je videˇt uka´zka vytvorˇenı´ takove´to entity.
// vytvoreni entity typu BoxShape
BoxShape b = new BoxShape(
new BoxShapeProperties(
1, // vaha
new Pose(), // relativni pozice
new Vector3(0.4f,0.075f,0.2f) ) // rozmery
) ;
// vytvoreni materialu
b.BoxState.Material = new MaterialProperties(
”MyMaterial”, // nazev materialu
0.8f , // Restitution (odraz)
0.1f , // DynamicFriction (dynamicke treni)
0.2f // StaticFriction ( staticke treni )
) ;
// cervena barva
b.State.DiffuseColor = new Vector3(1, 0, 0, 1);
// nazev entity
b.State.Name = ”CervenaKostka”;
Vy´pis 13: BoxShape entita s materia´lem a barvou
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Nynı´ vı´me, jak vytvorˇit entitu z materia´lu s pozˇadovany´mi vlastnostmi. Stacˇı´ tedy
pouze vyzkousˇet, jestli tyto vlastnosti opravdu ma´. Jak bylo zmı´neˇno vy´sˇe, mu˚zˇeme
do simulace vlozˇit entitu a rozpohybovat ji. Zde vsˇak prˇicha´zı´ proble´m, jak rozpohy-
bovat entitu v simulacˇnı´m prostrˇedı´. Pomeˇrneˇ jednodusˇe lze do simulace vlozˇit model
neˇktere´ho z prˇipraveny´ch robotu˚ a pomocı´ otevrˇene´ho ovla´dacı´ho formula´rˇe ho rˇı´dit.
Jak je vsˇak tento pohyb robota rˇesˇen na ”za´kladnı´ u´rovni“?
Jako kazˇdy´ fyzika´lnı´ engine, i NVIDIA PhysX engine obsahuje pra´ci se silami. Sı´la
je vektorova´ fyzika´lnı´ velicˇina a je prˇı´cˇinou zmeˇny pohybove´ho stavu teˇlesa. Umozˇnˇuje
tedy uve´st teˇleso do pohybu a take´ meˇnit jeho smeˇr cˇi rychlost. V MRDS je mozˇnost
pouzˇı´t dva druhy sil.
Druhy sı´ly:
• Force - norma´lnı´ sı´la (pohyb ve smeˇru),
• Torque - kroutiva´ sı´la (rotace kolem osy).
Force je standartnı´ sı´la, tak jak ji zna´me. Jedna´ se tedy o sı´lu, umozˇnˇujı´cı´ uvedenı´
teˇlesa do pohybu, ve smeˇru urcˇene´m vektorem. Velikost vektoru uda´va´ velikost pu˚sobenı´
sı´ly v dane´m smeˇru. MRDS umozˇnˇuje aplikovat tuto sı´lu defaultneˇ na strˇed teˇlesa (me-
toda ApplyForce), nebo na jeho libovolny´ bod urcˇeny´ sourˇadnicı´ (metoda ApplyForce-
AtPosition). Torque je naopak kroutiva´ sı´la. Ta vyjadrˇuje pu˚sobenı´ sı´ly na bod, vzda´leny´
od osy ota´cˇenı´. Tato sı´la tedy slouzˇı´ k rotaci objektu (metoda ApplyTorque) a jejı´ veli-
kost je opeˇt da´na vektorem. Oba druhy sil lze navı´c pouzˇı´t vzhledem k loka´lnı´mu nebo
globa´lnı´mu sourˇadnicove´mu syste´mu. Loka´lnı´ je vztazˇen k sourˇadnicı´m teˇlesa (entity) a
globa´lnı´ vzhledem k osa´m simulacˇnı´ sce´ny.
V MRDS pu˚sobı´ tyto sı´ly na fyzika´lnı´ model entity. Je zde vsˇak proble´m, jak se k to-
muto fyzika´lnı´mu modelu vybrane´ entity dostat. Pro ujasneˇnı´, simulace je samostatneˇ
beˇzˇı´cı´ sluzˇba, kterou pouze v na´mi noveˇ vytvorˇene´m projektu oznacˇı´me za partnera
(partnerskou sluzˇbu). Kdyzˇ tedy vytvorˇı´me entitu a vlozˇı´me jı´ do simulace, tak prˇeda´va´-
me spra´vu nad touto entitou simulacˇnı´ sluzˇbeˇ, tedy samotne´ simulaci. Nynı´ se vsˇak po-
trˇebujeme dostat zpa´tky k samotne´ entiteˇ, prˇesneˇji k jejı´mu fyzika´lnı´mu modelu, abychom
na neˇj mohli pouzˇı´t sı´lu.
Toto je mozˇne´ prove´st dveˇma zpu˚soby. Prvnı´ je skrze komunikaci mezi nasˇı´ sluzˇbou
a simulacˇnı´ sluzˇbou. Obsahuje vytvorˇenı´ nove´ho typu zpra´vy a vesˇkere´ obsluhy s tı´mto
spojene´. Principia´lneˇ by to fungovalo tak, zˇe bychom zaslali simulacˇnı´ sluzˇbeˇ zpra´vu,
pomoci ktere´ by jsme ji rˇekli, aby na na´mi vybranou entitu aplikovala sı´lu o dane´ ve-
likosti. Tento prˇı´stup je vsˇak vcelku slozˇity´, protozˇe zahrnuje mnozˇstvı´ rezˇie spojene´ s
asynchronnı´ komunikacı´ (viz. kapitola pojedna´vajı´cı´ o CCR).
Snadneˇjsˇı´ rˇesˇenı´, je aplikace sı´ly pomocı´ vnitrˇnı´ho stavu entity. Tı´m je mysˇleno to, zˇe
si vytvorˇı´me vlastnı´ trˇı´du deˇdı´cı´ z VisualEntity, ktera´ bude reprezentovat danou entitu.
V nı´ si pak mu˚zˇeme jednodusˇe napsat vlastnı´ metodu, ktera´ bude obsahovat aplikaci sı´ly
na aktua´lnı´ instanci te´to trˇı´dy (this.PhysicsEntity.ApplyForce). Takto mu˚zˇeme z vneˇjsˇku
simulace, zavolat funkci entity do nı´ vlozˇene´, ktera´ na tuto entitu sı´lu aplikuje.
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Obra´zek 22: Nakloneˇna´ rovina s autı´cˇky (zobrazen take´ fyzika´lnı´ model)
Uka´zka pouzˇitı´ trˇenı´ a sı´ly
Uka´zkova´ u´loha na obra´zku 22 demonstruje pouzˇı´tı´ sı´ly a materia´lu˚ s ru˚zny´mi hod-
notami trˇenı´. Do simulace je vlozˇena nakloneˇna´ rovina a na jejı´ vrchol jsou umı´steˇny cˇtyrˇi
modely autı´cˇek. Po spusˇteˇnı´ simulace se mimo jine´ zobrazı´ i ovla´dacı´ formula´rˇ, ktery´
umozˇnˇuje nastavit vy´sˇku a de´lku nakloneˇne´ roviny a take´ velikost sı´ly, kterou majı´ by´t
autı´cˇka ”postrcˇeny“ dolu˚.
Model nakloneˇne´ roviny byl vytvorˇen v graficke´m editoru Blender[10] a na´sledneˇ
exportova´n jako wavefront objekt, do souboru s prˇı´ponou .obj. Jak jizˇ bylo zmı´neˇno,
jedna´ se o textovy´ soubor, obsahujı´cı´ definici vrcholu˚ (vertexes) a steˇn (faces) dane´ho
objektu. Tento objekt je na´sledneˇ vlozˇen do simulace jako nova´ entita typu Simplified-
ConvexMeshEnvironmentEntity. Fyzika´lnı´ engine se automaticky postara´ o vytvorˇenı´
odpovı´dajı´cı´ho fyzika´lnı´ho modelu. Zobrazeny´ formula´rˇ umozˇnˇuje meˇnit rozmeˇry en-
tity, cozˇ se deˇje skrze prˇı´stup do souboru .obj a zmeˇnou velikosti prˇı´slusˇny´ch vrcholu˚
tvorˇı´cı´ch objekt. Du˚lezˇite´ je zmı´nit, zˇe MRDS si beˇhem importu prˇevede kazˇdy´ .obj sou-
bor na soubor s prˇı´ponou .bos, s nı´mzˇ da´le pracuje. Proto je nutne´ po zmeˇneˇ .obj souboru,
odebrat ze sce´ny sta´vajı´cı´ model nakloneˇne´ roviny a na jeho mı´sto vlozˇit zcela novy´ mo-
del, vytvorˇeny´ z tohoto upravene´ho .obj souboru. Bez tohoto nahrazenı´ modelu, by si-
mulace sta´le pouzˇı´vala ”stary´“ .bos soubor.
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Obra´zek 23: Graficky´ a fyzika´lnı´ model autı´cˇka
Na vrcholu nakloneˇne´ roviny se nacha´zı´ cˇtyrˇi autı´cˇka. Model autı´cˇka (obra´zek 23) je
realizova´n vlastnı´ trˇı´dou MyEntity, deˇdı´cı´ z trˇı´dy VisualEntity. Trˇı´da obsahuje vytvorˇenı´
modelu autı´cˇka jako jedinou entitu, ktera´ je slozˇena z jednoho kva´dru (karoserie), jedne´
kapsule (strˇecha) a cˇtyrˇmi kulicˇkami (kola). Fyzika´lnı´ engine se opeˇt postara´ o vytvorˇena´
fyzicke´ reprezentace modelu. Kazˇde´ te´to dı´lcˇı´ entiteˇ je prˇirˇazen materia´l a barva. Protozˇe
se vsˇak autı´cˇka pohybujı´ ”na kolech“, zajı´majı´ na´s prˇedevsˇı´m fyzika´lnı´ vlastnosti jejich
materia´lu. Pro demostracˇnı´ u´cˇely je kazˇde´ autı´cˇko, prˇesneˇji tedy pouze jeho kola, tvorˇeny
materia´lem s ru˚zny´mi fyzika´lnı´mi vlastnostmi.
Pouzˇite´ materia´ly:
1. Fialove´ autı´cˇko - zˇa´dne´ trˇenı´
• StaticFriction = 0f
• DynamicFriction = 0f
2. Cˇervene´ autı´cˇko - male´ trˇenı´
• StaticFriction = 0.1f
• DynamicFriction = 0.1f
3. Zelene´ autı´cˇko - strˇednı´ trˇenı´
• StaticFriction = 0.5f
• DynamicFriction = 0.5f
4. Zˇlute´ autı´cˇko - velke´ trˇenı´
• StaticFriction = 1f
• DynamicFriction = 1f
Pouzˇı´tı´ sı´ly na model autı´cˇka je realizova´no prˇesneˇ podle principu, ktery´ jsem zmı´nil
vy´sˇe a to skrze vnitrˇnı´ stav entity. Trˇı´da MyEntity, ktera´ reprezentuje entitu autı´cˇka, ob-
sahuje metodu Push (vy´pis 14) pro ”postrcˇenı´“ modelu autı´cˇka danou silou.
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Obra´zek 24: Pohyb autı´cˇek
// postrceni modelu auticka
public void Push(Vector3 force)
{
// aplikovani sily na fyzikalni model teto entity
this .PhysicsEntity.ApplyForce(
force, // velikost sily
false // true = lokalne, false = globalne
) ;
// update stavu entity
this .PhysicsEntity.UpdateState(true);
}
Vy´pis 14: Metoda Push pro ”postrcˇenı´“ autı´cˇka
Po stisknutı´ tlacˇı´tka Push na ovla´dacı´m formula´rˇi, se tedy pro kazˇde´ autı´cˇko zavola´
jeho vnitrˇnı´ metoda Push. Vsˇechny autı´cˇka tedy budou postrcˇeny danou silou dolu˚ z
roviny. Rozdı´l v materia´lech, pouzˇity´ch u jednotlivy´ch modelu˚, je patrny´ na prvnı´ po-
hled (obra´zek 24). Fialove´ autı´cˇko ma´ nastaveno nulove´ trˇenı´, proto se nikdy nezastavı´ a
bude se pohybovat konstantnı´ rychlostı´ po plosˇe sta´le do veˇtsˇı´ vzda´lenosti (samozrˇejmeˇ
toto nenı´ videˇt na obra´zku). Zbyle´ trˇi autı´cˇka se budou pohybovat dle nastavene´ho ma-
teria´lu. Zˇlute´ autı´cˇko s nejveˇtsˇı´m trˇenı´m se zastavı´ nejdrˇı´ve, cˇervene´ s minima´lnı´m trˇenı´m
nejpozdeˇji a zelene´, s polovicˇnı´ hodnotou trˇenı´, neˇkde mezi zˇluty´m a cˇerveny´m.
Uka´zka pouzˇitı´ entity tere´nu a vlastnosti odrazu
Tato uka´zkova´ u´loha demonstruje pra´ci s vy´sˇkovy´m tere´nem a fyzika´lnı´ vlastnostı´
Restitution (odraz). Po spusˇteˇnı´ simulace je zobrazena defaultnı´ sce´na s oblohou a slun-
cem, ktera´ vsˇak mı´sto standardnı´ rovne´ zemeˇ obsahuje vygenerovany´ vy´sˇkovy´ tere´n.
Soucˇa´stı´ simulace je take´ ovla´dacı´ formula´rˇ, kde je mozˇno nastavit rozmeˇr a cˇlenitost
tohoto tere´nu. Vsˇe je videˇt na obra´zku 25.
Vytvorˇeny´ tere´n je ve skutecˇnosti entita typu HeightFieldShape (TerrainEntity), ktera´
byla drˇı´ve zmı´neˇna v kategorii enviromenta´lnı´ch entit. Entita je vytvorˇena pomocı´ pole
vy´sˇkovy´ch bodu˚, ktere´ urcˇujı´ jak vysoky´ cˇi nı´zky´ bude tere´n v dane´m mı´steˇ. Tyto vy´sˇkove´
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Obra´zek 25: Vygenerovany´ vy´sˇkovy´ tere´n
body jsou na´hodneˇ generova´ny z hodnoty cˇlenitosti tere´nu, zadane´ v zobrazene´m for-
mula´rˇi. Prˇi defaultnı´ cˇlenitosti 5 (za´kladnı´ jednotka de´lky, v ra´mci simulace, je metr), jsou
tedy na´hodneˇ generova´ny vy´sˇkove´ body v rozmezı´ -5 azˇ +5 a prˇi nastavenı´ cˇlenitosti
rovne´ 0, je vygenerova´na rovna´ plocha. Tere´n lze take´ vytvorˇit naprˇ. pomocı´ bitma-
pove´ho obra´zku s odstı´ny sˇedi, definujı´cı´mi jeho vy´sˇku. Rozmeˇry tere´nu lze nahradit
pixelovy´m rozmeˇrem obra´zku a vy´sˇkove´ body jsou stupneˇ sˇedi jednotlivy´ch pixelu˚ v
rozmezı´ od 0 - 255.
Kromeˇ standartnı´ho materia´lu obsahuje tento tere´n i pouzˇitı´ tzv. efektu. Efekt je sou-
bor s prˇı´ponou ”.fx“, ktery´ je prˇirˇazen dane´ entiteˇ. V tomto prˇı´padeˇ ma´ tento soubor
za na´sledek vy´pocˇet stı´nu, aplikovane´ho jako texturu na model tere´nu. To ve vy´sledku
umozˇnˇuje snadneˇjsˇı´ vizua´lnı´ rozlisˇenı´ jednotlivy´ch vy´sˇkovy´ch rozdı´lu˚. Cˇı´m vysˇsˇı´ je cˇle-
nitost tere´nu, tı´m vy´razneˇjsˇı´ je stı´n vrcholu˚.
Nynı´ se dosta´va´me k demostraci fyzika´lnı´ vlastnosti odrazu. Pomocı´ zobrazene´ho
formula´rˇe lze totizˇ do sce´ny vlozˇit libovolny´ pocˇet entit. U teˇchto entit je mozˇnost nasta-
vit pra´veˇ velikost odrazu a jejich hmotnost. Lze volit entity ve tvaru koule, kapsule nebo
krychle. Tyto objekty jsou postupneˇ vkla´da´ny do simulace do urcˇite´ vy´sˇky nad vygene-
rovany´ tere´n, na neˇjzˇ na´sledneˇ dopadajı´. Snad ani nenı´ trˇeba popisovat rozdı´ly v chova´nı´
entit, prˇi odlisˇne´m nastavenı´ velikosti odrazu a hmotnosti. Na obra´zku 26 je videˇt cca 600
entit, poletujı´cı´ch a va´lejı´cı´ch se po vygenerovane´m tere´nu. Za zmı´nˇku stojı´, zˇe Express
edice MRDS obsahuje omezenı´ na pocˇet entit v simulaci, ktery´ch mu˚zˇe by´t maxima´lneˇ
64. V mnou pouzˇite´ verzi MRDS s Academic licencı´ se toto omezenı´ nenacha´zı´, proto
jsem meˇl mozˇnost vlozˇit do simulace libovolny´ pocˇet objektu˚.
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Obra´zek 26: Vy´sˇkovy´ tere´n s mnozˇstvı´m vlozˇeny´ch entit
Obra´zek 27: Pracovnı´ mo´dy spoju˚
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Spoje
Spoje (Joints) jsou velice du˚lezˇitou soucˇa´stı´ fyzika´lnı´ho enginu. Jsou nezbytnou sou-
cˇa´stı´ prˇi na´vrhu pohyblivy´ch cˇa´stı´, prˇicˇemzˇ se nemusı´ vzˇdy nutneˇ jednat o robota nebo
neˇkterou jeho cˇa´st. Typicky´m prˇı´kladem vyuzˇitı´ spoju˚ je naprˇ. roboticka´ pazˇe KUKA
LBR3, jezˇ je soucˇa´stı´ MRDS. Obecneˇ lze tedy rˇı´ci, zˇe jsou urcˇeny pro spojova´nı´ entit.
Kazˇdy´ spoj je charakterizova´n svy´mi fyzika´lnı´mi vlastnostmi, ktere´ vyuzˇı´va´ pra´veˇ fy-
zika´lnı´ engine. Spoje lze rozdeˇlit do neˇkolika kategoriı´ dle jejich DOF 6.
Rozdeˇlenı´ spoju˚ dle DOF:
• Angular (u´hlove´)
– Twist (X)
– Swing1 (Y)
– Swing2 (Z)
• Linear (linea´rnı´, translacˇnı´)
– Local axis (X)
– Normal (Y)
– Binomal (Z)
Vy´sˇe uvedene´ rozdeˇlenı´ spoju˚ dle DOF lze cha´pat jako pracovnı´ mo´dy, ktere´ lze na-
stavit jednotlivy´m spoju˚m. V za´kladu se rozdeˇlujı´ na u´hlove´ a translacˇnı´. U´hlove´ spoje
umozˇnˇujı´ entiteˇ rotaci vzhledem k vybrane´ ose, jezˇ je urcˇena zvoleny´m pracovnı´m mo´-
dem spoje (Twist, Swing1, Swing2). Linea´rnı´ nebo take´ translacˇnı´ spoje, slouzˇı´ k pohybu
enity ve smeˇru zvolene´ osy. Opeˇt obsahuje trˇi pracovnı´ mo´dy (Local axis, Normal, Bi-
normal), ktere´ rozlisˇujı´ jednotlive´ osy. Prˇehledne´ zobrazenı´ vsˇech os a jim odpovı´dajı´cı´ch
pracovnı´ch mo´du˚ se nacha´zı´ na obra´zku 27.
Tı´mto vsˇak mozˇnosti spoju˚ nekoncˇı´. Uvedene´ za´kladnı´ typy spoju˚ lze ru˚zneˇ kombino-
vat a vytva´rˇet tak spoje nove´, s pokrocˇilejsˇı´ funkcionalitou. Dı´ky cˇemuzˇ lze spoje rozdeˇlit
do dalsˇı´ch cˇtyrˇ kategoriı´, rozlisˇujı´cı´ spoje z hlediska typu jejich pouzˇitı´. Tento takzvany´
typ spoje tedy prˇı´mo souvisı´ s nastaveny´mi pracovnı´mi mo´dy spoje.
Rozdeˇlenı´ spoju˚ dle typu pouzˇitı´:
• Revolute,
• Spherical,
• Prismatic,
6Degree Of Freedom, oznacˇenı´ pohybu/rotace objektu vzhledem k urcˇity´m osa´m
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• Cylindrical.
Revolute spoje umozˇnˇujı´ rotaci entity vzhledem k jedne´ vybrane´ ose. Tento spoj lze
vytvorˇit pouzˇitı´m jednoho z jmenovany´ch u´hlovy´ch mo´du˚ (Twist, Swing1 nebo Swing2),
ktery´ urcˇuje osu rotace. Pojmem Spherical jsou oznacˇova´ny spoje, ktere´ dovolujı´ entiteˇ ro-
taci vzhledem ke dveˇma zvoleny´m osa´m. Tohoto lze dosa´hnout kombinacı´ dvou spoju˚,
s ru˚zny´mi u´hlovy´mi pracovnı´mi mo´dy (Twist+Swing1, Swing1+Swing2, ...). Spoje typu
Prismatic jsou cˇisteˇ translacˇnı´ a umozˇnˇujı´ entiteˇ pohyb po ose X . Poslednı´m typem je
Cylindrical spoj, ktery´ slucˇuje vlastnosti spoje Revolute a Prismatic. Entitu lze tedy ro-
tovat i s nı´ pohybovat, vzhledem k ose X . Uvedeny´m zpu˚sobem lze kuprˇı´kladu vy-
tvorˇit spoj typu Spherical, ktery´ umozˇnˇuje entiteˇ rotaci ve dvou osa´ch a reprezentuje
tedy funkci ramenı´ho kloubu.
Spoj je ve skutecˇnosti realizova´n jako instance trˇı´dy PhysicsJoint. Ta obsahuje vlastnı´
nastavenı´, jako je pouzˇity´ typ spoje (Angular nebo Linear) , odpovı´dajı´cı´ mo´d v neˇmzˇ
bude pracovat a maxima´lnı´ velikost sı´ly, kterou lze na spoj pu˚sobit. Kromeˇ teˇchto za´-
kladnı´ch nastavenı´ je nutno vytvorˇit tzv. Spring property (volneˇ prˇelozˇeno jako vlastnost
pruzˇiny), ktera´ zajistı´ fixaci spoje vzhledem k nastaveny´m osa´m. Pomocı´ te´to trˇı´dy se
take´ nastavujı´ dalsˇı´ vlastnosti spoje, jako je tuhost (SpringCoefficient), tlumenı´ (Dam-
perCoefficient) a klidova´ pozice spoje (EquilibriumPosition). Takto vytvorˇene´mu spoji
pak jizˇ pouze stacˇı´ dodefinovat body dvou ru˚zny´ch objektu˚, mezi nimizˇ se ma´ vytvorˇit
pozˇadovane´ spojenı´. Prˇesny´ postup pro vytvorˇenı´ spoje se nacha´zı´ nı´zˇe, v popisu uka´z-
kove´ u´lohy.
Pro rozpohybova´nı´ spoje mu˚zˇeme pouzˇı´t bud’ sı´lu pu˚sobı´cı´ na entitu ve spoji, stejny´
princip jako v prˇı´padeˇ modelu˚ autı´cˇek v kapitole pojedna´vajı´cı´ o sı´le, nebo metody prˇı´mo
obsazˇene´ ve trˇı´deˇ PhysicsJoint. Prˇi pouzˇitı´ u´hlovy´ch spoju˚ se jedna´ o metody SetAngu-
larDriveOrientation pro nastavenı´ u´hlove´ pozice spoje a SetAngularDriveVelocity pro
nastavenı´ rychlosti ota´cˇenı´. Analogicky u linea´rnı´ch spoju˚ lze pouzˇı´t metody SetLinear-
DrivePosition a SetLinearDriveVelocity.
Uka´zka pouzˇitı´ spoju˚ pro vytvorˇenı´ kyvadel
Po spusˇteˇnı´ simulace se ve sce´neˇ nacha´zı´ objekt (obra´zek 28), prˇipomı´najı´cı´ zna´mou
fyzika´lnı´ hrˇı´cˇku se zaveˇsˇeny´mi kulicˇkami. Tento objekt je slozˇen z ru˚zny´ch cˇa´stı´ drˇeveˇ-
ne´ho podstavce a z peˇti kyvadel. Kyvadlem je mysˇlena entita, jezˇ je slozˇena z kulicˇky na
tycˇce, zaveˇsˇene´ na jednom drˇeveˇne´m dı´lku.
Kyvadlo je reprezentova´no vlastnı´ trˇı´dou MyPendulum. Fyzicky je kyvadlo slozˇeno
z trˇech dı´lcˇı´ch entit tvaru BoxShape, CapsuleShape a SphereShape. Na obdelnı´k, tvorˇı´cı´
cˇa´st vrchnı´ho drˇeveˇne´ho u´chytu, je uchycena tycˇinka ve tvaru SpereShape, na nı´zˇ visı´
samotna´ kulicˇka.
Spoje jsou zde vyuzˇity pra´veˇ pro spojenı´ teˇchto trˇı´ entit v jeden objekt, reprezentujı´cı´
kyvadlo. Prvnı´ spoj se nacha´zı´ mezi spodnı´ cˇa´stı´ drˇeveˇne´ho u´chytu a hornı´m koncem
tycˇinky, druhy´ pak mezi spodnı´m koncem tycˇinky a vrchnı´ cˇa´stı´ kulicˇky. Oba pouzˇite´
spoje jsou u´hlove´. Pro dosazˇenı´ co nejveˇtsˇı´ho realismu ma´ hornı´ spoj nastaven vsˇechny trˇi
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Obra´zek 28: Kyvadla
pracovnı´ mo´dy, takzˇe umozˇnˇuje rotaci ve vsˇech trˇech osa´chX , Y , Z. Tento spoj umozˇnˇuje
kulicˇce pohyb v kazˇde´m smeˇru a je obdobou tzv. Foucaultova kyvadla. Podrobny´ popis
vytvorˇenı´ tohoto spoje se nacha´zı´ ve vy´pisu 15. Druhy´ spoj slouzˇı´ pouze pro pevne´ uchy-
cenı´ kulicˇky k tycˇince, je proto uzamcˇen (JointDOFMode.Locked) ve sve´ klidove´ pozici.
// vytvoreni uhloveho spoje
JointAngularProperties commonAngular = new JointAngularProperties();
// nastaveni modu pro rotaci kolem os X, Y, Z
commonAngular.TwistMode = JointDOFMode.Free;
commonAngular.Swing1Mode = JointDOFMode.Free;
commonAngular.Swing2Mode = JointDOFMode.Free;
// nastaveni pohybu twist modu
commonAngular.TwistDrive = new JointDriveProperties(
JointDriveMode.Position, // rizeni dle pozice
new SpringProperties(1, 1, 0), // tuhost, tlumeni, klidova pozice spoje
10000); // limit na silu
// nastaveni pohybu swing modu
commonAngular.SwingDrive = new JointDriveProperties(
JointDriveMode.Position, // rizeni dle pozice
new SpringProperties(1, 1, 0), // tuhost, tlumeni, klidova pozice spoje
1000000); // limit na silu
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// vlastnosti spoje
JointProperties jointProps = new JointProperties(commonAngular, null, null);
jointProps.EnableCollisions = true;
// vytvoreni a pojmenovani spoje
joint1 = PhysicsJoint.Create(jointProps);
joint1 .State.Name = ”Joint1”;
// nastaveni konektoru pro spoj mezi boxem a kapsuli
joint1 .State.Connectors[0] = new EntityJointConnector(
box, // prvni entita
new Vector3(0, 1, 0), // normala
new Vector3(1, 0, 0), // osa
new Vector3(0, −0.1f, 0)); // bod pro umisteni spoje
joint1 .State.Connectors[1] = new EntityJointConnector(
capsule, // druha entita
new Vector3(0, 1, 0), // normala
new Vector3(1, 0, 0), // osa
new Vector3(0, 0.5f, 0)) ; // bod pro umisteni spoje
// vytvoreni fyzikalni reprezentace spoje
PhysicsEngine.InsertJoint( joint1 ) ;
Vy´pis 15: Vytvorˇenı´ spoje pro rotaci kolem vsˇech os
Celkovy´ objekt ve sce´neˇ je tedy vytvorˇen z peˇti instancı´ trˇı´dy MyPendulum. Soucˇa´stı´
simulace je i formula´rˇ, kde lze nastavit velikosti sı´ly, kterou ma´ by´t postrcˇena poslednı´
vytvorˇena´ kulicˇka. Pomocı´ te´to sı´ly, jezˇ je urcˇena´ vektorem, se da´ lehce rozpohybovat
vsˇech peˇt kulicˇek. Snazˇil jsem se vytvorˇit model zmı´neˇne´ fyzika´lnı´ hrˇı´cˇky, kdy se jednı´m
rozpohybova´nı´m neusta´le prˇeda´va´ energie mezi krajnı´mi kulicˇkami. Nepodarˇilo se mi
vsˇak najı´t zˇa´dny´ preciznı´ na´vod, pro spra´vne´ nastavenı´ jednotlivy´ch fyzika´lnı´ch vlast-
nostı´ entit a pouhy´m tipova´nı´m velikosti trˇenı´ a odrazu, jsem tohoto efektu nedocı´lil. I
prˇesto vsˇak u´loha slouzˇı´ jako uka´zka fyzikalnı´ch mozˇnostı´ spoju˚.
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4 Propojenı´ .NET Micro Frameworku a Microsoft Robotics De-
veloper Studia
Tato kapitola se zaby´va´ mozˇny´m zpu˚sobem vza´jemne´ komunikace mezi .NET Micro
Frameworkem a Microsoft Robotics Developer Studiem. Jejı´m obsahem je popis komu-
nikacˇnı´ch protokolu˚, ktere´ tyto na´stroje pouzˇı´vajı´ v prostrˇedı´ webovy´ch sluzˇeb, prˇicˇemzˇ
princip vza´jemne´ komunikace plyne pra´veˇ z teˇchto komunikacˇnı´ch protokolu˚. Na´sledneˇ
je zde uveden mozˇny´ princip tohoto propojenı´ a hlavneˇ zdu˚vodneˇnı´, procˇ by bylo vy´-
hodne´ tuto komunikaci mezi obeˇma na´stroji vu˚bec realizovat.
4.1 .NET Micro Framework a DPWS
Pod pojmem DPWS7 si lze prˇedstavit mnozˇinu implementacı´, vycha´zejı´cı´ch ze specifi-
kacı´ webovy´ch sluzˇeb. Microsoft poprve´ prˇedstavil DPWS[24] v kveˇtnu 2004. Jedna´ se
tedy o implementaci mechanismu˚, jezˇ umozˇnˇujı´ klientovi jednoduche´ objevenı´ zarˇı´zenı´,
prˇipojeny´ch v sı´ti. Kdyzˇ klient takove´to zarˇı´zenı´ objevı´, mu˚zˇe si od neˇj vyzˇa´dat popis na
neˇm beˇzˇı´cı´ch sluzˇeb a na´sledneˇ je schopen tyto sluzˇby vyuzˇı´vat. Windows Vista obsahuje
nativneˇ DPWS pod na´zvem WSDAPI8, dı´ky cˇemuzˇ je schopen vyhleda´vat a vyuzˇı´vat
ru˚zna´ zarˇı´zenı´ v sı´ti (tiska´rny, skenery, ...).
Funkcionalita DPWS:
• zjisˇteˇnı´ DPWS zarˇı´zenı´ v sı´ti a sluzˇeb ktere´ nabı´zı´,
• zası´la´nı´ zpra´v DPWS zarˇı´zenı´ a prˇı´jem odpoveˇdı´,
• popis sluzˇby prostrˇednictvı´m WSDL,
• interakce s vybranou sluzˇbou dle WSDL,
• prˇedpla´cenı´ sluzˇeb a notifikace uda´lostı´.
.NET Micro Framework obsahuje podporu pro DPWS[18] jizˇ od verze 3.0 (aktua´lnı´
verze je 4.0). Obsahuje tzv. DPWS Stack, ktery´ byl vytvorˇen specia´lneˇ pro .NET Micro Fra-
mework a nepobeˇzˇı´ tedy na klasicke´m Windows pocˇı´tacˇi, s vy´jimkou emula´toru. DPWS
knihovna pro .NET Micro Framework vsˇak neobsahuje vesˇkerou funkcionalitu, kterou
lze najı´t u plnohodnotne´ho DPWS. Obsahuje pouze potrˇebnou podmnozˇinu funkcı´ pro
podporu DPWS na male´m embedded zarˇı´zenı´, prˇesto vsˇak nabı´zı´ mnozˇstvı´ ru˚zny´ch kon-
figuracı´ vzhledem k Host-Klient architekturˇe webovy´ch sluzˇeb.
Mozˇne´ zpu˚soby pouzˇitı´ DPWS u .NET Micro Frameworku:
1. Host sluzˇba - .NET Micro Framework zarˇı´zenı´
7Device Profile for Web Services
8Web Services on Devices API, imlementace DPWS pro Windows Vista a Windows Server 2008
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• Klient sluzˇba - .NET Micro Framework emula´tor
• Klient sluzˇba - .NET Micro Framework druhe´ zarˇı´zenı´
• Klient sluzˇba - WSDAPI klient na Windows pocˇı´tacˇi
• Klient sluzˇba - WCF klient aplikace na Windows pocˇı´tacˇi
2. Klient sluzˇba - .NET Micro Framework zarˇı´zenı´
• Host sluzˇba - .NET Micro Framework emula´tor
• Host sluzˇba - .NET Micro Framework druhe´ zarˇı´zenı´
• Host sluzˇba - WSDAPI host na Windows pocˇı´tacˇi
• Host sluzˇba - WCF host aplikace na Windows pocˇı´tacˇi
Protozˇe DPWS stojı´ na specifikaci webovy´ch sluzˇeb, samotna´ komunikace probı´ha´
skrze zna´my´ SOAP9 protokol a zası´lane´ zpra´vy jsou ve forma´tu XML. .NET Micro Fra-
mework obsahuje zmı´neˇnou knihovnu pro pra´ci s DPWS, jako i funkce pro pra´ci s XML
(XML parsery apod.). Pro pouzˇitı´ WSDL u .NET Micro Frameworku jizˇ stacˇı´ jen dane´
zarˇı´zenı´ prˇipojit k sı´ti, cozˇ s nabı´dkou dnesˇnı´ch kitu˚ a modulu˚ nenı´ proble´m. Naprˇı´klad
vy´sˇe popsany´ kit Tahoe-II obsahuje jizˇ v za´kladu RJ-45 konektor pro TCP/IP komunikaci
a patici pro volitelny´ wifi modul.
4.2 Microsoft Robotics Developer Studio a DSSP
Jak jizˇ bylo zmı´neˇno, MRDS je postavene´ na servisneˇ orientovane´ architekturˇe a komu-
ninikace mezi jednotlivy´mi sluzˇbami je realizova´na prostrˇednictvı´m zası´la´nı´ zpra´v. Pro-
tokol DSSP slouzˇı´ pra´veˇ pro komunikaci mezi teˇmito sluzˇbami a je za´kladnı´m prvkem
aplikacˇnı´ho modelu DSS. DSSP vycha´zı´ z protokolu SOAP, cozˇ je vsˇeobecneˇ zna´my´ pro-
tokol, pouzˇı´vany´ pro vy´meˇnu dat mezi webovy´mi sluzˇbami. DSSP definuje jaky´si od-
lehcˇeny´ servisnı´ model, avsˇak se zachova´nı´m zna´my´ch pojmu˚, jako je identita sluzˇby,
stav sluzˇby a vztah mezi sluzˇbami. DSSP definuje jednotny´ model pro vytva´rˇenı´, spra´vu,
prˇedpla´cenı´ a organizaci sluzˇeb. Nı´zˇe jsou uvedeny operace, obsazˇene´ v tomto apli-
kacˇnı´m modelu DSSP.
Aplikacˇnı´ model DSSP:
• vytvorˇenı´ sluzˇby (operace CREATE),
• ukoncˇenı´ sluzˇby (operace DROP),
• zjisˇteˇnı´ kontextu sluzˇby (operace LOOKUP),
• zjisˇteˇnı´ stavu sluzˇby (operace GET, QUERY),
9Simple Object Access Protocol, protokol pro vy´meˇnu zpra´v zalozˇeny´ch na XML
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Obra´zek 29: Princip komunikace MRDS s fyzicky´m robotem
• modifikace stavu sluzˇby (operace INSERT, UPDATE, UPSERT, DELETE, REPLACE),
• notifikace zmeˇny stavu sluzˇby (operace SUBSCRIBE).
Samotne´ zpra´vy majı´ formu strukturovany´ch dat ve forma´tu XML. Operace obsazˇene´
v DSSP jsou navrzˇeny jako podpora pro manipulaci se strukturovany´mi daty, ale pro sa-
motny´ prˇenos zpra´vy je vyuzˇit protokol HTTP, stejneˇ jako v prˇı´padeˇ protokolu SOAP.
Pro vy´meˇnu zpra´v mezi dveˇma sluzˇbami jsou definovane´ dva vzory. Prvnı´ z nich je One-
way a pouzˇı´va´ se u operacı´, kde nenı´ ocˇeka´va´na odpoveˇd’ (naprˇ. operace INSERT). Druhy´
vzor s na´zvem Request-Response, se skla´da´ z pozˇadavku a odpoveˇdi (naprˇ. operace SUB-
SCRIBE a QUERY). Protozˇe cela´ struktura zpra´v vycha´zı´ z protokolu SOAP, lze u DSSP
najı´t mnozˇstvı´ spolecˇny´ch prvku˚, jako je naprˇı´klad osˇetrˇenı´ selha´nı´, jezˇ je u DSSP rˇesˇeno
prˇesneˇ dle specifikace protokolu SOAP.
4.3 Vza´jemna´ komunikace
Je zrˇejme´, zˇe vza´jemnou komunikaci mezi .NET Micro Frameworkem a MRDS by teo-
reticky bylo mozˇno realizovat prostrˇednictvı´m vy´sˇe zmı´neˇny´ch protokolu˚. .NET Micro
Framework obsahuje podporu pro DPWS, jezˇ komunikuje s ostatnı´mi sluzˇbami skrze
protokol SOAP. Na druhou stranu u MRDS probı´ha´ komunikace mezi sluzˇbami prostrˇed-
nictvı´m protokolu DSSP, ktery´ ale principia´lneˇ take´ vycha´zı´ z protokolu SOAP.
K cˇemu je na´m vsˇak takove´to propojenı´ dobre´? MRDS ma´ jednu vcelku velkou nevy´-
hodu, plynoucı´ pra´veˇ z architektury webovy´ch sluzˇeb, na nı´zˇ je postaven. Ta je patrna´
hlavneˇ prˇi pra´ci s fyzicky´m robotem. Prˇi psanı´ sluzˇby rˇı´dı´cı´ robota, se jejı´ ko´d nevy-
kona´va´ prˇı´mo ve fyzicke´m robotovi, ale pouze komunikuje se sluzˇbou, ktera´ dane´ho
robota zastupuje. Tato za´stupna´ sluzˇba pak jizˇ prˇı´mo vysı´la´ dane´ prˇı´kazy robotovi. Tento
prˇenos vsˇak jizˇ neprobı´ha´ prostrˇednictvı´m protokolu DSSP, ale pomocı´ neˇjake´ho na-
tivnı´ho protokolu urcˇene´ho pro komunikaci s robotem. Princip je vyobrazen na obra´zku
29.
Naprˇı´klad u robota Lego NXT Tribot jsou tyto nativnı´ prˇı´kazy zası´la´ny robotovi prˇes
Bluetooth. Robot narazı´ na prˇeka´zˇku, posˇle skrze Bluetooth zpra´vu sve´ za´stupne´ sluzˇbeˇ,
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zˇe dosˇlo ke kontaktu. Za´stupna´ sluzˇba to pak jizˇ pomocı´ DSSP protokolu da´ veˇdeˇt nasˇı´
rˇı´dı´cı´ sluzˇbeˇ, ktera´ teprve danou situaci vyhodnotı´. Tento typ komunikace je pomeˇrneˇ
zdlouhavy´ a vede k proble´mu˚m pomale´ho prˇenosu dat, ztra´ty dat, nı´zke´ u´rovneˇ signa´lu
apod. Neumozˇnˇuje tedy tzv. real-time rˇı´zenı´ robota.
Idea´lnı´ rˇesˇenı´ by tedy bylo, kdyby byl ko´d vytvorˇene´ DSS sluzˇby zpracova´va´n prˇı´mo
v robotovi, nebo alesponˇ v jeho ”teˇsne´ blı´zkosti“. To by umozˇnilo minimalizaci, cˇi u´plne´
odstraneˇnı´ vy´sˇe zmı´neˇny´ch proble´mu˚. Zde prˇicha´zı´ na´pad pouzˇı´t .NET Micro Frame-
work, protozˇe mezi jeho prˇednosti patrˇı´ prˇedevsˇı´m rˇı´zeny´ ko´d a beˇh aplikace bez opera-
cˇnı´ho syste´mu. Komunikace mezi .NET Micro Frameworkem a MRDS by tedy mohla
probı´hat skrze aplikaci v roli prostrˇednı´ka, ktera´ by byla schopna parsovat zpra´vy SOAP
na DSSP (nebo naopak). Dı´ky tomuto by bylo mozˇne´ pouzˇı´t .NET Micro Framework
pro samotne´ rˇı´zenı´ robota, kdy by komunikace robota se sluzˇbou beˇzˇı´cı´ na vzda´lene´m
pocˇı´tacˇi, byla nahrazena komunikacı´ se sluzˇbou beˇzˇı´cı´ na male´m .NET Micro Framework
procesoru, umı´steˇne´m naprˇ. prˇı´mo v robotovi.
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5 Za´veˇr
Prˇestozˇe je .NET Micro Framework nejnoveˇjsˇı´m prˇı´ru˚stkem v rodineˇ Windows Embed-
ded, sta´le vı´ce si upevnˇuje svou pozici v oblasti programova´nı´ teˇch nejmensˇı´ch zarˇı´zenı´.
Jeho popularita roste nejen dı´ky jeho hlavnı´m prˇednostem, mezi ktere´ patrˇı´ prˇedevsˇı´m
beˇh aplikacı´ bez operacˇnı´ho syste´mu a rˇı´zeny´ ko´d, ale take´ proto, zˇe s kazˇdou novou
verzı´ tohoto frameworku se objevujı´ i nove´ knihovny, da´le rozsˇirˇujı´cı´ sta´vajı´cı´ funkciona-
litu frameworku. Vy´robci samotny´ch embedded zarˇı´zenı´ drzˇı´ krok s neusta´le se zvysˇujı´cı´
podporou nove´ho hardwaru, cozˇ ve vy´sledku umozˇnˇuje programa´toru˚m embedded apli-
kacı´ vyuzˇı´vat sta´le nove´ softwarove´ i hardwarove´ funkce. V te´to cˇa´sti jsem se pokusil
nava´zat na mou bakala´rˇskou pra´ci[20], jezˇ byla zameˇrˇena na hlavnı´ funkce .NET Micro
Frameworku. Zde se vsˇak prˇeva´zˇneˇ zaby´va´m pra´veˇ novy´mi funkcemi frameworku, ktere´
jsem na´zorneˇ demonstroval na neˇkolika prakticky´ch u´loha´ch, vytvorˇeny´ch na vy´vojove´m
kitu Tahoe-II.
Microsoft Robotics Developer Studio je vsˇestranny´m na´strojem pro pouzˇitı´ v oblasti
robotiky. Vzhledem k jeho robustnosti, bylo cı´lem te´to cˇa´sti, podrobneˇji seza´mit cˇtena´rˇe
s graficky´mi a fyzika´lnı´mi mozˇnostmi simulace. Kromeˇ popisu za´kladnı´ architektury
cele´ho frameworku, obsahuje pra´ce podrobneˇjsˇı´ popis simulacˇnı´ho enginu, jezˇ se stara´
o spra´vu entit v simulaci a vykreslova´nı´ vy´sledne´ 3D sce´ny, prostrˇednictvı´m XNA Fra-
meworku. Podrobneˇji jsou zde popsa´ny i hlavnı´ funkce fyzika´lnı´ho enginu, jezˇ je posky-
tova´n firmou NVIDIA pod na´zvem NVIDIA PhysX engine. Ten ma´ na starost vy´pocˇty
ty´kajı´cı´ se fyzika´lnı´ch vlastnostı´ a velicˇin, nebo take´ vytva´rˇenı´ fyzika´lnı´ch reprezentacı´
modelu˚ a spoju˚ mezi entitami. Tyto popsane´ hlavnı´ funkce simulacˇnı´ho a fyzika´lnı´ho en-
ginu jsou prakticky prˇedvedeny na neˇkolika vytvorˇeny´ch uka´zkovy´ch u´loha´ch, jezˇ de-
monstrujı´ sˇiroke´ spektrum pouzˇitı´ simulacˇnı´ho prostrˇedı´. Dı´ky obsazˇene´ funkcionaliteˇ
se tedy simulacˇnı´ prostrˇedı´ nejenzˇe doka´zˇe te´meˇrˇ vyrovnat s prostrˇedı´m rea´lne´ho sveˇta,
ale v mnoha prˇı´padech je jeho pouzˇitı´ te´meˇrˇ nutnostı´. Kuprˇı´kladu v oblasti na´vrhu robo-
ticky´ch prototypu˚ a jejich testova´nı´ ve specificke´m prostrˇedı´ (pohyb robota na povrchu
planety Mars apod.).
Trˇetı´ cˇa´st pra´ce obsahuje strucˇny´ popis principu komunikace obou na´stroju˚ s webovy´-
mi sluzˇbami, z cˇehozˇ plyne i mozˇny´ zpu˚sob vza´jemne´ komunikace mezi .NET Micro Fra-
meworkem a Microsoft Robotics Developer Studiem. Toto propojenı´ se opı´ra´ o podobnost
pouzˇity´ch komunikacˇnı´ch protokolu˚ SOAP a DSSP. Netvrdı´m, zˇe mnou popsany´ zpu˚sob
je jediny´, nebo dokonce spra´vny´, ale ma´ slouzˇit jako inspirace pro mozˇne´ budoucı´ vyuzˇitı´
vy´hod .NET Micro Frameworku v oblasti robotiky.
Va´clav Svatonˇ
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