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Abstrakt
Tato pra´ce se zaby´va´ na´vrhem a implementac´ı sˇifrovac´ıch algoritmu˚ AES a DES pro
vestaveˇne´ syste´my. Architektury jsou implementova´ny v jazyce VHDL a navrzˇeny pro
umı´steˇn´ı do programovatelny´ch logicky´ch pol´ı FPGA. Vy´sledna´ rˇesˇen´ı jsou urcˇena pro ob-
vody Xilinx Spartan 3. Obeˇ architektury pracuj´ı v rezˇimu ECB (Electronic Codebook)
s pouzˇ´ıt´ım vyrovna´vac´ıch pameˇt´ı. Maxima´ln´ı propustnost navrzˇene´ho architektury DES je
370 Mb/s prˇi pracovn´ı frekvenci 104 MHz. Pro sˇifrova´n´ı algoritmem AES je propustnost na
maxima´ln´ı frekvenci 118 MHz azˇ 228 Mb/s. Prˇi porovna´n´ı se softwarovy´mi implementacemi,
urcˇeny´mi pro vestaveˇne´ syste´my, dosa´hly obeˇ architektury podstatneˇ vysˇsˇ´ıch propustnost´ı.
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Abstract
This thesis deals with design and implementation of AES and DES encryption architectu-
res for embedded systems. Architectures are implemented in VHDL language and design
for FPGA technology. The proposed implementations are mapped on the Xilinx Spartan
3 technology. Both architectures are applied in simple ECB (Electronic Codebook) scheme
with cache memories. A maximum throughput of design DES architecture 370 Mbps is
achived with clock frequency of 104 MHz. The throughput of AES architecture at the ma-
ximum clock frequency of 118 MHz is 228 Mbps. Compared to software implementations
for embedded systems, we achieve significantly higher throughput for both architectures.
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Kapitola 1
U´vod
Pocˇ´ıtacˇove´ syste´my a s´ıteˇ sta´le prˇicha´z´ı s novy´mi pozˇadavky na vysˇsˇ´ı rychlost a bezpecˇnost
dat. Na bezpecˇnost je kladen velky´ d˚uraz z d˚uvodu sta´le cˇasteˇjˇs´ıch u´tok˚u na pocˇ´ıtacˇove´
syste´my a sta´va´ se jedn´ım z nejd˚ulezˇiteˇjˇs´ıch faktor˚u prˇi vy´voji cele´ho spektra aplikac´ı. Pro
ochranu prˇenosu a ulozˇen´ı citlivy´ch dat jsou velmi cˇasto pouzˇ´ıvane´ symetricke´ sˇifrovac´ı
algoritmy. Od sedmdesa´ty´ch let byl jednoznacˇneˇ nejd˚ulezˇiteˇjˇs´ım algoritmem v oblasti sy-
metricke´ kryptografie algoritmus DES, ktery´ se stal standardem pro sˇifrova´n´ı dat. I prˇesto,
zˇe se o jeho bezpecˇnosti spekulovalo jizˇ prˇi jeho vzniku, byl dalˇs´ı standart prˇijat azˇ v roce
2001 a stal j´ım algoritmus AES, ktery´ postupneˇ nahrazuje jizˇ zastaraly´ algoritmus DES.
Sˇifrovac´ı algoritmy lze realizovat jak softwaroveˇ, tak hardwaroveˇ. Prˇi softwarove´ im-
plementaci beˇzˇ´ı aplikace na univerza´ln´ım procesoru, kde se jednotlive´ operace vykona´vaj´ı
sekvencˇneˇ, neuvazˇujeme-li paraleln´ı zpracova´n´ı na u´rovni v´ıce procesor˚u nebo procesorovy´ch
jader. V prˇ´ıpadeˇ hardwarove´ implementace je mozˇne´ navrhnout specializovany´ obvod urcˇeny´
pro konkre´tn´ı u´lohu, jakou mu˚zˇe by´t trˇeba sˇifrova´n´ı vstupn´ıho bloku dat. Prˇi na´vrhu lze
uvazˇovat r˚uzne´ aspekty popisovany´ch algoritmu˚ a ty vyuzˇ´ıvat pro zarˇazen´ı r˚uzny´ch optima-
lizac´ı v podobeˇ naprˇ. zrˇeteˇzen´ı nebo paralelismu, cozˇ lze prˇi vytva´rˇen´ı softwarove´ho rˇesˇen´ı
pouze v omezene´ mı´ˇre. Vy´sledkem kvalitn´ı hardwarove´ implementace mu˚zˇe by´t obvod s da-
leko vysˇsˇ´ı propustnost´ı, nizˇsˇ´ı cenou a spotrˇebou, nezˇ u klasicke´ho univerza´ln´ıho vy´pocˇetn´ıho
syste´mu. Nevy´hodou tohoto rˇesˇen´ı je naopak na´kladneˇjˇs´ı vy´voj, proto se toto rˇesˇen´ı nejle´pe
uplatnˇuje prˇi se´riove´ vy´robeˇ, prˇi ktere´ se vyrob´ı velke´ mnozˇstv´ı teˇchto obvod˚u, nebo prˇi
vy´robeˇ zarˇ´ızen´ı, u neˇhozˇ je kladen velky´ d˚uraz na rychlost a spotrˇebu. V prˇ´ıpadeˇ hard-
warove´ implementace algoritmu˚ DES a AES se dosahuje neˇkoliksetkra´t azˇ tis´ıckra´t vysˇsˇ´ı
propustnosti nezˇ u rˇesˇen´ı softwarove´ho.
C´ılem te´to pra´ce je navrhnout vhodnou hardwarovou realizaci algoritmu˚ AES a DES,
s pozˇadavkem na mozˇnost jejich umı´steˇn´ı do programovatelne´ho logicke´ho pole FPGA,
prove´st jejich implementaci v jazyce VHDL a na´slednou synte´zu. Vy´sledky hardwarovy´ch
realizac´ı budou porovna´ny se softwarovy´mi implementacemi a poskytuj´ı mozˇnost srovnat
algoritmy mezi sebou. Pozˇadovanou vlastnost´ı obou realizac´ı je minima´ln´ı propustnost
100 Mb/s pro jejich mozˇne´ vyuzˇit´ı v s´ıt’ovy´ch aplikac´ıch, a to prˇi snaze o minima´ln´ı rˇesˇen´ı
z hlediska obsazenosti zdroj˚u v obvodu FPGA.
Pra´ce je cˇleneˇna do neˇkolika logicky´ch celk˚u, organizovany´ch na´sledovneˇ. Kapitola 2 je
veˇnova´na teoreticke´mu rozboru problematiky. Po kra´tke´m shrnut´ı historie kryptografie a
u´vodu do symetricke´ho sˇifrova´n´ı jsou zde detailneˇ popsa´ny principy a vlastnosti jednotlivy´ch
sˇifrovac´ıch algoritmu˚ DES a AES. V Kapitole 3 je prezentova´n na´vrh hardwarove´ realizace
algoritmu DES. Jsou zde popsa´na zapojen´ı jednotlivy´ch operac´ı, ktere´ se uplatnˇuj´ı prˇi
sˇifrova´n´ı, da´le jejich u´loha a umı´steˇn´ı v ra´mci cele´ architektury. V kapitole jsou da´le uvedeny
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vlastnosti architektury a srovna´n´ı implementace se softwarovy´m rˇesˇen´ım. Kapitola 4 se
zaby´va´ popisem vnitrˇn´ıho zapojen´ı komponent v sˇifrova´n´ı algoritmem AES a jejich zarˇazen´ı
do vy´sledne´ architektury. Kapitola take´ popisuje metody pouzˇite´ pro minimalizaci vy´sledne´
architektury. Na za´veˇr shrnuje vlastnosti vy´sledne´ implementace a porovna´va´ se softwarovou
realizac´ı. V za´veˇrecˇne´ kapitole 5 jsou uvedeny dosazˇene´ vy´sledky a rozvedena mozˇnost
dalˇs´ıho vy´voje.
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Kapitola 2
Teoreticky´ rozbor
Korˇeny sˇifrova´n´ı sahaj´ı do da´vne´ minulosti a sˇifrova´n´ı hra´lo d˚ulezˇitou roli v mnoha d˚ulezˇity´ch
a zlomovy´ch okamzˇic´ıch nasˇ´ı historie. Naprˇ´ıklad se stalo jedn´ım z rozhoduj´ıc´ıch faktor˚u ve
vy´sledku obou sveˇtovy´ch va´lek, kdy trˇeba prolomen´ı sˇifrovac´ıho stroje Enigma umozˇnˇovalo
Spojenc˚um deko´dovat neˇmecke´ zpra´vy, cozˇ se uka´zalo obrovskou vy´hodou, ktera´ prˇispeˇla
k celkove´mu v´ıteˇzstv´ı Spojenc˚u. Prvn´ı vojenske´ sˇifrovac´ı zarˇ´ızen´ı vyuzˇ´ıvaj´ıc´ı transpozicˇn´ı
sˇifry pocha´z´ı jizˇ ze Sparty z 5. stolet´ı, substitucˇn´ı sˇifrova´n´ı pouzˇ´ıval jizˇ Julius Caesar. V Ev-
ropeˇ dosˇlo k rozmachu kryptografie v 15. stolet´ı, kdy evropsˇt´ı panovn´ıci i Vatika´n necha´vali
sˇifrovat sve´ diplomaticke´ zpra´vy. V 18. stolet´ı se zacˇalo sˇifrova´n´ı pouzˇ´ıvat na pr˚umyslove´
u´rovni, cozˇ vedlo k velke´mu rozvoji oboru kryptografie. Obrovsky´ pokrok znamenaly pro
sˇifrova´n´ı va´lky, zvla´sˇteˇ prvn´ı a druha´ sveˇtova´. Asi nejzna´meˇjˇs´ı se stala sˇifra Enigma, kterou
pouzˇ´ıvala za druhe´ sveˇtove´ va´lky neˇmecka´ arma´da. [3, 4, 27]
Zacˇa´tky modern´ı kryptografie sahaj´ı do 70. let 20. stolet´ı, kdy byl v roce 1976 prˇijat jako
prvn´ı sˇifrovac´ı standard DES. Velky´ pr˚ulom znamenal rok 1977, kdy veˇdci Rivest, Shama´
a Adleman vymysleli jednosmeˇrnou funkci splnˇuj´ıc´ı podmı´nku asymetricke´ho sˇifrova´n´ı. Je-
jich algoritmus byl nazva´n RSA a dosud nebyl prolomen. Pro snadneˇjˇs´ı pouzˇit´ı sˇifrovac´ıch
algoritmu˚ ve verˇejne´m sektoru byla vyvinuta spousta softwaru umozˇnˇuj´ıc´ıho ochranu dat a
datove´ komunikace. Tyto softwary vyuzˇ´ıvaj´ı vsˇechny dnes dostupne´ algoritmy, jako je naprˇ.
IDEA, BlowFish, SkipJack nebo RC5. Plat´ı vsˇeobecne´ pravidlo, zˇe se nesmı´ vyva´zˇet do te-
roristicky´ch zemı´. V roce 1997 se uka´zalo, zˇe nen´ı proble´mem napsat software, ktery´ necha´
paralelneˇ pracovat tis´ıce pocˇ´ıtacˇ˚u po cele´m sveˇteˇ a sˇifru DES prolomit, proto byla v tomto
roce vyhla´sˇena souteˇzˇ na symetricky´ algoritmus, ktery´ by DES nahradil. Dne 26. 5. 2002
byla schva´lena sˇifra AES jako standard. [27]
2.1 Symetricka´ kryptografie
Symetricka´ kryptografie vyuzˇ´ıva´ k sˇifrova´n´ı i desˇifrova´n´ı pouze jediny´ kl´ıcˇ. Ten musej´ı zna´t
obeˇ strany, jak strana vys´ılaj´ıc´ı zpra´vu, tak strana zpra´vu prˇij´ımaj´ıc´ı. Podstatnou vy´hodou
symetricky´ch sˇifer je jejich n´ızka´ vy´pocˇetn´ı na´rocˇnost. Algoritmy pro sˇifrova´n´ı s verˇejny´m
kl´ıcˇem mohou by´t i neˇkolikana´sobneˇ pomalejˇs´ı. Na druhou stranu velkou nevy´hodou symet-
ricke´ho sˇifrova´n´ı je distribuce kl´ıcˇ˚u. Aby mohli dveˇ strany komunikovat, mus´ı si kl´ıcˇ prˇedat
(cˇasto elektronicky) a zde vznika´ nebezpecˇ´ı, zˇe se k neˇmu dostane nepovolana´ osoba. Sy-
metricke´ sˇifry se z hlediska zpracova´n´ı otevrˇene´ho textu deˇl´ı na dva za´kladn´ı druhy a to
proudove´ a blokove´. Proudove´ zpracova´vaj´ı otevrˇeny´ text po znac´ıch abecedy. Jsou jimi
naprˇ´ıklad RC4 a FISH. Blokove´ sˇifry zpracova´vaj´ı informace po bloc´ıch dane´ de´lky, prˇicˇemzˇ
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posledn´ı blok prˇizp˚usob´ı vhodny´m zp˚usobem de´lce jednoho bloku. Podstatne´ u blokovy´ch
sˇifer je, zˇe vsˇechny bloky jsou sˇifrova´ny a desˇifrova´ny stejnou transformac´ı. Prˇ´ıklady blo-
kovy´ch sˇifer jsou AES, DES, 3DES, IDEA, Blowfish. Veˇtsˇina teˇchto sˇifer pouzˇ´ıva´ blok
o de´lce 64 bit˚u, avsˇak jizˇ se prˇecha´z´ı na blok 128 bit˚u, ktery´ pouzˇ´ıva´ algoritmus AES. [12, 1]
2.2 Algoritmus DES
Algoritmus DES [20] je prvn´ım z verˇejny´ch kryptograficky´ch algoritmu˚. I prˇes rˇadu v soucˇasne´
dobeˇ zna´my´ch chyb je velice popula´rn´ı a cˇasto pouzˇ´ıva´n. V roce 1973 vyhla´silo Ministerstvo
obchodu USA souteˇzˇ na vytvorˇen´ı sˇifrovac´ıho standardu, ktery´ by dostatecˇneˇ zabezpecˇil
ochranu d˚uveˇrny´ch dat v informacˇn´ıch syste´mech. Vysoky´m na´rok˚um vsˇak nevyhoveˇl zˇa´dny´
z navrhovany´ch algoritmu˚, a proto se souteˇzˇ konala v roce 1974 znovu. Vı´teˇzem se stala
firma IBM. Ta nevyvinula zcela novy´ algoritmus, ale ’pouze’ zdokonalila sv˚uj sta´vaj´ıc´ı
sˇifrovac´ı algoritmus Lucifer, jenzˇ byl vyvinut vy´zkumny´m ty´mem pod veden´ım doktora Tu-
chmana. Sˇifrovac´ı algoritmus DES prosˇel i bezpecˇnostn´ım hodnocen´ım National Security
Agency (te´zˇ zna´me´ pod zkratkou NSA). V roce 1975 si jej firma IBM nechala patento-
vat. Za´rovenˇ umozˇnila jej´ı bezplatne´ pouzˇ´ıva´n´ı na u´zemı´ USA. V brˇeznu te´hozˇ roku byl
zverˇejneˇn sˇifrovac´ı algoritmus DES. V listopadu 1976 byl DES prˇijat jako sˇifrovac´ı stan-
dard pro zabezpecˇen´ı neutajovany´ch dat v civiln´ım a vla´dn´ım sektoru s prˇedpokla´danou
de´lkou pouzˇ´ıva´n´ı deset azˇ patna´ct let, s podmı´nkou, zˇe jeho bezpecˇnost bude kazˇdy´ch peˇt
let kontrolova´na. Dı´ky masove´mu rozsˇ´ıˇren´ı sˇifrovac´ıho standardu DES vsˇak vznikl novy´
proble´m, jak ve velke´m meˇrˇ´ıtku nahradit tento sˇifrovac´ı standard noveˇjˇs´ım a lepsˇ´ım. DES
se totizˇ stal neoficia´ln´ım mezina´rodn´ım standardem ve verˇejne´m i soukrome´m sektoru.
Jizˇ v roce 1975 se zacˇalo spekulovat o jeho bezpecˇnosti. K prvn´ım kritik˚um patrˇili Diffie
a Hellman. Ti kritizovali zejme´na nedostatecˇnou de´lku sˇifrovac´ıho kl´ıcˇe. Argumentovali
t´ım, zˇe k rekonstrukci zasˇifrovane´ho textu stacˇ´ı pouze vyzkousˇet vsˇechny mozˇne´ kombinace
sˇifrovac´ıch kl´ıcˇ˚u. Na za´kladeˇ jejich vy´hrad byla svola´na konference, ktera´ dospeˇla k za´veˇru,
zˇe tento druh u´toku v rea´lne´m cˇase bude mozˇne´ praktikovat azˇ technologiemi vyvinuty´mi po
roce 1990. V roce 1997 vypsala agentura RSA kryptoanalytickou souteˇzˇ, v n´ızˇ bylo c´ılem
rozlusˇtit text se zna´my´m zacˇa´tkem a de´lkou sˇifrovac´ıho kl´ıcˇe 56 bit˚u. Po necely´ch peˇti
meˇs´ıc´ıch byla sˇifra prolomena. T´ımto cˇinem si Rocke Versen, vedouc´ı ty´mu DES Challenge,
vydeˇlal 10 000 dolar˚u a za´rovenˇ doka´zal rea´lnou prolomitelnost sˇifrovac´ıho standardu DES.
K desˇifrova´n´ı zpra´vy vyuzˇil Internet - s pomoc´ı ty´mu lusˇtitel˚u zkousˇeli kombinace kl´ıcˇ˚u,
dokud nebyla zpra´va cˇitelna´. Kv˚uli relativneˇ n´ızke´ de´lce kl´ıcˇe byl prˇijat standard zna´my´
pod na´zvem Triple DES (TDES, 3DES). Ten se od klasicke´ho DES liˇs´ı t´ım, zˇe stejna´ data
projdou algoritmem trˇikra´t, cˇ´ımzˇ se zvy´sˇ´ı efektivn´ı de´lka kl´ıcˇe.
2.2.1 Popis algoritmu
Algoritmus DES [20] je urcˇen pro sˇifrova´n´ı a desˇifrova´n´ı blok˚u o velikosti 64 bit˚u pomoc´ı 64-
bitove´ho kl´ıcˇe, kazˇdy´ osmy´ bit je ovsˇem kontroln´ı, efektivn´ı de´lka kl´ıcˇe je tedy pouze 56 bit˚u.
Desˇifrova´n´ı se prova´d´ı pomoc´ı stejne´ho kl´ıcˇe jako sˇifrova´n´ı a proces desˇifrova´n´ı je inverzn´ı
k procesu sˇifrova´n´ı. Blok urcˇeny´ k sˇifrova´n´ı je podroben u´vodn´ı permutaci IP, na´sleduj´ı
sˇifrovac´ı vy´pocˇty pomoc´ı sˇifrovac´ıho kl´ıcˇe a nakonec je vykona´na inverzn´ı permutace IP−1.
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Vy´pocˇty prova´deˇne´ pomoc´ı sˇifrovac´ıho kl´ıcˇe lze jednodusˇe definovat funkc´ı F - sˇifrovac´ı
funkce a funkc´ı KS (Key Sheduling) - pla´nova´n´ı kl´ıcˇe. Princip algoritmu DES je zna´zorneˇn
na obra´zku 2.1.
FEISTEL
FUNCTION
FEISTEL
FUNCTION
FEISTEL
FUNCTION
FEISTEL
FUNCTION
INPUT PERMUTATION
L0
R
R0
1
L1=R0 K2
K1
L15=R14
R15
INPUT DATA 64 bits
Kn
K16
OUTPUT DATA 64 bits
FINALL PERMUTATION
for 16 rounds
Obra´zek 2.1: Princip algoritmu DES
2.2.2 Popis operac´ı
Permutace IP
Vstupn´ı blok je v prvn´ım kroku podroben permutaci. Tato permutace je oznacˇena jako
IP a je zna´zorneˇna v tabulce 2.1.
58 50 42 34 26 18 10 2
60 52 44 36 28 20 12 4
62 54 46 38 30 22 14 6
64 56 48 40 32 24 16 8
57 49 41 33 25 17 9 1
59 51 43 35 27 19 11 3
61 53 45 37 29 21 13 5
63 55 47 39 31 23 15 7
Tabulka 2.1: Permutace IP
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Vy´stup permutace IP bude mı´t jako prvn´ı bit ten, ktery´ byl p˚uvodneˇ na pozici 58, druhy´
bude bit p˚uvodneˇ z pozice 50 a posledn´ı bit bude z pozice 7. Vy´stup permutace je vstupem
do bloku pro vy´pocˇet pomoc´ı sˇifrovac´ıho kl´ıcˇe.
Inverzn´ı permutace
Po proveden´ı vy´pocˇt˚u pomoc´ı sˇifrovac´ıho kl´ıcˇe se na za´veˇr aplikuje permutace, ktera´ je
inverzn´ı k u´vodn´ı permutaci. Permutace se prova´d´ı podle na´sleduj´ıc´ı tabulky 2.2, stejny´m
zp˚usobem na vstupn´ı permutace.
40 8 48 16 56 24 64 32
39 7 47 15 55 23 63 31
38 6 46 14 54 22 62 30
37 5 45 13 53 21 61 29
36 4 44 12 52 20 60 28
35 3 43 11 51 19 59 27
34 2 42 10 50 18 58 26
33 1 41 9 49 17 57 25
Tabulka 2.2: Inverzn´ı permutace
Vy´pocˇet pomoc´ı kl´ıcˇe
Jedna´ se o vy´pocˇet, jenzˇ pouzˇ´ıva´ permutovany´ vstup do procedury, ktera´ vytvorˇ´ı prˇed-
vy´stup cele´ho sˇifrova´n´ı, na ktery´ je aplikova´na inverzn´ı permutace. Tato procedura zahrnuje
16 iterac´ı vy´pocˇtu, ktery´ bude pozdeˇji popsa´n funkc´ı F , jezˇ operuje se dveˇma bloky, jeden
32-bitovy´ a druhy´ 48-bitovy´. Vy´stupem je blok o velikost 32 bit˚u. De´lka vstupu do jed-
notlivy´ch iterac´ı je 64 bit˚u, obsahuj´ıc´ıch 32 bit˚u oznacˇeny´ch jako L a 32 bit˚u oznacˇeny´ch
jako R. Cely´ vstup do iterace mu˚zˇeme tedy oznacˇit LR. Necht’ K je blok o velikosti 48 bit˚u
vy´pocˇ´ıtany´ z 64-bitove´ho kl´ıcˇe. Pote´ L′R′ je vy´stup iterace prˇi vstupu LR a je definova´n
na´sleduj´ıc´ımi vztahy 2.1 a 2.2.
L′ = R (2.1)
R′ = L⊕ f(R,K) (2.2)
Jak uzˇ bylo naznacˇeno, vstup do prvn´ı iterace vy´pocˇtu je permutovany´ vstupn´ı blok.
Pokud L′R′ je vy´stup 16-te´ iterace, pak R′L′ je prˇedvy´stup sˇifrova´n´ı. V kazˇde´ iteraci je
pouzˇit rozd´ılny´ blok Kn, slozˇeny´ ze 48 bit˚u odvozeny´ch z 64-bitove´ho sˇifrovac´ıho kl´ıcˇe.
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Feistelova funkce f
Vstupem te´to funkce je blok o velikosti 32 bit˚u, vy´stupn´ı blok ma´ stejnou. Princip
funkce je zna´zorneˇno na obra´zku 2.2.
INPUT BLOCK 32 b
PERMUTATION E
48 b
SUBKEY 48 b
PERMUTATION P
OUTPUT BLOCK 32 b
S1 S3 S4 S5 S7S2 S6 S8
Obra´zek 2.2: Sˇifrovac´ı funkce f
Necht’ E je permutacˇn´ı funkce, ktera´ ma´ na vstupu blok o velikosti 32 bit˚u a na vy´stupu
blok velikosti 48 bit˚u. Vy´stup lze zapsat jako 8 blok˚u, kazˇdy´ po 6-ti bitech. Tyto bloky jsou
vytvorˇeny vy´beˇrem bit˚u ze vstupn´ı sekvence v porˇad´ı, ktere´ zna´zornˇuje tabulka 2.3. Prvn´ı
trˇi bity na vy´stupu funkce E(R) jsou vstupn´ı bity na pozici 32, 1 a 2 ze vstupn´ıho bloku R
a posledn´ı dva bity funkce E(R) jsou bity z pozice 32 a 1.
32 1 2 3 4 5
4 5 6 7 8 9
8 9 10 11 12 13
12 13 14 15 16 17
16 17 18 19 20 21
20 21 22 23 24 25
24 25 26 27 28 29
28 29 30 31 32 1
Tabulka 2.3: Selekcˇn´ı funkce E
V dalˇs´ım kroku sˇifrovac´ı funkce F se aplikuje logicka´ funkce XOR mezi jednotlivy´mi
bity vy´stupu selekcˇn´ı funkce E a vstupn´ım 48-bitovy´m kl´ıcˇem. Vy´stupem te´to oprace je
48 bit˚u, ktere´ vstupuj´ı po 6 bitech do substitucˇn´ıch funkc´ı Sn. Kazˇda´ z jedinecˇny´ch funkc´ı
S1, S2, S3, ..., S8 ma´ na vstupu 6 bit˚u, ktere´ prˇevede na vy´stupn´ı blok o velikosti 4 bity, za
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pouzˇit´ı prˇ´ıslusˇny´ch tabulek. Tabulka 2.4 je doporucˇena pro funkci S1. Tabulky pro funkce
S2 − S8 lze nale´zt v [20].
row/column 0 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15
0 14 4 13 1 2 15 11 8 3 10 6 12 5 9 0 7
1 0 15 7 4 14 2 13 1 10 6 12 11 9 5 3 8
2 4 1 14 8 13 6 2 11 15 12 9 7 3 10 5 0
3 15 12 8 2 4 9 1 7 5 11 3 14 10 0 6 13
Tabulka 2.4: Tabulka pro substitucˇn´ı funkci S1
Pokud je S1 funkce definovana´ prˇedchoz´ı tabulkou a B je blok, ktery´ ma´ velikost 6
bit˚u, potom vy´sledek S1(B) se vytva´rˇ´ı na´sleduj´ıc´ım zp˚usobem: prvn´ı a posledn´ı bit vstupu
B reprezentuj´ı cˇ´ıslo v intervalu < 0; 3 >. Tuto hodnotu oznacˇ´ıme p´ısmenem i. Prostrˇedn´ı
bity bloku B reprezentuj´ı cˇ´ıslo, ktere´ je v intervalu < 0; 15 >. Tuto hodnotu oznacˇ´ıme
p´ısmenem j. V tabulce pro funkci S1 nalezneme cˇ´ıslo na i-te´m rˇa´dku a v j-te´m sloupci.
Toto cˇ´ıslo je v intervalu < 0; 15 > a urcˇuje 4bitovy´ vy´stupn´ı blok.
Naprˇ´ıklad pro vstup 011011 je prˇ´ıslusˇny´ rˇa´dek 01 (rˇa´dek cˇ´ıslo 1) a cˇ´ıslo sloupce ma´
bina´rn´ı hodnotu 1101 (sloupec cˇ´ıslo 13). Hodnota v tabulce urcˇena´ teˇmito indexy je 5.
Bina´rn´ı vy´stup te´to funkce je tedy 0101. Cˇtyrˇbitove´ vy´stupy funkc´ı da´vaj´ı dohromady
32-bitovou hodnotu, na kterou se aplikuje permutacˇn´ı funkce P. Tato funkce vytva´rˇ´ı z 32-
bitove´ho vstupu 32-bitovy´ vy´stup pomoc´ı bitove´ permutace vstupn´ıho bloku. Funkce je
definova´na tabulkou 2.5.
Vy´stup funkce P (L) je realizova´n pomoc´ı tabulky na za´kladeˇ vstupn´ıho bloku L. Prvn´ım
bitem vy´stupn´ıho bloku je 16-ty´ bit bloku vstupn´ıho, druhy´ bit na vy´stupu je sedmy´ bit ze
vstupu atd. Necht’ S1, ..., S8 jsou odliˇsne´ selekcˇn´ı funkce, P je permutacˇn´ı funkce a E je de-
finovana´ selekcˇn´ı funkce. Pro definici vy´stupu funkce si nejprve nadefinujeme mezivy´sledek
v podobeˇ 6-bitovy´ch blok˚u B1, ..., B8:
B1B2B3B4B5B6B7B8 = K ⊕ E(R) (2.3)
Vy´stup funkce f(R,K) lze pote´ definovat takto:
f(R,K) = P (S1(B1)S2(B2)S3(B3)S4(B4)S5(B5)S6(B6)S7(B7)S8(B8)) (2.4)
Vy´sledek funkce se nejprve rozdeˇl´ı na osm 6-bitovy´ch blok˚u Bn. Jednotlive´ bloky se
sta´vaj´ı vstupem funkc´ı Sn. Vy´stupy teˇchto osmi funkc´ı, kazˇdy´ o de´lce 4 bity, se spoj´ı do
jednoho bloku o velikosti 32 bit˚u, ktery´ se sta´va´ vstupem permutacˇn´ı funkce P. Vy´stup te´to
funkce se pak stane vy´stupem funkce F.
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16 7 20 21
29 12 28 17
1 15 23 26
5 18 31 10
2 8 24 14
32 27 3 9
19 13 30 6
22 11 4 25
Tabulka 2.5: Permutacˇn´ı funkce P
Rozsˇ´ıˇren´ı kl´ıcˇe (Key expansion)
Prˇi tomto procesu se vytva´rˇ´ı kl´ıcˇe pro jednotlive´ kroky sˇifrova´n´ı K1,K2, ...,K16. Jed-
notlive´ bloky Kn maj´ı velikost 48 bit˚u a jsou odvozeny ze sˇifrovac´ıho kl´ıcˇ KEY. Vy´pocˇet je
zna´zorneˇn na obra´zku 2.3.
C0
LEFT SHIFT LEFT SHIFT
LEFT SHIFT LEFT SHIFT
LEFT SHIFT LEFT SHIFT
INPUT BLOCK 32 b
PERMUTATION 1
C1
D0
D1
PERMUTATION 2
Cn Dn
C16 D16
PERMUTATION 2
PERMUTATION 2 K16
Kn
K1
Obra´zek 2.3: Vy´pocˇet Key expansion
V prvn´ı kroku se na sˇifrovac´ı kl´ıcˇ KEY aplikuje permutacˇn´ı funkce PC-1 (tabulka 2.6).
Vstupn´ı sˇifrovac´ı kl´ıcˇ je blok o velikosti 64 bit˚u. Kazˇdy´ osmy´ bit je paritn´ı. De´lka pouzˇitelne´ho
kl´ıcˇe je 56 bit˚u. Funkce PC-1 provede permutaci nad teˇmito 56 bity a rozdeˇl´ı je do dvou
blok˚u, kde kazˇdy´ ma´ velikost 28 bit˚u.
11
57 49 41 33 25 17 9
1 58 50 42 34 26 18
10 2 59 51 43 35 27
19 11 3 60 52 44 36
63 55 47 39 31 23 15
7 62 54 46 38 30 22
14 6 61 53 45 37 29
21 13 5 28 20 12 4
Tabulka 2.6: Permutacˇn´ı funkce PC-1
Prvn´ı blok se oznacˇuje C0 a skla´da´ se z bit˚u 57, 49, 41, ... , 36 vstupn´ıho kl´ıcˇe KEY.
Druhy´ blok se oznacˇuje D0 obsahuje bity 63, 55, 47,..., 4 vstupn´ıho sˇifrovac´ıho kl´ıcˇe. Prˇi
tomto procesu se postupneˇ pocˇ´ıtaj´ı bloky Cn a Dn pro n ∈< 1, 16 >. Bloky Cn a Dn se
vytva´rˇej´ı z hodnot blok˚u Cn−1 a Dn−1 aplikac´ı leve´ho bitove´ho posuvu. Pocˇet posouvany´ch
bit˚u se v jednotlivy´ch iterac´ıch liˇs´ı podle na´sleduj´ıc´ı tabulky 2.7.
Iterace Pocˇet posouvany´ch bit˚u
1 1
2 1
3 2
4 2
5 2
6 2
7 2
8 2
9 1
10 2
11 2
12 2
13 2
14 2
15 2
16 1
Tabulka 2.7: Posun jednotlivy´ch bit˚u v jednotlivy´ch iterac´ıch Key expansion
Hodnota kl´ıcˇe Kn pro jednotlive´ kroky sˇifrova´n´ı jsou vy´stupem permutacˇn´ı funkc´ı PC-
2. Vstupem te´to operace je blok o velikosti 56 bit˚u, ktery´ se vytvorˇ´ı bitovou konkatenac´ı
blok˚u CnDn. Vy´stupem je blok o velikosti 48 bit˚u. Permutacˇn´ı funkce PC-2 je definova´na
na´sleduj´ıc´ı tabulkou 2.8:
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14 17 11 24 1 5
3 28 15 6 21 10
23 19 12 4 25 8
16 7 27 20 13 2
41 52 31 45 33 53
16 7 20 21 2 4
44 49 39 56 34 53
46 42 50 36 29 32
Tabulka 2.8: Permutacˇn´ı funkce PC-2
Prvn´ı bit bloku Kn je 14ty´ bit z bloku CnDn, druhy´m bitem je 17ty´ atd.
2.3 Algoritmus AES
V za´rˇ´ı roku 1997 vyhla´sil NIST (National Institute of Standards and Technology) verˇejnou
souteˇzˇ na symetricky´ sˇifrovac´ı algoritmus, ktery´ by nahradil sta´vaj´ıc´ı algoritmus DES. Meˇl
umozˇnˇovat sˇifrova´n´ı blok˚u dat o velikosti 128 bit˚u s pouzˇit´ım kl´ıcˇ˚u o velikosti 128, 192 nebo
256 bit˚u. Pozˇadavky na novy´ algoritmus byly trˇi: bezpecˇnost, cena a lepsˇ´ı mozˇnost soft-
warove´ implementace. O deveˇt meˇs´ıc˚u pozdeˇji bylo do souteˇzˇe prˇihla´sˇeno patna´ct r˚uzny´ch
algoritmu˚ (CAST-256, CRYPTON, DEAL, DFC, E2, FROG, HPC, LOKI97, MAGENTA,
MARS, RC6, Rijndael, SAFER+, Serpent a Twofish), ktere´ byly podrobeny na´rocˇne´mu
zkouma´n´ı a posuzova´n´ı. V letech 1998 a 1999 usporˇa´dal NIST dveˇ konference, na ktery´ch
se prob´ıraly pr˚ubeˇzˇne´ vy´sledky zkouma´n´ı.
V srpnu roku 1999 bylo vybra´no peˇt finalist˚u (MARS, RC6, Rijndael, Serpent a Two-
fish). Vsˇech teˇchto peˇt finalist˚u obsta´lo prˇi kryptoanaly´ze i svy´m vy´konem v r˚uzny´ch
prostrˇed´ıch. Na´sledovalo dalˇs´ı kolo intenzivn´ıho analyzova´n´ı, ktere´ v dubnu 2000 vyu´stilo
v dalˇs´ı konferenci. Na n´ı prˇedstavitele´ vsˇech peˇti finalist˚u prezentovali sve´ argumenty, procˇ
by meˇl by´t jejich standard zvolen jako AES. Jizˇ 2. rˇ´ıjna 2000 NIST vyhla´sil jako v´ıteˇze al-
goritmus Rijndael autor˚u Joana Daemena a Vincenta Rijmena. O rok pozdeˇji, 26. 11. 2001,
NIST publikoval algoritmus AES jako standard U. S. FIPS PUB 197 (FIPS 197) s u´cˇinnost´ı
od 26. 5. 2002. V soucˇasnosti je AES jedn´ım z nejpopula´rneˇjˇs´ıch algoritmu˚ pouzˇ´ıvany´ch prˇi
symetricke´m sˇifrova´n´ı.
2.3.1 Popis algoritmu AES
I v prˇ´ıpadeˇ AES [21] se jedna´ o symetrickou blokovou sˇifru, kde de´lka sˇifrovane´ho a desˇifrova-
ne´ho bloku je 128 bit˚u a de´lka kl´ıcˇe mu˚zˇe mı´t velikost 128, 192 nebo 256 bit˚u. Ocˇeka´va´ se,
zˇe algoritmus AES bude mı´t zˇivost minima´lneˇ 20 azˇ 30 let, protozˇe mu v tomto cˇasove´m
horizontu s nejveˇtsˇ´ı pravdeˇpodobnost´ı nehroz´ı u´tok hrubou silou, ktery´ jizˇ dnes doka´zˇe
prolomit sˇifrova´n´ı pomoc´ı DES. Nen´ı ale trˇeba se oba´vat, zˇe by platnost AES musela by´t
po uplynut´ı 30 let z bezpecˇnostn´ıch d˚uvod˚u ukoncˇena kv˚uli kra´tky´m kl´ıcˇ˚um. Du˚lezˇitou
vlastnost´ı je, zˇe AES je verˇejneˇ dostupny´ standard, za jehozˇ pouzˇit´ı se neplat´ı zˇa´dne´ licencˇn´ı
poplatky. Nese raz´ıtko americke´ho standardizacˇn´ıho u´rˇadu NIST a od 26. 5. 2002 je mozˇne´
jej v americke´ sta´tn´ı spra´veˇ pouzˇ´ıvat k ochraneˇ citlivy´ch neutajovany´ch informac´ı. Ocˇeka´va´
se, zˇe se i ve sveˇteˇ stane prˇevla´daj´ıc´ım symetricky´m algoritmem, jako tomu bylo u algoritmu
DES prˇed 25 lety.
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Pro algoritmus AES je de´lka vstupn´ıho bloku, vy´stupn´ıho bloku a mezivy´sledku State
128 bit˚u. Tuto hodnotu reprezentuje hodnota Nb = 4, cozˇ je pocˇet 32-bitovy´ch slov (pocˇet
sloupc˚u) v mezivy´sledku. Pro AES mu˚zˇe by´t de´lka sˇifrovac´ıho kl´ıcˇe rovna 128, 192 nebo
256 bit˚u. De´lka kl´ıcˇe je vyja´drˇena hodnotou Nk = 4, 6 nebo 8 . Vstupn´ı blok prˇi sˇifrova´n´ı i
desˇifrova´n´ı procha´z´ı urcˇity´m pocˇtem iterac´ı, ktery´ za´vis´ı na de´lce sˇifrovac´ıho kl´ıcˇe. Za´vislost
pocˇtu iterac´ı na de´lce sˇifrovac´ıho kl´ıcˇe je uvedena v tabulce 2.9.
De´lka kl´ıcˇe Nk Velikost bloku Nb Pocˇet iterac´ı Nr
AES-128 4 4 10
AES-196 6 4 12
AES-256 8 4 14
Tabulka 2.9: Za´vislost pocˇtu iterac´ı na de´lce sˇifrovac´ıho kl´ıcˇe
Sˇifrovac´ı kl´ıcˇ
Sˇifrovac´ı kl´ıcˇ je mozˇne´ vyja´drˇit ve formeˇ matice o velikosti Nb × 4 byt˚u, prˇicˇemzˇ Nb je
rovno 4, 6 nebo 8 pro kl´ıcˇ dlouhy´ 128, 196, nebo 256 bit˚u. Prvn´ı 4 bajty kl´ıcˇe tvorˇ´ı 32-bitove´
slovo w0 rozsˇ´ıˇrene´ho kl´ıcˇe, dalˇs´ı 4 byby slovo w1 atd.
k[0]
a)
k[1]
k[2]
k[3]
k[4]
k[5]
k[6]
k[7]
k[8]
k[9]
k[10]
k[11]
k[12]
k[13]
k[14]
k[15]
b)
k[0]
k[1]
k[2]
k[3]
k[4]
k[5]
k[6]
k[7]
k[8]
k[9]
k[10]
k[11]
k[12]
k[13]
k[14]
k[15]
k[16]
k[17]
k[18]
k[19]
k[20]
k[21]
k[22]
k[23]
k[0]
k[1]
k[2]
k[3]
k[4]
k[5]
k[6]
k[7]
k[8]
k[9]
k[10]
k[11]
k[16]
k[17]
k[18]
k[19]
k[20]
k[21]
k[22]
k[23]
k[24]
k[25]
k[26]
k[27]
k[28]
k[29]
k[30]
k[31]
k[12]
k[13]
k[14]
k[15]
c)
Obra´zek 2.4: Maticove´ vyja´drˇen´ı sˇifrovac´ıho kl´ıcˇe a)AES-128 b)AES-192 c)AES-256
Rozsˇ´ıˇren´ı kl´ıcˇe
AES algoritmus bere sˇifrovac´ı kl´ıcˇ K, na ktere´m provede Rozsˇ´ıˇren´ı kl´ıcˇe (Key Expan-
sion). Tento proces generuje celkovy´ pocˇet Nb(Nr+1) slov, protozˇe prˇi u´vodn´ı aplikaci kl´ıcˇe
je pozˇadova´no Nb slov kl´ıcˇe a v kazˇde´ z Nr iterac´ı je take´ potrˇeba Nb slov z rozsˇ´ıˇrene´ho
sˇifrovac´ıho kl´ıcˇe. Vy´stupem procesu rozsˇiˇrova´n´ı kl´ıcˇe je linea´rn´ı pole W , ktere´ obsahuje
Nb(Nr + 1) 4-bytovy´ch polozˇek. Jednu polozˇku tohoto pole, ktera´ obsahuje 4 byty, lze
zapsat jako w[i], kde i ∈ (0;Nb(Nr + 1)).
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s[0,0]
s[3,3]
s[0,1] s[0,2] s[0,3]
s[1,3]s[1,2]s[1,0] s[1,1]
s[2,0] s[2,1] s[2,2] s[2,3]
s[3,0] s[3,1] s[3,2]
w[0] w[1] w[2] w[42] w[43]
Obra´zek 2.5: Rozsˇ´ıˇren´ı kl´ıcˇe AES
Operace rozsˇiˇrova´n´ı kl´ıcˇe prob´ıha´ v kroc´ıch, kde v kazˇde´m kroku je vytvorˇeno Nk 4-
bytovy´ch slov. Prvn´ıch Nk slov pole rozsˇ´ıˇrene´ho kl´ıcˇe vyplneˇno hodnotami sˇifrovac´ıho kl´ıcˇe.
Kazˇda´ dalˇs´ı polozˇka w[i] tohoto pole je vy´sledkem operace XOR provedene´ na jizˇ existuj´ıc´ıch
polozˇka´ch rozsˇ´ıˇrene´ho kl´ıcˇe w[i− 1] a w[i−Nk] (obra´zek 2.6).
w[i+2] w[i+3]w[i]
w[i−3]
w[i+1]
w[i−4]w[i−3]w[i−2]w[i−1]
Obra´zek 2.6: Key expansion - varianta pro polozˇky, ktere´ nejsou na´sobkem Nk
Pro polozˇky na pozic´ıch, ktere´ jsou na´sobkem hodnoty Nk je tvorba o neˇco slozˇiteˇjˇs´ı.
V prvn´ı fa´zi se nacˇte polozˇka w[i−1], na ktere´ se postupneˇ provedou operace RotWord, cozˇ
je operace cyklicke´ho posuvu byt˚u naznacˇena´ na obra´zku 2.7, a da´le operace SubWord (po-
drobnosti v kapitole o substituci SubBytes), ktera´ postupneˇ aplikuje substituci na vsˇechny
byty vy´sledku operace RotWord. Po vykona´n´ıch teˇchto dvou funkc´ı se na jejich vy´sledku
provede operace XOR s polozˇkou pole konstant Rcon[j] (tabulka 2.10), kde index j odpov´ıda´
iteraci, pro kterou je pocˇ´ıtany´ kl´ıcˇ urcˇen.
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b[1]
b[0]
b[2]
b[3]
w[i]
w[i−1]w[i−2]w[i−3]w[i−4]
RotWord
b[1]
b[2]
b[3]
b[0]
w[i−4]
w[i+2]w[i+1] w[i+3]
SubWord
S(b[1])
S(b[2])
S(b[3])
S(b[0])
Rcon[j]
Obra´zek 2.7: Key expansion - varianta pro polozˇky, ktere´ jsou na´sobkem Nk
Na za´veˇr se, stejneˇ jako u vsˇech ostatn´ıch polozˇek, aplikuje operace XOR s polozˇkou
w[i−Nk]. Pokud ma´ sˇifrovac´ı kl´ıcˇ de´lku 256 bit˚u a pro polozˇku na pozici i plat´ı, zˇe i− 4 je
na´sobkem hodnoty Nk, pak se vytva´rˇ´ı novy´ prvek pole aplikac´ı operace Subword, po ktere´
na´sleduje soucˇet s polozˇkou w[i−Nk].
j 1 2 3 4 5 6 7 8 9 10
rcon[0] 01 02 04 08 10 20 40 80 1b 36
rcon[1] 00 00 00 00 00 00 00 00 00 00
rcon[2] 00 00 00 00 00 00 00 00 00 00
rcon[3] 00 00 00 00 00 00 00 00 00 00
Tabulka 2.10: Tabulka konstant Rcon
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2.3.2 Sˇifrova´n´ı
Vstupn´ı i vy´stupn´ı data jsou organizova´na do matice 4 × 4 byty. Vy´stupem kazˇde´ iterace
je mezivy´sledek State, ktery´ lze take´ zapsat jako matici 4 × 4 byty. Na u´vod sˇifrova´n´ı
se zkop´ıruje vstupn´ı blok do matice mezivy´sledku State (podle obra´zku 2.8), ktery´ pote´
procha´z´ı Nr iteracemi.
i[0]
i[1]
i[2]
i[3]
i[4]
i[5]
i[6]
i[7]
i[8]
i[9]
i[10]
i[11]
i[12]
i[13]
i[14]
i[15]
s[0,0]
s[1,0]
s[2,0]
s[3,0]
s[0,1] s[0,2] s[0,3]
s[1,1]
s[2,1]
s[3,1] s[3,2] s[3,3]
s[2,2] s[2,3]
s[1,2] s[1,3]
s[0,0]
s[1,0]
s[2,0]
s[3,0]
s[0,1] s[0,2] s[0,3]
s[1,1]
s[2,1]
s[3,1] s[3,2] s[3,3]
s[2,2] s[2,3]
s[1,2] s[1,3]
ROUND 10ROUND 0
o[0]
o[1]
o[2]
o[3]
o[4]
o[5]
o[6]
o[7]
o[8]
o[9]
o[10]
o[11]
o[12]
o[14]
o[13]
o[15]
i  ... input block s  ... state array o ... output block
Obra´zek 2.8: Proces sˇifrova´n´ı AES
Prvn´ıch Nr − 1 ma´ stejny´ pr˚ubeˇh, v posledn´ı iteraci se prova´d´ı me´neˇ operac´ı. Me-
zivy´sledek posledn´ı iterace se zkop´ıruje na vy´stup. Proces sˇifrova´n´ı je zna´zorneˇn na obra´zku 2.9.
cipher key
SubBytes
SubBytes
ShiftRows
ShiftRows
AddRoundKey
AddRoundKey
state array
AddRoundKey
MixColumns
output
round key n
round key 10
initial round
finall round
Nr−1 rounds
Obra´zek 2.9: Princip sˇifrova´n´ı algoritmem AES
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Jak lze videˇt na obra´zku 2.9, prˇi sˇifrova´n´ı pomoc´ı aloritmu AES se na matici State
aplikuj´ı na´sleduj´ıc´ı transformace:
• SubBytes
• ShiftRows
• MixColumns
• AddRoundKey
Po u´vodn´ım zkop´ırova´n´ı vstupn´ıho bloku do matice State se provede zasˇumeˇn´ı dat
sˇifrovac´ım kl´ıcˇem transformac´ı AddRoundKey, ktera´ je popsa´na pozdeˇji. Z obra´zku 2.9 je
patrne´, zˇe v prvn´ıch Nr − 1 iterac´ıch jsou aplikova´ny vsˇechny transformace a v posledn´ı
iteraci se jizˇ neuplatnˇuje transformace MixColumns. Da´le budou popsa´ny jednotlive´ trans-
formace sˇifrova´n´ı.
Transformace SubBytes
Transformace SubBytes je nelinea´rn´ı operace substituce, pouzˇita neza´visle na vsˇechny
byty v aktua´ln´ım bloku mezivy´sledku pouzˇit´ım substitucˇn´ı tabulky S-BOX. Na na´sleduj´ıc´ım
obra´zku je zna´zorneˇno jaky´m zp˚usobem se nahrazuj´ı postupneˇ vsˇechny byty v matici 4×4,
kde hodnota bytu ulozˇena´ v matici da´va´ pozici v tabulce, na ktere´ je ulozˇena nova´ hodnota
prˇ´ıslusˇne´ho bytu.
s[0,0]
state before SubBytes
s[0,1]
s[1,1]
s[0,2]
s[1,2]
s[0,3]
s[0,0]
s[2,3]s[2,2]s[2,1]s[2,0]
s[3,1]s[3,0] s[3,2] s[3,3]
state after SubBytes
s[0,0]
s[1,0]
s[2,0]
s[3,0]
s[0,1]
s[1,1]
s[2,1]
s[3,1]
s[0,2]
s[1,2]
s[2,2]
s[3,2]
s[0,3]
s[0,0]
s[2,3]
s[3,3]
s[1,0]
s[r,c] S−BOX s’[r,c]
Obra´zek 2.10: Transformace SubBytes
Nova´ hodnota prˇ´ıslusˇne´ho bytu se z´ıska´ z tabulky S-BOX tak, zˇe prvn´ı cˇtyrˇi bity urcˇ´ı
pozici rˇa´dku, na ktere´m se nacha´z´ı substitucˇn´ı hodnota, a druhe´ cˇtyrˇi bity urcˇ´ı sloupec te´to
hodnoty. Tyto tabulky jsou dostupne´ v [21].
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Transformace ShiftRows
Tato transformace pracuje s jednotlivy´mi rˇa´dky mezivy´sledku State. Posledn´ı trˇi rˇa´dky
State Array jsou cyklicky posouva´ny o r˚uzny´ pocˇet byt˚u. Prvn´ı rˇa´dek se neposouva´. Trans-
formaci lze vyja´drˇit na´sleduj´ıc´ım vztahem:
S′r,c = Sr,[c+shift(r,Nb)]modNb pro 0 < r < 4 a 0 ≤ c < Nb (2.5)
kde hodnota funkce shift(r,Nb) za´vis´ı na posouvane´m rˇa´dku r, naprˇ´ıklad pro Nb = 4
jsou hodnoty te´to funkce na´sleduj´ıc´ı: shift(1, 4) = 1, shift(2, 4) = 1 a shift(3, 4) = 3.
Nejle´pe tuto transfromaci ilustruje obra´zek 2.14.
s[0,0]
s[1,1]
s[2,2]
s[3,3]
s[0,1] s[0,2] s[0,3]
s[1,2]
s[2,3]
s[3,0] s[3,1] s[3,2]
s[2,0] s[2,1]
s[1,3] s[1,0]
s[0,0]
s[1,0]
s[2,0]
s[3,0]
s[0,1] s[0,2] s[0,3]
s[1,1]
s[2,1]
s[3,1] s[3,2] s[3,3]
s[2,2] s[2,3]
s[1,2] s[1,3]
state before ShiftRows state after ShiftRows
Obra´zek 2.11: Transformace ShiftRows
Transformace MixColumns
V te´to operaci se prova´d´ı u´prava po sloupc´ıch mezivy´sledku. U´prava jednoho sloupce lze
popsat jako maticove´ na´soben´ı:
S′0,c
S′1,c
S′2,c
S′3,c

=

02 03 01 01
01 02 03 01
01 01 02 03
03 01 01 02

·

S0,c
S1,c
S2,c
S3,c

(2.6)
Transformace AddRoundKey
Prˇi te´to operaci se prˇicˇ´ıta´ iteracˇn´ı kl´ıcˇ k mezivy´sledku za pouzˇit´ı bitove´ operace XOR mezi
jednostlivy´mi bity vstupn´ıch blok˚u. Operace je zna´zorneˇna na na´sleduj´ıc´ım obra´zku.
s[0,0]
s[1,0]
s[2,0]
s[3,0]
s[0,1] s[0,2] s[0,3]
s[1,1]
s[2,1]
s[3,1] s[3,2] s[3,3]
s[2,2] s[2,3]
s[1,2] s[1,3]
s[0,0]
s[1,0]
s[2,0]
s[3,0]
s[0,1] s[0,2] s[0,3]
s[1,1]
s[2,1]
s[3,1] s[3,2] s[3,3]
s[2,2] s[2,3]
s[1,2] s[1,3]
k[0,0]
k[1,0]
k[2,0]
k[3,0]
k[0,1]
k[1,1]
k[2,1]
k[3,1]
k[0,2]
k[1,2]
k[2,2]
k[3,2]
k[0,3]
k[1,3]
k[2,3]
k[3,3]
state before AddRoundKey round key state after AddRoundKey
Obra´zek 2.12: Tranformace AddRoundKey
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2.3.3 Desˇifrova´n´ı
V prˇ´ıpadeˇ AES se jedna´ o symetrickou sˇifru, proto se prˇi desˇifrova´n´ı pouzˇ´ıva´ stejny´ kl´ıcˇ jako
prˇi sˇifrova´n´ı. Prˇi desˇifrova´n´ı se pouzˇ´ıvaj´ı inverzn´ı transformace k transformac´ım pouzˇity´m
prˇi sˇifrova´n´ı. Proces desˇifrova´n´ı je zna´zorneˇn v na´sleduj´ıc´ım obra´zku:
round key n
state array
AddRoundKey
output
initial round
AddRoundKey
InvShiftRows
InvSubBytes
InvMixColumns
AddRoundKey
InvSubBytes
InvShiftRows
round key Nr
cipher key
Nr−1 rounds
finall round
Obra´zek 2.13: Princip desˇifrova´n´ı algoritmem AES
Desˇifrova´n´ı se stejneˇ jako sˇifrova´n´ı prova´d´ı v Nr iterac´ıch. Pocˇet iterac´ı za´vis´ı na ve-
likosti sˇifrovac´ıho kl´ıcˇe Nk. Prvn´ıch Nr − 1 iterac´ı se prova´d´ı stejny´m zp˚usobem, kde se
aplikuj´ı vsˇechny na´sledneˇ popsane´ transformace. Prˇi posledn´ı iteraci se neprova´d´ı operace
InvMixColumns. Prˇi transformaci AddRoundKey se pouzˇ´ıva´ kl´ıcˇ v opacˇne´m porˇad´ı nezˇ
prˇi sˇifrova´n´ı. Desˇifrova´n´ı obsahuje na´sleduj´ıc´ı inverzn´ı transformace, prˇicˇemzˇ transformace
AddRoundKey je inverzn´ı sama sobeˇ:
• InvSubBytes
• InvShiftRows
• InvMixColumns
• AddRoundKey
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Transformace InvSubBytes
Pracuje stejny´m zp˚usobem jako transformace SubBytes s t´ım rozd´ılem, zˇe pouzˇ´ıva´ in-
verzn´ı substitucˇn´ı tabulku S-BOX.
Transformace InvShiftRows
Byty v posledn´ıch trˇech rˇa´dc´ıch mezivy´sledku jsou cyklicky posouva´ny o rozd´ılny´ pocˇet
byt˚u. Prvn´ı rˇa´dek se neposouva´. Dalˇs´ı trˇi rˇa´dky se cyklicky posouvaj´ı o Nb − shift(r,Nb),
kde hodnota funkce shift za´vis´ı na cˇ´ısle rˇa´dku. Tuto transformaci lze popsat na´sleduj´ıc´ım
zp˚usobem:
S′r,[c+shift(r,Nb)]modNb = Sr,c pro 0 < r < 4 a 0 ≤ c < Nb (2.7)
a lze ji ilustrovat na´sleduj´ıc´ım obra´zkem:
s[0,0]
s[1,3]
s[2,2]
s[3,1]
s[0,1] s[0,2] s[0,3]
s[1,0]
s[2,3]
s[3,2] s[3,3] s[3,0]
s[2,0] s[2,1]
s[1,1] s[1,2]
s[0,0]
s[1,0]
s[2,0]
s[3,0]
s[0,1] s[0,2] s[0,3]
s[1,1]
s[2,1]
s[3,1] s[3,2] s[3,3]
s[2,2] s[2,3]
s[1,2] s[1,3]
state before InvShiftRows state after InvShiftRows
Obra´zek 2.14: Transformace InvShiftRows
Transformace InvMixColumns
Je to inverzn´ı transformace k MixColumns. Mezivy´sledek se upravuje po sloupc´ıch a
u´pravu lze popsat jako na´soben´ı matic´ı.
S′0,c
S′1,c
S′2,c
S′3,c

=

0e 0b 0d 09
09 0e 0b 0d
0d 09 0e 0b
0b 0d 09 0e

·

S0,c
S1,c
S2,c
S3,c

(2.8)
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2.4 Existuj´ıc´ı implementace
2.4.1 Hadwarove´ realizace DES
Acˇkoliv vlastnosti algoritmu DES jsou prˇ´ımo urcˇeny pro efektivn´ı realizaci pomoc´ı hard-
waru, naprˇ´ıklad programovatelny´ch logicky´ch pol´ı FPGA, lze nale´zt i rˇesˇen´ı pro jine´ plat-
formy. Existuj´ı softwarove´ implementace [16, 7, 17] a rˇesˇen´ı urcˇena´ pro VLSI [11, 30]. Nejv´ıce
realizac´ı je ale urcˇeny´ch pro obvody FPGA [13, 31, 14, 18, 5].
V tabulce 2.11 jsou porovna´ny vlastnosti neˇktery´ch realizovany´ch hardwarovy´ch imple-
mentac´ı algoritmu DES, ktere´ byly popsa´ny zpravidla v odborny´ch cˇla´nc´ıch, zalozˇeny´ch
na vy´zkumu univerzit po cele´m sveˇteˇ. Architektury popsa´ne´ v teˇchto publikac´ıch poskytuj´ı
propustnost v rozmez´ı od 26 Mb/s do 10752 Mb/s za pouzˇit´ı r˚uzny´ch metod na´vrhu.
Autorˇi Pouzˇite´ CLB Maxima´ln´ı Propustnost Propusnost (Mb/s)/
zarˇ´ızen´ı slices frekv.(MHz) (Mb/s) CLB slices
Wong [31] XC4020E 438 10 26.7 0.06
Kaps [14] XC4020EX 741 25.18 402.7 0.54
Free-DES XCV400 5263 47.7 3052 0.57
McLoony [18] XCV1000 6446 59.5 3808 0.59
Pierson [30] ASIC - - 9280 -
Patterson[5] XCV150 1584 168 10752 6.78
Saqib [22] XCV400e 117 68.05 274 2.34
Tabulka 2.11: Porovna´n´ı realizovany´ch hardwarovy´ch rˇesˇen´ı algoritmu DES
Implementace sˇifrovac´ıho ja´dra Free-DES pouzˇ´ıva´ metodu zrˇeteˇzene´ho zpracova´n´ı v ECB
rezˇimu a jej´ı maxima´ln´ı propustnost je 3052 Mb/s. Implementace urcˇena´ navrzˇena´ na plat-
formeˇ Jbits [5] poskytuje nejvysˇsˇ´ı rychlost sˇifrova´n´ı a to azˇ 10752 Mb/s. V te´to realizaci je
pouzˇito plneˇ zrˇeteˇzene´ zpracova´n´ı iterac´ı. Architektura navrzˇena´ v [14] implementuje dveˇ
zrˇeteˇzena´ rˇesˇen´ı - prvn´ı zrˇeteˇzene´ rˇesˇen´ı obsahuje 2 stupneˇ zpracova´n´ı, ve druhe´m rˇesˇen´ı
jsou pouzˇity stupneˇ 4. Prvn´ı rˇesˇen´ı dosahuje propustnosti azˇ 183.3 Mb/s, druhe´ 402.7.
Veˇtsˇina implementac´ı DES urcˇeny´ch pro FPGA pouzˇ´ıva´ cˇa´stecˇne´ nebo plne´ zrˇeteˇzen´ı.
Vy´jimkou je na´vrh v [31], ktera´ realizuje DES pomoc´ı iteracˇn´ı metody bez zrˇeteˇzen´ı. Tato
implemetace zab´ıra´ v FPGA 438 slice a jeden blok zpracuje za 24 takt˚u, maxima´ln´ı propust-
nost tohoto syste´mu je 26 Mb/s. Dalˇs´ı architekturou, ve ktere´ se neuplatnˇuje zrˇeteˇzen´ı [22]
vyuzˇ´ıva´ iteracˇn´ı metodu zpracova´n´ı cele´ho vstupn´ıho bloku o velikosti 64 bit˚u. Toto rˇesˇen´ı
poskytuje prˇi spotrˇebeˇ 165 slice propustnost 274 Mb/s. Blokove´ sche´ma tohoto rˇesˇen´ı je
zobrazno na obr. 2.15.
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PERMUTATION E
SUBKEY
PERMUTATION P
S1 S2 S3 S4 S5 S6 S7 S8
IP−1 OUT
64
64
IP
REG
A
R_IN
32
REG
B
32
L_IN
LEFT
RIGHT
32
48
48
S−BOXES
32
IN
48
RIGHT
LEFT
Obra´zek 2.15: Realizace DES [22]
2.4.2 Hardwarove´ realizace AES
I kdyzˇ je AES jeden z vy´pocˇetneˇ nejefektivneˇjˇs´ıch sˇifrovac´ıch algoritmu˚, je sta´le pomeˇrne´
narocˇny´ na vy´pocˇet a nen´ı schopny´ zajistit propustnost pozˇadovanou neˇktery´mi aplikacemi
v prˇ´ıpadeˇ softwarove´ implementace. Motivac´ı pro na´vrh rozlicˇny´ch hardwarovy´ch akcelerac´ı
pro algortimus AES je bud’ velmi vyskoka´ propustnost [26, 2, 19] nebo snaha o na´vrh pro
zarˇ´ızen´ı vestaveˇny´ch syste´mu, ktere´ disponuj´ı omezeny´m mnozˇstv´ım hardwarovy´ch zdroj˚u
[9, 24, 23].
Tabulka 2.12 porovna´va´ vlasnosti existuj´ıc´ıch hardwarovy´ch implementac´ı s propust-
nost´ı vysˇsˇ´ı nezˇ 2Gb/s, jejichzˇ propusnost se nacha´z´ı v rozmez´ı od 2,1 Gb/s do 34,76 Gb/s.
Na´vrhy architektur s velmi vysokou propustnost´ı (nad 20 Gb/s) [2] jsou zpravidla zalozˇeny
na technice rozvinut´ı smycˇky s vneˇjˇs´ım zrˇeteˇzen´ım iterac´ı (obra´zek 2.16a). Nejvysˇsˇ´ıch pro-
pustnost´ı (azˇ 32 Gb/s) lze dosa´hnout kombinac´ı vneˇjˇs´ıho a vnitrˇn´ıho zrˇeteˇzen´ı iterac´ı
(obra´zek 2.16b) [26]. Takove´ realizace jsou ovsˇem velmi na´rocˇne´ na velikost plochy na cˇipu
(viz tabulka 2.12).
V implementaci [26] je realizace nejd˚ulezˇiteˇjˇs´ıch operac´ı zalozˇena na mapova´n´ı jejich
prˇedpocˇ´ıtany´ch vy´sledk˚u do blokovy´ch pameˇt´ı RAM. Teˇmito operacemi jsou SubBytes a
Inv/MixColumns. To ovsˇem vede prˇi technice rozbalen´ı smycˇek k potrˇebeˇ velke´ho mnozˇstv´ı
BlockRAM. Jak lze videˇt v tabulce 2.12 je potrˇeba 80 blokovy´ch pameˇt´ı pro tuto imple-
mentaci. Da´le byly pro tuto implementaci vytvorˇeny dveˇ varianty. V jedne´ je pouzˇito pouze
rozbalen´ı smycˇek s vneˇjˇs´ım zrˇeteˇzen´ım iterac´ı (obr. 2.16a) a tato realizace dosahuje propust-
nosti 19.95 Gb/s, prˇi taktova´n´ı obvodu na frekvenci 156 MHz. Po prˇida´n´ı vnitrˇn´ıho zrˇeteˇzen´ı
iterac´ı (obr. 2.16b) lze zvy´sˇit frekvenci na 272 MHz a doc´ılit propustnosti azˇ 34,76 Gb/s.
Prˇida´n´ı vnitrˇn´ıho zrˇeteˇzen´ı iterac´ı s sebou nese rezˇii v podobeˇ potrˇebny´ch oddeˇlovac´ıch re-
gistr˚u, na´rust potrˇebny´ch hardwarovy´ch zdroj˚u pro tyto registry nen´ı zdaleka tak vysoky´,
jako zvy´sˇen´ı propustnosti, kterou t´ımto zp˚usobem dosa´hneme.
Dalˇs´ı realizac´ı obvodu s vysokou propustnost´ı je [2]. V te´to implementaci se opeˇt dosa-
huje vysoke´ propustnosti pomoc´ı techniky rozbalen´ı smycˇek s kobminac´ı vneˇjˇs´ıho a vnitrˇn´ıho
zrˇeteˇzen´ım (obr. 2.16a). Jednotlive´ operace jsou ale realizova´ny pomoc´ı kombinacˇn´ı logiky,
prˇicˇemzˇ zrˇeteˇzen´ı se zde uplatnˇuje i v ra´mci operac´ı (prˇedevsˇ´ım SubBytes).
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REGISTER
REGISTER
SUBBYTES
SHIFTROWS
MIXCOLUMNS
ADDROUNDKEY
REGISTER
REGISTER
SUBBYTES
SHIFTROWS
MIXCOLUMNS
ADDROUNDKEY
SUBBYTES
REGISTER
SHIFTROWS
MIXCOLUMNS
REGISTER
REGISTER
ADDROUNDKEY
REGISTER
SUBBYTES
REGISTER
SHIFTROWS
MIXCOLUMNS
REGISTER
REGISTER
ADDROUNDKEY
ADDROUNDKEY
INPUT BLOCK
ADDROUNDKEY
INPUT BLOCK
...
...
a) b)
Obra´zek 2.16: Zp˚usoby realizace: a) vneˇjˇs´ı zrˇeteˇzen´ı iterac´ı b) kombinace vneˇjˇs´ıho a
vnitrˇn´ıho zrˇeteˇzen´ı
Propustnost´ı okolo 2 Gb/s lze dosa´hnout pomoc´ı iteracˇn´ıch metod v kombinaci s vnitrˇn´ım
zrˇeteˇzen´ım iterac´ı (obr. 2.17b) [19]. T´ımto zp˚usobem lze dosa´hnout velmi vy´razne´ u´spory
potrˇebny´ch hardwarovy´ch zdroj˚u, jako tomu je u trˇet´ı implementace pomoc´ı iteracˇn´ı me-
tody v [26]. Tento fakt je patrny´ z tabulky 2.12. Jednotlive´ operace jsou zde zpravidla
realizova´ny´ stejny´mi technikami, jako je tomu u architektur s velmi vysokou propustnost´ı,
kde jsou jednotlive´ transformace aplikova´ny na cely´ vstupn´ı blok o velikosti 128 bit˚u.
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Autorˇi Chaves1 Chaves2 Chaves3 Hodjat Nedjah
[26] [26] [26] [2] [19]
Zarˇ´ızen´ı XC2VP20 XC2VP20 XC2VP20 VirtexII-Pro VIRTEX-II
CLB slices 3513 3168 515 5177 1937
BRAM 80 80 12 84 -
Max. freq (MHz) 272 156 156 168.35 190
Latence (takty) 30 10 10 31 33
Propustnost(Gb/s) 34.76 19.95 2.33 21.54 2.1
Propustnost(Mb/s)/CLB 9.9 6.3 4.5 4.1 10.8
Tabulka 2.12: Porovna´n´ı realizovany´ch hardwarovy´ch rˇesˇen´ı algoritmu AES s propustnost´ı
vysˇsˇ´ı nezˇ 1 Gb/s
V praxi lze nale´zt jenom neˇkolik aplikac´ı, ktere´ potrˇebuj´ı propustnost 20 Gb/s, zat´ımco
flexibiln´ı, hardwaroveˇ me´neˇ na´rocˇne´ rˇesˇen´ı s n´ızky´m prˇ´ıkonem je vy´hodne´ pro velke´ mnozˇstv´ı
aplikac´ı naprˇ´ıklad ve vestaveˇny´ch syste´mech. Mnoho aplikac´ı (wireless komunikace, digital
cinema, pay TV) pozˇaduje malou propustnost do 100 Mb/s a cˇasto i nizˇsˇ´ı. Prˇi snaze o
na´vrh kompaktn´ıch a efektivn´ıch rˇesˇen´ı se pouzˇ´ıva´ vy´hradneˇ iteracˇn´ı metoda [9, 24], cˇasto
v kombinaci s vnitrˇn´ım zrˇeteˇzen´ım iterace (obr. 2.17b) [24]. Vy´pocˇet iteracˇn´ıch kl´ıcˇ˚u pro
jednotlive´ iterace se prova´d´ı prˇed procesem sˇifrova´n´ı nebo desˇifrova´n´ı.
SUBBYTES
SHIFTROWS
MIXCOLUMNS
ADDROUNDKEY
REGISTER
ADDROUNDKEY
INPUT BLOCK
SUBBYTES
REGISTER
REGISTER
SHIFTROWS
REGISTER
MIXCOLUMNS
REGISTER
ADDROUNDKEY
ADDROUNDKEY
INPUT BLOCK
a) b)
Obra´zek 2.17: Zp˚usoby realizace: a) obecna´ architektura b) vnitrˇn´ı zrˇeteˇzen´ı iterac´ı
V tabulce 4.2 je zobrazeno srovna´n´ı nejd˚ulezˇiteˇjˇs´ıch vlastnost´ı implementac´ı s propust-
nost´ı do 2 Gb/s. Prvn´ı studovana´ implementace [9] vyuzˇ´ıva´ pouze iteracˇn´ı metodu bez
zrˇeteˇzene´ho zpracova´n´ı, nejd˚ulezˇiteˇjˇs´ı transformace SubBytes a MixColumns jsou obeˇ rea-
lizova´ny pomoc´ı dualportovy´ch blokovy´ch pameˇt´ı RAM a architektura zpracova´va´ najed-
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nou bloky o velikosti 32 bit˚u z celkovy´ch 128 bit˚u velikosti sˇifrovane´ho bloku, cozˇ vede
k dalˇs´ı velmi vy´razne´mu u´sporˇe zdroj˚u. Tato realizace dosahuje propustnosti 208 Mb/s v
technologii XC3S50-4 a 358 Mb/s v technologii XC2V40-6.
Druhe´ rˇesˇen´ı [24] pouzˇ´ıva´ iteracˇn´ı metodu s vnitrˇn´ım zrˇeteˇzen´ım iterac´ı. Tato imple-
mentace realizuje transfromaci SubBytes pomoc´ı BlockRAM a transformaci MixColumns
pomoc´ı kombinacˇn´ı logiky. I zde je vytvorˇena logika pro zpracova´n´ı blok˚u o velikosti 32
bit˚u. T´ımto rˇesˇen´ım lze dosa´hnout propustnosti 139 Mb/s.
Autorˇi Rouvroy [9] Rouvroy [9] Chodowiec [24] Alho [23]
Zarˇ´ızen´ı XC3S50-4 XC2V40-6 XC2S30-5 -
CLB slices 163 146 222 n/a
BRAM 3 3 3
Max. freq (MHz) 71.5 123 50 130
Doba vy´pocˇtu (takty) 46 46 160 160
Propustnost (Mb/s) 208 358 139 104
Propustnost (Mb/s)/CLB 9.9 6.3 4.5 n/a
Tabulka 2.13: Porovna´n´ı realizovany´ch hardwarovy´ch rˇesˇen´ı algoritmu AES s propustnost´ı
nizˇsˇ´ı nezˇ 1 Gb/s
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Kapitola 3
Architektura DES
Prˇi na´vrhu te´to architektury jsme se zameˇrˇili na mozˇnost jej´ıho umı´steˇn´ı do aplikac´ı ve-
staveˇny´ch syste´mu˚. Ty cˇasto obsahuj´ı obvody FPGA s pomeˇrneˇ maly´m mnozˇstv´ım do-
stupny´ch hardwarovy´ch zdroj˚u, proto byla architektura navrhova´na se snahou o minimali-
zaci velikosti vy´sledne´ho rˇesˇen´ı. Nasˇ´ım c´ılem byla mozˇnost umı´stit vy´slednou architekturu
do obvodu FPGA typu Spartan 3 XC3S50-4PQ208C (umı´steˇne´m na platformeˇ FITKit) a
dosa´hnout minima´ln´ı propustnosti 100 Mb/s.
IP
WE
F
IP−1
DATA_IN(63:0)
CLK
KEY(63:0)
EN_DE
RESET
RESET
KEY
RESET
CONTROL
UNIT
EN_DE
DV
FETCH
R_WE
ROUND
ROUND(3:0)
SUBKEY
FINISH
DATA_OUT(63:0)
KEY_OK
KEY_OK
INPUT_VALID
OUTPUT_VALID
KEY_SCHEDULE
WE
REG_L
REG_R
Obra´zek 3.1: Blokove´ sche´ma architektury DES
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Na´vrh byl proveden na za´kladeˇ poznatk˚u z exituj´ıc´ıch realizac´ı (kapitola 2.4.1), ktere´
svoj´ı velikost´ı teoreticky umozˇnˇuj´ı umı´steˇn´ı do na´mi zvolene´ho obvodu Spartan [5, 18, 22].
Z teˇchto poznatk˚u vyply´va´, zˇe nejvhodneˇjˇs´ım rˇesˇen´ım s ohledem na velikost obvodu a
pozˇadovanou rychlost je iteracˇn´ı metoda [22], ktera´ vede k minimalizaci hardwarovy´ch
zdroj˚u vy´sledne´ implemetace. Tato metoda obsahuje logiku, pro zpracovan´ı jedne´ iterace
sˇifrova´n´ı, prˇicˇemzˇ vy´pocˇet se mus´ı opakovat podle definovane´ho pocˇtu opakova´n´ı. V prˇ´ıpadeˇ
algoritmu DES se jedna´ o 16 iterac´ı.
Vstupy a vy´stupy architektury DES
data in(63:0) – 64-bitovy´ vstup reprezentuj´ıc´ı data, ktery´ maj´ı by´t sˇifrovana´ nebo desˇifrovana´.
Data jsou nacˇ´ıta´na do vnitrˇn´ıho registru prˇi na´beˇzˇne´ hraneˇ hodinove´ho signa´lu CLK
a rˇ´ıd´ıc´ıho signa´lu INPUT VALID nastevene´ho do u´rovneˇ logicka´ 1.
key(63:0) – vstup o sˇ´ıˇrce 64 bit˚u reprezentuje sˇifrovac´ı kl´ıcˇ pro sˇifrova´n´ı a desˇifrova´n´ı algo-
ritmem DES. Kl´ıcˇ na vstupu mus´ı by´t stabiln´ı po dobu beˇhu procesu Key expansion.
data out(63:0) – 64-bitovy´ vy´stup reprezentuj´ıc´ı vy´sledek procesu sˇifrova´n´ı nebo desˇifrova´n´ı.
Data mohou by´t z vy´stupu cˇtena prˇi na´stupne´ hraneˇ hodinove´ho signa´lu CLK a plat-
nost teˇchto dat na vy´stupu je indikova´na kontroln´ım signa´lem OUTPUT VALID,
ktery´ je po dobu platnosti dat na vy´stupu nastaven do aktivn´ı u´rovneˇ.
input valid – tento signa´l synchronizovany´ hodinovy´m signa´lem CLK spousˇt´ı nacˇ´ıta´n´ı
vstupn´ıch dat do vnitrˇn´ıho registru a take´ sˇifrova´n´ı nebo desˇifrova´n´ı samotne´.
output valid – tento vy´stupn´ı signa´l je v aktivn´ı u´rovni, pokud je vy´sledek sˇifrova´n´ı vy-
staven na vy´stupu data out.
Algoritmus DES je zalozˇen prˇedevsˇ´ım na dvou operac´ıch: fixn´ı permutace a substi-
tuce [22]. Obeˇ tyto operace lze velmi efektivneˇ implementovat v obvodech FPGA. Fixn´ı
permutace ve skutecˇnosti nezab´ıra´ te´meˇrˇ rˇa´dne´ zdroje v obvodu FPGA, lze ji implemen-
tovat pouze za´meˇnou vodicˇ˚u. Substituce je v algoritmu DES reprezentova´na osmi S-Box
entitami (kazˇda´ o velikosti 64 x 4 bity), celkova´ velikost pameˇti pro substituci je 2Kb, cozˇ
je relativneˇ male´ mnozˇstv´ı pameˇti, ktere´ lze implementovat za pouzˇit´ı distribuovane´ pameˇti
v FPGA. Tyto vlastnosti lze vyuzˇ´ıt prˇi efektivn´ı HW realizaci algoritmu DES. Fixn´ı per-
mutace je za´kladem operac´ı IP , IP−1, permutace E, permutace P a operac´ı uplatnˇuj´ıc´ıch
se v procesu Key expansion, permutace PC a permutace PC−1. Substituce je za´kladem
sˇifrovac´ı funkce F, ve ktere´ se nacha´z´ı osm substitucˇn´ıch tabulek.
Na obra´zku 3.1 je zobrazeno blokove´ sche´ma navrzˇene´ho zapojen´ı architektury pro
sˇifrova´n´ı a desˇifrova´n´ı pomoc´ı algoritmu DES. Na vstupn´ı 64-bitovy´ blok dat je aplikova´na
permutacˇn´ı operace IP. Vy´sledek te´to operace je prˇes multiplexory prˇiveden na vstupy
vnitrˇn´ıch 32-bitovy´ch registr˚u REG L a REG R, ve ktery´ch se ukla´daj´ı vy´sledky jednot-
livy´ch iterac´ı. Vstup do teˇchto registr˚u je potrˇeba multiplexovat, protozˇe v prvn´ım taktu
po spusˇteˇn´ı sˇifrova´n´ı se nacˇ´ıtaj´ı data z vy´stupu permutace IP a v dalˇs´ıch taktech je potrˇeba
na vstup prˇive´st vy´sledky vy´pocˇtu jednotlivy´ch kol. Obvod je navrzˇen tak, aby v kazˇde´m
hodinove´m taktu bylo zpracova´na jedna iterace z celkovy´ch 16, potrˇebny´ch pro celkove´
zasˇifrova´n´ı dat.
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Vy´stup registru REG L, ve ktere´m je ulozˇeno spodn´ıch 32 bit˚u mezivy´sledk˚u, je prˇes
multiplexor prˇ´ımo prˇiveden na vstup registru REG R, ve ktere´m se ukla´da´ 32-bitova´ horn´ı
polovina mezivy´sledk˚u. Vy´stup registru REG R je prˇiveden na vstup kombinacˇn´ıho ob-
vodu, jehozˇ vy´stupem je hodnota sˇifrovac´ı funkce F, pro vstupn´ı blok o velikost 32 bit˚u.
Nad vy´stupem sˇifrovac´ı funkce a vy´stupem registru REG L je provedena logicka´ operace
XOR, pro jednotlive´ bity teˇchto 32-bitovy´ch blok˚u. Vy´sledek te´to operace je prˇes mul-
tiplexor prˇiveden na vstup registru REG L.
Na´vrh sˇifrovac´ı funkce F
Tato funkce je za´kladem algoritmu DES a jej´ı realizace je take´ nejna´rocˇneˇjˇs´ı. Kromeˇ
pouzˇit´ı permutacˇn´ıch s´ıt´ı jsou zde umı´steˇny substituce, a to ve formeˇ pevny´ch substitucˇn´ıch
tabulek nazy´vany´ch S-BOXy [8]. V architekturˇe je funkce popsa´na komponentou, ktera´
obsahuje kombinacˇn´ı logiku realizuj´ıc´ı feistelovu funkci F. Na obra´zku 3.2 je zobrazeno jej´ı
obvodove´ zapojen´ı.
F_IN(31:0)
SUBKEY(48:0)
PERM E
S1
S4
S5
S6
S2
S3
S7
S8
48 b
6 b
6 b
6 b
6 b
6 b
6 b
6 b
6 b
4 b
4 b
4 b
4 b
4 b
4 b
4 b
4 b
PERM P
32 b48 b
SBOX
F_OUT(31:0)
Obra´zek 3.2: Sˇifrovac´ı funkce F
V te´to varianteˇ feistelovy funkce je vstupn´ı blok o velikosti 32 bit˚u prˇiveden na vstup
permutace E (pracuje podle tabulky 2.3). Tato operace rozsˇ´ıˇr´ı vstup sˇiroky´ 32 bit˚u na vy´stup
o velikost 48 bit˚u. Toto rozsˇ´ıˇren´ı je da´no dvojna´sobny´m pouzˇit´ım neˇktery´ch vstupn´ıch bit˚u
v permutaci. Tento 48bitovy´ blok je rozdeˇlen na 8 cˇa´st´ı po 6 bitech, kde kazˇda´ cˇa´st je
prˇivedena na vstup jednoho z 8 obvod˚u realizuj´ıc´ıch substituci. Tyto obvody jsou realizova´ny
asynchronn´ımi pameˇtmi ROM o velikosti 64x4 b (obr. 3.3). Vstupn´ı bity slouzˇ´ı jako adresa
te´to pameˇti, vy´stupem jsou data ulozˇena´ na te´to adrese.
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Vy´stupem kazˇde´ te´to substituce jsou 4 bity, ktere´ daj´ı dohromady 32-bitovy´ vstupn´ı
blok do jednotky, ktera´ prova´d´ı permutaci P (tabulka 2.5). Vy´stup te´to operace je vy´sledek
funkce F.
ADDR(5)
ADDR(4)
ADDR(3)
ADDR(2)
ADDR(1)
ADDR(0)
ROM 64 x 4b
DATA(3:0)
INPUT(5)
INPUT(4)
INPUT(3)
INPUT(2)
INPUT(1)
INPUT(0)
OUTPU(3:0)
Obra´zek 3.3: Substituce Sx, realizovana´ pameˇt´ı ROM
Na´vrh obvodu pro vy´pocˇet iteracˇn´ıch kl´ıcˇ˚u (Key schedule)
Pro proces sˇifrova´n´ı je nutne´ zajistit vy´pocˇet iteracˇn´ıch kl´ıcˇ˚u na za´kladeˇ vstupn´ıho 64-
bitove´ho sˇifrovac´ıho kl´ıcˇe. Jsou dveˇ mozˇnosti jak tento vy´pocˇet realizovat. Prvn´ı mozˇnost´ı
je vy´pocˇet iteracˇn´ıch kl´ıcˇ˚u v ra´mci kazˇde´ jedne´ iterace. Druhou mozˇnost´ı je prove´st vy´pocˇet
prˇed samotny´m sˇifrova´n´ım a vy´sledky ulozˇit do pameˇti RAM.
Pro tento na´vrh byla pouzˇita´ druha´ varianta, protozˇe navrhovany´ obvod ma´ umozˇnˇovat i
desˇifrova´n´ı, kde jsou pouzˇity iteracˇn´ı kl´ıcˇe v opacˇne´m porˇad´ı a prove´st vy´pocˇet kl´ıcˇ˚u za´rovenˇ
s desˇifrova´n´ım nelze. Prvn´ı varianta je lepsˇ´ım rˇesˇen´ım pro syste´my, ktere´ jsou urcˇeny pouze
pro sˇifrova´n´ı.
PC−1
WE
IN(27:0) OUT(27:0)
REG_L
RESET
WE
IN(27:0) OUT(27:0)
REG_R
CONTROLLER
PC−2
RAM 16x48b
IN(47:0) OUT(47:0)
ADDR(3:0)
WE
MX
MX
RESET
CLK
ADDR(3:0)
KEY(63:0)
SUBKEY(47:0)
MX
FETCH
1OR2
1OR2
1OR2
28b
28b
48b
ROTATE
ROTATE
KEY_OK
KEY_OKRAM_WE
28b
28b
ADDR
Obra´zek 3.4: Blokove´ sche´ma Key schedule
Blok Key schedule (obr. 3.4) pracuje se vstupn´ım 64-bitovy´m kl´ıcˇem. Na za´kladeˇ tohoto
kl´ıcˇe vypocˇ´ıta´ 16 podkl´ıcˇ˚u, kde kazˇdy´ je urcˇeny´ pra´veˇ pro jednu iteraci. Podkl´ıcˇ n se pocˇ´ıta´
na za´kladeˇ podl´ıcˇe n − 1. I v prˇ´ıpadeˇ na´vrhu Key schedule byla pouzˇita iteracˇn´ı metoda.
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Vstupn´ı data o velikosti 64 bit˚u vstupuj´ı do permutacˇn´ıho bloku PC-1. V tomto bloku
je provedena permutace s 56 bity vstupu, ktere´ jsou rozdeˇleny na poloviny po 28 bitech.
Zby´vaj´ıc´ıch osm bit˚u je paritn´ıch a slouzˇ´ı pro oveˇrˇen´ı integrity vstupn´ıho sˇifrovac´ıho kl´ıcˇe.
Pro ukla´da´n´ı jednotlivy´ch mezivy´sledk˚u jsou pouzˇity dva 28-bitove´ registry. Nad vy´stupy
obou registr˚u jsou provedeny leve´ rotace o dva nebo jeden bit, pocˇet posouvany´ch bit˚u je
urcˇen signa´lem 1OR2, ktery´ je vy´stupem rˇ´ıd´ıc´ı jednotky. Vy´sledky obou rotac´ı jsou vstupem
do permutacˇn´ıho bloku PC − 2 a za´rovenˇ vstupem do registr˚u, ve ktery´ch jsou ukla´da´ny
jednotlive´ vy´sledky iterac´ı. Vy´stup permutace PC − 2 je ukla´da´m do pameˇti RAM, urcˇene´
pro ulozˇen´ı vsˇech iteracˇn´ıch kl´ıcˇ˚u. Kl´ıcˇe jsou ulozˇene´ do pameˇti RAM stejny´m zp˚usobem
prˇi sˇifrova´n´ı i desˇifrova´n´ı.
3.1 Sˇifrova´n´ı a desˇifrova´n´ı
Sˇifrova´n´ı i desˇifrova´n´ı pomoc´ı algoritmu DES se prova´d´ı stejny´m zp˚usobem, jediny´ rozd´ıl
je v porˇad´ı pouzˇ´ıt´ı iteracˇn´ıch kl´ıcˇ˚u. V prˇ´ıpadeˇ desˇifrova´n´ı se uplatnˇuj´ı v opacˇne´m prˇ´ıpadeˇ,
nezˇ tomu je prˇi sˇifrova´n´ı. S touto skutecˇnost´ı pracuje rˇ´ıd´ıc´ı jednotka, ktera´ prˇiva´d´ı na vstup
bloku Key schedule adresu kl´ıcˇe jednotlive´ iterace.
Procesy sˇifrova´n´ı a desˇifrova´n´ı jsou prova´deˇny podle stavove´ho diagramu na obra´zku 3.5.
Z neˇho je patrne´, zˇe po resetu syste´mu se automaticky spust´ı vy´pocˇet rundovn´ıch kl´ıcˇ˚u.
Po vy´pocˇtu se cˇeka´ na vstupn´ı data, prˇi platnosti vstupn´ıch dat se prˇecha´z´ı do stavu
sˇifrova´n´ı nebo desˇifrova´n´ı, podle vstupn´ıho signa´lu EN DE, ktery´ tuto akci definuje. Po
dokoncˇen´ı procesu sˇifrova´n´ı nebo desˇifrova´n´ı se prˇecha´z´ı do stavu, ve ktere´m je vy´sledek
sˇifrova´n´ı po dobu jednoho taktu na vy´stupu obvodu. Pote´ se opeˇt prˇecha´z´ı do stavu, ve
ktere´m se cˇeka´ na vstupn´ı data.
START
EN_DE=1
EN_DE=0
FINISHED
ENCRYPT
DECRYPT
RUN_DE=1
RUN_EN=1
RUN_EN=0
RUN_DE=0
DATA_VALID=0
RESET
RESET=0
RESET=1
KEY_CALCUL IDLE
KEY_OK=0
KEY_OK=1 DATA_VALID=1
Obra´zek 3.5: Stavovy´ diagram sˇifrova´n´ı a desˇifrova´n´ı DES
Vy´sledna´ rychlost sˇifrova´n´ı je odvozena od de´lky zpracova´n´ı jednoho bloku. Pocˇa´tecˇn´ı
zpozˇdeˇn´ı obvodu je zp˚usobeno vy´pocˇtem iteracˇn´ıch kl´ıcˇ˚u. Jednotka pro jejich vy´pocˇet je
navrzˇena takovy´m zp˚usobem, aby byla schopna za jeden takt hodinove´ho cyklu vypocˇ´ıtat
a ulozˇit kl´ıcˇ pra´veˇ pro jednu iteraci. Vy´pocˇet vsˇech 16 kl´ıcˇ˚u zabere 17 hodinovy´ch cykl˚u,
v jednom taktu se nacˇ´ıta´ kl´ıcˇ. V prˇ´ıpadeˇ de´lky zpracova´n´ı vstupn´ıho bloku urcˇene´ho pro
sˇifrova´n´ı a desˇifrova´n´ı, je obvod take´ navrzˇen pro zpracova´n´ı jedne´ iterace za jeden hodinovy´
takt. Pokud prˇicˇteme jeden takt potrˇebny´ pro nastartova´n´ı cele´ho vy´pocˇtu a jeden takt pro
za´pis vy´sledku na vy´stup, dostaneme, zˇe obvod zpracuje 64-bitovy´ vstupn´ı blok za 18 takt˚u.
Prˇedpoklady na´vrhu budou oveˇrˇeny prˇi simulaci obvodu.
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3.2 Rezˇim blokove´ho sˇifrova´n´ı DES
Rezˇimem blokove´ho sˇifrova´n´ı se rozumı´ zp˚usob, jaky´m budeme postupovat prˇi sˇifrova´n´ı
zpra´vy, ktera´ je delˇs´ı nezˇ velikost bloku sˇifrovane´ho algoritmem. Nejpouzˇ´ıvaneˇjˇs´ımi rezˇimy
jsou [12, 1]:
• ECB (Electronic Code Book) – rezˇim ECB pracuje tak, zˇe srozumitelny´ otevrˇeny´
text P (Plaintext) je rozdeˇlen na bloky Pi o de´lce odpov´ıdaj´ıc´ı de´lce bloku blokove´ho
sˇifrovacˇe a kazˇdy´ blok je samostatneˇ zasˇifrova´n blokovy´m sˇifrovacˇem E aplikac´ı sta´le
stejne´ho kl´ıcˇe K. Vy´sledne´ bloky se opeˇt spoj´ı do jedne´ zpra´vy – sˇifry C (Ciphertext).
Desˇifrova´n´ı se prova´d´ı opacˇny´m zp˚usobem.
• CBC (Cipher Block Chaining) – podobneˇ jako u rezˇimu ECB i rezˇim CBC pracuje
tak, zˇe otevrˇeny´ text P je rozdeˇlen na bloky o de´lce odpov´ıdaj´ıc´ı de´lce bloku blokove´ho
sˇifrovacˇe a kazˇdy´ blok je blokovy´m sˇifrovacˇem zasˇifrova´n samostatneˇ. Na rozd´ıl od
rezˇimu ECB je vsˇak pro kazˇdy´ blok prˇed jeho zasˇifrova´n´ım provedena operace XOR
(non-ekvivalence) s prˇedchoz´ım zasˇifrovany´m blokem.
• CFB (Ciphertext FeedBack) – v tomto rezˇimu se sˇifrovany´ text v˚ubec nesta´va´
blokovou sˇifrou, blokova´ sˇifra slouzˇ´ı jako genera´tor pseudona´hodne´ posloupnosti, ktera´
je pak pouzˇita pro zasˇifrova´n´ı otevrˇene´ho textu (zpra´vy) operac´ı XOR.
Pro realizaci architektury DES byl vybra´n rezˇim ECB, kv˚uli jeho snadne´ implementaci.
Pro mozˇnost prˇipojen´ı syste´mu˚ s rozd´ılnou rychlost´ı byly prˇipojeny na vstup a vy´stup archi-
tektury vyrovna´vac´ı pameˇti cache, realizovane´ pomoc´ı struktur FIFO (obr. 3.6). Na vstup je
prˇipojena komponenta s na´zvem INPUT FIFO a na vy´stup komponenta OUTPUT FIFO.
CLK
READ
WR FIFO_FULL
OUTPUT_VALID
WR_ACK
RESET
DATA_IN(31:0)
CLK
READ
WR FIFO_FULL
OUTPUT_VALID
WR_ACK
RESET
INPUT_FIFO OUTPUT_FIFO
DATA_OUT(31:0)DATA_OUT(63:0) DATA_IN(63:0)
Obra´zek 3.6: Jednotky FIFO, urcˇene´ pro DES [32]
Vstupn´ı data jednotky INPUT FIFO maj´ı velikost 32 bit˚u, vy´stupn´ı datovy´ blok je
64-bitovy´. Pro nacˇten´ı jednoho vy´stupn´ıho bloku INPUT FIFO je tedy nutne´ 2x za´pis
vstupn´ıch dat. Vstupem jednotky OUTPUT FIFO je blok o velikosti 64 bit˚u, vy´stupem je
blok velky´ 32 bit˚u. Pro prˇecˇten´ı jednoho vy´stupn´ıho bloku jsou potrˇeba dveˇ cˇten´ı. Vsˇechny
cˇinnosti pameˇti FIFO jsou synchronizova´ny hodinovy´m signa´lem CLK. Jednotka je asyn-
chronneˇ resetova´na signa´lem RESET. Prˇi resetu se vypra´zdn´ı obsah pameˇti FIFO. Je-li ak-
tivova´n signa´l WR, zap´ıˇse se datovy´ signa´l DATA IN do pameˇti na adresu urcˇenou vnitrˇn´ım
ukazatelem pro za´pis, pokud pameˇt’ nen´ı plna´. Signa´l WR ACK pak svou aktivn´ı u´rovn´ı
signalizuje, zˇe byl za´pis uskutecˇneˇn. Je-li aktivn´ı signa´l READ, bude v na´sleduj´ıc´ım taktu
hodin na vy´stupu (signa´l DATA OUT) obsah pameˇt’ove´ho mı´sta urcˇene´ho vnitrˇn´ım ukaza-
telem cˇten´ı, ktery´ je platny´ pokud pameˇt’ nen´ı pra´zdna´, a signa´l OUTPUT VALID indikuje
platnost dat na vy´stupu. Prˇi cˇten´ı se inkrementuje obsah ukazatele vnitrˇn´ıho ukazatel cˇten´ı,
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prˇi za´pisu se inkrementuje obsah ukazatele vnitrˇn´ıho ukazatele za´pisu. Soucˇasneˇ se aktu-
alizuje obsah registru prˇedstavuj´ıc´ıho pocˇet slov zapsany´ch v pameˇti. Stav plne´ pameˇti se
indikuje signa´lem FIFO FULL.
Cela´ architektura bude mı´t po prˇida´n´ı vstupn´ı a vy´stupn´ı jednotky FIFO strukturu
zobrazenou na obra´zku 3.7. Sˇifrovac´ı kl´ıcˇ je mozˇne´ je realizovat jako vstup cele´ho obvodu,
nebo jako pevneˇ zadanou hodnotu uvnitrˇ architektury.
OUTPUT_VALID
FIFO_FULL
WE
KEY(127:0)
RESET
OUTPUT_VALID
WAIT_FOR_DATA
WR
RESET
READ
OUTPUT_FIFO
DATA_IN(31:0)
OUTPUT_VALID
INPUT_FIFO
READ
KEY(127:0)
DATA_IN(31:0)
WR
READ_OUTPUT
RESET
CLK
DES_ARCHITECTURE
DATA_IN(63:0) DATA_OUT(63:0) DATA_IN(63:0)DATA_OUT(63:0)
Obra´zek 3.7: Struktura architektury DES s prˇidany´mi jednotkami FIFO
3.3 Simulace a synte´za architektury DES
Po fa´zi na´vrhu byla provedena implementace architektury v jazyce VHDL (za pouzˇit´ı lite-
ratury [28, 6]). Funkcˇnost implementace byla otestova´na pomoc´ı dostupny´ch simulacˇn´ıch
na´stroj˚u. Pomoc´ı simulace byl oveˇrˇen navrzˇeny´ pocˇet takt˚u potrˇebny´ch pro zasˇifrova´n´ı nebo
desˇifrova´n´ı jednoho bloku dat o velikosti 64 bit˚u. Jeden blok dat je zpracova´n za 18 cykl˚u a
z te´to informace lze vyja´drˇit maxima´ln´ı teoretickou propustnost architektury (rovnice 4.14),
kterou lze vypocˇ´ıtat prˇi znalosti de´lky zpracova´n´ı vstupn´ıho bloku v taktech a maxima´ln´ı
mozˇne´ frekvence obvodu.
Pdes =
block size
cycles
· fdes = 6418 · fdes (3.1)
Proces rozsˇ´ıˇren´ı kl´ıcˇe je spusˇteˇn hned po resetu syste´mu a trva´ 17 takt˚u, cozˇ je doba po
ktere´ lze (de)sˇifrovat prvn´ı data.
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3.3.1 Dosazˇene´ vy´sledky
Po simulaci obvodu byla provedena jeho synte´za. Ta byla vykona´na pro FPGA typu Spar-
tan 3 a jej´ım vy´stupem jsou informace o velikosti plochy zabrane´ navrzˇenou architekturou
na tomto cˇipu (tabulka 3.1).
Rozdeˇlen´ı Pocˇet zdroj˚u Dostupne´ zdroje Obsazeno (%)
Slices - 251 768 32
Slices flip flops - 138 1536 8
4 LUTS 482 1536 31
logic 434 - -
RAM 48 - -
Tabulka 3.1: Obsazene´ zdroje architektury DES
Velikost jednotlivy´ch cˇa´st´ı architektury DES je uvedena v tabulce 3.2. Z te´to tabulky je
patrne´, zˇe nejme´neˇ na´rocˇne´ operace jsou bitove´ permutace, ktere´ lze velmi efektivneˇ reali-
zovat pomoc´ı hardware pouhou za´meˇnou vodicˇ˚u. Registry pro ulozˇen´ı 32-bitovy´ch vy´sledk˚u
jednotlivy´ch iterac´ı jsou realizova´ny 32 klopny´mi obvody, realizace dvouvstupovy´ch mul-
tiplexor˚u pro rˇ´ızen´ı vstupn´ıch dat do registr˚u je take´ v hardwarove´m rˇesˇen´ı velmi nena´rocˇne´.
Nejv´ıce zdroj˚u je obsazeno blokem pro vy´pocˇet iteracˇn´ıch kl´ıcˇ˚u ze vstupn´ıho 56-bitove´ho
sˇifrovac´ıho kl´ıcˇe. Prˇi pouzˇit´ı varianty s prˇedpocˇ´ıtany´mi iteracˇn´ımi kl´ıcˇi v pameˇti ROM by
u´spora plochy obsazene´ architekturou DES byla te´meˇrˇ 45 %.
Slices Slices flip flops 4 LUTS
Init perm - - -
2 x Register 32 - 64 -
2 x Mux 32 36 - 8
Function F 76 - 176
Key schedule 118 64 227
Controller 21 10 41
Finall perm - - -
Ostatn´ı - - 30
Tabulka 3.2: Obsazene´ zdroje jednotlivy´ch cˇa´st´ı architektury DES
Vy´stupem procesu synte´zy je da´le informace o teoreticke´ maxima´ln´ı frekvenci, na ktere´
mu˚zˇe dany´ obvod pracovat. Tato maxima´ln´ı frekvence obvodu pro sˇifrova´n´ı DES je 104 MHz.
S touto informac´ı jizˇ lze dopocˇ´ıtat maxima´ln´ı propustnost Pdes architektury:
Pdes =
block size
cycles
· fdes = 6418 · 104 = 369, 78Mb/s (3.2)
3.3.2 Srovna´n´ı se softwarovy´m rˇesˇen´ım
Srovna´n´ı bylo provedeno se softwarovou implementac´ı [15], ktera´ byla spusˇteˇn na mikro-
procesoru MSP430F1611, umı´steˇne´m na FITKitu. Prˇi testu bylo zasˇifrova´no 1500 blok˚u
o velikosti 64 bit˚u. Tento vy´pocˇet trval 49,8 s. Z teˇchto hodnot lze vypocˇ´ıtat rychlost
sˇifrova´n´ı:
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Pdes sw =
1500 · 64
49, 8
= 1927b/s (3.3)
Hardwarova´ realizace je podle teoreticke´ rychlosti 201 · 103kra´t rychlejˇs´ı nezˇ softwarova´
implementace, spusˇteˇna´ na mikroprocesoru urcˇene´ho pro vestaveˇne´ syste´my.
Pro srovna´n´ı byla tato implementace [15] spusˇteˇna na stoln´ım pocˇ´ıtacˇi s dvouja´drovy´m
procesorem Intel Core Duo, pracuj´ıc´ım na frekvenci 1,6 GHz. Na tomto procesoru bylo 5·106
blok˚u zasˇifrova´no za 29,3 s, rychlost sˇifrova´n´ı tedy byla 1, 1 Mb/s. Na tom same´m procesoru
byla spusˇteˇna optimalizovana´ implementace [10], kterou na mikroprocesoru MSP430 nebylo
mozˇne´ spustit. Tato implementace doka´zala zasˇifrovat 30 · 106 blok˚u za 14 s, cˇ´ımzˇ dosa´hla
rychlost sˇifrova´n´ı 130 Mb/s. Optimalizovana´ implementace byla v´ıce nezˇ 100kra´t rychlejˇs´ı.
Je ovsˇem jasne´, zˇe pokud by se na´m podobny´m zp˚usobem podarˇilo optimalizovat softwarove´
rˇesˇen´ı, urcˇene´ pro vestaveˇne´ syste´my, bylo by zrychlen´ı hardwarove´ akcelerace sta´le v rˇa´du
tis´ıc˚u.
Z teˇchto vy´sledku je evidentn´ı, zˇe pouzˇit´ı hardwarovy´ch implementac´ı pro realizaci
sˇifrova´n´ı ve vestaveˇny´ch syste´mech je velmi vy´hodne´ a v neˇktery´ch prˇ´ıpadech prˇ´ımo ne-
zbytne´, protozˇe rychlost softwarovy´ch rˇesˇen´ı v rˇa´dech kb/s je v mnoha prˇ´ıpadech ne-
dostacˇuj´ıc´ı.
3.3.3 Pouzˇite´ na´stroje
Simulace byla provedena v programu Xilinx ModelSim XE III 6.3c, ktera´ slouzˇ´ı pro simulaci
komponent napsany´ch v jazyce VHDL. Pro synste´zu byl pouzˇit na´stroj ISE WebPACK 9.1i.
Oba programy jsou k dispozici zdarma pro nekomercˇn´ı vyuzˇ´ıt´ı a jsou dostupne´ na stra´nce
http://www.xilinx.com/webpack/index.html.
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Kapitola 4
Architektura AES
I v prˇ´ıpadeˇ architektury AES bylo nasˇim c´ılem navrhnout architekturu vhodnou pro aplikaci
ve vestaveˇny´ch syste´mech. Z toho vyply´va´ pozˇadavek na nutnost minimalizace plochy za-
brane´ v obvodu FPGA vy´slednou implementac´ı. Architektura byla navrzˇena pro mozˇnost
jej´ıho umı´steˇn´ı na FPGA typu Spartan 3 se snahou dosa´hnout minima´ln´ı propustnosti
100 Mb/s. Prˇi na´vrhu se opeˇt vycha´zelo z informac´ı, obsazˇeny´ch v popisech existuj´ıc´ıch
architektur, se zameˇrˇen´ım na implementace s propustnost´ı nizˇsˇ´ı nezˇ 1 Gb/s.
KEY SCHEDULE
IN(127:0) OUT(31:0)
R(3:0)
IN(127:0)
MUX
IN(31:0) OUT(31:0)
MUX
CONTROLLER
ROUND
KEY(31:0)
ADDROUNDKEY
SERIALIZER
OUT(31:0)
ADDROUNDKEY
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IN(31:0) OUT(31:0)
IN(31:0) OUT(31:0)
MUX
MIXCOLUMNS
IN(31:0) OUT(31:0)
DV FETCH
BUFFER
IN(31:0) OUT(127:0)
COL(3:0)
RESET
RESET
RESET
KEY(31:0)
DONE
EN_DE
IN(127:0)
COL(3:0)
OUT(31:0)
EN_DE
EN_DE
EN_DE
KEY(127:0)
DATA_IN(127:0)
EN_DE
INPUT_VALID
DATA_OUT(127:0)
OUTPUT_VALID
RESET
CLK
SHIFTROWS
Obra´zek 4.1: Blokove´ sche´ma architektury AES
Algoritmus AES podporuje de´lku kl´ıcˇe 128, 192 nebo 256 bit˚u. Pro na´vrh a implemen-
taci byla vybra´na nejv´ıce pouzˇ´ıvana´ varianta s de´lkou sˇifrovac´ıho kl´ıcˇe 128 bit˚u, ktera´ se
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oznacˇuje AES-128. Pro blokove´ sˇifrova´n´ı je nejefektivneˇjˇs´ı technikou vneˇjˇs´ı zrˇeteˇzen´ı iterac´ı
(obr. 2.16), prˇedevsˇ´ım v prˇ´ıpadeˇ, zˇe sˇifrova´n´ı neobsahuje velke´ mnozˇstv´ı iterac´ı. Prˇi te´to
technice ovsˇem architektura mus´ı obsahovat logiku pro zpracova´n´ı vsˇech iterac´ı a z tohoto
d˚uvodu nen´ı toto rˇesˇen´ı prˇ´ıliˇs u´sporne´ (viz tabulka 2.17).
Jelikozˇ je nasˇ´ım c´ılem na´vrh syste´mu pro vestaveˇne´ syste´my, ve ktery´ch nen´ı k dipo-
zici velke´ mnozˇstv´ı hardwarovy´ch zdroj˚u je nutne´ zvolit rˇesˇen´ı, ktere´ sice dosahuje nizˇsˇ´ı
propustnosti, ale je zde ve velke´ mı´ˇre sˇetrˇeno s hardwarovy´mi zdroji obvod˚u FPGA. Pro
na´vrh tedy bylo pouzˇito iteracˇn´ı metody s vnitrˇn´ım zrˇeteˇzen´ım iterac´ı, za´kladn´ı mysˇlenka
te´to techniky je zobrazena na obra´zku 2.17.
Vstupy a vy´stupy architektury AES
data in(127:0) – 128-bitovy´ vstup reprezentuj´ıc´ı data, ktery´ maj´ı by´t sˇifrovana´ nebo
desˇifrovana´. Data jsou nacˇ´ıta´na do vnitrˇn´ıho registru prˇi na´beˇzˇne´ hraneˇ hodinove´ho
signa´lu CLK a rˇ´ıd´ıc´ıho signa´lu INPUT VALID nastavene´ho do u´rovneˇ logicka´ 1.
key(127:0) – vstup o sˇ´ıˇrce 128 bit˚u reprezentuje sˇifrovac´ı kl´ıcˇ pro sˇifrova´n´ı a desˇifrova´n´ı
algoritmem AES. Kl´ıcˇ na vstupu mus´ı by´t stabiln´ı po dobu beˇhu procesu Key expan-
sion.
data out(127:0) – 128-bitovy´ vy´stup reprezentuj´ıc´ı vy´sledek procesu sˇifrova´n´ı nebo desˇifrova´n´ı.
Data mouhou by´t z vy´stupu cˇtena prˇi na´stupne´ hraneˇ hodinove´ho signa´lu CLK a
platnost teˇchto dat na vy´stupu je indikova´na kontroln´ım signa´lem OUTPUT VALID,
ktery´ je po dobu platnosti dat na vy´stupu nastaven do aktivn´ı u´rovneˇ.
input valid – tento vstup, synchronizovany´ hodinovy´m signa´lem CLK, spousˇt´ı nacˇ´ıta´n´ı
vstupn´ıch dat do vnitrˇn´ıho registru a take´ sˇifrova´n´ı nebo desˇifrova´n´ı samotne´ prˇi jeho
aktivn´ı u´rovni.
output valid – tento vy´stupn´ı signa´l je v aktivn´ı u´rovni pokud je vy´sledek sˇifrova´n´ı vy-
staven na vy´stupu data out
Algoritmus AES je na´rocˇneˇjˇs´ı na hardwarovou implementaci, nezˇ je algoritmus DES.
Pouzˇit´ı stejne´ho iteracˇn´ıho zpracova´n´ı jako tomu bylo u na´vrhu a realizace architektury
DES bylo s ohledem na pozˇadavky dane´ na syste´m, prˇedevsˇ´ım na velikost rˇesˇen´ı, nemozˇne´.
Zpracova´n´ı cele´ho bloku vstupn´ım dat jako celku, jako tomu bylo u DES, nen´ı v prˇ´ıpadeˇ
minimalizace velikosti vy´sledne´ho obvodu prˇ´ıliˇs vhodne´. Lze zde ovsˇem vyuzˇ´ıt zrˇeteˇzene´ho
zpracova´n´ı vstupn´ıho bloku po cˇa´stech [24]. Teˇmito cˇa´stmi jsou jednotlive´ sloupce, pokud
si prˇedstav´ıme vstupn´ı blok dat jako matici o velikosti 4x4 B (obra´zek 4.2).
in(0)
in(1)
in(2)
in(3)
in(4)
in(5)
in(6)
in(7)
in(8)
in(9)
in(10)
in(11)
in(12)
in(13)
in(14)
in(15)
in(i) ... i−th byte of input
1. COLUMN 2. COLUMN
3. COLUMN 4. COLUMN
Obra´zek 4.2: Mezivy´sledek prˇi vy´pocˇtu iterac´ı architektury AES
Zrˇeteˇzen´ı lze ovsˇem zarˇadit pouze v ra´mci jedne´ iteraci kv˚uli datovy´m za´vislostem mezi
jednotlivy´mi koly vy´pocˇtu. V jedne´ iteraci jsou tedy fa´ze nacˇ´ıta´n´ı dat do linky, vykona´n´ı
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jednotlivy´ch operac´ı nad teˇmito daty a fa´ze dobeˇhnut´ı (ulozˇen´ı dat do bufferu). Zrˇeteˇzen´ı
jedne´ iterace je popsa´no v kapitole 4.2.1.
Na obra´zku 4.1 je zna´zorneˇno blokove´ sche´ma architektury AES. Vstupn´ı blok je v prvn´ım
kroku prˇeveden na posloupnost cˇtyrˇ 32-bitovy´ch blok˚u (sloupc˚u matice). Tvorba te´to po-
slupnosti je realizova´na v jednotce nazvane´ Serializer. Vy´stup te´to komponenty je po
zasˇumeˇn´ı dat kl´ıcˇem zapisova´n do vnitrˇn´ıho bufferu (obr. 4.4). Prˇi fa´zi nacˇ´ıta´n´ı dat je vstu-
pem bufferu blok, ktery´ prˇipocˇ´ıta´va´ k vy´stup serialize´ru sˇifrovac´ı kl´ıcˇ. Po nacˇten´ı cele´ho
bloku dat o velikosti 128 bit˚u je zapocˇata fa´ze sˇifrova´n´ı. Ta se prova´d´ı pro 128-bitovy´
sˇifrovac´ı kl´ıcˇ v 10 iterac´ıch. V kazˇde´ iteraci se data zpracova´vaj´ı po 32-bitovy´ch bloc´ıch,
prˇicˇemzˇ vy´pocˇet je zrˇeteˇzen v uzavrˇene´ lince, ktera´ obsahuje 4 stupneˇ (obr. 4.15).
4.1 Popis jednotlivy´ch cˇa´st´ı architektury
4.1.1 Komponenta Serializer
Jelikozˇ jsou data prˇi sˇifrova´n´ı zpracova´va´na po bloc´ıch o velikosti 32 bit˚u je nutne´ zajistit,
aby byl vstupn´ı blok o velikosti 128 bit˚u prˇeveden na sekvenci 32-bitovy´ch blok˚u. Jednotka
Serializer zajiˇst’uje prˇevod vstupn´ıho bloku o velikosti 128 bit˚u na matici o velikosti 4x4 B,
kterou ulozˇ´ı po sloupc´ıch do cˇtyrˇ vnitrˇn´ıch registr˚u o velikosti 4x8 bit˚u. Dalˇs´ım u´kolem
tohoto obvodu je vystaven´ı prˇ´ıslusˇne´ho sloupce na vy´stup podle 2-bitove´ho vstupu COL,
prˇi spra´vne´ posloupnosti na tomto vstupu lze zajisti na vy´stupu prˇ´ıslusˇnou sekvenci sloupc˚u
matice, kdy 4 po sobeˇ na´sleduj´ıc´ı takty jsou postupneˇ posla´ny na zpracova´n´ı vsˇechny 4
sloupce matice (obr. 4.3).
IN(31:0)
IN(63:32)
IN(127:96)
IN(95:64)
WE
IN(127:0) OUT(31:0)
4xREGISTER
CLK
+ + +
COL(1:0)
CLK
WE
WE
WE
WE
Obra´zek 4.3: Zapojen´ı obvodu Serializer
4.1.2 Komponenta Buffer
Na obra´zku 4.4 je zobrazen Buffer, ve ktere´m jsou ukla´da´ny vy´sledky jednotlivy´ch iterac´ı.
Jelikozˇ jsou iterace zrˇeteˇzene´, zapisuje se vy´sledek iterace do bufferu po dobu cˇtyrˇ takt˚u.
Buffer obsahuje 4 registry, pro kazˇdy´ sloupec 128-bitove´ho bloku je urcˇen jeden. Registr pro
za´pis se vyb´ıra´ vstupem COL. Vstupn´ı signal WE povoluje za´pis sloupce do buffer. Aby
byla do registru zapsa´na vstupn´ı data, mus´ı by´t vstupn´ı signa´l prˇi na´stupne´ hraneˇ hodinove´
signa´lu v u´rovni logicka´ 1 a vstup COL mus´ı adresovat prˇ´ıslusˇny´ registr. Vy´stupem tohoto
bloku je matice 4x4 B o celkove´ velikosti 128 bit˚u. Tento vy´stup je veden na vstup obvodu
realizuj´ıc´ı transformaci ShiftRows a take´ na vy´stup cele´ architektury AES.
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Obra´zek 4.4: Obvodove´ zapojen´ı komponenty Buffer
4.1.3 Na´vrh transformace SubBytes a InvSubBytes
Rychlost te´to transformace ma´ velky´ vliv na celkovou rychlost sˇifrova´n´ı cele´ architektury.
Tuto operaci lze realizovat dveˇma zp˚usoby. Prvn´ım zp˚usobem je pouzˇit´ı kombinacˇn´ıho
obvodu, ktery´ transformaci realizuje jako vy´pocˇet nad galoisovy´m polem GF (28). Tento
vy´pocˇet je ovsˇem pomeˇrneˇ na´rocˇny´ a vnasˇ´ı do syste´mu znacˇne´ zpozˇdeˇn´ı, ktere´ vy´razneˇ zpo-
maluje vy´konnost navrhovane´ho zrˇeteˇzene´ho zpracova´n´ı. Takto navrzˇeny´ obvod pro vy´pocˇet
transformace SubBytes meˇl podle syntetiza´toru zpozˇdeˇn´ı prˇes 25 ns, cozˇ by znamenalo
nutnost zarˇazen´ı dalˇs´ıch stupnˇ˚u do obvodu pro tuto transformaci, cˇ´ımzˇ by pocˇet stupnˇ˚u
vy´razneˇ stoupl. Z teˇchto d˚uvod˚u byl do syste´mu zasazen obvod pro operace SubBytes,
realizovany´ pomoc´ı pameˇti RAM. Dalˇs´ım d˚uvodem pro takovou realizaci SubBytes byla
mozˇnost umı´steˇn´ı do vestaveˇny´ch dualportovy´ch blokovy´ch pameˇt´ı BlockRAM v obvodu
Spartan 3. Tyto blokove´ pameˇti jsou v te´to architekturˇe k dispozici 4, prˇicˇemzˇ pro navrho-
vanou architekturu AES se vyuzˇ´ıj´ı pouze 2.
V kazˇde´ iteraci sˇifrova´n´ı resp. desˇifrova´n´ı AES se transformace SubBytes resp. Inv-
SubBytes aplikuje na 16 B, prˇi procesu Key expansion se v kazˇde´ iteraci vy´pocˇtu kl´ıcˇ˚u
aplikuje na 4 B. Cozˇ vycha´z´ı na 36 pameˇt’ovch prvk˚u pro tuto architekturu, cozˇ by za-
bralo 18 dualportovy´ch blokovy´ch pameˇt´ı RAM. Pro navrhovanou architekturu s vnitrˇn´ım
zrˇeteˇzen´ım iterac´ı, pouzˇit´ı stejne´ pameˇti pro SubBytes a InvSubBytes a sd´ılen´ı operace
SubBytes pro sˇifrova´n´ı a proces vy´pocˇtu iteracˇn´ıch kl´ıcˇ˚u Key expansion dosta´va´me potrˇebu
4 pameˇt’ovy´ch prvk˚u, ktere´ je mozˇne´ umı´stit do dvou dualportovy´ch blokovy´ch pameˇt´ı
RAM.
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Velikost pameˇti pro operaci SubBytes i InvSubBytes je 256x8 b. Prˇedpocˇ´ıtana´ data pro
tyto transformace lze umı´stit do jedne´ pameˇti o velikost 512x8 b zp˚usobem zobrazeny´m na
obra´zku 4.5, prvn´ıch 256 byt˚u je vyuzˇito pro operaci SubBytes a druha´ polovina je vyuzˇita
pro InvSubBytes [24].
IN(7:0) OUT(7:0)
(Inv)SubBytes
WE
ADDR(8:0)
IN(7:0) OUT(7:0)
(Inv)SubBytes
WE
ADDR(8:0)
0x00h
0xFFh
0x100h
0x1FFh
InvSubBytes
SubBytes
Address spaceBlock RAM
CLKB
ADDRB(8:0)
DIB(7:0)
EN_B
WEB
CLKA
ADDRA(8:0)
DIA(7:0)
RSTA
ENA
WEA
RSTB
DOA(7:0)
DOB(7:0)
Obra´zek 4.5: Transformace SubBytes a InvSubBytes
4.1.4 Na´vrh transformace MixColumns a InvMixColumns
Tato transformace je popsa´na v kapitole 2.3.2. Transformace InvMixColumns je inverzn´ı
k transformaci MixColumns a pouzˇ´ıva´ se prˇi desˇifrova´n´ı. Transformace jsou realizova´ny po-
moc´ı kombinacˇn´ı logiky. Z na´sleduj´ıc´ıch rovnic je patrne´, zˇe lze paralelneˇ zpracovat vy´sledek
transfromace MixColumns a za´rovenˇ data, ktera´ jsou za´kladem pro vy´pocˇet operace InvMi-
xColumns z vy´sledku transformace MixColumns. Na´sleduj´ıc´ı rovnice vyjadrˇuj´ı transformaci
MixColumns jednoho sloupce mezivy´sledku:
mx′0,c = (02) ∗ s0,c ⊕ (03) ∗ s1,c ⊕ s2,c ⊕ s3,c (4.1)
mx′1,c = s0,c ⊕ (02) ∗ s1,c ⊕ (03) ∗ s2,c ⊕ s3,c (4.2)
mx′2,c = s0,c ⊕ s1,c ⊕ (02) ∗ s2,c ⊕ (03) ∗ s3,c (4.3)
mx′3,c = (03) ∗ s0,c ⊕ s1,c ⊕ s2,c ⊕ (03) ∗ s3,c (4.4)
Na´sleduj´ıc´ı rovnice vyjadrˇuj´ı vy´pocˇet operace InvMixColumns pro jeden sloupec mezivy´sledku:
imx′0,c = (0e) ∗ s0,c ⊕ (0b) ∗ s1,c ⊕ (0d) ∗ s2,c ⊕ (09) ∗ s3,c (4.5)
imx′1,c = (09) ∗ s0,c ⊕ (0e) ∗ s1,c ⊕ (0b) ∗ s2,c ⊕ (0d) ∗ s3,c (4.6)
imx′2,c = (0d) ∗ s0,c ⊕ (09) ∗ s1,c ⊕ (0e) ∗ s2,c ⊕ (0b) ∗ s3,c (4.7)
imx′3,c = (0b) ∗ s0,c ⊕ (0d) ∗ s1,c ⊕ (09) ∗ s2,c ⊕ (0e) ∗ s3,c (4.8)
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Na prvn´ım bytu sloupce je zna´zorneˇno jak lze vy´pocˇet rozlozˇit:
imx′0,c = (02)∗s0,c⊕(0c)∗s0,c⊕(03)∗s1,c⊕(08)∗s1,c⊕s2,c⊕(0c)∗s2,c⊕s3,c⊕(08)∗s3,c (4.9)
Vy´pocˇet transformace InvMixColumns lze tedy zapsat jako kombinaci vy´sledku operace
MixColumns a vy´pocˇtu nazvane´ho proInvMixColumns:
imx′0,c = mx
′
0,c ⊕ ((0c) ∗ s0,c ⊕ (08) ∗ s1,c ⊕ (0c) ∗ s2,c ⊕ (08) ∗ s3,c)︸ ︷︷ ︸
proInvMixColumns0,c
(4.10)
Operace MixColumns a proInvMixColumns lze vykona´vat paralelneˇ, obeˇ operace pozˇaduj´ı
jako vstup stejna´ data.
Na´vrh zapojen´ı tohoto obvodu je na obra´zku 4.6. Vstupn´ı data jsou prˇivedena na oba
bloky vykona´vaj´ıc´ı transformace MixColumns a proInvMixColumns, vy´stupy teˇchto blok˚u
jsou prˇivedeny na multiplexor, prˇicˇemzˇ nad vy´sledkem transformace MixColumns a proInv-
MixColumns je provedena logicka´ operace XOR mezi jednotlivy´mi bity vy´stupn´ıch blok˚u.
Vy´stup cele´ho bloku je rˇ´ızen signa´lem EN DE. V prˇ´ıpadeˇ, zˇe se data sˇifruj´ı, je vy´stupem
vy´sledek operace MixColumns, v prˇ´ıpadeˇ desˇifrova´n´ı je to vy´sledek operace InvMixColumns.
MX
EN_DE
MIX_OUT(31:0)
OUT(31:0)MIX_IN(31:0)
MixColumns
IN(31:0)
proInvMixColumns
IN(31:0) OUT(31:0)
Obra´zek 4.6: Obvodove´ zapojen´ı operac´ı MixColumns a InvMixColumns
Na na´sleduj´ıc´ım obra´zku je zobrazeno obvodove´ zapojen´ı operace MixColumns. Tento
obvod transformuje vy´pocˇtem 32-bitovy´ vstup na vy´stup o stejne´ de´lce. Operace {02} se
realizuj´ı v teˇlese GF (28) modulo m(x) = x8+x4+x3+x+1 [21]. V transformaci je vyuzˇita
skutecˇnost, zˇe na´soben´ı {03} v teˇlese GF (28) modulo m(x) = x8+x4+x3+x+1 lze zapsat
na´sleduj´ıc´ım zp˚usobem:
(03) · x = (02) · x⊕ (01) · x = (02) · x⊕ x (4.11)
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MixColumns2(7:0)
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Obra´zek 4.7: Operace MixColumns
Prˇi operaci proInvMixColumns se pocˇ´ıtaj´ı data pro vy´pocˇet transformace InvMixCo-
lumns na za´kladeˇ rovnice 4.10. Obvodove´ zapojen´ı komponenty proInvMixColumns je zob-
razeno na obr. 4.8. Podle rovnice 4.10 se zde aplikuj´ı operace {08} a {0c}. Operaci {0c} lze
zapsat takto:
(0c) · x = (08) · x⊕ (04) · x (4.12)
{08}
{08}
{08}
{08}
0
1
2
3
0
1
2
3
0
1
2
3
invMixColumns MixColumns proIMC
{04}
{04}
{04}
S1(7:0)
S2(7:0)
S3(7:0)
S0(7:0)
{04}
proIMC0(7:0)
proIMC1(7:0)
proIMC2(7:0)
proIMC3(7:0)
Obra´zek 4.8: Operace proInvMixColumns
Vsˇechny operace {02}, {04} a {08} pouzˇite´ v komponenta´ch MixColumns a proInvMi-
xColumns lze realizovat pomoc´ı operace xtime, jej´ızˇ zapojen´ı je uvedeno na obra´zku 4.9.
Jedna´ se o jednoduchy´ obvodu s 8-bitovy´m vstupem a vy´stupem. Mezi vybrany´mi vstupy
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je aplikova´na logicka´ operace XOR, jej´ızˇ vy´sledek je prˇiveden na vy´stup. Neˇktere´ vstupy
jsou prˇ´ımo propojeny na vy´stup.
in(0) out(0)
in(1)
in(2)
in(3)
in(4)
in(5)
in(6)
in(7)
out(1)
out(2)
out(3)
out(4)
out(5)
out(6)
out(7)
Obra´zek 4.9: Operace xtime
Jaky´m zp˚usobem se pomoc´ı xtime realizuj´ı operace {02}, {04} a {08} je zna´zorneˇno na
na´sleduj´ıc´ım obra´zku 4.10.
xtime
xtime xtime
xtime xtime xtime
in(7:0)
in(7:0)
in(7:0)
out(7:0)
out(7:0)
out(7:0) {08}
{02}
{04}
Obra´zek 4.10: Operace {02}, {04} a {08}
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4.1.5 Na´vrh transformace ShiftRows a InvShiftRows
Na na´sleduj´ıc´ım obra´zku je zobrazeno navrzˇene´ obvodove´ zapojen´ı transformace ShiftRows
a InvShiftRows. ShiftRows se uplatnˇuje prˇi procesu sˇifrova´n´ı, InvShiftRows je operace in-
verzn´ı a je pouzˇita prˇi desˇifrova´n´ı. Vy´beˇr operace je prova´deˇn signa´lem EN DE, sloupec
mezivy´sledku je vyb´ıra´n pomoc´ı vstupu COL.
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(23:16)
(31:24)
+1
+2
(15:8)
(7:0)
(23:16)
(31:24)
(15:8)
(7:0)
(23:16)
(31:24)
(15:8)
(23:16)
(31:24)
+3
(7:0)
IN(31:0)
OUT(31:0)
EN_DE
COL(3:0)
IN(127:96)
IN(95:64)
IN(63:32)
Obra´zek 4.11: Obvodove´ zapojen´ı operac´ı ShiftRows a InvShiftRows
Dalˇs´ı funkc´ı tohoto obvodu je d´ıky mozˇnosti vybrat vy´stupn´ı blok, je stejneˇ jako u
serialize´ru prˇevod vstupn´ı matice obsahuj´ıc´ı 128-bitovy´ blok mezivy´sledku na sekvenci cˇtyrˇ
32-bitovy´ch blok˚u, ktere´ prˇedstavuj´ı sloupce vstupn´ı matice.
4.1.6 Na´vrh komponenty Key schedule
Tento blok zajiˇst’uje vy´pocˇet iteracˇn´ıch kl´ıcˇ˚u, na za´kladeˇ vstupn´ıho sˇifrovac´ıho kl´ıcˇe. Navr-
hovana´ architektura je urcˇena pro sˇifrova´n´ı pomoc´ı kl´ıcˇe s de´lkou 128 bit˚u. Pro tuto de´lku
kl´ıcˇe se sˇifrova´n´ı a desˇifrova´n´ı vykona´va´ v 10 iterac´ıch. Pro kazˇdou tuto iteraci je nutne´
vypocˇ´ıtat subkl´ıcˇ o velikosti 128 bit˚u. Vy´pocˇet teˇchto podkl´ıcˇ˚u zajiˇst’uje obvod zobrazeny´
na obra´zku 4.12.
Da´le tento obvod zajiˇst’uje ulozˇen´ı teˇchto kl´ıcˇ˚u a jejich distribuci pro jednotlive´ iterace
na za´kladeˇ 6-bitove´ vstupn´ı adresy ADDR. Obvod je synchonizova´n vstupn´ım globa´ln´ım
hodinovy´m signa´lem CLK a asynchronneˇ resetova´n globa´ln´ım signa´lem RESET. Vstupem
obvodu je sˇifrovac´ı kl´ıcˇ o de´lce 128 bit˚u, ze ktere´ho se pocˇ´ıtaj´ı iteracˇn´ı kl´ıcˇe. Dalˇs´ım vstupem
je adresa sloupce iteracˇn´ıho kl´ıcˇe, urcˇene´ho pro transfromaci AddRoundKey. Na vy´stup
obvodu Key schedule, o velikost 32 bit˚u, je prˇiveden vy´stup intern´ı pameˇti RAM a take´
signa´l KEY OK, ktery´ indikuje dokoncˇen´ı vy´pocˇtu iteracˇn´ıch kl´ıcˇ˚u.
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Obra´zek 4.12: Obvodove´ zapojen´ı Key schedule
Syste´m pracuje ve dvou rezˇimech, v prvn´ım pocˇ´ıta´ podkl´ıcˇe pro jednotlive´ iterace, ktere´
ukla´da´ do pameˇti RAM, ve druhe´m prˇeda´va´ podkl´ıcˇe na vy´stup na za´kladeˇ vstupn´ı ad-
resy. Vy´pocˇet iteracˇn´ıch kl´ıcˇ˚u je automaticky spusˇteˇn po resetu syste´mu a pracuje podle
stavove´ho diagramu zobrazene´ho na obra´zku 4.13. V prvn´ım kroku se vstupn´ı kl´ıcˇ KEY
zapisuje do pameˇti RAM v podobeˇ matice 4 × 4 byty, beˇhem 4 takt˚u hodinove´ho signa´lu.
Po u´vodn´ım zapsa´n´ı sˇifrovac´ıho kl´ıcˇe se prova´d´ı vy´pocˇet podkl´ıcˇ˚u, dalˇs´ı kl´ıcˇ je vzˇdy pocˇ´ıta´n
z kl´ıcˇe prˇedchoz´ıho. Vy´pocˇet jednoho kl´ıcˇe je proveden beˇhem jednoho taktu a pote´ je opeˇt
spusˇteˇno kop´ırova´n´ı podkl´ıcˇe do pameˇti RAM. De´lka tohoto kop´ırova´n´ı je stejneˇ jako u
vstupn´ıho kl´ıcˇe 4 cykly. Vy´pocˇet a za´pis se opakuje tak dlouho, dokud nen´ı rˇ´ıd´ıc´ı jed-
notkou nastaven signa´l KEY OK do u´rovneˇ logicka´ 1. Cely´ vy´pocˇet pole iteracˇn´ıch kl´ıcˇ˚u
trva´ 65 takt˚u. Prvn´ı sloupec subkl´ıcˇe (z celkovy´ch 4) je ulozˇen na adrese, ktera´ odpov´ıda´
prˇ´ıslusˇne´ iteraci prˇi sˇifrova´n´ı. Subkl´ıcˇe se pocˇ´ıtaj´ı stejny´m zp˚usobem prˇi procesu sˇifrova´n´ı i
desˇifrovan´ı, i kdyzˇ by bylo vy´hodne´ je pro desˇifrova´n´ı ukla´dat do pameˇti v opacˇne´m porˇad´ı,
ve ktere´m jsou pouzˇ´ıva´ny. Stejne´ ukla´da´n´ı bylo zvoleno z d˚uvodu mozˇne´ rozsˇiˇritelnosti ar-
chitektury, kde by bylo mozˇne´ mı´t sˇifrovac´ı kl´ıcˇ a podkl´ıcˇe prˇedpocˇ´ıtane´ a ulozˇene´ v pameˇti
ROM.
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Ve druhe´m rezˇimu si lze prˇedstavit cely´ obvod jako asynchronn´ı pameˇt RAM, ze ktere´
se pouze cˇtou kl´ıcˇe pro jednotlive´ iterace na za´kladeˇ vstupn´ı adresy.
RESET FINISHED
COMPUTE_RUNCOMPUTE_FINISH
COPY_KEY
COPY_FINISH=0
KEY_OK=0 & COPY_FINISH=1
RESET=0 KEY_OK=1
Obra´zek 4.13: Stavovy´ diagram procesu Key expansion
4.2 Sˇifrova´n´ı a desˇifrova´n´ı
V prˇedchoz´ı kapitole byly popsa´ny jednotlive´ komponenty architektury AES. Jizˇ bylo
rˇecˇeno, zˇe prˇi na´vrhu byla snaha o optima´ln´ı velikost vy´sledne´ho obvodu prˇi zachova´n´ı rych-
losti minima´lneˇ 100 Mb/s. V prˇ´ıpadeˇ algoritmu AES nejsou procesy sˇifrova´n´ı a desˇifrova´n´ı
co do de´lky jednotlivy´ch operac´ı a jejich porˇad´ı stejne´, jako tomu je u algoritmu DES, proto
bylo dalˇs´ım c´ılem navrhnout obvod takovy´m zp˚usobem, aby rychlost sˇifrova´n´ı a desˇifrova´n´ı
byla shodna´.
RESET
RESET=0
RESET=1
IDLE
WR_FINISH=0
DATA_VALID=1
&
KEY_OK=1
KEY_EXPANSION
DATA_VALID=0
KEY_OK=0
WRITE_ROUND
ENCRYPT_FINISHED=1
WR_FINISH=1 & EF=0
&
EF=0
COMPUTE_FINISHED=0
COMPUTE_FINISHED=1
KEY_OK=1 KEY_OK=0
EXEC_ROUND
Obra´zek 4.14: Stavovy´ diagram procesu sˇifrova´n´ı a desˇifrova´n´ı AES
Sˇifrova´n´ı a desˇifrova´n´ı pracuje podle prˇedchoz´ıho stavove´ho diagramu 4.14. Tento sta-
vovy´ diagram je realizova´n v rˇ´ıd´ıc´ı jednotce Controller. Po resetu syste´m prˇejde do stavu
vy´pocˇtu sˇifrovac´ıho kl´ıcˇe KEY EXPANSION, ve ktere´m setrva´va´ pokud je vstupn´ı signa´l
rˇ´ıd´ıc´ı jednotky KEY OK = 0. Pokud je vy´pocˇet kl´ıcˇe dokoncˇen obvod cˇeka´ na vstupn´ı
data. Pokud jsou vstupn´ı data platna´, zkop´ırujeme je do vnitrˇn´ıho bufferu architektury
(obr. 4.4), tato akce trva´ 4 takty. Po nacˇten´ı dat je spusˇteˇn vy´pocˇet, ve ktere´m jsou na
jednotlive´ sloupce mezivy´sledku, ulozˇene´ho v bufferu, aplikova´ny jednotlive´ transformace,
jejichzˇ na´vrh a obvodove´ zapojen´ı byly popsa´ny vy´sˇe. Pokud je spusˇteˇn vy´pocˇet a do bufferu
se nezapisuj´ı zˇa´dna´ data, syste´m se nacha´z´ı ve stavu EXEC ROUND. Po dokoncˇen´ı operac´ı
nad sloupcem mezivy´sledku (1× 4 B), jsou data ulozˇena na svoji pozici do vnitrˇn´ıho buf-
feru, obvod tedy prˇejde do stavu WRITE ROUND. Stavy ukla´da´n´ı a vy´pocˇtu se strˇ´ıdaj´ı do
46
okamzˇiku dokoncˇen´ı vsˇech iterac´ı sˇifrovac´ıho nebo desˇifrovac´ıho procesu. Ukoncˇen´ı indikuje
vnitrˇn´ı cˇ´ıtacˇ iterac´ı, umı´steˇny´ v rˇ´ıd´ıc´ı jednotce.
Jak uzˇ bylo rˇecˇeno z d˚uvodu minimalizace velikosti obvodu byla pro na´vrh pouzˇita
metoda vnitrˇn´ıho zrˇeteˇzen´ı cykl˚u. Obvod pote´ obsahuje logiku pro vy´pocˇet pouze 1/4 jedne´
iterace sˇifrova´n´ı nebo desˇifrova´n´ı.
4.2.1 Zrˇeteˇzen´ı vy´pocˇtu iterace
Pozˇadavkem na vy´slednou architekturu byla minima´ln´ı propustnost 100 Mb/s. Jelikozˇ sek-
vencˇn´ı zpracovan´ı jednotlivy´ch iterac´ı, jake´ bylo zarˇazeno do architektury DES, by vna´sˇelo
prˇ´ıliˇs velke´ zpozˇdeˇn´ı, ktere´ by nedovolovalo splnit pozˇadavek na rychlost sˇifrova´n´ı, bylo
nutne´ zvy´sˇit vy´pocˇetn´ı vy´kon syste´mu, aby mohlo by´t dosazˇeno pozˇadovane´ rychlosti.
Zvy´sˇen´ı vy´pocˇetn´ıho vy´konu sekvencˇn´ıho prˇ´ıstupu je mozˇno dosa´hnout jednak zrˇeteˇzen´ım,
a jednak replikac´ı (opakova´n´ım) funkcˇn´ıch jednotek. Jde o dva neza´visle´ prˇ´ıstupy k parale-
lismu, cˇasovy´ a prostorovy´, prˇicˇemzˇ oba mohou by´t pouzˇity soucˇasneˇ s kumulac´ı prˇ´ınos˚u.
Prostorovy´ paralelismus vede ke znacˇne´mu zvy´sˇen´ı potrˇebny´ch hardwarovovy´ch zdroj˚u
a jelikozˇ navrhujeme architekturu se snahou o minimalizaci velikosti vy´sledne´ho rˇesˇen´ı, je
pro na´s vhodneˇjˇs´ı zarˇazen´ı cˇasove´ho paralelismu (zrˇeteˇzen´ı), kde na´rust potrˇebny´ch zdroj˚u
nen´ı zdaleka tak velky´. Zrˇeteˇzene´ zpracova´n´ı u´loh je zalozˇeno na tom, zˇe vykona´vane´ u´lohy
se rozdeˇl´ı na sekvenci krok˚u, nejle´pe stejne´ho trva´n´ı, prˇicˇemzˇ v kazˇde´m kroku se pouzˇ´ıvaj´ı
samostatne´ technicke´ prostrˇedky. Tak je mozˇne´, zˇe v jednom okamzˇiku se prova´d´ı neˇkolik
u´loh, kazˇda´ je ovsˇem v jine´m stavu rozpracova´n´ı a vyuzˇ´ıva´ jiny´ stupenˇ linky.
Pozˇadavky a rezˇie zrˇeteˇzene´ho zpracova´n´ı [29]:
• neprˇetrzˇity´ prˇ´ısun dat nebo ko´d˚u, nad nimizˇ je trˇeba prova´deˇt stejnou za´kladn´ı operaci
nebo je zpracova´vat podobny´m zp˚usobem
• zpracova´n´ı mus´ı by´t mozˇno rozdeˇlit na sekvenci (neza´visly´ch) krok˚u, realizovany´ch
jednotlivy´mi stupni rˇeteˇzu,
• trva´n´ı jednotlivy´ch krok˚u by meˇlo by´t prˇiblizˇneˇ stejne´.
Na celkove´ dosazˇitelne´ zrychlen´ı ma´ vliv:
• nezbytne´ zastavova´n´ı linky,
• na´beˇh a dobeˇh rˇeteˇzene´ho zpracova´n´ı prˇi konecˇne´m pocˇtu N zpracovany´ch polozˇek a
• zpozˇdeˇn´ı oddeˇlovac´ıch registr˚u.
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Realizace zrˇeteˇzen´ı v architekturˇe AES
Prˇi zarˇazen´ı zrˇeteˇzen´ı do syste´mu je nejd˚ulezˇiteˇjˇs´ım krokem vhodny´ na´vrh jednotlivy´ch
stupnˇ˚u a jejich pocˇet. Mezi jednotlive´ stupneˇ jsou pak zarˇazeny oddeˇlovac´ı registry. Pro
zrˇeteˇzen´ı iterace v architekturˇe AES byly vybra´ny 4 stupneˇ, prˇicˇemzˇ v kazˇde´m stupni je
realizova´na jedna nebo dveˇ transformace. Jaky´m zp˚usobem byly jednotlive´ stupneˇ rozdeˇleny
je patrne´ z obra´zku 4.15, stupneˇ jsou cˇ´ıslova´ny v porˇad´ı jaky´m prˇes neˇ data procha´zej´ı.
Data se nacˇ´ıtaj´ı do zrˇeteˇzene´ linky z Bufferu, ktery´ ma´ take´ u´lohu oddeˇlovac´ıho registru,
ve ktere´m se ukla´da´ vy´sledek posledn´ıho stupneˇ.
1.
SUBBYTES
+
(ADDKEY)
ADDKEY
FF FF FF
CLK
BUF
SHIFTROWS MIXCOLUMNS
tdTau
2. 3.
4.
Obra´zek 4.15: Na´vrh zrˇeteˇzene´ho zpracova´n´ı iterace AES
Prvn´ı stupenˇ realizuje transformaci ShiftRows, v druhe´m stupni se na 32-bitovy´ blok
aplikuj´ı transfromace SubBytes v prˇ´ıpadeˇ sˇifrova´n´ı a dveˇ transformace InvShitRows a Ad-
dRoundKey v prˇ´ıpadeˇ desˇifrova´n´ı. Trˇet´ım stupneˇm jsou na´rocˇneˇ operace MixColumns prˇi
sˇifrova´n´ı a InvMixcolumns prˇi desˇifrova´n´ı. V posledn´ım stupni se prova´n´ı transformace Ad-
dRoundKey v prˇ´ıpadeˇ, pokud jsou data sˇifrova´na. Veˇtsˇ´ı optimalizaci prˇi na´vrhu zrˇeteˇzen´ı
bra´n´ı v urcˇite´ mı´ˇre fakt, zˇe prˇi sˇifrovan´ı dat jsou transformace aplikova´ny v poneˇkud jine´m
porˇad´ı nezˇ prˇi desˇifrovan´ı jejich operace inverzn´ı.
buffer
saved in
buffer
saved in
buffer
saved in
buffer
saved in
1. COLUMN
3. COLUMN
4. COLUMN
shiftrows
shiftrows
2. COLUMN
3
subbytes
(addsubkey)shiftrows mixcolumns
mixcolumns
subbytes
(addsubkey)
shiftrows
mixcolumns
subbytes
mixcolumns
shiftrows subbytes(addsubkey)
shiftrows subbytes(addsubkey)
shiftrows
subbytes
(addsubkey)
(addsubkey)
1 2 4 5 6 7 8 9
addsubkey
(−−−−)
addsubkey
(−−−−)
addsubkey
mixcolumns
−−−−
addsubkey
(−−−−)
−−−−
−−−−
(−−−−) −−−−
Obra´zek 4.16: Cˇasovy´ diagram zrˇeteˇzene´ho zpracova´n´ı iterace v architekturˇe AES
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Prˇi zrˇeteˇzen´ı je nutne´ pocˇ´ıtat s hardwarovou rezˇi´ı v podobeˇ oddeˇlovac´ıch registr˚u,
v tomto prˇ´ıpadeˇ se jedna´ o 3 registry, funkci oddeˇlovac´ıho regitru pln´ı totizˇ i vnitrˇn´ı buffer
pro ukla´da´n´ı mezivy´sledk˚u, ktery´ by byl soucˇa´st´ı i nezrˇeteˇzene´ho zpracova´n´ı.
Na obra´zku 4.16 je zobrazen cˇasovy´ diagram zrˇeteˇzene´ho zpracova´n´ı iterac´ı. Pro pocˇet
stupnˇ˚u k = 4 a pocˇet zpracova´vany´ch polozˇek N = 4 by meˇl by´t pocˇet takt˚u pro jejich
zpracova´n´ı roven (k +N − 1) = 7.
Jak videˇt z cˇasove´ho diagramu na obra´zku 4.16 jsou ale data potrˇebna´ pro transformaci
ShiftRows prˇeda´na z vy´stupu transformace AddRoundKey a zpracova´na v jednom taktu.
Tato skutecˇnost vede ke sn´ızˇen´ı pocˇtu takt˚u, potrˇebny´ch pro zpracova´n´ı vsˇech 128 bit˚u
mezivy´sledku na 6. Zrychlen´ı jedne´ iterace oproti nezrˇeteˇzene´mu zpracova´n´ı je vyja´drˇeno
v rovnici 4.13, tata hodnota je ovsˇem vyja´drˇena pouze pro v´ıce iterac´ı, prˇicˇemzˇ v posledn´ı
iteraci bude vy´pocˇet dat se zapsa´n´ım do bufferu trvat cely´ch 7 takt˚u.
Sn =
T1
Tk
=
Nkτ
(k +N − 2)(τ + td) =
4 · 4 · 12ns
(4 + 4− 2)(12ns+ 2ns) = 2, 28 (4.13)
4.3 Rezˇim blokove´ho sˇifrova´n´ı AES
Pro sˇifrova´n´ı blok˚u, ktere´ jsou delˇs´ı nezˇ velikost blok˚u sˇifrovane´ho alogirtmem AES byl
zvolen, stejneˇ jako u architektury DES, rezˇim ECB, ve ktere´m se data sˇifruj´ı neza´visle na
ostatn´ıch sˇifrovany´ch bloc´ıch. I v prˇ´ıpadeˇ AES byly prˇida´ny na vstup i vy´stup jednotky
vyrovna´vac´ı pameˇti realizovane´ pomoc´ı struktury FIFO. Jelikozˇ AES pracuje s bloky o ve-
likosti 128 bit˚u, musely by´t jednotky FIFO pouzˇite´ pro sˇifrova´n´ı DES upraveny na tuto
sˇ´ıˇrku (obr. 4.17). Tyto jednotky pracuj´ı zp˚usobem popsany´m v kapitole 3.2, ktera´ se zaby´va´
rezˇimem blokove´ho sˇifrova´n´ı DES.
CLK
READ
WR FIFO_FULL
OUTPUT_VALID
WR_ACK
RESET
DATA_IN(31:0) DATA_OUT(127:0)
CLK
READ
WR FIFO_FULL
OUTPUT_VALID
WR_ACK
RESET
INPUT_FIFO OUTPUT_FIFO
DATA_IN(127:0) DATA_OUT(31:0)
Obra´zek 4.17: Jednotka FIFO urcˇena´ pro AES [32]
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Cela´ architektura bude mı´t po prˇida´n´ı vstupn´ı a vy´stupn´ı jednotky FIFO strukturu
zobrazenou na obra´zku 4.18. Sˇifrovac´ı kl´ıcˇ je mozˇne´ je realizovat jako vstup cele´ho obvodu,
nebo jako pevneˇ zadanou hodnotu uvnitrˇ architektury.
DATA_OUT(127:0)
OUTPUT_VALID
FIFO_FULL
DATA_IN(127:0)
WE
KEY(127:0)
AES_ARCHITECTURE
RESET
DATA_OUT(127:0)
OUTPUT_VALID
WAIT_FOR_DATA
DATA_IN(127:0)
WR
RESET
READ
OUTPUT_FIFO
DATA_IN(31:0)
OUTPUT_VALID
INPUT_FIFO
READ
KEY(127:0)
DATA_IN(31:0)
WR
READ_OUTPUT
RESET
CLK
Obra´zek 4.18: Struktura architektury AES s prˇidany´mi jednotkami FIFO
4.4 Implementace a synte´za architektury AES
Po fa´zi na´vrhu byla architektura implementova´na v jazyce VHDL a otestova´na pomoc´ı
simulacˇn´ıch na´stroj˚u. Pomoc´ı simulace byl oveˇrˇen navrzˇeny´ pocˇet takt˚u potrˇebny´ch pro
zasˇifrova´n´ı resp. desˇifrova´n´ı jednoho bloku dat o velikosti 128 bit˚u. Jeden blok dat je zpra-
cova´n za 66 cykl˚u, z te´to informace lze vyja´drˇit maxima´ln´ı teoretickou propustnost architek-
tury (rovnice 4.14), kterou lze vypocˇ´ıtat prˇi znalosti de´lky vy´pocˇtu v taktech a maxima´ln´ı
mozˇne´ frekvence obvodu.
P =
block size
cycles
· faes = 12866 · faes (4.14)
Proces rozsˇ´ıˇren´ı kl´ıcˇe pracuje po resetu syste´mu po dobu 65 takt˚u, cozˇ je doba po ktere´
lze sˇifrovat/desˇifrovat prvn´ı data.
4.4.1 Dosazˇene´ vy´sledky
Po simulaci architektury byla provedena jeho synte´za pro FPGA typu Spartan 3. Pocˇet
potrˇebny´ch hardwarovy´ch zdroj˚u v tomto obvodu je vypsa´n v tabulce 4.1. Z teˇchto vy´sledku
lze rˇ´ıci, zˇe vy´sledna´ implementace zabere asi 60 % zdroj˚u dostupny´ch v obvodu Spartan 3.
Rozdeˇlen´ı Pocˇet zdroj˚u Dostupne´ zdroje Obsazeno (%)
Slices - 586 768 76
Slices flip flops - 489 1536 31
4 LUTS 1120 1536 72
logic 1024 - -
RAM 96 - -
BRAM - 2 4 50
Tabulka 4.1: Obsazene´ zdroje architektury AES
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Pro zjiˇsteˇn´ı nejkriticˇteˇjˇs´ıch cˇa´st´ı z hlediska potrˇeby hardwarovy´ch zdroj˚u byla vytvorˇena
tabulka 4.2. Jak z n´ı lze zjistit, nejv´ıce zdroj˚u zab´ıra´ blok pro vy´pocˇet iteracˇn´ıch kl´ıcˇ˚u,
pokud by byla pouzˇita varianta ulozˇen´ı prˇedpocˇ´ıtany´ch kl´ıcˇ˚u do pameˇti ROM, sn´ızˇila by se
potrˇeba zdroj˚u te´meˇrˇ o 30%.
Slices Slices flip flops 4 LUTS BRAM
Serializer 106 128 64 -
AddRoundKey 18 - 32 -
Buffer 2 128 4 -
SubBytes - - - 2
ShiftRows 60 - 112 -
MixColumns 84 - 154 -
KeySchedule 235 144 392 -
Controller 24 14 47 -
Ostatn´ı 57 75 315 -
Tabulka 4.2: Obsazene´ zdroje architektury AES jednotlivy´mi komponentami
Vy´stupem procesu synte´zy je take´ informace o teoreticke´ maxima´ln´ı frekvenci, na ktere´
mu˚zˇe dany´ obvod pracovat. Tato maxima´ln´ı frekvence obvodu pro sˇifrova´n´ı AES je 118
MHz. S touto informac´ı jizˇ lze dopocˇ´ıtat maxima´ln´ı propustnost P architektury:
Paes =
block size
cycles
· faes = 12866 · 118 = 228 Mb/s (4.15)
4.4.2 Srovna´n´ı se softwarovy´m rˇesˇen´ım
Pro srovna´n´ı byl opeˇt pouzˇit mikroprocesor urcˇeny´ pro vestaveˇne´ syste´my MSP430F1611,
umı´steˇny´ na platformeˇ FITKit, kde byla implementace [25] testova´na. Prˇi testu bylo zasˇifrova´no
1500 blok˚u o velikosti 128 bit˚u. Tento vy´pocˇet probeˇhl na mikrokontrole´ru za 159,9 s.
Dosta´va´me tedy rychlost sˇifrova´n´ı:
Paes sw =
1500 · 128
159, 9
= 1200 b/s (4.16)
Z te´to hodnoty je opeˇt patrne´, zˇe sˇifrova´n´ı na tomto mikrokontrole´ru je velmi pomale´ a
velmi dobrˇe se zde uplatn´ı hardwarova´ akcelerace sˇifrova´n´ı pomoc´ı obvod˚u FPGA urcˇeny´ch
pro vestaveˇne´ syste´my. Sˇifrova´n´ı na obvodu Spartan 3 mu˚zˇe teoreticky pracovat 190·103kra´t
rychleji nezˇ na mikrokontrole´ru MSP430. I prˇi vy´razne´ optimalizaci softwarove´ implemen-
tace urcˇene´ pro vestaveˇne´ syste´my by zrychlen´ı prˇi hardwarove´ akceleraci bylo v rˇa´dech
tis´ıc˚u.
Pro simulaci a synte´zu byly pouzˇity stejne´ na´stroje jako u architektury DES.
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Kapitola 5
Za´veˇr
Na za´kladeˇ znalost´ı principu algoritmu˚ DES a AES byla na´vrzˇena obvodova´ realizace
sˇifrova´n´ı a desˇifrova´n´ı dat pro oba tyto algoritmy. V obou architektura´ch bylo navrzˇeno
zpracova´n´ı dat pomoc´ı iteracˇn´ı metody, ktera´ umozˇnˇuje u´sporu potrˇebny´ch zdroj˚u. V
prˇ´ıpadeˇ na´vrhu architektury AES bylo da´le pouzˇito vnitrˇn´ı zrˇeteˇzen´ı iterac´ı, opeˇt prˇi snaze
o snizˇen´ı potrˇebny´ch hardwarovy´ch zdroj˚u. Z hlediska propustnosti byl na´vrh proveden
s ohledem na pozˇadavek minima´ln´ı rychlosti sˇifrova´n´ı 100 Mb/s, metrikou pro mnozˇstv´ı
hardwarovy´ch zdroj˚u potrˇebny´ch pro implementovane´ architektury byla mozˇnost jej´ıho
umı´steˇn´ı na FPGA typu Spartan 3. Jednotlive´ komponenty navrzˇeny´ch architektur byly
detailneˇ popsa´ny v kapitole 3 pro architekturu DES a v kapitole 4 pro architekturu AES.
Na´vrzˇene´ architektury byly implementova´ny v jazyce VHDL a jejich funkcˇnost byla
oveˇrˇena pomoc´ı simulacˇn´ıch na´stroj˚u. Vy´sledekem synte´zy, ktera´ byla vykona´na nad im-
plementovany´mi architekturami, jsou informace o velikosti jednotlivy´ch realizac´ı a take´
u´daj o maxima´ln´ı teoreticke´ frekvenci, na ktere´ tyto obvody mohou pracovat. Z vy´sledk˚u
je patrne´, zˇe snaha o minimalizaci prˇi na´vrhu byla u´speˇsˇna´, obvody lze umı´stit i na ob-
vody FPGA, ktere´ neobsahuj´ı velke´ mnozˇstv´ı dostupny´ch hardwarovy´ch zdroj˚u, prˇ´ıkladem
tedy mu˚zˇe by´t obvod FPGA typu Spartan3 XC3S50-4PQ208C, ktery´ je soucˇast´ı vy´ukove´
platformy FITKit pouzˇ´ıvane´ v ra´mci Fakulty informacˇn´ıch technologi´ı na VUT v Brneˇ.
Mnozˇstv´ı potrˇebny´ch zdroj˚u pro realizaci architektury DES je shrnuto v kapitole 3.3.1, pro
architekturu AES jsou tyto u´daje dostupne´ v kapitole 4.4.1.
Podle vy´sledk˚u synte´zy mu˚zˇe navrzˇena´ architektura DES pracovat na frekvenci azˇ
104 MHz a s dobou vy´pocˇtu jednoho vstupn´ı bloku 18 takt˚u tak mu˚zˇe dosahovat propust-
nosti azˇ 370 Mb/s. Navrzˇeny´ obvod pro sˇifrovan´ı pomoc´ı algoritmu AES lze synchronizovat
frekvenc´ı azˇ 118 MHz a prˇi dobeˇ vy´pocˇtu 66 cykl˚u je mozˇne´ sˇifrovat rychlost´ı azˇ 228 Mb/s.
Teˇmito hodnotami byl splneˇn pozˇadavek na minima´ln´ı propustnost obvod˚u 100 Mb/s.
Srovna´n´ı se softwarovy´m rˇesˇen´ım bylo provedeno na mikrokontrole´ru MSP43OF1611,
ktery´ je urcˇeny´ pro vestaveˇne´ syste´my a je take´ soucˇa´st´ı platformy FITKit. Prˇi srovna´n´ı
architektury DES je mozˇne´ dosa´hnout, podle vy´sledk˚u synte´zy, s hardwarovou akcelerac´ı
azˇ 201 · 103kra´t vysˇsˇ´ı rychlosti sˇifrova´n´ı oproti softwarove´mu rˇesˇen´ı. V prˇ´ıpadeˇ architek-
tury AES byla softwarova´ implementace pro vestaveˇne´ syste´my 190 · 103kra´t pomalejˇs´ı nezˇ
hardwarova´ realizace.
Do budoucna lze ocˇeka´vat vy´voj technologi´ı FPGA, ktery´ umozˇn´ı jiny´ prˇ´ıstup z pohledu
optimalizace pomoc´ı zrˇeteˇzene´ho zpracova´n´ı a prostorove´ho paralelismu. Prˇi dostatecˇne´m
mnozˇstv´ı dostupny´ch zdroj˚u lze prostorovy´m paralelismem v architekturˇe AES dosa´hnout
azˇ 4x vysˇsˇ´ı propustnosti prˇi zhruba stejne´m na´rustu potrˇebny´ch hardwarovy´ch zdroj˚u.
Soucˇa´st´ı dalˇs´ıho vy´voje by mohlo by´t zarˇazen´ı hardwarovy´ch realizac´ı do neˇktere´ funkcˇn´ı
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aplikace. Z hlediska architektur samotny´ch by bylo mozˇne´ pokracˇovat v optimalizaci jed-
notlivy´ch na´vrh˚u a to ve smeˇru zvy´sˇen´ı propustnosti nebo sn´ızˇen´ı vy´sledne´ velikosti ob-
vodu. V prˇ´ıpadeˇ DES by bylo mozˇne´ prˇidat zrˇeteˇzene´ zpracova´n´ı, ktere´ by vedlo ke zvy´sˇen´ı
frekvence, na ktere´ by mohla architektura pracovat. Pro architekturu AES by mohl vy´voj
pokracˇovat v optimalizaci zrˇeteˇzene´ho zpracova´n´ı.
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