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Re´sume´ : Les ontologies et les mode`les objets partagent un vocabulaire commun mais diffe`rent
dans leurs utilisations : l’ontologie permet d’effectuer des infe´rences et les mode`les objets sont
utilise´s pour la programmation. Il est souvent ne´cessaire d’interfacer ontologie et programme objet.
Plusieurs approches ont e´te´ propose´es, de OWL API a` la programmation oriente´e ontologie. Dans
cet article, nous pre´sentons Ontopy, un module de programmation oriente´e ontologie dynamique en
Python, et nous prendrons pour exemple la comparaison des contre-indications des me´dicaments.
Mots-cle´s : Ontologies, Programmation oriente´e ontologie, Programmation dynamique
1 Introduction
Les ontologies formelles, par exemple au format OWL (Ontology Web Language),
structurent un domaine de connaissance pour re´aliser des infe´rences logiques et relier
les connaissances entre elles. Des e´diteurs comme Prote´ge´ rendent facile la construction
d’ontologies, mais leur inte´gration a` des logiciels existants est plus complique´e (Goldman
NM, 2003). Il existe des similitudes entre ontologie et mode`le objet (Koide et al., 2005) :
les classes, proprie´te´s et individus des ontologies correspondent aux classes, attributs et
instances des mode`les objets (Knublauch et al., 2006). Cependant, les principaux outils
comme OWL API (Horridge & Bechhofer, 2011) n’en tirent pas parti : avec ces outils
une classe de l’ontologie ne correspond pas a` une classe du langage de programmation.
Ces outils sont par conse´quents complexes a` mettre en oeuvre et difficilement compatibles
avec les me´thodes de de´veloppement agile. Une approche diffe´rente consisterait a` aller
vers le rapprochement, voire l’unification, des ontologies et des mode`les objets : c’est la
programmation oriente´e ontologie (Goldman NM, 2003). Sur un exemple du W3C, cette
approche a permis de re´duire de moitie´ le volume de code source (Knublauch et al., 2006).
Cet article pre´sente Ontopy, un module Python pour la programmation oriente´e onto-
logie dynamique. Ontopy permet de cre´er et manipuler les classes et les instances OWL
comme des objets Python, et de classifier automatiquement des classes et des instances via
un raisonneur externe. Nous pre´sentons ensuite le proble`me de la comparaison des contre-
indications des me´dicaments, que nous re´alisons avec une ontologie et un programme
objet. Nous montrerons un exemple d’utilisation d’Ontopy dans ce contexte. OWL API
n’a pas e´te´ utilise´ car peu adapte´ a` nos me´thodes de de´veloppement agile, de plus nous
souhaitions re´utiliser des outils terminologiques mis au point pre´ce´demment en Python
(Lamy et al., 2015). Nous terminerons en comparant notre approche a` la litte´rature.
?. Ce travail a e´te´ finance´ par l’ANSM au travers du projet de recherche VIIIP (AAP-2012-013).
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Figure 1 – Architecture ge´ne´rale d’Ontopy.
2 Ontopy : un module Python pour la programmation oriente´e ontologie
Ontopy est un module Python en logiciel libre (licence GNU LGPL v3, https:
//bitbucket.org/jibalamy/ontopy) pour la programmation oriente´e ontologie et le de´-
veloppement agile d’application a` base d’ontologie. Le langage Python 3.4 a e´te´ choisi car
il s’agit d’un langage objet dynamique avec he´ritage multiple. En particulier, il permet
de changer la classe d’un objet ou les superclasses d’une classe en cours d’exe´cution, par
exemple suite a` la classification, ce que ne permet pas un langage statique comme Java.
Ontopy permet (a) de charger des ontologies au format OWL 2 XML, (b) d’acce´der au
contenu de l’ontologie comme s’il s’agissait d’objets Python, (c) de cre´er des classes OWL
en Python, (d) d’ajouter des me´thodes Python aux classes OWL, et (e) d’effectuer la clas-
sification automatique des instances, classes et proprie´te´s. Les types de donne´es suivants
sont ge´re´s : boole´en, entier, flottant, date, chaˆıne de caracte`res.
Ontopy (Figure 1) n’effectue aucune infe´rence (hors mise a` jour des proprie´te´s inverses)
tant que le raisonneur n’est pas appele´ explicitement. Ce comportement est similaire a`
celui de Prote´ge´. Nous avons utilise´ le raisonneur HermiT 1.3.8 (Motik et al., 2009) auquel
nous avons ajoute´ une option en ligne de commande pour obtenir en sortie la classification
des instances. La classification se fait en 3 e´tapes : (1) exporter l’ontologie dans un fichier
OWL temporaire, (2) exe´cuter HermiT sur ce fichier, (3) re´cupe´rer la sortie d’HermiT et
appliquer les re´sultats en changeant les classes des instances et les superclasses des classes.
Python permet de modifier son mode`le objet via un syste`me de me´taclasses (classe de
classe). La Table 1 montre les me´thodes spe´ciales que nous avons rede´finies pour adapter
le mode`le objet Python a` OWL. Deux autres diffe´rences ont demande´ un traitement
particulier : (1) dans une ontologie, une instance peut appartenir a` plusieurs classes, ce
que ne permettent pas les langages objets ; dans ce cas, une classe intersection he´ritant des
diffe´rentes classes est cre´e´e automatiquement et associe´e a` l’objet, (2) les annotations ne
sont pas he´rite´es dans les ontologies, alors que tous les attributs le sont dans les langages
objets ; c’est pourquoi nous avons place´ les annotations dans un dictionnaire a` part qui fait
correspondre une entite´ (ou un triplet) a` un second dictionnaire, lequel fait correspondre
les proprie´te´s d’annotation a` leurs valeurs.
3 Le proble`me de la comparaison des contre-indications des me´dicaments
Le processus complexe de re´daction, structuration et codage des proprie´te´s des me´-
dicaments conduit a` une grande he´te´roge´ne´ite´ dans les bases de donne´es, qui com-
Ontopy : programmation oriente´e ontologie en Python
Me´thode Effet Raison de la rede´finition
C. new Cre´e un nouvel objet Combiner la nouvelle classe a` la classe
OWL de meˆme nom, si elle existe
C. instancecheck Teste si un objet est une
instance de la classe
Prendre en compte les classes e´quivalentes
OWL
C. subclasscheck Teste si une classe est une
sous-classe de la classe
Prendre en compte les classes e´quivalentes
OWL
C.mro Calcule l’ordre de re´solution des
me´thodes (method resolution
order , MRO) notamment en cas
d’he´ritage multiple
Ne pas de´clencher d’erreur en cas de
MRO temporairement incorrect lors du
chargement de l’ontologie (les classes
parentes e´tant ajoute´es une a` une)
i. setattr Modifie un attribut de l’objet Mettre a` jour les proprie´te´s inverses
i. getattr Obtient un attribut de l’objet
(appele´ uniquement pour les
attributs inexistants)
Retourner une liste vide si la proprie´te´ n’a
pas e´te´ renseigne´e, ou None pour une
proprie´te´ fonctionnelle
Table 1 – Me´thodes spe´ciales du mode`le objet de Python qui ont e´te´ rede´finies pour
le rendre compatible avec OWL. Pour chaque me´thode est indique´ si elle s’applique aux
classes (C.) ou aux instances (i.), son effet et la raison de sa rede´finition.
Condition clinique ticagre´lor aspirine he´parine
maladie he´morragique CI
maladie he´morragique acquise CI
maladie he´morragique constitutionnelle CI CI
Condition clinique ticagre´lor aspirine he´parine
maladie he´morragique CI CI CI/ok
maladie he´morragique acquise CI CI ok
maladie he´morragique constitutionnelle CI CI CI
Table 2 – Trois contre-indications pour trois me´dicaments, issues de la base me´dicament
The´riaque en haut, et telles qu’interpre´te´es par un expert en bas (CI : contre-indique´, ok :
absence de contre-indication, CI/ok : contre-indique´ dans certaines situations seulement).
plique la comparaison entre me´dicaments. La Table 2 (haut) montre trois exemples de
situations de contre-indication pour trois me´dicaments, extraits de la base The´riaque
(http://theriaque.org). Cependant, bien que cela n’apparaisse pas dans ce tableau, le ti-
cagre´lor est contre-indique´ avec les maladies he´morragiques acquises et constitutionnelles,
car contre-indique´ dans l’ensemble des maladies he´morragiques (he´ritage). Et l’aspirine
est contre-indique´e dans les maladies he´morragiques car contre-indique´e a` la fois dans
celles acquises et constitutionnelles (partition). Enfin, il est possible de de´duire les situa-
tions dans lesquelles un me´dicament n’est pas contre-indique´, par exemple les maladies
he´morragiques acquises pour l’he´parine (a` ne pas confondre avec l’absence de mention
de contre-indication dans la base). La Table 2 (bas) montre l’interpre´tation que ferait un
expert ; nous souhaitons automatiser ce raisonnement.
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Nous avons structure´ les contre-indications a` l’aide d’une ontologie formelle, dans la-
quelle les conditions cliniques associe´es aux contre-indications sont de´crites par un code
dans une terminologie et un ou plusieurs qualifieurs tels que “acquise”, “constitutionnel-
le”, “ante´ce´dent”,... Ces conditions cliniques sont repre´sente´es par des classes et non des
instances, afin de pouvoir prendre en compte les relations est-un existant entre conditions
cliniques (par exemple maladie he´morragique acquise est une maladie he´morragique).
4 Exemple d’utilisation d’Ontopy
Nous donnons ici un exemple d’application d’Ontopy au proble`me de la comparaison des
contre-indications. Ontopy charge les ontologies a` partir des re´pertoires locaux de´finis dans
la variable globale onto_path, ou a` de´faut a` partir de leur URL. onto_path se comporte
comme le classpath de Java ou le pythonpath de Python, mais pour les fichiers OWL.
from ontopy import *
onto_path.append("/chemin/local/des/ontos")
onto_ci = get_ontology("http://test.org/onto_ci.owl").load()
#charge /chemin/local/des/ontos/onto_ci.owl ou http://test.org/onto_ci.owl
L’ontologie peut ensuite eˆtre utilise´e comme un module Python, et la nota-
tion pointe´e usuelle permet d’acce´der aux e´le´ments de l’ontologie. Des attributs
(imported_ontologies, classes, properties, etc) permettent de re´cupe´rer la liste des
e´le´ments d’un type donne´.
onto_ci.Me´dicament # La classe http://test.org/onto_ci.owl#Me´dicament
Les classes de l’ontologie peuvent eˆtre instancie´es en Python. La notation pointe´e permet
d’acce´der aux relations des instances. Les relations fonctionnelles ont une valeur unique,
les autres sont des listes.
aspirine = onto_ci.Me´dicament("aspirine") # onto_ci.owl#aspirine
aspirine.noms_de_marque = ["Aspirine du Rho^ne", "Aspirine UPSA"]
Il est possible de cre´er des classes OWL en Python, en he´ritant de Thing ou d’une classe
fille. Les attributs is_a et equivalent_to sont des listes correspondant aux superclasses
et aux classes e´quivalentes OWL. Ces listes peuvent contenir des classes, mais aussi des
restrictions portant sur une proprie´te´ (de´finies de manie`re similaire a` Prote´ge´), des e´nume´-
rations d’instances (one of ), ou plusieurs de ces e´le´ments relie´s par des ope´rateurs logiques
ET (&), OU (|) ou NON (NOT). Les classes pre´sentes dans is_a sont ajoute´es aux su-
perclasses Python, en revanche les autres e´le´ments ne sont pas traite´s comme des classes
par Ontopy. L’exemple ci-dessous cre´e la classe des maladies he´morragiques acquises, fille
de Condition_clinique, et de´finie comme e´quivalente a` une condition clinique associe´e
au terme “maladie he´morragique” et ayant pour qualifieur Acquis.
class Maladie_he´morragique_acquise(onto_ci.Condition_clinique):
equivalent_to = [ onto_ci.Condition_clinique
& onto_ci.a_pour_terme (SOME, onto_ci.Terme_maladie_he´morragique)
& onto_ci.a_pour_qualifieur(SOME, onto_ci.Acquis) ]
Nous pouvons ensuite cre´er la premie`re contre-indication et la relier a` l’aspirine.
ci1 = onto_ci.Contre_indication()
aspirine.a_pour_contre_indication.append(ci1)
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Relier cette contre-indication aux maladies he´morragiques acquises est un peu plus com-
plique´, car il s’agit d’une classe et non d’une instance. Pour cela nous modifions les attri-
buts is_a de la classe Maladie_he´morragique_acquise et de l’instance ci1. L’attribut
is_a d’une instance fonctionne de manie`re similaire a` celui d’une classe, mais contient les
classes auxquels appartient l’instance. Ci-dessous, nous spe´cifions que la contre-indication
est relie´e seulement a` des maladies he´morragiques acquises, et que la classe des maladies
he´morragiques acquises est relie´e a` notre contre-indication.
ci1.is_a.append(
onto_ci.a_pour_condition_clinique(ONLY, Maladie_he´morragique_acquise) )
Maladie_he´morragique_acquise.is_a.append(
onto_ci.est_condition_clinique_de(VALUE, ci1) )
Cre´ons ensuite la classe de´finie des conditions cliniques contre-indique´es avec l’aspirine.
class Condition_CI_avec_aspirine(onto_ci.Condition_clinique):
equivalent_to = [ onto_ci.Condition_clinique
& onto_ci.est_condition_clinique_de(SOME, onto_ci.Contre_indication
& onto_ci.est_contre_indication_de(VALUE, aspirine) ) ]
Ontopy permet aussi l’ajout de me´thodes Python aux classes OWL, en rede´finissant les
classes dans un module Python. Ce module peut eˆtre lie´ a` l’ontologie via une annota-
tion, de sorte a` eˆtre charge´ automatiquement avec l’ontologie. L’exemple suivant ajoute
une me´thode teste_ci a` la classe Me´dicament. Elle prend en parame`tre une classe de
condition clinique et retourne une chaˆıne de caracte`res. La me´thode re´cupe`re la classe des
conditions cliniques contre-indique´es avec le me´dicament, en se basant sur son nom, et
teste si la condition clinique est une classe fille avec l’ope´rateur issubclass de Python.
Puis nous lanc¸ons le raisonneur et nous affichons les re´sultats.
class Me´dicament(Thing):
def teste_ci(self, Condition):
Condition_CI = onto_ci["Condition_CI_avec_" + self.name]
if issubclass(Condition, Condition_CI): return "CI"
[...] # XXX tester si le me´dicament est OK
onto_ci.sync_reasoner() # Lance HermiT et effectue la classification
print(aspirine.teste_ci(Maladie_he´morragique)) # => "CI"
5 Discussion et conclusion
La programmation oriente´e ontologie n’est pas une ide´e nouvelle et le W3C a de´ja`
sugge´re´ l’inte´gration de me´thodes dans des classes OWL (Knublauch et al., 2006). Des
approches statiques ont e´te´ propose´es (Kalyanpur et al., 2004; Goldman NM, 2003), qui
ge´ne`rent le code source de classes Java ou C# correspondant a` une ontologie en OWL. Ces
approches permettent d’acce´der a` l’ontologie et de ve´rifier le typage a` la compilation, mais
leur nature statique n’est pas adapte´e a` la classification automatique. Plus re´cemment,
une approche semi-dynamique en Java (Stevenson & Dobson, 2011) a permis la classifica-
tion des instances mais pas celle des classes. Une approche dynamique a e´te´ propose´e en
Common Lisp (Koide et al., 2005), en utilisant un algorithme de subsomption spe´cifique
pour l’infe´rence et non un raisonneur externe. Un prototype en Python a aussi e´te´ re´alise´
(Babik & Hluchy, 2006), mais ne va pas jusqu’a` une syntaxe “entie`rement Python” pour
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de´finir les restrictions ou les relations. Une troisie`me approche consiste a` concevoir de
nouveaux langages, tel que Go ! (Clark & McCabe, 2006).
Au final, peu d’approches sont alle´es aussi loin dans l’unification entre mode`le objet
et ontologie que la noˆtre. Ontopy n’a pas e´te´ optimise´ en terme de performance car nous
n’en avons pas ressenti le besoin : le temps consomme´ par la manipulation de l’ontologie
en Python reste ne´gligeable compare´ au temps de raisonnement. La totalite´ de l’ontologie
est charge´e en me´moire, ce qui peut poser proble`me sur des ontologies volumineuses.
Nous avons cependant re´ussi a` charger IDOSCHISTO, une ontologie complexe sur la
schistosomiase (Camara et al., 2014). Une autre limite d’Ontopy est la prise en compte
d’espaces de nom multiples et d’assertions pre´sentes dans une ontologie mais portant sur
des e´le´ments d’une autre ontologie, qui enfreignent le principe d’encapsulation des langages
objets (l’ensemble des informations d’un objet sont place´es dans une seule “capsule”).
Les perspectives de de´veloppement d’Ontopy incluent (a) la liaison a` un triple store,
afin de ne pas charger la totalite´ des ontologies en me´moire, (b) la trac¸abilite´ de l’ontologie
d’origine de chaque assertion, afin de faciliter l’emploi d’ontologies modulaires, ainsi que
(c) la ge´ne´ration automatique de boˆıtes de dialogue pour e´diter les instances.
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