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1 JOHDANTO 
 
 
Suomen terveydenhuollossa on pitkään kehitetty ja käytetty erilaisia potilastietojärjes-
telmiä. Aluksi terveydenhuollon järjestelmät oli tehty taloushallinnon tarpeita ja vaati-
muksia vasten. Tämän jälkeen tulivat vähitellen ajanvarauksen, henkilöstöhallinnon ja 
materiaalihallinnon järjestelmät. Lääketieteellisistä sovelluksista ensimmäinen suuri 
kehitysaskel oli laboratoriojärjestelmät, jotka yleistyivät 1980 -luvulla. Tämän jälkeen 
sähköinen potilaskertomus yleistyi vähitellen tietokoneaikaan. Perinteiset tietojärjes-
telmät ovat laajentuneet ytimen ympärille ja jonkin osan korvaaminen toisen toimitta-
jan tuotteella ei ole ollut mahdollista. (Forsström, J., Järvi, J. & Eklund, P. 2012.)  
 
Terveydenhuollossa tietojärjestelmien käyttö on laajentunut voimakkaasti. Esimerkik-
si vuonna 2007 sähköisen potilaskertomuksen kattavuus oli sairaanhoitopiireissä 
99,1 % ja samana vuonna terveyskeskuksista sähköisiä lähetteitä käytti 77 %. 
(Winblad, I., Reponen, J., Hämäläinen, P. & Kangas, M. 2008.) 
 
Kirjoittamishetkellä terveydenhuollon järjestelmissä ollaan siirtymässä paikallisista 
järjestelmistä ja tietovarastoista kansallisiin tietojärjestelmiin. Nämä asettavat uusia 
haasteita potilastietojärjestelmille. Esimerkkinä kansallisesta tietojärjestelmästä voi-
daan mainita terveysarkisto KanTa, joka tarjoaa sähköisen lääkemääräyksen (e-
resepti) ja potilastietoarkiston. Kansalainen pääsee itse tarkastelemaan Web-sivujen 
kautta sähköisiä lääkemääräyksiä (e-reseptejä) ja omia potilasarkiston tietoja. 
(Stm.fi.) 
 
Uudet liiketoimintavaatimukset, kuten kansalliset järjestelmät, vaativat tietojärjestel-
mien paikallista ja kansallista integrointia ja kansallisten järjestelmien palvelujen hyö-
dyntämistä. Näihin uusiin vaatimuksiin pystytään vastaamaan käyttämällä uusia tek-
niikoita ja teknologioita.   
 
Tässä opinnäytetyössä on tarkoitus tehdä potilastietojärjestelmän laskutusjärjestel-
män prototyyppi uusia teknologioita ja arkkitehtuuria hyödyntäen. Opinnäytetyön 
asiakas on Tieto Healthcare & Welfare Oy, jonka Effica -tietojärjestelmää käytetään 
laajasti terveyskeskuksissa ja sairaaloissa. Effica on kokonaisvaltainen potilastietojär-
jestelmä, joka tarjoaa sovelluksia hoitohenkilökunnan, potilaan ja johdon tarpeisiin. 
Effican avulla voidaan hoitaa toiminnanohjaus, sekä tukea työnkulkua ja prosesseja. 
(Tieto 2013.) 
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Tämän opinnäytetyön tavoite oli suunnitella terveydenhuollon laskutuksen Domain -
malli ja implementoida referenssitoteutus. Opinnäytetyön teknologioiksi valittiin .Net 
Framework 4.0, C#, Visual Studio 2010, MS SQL 2008. Valitut teknologiat ovat ylei-
sesti käytettyjä ja vastaavat järjestelmän laadullisiin vaatimuksiin, jotka ovat suoritus-
kyky, luotettavuus, testattavuus ja ylläpidettävyys. Lisäksi opinnäytetyössä hyödynne-
tään palveluarkkitehtuuria, HL7 -standardeja ja Domain-Driven-Design -
suunnittelumallia. Referenssitoteutuksessa haluttiin ottaa kantaa palvelujen hallintaan 
ja siitä toteutettiin osa hyödyntämällä Service Locator -suunnittelumallia. Tässä opin-
näytetyössä toteutettu referenssitoteutus on pieni osa tuotantoversion toteutuksesta, 
joka tulisi olemaan huomattavasti laajempi liiketoimintavaatimusten vuoksi. 
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2 TERVEYDENHUOLLON LASKUTUS 
 
 
Terveydenhuollon laskutus voidaan yleisesti jakaa kahteen osa-alueeseen: Peruster-
veydenhuollon laskutukseen (myöhemmin PTH -laskutus) ja erikoissairaanhoidon 
laskutukseen (myöhemmin ESH -laskutus). Tämän lisäksi voidaan terveydenhuollon 
laskutusta jakaa vielä toiminnoittain, kuten hammashuoltoon ja työterveyshuoltoon. 
Jokaisella alueella ja toiminnolla on omat erityiset laskutustarpeet. Lisäksi laskuja on 
yleensä kahdentyyppisiä: kuntalaskuja ja asiakaslaskuja. Asiakaslaskutuksella tarkoi-
tetaan potilaalle, potilaan holhoojalle tai edunvalvojalle lähetettäviä laskuja. Kuntalas-
kutuksella tarkoitetaan potilaan kotikunnalle lähetettäviä laskuja. (Finlex 2010.) 
 
Luvuissa 2.1 ja 2.2 on kuvattu asiakaslaskutuksen ja kuntalaskutuksen vaatimuksia ja 
liiketoimintasääntöjä, jotka pitää ottaa huomioon Domain -mallia suunniteltaessa. 
 
2.1 Asiakaslaskutus 
 
Terveydenhuollon asiakaslaskutusta ohjaavat lait ja asetukset. Lait määrittävät, kuin-
ka paljon palveluista ja toimenpiteistä voidaan veloittaa. Lait määrittävät myös, mitkä 
palvelut ja tuotteet ovat asiakkaalle maksuttomia. Terveydenhuollon palvelut ovat 
maksuttomia esimerkiksi, jos potilas on alle 18 -vuotias. Lisäksi esimerkiksi psykiatri-
sen avohoidon yksikössä annettu hoito on maksutonta. (Finlex 1992/734.) 
 
Laki määrittelee asiakaslaskutuksen maksukaton ylärajan, joka vuonna 2013 on 636 
€. Mikäli asiakkaalle suoritettavien hoitojen kustannukset nousevat yli maksukaton 
ylärajan, suoritettavat toimenpiteet ovat tämän jälkeen maksuttomia tai palvelusta 
veloitetaan alennettu maksu. Alennettu maksu voidaan periä esimerkiksi laitoksella 
osastojakson palveluista. Mikäli asiakas on alle 18 -vuotias, maksut otetaan huomi-
oon yhdessä hänen vanhempiensa tai huoltajansa maksujen kanssa. (Finlex 
1992/734.) 
 
Pitkäaikaiselle laitoshoidolle on omat säädöksensä, joiden mukaan palvelut hinnoitel-
laan. Pitkäaikaishoidossa maksut määräytyvät potilaan kuukausitulojen mukaan ja 
maksu voi olla enintään 85 % potilaan kuukausituloista. Mikäli potilas on elänyt avio-
liitossa tai avioliittomaisessa suhteessa ja potilaan kuukausitulot ovat suuremmat kuin 
puolison tulot, maksu voi olla enintään 42,5 % yhteenlasketuista tuloista. Lisäksi pit-
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käaikaishoidossa on tarkentavia laskutussääntöjä esim. alle 18 -vuotiasta potilasta 
laskutettaessa. (Finlex 1992/912.) 
 
Asiakaslaskutuksessa on näiden lisäksi useita liiketoimintasääntöjä potilaalle suorite-
tun palvelun hinnoittelemiseksi. Säännöt koskevat esimerkiksi ulkomaalaisen potilaan 
laskutusta, lakisääteisen tapaturmavakuutuksen hinnoittelua, erityispoliklinikkamak-
suja, työterveyshuollon maksuja, suun terveydenhuollon maksuja, sairaankuljetusta 
sekä päivä- ja yöhoito-maksuja. Yleisesti ottaen voidaan sanoa, että terveydenhuol-
lon asiakaslaskutuksessa on kohtalaisen paljon liiketoimintasääntöjä, jotka määrää-
vät veloituksen suuruuden. 
 
2.2 Kuntalaskutus 
 
Kuntalaskutusta ohjaavat lait ja asetukset aivan kuten potilaslaskutustakin. Kuntalas-
kutuksella tarkoitetaan sitä, että potilaalle suoritetusta terveydenhuollon palvelusta 
laskutetaan potilaan kotikuntaa. Kuntalaskutus on tietyssä mielessä suoraviivaisem-
paa kuin asiakaslaskutus, esimerkiksi maksukattoon liittyviä sääntöjä ei ole käytössä.  
 
Kuntalaskutusta ohjaava laki ei anna tarkkaa määräystä laskutettavasta summasta 
toisin kuin potilaslaskutuksessa. Laki sanoo kuntalaskutuksen korvausperusteesta, 
että ”korvauksen on perustuttava tuotteistukseen tai tuotehintaan, jolla terveyden-
huollon toimintayksikkö seuraa omaa toimintaansa tai jolla kuntayhtymä laskuttaa 
jäsenkuntia”. (Kunnat.net 2011.) Käytännössä tämä tarkoittaa sitä, että laki ei määrää 
tarkkaa summaa kuntalaskutuksen palvelulle, mutta toisaalta se määrää, että kunta-
laskutuksen pitää perustua kustannuksiin. Laki määrää, että tuotteen tai palvelun 
hinta pitää olla sama niin jäsenkunnalle kuin ulkokunnalle. (Kunnat.net 2011.) 
 
Kuntalaskutuksen lait ja määräykset koskevat lähinnä sitä, milloin kunta on korvaus-
velvollinen ja milloin ei. Esimerkiksi opiskelijan terveydenhuolto on järjestettävä opis-
kelupaikkakunnalla ja vaikka tämä olisi eri kuin opiskelijan kotipaikkakunta, kotikuntaa 
ei voida laskuttaa. (Kunnat.net 2011.) 
 
Kuntalaskutuksessa on otettava huomioon kiireelliset potilaat, puolustusvoimille tuo-
tetut terveyspalvelut ja myös kiireettömän hoitopaikan valintaoikeuden mukaiset asi-
akkaat. Terveydenhuoltolain mukainen kuntalaskutus määrää, että mikäli potilaan 
hoito suoritetaan sellaisessa kunnassa, joka ei kuulu potilaan kotikunnan sairaanhoi-
topiiriin, hoitoa tarjonnut sairaanhoitopiiri laskuttaa kotikunnan sairaanhoitopiiriä täy-
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dellä korvauksella. Tämän jälkeen potilaan kotikunnan sairaanhoitopiiri jakaa kustan-
nukset omien tasausrajojensa mukaisesti. (Kunnat.net 2011.) 
 
Kirjoittamishetkellä kuntalaskutusta voidaan suorittaa myös DRG -maksujärjestelmän 
kautta. DRG -maksujärjestelmässä potilaita luokitellaan ryhmiin mm. toimenpiteiden, 
diagnoosien, iän ja sukupuolen mukaan. Kyseessä olevia ryhmiä voidaan tuotteistaa 
ja siten myös laskuttaa. Tällä hetkellä DRG -maksujärjestelmää sovelletaan sairaan-
hoitopiireittäin ja tuleva uusi terveydenhuoltolaki luo paineita siirtyä yhteen valtakun-
nalliseen DRG -maksujärjestelmään. (Kapiainen 2012.) 
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3 TERVEYDENHUOLLON DOMAIN -MALLI 
 
 
Terveydenhuollon laskutus on yleisesti tunnettu asia ja siitä on toteutettu erilaisia 
tietomalleja, joista yksi tietomalli pohjautuu Health Level 7 tuottamaan RIM -malliin.  
Mallia ei voi suoraan hyödyntää suomalaisen potilastietojärjestelmän laskutukseen, 
mutta mallista saa hyvän pohjan toteutukselle. 
 
3.1 Health Level 7 
 
Health Level 7 (myöhemmin HL7) on voittoa tuottamaton organisaatio, jonka tarkoitus 
on edistää potilastietojärjestelmien integraatiota ja kommunikointia järjestelmien välil-
lä.  HL7 perustettiin v. 1987 Amerikan Yhdysvalloissa. Nimi HL7 viittaa seitsemän-
teen kerrokseen ISO OSI -referenssimalliin, joka tunnetaan yleisesti sovellus tai ap-
plikaatiokerroksena. (hl7.org) 
 
HL7 -organisaatioon kuuluu terveydenhuollon ja informaatioteknologian ammattilai-
sia. Kansalliset vaatimukset voivat poiketa kansainvälisestä HL7 -standardista, minkä 
vuoksi on olemassa maakohtaisia organisaatioita. Esimerkiksi Suomen HL7 -
organisaation nimi on HL7 Finland ry. (hl7.fi 2013.) 
 
HL7 Finland ry on perustettu syksyllä 1995. Jäseniä on kirjoitushetkellä n. 80, esim. 
sairaanhoitopiirejä ja merkittäviä tietojärjestelmätoimittajia.  HL7 Finland ry:n tavoittei-
ta on mm. kansainvälisten standardien hyödyntäminen ja tunnetuksi tekeminen Suo-
men sosiaali- ja terveydenhuollon tietojärjestelmissä. (hl7.fi 2013.) 
 
Kirjoitushetkellä HL7:sta on yleisesti käytössä HL7 versio 2.x ja HL7 versio 3. 
 
3.2 Health Level Seven Reference Information Model 
 
Health Level Seven version 3 osana on kehitetty HL7 Reference Information Model 
(myöhemmin HL 7 RIM). HL7 RIM on eräänlainen referenssitoteutus ja viitekehys 
terveydenhuollon domainien toteutukseen. Mallin abstraktikuvaus on kuviossa 1. 
 
  15 
 
 
 
 
KUVIO 1. HL7 Reference Information Model -mallin abstrakti kuvaus 
 
Kuviossa 1 olevassa mallissa väreillä pyritään kertomaan luokkien stereotyyppi. Pu-
nertavat luokat ovat faktaluokkia ja vaaleanvihreät luokat ovat dimensioluokkia. Fak-
tataulu pitää sisällään nopeasti muuttuvia tietoja ja usein juuri faktatauluja halutaan 
tarkastella. Dimensiotiedot antavat faktatiedolle erilaisia näkökulmia. Yleensä dimen-
siotiedot eivät muutu nopeasti ja dimensiotiedosta esimerkkinä voisi olla esim. väes-
tötiedot tai rakennukset. Keltaiset ja siniset luokat linkittävät fakta- ja dimensioluokat 
toisiinsa roolien kautta. (Helsinki.fi 2013.) 
 
3.3 Health Level Seven taloushallinnon Domain -malli 
 
Health Level Seven on tehnyt oman version taloushallinnon ja laskutuksen Domain -
mallista joka pohjautuu HL7 RIM -malliin. Health Level Seven tekemä malli pohjautuu 
Yhdysvaltojen terveydenhuoltoon, jossa terveydenhuolto rahoitetaan pitkälti vakuu-
tusyhtiöiden kautta. Tämän vuoksi HL7 RIM -taloushallinnon Domain -mallia ei pysty 
suoraan hyödyntämään Suomen terveydenhuoltoon erilaisen lainsäädännön ja sää-
döksen vuoksi. (Cdc 2006, 31.) 
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4 DOMAIN DRIVEN DESIGN 
 
 
Domain-Driven-Design (myöhemmin DDD) on lähestymistapa suunnitella ohjelmisto-
ja. DDD pitää sisällään useita suunnittelumalleja ja monesti projekteissa hyödynne-
tään useita suunnittelumalleja yhtä aikaa. Keskeisenä tavoitteena DDD:ssä on jakaa 
järjestelmä loogisiin kokonaisuuksiin ja ratkaista jokainen kokonaisuus iteratiivisesti 
parhaalla mahdollisella tavalla hyödyntäen liiketoiminta- ja teknisiä osaajia. (Wikipe-
dia 2013.) DDD -lähestymistapa soveltuu hyvin seuraavan tyyppisiin projekteihin: 
 
 Domain tai looginen kokonaisuus on monimutkainen. 
 Projektiryhmä hallitsee olio-ohjelmoinnin ja olio-suunnittelun. 
 Projektiryhmässä on liiketoimintaosaajia. 
 Projektiryhmä työskentelee iteratiivisen prosessin mukaisesti. 
 
Kun kyseessä on suuri projekti, kannattaa järjestelmä jakaa useisiin loogisiin koko-
naisuuksiin. Jokainen looginen kokonaisuus pitää sisällään tietyt vaatimukset ja toi-
minnot ja tämän myötä loogisilla kokonaisuuksilla on riippuvuudet toisiinsa tietyllä 
suhteella.  Järjestelmällä voi olla useita eri toimintoja kuten: (Microsoft.com 2009a.) 
 
 laskenta (Quoting) 
 asiakkaiden laskutus (Billing) 
 laskujen tarkastelu (Auditing) 
 keskeiset toimenpiteet ja säännöt, kuten laskun luonti (Core Policy Workflow) 
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Esimerkin mukaisten toimintojen loogiset kokonaisuudet ja niiden väliset riippuvuudet 
on esitetty kuviossa 2. 
 
 
KUVIO 2. Loogiset kokonaisuudet ja niiden väliset riippuvuudet (Microsoft 2013a.) 
 
Jokainen kuvan looginen kokonaisuus voitaisiin ratkaista eri suunnittelumallilla. Esi-
merkiksi laskujen tarkastelu (Auditing) voitaisiin toteututtaa raportointiratkaisuna eril-
listä raportointitietokantaa vasten ja laskujen luonti (Billing) olisi operatiivista tietokan-
taa vasten tehty toteutus. 
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5 PALVELUARKKITEHTUURI 
 
 
Yritysorganisaatiot elävät ja muuttuvat. Esimerkiksi yrityksiin tulee tytäryhtiöitä, stra-
tegiamuutoksia, uusia verosäädöksiä ja kirjanpitosäädöksiä. Yrityksissä saattaa tulla 
lyhyessäkin ajassa suuria muutoksia esim. yritysostojen myötä. Muuttuvaan maail-
maan pyritään vastaamaan kokonaisarkkitehtuurin (Enterprise Architecture) avulla. 
Kokonaisarkkitehtuurissa liiketoiminta luo tarpeet ja IT -järjestelmät pyrkii tukemaan 
toimintaa. (Sakari, O. 2005.) 
 
Terveydenhuollon puolella organisaatiomuutoksia voi tulla esimerkiksi kuntaliitosten 
yhteydessä. Vuoden 2013 alussa tapahtui kymmenen kuntaliitosta, joista monikunta-
liitoksia oli neljä. Monikuntaliitoksella tarkoitetaan kuntaliitosta, jossa osallisena on 
enemmän kuin kaksi kuntaa. (Kunnat.net 2013.) 
 
Kokonaisarkkitehtuuriin yhtenä osa-alueena on palveluarkkitehtuuri.  Palveluarkkiteh-
tuuri eli Service Oriented Architecture (myöhemmin SOA) on ajattelumalli, ei niinkään 
teknologia. Teknisesti se monesti kulminoituu WebServices -tekniikkaan ja monesti 
WebService WSDL:n rajapinnan avulla piilotetaan varsinainen liiketoiminnan toteu-
tusteknologia. Vaikka SOA monesti toteutetaan WebService -tekniikalla, niin se ei ole 
sidottu siihen. (Sakari, O. 2005.)  
 
SOA -pohjaisessa kehityksessä lähdetään liikkeelle liiketoimintaprosessien tukemi-
sesta. Liiketoimintaprosesseista päästään suunnittelemaan palvelurajapintoja ja 
suunnittelussa pyritään pohjautumaan hyviin suunnittelumalleihin ja suunnitteluperi-
aatteisiin. Esimerkiksi SOA rakentuu pitkälti standardirajapintoihin ja tarjolla on paljon 
välineitä jotka tukevat tätä kehitystyötä. Yleensä SOA -arkkitehtuurissa käytetään 
prosesseista vastaavaa keskitintä, joka tunnetaan myös Message Broker -
arkkitehtuurina. (Sakari, O. 2005.)  
 
Kuviossa 3 on havainnollistettu, kuinka liiketoimintaprosessit hyödyntävät palveluita 
ja vastaavasti palvelut hyödyntävät järjestelmiä. Kuviossa vihreä kerros edustaa yri-
tyksen liiketoimintaprosessia, sininen edustaa palvelukerrosta ja keltainen kerros 
edustaa järjestelmiä ja laitteita. Kuviossa liiketoimintaprosessin yksi osa voi hyödyn-
tää yhtä tai useampaa palvelua ja yksi palvelu voi kutsua myös muita palveluita koos-
taessaan vastausta kutsujalle. Järjestelmät toimivat alustana palveluille ja mahdollis-
tavat palvelujen toiminnan. 
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KUVIO 3. Liiketoimintaprosessit hyödyntävät palveluarkkitehtuuria 
 
5.1 Service Locator Design Pattern 
 
Service Locator Pattern on suunnittelumalli, jonka avulla palvelun osoite saadaan 
ajonaikaisesti. Suunnittelumalliin kuuluu olennaisesti Service Locator-komponentti, 
joka ratkaisee halutun palvelun osoitteen tai viittauksen palveluun. Suunnittelumalli 
mahdollistaa sen, että yhdestä palvelusta voi olla olemassa useita eri instansseja. 
(Carr, R. 2010.)  
 
5.2 Service Locator Design Pattern -esimerkki 
 
Kuviossa 4 on esitetty Service Locator Design Pattern -luokkakaavio UML -
notaatiolla. Kuvion luokkien selitykset ovat seuraavat:  
 
 IService1 ja IService2 -luokat ovat rajapintaluokkia, jotka määrittävät toteutta-
vien luokkien metodit. Kyseisiä rajapintaluokkia voi hyödyntää myös testaus-
tarkoituksiin esim. luomalla rajapinnoista Mock -toteutukset. (Carr, R. 2010.) 
Mock -toteutuksilla voidaan simuloida tuotantoaikaista koodia luomalla raja-
pintaa vastaavat testauksen aikaiset toteutukset. 
 
 Service1 ja Service2 -luokat toteuttaa IService1 ja IService2 -rajapinnat. Ser-
vice1 ja Service2 -luokat pitävät sisällään rajapintoja vastaavan implementaa-
tion. (Carr, R. 2010.) 
 
 ServiceLocator -luokka toimii repositorina pitäen sisällään viittaukset palvelu-
jen toteutusluokkiin. Lisäksi ServiceLocator -luokka pitää sisältää metodit, joil-
la voi pyytää rajapintaa vastaavan implementaation. (Carr, R. 2010.) 
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 Initialiser -luokan rooli on luoda ja alustaa ServiceLocator -instanssi, joka on 
Singleton -tyyppinen. Käytännössä initialisointi tarkoittaa Service1 ja Service2 
-luokan instanssien viittausten luontia ja tallentamista service1 ja service2-
nimisiin ServiceLocator -luokan jäsenmuuttujiin. (Carr, R. 2010.) 
 
 Client -luokka edustaa asiakassovellusta, joka kutsuu ServiceLocator -luokan 
palveluita saadakseen viittauksen Service1 ja Service2 -luokkia varten. (Carr, 
R. 2010.) 
    
 
 
KUVIO 4. Service Locator Pattern -luokkakaavio UML 2.0-notaatiolla kuvattuna (Carr, 
R.  2010.) 
 
Service Locator -suunnittelumallissa ServiceLocator -luokkaa voidaan laajentaa esi-
merkiksi antamalla ServiceLocator -luokalle parametreja, jotka ohjaavat sen toimintaa 
(Carr, R. 2010). 
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6 MICROSOFT .NET FRAMEWORK 
 
 
Microsoft .Net Framework on ohjelmistokehitysalusta, jonka avulla voidaan toteuttaa 
ohjelmistoja työasemaan, Web-sovelluspalvelimelle tai mobiiliin päätelaitteeseen. 
Microsoftin .Net Framework ensimmäinen versio julkaistiin 13. päivä helmikuuta  
2002. Tämän dokumentin kirjoitushetkellä viimeisin versio on Microsoft .Net Frame-
work versio 4.5 ja kyseinen versio pitää sisällään tuen Windows 8 ja Windows 8 RT -
alustoille. (Zabalnet 2010.) 
 
6.1 Microsoftin Windows Communication Foundation  
 
Windows Communication Foundation (myöhemmin WCF) on luokkakirjasto ja ajoym-
päristö palvelupohjaiseen ohjelmistokehitykseen. Asiaa voidaan hieman yleistää sa-
nomalla, että WCF on Microsoftin versio palveluarkkitehtuurista, eli SOA:sta (Service 
Oriented Architecture). Microsoft .Net Framework WCF:n ensimmäinen versio esitel-
tiin .Net Framework 3.0:n mukana vuonna 2006. WCF ei ole itsessään kommunikoin-
titekniikka, vaan pikemminkin kehys, joka pitää sisällään useita eri kommunikointita-
poja ja tekniikoita. (Microsoft 2009b.) 
 
Microsoft .Net Frameworkiin kuuluvan WCF:n avulla voidaan toteuttaa hajautettuja 
ohjelmistoja, jotka kommunikoivat keskenään palvelujen kautta. Ohjelmistot toimivat 
omissa prosesseissaan ja hyödyntävät kommunikoinnissa WCF -kirjastoja ja teknolo-
gioita. Kuviossa 5 on havainnollistettu kahden eri sovelluksen palvelukutsua. Asia-
kassovellus kutsuu palvelua WCF:ää hyödyntäen. (Microsoft 2009b.) 
 
 
KUVIO 5. Kahden eri sovelluksen palvelukutsu (Microsoft 2009b.) 
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WCF -palveluiden toteutuksen tueksi on kehitetty ABC -muistisääntö. ABC -
muistisäännön selite on: (Kumar 2009.) 
 
 A = Address, missä osoitteessa palvelu sijaitsee 
 B = Binding, miten kommunikointi hoidetaan (esim. mikä protokolla) 
 C = Contract, palvelun kontrahti eli rajanpintakuvaus 
 
Huomioitavaa WCF -tekniikassa on myös se, että tekniikka on yhteensopiva muiden 
toteutusteknologioiden kanssa, kuten Javan kanssa. Käytännössä tämä tarkoittaa 
esimerkiksi sitä, että .Net WCF:n päälle toteutettu asiakassovellus voi kutsua Javalla 
toteutettua WebServices -palvelua. Kuviossa 6 on havainnollistettu WCF:n toiminta 
eri teknologian välillä. 
 
 
KUVIO 6. WCF:n toiminta eri alustojen välillä (Microsoft 2009b.) 
 
6.2 Microsoft Entity Framework 
 
Entity Framework (myöhemmin EF) on Open-Source -pohjainen tietokannan käsitte-
lyyn tarkoitettu tuote.  Entity Frameworkin avulla voidaan nostaa tietokannan abstrak-
tiota korkeammalle ja EF:n avulla tietokannan käsittelyyn ei välttämättä tarvita SQL-
kieltä.  Ensimmäinen versio EF:stä julkaistiin vuonna 2008 .Net Framework 3.5 SP1:n 
mukana. (Heikniemi, J. 2012.)  
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Entity Frameworkin arkkitehtuuri on esitetty kuviossa 7. Kuviosta näkee, että Entity 
Frameworkin yksi keskeinen tehtävä on linkittää oliomalli ja tietovarasto toisiinsa. 
Lisäksi kuviosta näkee, että Entity Framework hyödyntää ADO.NET -rajapintaa suo-
rittaessaan tietokantaoperaatioita.  
 
 
 
KUVIO 7. ADO.Net Entity Frameworkin arkkitehtuuri (Microsoft 2012.) 
 
Käytännössä liiketoiminta mallinnetaan Domain -malliksi ja siitä johdetaan Entity -
luokat, joiden kautta tietokantakäsittely tehdään. Toinen tapa on lähteä liikkeelle tie-
tokantakerroksesta, jolloin olemassa olevaa tietokantaa voidaan hyödyntää ja Entity -
luokat voidaan generoida tietokannan perusteella. Yleisimmät tietojen haut voidaan 
suorittaa olioiden operaatiolla, mutta tarvittaessa hakuja voidaan suorittaa Microsoftin 
kehittämällä LINQ -kyselykielellä. Alla on esimerkkikoodi tietojen hausta ja tallennuk-
sesta C# -ohjelmointikielellä: (Microsoft.com 2006.) 
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// we'll use the order-tracking store 
using(OrderTracking orderTracking = new OrderTracking()) { 
 
    // find all the pending orders for sales people 
    // in Washington 
    var orders = from order in orderTracking.SalesOrders 
                 where order.Status == "Pending Stock Verification" 
&& 
                       order.SalesPerson.State == "WA" 
                 select order; 
 
    foreach(SalesOrder order in orders) { 
 
        // obtain a list of StockAppProduct objects 
        // to be used for validation 
        List<StockAppProduct> products = new List<StockAppProduct>( 
            from orderLine in order.Lines 
            select new StockAppProduct { 
                ProductID = orderLine.Product.ID, 
                LocatorCode = ComputeLocatorCode(orderLine.Product) 
            } 
        ); 
 
        // make sure all products for this order 
        // are in stock through the stock management 
        // system 
        if(StockApp.CheckAvailability(products)) { 
             
            // mark the order as "shippable" 
            order.Status = "Shippable"; 
        } 
    } 
 
    // if we marked one or more orders as shippable, persist 
    // the changes in the store 
    orderTracking.SaveChanges(); 
} 
 
Esimerkkikoodissa ensin haetaan tilaukset Washingtonin alueelta LINQ -kielen avul-
la. Tämän jälkeen käydään tilaukset läpi ja tarkistetaan, löytyykö tilattuja tuotteita 
varastosta. Mikäli löytyy, päivitetään tilauksen tila. Tämän jälkeen tieto päivitetään 
tietokantaan operaatiolla SaveChanges(). 
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6.3 Windows Presentation Foundation 
 
Microsoft julkaisi Windows Presentation Foundationin (myöhemmin WPF) käyttöliit-
tymien tekemiseen .Net Framework 3.0:n mukana. Yksi WPF:n tarkoituksista oli erot-
taa itse käyttöliittymä ja business-logiikka. Aikaisemmasta Microsoftin käyttöliittymä-
tekniikasta Windows Formsista poiketen WPF hyödyntää grafiikassa DirectX -
kirjastoa. (Nathan, A. 2010.) 
 
Käyttöliittymän kuvaamiseen ja toteutukseen WPF tuo uuden kuvauskielen, jonka 
nimi on XAML. Kyseinen kieli pohjautuu XML:ään ja sen avulla kuvataan käyttöliitty-
män ulkoasu, painikkeet ym. käyttöliittymän komponentit. Alla on esimerkki XAML -
kielestä. (Microsoft 2013.) 
 
<Window 
    xmlns="http://schemas.microsoft.com/winfx/2006/xaml/presentation" 
    Title="Window with Button" 
    Width="250" Height="100"> 
 
  <!-- Add button to window --> 
  <Button Name="button">Click Me!</Button> 
 
</Window> 
 
Esimerkin mukainen XAML -koodi tuottaa ajonaikaisesti kuvio 8. mukaisen ikkunan  
 
 
KUVIO 8. Esimerkkikoodin tuottama dialogi (Microsoft 2013.) 
 
Microsoftin mukaan WPF -sovelluksissa olisi hyvä noudattaa Model-View-ViewModel 
(myöhemmin MVVM) -suunnittelumallia. MVVM -suunnittelumallin kerrokset ovat ku-
viossa 9. 
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KUVIO 9. Model-View-ViewModel -suunnittelumallin kuvaus (Codeproject 2010.) 
 
Suunnittelumallissa View -kerros edustaa käyttöliittymäkerrosta. Kerroksessa olen-
naista on se, että se pysyy ohuena ja se pitäisi mahdollisimman vähän koodia. View -
kerros linkitetään ViewModel -kerrokseen, jossa on tapahtumankäsittely ja lisäksi 
ViewModel linkittää Model -kerroksen View -kerrokseen. Model -kerros pitää sisällään 
sovelluksen liiketoimintasäännöt ja mallintaa tietosisällön. (Codeproject 2010.) 
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7 LASKUTUSJÄRJESTELMÄN SUUNNITTELU 
 
 
Tässä luvussa kuvataan potilastietojärjestelmän laskutusjärjestelmän suunnittelua ja 
toteutusta. Opinnäytetyössä kuvataan eräänlainen järjestelmän prototyyppi mahdol-
lista jatkokehitystä varten. 
 
7.1 Laskutusjärjestelmän arkkitehtuuri 
 
Tässä työssä laskutusjärjestelmää ryhdyttiin tarkastelemaan top-down -periaatteella. 
Ensin tarkasteltiin järjestelmää korkealla tasolla ja siitä lähdettiin tarkentamaan järjes-
telmää vaihe kerrallaan. Suunnitelmat tarkentuivat laskutusjärjestelmän luokkamalliin 
ja palveluihin.  
 
7.1.1 Laskutusjärjestelmän konteksti 
 
Kuviossa 10 on esitetty potilastietojärjestelmän laskutusjärjestelmän konteksti. Ku-
vasta näkee ne järjestelmät, joihin laskutusjärjestelmä kommunikoi. Kuvassa näkyy 
johdettuna osa liiketoimintaprosessista; operatiiviset järjestelmät tuottavat dataa las-
kutusjärjestelmälle ja laskutusjärjestelmä lähettää käsitellyn aineiston muille osajär-
jestelmille. Järjestelmien selitteet on esitetty taulukossa 1. 
 
 
KUVIO 10. Laskutusjärjestelmän konteksti 
cmp Inv oicing Context
Ward
Polyclinic
Inv oicing
Accounting
Reporting
Ledger
Dental
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TAULUKKO 1. Järjestelmien selitteet 
Järjestelmän nimi Selite 
Ward Osastonhallinnan tietojärjestelmä 
Polyclinic  Poliklinikan ja ajanvarauksen tietojärjestelmä 
Dental Hammashuollon tietojärjestelmä 
Invoicing Laskutusjärjestelmä 
Ledger Reskontrajärjestelmä 
Accounting Kirjanpitojärjestelmä 
Reporting Raportointijärjestelmä 
 
 
7.1.2 Laskutusjärjestelmän arkkitehtuurin looginen kuvaus 
 
Kuviossa 11 on esitetty potilastietojärjestelmän laskutusjärjestelmän arkkitehtuuri. 
Kuviosta selviää, että asiakassovellukset kutsuvat palveluita ServiceLocator -palvelun 
kautta. ServiceLocatorin tehtävä on kapseloida käytössä olevien palveluiden osoite ja 
kontrahti. Käytännössä saman palvelun eri versiot hoidetaan useilla eri palveluosoit-
teilla. Kuviosta näkee myös, miten eri domainien tietojärjestelmät kommunikoivat 
keskenään palvelukerroksen kautta.  
 
Palvelukerroksen rooli on kapseloida palvelut ja palveluiden hallinta yhteen kerrok-
seen. Palvelut voivat olla yksittäisiä palveluita asiakassovelluksen suuntaan tai toimia 
ns. orkestraatiopalveluina, jotka hyödyntävät muita palveluita muodostaakseen vas-
tauksen asiakassovellukselle.  
  
Liiketoimintakerros (Business layer) pitää sisällään liiketoimintasäännöt. Laskutusjär-
jestelmässä yleisimmät säännöt koskevat hinnoittelua ja laskun maksajia ja esimer-
kiksi hinnoittelukomponentti sijaitsee nimenomaan liiketoimintakerroksessa. Hinnoit-
telukomponentti joutuu huolehtimaan mm. maksukertymistä ja sen vaikutuksista las-
kun summaan. Maksukertymien käsittelyssä pitää ottaa huomioon mahdolliset ala-
ikäiset tai edunvalvojat. Lisäksi maksukertymien käsittelyssä pitää ottaa huomioon 
mahdolliset hyvityslaskut, jolloin maksukertymä voi muuttua ja siten vaikuttaa useaan 
laskuun. 
 
Tietokantakerros (Persistence layer) huolehtii tietokantakäsittelystä, joka tässä työssä 
toteutettiin Entity Framework -tekniikalla. Kerroksessa hoidetaan tietojen haku, lisäys, 
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poisto ja päivitys. Tietojen eheys varmistetaan transaktioiden avulla, joka myös kuu-
luu kyseessä olevan kerroksen vastuualueeseen.  
 
 
KUVIO 11. Laskutuksen arkkitehtuuri suhteessa muihin järjestelmiin 
 
7.1.3 Laskutuksen ohjelmistoarkkitehtuuri 
 
Laskutusjärjestelmän ohjelmistoarkkitehtuurikaavio on esitetty kuviossa 12. Kuvion 
asiakassovellus (Client) toteutettiin WPF -tekniikalla ja sen käyttöliittymätoteutuksen 
suunnittelumallina oli Model-View-ViewModel (MVVM).  
 
Palvelukerros (Service Layer) toteutettiin WCF -tekniikalla. Palvelunhallintaan liittyvät 
asiat, kuten palvelujen osoite ja versiointi, hoidetaan ServiceLocator -komponentissa. 
Kyseinen komponentti ei näy kuvassa, koska sen toiminta on selitetty edellisessä 
Luvussa. 
 
cmp Inv oicing Architecture
Inv oicingWard
Polyclinic
Client
Inv oicingServ iceWardServ ice
PolyclinicServ ice
Service layer
Persistence layer
Inv oicingComponentsWardComponentPolyclinicComponent
Persistence 1 
Component
Persistence 2 
Component
Business layer
Serv iceLocator
 30 
 
 
Liiketoimintakerros (Business Layer) tarjoaa InvoicingHandler -luokan rajapinnan, 
joka kutsuu useita eri liiketoimintakomponentteja. InvoicingHandler muistuttaa paljon 
Facade -stereotyyppiä, mutta tässä tapauksessa tiedon koostamisen lisäksi Invoi-
cingHandler pitää sisällään myös liiketoimintalogiikkaa tiedon koostamisen lisäksi.  
 
Tietokantakerros (Persistence Layer) kapseloi pysyvän tiedon käsittelyn. Tässä tapa-
uksessa pysyvän tiedon käsittely hoidetaan DataAccessComponentin avulla. Käytän-
nössä kyseinen luokka pitää sisällään tiedon haku-, tallennus-, muokkaus- ja poisto-
käsittelyn ja transactiokäsittelyn. 
 
 
KUVIO 12. Laskutusjärjestelmän ohjelmistoarkkitehtuuri 
  
cmp Inv oicingComponent
Inv oicingClient
Client application 
implements 
MVVM Design Pattern 
Inv oicingServ ice
PricingComponent
Inv oicingHandler
Inv oiceRowComponent Inv oiceComponent
Service Layer
Business Layer
Persistence Layer
DataAccessComponent
Client Layer
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7.2 Laskutuksen Domain -malli 
 
Laskutuksen Domain -mallin pohjana on HL7  RIM -malli ja suunnittelu toteutettiin 
Domain-Driven-Design -tekniikalla. Domain-Driven-Desing -tekniikan mukaisesti las-
kutus rajattiin omaksi kokonaisuudeksi ja Domain -mallissa on keskitytty vain lasku-
tukseen liittyviin asioihin. Tämä näkyy esimerkiksi luvussa ”7.2.4 Hoitoa tarjoavat 
osastot ja tapahtuman luokkakaavio”, jossa hoitoa tarjoaviin osastoihin liittyviä tietoja 
on paljon, mutta laskutukseen vaikuttavia asioita on vähän.  
 
Terveydenhuollon potilastietojärjestelmän laskutusjärjestelmän Domain -malli korke-
alta tasolta on kuviossa 13. Kaikki luokat periytyvät AbstractBase -luokasta. Kyseinen 
luokka kuvaa kaikille yhteisiä tietoja, esim. yksilöivän rivi ID:n, lisääjän, lisäysajan, 
päivittäjän ja päivitysajan. Mikäli tarvitaan sellaisia tietoja, jotka ovat yhteisiä kaikille, 
niin luokkaan voi lisätä kyseisiä kenttiä. 
 
Kuvassa vihreät luokat edustavat hitaasti vaihtuvaa tietoa ns. dimensiotietoa. Punai-
set luokat ovat nopeasti päivittyviä ns. faktatietoja. Keltainen luokka linkittää fakta- ja 
dimensiotiedon toisiinsa roolin kautta. Harmaat luokat tyypittävät joko faktatietoa tai 
dimensiotietoa. Käytännössä luokkakaaviota voi lukea siten, että ”johonkin faktatie-
toon liittyy yksi tai useampi dimensiotieto jonkin roolin kautta”. Faktaluokat periytyvät 
Act -luokasta ja dimensioluokat vastaavasti Entity -luokasta. 
 
Tämä luokkamalli on karkea versio tuotantoversiosta. Olennaista tässä on se, että 
luokkarakenne on kaaviossa kuvatun kaltainen, mutta varsinkin kenttiä pitää lisätä 
kaikkien liiketoimintasääntöjen hoitamiseksi.  
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KUVIO 13. Potilastietojärjestelmän laskutusjärjestelmän luokkakaavio karkealla tasol-
la 
  
class Inv oicing Domain Model
Inv oiceRow
- event_ID  :int
- RowType  :CODE
- Status  :CODE
- payer_Entity_ID  :int
- invoice_ID  :int
- product_ID  :int
- productPrice  :float
- rowTotal  :float
- deleted  :int
- deleteReason  :char
- speciality  :char
- function  :char
- description  :char
- doctor  :char
Entity
- ID  :int
- Type  :CODE
- addressInformation_ID  :int
Person
- Entity_ID  :int
- lastName  :char
- firstName  :char
- gender  :CODE
- ssn  :char
Corporation
- Entity_ID  :int
- businessID  :char
- name  :char
- type  :CODE
«dataType»
PartyType
- Person  :int
- Corporation  :int
- Product  :int
«dataType»
PersonGenderType
- male  :int
- female  :int
- unknown  :int
Ward
- wardID  :int
- treatmentID  :int
- product_ID  :int
- arrivalDepartment  :char
- leavingReason  :char
- referral_ID  :int
- hospitalID  :int
Polyclinic
- reservationTime  :DateTime
- product_ID  :int
- referral_ID  :int
- parent_polyclinic_ID  :int
Relativ e
- person_ID  :int
- relative_person_ID  :int
- Role  :CODE
«dataType»
Relativ eRole
- father  :int
- mother  :int
- child  :int
- trustee  :int
Inv oice
- Type  :CODE
- Format  :CODE
- referenceNumber  :char
- total  :float
- paymentDate  :Date
- receiver_Entity_Corporation_ID  :int
- provider_Entity_Corporation_ID  :int
- printTime  :DateTime
- Ledger_ID  :int
- MessageToCustomer  :char
- invoiceCreationTime  :DateTime
- InvoiceNumber  :int
Account
- iban  :char
- bic  :char
- corporation_ID  :int
- startTime  :Date
- endTime  :int
«dataType»
Inv oiceFormat
- Paper  :int
- eInvoice  :int
- eLetter  :int
AccidentData
- accident_place  :char
- accident_description  :char
- insurance_number  :int
«dataType»
DepartmentType
- Polyclinic  :int
- Ward  :int
Freecard
- person_ID  :int
- startDate  :Date
- freecardNumber  :int
- freecardYear  :int
- validFrom  :Date
- placeOfIssue  :char
- deleted  :bool
- deletedReason  :char
- deletedUser  :char
PaymentEv ent
- person_ID  :int
- amount  :int
- institution  :char
- eventDateStart  :Date
- eventDateEnd  :Date
- deleted  :bool
- invoiceNumber  :int
- deletedReason  :char
AbstractBase
- ID  :int
- author  :char
- creationTimestamp  :Timestamp
- modifier  :char
- modifyTimestamp  :Timestamp
«dataType»
Inv oiceType
- Charge  :int
- Refund  :int
«dataType»
Inv oiceRowStatus
- Open  :int
- Invoiced  :int
CorporationType
- company  :int
- municipality  :int
- mil itary  :int
Product
- name  :char
- vat_ID  :int
- productGroup_ID  :int
- description  :char
- type  :int
- startTime  :Date
- endTime  :Date
- deleted  :int
- paymentClass  :CODE
Product_Price
- product_ID  :int
- nettPrice  :float
- timeStart  :Date
- timeEnd  :int
«dataType»
PaymentClass
- increasePaymentCeil ing  :int
- neutralPaymentCeil ing  :int
Vat
- vatCode  :int
- vatPercent  :int
- timeStart  :Date
- timeEnd  :Date
Ev ent
- DepartmentType  :CODE
- person_Entity_ID  :int
- event_StartTime  :DateTime
- event_EndTime  :DateTime
- product_ID  :int
- accidentData_ID  :int
Act
- title  :char
- text  :char
- languageCode  :int
- version  :int
- priorityCode  :int
- type  :CODE
Role
- RoleType  :CODE
«dataType»
RoleType
- Patient  :int
- Payer  :int
- ServiceProvider  :int
- Receiver  :int
«dataType»
ActType
- InvoiceRow  :int
- Invoice  :int
- Event  :int
1
0..*
1
0..*
0..*
1
* 1
0..*
1
1..*1
1..*
1
1
1..*
1..*
1..*
1..*
1..*
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7.2.1 Osapuolen luokkakaavio 
 
Osapuolen luokkakaavio on esitetty kuviossa 14. Luokkakaavio kuvaa laskulla olevi-
en osapuolten tietoja. Osapuolet periytyvät Entity -kantaluokasta ja ko. luokka liite-
tään faktaluokkiin Role -luokan kautta. Osapuolet voivat olla joko henkilöitä, yhtiöitä 
tai yhteisöjä. Näille yhteisiä tietoja voi lisätä Entity -luokkaan kenttinä tai liittää uusi 
luokka Entity -luokkaan viiteavaimen avulla, kuten esimerkiksi osoitetiedot (Addres-
sInformation) on kuviossa liitetty.  
 
Osoitetietoja voidaan antaa useita erityyppisiä. Osoite voi olla ensisijainen, toissijai-
nen tai väliaikainen, kuten esimerkiksi loma-ajan osoite. Vaikka henkilöllä tai yhteisöl-
lä voi olla useita osoitteita, vain yksi osoite voi olla voimassa kerrallaan. Voimassa-
oloaika kerrotaan InvoicingInformation -luokan StartTime ja EndTime -kentissä. 
 
Corporation -luokan avulla kuvataan yhtiöitä ja yhteisöjä. Yhtiö tai yhteisö voi olla 
tyypiltään yritys, kunta tai puolustusvoimat. Riippumatta yhteisötyypistä yhteistä näille 
on pankki ja tilinumerotiedot, jotka tarvitaan laskulle maksun saajatietoihin.  
 
Väestötiedot on kuvattu Person-luokassa, joka periytyy Entity -luokasta. Entity -
luokan kautta voidaan linkittää henkilön osoitetiedot (AddressInformation). Henkilön 
sukulaisuussuhteet ja läheistiedot kerrotaan Relative -luokassa. Läheistieto voi olla 
tyypiltään isä, äiti, lapsi tai edunvalvoja. Läheistieto tarvitaan laskulle esim. laskun 
maksajatietoja varten. 
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KUVIO 14. Laskun osapuolia kuvaava luokkamalli 
 
7.2.2 Vapaakortti ja kertymät 
 
Kuviossa 15 on esitetty kertymät ja vapaakorttitiedot. Lait ja määräykset antavat raja-
arvot sille, että mikäli potilas on kalenterivuoden aikana ollut maksukertymää kasvat-
tavassa hoidossa maksukaton raja-arvon verran, voidaan potilaalle myöntää vapaa-
kortti, joka on voimassa valtakunnallisesti. Mikäli asiakkaalle on myönnetty vapaa-
kortti, sen tiedot tallennetaan FreeCard -luokkaan. Mikäli vapaakortti on myönnetty 
jossain muualla, esim. sairaalassa tai terveyskeskuksessa, tulee vapaakortin myön-
tämispaikka Freecard -luokan PlaceOfIssue -kenttään. Vapaakortin poistomahdolli-
suus on myös oltava esimerkiksi vapaakorttia myöntävän inhimillisen virheen vuoksi. 
Mikäli vapaakortin maksukaton raja-arvo ei ole vielä täynnä, maksukertymää kasvat-
tavat laskutetut tapahtumat kirjataan PaymentEvent -luokkaan. Kyseinen PaymentE-
vent -luokkaan tallennetaan järjestelmän ulkopuolella laskutetut laskutustapahtumat.  
class Party Domain Model
Person
- party_ID  :int
- lastName  :char
- firstName  :char
- gender  :CODE
- ssn  :char
Entity
- ID  :int
- Type  :CODE
- addressInformation_ID  :int
AbstractBase
- ID  :int
- author  :char
- creationTimestamp  :Timestamp
- modifier  :char
- modifyTimestamp  :Timestamp
Relativ e
- person_ID  :int
- relative_person_ID  :int
- Role  :CODE
«dataType»
PartyType
- Person  :int
- Corporation  :int
- Product  :int
Corporation
- party_ID  :int
- businessID  :char
- name  :char
- type  :CODE
CorporationType
- company  :int
- municipality  :int
- military  :int
AddressInformation
- postalCode_ID  :int
- address  :char
- startTime  :Date
- endTime  :Date
- country  :char
- AddressType  :CODE
PostalCode
- code  :char
- city  :char
«dataType»
Relativ eRole
- father  :int
- mother  :int
- child  :int
- trustee  :int
«dataType»
PersonGenderType
- male  :int
- female  :int
- unknown  :int
«dataType»
AddressType
- Primary  :int
- Secondary  :int
- Temporary  :int
Account
- iban  :char
- bic  :char
- corporation_ID  :int
- startTime  :Date
- endTime  :int
0..*
1
1
0..*
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KUVIO 15. Vapaakortin ja kertymätietojen luokkakaavio 
 
7.2.3 Laskun ja laskurivin luokkakaavio 
 
Laskun ja laskurivin luokkakaavio on esitetty kuviossa 16. Kuvion kaikki luokat periy-
tyvät AbstractBase -luokasta. Laskurivi (InvoiceRow) ja Lasku -luokat (Invoice) periy-
tyvät Act -luokasta, joka pitää sisällään yhteisiä tietoja, kuten versiotieto ja selite.  
 
Käytännössä Lasku -luokka (Invoice) pitää sisällään laskun otsikkotiedot ja muut las-
kun yksilöivät tiedon. Laskurivi -luokka (InvoiceRow) pitää sisällään yhden laskun 
laskurivin tiedot.  Luonnollisesti Lasku -luokka (Invoice) voi sisältää useita Laskurivi-
luokan (InvoiceRow) instansseja. 
 
Laskurivi -luokkia (InvoiceRow) on kahden tyyppisiä: Kunta- (Municipality) ja Potilas-
tyyppisiä (Patient).  Laskun tyypin kertoo RowType -luokka. Potilastyyppisen laskuri-
vin maksaja on joko potilas itse tai joku läheinen. Kuntatapahtuman maksaja on poti-
laan kotikunta. Laskurivi voi olla tilaltaan joko avoin (Open) tai laskutettu (Invoiced) ja 
ko. dimensiotieto on kerrottu InvoiceRowStatus -luokassa. Käyttötapauksesta johtuen 
osa Laskurivi -luokan (InvoiceRow) kentistä voi olla tyhjiä, esim. jos laskurivi ei kuulu 
mihinkään laskuun, silloin Laskurivin tilan on avoin ja maksajakenttä on tyhjä. Kun 
class Freecard Domain Model
PaymentEv ent
- person_ID  :int
- amount  :int
- institution  :char
- eventDateStart  :Date
- eventDateEnd  :Date
- deleted  :bool
- invoiceNumber  :int
- deletedReason  :char
Freecard
- person_ID  :int
- startDate  :Date
- freecardNumber  :int
- freecardYear  :int
- validFrom  :Date
- placeOfIssue  :char
- deleted  :bool
- deletedReason  :char
- deletedUser  :char
Person
- Entity_ID  :int
- lastName  :char
- firstName  :char
- gender  :CODE
- ssn  :char
AbstractBase
- ID  :int
- author  :char
- creationTimestamp  :Timestamp
- modifier  :char
- modifyTimestamp  :Timestamp
Entity
- ID  :int
- Type  :CODE
- addressInformation_ID  :int
1
0..* 0..*
1
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Laskurivin tilan muuttuu laskutetuksi, maksaja muodostetaan siinä vaiheessa ja mak-
sajakenttä täytetään. Laskurivin (InvoiceRow) tuotetieto on kerrottu Product_ID -
kentässä. Tässä on erikseen huomioitava tilanteet ja käyttötapaukset, jolloin laskutta-
ja joutuu muokkaamaan laskurivin tietoja. Tämän vuoksi osa tuotetiedoista on de-
normalisoitu laskuriville, esim. tuotteen hinta (ProductPrice). Lisäksi voi olla tilanteita, 
jolloin laskurivi ei kohdistu mihinkään tiettyyn tapahtumaan esim. puhelumaksu, jol-
loin laskurivi on olemassa, mutta laskurivin event_id -kenttä on tyhjä. 
 
Lasku -luokka (Invoice) muodostetaan laskun luonnin yhteydessä. Lasku -luokka pi-
tää sisällään laskun yksilöivät tiedot, kuten laskunumero (InvoiceNumber), viitenume-
ro (ReferenceNumber) ja monia muita kenttiä. Lasku -luokkaa (Invoice) ei voi luoda 
ilman laskurivejä. Tässä on hyvä huomioida tilanteet, jolloin laskurivin summa voi olla 
0 € ja tästä syystä myös laskun loppusumma voi olla 0 €. Vaikka laskun summa on 0 
€, lasku voidaan tarvittaessa tulostaa.  
 
Jos lasku on virheellinen tai laskun laskurivissä on virhe, olemassa olevasta laskusta 
pitää muodostaa hyvityslasku. Hyvityslasku linkittyy alkuperäiseen laskuun versionu-
meron kautta: Hyvityslasku on uusi versio alkuperäisestä laskusta. Hyvityslaskun 
tyyppi on Refund ja  ko. dimensiotieto on kerrottu InvoiceType -luokassa. Normaalisti 
lasku on tyypiltään veloituslasku (Charge).  
 
Laskun formaatti tai tulostusmuoto voi olla tyypiltään paperi (Paper), e-Kirje (eLetter) 
tai sähköinen lasku (eInvoice). Kyseessä oleva dimensiotieto on kerrottu InvoiceFor-
mat -luokassa. Sähköinen lasku tarkoittaa käytännössä suoramaksua, jolloin lasku 
veloitetaan suoraan asiakkaan tililtä laskun eräpäivänä. EKirje tarkoittaa esim. säh-
köpostiin lähetettyä laskua, mutta silloin maksaja joutuu itse suorittamaan laskun 
maksutapahtuman. Paperinen lasku annetaan tapauksittain joko suoraan asiakkaan 
käteen tai lähetetään postitse.  
 
Lasku -luokan (Invoice) printTime -kenttään tallennetaan laskun tulostusaika. On tär-
keää tietää, onko laskun tulostus alkuperäinen vai kopio. Mikäli lasku on jo tulostettu, 
eli printTime -kentässä on päivämäärä, laskun uudelleentulostus tuottaa laskun kopi-
on. Tieto kopiosta tulostetaan laskun otsikkokenttään. 
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KUVIO 16. Lasku ja laskurivin luokkakaavio 
 
7.2.4 Hoitoa tarjoavat osastot ja tapahtuman luokkakaavio 
 
Kuviossa 17 on esitetty hoitoa tarjoavien osastojen luokkakaavio. Koska opinnäyte-
työssä keskityttiin laskutusjärjestelmään, on tässä vaiheessa karkeasti kuvattu vain 
kaksi osastoa: osastohoito- ja polikäyntiosasto. Tuotantoversiossa osastoja on tietysti 
useampia ja osastojen luokkia on huomattavasti enemmän. Hoitoa tarjoavien luokki-
en kentissä on keskitytty vain laskutukseen vaikuttaviin asioihin. 
 
Kuviossa olevat luokat periytyvät AbstractBase -luokasta ja Tapahtuma -luokka 
(Event) periytyy Act -luokasta. Tapahtuma -luokka (Event) kuvaa hoidollista tapahtu-
maa. Tapahtuma -luokassa (Event) kerrotaan, että kuka on potilas ja milloin hoito on 
alkanut ja milloin päättynyt. Kyseiset tiedot ovat tapahtuma -luokan (Event) per-
son_entity_id, startTime ja endTime -kentissä. Tapahtuma -luokka (Event) on ensisi-
jainen lähde laskurivin muodostamiselle. Laskutusjärjestelmä lukee tapahtumarivejä 
ja muodostaa laskurivejä tämän tiedon perusteella.  
class Inv oice Domain Model
Inv oice
- Type  :CODE
- Format  :CODE
- referenceNumber  :char
- total  :float
- paymentDate  :Date
- receiver_Entity_Corporation_ID  :int
- provider_Entity_Corporation_ID  :int
- printTime  :DateTime
- Ledger_ID  :int
- MessageToCustomer  :char
- invoiceCreationTime  :DateTime
Inv oiceRow
- event_ID  :int
- RowType  :CODE
- Status  :CODE
- payer_Entity_ID  :int
- invoice_ID  :int
- product_ID  :int
- productPrice  :float
- rowTotal  :float
- deleted  :int
- deleteReason  :char
- DepartmentType  :CODE
- speciality  :char
- function  :char
- description  :char
- doctor  :char
«dataType»
Inv oiceFormat
- Paper  :int
- eInvoice  :int
- eLetter  :int
«dataType»
Inv oiceRowStatus
- Open  :int
- Invoiced  :int
«dataType»
Inv oiceType
- Charge  :int
- Refund  :int
AbstractBase
- ID  :int
- author  :char
- creationTimestamp  :Timestamp
- modifier  :char
- modifyTimestamp  :Timestamp
«dataType»
RowType
- Municipality  :int
- Patient  :int
Act
- title  :char
- text  :char
- languageCode  :int
- version  :int
- priorityCode  :int
- type  :CODE
* 1
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Tapahtuma voi olla tyypiltään osastojakso tai poliklinikkakäynti ja sen tieto tallenne-
taan Tapahtuma -luokan (Event) DepartmentType -kenttään. Kyseessä olevan ken-
tän dimensiot on kerrottu DepartmentType -luokassa. Osastojakson spesifiset tiedot 
tallennetaan Ward -luokkaan ja vastaavasti poliklinikkakäyntiä koskevat tiedot Poly-
clinic -luokkaan. Mikäli tapahtuma johtuu tapaturmasta, on tapaturman tiedot tallen-
nettu AccidentData -luokkaan. Laskutusjärjestelmän kannalta tapaturmissa on olen-
naista tietää, mikä vakuutusyhtiö maksaa hoidon.  
 
 
KUVIO 17. Hoitoa tarjoavat osastot ja tapahtuman luokkakaavio. 
 
7.2.5 Tuotteen ja tuotehinnaston luokkakaavio 
 
Kuviossa 18 on esitetty tuote ja tuotehinnaston luokkakaavio. Kaikki luokat periytyvät 
AbstractBase -luokasta ja Tuote -luokka (Product) periytyy Entity -luokasta. Tuotteen 
perustiedot, kuten nimi, selite ja voimassaoloaika, tallennetaan Tuote -luokan (Pro-
duct) name, description, startTime ja endTime -kenttiin. Tuotteen hinta löytyy Tuote-
hinnasto -luokasta (Product_Price). Tuotehinnasto -luokassa (Product_Price) on 
paymentClass -kenttä pitää tiedon, kasvattaako tuote maksukertymää. Tuotehinnasto 
-luokka (Product_Price) pitää sisällään tuotteen verottoman hinnan. Verokanta on 
class Department Domain Model
AbstractBase
- ID  :int
- author  :char
- creationTimestamp  :Timestamp
- modifier  :char
- modifyTimestamp  :Timestamp
Polyclinic
- reservationTime  :DateTime
- product_ID  :int
- referral_ID  :int
- parent_polyclinic_ID  :int
AccidentData
- accident_place  :char
- accident_description  :char
- insurance_number  :int
Ward
- wardID  :int
- treatmentID  :int
- product_ID  :int
- arrivalDepartment  :char
- leavingReason  :char
- referral_ID  :int
- hospitalID  :int
Act
- title  :char
- text  :char
- languageCode  :int
- version  :int
- priorityCode  :int
- type  :CODE
Ev ent
- DepartmentType  :CODE
- person_Entity_ID  :int
- event_StartTime  :DateTime
- event_EndTime  :DateTime
- product_ID  :int
- accidentData_ID  :int
«dataType»
DepartmentType
- Polyclinic  :int
- Ward  :int
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puolestaan kerrottu Tuote -luokan (Product) vat -kentässä. Tuotteen tyyppitieto on 
kerrottu ProductType_Product -luokassa. Yksi tuote voi olla tyypiltään esimerkiksi 
potilastuote, joka on käytettävissä vain osastohoidossa. Vastaavasti yksi tuote voi 
olla kuntatuote, joka on käytettävissä poliklinikalla tai osastohoidossa.  Tuote -luokan 
(Product) avulla kuvataan myös DRG -ryhmät. DRG -ryhmää vastaa yksi tuote, joka 
pystytään hinnoittelemaan ja laskuttamaan.  
 
 
KUVIO 18. Tuote- ja tuotehinnastoluokat. 
  
 class Product Domain Model
«dataType»
ProductType
- municipality  :int
- patient  :int
- polyclinic_product  :int
- ward_product  :int
ProductType_Product
- product_ID  :int
- productType_ID  :int
Product
- deleted  :int
- description  :char
- endTime  :Date
- name  :char
- productGroup_ID  :int
- startTime  :Date
- type  :int
- vat_ID  :int
Product_Price
- nettPrice  :float
- paymentClass  :CODE
- product_ID  :int
- timeEnd  :int
- timeStart  :Date
Vat
- timeEnd  :Date
- timeStart  :Date
- vatCode  :int
- vatPercent  :int
«dataType»
PaymentClass
- increasePaymentCeil ing  :int
- neutralPaymentCeil ing  :int
Entity
- addressInformation_ID  :int
- ID  :int
- Type  :CODE
AbstractBase
- author  :char
- creationTimestamp  :Timestamp
- ID  :int
- modifier  :char
- modifyTimestamp  :Timestamp
1..*
1
1..* 1
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7.3 Laskutuksen palvelut ja Service Locator 
 
Laskutusjärjestelmän palvelukerroksen luokkakaavio on esitetty kuviossa 19. Kuvios-
sa ServiceClient -luokka sijaitsee työasemalla asiakassovelluksessa ja vastaavasti 
ServiceLocator ja InvoicingService -luokat sijaitsevat palvelimella. Käytännössä Ser-
viceLocator ja InvoicingService -luokat ovat WCF -palveluita.  
 
 
KUVIO 19. Palvelukerroksen luokkakaavio  
 
Kuviossa 19 ServiceClient -luokka kutsuu ensin ServiceLocatoria ja pyytää siltä las-
kutuspalvelun (InvoicingService) osoitetta käyttäen GetServiceAddress -metodia.  
Kyseessä olevalle metodille annetaan parametrina halutun palvelun nimi ja haluttu 
versionumero. Näiden tietojen perusteella metodi palauttaa tietoja vastaavan palve-
lun osoitteen, jota hyödyntämällä ServiceClient kutsuu InvoicingService -palvelua.  
 
class Serv ice Locator Class Diagram
Serv iceLocator
- serviceAddress  :HashTable
+ Initialize()  :void
+ GetServiceAddress(string, string)  :string
Inv oicingServ ice
+ GetCustomerInvoices()  :List
+ GetCustomerOpenInvoiceRows()  :List
+ GetOpenInvoiceRows()  :List
+ CreateNewInvoice()  :void
+ DeleteOpenInvoiceRow()  :void
+ RefundInvoice()  :void
Serv iceClient
BaseServ ice
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8 LASKUTUSJÄRJESTELMÄN TOTEUTUS 
 
 
Laskutusjärjestelmän toteutustekniikkana oli Microsoft .Net Framework 4.0, toteutus-
kielenä C#. Ohjelmointivälineenä käytettiin Visual Studio 2010. 
 
8.1 Tietokantakerros 
 
Järjestelmän tietokantana käytettiin MS SQL Server 2008 -tietokantapalvelinta ja tie-
tokannan hallinnassa käytettiin Microsoft SQL Server Management Studio -työkalua. 
Kuviossa 20 on esitetty tietokannan looginen malli, joka on johdettu laskutuksen Do-
main -mallista.  
 
 
KUVIO 20. Tietokannan looginen kuvaus 
 
Tietokantaa käsitellään Entity Framework 4.0 -tekniikalla. Tekniikkaa hyödynnettiin 
luomalla tietokannasta Entity -malli ja tämän jälkeen generoitiin POCO -luokat.  Ge-
neroituja POCO -luokkia hyödyntämällä tietokantaan pystyttiin hyödyntämään, eli 
käytännössä suorittamaan haku-, lisäys-, päivitys- ja poisto-operaatioita. Tietokanta-
hakujen yhteydessä höydynnettiin LINQ -kyselykieltä halutun tulosjoukon saamiseksi. 
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8.2 Business-kerros 
 
Business -kerros pitää sisällään laskutusjärjestelmän liiketoimintasäännöt ja logiikan. 
Business -kerroksen luokkakaavio on esitetty kuviossa 21. Kuviossa on referenssito-
teutukseen liittyvät luokkien julkiset metodit, jotka kutsuvat yksityisiä (private) meto-
deja. Lopullisessa tuotantoversiossa on luonnollisesti paljon enemmän liiketoiminta-
logiikkaa, joka näkyy julkisten metodien määrässä.   
 
 
KUVIO 21. Business –kerroksen komponentit 
 
InvoiceHandler -luokka kutsuu käyttötapauksesta riippuen eri komponentteja ja koos-
taa niistä vastauksen palvelukerrokselle. Kaikkein suurin liiketoimintalogiikka sijaitsee 
PricingComponentissa, koska se pitää sisällään kaikki hinnoittelusäännöt ja hinnoitte-
lulogiikan.  
  
class Business Layer Class Diagram
Inv oicingHandler
+ GetCustomerInvoices()  :List
+ GetCustomerOpenInvoiceRows()  :List
+ GetOpenInvoiceRows()  :List
+ CreateNewInvoice()  :void
+ DeleteOpenInvoiceRow()  :void
+ RefundInvoice()  :void
Inv oiceRowComponent
+ GetCustomerOpenInvoiceRows()  :InvoiceRow
+ GetCustomerInvoicedRows()  :InvoiceRow
+ DeteOpenInvoiceRow()  :void
Inv oiceComponent
+ RefundInvoice(int)  :void
+ GetCustomerInvoice(String)
+ CreateNewInvoice()  :void
PricingComponent
+ GetInvoicePrice()  :Invoice
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8.3 Asiakassovellus 
 
Laskutusjärjestelmän asiakassovellus on tehty WPF -tekniikalla. Ensin luotiin asia-
kassovellus WPF -projekti ja sen jälkeen siihen lisättiin WPF -ikkunoita ja dialogeja. 
Asiakassovelluksen toteutuksessa käytettiin Model-View-ViewModel -
suunnittelumallia. Referenssitoteutukseen toteutettujen dialogien avulla pystytään 
selaamaan avoimia laskurivejä, luomaan uusia laskuja ja selaamaan luotuja laskuja. 
Lisäksi luotuja laskuja voidaan tarkastella ja tarvittaessa hyvittää tai tulostaa uudes-
taan. 
 
8.3.1 Laskurivien selausnäyttö 
 
Laskurivien selailunäytöllä pystyy tarkastelemaan järjestelmässä olevia laskurivejä. 
Ensin laskurivit ovat avoin tilassa ja laskuttamisen jälkeen laskurivi muuttuu Laskutet-
tu-tilaiseksi. Laskurivien Selausnäyttö on esitetty kuviossa 22. Näyttö koostuu kah-
desta osasta: Yläosaan annetaan hakuehtoja, joilla hakua pystyy tarkentamaan. Kun 
painaa Hae-painiketta, sen jälkeen hakuehtojen mukaiset laskurivit haetaan ja tulok-
set tulevat näytön alaosaan taulukkoon. Taulukon alapuolella on laskun luontipainike, 
jonka avulla voidaan luoda valitun rivin potilaalle lasku. Tämän jälkeen käyttäjälle 
näytetään laskun aihio, eli ns. esilasku. 
 
 
KUVIO 22. Laskurivien selaus 
 44 
 
 
 
8.3.2 Laskun luonti 
 
Laskurivien selauksen kautta Laskuta asiakas painikkeella voidaan luoda asiakkaalle 
lasku. Ennen laskun luontia on hyvä tarkistaa, että laskun tiedot ovat oikein ja tätä 
tarkoitusta varten tehtiin ns. esilaskun tarkistus. Esilaskun tarkistusnäyttö on esitetty 
kuviossa 23. Tässä vaiheessa fyysistä laskua ei ole vielä luotu, eli tässä vaiheessa ei 
ole luotu mm. laskunumeroa. Mikäli laskussa ei ole virheitä, niin silloin voidaan lasku 
tallentaa ja tulostaa. Laskun tallennusvaiheessa laskulle luodaan mm. laskunumero 
ja viitenumero tiedot. Mikäli laskun tarkistusvaiheessa huomataan, että laskua ei voi-
da tehdä, niin käyttäjä voi peruuttaa laskurivien selaukseen Peruuta-painikkeella. 
 
 
KUVIO 23. Esilaskun tarkastelu 
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8.3.3 Laskujen selailu 
 
Luotuja laskuja pääsee selailemaan Laskujen Selaus-näytön avulla, joka on esitetty 
kuviossa 24. Laskujen selaus -näytön yläosassa on hakuehtoja, joilla laskujen hakua 
voidaan rajata. Kun painetaan Hae-painiketta, niin silloin haetaan hakuehtojen mu-
kaiset laskut ja laskut näytetään taulukossa näytön alaosassa. Taulukon alapuolella 
on toimintopainikkeet, jotka kohdistuvat valittuun riviin laskutaulukossa.  
 
 
KUVIO 24. Luotujen laskujen selailu 
 
Laskun tiedot -painikkeella voidaan tarkastella valittua laskua tarkemmin. Tulosta-
painikkeella valittu lasku voidaan tulostaa uudestaan esimerkiksi siinä tapauksessa, 
että asiakas on kadottanut alkuperäisen laskun. 
 
8.3.4 Laskun tarkastelu 
 
Kuviossa 25 on esitetty yksittäisen laskun tarkastelu dialogi, jonka tarkoitus on näyt-
tää tarkemmat tiedot yksittäislaskusta. Dialogiin päästään valitsemalla Laskujen sela-
us näytöltä hakutuloksista jokin lasku ja painamalla ’Laskun tiedot…’-painiketta. Las-
kun tiedot dialogin ’Laskurivit…’-painikkeen kautta pääsee tarkastelemaan tarkemmin 
laskussa olevia laskurivejä. Yleisemmät laskuun kuuluvat tiedot näkyvät heti dialogille 
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tultaessa, esim. laskunumero, viitenumero ja laskun eräpäivä. Tulosta painikkeen 
avulla voidaan tulostaa lasku uudestaan. Laskusta voidaan tulostaa alkuperäinen 
lasku, laskun kopio tai tulostus voidaan tehdä sähköisesti. Sähköisiä laskun tulostus-
vaihtoehtoja on suoramaksu, joka veloitetaan heti maksajan tililtä tai eLasku, jolloin 
lasku lähetetään sähköisessä muodossa maksajan sähköpostiosoitteeseen. 
 
 
KUVIO 25. Laskun tarkastelu dialogi 
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9 TULOKSET JA JOHTOPÄÄTÖKSET 
 
 
Opinnäytetyön tavoitteena oli tehdä eräänlainen referenssitoteutus terveydenhuollon 
laskutusjärjestelmästä. Opinnäytetyössä oli tarkoitus suunnitella laskutuksen Domain 
-malli ja hyödyntää palveluarkkitehtuuria. Palveluarkkitehtuurissa hyödynnettiin Servi-
ce Locator -suunnittelumallia, jota pystyy jatkokehittämään palvelujen hallinnoinnin 
näkökulmasta. 
 
Opinnäytetyön alussa tavoite oli laajempi palveluarkkitehtuurin osalta. Alussa oli tar-
koitus toteuttaa palveluita, joita muut osajärjestelmät, kuten ajanvaraussovellus tai 
osastonhallintasovellus, olisivat hyödyntäneet. Jossain vaiheessa myös Raportointi-
järjestelmä oli varteenotettava laskutuksen palveluiden hyödyntäjä. Tämä olisi ohjan-
nut opinnäytetyötä enemmän palveluarkkitehtuurin rakentamiseen ja palveluiden hal-
linnointimallin luomiseen. Tämän tavoitteen vastapainona oli se, että itse laskutusjär-
jestelmän oma asiakassovellus olisi jäänyt pienelle huomiolle. Käytännössä itse las-
kutusjärjestelmän omat näytöt olisivat olleet todella pieniä ja eivät ne olisi tuoneet 
merkittävää lisäarvoa jatkossa. Tämän vuoksi opinnäytetyön tavoitetta tarkennettiin 
siten, että laskutuksen palveluita hyödyntää vain laskutuksen asiakassovellus. Palve-
lujen hallinnointimallin tarkennettu tavoite oli huomioida palvelujen hallinnointi Service 
Locator -suunnittelumallin kautta. Laskutuksen asiakassovellus toteutettiin WPF -
tekniikalla ja käyttöliittymissä hyödynnettiin MVVM -suunnittelumallia. Käyttöliittymäs-
sä hyödynnetty MVVM -suunnittelumalli nostaa WPF -käyttöliittymän testattavuutta, 
koska käyttöliittymälogiikka on eriytetty näytöistä. Tavoitteen tarkentaminen oli oikea 
ratkaisu ja nyt opinnäytetyö palvelee paremmin jatkokehitystä.  
  
Domain -mallin luonnin yhteydessä tutkittiin HL7 RIM -mallin hyödyntämistä. Kysei-
sestä mallista pystyy johtamaan Domain -mallin terveydenhuollon eri osa-alueille ja 
se tuo muitakin etuja Domain -mallia suunniteltaessa. Suurimmat hyödyt tulevat siitä, 
että HL7 RIM -mallissa on jo valmiiksi otettu huomioon sellaisia asioita, jotka monesti 
jäävät alkuvaiheessa huomioimatta, esimerkiksi tiedon versioituminen. Lisäksi jos 
kyseessä on isompi kokonaisuus, joka pitää sisällään useita eri tuotteita, kaikki tuot-
teet voivat pohjautua samaan abstraktiin malliin. Tämä tuo ylläpidollisia hyötyjä mm. 
resurssien parempana hyödyntämisenä. Henkilöiden parempi hyödyntäminen tulee 
esille esimerkiksi tilanteissa, joissa jokin toinen osa-alue tarvitsee lisäresursseja hel-
pottamaan työkuormaa. Uusi henkilö tietää, että Domain -malli pohjautuu yhteiseen 
abstaktiin malliin, jolloin osa-alueen oppii nopeammin. Kun abstraktin mallin on ker-
 48 
 
 
taalleen oppinut, on uusien terveydenhuollon osa-alueiden suunnittelu nopeampaa, 
koska uusi malli pohjautuu jo opittuun abstraktiin malliin. Toisaalta abstrakteissa mal-
leissa on myös haittansa. Korkean tason abstraktin mallin joutuu ensin opiskelemaan 
ja monesti valmiissa mallissa on myös paljon sellaista, joka ei välttämättä kosketa 
toteutettavaa kokonaisuutta. Tämä voi aiheuttaa sekaannusta ja väärinymmärryksiä. 
 
Laskutusjärjestelmän Domain -mallin olisi pystynyt luomaan myös alusta alkaen käyt-
tämällä ns. perinteistä oliomallinnusta, jossa pyritään luomaan reaalimaailman käsit-
teitä vastaava Domain -malli. Koska malli pohjautuisi vahvasti reaalimaailman käsit-
teisiin, olisi mallin omaksuminen helpompaa ja siten ylläpitoa hyödyttävä asia. Toi-
saalta isommassa kokonaisuudessa, jossa on useita tuotteita ja osa-alueita, on jokai-
sen osa-alueen Domain -malli erilainen. Tästä syystä henkilöiden liikkuvuus vaatii 
enemmän aikaa, koska henkilö joutuu opiskelemaan osa-alueen Domain -mallin.  
 
Yhteenvetona HL 7 RIM -abstraktin mallin hyödyntämisen suhteen on se, että yhteis-
tä mallia kannattaa hyödyntää, jos kyseessä on useita tuotteita ja osa-alueita käsittä-
vä kokonaisuus tai jos joutuu suunnittelemaan usean terveydenhuollon osa-alueen 
tuotteita. Tällöin etu tulee toistettavuudessa. Mutta jos kyseessä on vain kertaluontei-
nen suunnittelu, perinteinen olio-malliin pohjautuva suunnittelu puoltaa paikkaansa. 
 
Opinnäytetyössä käytetyt palvelinpuolen teknologiat Entity Framework ja WCF sovel-
tuivat hyvin tarkoituksiinsa. Suorituskykyisten laskutuksen palveluiden toteutus onnis-
tuu hyvin WCF -tekniikalla. Laskutuksen WCF -palveluita pystyy konfiguroimaan mo-
nipuolisesti ja sovittamaan eri käyttötapauksia varten. Tietokantakerroksen toteutus 
Entity Frameworkin avulla oli nopeaa, koska Entity Frameworkin generoiman koodin 
avulla suoritettiin yleisimmät tietokantakäsittelyyn liittyvät tehtävät, kuten tietojen ha-
ku, lisäys, poisto ja muokkaus. Monimutkaisempiin käyttötapauksiin Entity Framework 
ei soveltunut niin hyvin, koska tietokantahakujen suorituskyky heikkeni monimutkai-
semmissa käyttötapauksissa. Hidastuminen johtui Entity Frameworkin generoimasta 
SQL -kielestä, joka ei aina ollut aivan niin optimoitua. Suorituskykyongelmasta huoli-
matta yleisesti ottaen Entity Framework soveltui hyvin käyttötarkoitukseensa. 
 
Opinnäytetyö antoi hyvän muistutuksen tavoitteiden tarkasta määrittelystä ja suunnit-
telusta. Koska tavoitetta jouduttiin tarkentamaan opinnäytetyön aikana, muutokset 
vaikuttivat negatiivisesti aikatauluun. Helposti jossain vaiheessa tulee turhaa työtä, 
joka kuuluu alkuperäiseen tavoitteeseen mutta ei enää tarkennettuun tavoitteeseen. 
Uskoisin, että tämä oppi kantaa myös jatkossa tulevissa projekteissa. 
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Opinnäytetyö oli kokonaisuudessaan mielenkiintoinen ja opettava kokonaisuus. 
Työssä tutkittiin uusia menetelmiä ja teknologioita ja opittuja asioita pystyy varmasti 
hyödyntämään jatkossa. Opinnäytetyön lopputuloksena syntyi dokumentti ja refe-
renssitoteutus, joita pystyy hyödyntämään uusia ratkaisuja mietittäessä. 
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