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Práce si klade za úkol poskytnout čtenáři popis statické analýzy prováděné prostřednictvím nástroje 
FindBugs nad aplikačním serverem JBoss od společnosti Red Hat. Na základě analýzy vybraných 
chyb byly vytvořeny vzory pro jejich detekci, které byly následně naimplementovány jako zásuvné 
moduly statického analyzátoru FindBugs (tzv. detektory).  Vytvořené detektory byly otestovány na 
JBoss aplikačního serveru a výsledky jsou publikovány v závěru práce. 
Abstract
First, a few bugs from a list of common bug were chosen and patterns describing these bugs were 
inferred. Then, detectors searching for such patterns were implemented as plug-ins to FindBugs static 
analyzer. Finally, detectors were used to detect bugs in development version of JBoss AS. Results are 
presented at the end of this paper.
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Práce si klade za úkol prezentovat využití formální analýzy k hledání chyb v software. Konkrétním 
cílem je předvést hledání vzorů častých chyb v JBoss aplikačním serveru od firmy Red Hat. Toho je 
docíleno za pomoci  statické analýzy prostřednictvím detektorů nástroje  FindBugs. Práce se skládá 
z teoretické a praktické části.  V teoretické části  je  k  nalezení  popis  chybových vzorů,  využitých 
technologií  a  analýz jako jsou např.  formální analýza,  statická analýza, Java EE, JBoss aplikační 
server, FindBugs, atd.. Praktická část práce se zabývá implementací detektorů často se vyskytujících 
chyb v analyzovaném software. Předtím než přijde na řadu teoretická část, dovolím si udělat krátkou 
odbočku a uvést motivaci, která by měla odpovědět na otázku: „Proč je důležité se věnovat detekci 
a následnému odstraňování chyb v programech?“
Člověk  není  neomylný.  Každý,  pokud  se  zrovna  nejedná  o  přehnaného  narcistu  nebo 
sklerotika, když zapátrá ve své paměti, vzpomene si na nějakou chybu, kterou v životě udělal. Už 
staré latinské přísloví říká: „Errare humanum est. (Chybovat je lidské.)“ [1] Software v současné době 
tvoří  převážně  lidé,  nepočítáme-li  automatické  generování  kódu  (např.  v  podobě  genetického 
programování [31]). Dá se tedy očekávat, že nalezneme chyby i v tomto odvětví lidské činnosti. Ať 
už se programátoři snaží udělat software sebedokonalejší, čas od času se projeví jeden z Murphyho 
zákonů „Každý program obsahuje chybu.“ a objeví se chyby, které se nesmazatelně zapíší do historie 
informatiky jako například:
• 1962 – neúspěšná mise kosmické sondy (Mariner I space probe) [3]
• 1982 – výbuch plynovodu (Soviet gas pipeline) [4]
• 1996 – neúspěch mise Ariane 5 Flight 501(Ariane 5Flight 501) [5]
• 2003 – výpadek proudu v severovýchodní USA (Blackout in Northeast USA) [8]
První z těchto chyb se projevila až při ostrém provozu a stála USA cca. 19 miliónů dolarů, 
které by v případě dokonalé detekce chyb mohly být vynaloženy lépe. Dobré by bylo podotknout, že 
vývoj software, ať už je popisován vodopádovým nebo jiným modelem, iterativně prochází určitými 
etapami. Některé chyby se projeví při specifikaci požadavků, další při návrhu, jiné během vývoje, při 
testování nebo za ostrého provozu. Náklady (v člověko-hodinách) na opravu detekované chyby se pak 
zvyšují úměrně tomu, jak pozdě se na chybu přijde.  Tabulka 1 ukazuje, že nárůst nákladů je mezi 
etapami  zhruba  trojnásobný.  Tabulka  1 dále  nepřímo  ukazuje  jednu  z  motivací,  proč  využívat 
statickou analýzu k hledání chyb. Tento druh detekce softwarových chyb totiž nepotřebuje mít celý 
funkční  systém a navíc  může  být  využíván  už při  samotném vývoji  jednotlivých  komponent,  ze 
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