From today's perspective, it seems that the Web is here to stay whether we like it or not-a statement that does not require any proof. Not only are overwhelming quantities of information daily added to already unmanageable (by humans and machineshence so many search engines) volumes of information, but at the same time companies are expanding their applications on the Web as well. There are many reasons for this, most important a ubiquitous access to the Web resources and, from the commercial perspective, expanded markets and new opportunities. The simulation community has not stayed immune to the trend.
The pre-Internet staged approaches to decision aiding, when the modeling time allowed to the analyst was to some extent determined by the fact that there were few alternative approaches that were either better and/or faster, consist of problem formulation, data collection, modeling, testing, running, analyzing, and results. Advances in Java development tools and Java Beans technology that can facilitate developments of reusable components in combination with the ability to distribute and execute models via the Internet may foster increased activity in the development of high-level, domain-specific simulation tools aimed at the end users. It is possible that the Internet now facilitates the development of an acceptable approximate model suitable for the immediate decision, constructed from bits of programs from anywhere on the Web, coined by Paul (2002) as "grab-and-glue" modeling (discussed later). There is little evidence to date of this ease of portability, but a new Web-based user community is available to make use of the concept.
Even though many articles are written on the Web and simulation, it is hard not to conjecture that a fascination with new technologies drives the trend more than the pressing needs of industry for simulation modeling tools on the Web (Kuljis & Paul, 2001 ). There are currently two main approaches in moving discrete even simulation on the Web, both based on the Java language. One approach develops a new simulation language using Java, and the other approach ports an existing simulation language, such as GPSS, and creates it in Java (Whitman, Huff, & Palaniswamy, 1998) .
This article is a précis and extension to Kuljis and Paul (2001) , with additional material appropriately interwoven from Paul (2002) . New insights and understandings are reported on. The next section presents the current state of the art, which is fairly limited according to the literature at the time of writing. The article then explains why this may be so, indicating that technology is not currently permissive of the type of Web simulation activity for which there could be a demand. The following section argues some of the possible futures for Web simulation based on current knowledge, trends in the Web, and considered alternatives. The final section concludes with the message that although these are early days, Web simulation is on the verge of major changes.
Current reported state Java
Java, an object-oriented programming language, was introduced in late 1995 and quickly gained popularity due to its claimed platform independence, class reusability, and Internet capabilities. A Java component technology, Java Beans, that was released with Java 1.1 in early 1997 further enhanced reusability. Components are selfcontained elements of software that can be controlled dynamically and assembled to form applications. The integration of the Web and Java represents a technological advancement that enables a fundamentally new approach to simulation modeling that Healy (Page et al., 1998 (Page et al., , 2000 attributed to the role the Java language plays in the specification and implementation of the model. Java is now so ubiquitous that in general it is unnecessary to comment on it (if comment is necessary, see Paul, 1998 Paul, , 2000 . Java is the main language used in Web-based applications and also dominates Web-based simulation. Kilgore, Healy, and Kleindorfer (1998) listed the following Java features that have the potential to dramatically change the process used to build computer simulation models:
• Java will become a common foundation for all simulation tools because it is the only object-oriented programming environment that effectively supports standardized components.
• Java will foster execution-speed breakthroughs through convenient and robust support for distributed processing of simulation experiments on multiple processors. • Java will improve the quality of simulation models as the development of applicationspecific software components redirects the emphasis of simulation software firms toward modeling and away from modeling development environments.
• Java will expose the benefit of computer simulation to a larger audience of problem solvers, decision makers, and trainers because models can be distributed and executed over the Internet using standard browser software on any operating system and hardware platform.
• Java will accelerate simulation education because students already familiar with objectoriented design, Java syntax, and Java environments will no longer require instructions in specific simulation tools.
Although the work described in this article concentrates on discrete event simulation, Java is widely applied in all simulation modes, as shown by Alfonseca, de Lara, and Vangheluwe (2001) in an article where Java is used as part of a distributed system to solve 2D partial differential equations.
The claims made by exemplify the current overwhelming enthusiasm for Java. However, time will show which of these claims can be justified.
Simulation languages and environments
There are several Java-based discrete simulation environments. They are mostly Java versions of existing simulation languages. A number of Java-based programming tools support textual model descriptions, like Simjava and Silk. Simjava has been designed for simulating fairly static networks of active entities which communicate by sending passive event objects via ports and is therefore appropriate for hardware and distributive software systems modeling (Howell & McNab, 1998) . A Simjava simulation is a collection of entities each running in its own thread (Howell & McNab, 2002) . DEVSJAVA is an environment built in Java that is based on Discrete Event System Specification (DEVS), object orientation, and the Web/Internet (Sarjoughian & Zeigler, 1998) . It claims to support High-Level Architecture, agent-based modeling, and System Entity Structure.
SIM is a Java-based simulation and animation environment supporting Web-based simulation as well as component-based technology. By utilizing component-based technology, in this case Java Beans, the environment is built up from reusable software components that can be dynamically assembled using visual development tools (Miller, Ge, & Tao, 1998) . In JSIM, simulation models may be built using either the event package (Event-Scheduling Paradigm) or the process package (Process-Interaction Paradigm) (Nair, Miller, & Zhang, 1996) . JSIM is open-source software that is freely available on the Web (Miller, 2002; Miller, Nair, Zhang, & Zhao, 1997) and can be modified by anyone.
JavaSim is a Java implementation of the original C++SIM simulation toolkit (Little, 2002) . The JavaGPSS compiler is a simulation tool that was designed for the Internet. The output of JavaGPSS (the actual simulation) can be run in any Javacapable Internet browser (Klein, Straßburger, & Beikirch, 1998) .
Silk (Healy & Kilgore, 1997; Kilgore & Burke, 2000; ) is a commercially available general-purpose simulation language based around a processinteraction approach and implemented in Java. Silk is designed as a tool for building self-contained, reusable modeling components and domain-specific simulators. It provides a visual modeling environment where Silk-based modeling components can be graphically assembled using Java Beans to create simulation applications in software environments such as Symantec's Visual Café, IBM's VisualAge, and Microsoft's J++. SML (Kilgore, 2001a (Kilgore, , 2001b ) is a free or open-source software library of simulation classes that enable multilanguage development of simulation models through the construction of usable and reusable simulation objects. Silk and SML are software libraries of Java, C++, C#, and VB.Net classes that support objectoriented discrete event simulation.
The Web-Enabled Simulation Environment (WSE) combines Web technology with the use of Java and CORBA to offer complete Web-based environments for model construction. Iazeolla and D'Ambrogio (1998) claimed that the WSE environment provides transparent access to simulation models and tools; dynamic acquisition, instantiation, and/or modification of simulation models; global availability; and plugand-use architecture to easily embed simulation models and tools.
Applications
One of the common themes in most applications of the Web is using the Web as the repository of data or models. Our survey found that most applications fall in the following domains:
• military, • science and engineering, • education and training, and • manufacturing. Kuljis and Paul (2001) gave examples of these application areas. Since their article, Chatfield, Harrison, and Hayya (2001) discussed a supply chain simulation tool developed using Silk and XML, called SISCO. Its self-declared virtue is to lower the barriers to entry for simulation modeling of supply chains.
Summary of the current state
Our conclusion of the current state of Web-based simulation is that not much new is being reported. The developments are surprisingly conservative and lack the very entrepreneurial nature of the media they try to conquer. We cannot but observe that most of the work is a playground for the curious for whom it is most important what tools are being used (e.g., Java and Java Beans) than how the new medium can enhance our use of simulation as a modeling vehicle. This is partially due to the fact that there are no real applications and no real users who are pushing for a more adventurous approach. As it is, most applications are invented and answer the question, "What can I put on the Web?" rather than, "This simulation has to be available over the Web-how can I design it to facilitate the needs of its users?" Applications that are not user-driven
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rarely progress far or have an effect on society, and this is the sad story of Web-based simulation so far.
Surely there is potential for simulation on the Web? There are many devotees and, more important, the U.S. Department of Defense (DoD) is very keen to push it. So what is wrong? In our opinion, it is the mismatch between the Web main characteristics and the approach taken by Web-based simulation so far, which has not departed from the classical approach to take advantages of the new media. This mismatch is illustrated well in Table 1 .
The Web can serve as an operating system and as a distribution channel for applications. The main characteristics of the Web are: ease of navigation and use, ease of publishing content, new distribution models, enabling a network-centric computing paradigm, and enabling new intrabusiness applications (Kalakota & Whinston, 1997) .
The Web is a truly democratic and nonexclusive medium, as is evident by the exponential growth of Internet subscribers. The main reasons for this are that the Web is easy to use and easy to navigate through, it has a consistent navigational strategy (hyperlinks), it is forgiving (one cannot make unrecoverable errors), it is easy to publish on, access to it is widely available, it does not depend on proprietary software, and so forth. Simulation is and always was a highly specialist application area (Web-based or not). Simulation is not easy to use. Some simulation software does not have an obvious or consistent navigational strategy, it is often unforgiving and confusing (often hard to recover from errors), model design requires specialist knowledge of simulation as well as knowledge of the software used, and it depends on proprietary software and thus its intricacies.
The stability of the Web is not affected by the addition of new sites, the removal of existing sites, or any changes to sites. The stability of Web-based simulation, if it is truly distributed, can seriously be easily affected or even disabled (e.g., the disappearance of any site that hosts parts of modeling environments). The Web is a vast collection of often unstructured information that is always available and accessible (as long as the server holding it is "alive"), regardless in which format it is (text, pictures, hypermedia). However, searching the Web can be very frustrating and lengthy. Simulation uses data that is not generally accepted in a standard format, usually has to be provided in a specific format, and exchange between different simulation systems is generally not supported as yet (Kuljis, 1996) . Modeling components and rules of 
Possible futures
In this section, we offer two different futures-one traditional and the second fundamentally new-with both futures based on current knowledge, trends in the Web, and considered alternatives. Some other suggestions from the literature complete the section.
A desirable environment for Web-based simulation
Web-enabled simulation analysts will be opposed to classical software engineering approaches and methodologies. They will be seeking tools that will enable them to assemble rather than build a model. The Web can provide an easy access to various repositories which can hold modeling components, past simulation models, real data archives, and so forth. These repositories can then be used selectively. For example, model development can be facilitated by selecting the appropriate repository and then selecting from it model components which are relevant to the model builder's modeling requirements. According to Whitman et al. (1998) , the potential benefits of Webbased simulation may be realized by small companies, who could then provide simulation model repositories over the Internet. Medium to large manufacturing companies may benefit from the distributed nature of simulation over an internal Intranet or between supply chain members across the Internet.
However, providing numerous repositories and tools on the Web does not necessarily make the modeler's task any easier. There is a consensus among Web users that searching the Web for information is often quite a frustrating task. The rapidly growing Web industry is addressing this problem by constantly launching new or improved search engines and facilitating better filtering of information. However, good search engines are at their best if one has a stable starting point, for example, a Web page with all links to the relevant sites with some description of what the site contains. But in the dynamic environment of the Web, the most common problem is keeping the starting place up to date even if this is provided (i.e., deleting nonexisting links, reflecting changes to the Web addresses, adding new sources, etc.). Therefore, searching for appropriate tools and repositories should be supported somehow. We will call this supporting facility an environment for Web-based simulation. A list of recommendations for simulation environments given by Kuljis (1998) can almost entirely be applied to Web-based simulation environments. These recommendations, modified to reflect Web specifics, state that the simulation environment should provide model developers with the following:
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1. A facility to design and/or choose a problem domain. The structural context in the model should be expressed clearly so that the graphical representation makes visible the relations in the model like the dependency or nondependency of activities or events. Therefore, when defining a new problem domain, the user should be able to select suitable graphical representations of the domain entities either from a repository of icons available on the system itself or somewhere on the Web. If the user cannot find suitable icons, a tool should be provided to either modify existing icons or imported icons or to draw new icons if necessary.
A support for data input/model specification.
Some of the features that would facilitate improved data input/model specification were already reported in Kuljis (1994) and include the following: data independence, modeless dialogue, facilities for representation of complex data structures, data validation facilities, online help facility, and facilities to accept data from some of the major database and spreadsheet software. Because the Web is basically a huge repository of data, the recommendations are particularly important and the major prerequisite for a success of any Webbased environment/software. Such systems, empowered with sophisticated data import and data handling facility, would enable the selection of data from multiple Web sources, in various formats, and the customizing of data of interest for use by a particular model or application. Of course, we cannot ignore a growing interest in data mining and envisage that Web-based simulation systems will also require data mining capabilities.
A support for visual simulation.
The graphical representation of constructs for different applications should give definite information about the type of model component it represents, such as waiting queues, customers or servers in queuing systems or stores, or suppliers in store keeping systems. To enable good design for animation, the tools should provide a greater number of drawing object templates and an extensive color palette and color aiding facility, support modification of graphic objects (erasing parts of graphics, filling whole or parts of graphic objects with colors or patterns, resizing, rotating, flipping, etc.), provide online help, provide the ability to combine several graphical objects into one, and so forth.
A support for simulation statistics/results.
In the case where a simulation system is developed for an end-user or, in the case of educational and training systems, for a learner, there is a need to provide an explanation of the simulation results. Regardless of how attractively these results are presented, end-users often lack the mathematical background necessary for understanding the simulation results. Every simulation system, especially one developed for the end-user, should enable the display of simulation results independently from the processing. This means that the results can be examined after or during the simulation run. The sequencing of the results display should be left to the user, hence providing the user with greater flexibility in using the system. The modeler should have a facility after the simulation experiment or, if dynamic graphs are used during the simulation experiment, to modify the graph type and scaling to an appropriate form for the actual data.
User support and assistance.
If interactive online tutorials were available as an option within help screens, much ambiguity and many answers to "what if" questions would be resolved. It is easy to integrate animation in these tutorials as well and thus provide the full power that tutorials can offer. Multiple styles of user interfaces can be supported by careful design of an application's functional operations and by customizing the user interface to the needs of end-users in each class.
Although the above recommendations are general and therefore not made specifically for Web-based simulation environments, these recommendations still apply with some modifications related to the nature and the source of model components.
The end of classical decision modeling?
Paul (2002) conjectured a transformation in the way decision modeling is undertaken, driven by the desire to make quick decisions and the ability of the Web to facilitate such quick decisions. He explained that traditionally the simulation process is described as follows (see Figure 1 ). There is a real world problem. This problem is formulated as a logical model. Logical models can be activity cycle diagrams, flow charts, block diagrams, and so forth. There are a variety of ways to represent the logic of a formulated problem. The next step is to convert the logical model into a computer model; sometimes it is a computer program, sometimes it is a data-driven generic simulation system. This computer model is verified and tested to see if it is doing what the analyst wants it to do. The model is used as an operational model to produce some results, or some conclusions, or for implementation after the operational model has been validated against the real world. An implicit assumption is that the product of the modeling process is a set of results, usually numerical, that lead decision makers and/ or analysts to some conclusions, from which some decisions are implemented. Many textbook expositions point out that the process is not quite as linear as has just been described. There are many iterations or feedbacks in the process as understanding of the real world problem changes.
In many real world situations, however, the above description of the simulation process is inadequate. Real world problems are owned by interest groups. The definition of the problem is influenced by the owners of the problem, especially for complex strategic decision making. Such problems are usually owned by many interest groups, some of whom may be in conflict. Because the problem is complex, formulation is a very difficult task. The construction of a logical model representing the formulation of the problem is, in many instances, the most difficult aspect of the problem. In fact, understanding what the problem is may be the object of the whole exercise. The analyst should be prepared to constantly undertake problem reformulation to obtain a common understanding of the problem as part of the modeling process.
A dynamic (changing) logical model needs to be turned into a computer model with relative ease. Otherwise, if this part of the process takes a long time, contact with the real world problem starts to diminish. If the analyst discusses the computer model with the decision makers infrequently, then the chance that the computer model represents the real world problem is small. In many instances, the function that the computer model serves is to perform a medium of communication for the structuring of the problem for all participants in the decision-making process. It is obviously necessary to verify that the computer model does what one thinks it should. But it is questionable as to how much emphasis should be placed on producing the operational model that is going to be used for experimentation purposes. In many cases, the production of a computer model that secures problem definition agreement among the decision makers may be sufficient to satisfy all participants. It may not be necessary to actually pursue the modeling process to the point of getting statistically valid results. In the event that the latter should be required, it is usually a minor part of the whole modeling process. It is curious that so many textbooks concentrate on the theoretical aspects of this part of the modeling process.
So why might the Internet bring about changes to decision modeling in the future? A large proportion of the current generation of students entering higher education in the developed countries are already familiar with the pastime of browsing the Web and playing computer games. Both of these activities might loosely be depicted as approaches based on "suck it and see." Browsing and adventure games encourage the participant to try out alternatives with rapid feedback, avoiding the need to analyze a problem with a view to deriving the result. Web search engines require a "try again" approach to gain success.
Such Web users, to use simulation, might need and desire development tools that allow for fast model building and quick and easy experimentation. Furthermore, such Web users should have a natural affinity to the use of simulation models as a problem understanding approach (Paul & Balmer, 1993; Paul & Hlupic, 1994) .
As already mentioned, web-enabled simulation analysts will be seeking tools that will enable them to assemble rather than build a model. So how might this work? Figure 2 represents a possible future scenario, where the Webber analyst "grabs" and "glues" bits of model that might be deemed sufficiently appropriate. Running the model thus assembled enables its fitness-for-purpose to be tested. If satisfactory, problem understanding is attained, and in the postulated fast-moving world, the problem participants move on to other matters. If the assembled model is unsatisfactory, it is rejected and "grab-and-glue" is retried. This retry might be made up of entirely new bits, so it is not necessarily modification. The Webber analyst then follows this "Graband-Glue, run, reject, retry" (G r 3 2 ) approach at a fast rate, getting insights during the G r 3 2 process and satisfying the stakeholders of the problem in a time acceptable to them.
Of course, a G r 3 2 model would not have to mimic the real world problem necessarily, in the same way that Neural Networks are not a model of the brain. The G r 3 2 model would only need to give appropriate outputs to some inputs to fulfill its purpose. Page et al. (2000) discussed these issues at more length and, unusually for a toprefereed academic journal, with some emotion. We are in a period of rapid technical change (although some authors claim this will come to an end and life will settle down again; see Fernandez-Armesto, 1995) . Every attempt we make to use these technological advances adds to the opening up of new opportunities to make change. This is particularly noticeable in business, where new companies are emerging fast, old ones sinking daily, and mergers, acquisitions, takeovers, and so forth are prevalent. Even in the military sphere, the nature of the task to be faced changes quickly (war, peace-keeping, policing, training allies, reassessing threat as the world moves on, etc). Analysis needs to be fast, else the problem has moved on anyway. Methods that can produce ballpark estimates quickly, enhanced with more accurate methods if time allows, might well become the order of the day. Principles based on output analysis, rather than modeling analysis, will then be more appropriate. If the traditional analytical and academic communities try to maintain their current principles, they will become advocates of historical approaches, worthy of a footnote about Luddite Neanderthals in the next millennium history.
Are there any problems associated with a Web-based G r 3 2 approach (if it can ever be reached in practice)? Many probably, but the one that springs to mind is encapsulated in the anagram SINSFIT (Simulation Is No Substitute for Intelligent Thinking), said by Philip J. Kiviat in his keynote address at the Winter Simulation Conference in 1990. Most thinking tools can replace the word simulation in SINSFIT because the benefit of a thinking tool is that it can facilitate thinking. Would G r Hints at other futures Wiedemann (2001) purposed a change to the approach taken in simulation, away from technology-driven and toward a customer-oriented philosophy. He presented a Simulation Application Service Providing. He proposed such a system that has repositories of plug-and-play models, automatic data exchange, result analysis with database functions, and fast and permanent access to simulation control functions. One can see how G r 3 2 might work with such a system. Gan, Liu, Turner, and Cai (2001) discussed the use of a Web front-end that, by enabling access at any time and from any location, would enhance the widespread use of a parallel supply chain simulator. Their Web front-end provides the capability of model uploading, simulation runs initiation, simulation activities visualization, and standard statistics collection. Gan et al. intend to work on interactive control of the simulation runs to allow the users to perform "what if" analysis while the simulation is running.
Conclusions
We have made the point in this article that the current state of Web-simulation is not very different from non-Web simulation. However, in this final section we take up the futures theme of the previous section and present a range of new Web-simulation scenarios, which would change simulation fundamentally. We are not, unfortunately, able to forecast with certainty which scenarios will prevail, because there is insufficient evidence available.
It is now possible to develop environments with coherent Web-based support for collaborative model development, dynamic multimedia-based documentation, and open widespread execution and investigative analysis of models. The ability to access multimedia on the Web clearly introduces greater potential for the use of videos of problem scenarios, and for interaction with stakeholders situated at remote locations. For example, when the running model hits an unknown combination of circumstances, an expert stakeholder might be able to determine the successful rules for advance. Today, society is increasingly relying on video cameras to increase security and safety of our environment. Video cameras are ubiquitous and cover activities on streets, in public places, in shops, in banks, on roads, in factories, and so forth. For example, a Hong Kong container terminal has a computer-controlled television control center which has 100% video coverage of the terminal. Although its purpose is clearly for
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security and safety, it requires little imagination to visualize how a simulation of the terminal operation could call up the appropriate video camera when problem discussants get to the point of a simulation run where clarification is desired. Similarly, design of a new road system can use a simulation model that uses video footages of traffic on indicative road points in various time slots.
Some have predicted that the software industry will be divided into component factories where powerful and general components will be built and tested, and into component assembly shops where these components will be assembled into flexible business solutions. Such component-based development, if it occurs, might give significant gains in productivity and quality as well as known obvious benefits to Webbased software development. Web-based simulation can easily subscribe to such an approach. A review of component-based simulation is given in Pidd, Oses, and Brooks (1999) . In a way, many current simulation modeling environments (in particular, visual simulation modeling environments), look like component factories where models are assembled from various components.
The question of portability remains unresolved. Components can be recompiled on delivery so this would be no problem. Java remains more of a promise than a realization. The new approach to simulation described above by "natural-born Webbers" might require the innovative developers to solve the problem of portability as well.
Simulation conferencing-the ability for multiple analysts to discuss the running model from different locations, to interact with the model and try "what if" scenarios in a virtual simulation running mode-is a tantalizing prospect (although the possibility of being held captive by the activity to no useful purpose is an unappetizing alternative to contemplate!).
In conclusion, we have shown that the Web and its users are different from "oneperson-on-one-machine" computing. However, most Web-based simulation is not only an attempt to transport the latter onto the Web but with less proficiency than at present available. We anticipate that a new breed of Web-literate users will produce innovative Web-simulation approaches. We wait for such paradigm-shifting activity (Kuhn, 1962) with eager anticipation.
