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METODOLOGÍA PARA LA GERENCIA DE LOS 
PROCESOS DEL NEGOCIO SUSTENDA EN EL USO DE 
PATRONES 








Present companies require of complex businesses models with an organizational structure, 
processes and systems that must explicitly be designed. The task to design these business models 
is clearly interdisciplinary, since it requires knowledge of business development, different 
processes that happen in the company and of the processes management and technological 
applications. In software engineering context, it would be advisable to be able to count on a 
system of methods, tools and techniques that allow reusing the best practices during software 
development process, according to each one of the processes that are implemented in each 
domain. On this basis, in this work we propose an integral referential theoretician framework 
and a methodology that includes from requirements analysis to processes monitoring, supporting 
analysis, design, and modeling and configuration stages, through patterns use. The proposal 
methodology is conformed by two macro-processes: the first one related to the creation of the 
process itself. The second one corresponds to the administration, and includes: maintenance, 
administration of the process in production and the monitoring through management indicators. 




Las empresas actuales requieren de modelos de negocios complejos con una estructura 
organizacional, procesos y sistemas que deben ser diseñados explícitamente. El trabajo de 
diseñar estos modelos de negocio es claramente interdisciplinario, ya que requiere 
conocimientos de desarrollo del negocio, los diferentes procesos que ocurren en la empresa y 
de la gerencia de los procesos y las aplicaciones tecnológicas. En el ámbito de la ingeniería de 
software sería conveniente poder contar con un sistema de métodos, herramientas y técnicas 
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que permitan reutilizar las mejores prácticas durante el proceso de desarrollo de software según 
cada uno de los procesos que se implementen en cada dominio. En base a esto, en este trabajo 
se realiza una propuesta de marco teórico referencial integral y una metodología  que abarca 
desde el análisis de los requerimientos hasta el monitoreo de los procesos, apoyando las etapas 
de análisis, diseño, modelaje y configuración, a través del uso de patrones. La propuesta 
metodológica está conformada por dos macro-procesos: uno relacionado con la creación del 
proceso en sí mismo y otro que corresponde a la administración, y comprende: el 
mantenimiento, administración del proceso en producción y el monitoreo a través de 
indicadores de gestión. 
 




El principal objetivo de este trabajo es proponer una metodología para la 
gerencia de los procesos del negocio (BPM) [Davenport93] sustentada en el uso de 
patrones [Alexander et al. 77] [Coad92] [Coplien93] [Gamma et al. 95] [Buschmann et 
al. 96] [Flowler97] [Coad et al. 99]. En este trabajo nosotros proponemos una 
taxonomia de patrones [Sarver00] y su representación a través de un Lenguaje de 
Definición de Arquitecturas [Vestal93] (ADL) con respecto a una arquitectura de 
procesos, servicios y objetos canonicos, además extendemos la especificación de los 
patrones [Acosta et al. 04] a fin de poder medir su calidad durante el proceso de 
desarrollo y al producto de software obtenido a través de Estilos de Arquitectura 
Basados en Atributos (ABAS) [Kazman et al. 04] y como modelos de calidad ISO14-
598 [ISO/IEC14598-3 99] e ISO-9126[ISO/IEC 9126-1 01]. Tomando en cuenta esta 
combinación de metodos herramientas y tecnicas se proponen un conjunto de pasos que 
en el ambito de BPM permiten identificar los procesos claves, modelarlos y analizarlos, 
simularlos, implantarlos de forma auto-asistida (tanto los nuevos procesos como sus 
versiones), evaluarlos, monitorearlos y mejorarlos. 
 
Procesos de Desarrollo de Software 
En los últimos años se han estudiado dos corrientes en lo referente a los procesos 
de desarrollo, los llamados métodos pesados y los métodos ágiles. La diferencia 
fundamental entre ambos es que mientras los métodos pesados intentan conseguir el 
objetivo común por medio de orden y documentación, los métodos ágiles lo hacen 
mejorando los procesos de comunicación directa e inmediata entre las personas que 
intervienen en el proceso. Los procesos de desarrollo a considerar en esta propuesta son: 
Rational Unified Processs (RUP) [Kruchten00], XP (eXtreme Programming Project) 
[Beck99] y (Feature Driven Development) FDD [Batory03].  
Si el proyecto es suficientemente grande como para compensar la adaptación, se 
puede decir que RUP es una buena base para el proceso, ya que permite conseguir una 
mayor y mejor estructura y disciplina del proceso de desarrollo. Una buena posibilidad 
de reducir el trabajo a realizar es la reutilización de modelos, procesos, etc. ya definidos 
en implementaciones previas de RUP en distintos ámbitos. Con relación a la 
arquitectura, XP con las metáforas del sistema, intenta determinar una arquitectura 
óptima en etapas tempranas del desarrollo. FDD, aún cuando se centra en la calidad, 
deja todo el peso de las decisiones arquitecturales al arquitecto principal, pero no 
especifica como estas decisiones tienen relación con la calidad del sistema en 
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desarrollo. 
Por otra parte se tiene un problema generalizado para todos los procesos de 
desarrollo: la selección de la arquitectura adecuada o combinación de diferentes estilos 
arquitecturales para un sistema de software es un problema que aún no ha sido resuelto 
y que se ha tratado ampliamente en la literatura. El crecimiento de la complejidad de los 
sistemas, construidos usualmente a través de la integración de componentes (tema que 
se discutira en la siguiente sección), incrementa la necesidad de obtener enfoques mas 
rigurosos que conduzcan este proceso de decisión, todos los procesos de desarrollo 
tienen ausencia de una clara relación entre los patrones, los componentes, la arquitectura 
y las características de calidad asociadas a la misma, RUP por su parte, no tiene una 
asociación de los requerimientos no funcionales con los casos de uso, una mala 
selección de los principales casos de uso afecta la arquitectura del sistema, el modelo de 
prueba utilizado para evaluar la arquitectura no tiene guías precisas para determinar esta 
relación. [Losavio et al. 04]. 
 
Construcción de Software Basado en Componentes 
Cuando se habla de componentes, se pueden encontrar algunas definiciones 
relacionadas con la implementación, donde se encuentran aquellas que entienden por 
componente un paquete coherente de código que: (i) puede ser desarrollado y 
distribuido independientemente, (ii) tiene interfaces explícitas y bien especificadas para 
el servicio que ofrece, (iii) tiene interfaces explícitas y bien especificadas para el 
servicio que espera de otros componentes, y (iv) puede ser compuesto junto con otros 
componentes, quizás extendiendo alguna de sus propiedades, pero sin modificar al 
componente propiamente dicho [D´sousa et al. 99]. Una definición más general la 
ofrecen Jacobson, Griss y Jonsson, (1997) [Jacobson et al. 97] quienes lo definen como 
un artefacto que ha sido desarrollado específicamente para ser reutilizado. En este caso 
un componente podría ser tanto un caso de uso como cualquier otra entidad reutilizable 
que surja durante el proceso de desarrollo y que sea utilizado en cualquier actividad, 
siempre que no requieran conocimiento del software que lo utiliza. 
Los componentes pueden ser objetos en el sentido usual de la Orientación a 
Objetos (OO), excepto que satisfacen guías adicionales dirigidas a hacerlas 
autocontenidas. Usan otros componentes mediante agregación y por lo general 
interactúan con otras componentes a través de los eventos [Braude03].  
La construcción de software basado en componentes persigue tres objetivos 
principales: la reutilización, la adaptación y la extensión (la reutilización implica la 
adaptación y extensión): 
1. Un componente es reutilizable en la medida en que sus servicios pueden ser 
utilizados por otro software. 
2. Un componente es adaptable si su proveedor ha previsto los posibles cambios 
que puede sufrir dicho componente.  
3. Un componente es extensible si su proveedor proporciona los mecanismos para 
modificar los servicios que ofrece el componente. 
En cuanto a su relación con los procesos de desarrollo antes descritos, se tiene que: 
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• Con relación a la obtención de requisitos, tres son los aspectos principales: (i) el 
análisis vertical, centrado en un dominio o un área de negocio concreta; cuyo 
objetivo es que los componentes resultantes puedan convertirse en estándares 
para cualquier aplicación desarrollada posteriormente en ese dominio y que 
apunte hacia su reutilización [Szyperski97]; (ii) el  Análisis horizontal, realizado 
de forma genérica para dar servicio a un amplio rango de aplicaciones, sin 
restringirse a un dominio de negocio dado; y  (iii) Análisis específico, realizado 
en un dominio concreto [Allen et al. 98], para obtener componentes ad hoc 
donde el énfasis no se hace tanto en la reutilización si no más bien en la 
extensión.  
• Durante la obtención de requisitos se han identificado todas las funcionalidades 
que deben ser soportadas, pero la distribución de dichas funcionalidades puede 
darse de inmediato, o puede construirse adaptando los componentes existentes. 
El siguiente aspecto corresponde a la partición de componentes, la cual puede 
realizarse a través de: los casos de uso, los patrones de diseño, las entidades del 
dominio, la evolución prevista del sistema; y, los componentes ya existentes.  
• En cuanto a la interacción de componentes, se dice que es directa (interacción 
simple) cuando el servicio ofrecido se ajusta a las formas y necesidades del 
servicio requerido. Si las formas no son las adecuadas, es necesario realizar 
previamente un proceso de empaquetamiento (“wrapper”). [Allen et al., 1998]. 
Actualmente, el uso de patrones en el proceso de construcción de software es uno de 
los temas más tratados, generando un gran interés entre investigadores y 
desarrolladores. Todavía existen discrepancias entre los investigadores a la hora de 
definir qué es un patrón, por lo que es bastante difícil encontrar definiciones de patrón 
que sean idénticas. En el libro de Fowler (1997) se encuentra una definición genérica 
interesante: “Un patrón es una idea que ha sido utilizada en un contexto práctico y que 
probablemente será útil en otros” [Flowler97]. El término idea expresa que un patrón 
puede ser cualquier “cosa”. La expresión contexto práctico refleja el hecho de que se 
desarrollan (algunos autores prefieren: descubren) gracias a la experiencia práctica de 
proyectos reales. Teniendo en cuenta esta definición general de patrón se puede afirmar 
que los mismos, pueden expresarse a través de componentes y estos a su vez 
representan funcionalidades que se implementan a través de las diferentes aplicaciones. 
(Figura 1) 
Figura 1: Relación entre Patrones, 
Componentes, Aplicaciones, Procesos, 
Metodología y Calidad. 
 
En esta figura las muescas significan 
que se expresa “a través de”, de tal forma 
que los patrones se expresan a través de 
componentes, las aplicaciones a través de 
componentes y patrones, los procesos a 
través de las aplicaciones y los patrones, 
todo esto en el marco de una metodología 
(que es el sistema que une los conceptos) y 
donde cada elemento debe tener asociada 
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El concepto de patrón en la ingeniería de software, desde sus inicios fue 
planteado de forma general para todas las disciplinas, sin embargo inicialmente se le 
conoció sólo como patrón de diseño.  
Actualmente los patrones constituyen un concepto más general, representando 
estructuras conceptuales aplicables durante todas las fases del proceso de desarrollo, es 
por esto que la siguiente sección se ofrece una taxonomía de patrones de software. 
 
Taxonomía de Patrones 
Los patrones de software no son más que un conjunto de soluciones a problemas 
habituales en el diseño de software orientado a objetos. Una definición más formal 
podría ser: “Un patrón es una solución de diseño de software a un problema, aceptada 
como correcta, a la que se ha dado un nombre y que puede ser aplicada en otros 
contextos”. Un patrón captura la experiencia y conocimiento de expertos, quienes han 
producido soluciones exitosas a problemas, a fin que esas soluciones queden a 
disposición de personas con menos experiencia; sin embargo, los patrones no proveen 
siempre las soluciones definitivas, algunas veces, los usuarios de patrones deben tener 
creatividad para utilizar, instanciar o implementar un patrón. 
En el ambito de la Ingeniería de Software actualmente los patrones pueden aplicarse 
a nivel del: análisis de requisito, el diseño de la arquitectura, el diseño detallado, la 
interacción con el usuario y el código. Con lo que puede establecerse la siguiente 
clasificación: 
• Patrones de análisis: Son grupos de conceptos que representan una construcción 
común en el mundo del modelado conceptual. Pueden ser relevantes a un 
dominio o ser adaptados a muchos dominios. La idea central es la construcción 
de escenarios utilizando patrones. Se pretende tener una visión más conceptual y 
estructural de las situaciones, con el fin de identificar la naturaleza intrínseca de 
las mismas. Con esa visión, es posible determinar el tipo de escenario 
correspondiente a cada situación y así, elegir un patrón de un catálogo, 
rehusando su estructura con el fin de derivar el escenario más fácil y 
directamente. Consisten en un texto guía, que para cada componente del 
escenario incluye pautas acerca del contenido que deberá tener el mismo. Son 
presentados como escenarios descritos a los que se ha agregado un reducido 
número de reglas de conformación como meta componentes del escenario. Cada 
componente del escenario, según la estructura definida en [Leite et al. 00], ha 
sido completado con un texto nominal que se espera sea reemplazado en el 
escenario real generado al usar el patrón pero que a su vez guíe en la redacción 
del componente. [Ridao01]. 
• Patrones de arquitectura: Son esquemas fundamentales de organización de un 
sistema software. Especifican una serie de subsistemas y sus responsabilidades 
respectivas e incluyen las reglas y criterios para organizar las relaciones 
existentes entre ellos. [Buschmann et al. 96] 
• Patrones de diseño: Son patrones de un nivel de abstracción menor que los 
patrones de arquitectura. Están por lo tanto más próximos a lo que sería el 
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código fuente final. Su uso no se refleja en la estructura global del sistema. 
[Gamma et al. 95] 
• Patrones de Interacción: también conocido como Patrón de Interfaz, describe 
una solución exitosa a un problema recurrente concerniente a la interfaz de 
usuario, en un contexto dado. Un Patrón de Interacción es un medio de 
comunicación que se expresa en una notación sencilla, a fin de ser entendida por 
las personas del equipo de diseño de la interacción que generalmente es 
multidisciplinario. [Mahemoff et al. 98]. 
 
A partir de esta descripción, es preciso notar que lo que diferencia a los tipos de 
patrones entre si y a éstos de los estilos arquitecturales, está relacionado con su nivel de 
abstracción (patrones aislados versus familias – lenguajes o catálogos – de patrones). 
Esta clasificación, se resume en la Figura 2 que se muestra a continuación. 
 
Figura 2: Taxonomía de Patrones 
 
En general los patrones tienen una limitación: son difíciles de especificar y 
evaluar con base en un modelo de calidad particular, por lo que el estudio de los temas 
de ADL (Architecture Definition Language) [Vestal93] y ABAS (Atribute-Based 
Architecture Styles) [Kazman et al. 04], como estructuras que extiende la representación 
dada, con la finalidad de especificar la información sobre los patrones y las 




Un ADL por sus siglas en inglés Architecture Definition Language,  es un 
lenguaje descriptivo de modelado que se concentra en la estructura de alto nivel de la 
aplicación antes que en los detalles de implementación de sus módulos concretos 
[Vestal93]. No existe hasta hoy una definición consensuada y unívoca de ADL, pero 
comúnmente se acepta que un ADL debe proporcionar un modelo explícito de 
componentes, conectores y sus respectivas configuraciones. Se estima deseable, 
además, que un ADL suministre soporte de herramientas para el desarrollo de 
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soluciones basadas en arquitectura y su posterior evolución. A continuación en la Tabla 
1, se presenta un resumen de los ADLs más significativos. 
ADL Año Investigador – Organismo Observaciones 
Acme 1995 Monroe & Garlan (CMU), Wile (USC) Lenguaje de intercambio de ADLs 
Aesop 1994 Garlan (CMU) ADL de propósito general, énfasis 
en estilos 
ArTek 1994 Terry, Hayes-Roth, Erman (Teknowledge, 
DSSA) 
Lenguaje específico de dominio - 
No es ADL 
Armani 1998 Monroe (CMU) ADL asociado a Acme 
C2 SADL 1996 Taylor/Medvidovic (UCI) ADL específico de estilo 
CHAM 1990 Berry / Boudol Lenguaje de especificación 
Darwin 1991 Magee, Dulay, Eisenbach, Kramer ADL con énfasis en dinámica 
Jacal 1997 Kicillof , Yankelevich (Universidad de 
Buenos Aires) 
ADL - Notación de alto nivel para 
descripción y prototipo 
LILEANNA 1993 Tracz (Loral Federal) Lenguaje de conexión de módulos 
MetaH 1993 Binns, Englehart (Honeywell) ADL específico de dominio 
Rapide 1990 Luckham (Stanford) ADL & simulación 
SADL 1995 Moriconi, Riemenschneider (SRI) ADL con énfasis en mapeo de 
refinamiento 
UML 1995 Rumbaugh, Jacobson, Booch (Rational) Lenguaje genérico de modelado – 
No es ADL 
UniCon 1995 Shaw (CMU) ADL de propósito general, énfasis 
en conectores y estilos 
Wright 1994 Garlan (CMU) ADL de propósito general, énfasis 
en comunicación 
xADL 2000 Medvidovic, Taylor (UCI, UCLA) ADL basado en XML 
Tabla 1: Resumen de ADLs más significativos. [Shaw et al. 96]. 
 
Un estudio esencial de Shaw (1996) analiza la compleja influencia de la teoría y 
la práctica de los patrones sobre los ADLs. Este autor considera que los ADLs han sido 
propios de la comunidad de arquitectos de software, mientras que los patrones y sus 
respectivos lenguajes han prosperado entre los diseñadores de software, particularmente 
entre los grupos más ligados a la orientación a objetos. Naturalmente, ambas 
comunidades se superponen. En lo que respecta a la relación entre arquitectura y diseño, 
las discusiones mantenidas han consensuado que los diseñadores basados en patrones 
operan a niveles de abstracción más bajo que el de los arquitectos, pero por encima del 
propio de los programadores.[Shaw et al. 96]. Por otra parte, Buschmann (1996) ha 
documentado patrones utilizados como estilos arquitectónicos regidos por ADLs 
[Buschmann96]. Shaw y Clements (1996) concluyen su análisis alegando que los ADLs 
pueden beneficiarse incorporando elementos de tipo análogo a los patrones en las 
secciones que se refieren a estilos, plantillas y reglas de diseño [Shaw et al. 96]. A 
similares conclusiones llegan Garlan, Monroe, Kompanek y Melton 1997. [Garlan et al. 
97]  
La representación de una arquitectura de procesos, servicios y objetos canonicos 
para su subsiguiente administración a través de los procesos, implica el uso de un ADL 
o un lenguaje generico de modelado como podría ser UML, esto permitiria asociar la 
taxonomia de patrones antes descrita y sus diferentes componentes a las aplicaciones a 
través de los procesos. (ver, Figura 1). En esta asociación es necesario establecer 
medidas que permitan estudiar la trazabilidad del proceso y el producto obtenido a 
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través de los mismos es por esto que seguidamente se presenta el tema de ABAS 




Un ABAS Attribute-Based Architecture Styles por sus siglas en inglés, es una 
estructura de información, una plantilla, que contempla la descripción de patrones 
conjuntamente con los atributos de calidad; fue propuesta por Kazman, Klein, Barbacci, 
Longstaff, Lipson, Carriere (1998) [Kazman et al. 98]. Es definido con base en tres 
elementos: (1) La topología de los tipos de componentes, y una descripción de los 
patrones de datos, y de control, de la interacción entre los componentes (como en la 
definición estándar); (2) Un atributo de calidad específico de un modelo que provee un 
método de razonamiento acerca de la conducta de los tipos de componente que 
interactúan en el patrón definido, y; (3) El razonamiento que resulta al aplicar los 
atributos del modelo específico en la interacción de los tipos de componentes. En 
resumen, la estructura de ABAS considera cinco aspectos [Kazman et al. 98]: 
Descripción del problema: describe el problema de diseño que ABAS intenta 
resolver, incluyendo los atributos de calidad de interés, el contexto de uso, contrastes y 
atributos relevantes (requerimientos específicos). 
Medidas de atributos de calidad: un resumen de lo que será discutido en la 
descripción del problema, usando términos específicos relacionados con aspectos 
medibles de los atributos del modelo de calidad. Esto incluye una discusión de los 
eventos que pudieran hacer que la arquitectura responda o cambie.  
Estilo arquitectural: una descripción del estilo arquitectural en términos de 
componentes, conexiones, propiedades de los componentes y conexiones y pares de 
datos-control de interacciones.   
Parámetros de atributos de calidad: un resumen de lo que será discutido en la 
sección de estilo arquitectural, pero especificando términos relevantes a los parámetros 
de los atributos especificados en el modelo de calidad.   
Análisis: una descripción de cómo los atributos del modelo de calidad serán 
relacionados formalmente con los elementos del patrón de arquitectura y las 
conclusiones sobre  la conducta arquitectural que se obtiene con el  modelo. 
Algunos ejemplos de ABAS, tomados del reporte técnico realizado por Klein y  
Kazman (1999) [Klein et al. 99] para el Instituto de Ingeniería de Software (SEI9, son: 
(1) pipe-and-filter performance ABAS, vistas concurrentes de pipes y filters con un 
modelo de cola asociada y estadísticas de performance; (2) vistas del flujo de datos de 
un repositorio con un conjunto de escenarios de cambio asociados junto con las 
inferencias acerca de los efectos de estos cambios (modificabilidad) , y ; (3) vistas del 
flujo de datos de una red virtual privada con un modelo de seguridad de encriptamiento 
asociado con las inferencias acerca del tiempo de respuesta para asegurar la 
confiabilidad de los mensajes en la red (seguridad). [Kazman et al. 04]. 
Con la finalidad de incorporar el concepto de ABAS en la taxonomia de 
patrones expuesta con anterioridad y tomando como referencia la representación de 
patrones de interacción en base a un metapatron [Acosta et al. 04] expuesta por Acosta y 
Zambrano (2004), se obtiene la siguiente representación extendida de metapatron: 
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Nombre, autor 
clasificación, dominio y 
rango.  
Nombre: Idea Central por la cual se identifica el patrón.  
Autor: Nombre de la persona que creo el patrón.  
Clasificación: Se refiere al tipo de patrón de acuerdo a la 
taxonomía antes mencionada.  
Dominio: Indica el o los dominios en los cuales el patrón 
ha sido implementado. 
Rango: es el grado de confiabilidad de este patrón con 
respecto a los dominios en los cuales ha sido 
implementado. 
Problema Describe el problema que será resuelto, desde el punto de 
vista del usuario. 
Solución Describe, en una forma descriptiva y gráfica, la solución al 
problema. 
Atributos de Calidad Atributos de calidad de interés, el contexto de uso, contrastes y 
atributos relevantes (requerimientos específicos). Es importante citar 
que la Usabilidad del patrón citada en la representación de Acosta y 
Zambrano (2004) es en este caso un atributo de calidad. 
Medidas de atributos de 
Calidad 
un resumen de lo que será discutido en la descripción del problema, 
usando términos específicos relacionados con aspectos medibles de 
los atributos del modelo de calidad. Esto incluye una discusión de los 
eventos que pudieran hacer que la arquitectura responda o cambie.  
Parámetros de atributos de 
Calidad 
un resumen de lo que será discutido en la sección de solución, pero 
especificando términos relevantes a los parámetros de los atributos 
especificados en el modelo de calidad.   
Análisis del Modelo de 
Calidad 
una descripción de cómo los atributos del modelo de calidad serán 
relacionados formalmente con los elementos del patrón y las 
conclusiones sobre  la conducta arquitectural que se obtiene con el  
modelo. 
Contexto Presenta las condiciones bajo las cuales el patrón es 
utilizado. 
Fuerza Conflictos que pudiesen restringir la solución. 
Consecuencias Describe el resultado de aplicar el patrón. 
Ejemplos/Contraejemplos Muestra ejemplos y contraejemplos de la solución 
propuesta. 
Patrón Relacionado Otros patrones (del mismo tipo en la taxonomía de 
patrones), que se relacionan con el patrón descrito. 
Tabla 2. Metapatrón de Software adaptado de [Acosta et al. 04] y  
[Kazman et al. 98] 
A continuación se presenta el tema de la gerencia de los procesos del negocio (BPM), 
dominio en el cual se desarrollara la metodología sustentada en el uso de patrones. 
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Gerencia de los Procesos de Negocio (BPM) 
 
En 1986 Moore y Whinston proponen una visión de proceso de negocio como 
colecciones de modelos de decisión. Para el año 1993 Davenport define proceso de 
negocio como "la organización lógica de la gente, materiales, energía, equipo y 
procedimientos en las actividades del trabajo diseñadas para producir un resultado final" 
[Davenport93]. Por otra parte, Hammer y Champy (1993), lo definen como un "sistema 
de actividades que juntas, producen un resultado que da valor a un cliente"[Hammer et 
al. 93]. Alternadamente, Earl (1994) define proceso de negocio como una "forma lateral 
u horizontal que encapsula la interdependencia de las tareas, de los papeles, de la gente, 
de los departamentos y de las funciones requeridas para proveer a un cliente un 
producto o un servicio" [Earl94].  
En el ámbito de los procesos de negocio la solución tecnológica por excelencia 
se refiere al término Flujo de trabajo, el flujo de trabajo o workflow, es el proceso a 
través del cual las tareas de los individuos son coordinadas para completar una 
transacción (usando los procesos del negocio definidos) dentro de una organización 
[Davenport93]. El Workflow es un conjunto de mecanismos que automatizan los 
procesos de trabajo. Estos mecanismos relacionan entre sí los aspectos de la 
administración, establecen prioridades entre las diversas tareas de cada empleado y 
optimizan las comunicaciones entre las distintas unidades operativas [White94]. Para 
que eso se logre es necesario definir cuáles son las distintas tareas que se realizan en una 
organización; quiénes participan en su ejecución; quiénes son  responsables de las 
mismas; cuál es la secuencia de procesos de cada tarea y cuáles son las acciones que 
inician cada proceso [Shcmidt90]. Aunque la contribución de los Flujos de Trabajo 
tradicionales de producción modelador por la WorkFLow Management Coalition, ad 
hoc, administrativos y colaborativos [Hollingsworth95], es aún notable, hay una nueva 
generación que quizás sea un híbrido que reúne lo mejor de todos los sistemas de 
WorkFlow y otras tecnologías: los Sistemas de Gerencia de Procesos de Negocio 
(BPMS). 
Los BMPMS, incorporan amplias capacidades de integración con modernas 
arquitecturas Java, .Net y XML. Adicionalmente, suman otras tecnologías como Web 
Services, Motores de Reglas de Negocio y de Monitoreo de las Actividades del Negocio 
(BAM). De acuerdo con Howard Smith y Peter Fingar (2004), avalados por la BPMI 
(Business Process Management Initiative) y la WFMC (WorkFlow Management 
Coalition), hoy en día se puede afirmar que “los BPMS permiten a las empresas 
modelar, implementar y gestionar los procesos de negocio, que abarcan múltiples 
aplicaciones empresariales, departamentos, y "partners", pero sin un marco referencial 
integrado [Howard et al. 04] . A continuación se muestra a través de la figura 3 la 
evolución de estos sistemas. 
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Figura 3: Evolución BPMS. Adaptado de [Vollmer et al. 04] 
 
Tal como se muestra a través de la figura 3, los BPMS han evolucionado desde 
la integración de arquitecturas de negocio, donde se contempla la transformación y 
enrutamientos de los datos, administración de eventos, automatización de proceoso y el 
uso de adaptadores en los años 90; a la integración en el 2000 de los procesos de 
negocio a través del modelaje básico de los procesos, la gerencia de los proveedores,  
conectividad entre empresas a través del comercio electronico y formación de ciertas 
plantillas de procesos para industrias verticales; hasta llegar al concepto que 
actualmente se maneja (a partir del 2004) que involugra las aplicaciones de flujo de 
trabajo, el modelaje sofisticado de proceosos, el monitoreo de las actividades asociadas 
a los procesos de negocio (Bussines Activity Monitoring BAM por sus siglas en ingles),  
exposición de las funcionalidades de las aplicaciones a través de servicios web,  
utilización de manejadores de reglas de negocio, ubicuidad de las interfaces 
especificamente a través del uso de portales, utilización de herramientas para la gerencia 
del ciclo de vida del desarrollo autoasistido de las aplicaciones de software que apoyan 
los procesos, el soporte movíl de los procesos y las interfaces, la extracción 
transformación y carga de datos que son utilizados por los procesos y la capacidad de 
simulación sobre los procesos y versionamiento de los mismas (optimización de 
procesos Bussines Process Optimization por sus siglas en ingles BPO). 
A pesar de su todas las caracteristicas antes mencionadas, los BPMS, adolecen 
de un marco referencial global. En lo que respecta a su implementación, la mayoría de 
los patrones de software no están soportados de forma precisa. El mercado de las 
arquitecturas de BPM tiende a concentrarse en flujos de sistema a sistema y está 
emergiendo lentamente en cuanto al flujo humano-humano asistida por el computador 
[Bell03].  
En base a lo anterior, BPMI (de sus siglas en ingles Business Process 
Management Initiative) es la organización que asume la elaboración de los estándares 
que sustentan el concepto de BPM enfocándose sobre el proceso del negocio como el 
punto de partida entre el ambiente del mismo y su puesta en práctica a través de la 
Bonillo, P.  
Revista de Gestão da Tecnologia e Sistemas de Informação/Journal of Information Systems and Technology Management 
154
tecnología (actualmente Workflow Management Coalition quien estableció hasta ahora 
los estándares en el paradigma de workflow se esta unificando con el BPMI cuyos 
derechos han sido adquiridos por IBM), se podría decir que unifica el pensamiento de 
proceso a través del negocio y sus disciplinas. 
BPMI define especificaciones abiertas, tales como el lenguaje en el que se modelan 
los  procesos del negocio (BPML) y el lenguaje de interrogación del proceso del 
negocio (BPQL), lo que permite la gerencia estándar del análisis del proceso (BPA) 
basada en el negocio y a través de los sistemas de gerencia de proceso (BPMS). Los 
estándares en los cuales se enfoca el BPMI son los siguientes (ver, Figura 4): 
4. BPML: Es el lenguaje en el que se modelan los procesos de negocio, se puede 
definir como un metalenguaje para modelar los procesos. BPML proporciona un 
modelo abstracto de la ejecución para los procesos de colaboración y 
transaccionales del negocio basados en el concepto de una máquina 
transaccional de estado. Se ha definido como medio para dar convergencia al 
uso del proceso dentro de las empresas, tanto de las transacciones distribuidas 
síncronas como asíncronas. 
5. BPMN: Una notación estándar para el modelamiento de los procesos de negocio, 
la cual permite entender los procedimientos internos a través de una notación 
grafica (Business Process Diagram-BPD-) permitiendo la comunicación de estos 
procedimientos en una forma estándar. Esta notación facilita además el 
entendimiento de las colaboraciones de rendimiento y de transacciones 
permitiendo la reutilización. Establece un relación entre los elementos gráficos y 
los constructores de los bloques estructurados del lenguaje de ejecución de 
procesos (BPEL), incluyendo BPML y BPEL4WS (BPEL para Web Services).  
6. BPSM: Es un framework conceptual que incluye patrones arquitecturales para 
BPM. 
7. BPXL: Es un estándar del BPMI para extender BPEL4WS a fin de que pueda 
manipulas transacciones, reglas de negocio, administración de tareas e 
interacción humano-humano asistida por el computador (brechas principales 
encontradas en el presente estudio para todas las tecnologías). 
8. BPQL: Es una interfase para administrar la infraestructura de los procesos de 
negocio que incluye facilidades de ejecución de procesos (Process Server) y 
facilidades para el desarrollo de procesos (Process Repository). Esta interfase 
permite a los analistas de proceso revisar el estado de los procesos y controlar su 
ejecución, se basa en el protocolo simple de acceso a objetos (SOAP). La 
utilidad correspondiente al repositorio permite implementar procesos desde el 
administrador de modelos y esta basada en el protocolo de autorización de 
versionamiento distribuido (WebDAV).  La administración de las interfaces 
BPQL puede ser expuesta a través de servicios UDDI (Universal Description, 
Discovery and Integration) a fin de registrar los procesos, adquirir y descubrir 
los mismos en un catalogo. 
9. BPEL: (Business Process Execution Language) es un lenguaje basado en XML 
diseñado para compartir tareas en ambientes distribuidos –incluso a través de 
múltiples organizaciones-  usando una combinación de Web Services. Escrito 
por desarrolladores de BEA Systems, IBM y Microsoft, BPEL combina y 
substituye IBM's WebServices Flow Language (WSFL) y la especificación  
Microsoft's XLANG. (BPEL es también conocido como BPELWS o 
BPEL4WS). Usando BPEL, un programador describe formalmente un proceso 
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del negocio que ocurre a través de la Web de tal forma que cualquier entidad de 
la cooperación pueda realizar unos o más pasos en el proceso de la misma 
manera. 
10. WS-CDL: Es un lenguaje de descripción de coreografía de servicios, este 
lenguaje esta basado en XML y describe las colaboraciones entre las entidades a 
través de un punto focal con un comportamiento común y complementario, 
donde el orden del intercambio de mensajes se determina a partir de los 
objetivos del negocio. Esta especificación de servicios Web ofrece un puente de 




Figura 4: estándares BPM según BPMI.  
 
Todos los aspectos discutidos a través de esta introducción y los vacios mostrados 
permiten la elaboración de la propuesta metodológica que se describe a continuación. 
 
Metodología para la Gerencia de los Procesos del Negocio sustenda en el uso de 
Patrones 
 
En este apartado se describe la metodología propuesta para la gerencia de los 
procesos del negocio sustenda en el uso de patrones, inicialmente se presenta un marco 
teorico integral, seguidamente se presenta la metodología haciendo especial enfasis en 
los aspectos de la generación auto-asistida de aplicaciones a través de la ingenieria de 
software. 
 
Marco Teórico Referencia Integrado  
 
En base a todo lo antes descrito en la introducción, se propone a través de la 
figura 5, un marco teorico referencial integrado a fin de sortear todos los problemas 
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planteados a través de esta investigación. En esta figura se muestra según el nivel de 
abstracción como los estándares propuestos por el BPMI (en cursiva) se relacionan con 
los patrones de software, además de la necesidad de la representación de la arquitectura 
que sustenta la metodología a través de ADL (una arquitectura de los procesos, con sus 
cimientos en una arquitectura de servicios y un modelo de objetos canónico) y la 
respectiva medición y trazabilidad del uso de los patrones a través de la posibilidad de 
dotar a los mismos de especificaciones de calidad con el uso de ABAS, en el marco de 
un modelo de calidad (ISO9126 para la calidad del producto e ISO14598 para la calidad 
del proceso).  
 
Figura 5: Marco Teorico Referencial Integrado de la Metodología BPM sustentada 
en el uso de Patrones. 
 
La especificación a través de ADLS de los niveles de abstración de la 
arquitectura BPM que sustenta la metodología permite la representación en cuatro capas 
de la misma (ver, figura 6): capa de procesos donde se realiza la orquestación de los 
mismos, capa de servicios (donde se representan los objetos canonicos y los servicios 
como funcionalidades ideales de las aplicaciones), capa de aplicaciones (aplicaciones, 
componentes y software) y capa de tecnología (harware donde se ejecutan las 
aplicaciones). 
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Figura 6: Capas de la Arquitectura de la Metodología BPM sustentada en el uso de 
Patrones. 
 
Estas capas permiten la identificación de 3 arquitecturas especificas: 
Arquitectura de Servicios, Arquitectura de componentes y Arquitectura de 




Figura 7: Tipos de Arquitecturas de la Metodología BPM sustentada en el uso de 
Patrones. 
En especial la arquitectura de servicios, contiene los servicios de: gerencia de la 
infraestructura, administración de proveedores o asociados, aplicaciones propias del 
negocio, aplicaciones de legado, interacción, procesos de negocio, información y  
conectividad los cuales permiten la comunicación entre los servicios antes 
mencionados. En un nivel de abstracción superior a estos servicios, se encuentran los de 
indicadores de gestión y los de desarrollo de software, sobre los que se presentan los 
roles de analista de negocio (modelador del proceso), arquitecto, especialista de 
integración, desarrollador y pruebas. (ver, figura 8). 
Bonillo, P.  
Revista de Gestão da Tecnologia e Sistemas de Informação/Journal of Information Systems and Technology Management 
158
 
Figura 8: Arquitectura de Servicios de la Metodología BPM sustentada en el uso 
de Patrones. 
Los procesos asociados a los servicios de desarrollo, tienen relación directa con 
el proceso a través del cual se gerencia a otros, este proceso a su vez se define en los 
servicios de procesos y es el director de orquesta que permitira administrar de forma 
integral el BPMS. Este proceso define un ciclo para la gerencia de los procesos de 
negocio que consiste en la identificación de los procesos claves, el modelaje y analisis 
de los procesos, la siimulación, la implantación de nuevos procesos y la evaluación y 
monitoreo de los mismos.  
 
Descripción de la Metodología. 
La propuesta metodológica está conformada por dos macro-procesos:  
1. Creación del proceso en sí mismo, lo que involucra los siguientes sub-procesos: 
(a) análisis, evaluación de los requerimientos tomando en cuenta el tipo de 
prioridad y en base a las practicas de e-licitación de requisitos (patrones de 
analisis); (b) diseño, generación de un diseño de arquitectura estandarizada del 
proceso (estilo arquitectonico) que se adapte a la plataforma de objetos, servicios 
y un mapa de procesos basado en un esquema de componentes funcionales, 
funcionalidades, procesos, servicios y objetos (patron arquitectonico); (c) 
modelado, diagramación y simulación a través de la notación y el lenguaje de 
BPM (BPMN y BPML respectivamente) propuesto por el Instituto de BPM 
(BMPI) y su exportación al Lenguaje Unificado de Modelado (UML) acercando 
así al ingeniero de software a través de los patrones de diseño con el lenguaje del 
negocio; y, (d) configuración e implementación de la lógica de integración, de 
negocios y de presentación del proceso a través de la orquestación de servicios, 
objetos, y el uso de patrones de flujo de trabajo e interfaz con base en la fase de 
modelado.  
2. El otro macro-proceso corresponde a la administración y comprende: el 
mantenimiento, administración del proceso en producción; y el monitoreo, 
validación de los datos técnico-funcionales de los procesos implementados a 
través de indicadores de gestión. 
Las principales contribuciones de esta propuesta metodológica son:  
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1. Una Tecnología de patrones para la metodología de gerencia de procesos de 
negocio con base en la construcción sustentada en componentes software: un 
estudio de las alternativas existentes para la selección aplicación y verificación 
de patrones y de la composición de componentes software desde el punto de 
vista de los condicionantes planteados aquí (seguimiento, verificación estática, 
automática y asequible) contemplando el modelo objeto y la arquitectura de 
servicios para los procesos;  
2. Un método de modelado auto-asistido de aplicaciones de software que permite 
el seguimiento en etapas diversas del ciclo de vida del desarrollo de software. 
Este método de modelado y verificación tiene además características 
especiales:(a)Puede ser utilizado con facilidad por una organización de 
desarrollo, sin necesidad de conocimientos sobre métodos formales; (b) Fomenta 
la colección y uso de conocimiento que habitualmente se pierde;(c) Permite 
gestionar este conocimiento sin necesidad de integrarlo en el código fuente de 
los programas desarrollados, y; (d) No está ligado a ningún lenguaje de 
desarrollo específico ni a ningún propósito específico.  
3. Un sistema de verificación de componentes plenamente viable en la práctica: (a) 
Las herramientas pueden desarrollarse con base en tecnologías en red, y; (b) Los 
conocimientos básicos necesarios encajan en el perfil típico de los profesionales 
del desarrollo de software, no planteando un gran choque de mentalidad en su 
adquisición en el caso que sea necesario.  
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