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Abstrakt
Ciel’om tejto pra´ce je porovnanie vy´konnosti roˆznych implementa´ciı´ XSLT procesorov.
Prva´ cˇast’ pra´ce sa zaobera´ vy´znamom jazyka XSLT, teoreticky´m princı´pom cˇinnosti, na-
viga´ciou v XML dokumente pomocou jazyka XPath a funkciou XSLT procesora. V d’alsˇej
cˇasti nasleduje popis pra´ce s rozhraniami pre pra´cu s XML dokumentami (a teda aj XSLT
transforma´ciami) v jednotlivy´ch procesoroch, ktory´ch zvla´dnutie je potrebne´ pre vytvo-
renie testovacieho rozhrania pre procesory. Na´sledne je popı´sane´ testovanie s ohl’adom
na roˆzne testovane´ XML dokumenty a transformacˇne´ sˇablo´ny spolu so zhodnotenı´m
vy´sledkov. Za´ver pra´ce sa venuje proble´mu pama¨t’ovej na´rocˇnosti spracovania vel’mi
vel’ky´ch XML su´borov.
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Abstract
The purpose of this study is to compare different implementations of the XSLT proces-
sors. The first part deals with the importance of the XSLT language, theoretical principles,
navigating in a XML document using the XPath language and functions of the XSLT pro-
cessor. Following section describes how to work with the interfaces used for working
with the XML documents (and therefore XSLT transformations) in the individual pro-
cessors, whose mastery is required to create a test interface for processors. Subsequently
there is a description of testing with regard to various tested XML documents and trans-
formation templates, together with completion of the results. The conclusion deals with
the problem of memory consumption of processing very large XML files.
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Zoznam pouzˇity´ch skratiek a symbolov
API – Application Programming Interface
CSS – Cascading Style Sheets
DOM – Document Object Model
GCC – GNU Compiler Collection
GB – gigabyte
GNOME – GNU Network Object Model Environment
GNU – GNU’s Not Unix
HTML – HyperText Markup Language
JDK – Java Development Kit
JAXP – Java API for XML Processing
LLVM – Low Level Virtual Machine
MB – megabyte
PDF – Portable Document Format
SAX – Simple API for XML
SDK – Software Development Kit
STX – Streaming Transformations for XML
SVG – Scalable Vector Graphics
TrAX – Transformation API for XML
URI – Uniform Resource Identifier
W3C – World Wide Web Consortium
XHTML – Extensible HyperText Markup Language
XML – Extensible Markup Language
XMPP – Extensible Messaging and Presence Protocol
XQuery – XML Query Language
XPath – XML Path Language
XSD – XML Schema Definition
XSL-FO – Extensible Stylesheet Language – Formatting Objects
XSLT – Extensible Stylesheet Language Transformations
kB – kilobyte
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21 U´vod
Jazyk XML je metajazyk, ktory´ nema´ pevne dane´ tagy, ale umozˇnˇuje vy´voja´rom vytvorit’
si vlastnu´ definı´ciu typu dokumentu a teda vlastne´ tagy, cˇı´m vznikne novy´ znacˇkovacı´ ja-
zyk. Ta´to vlastnost’ ho predurcˇuje na sˇiroke´ vyuzˇitie v roˆznych oblastiach. V dnesˇnej dobe
sa pouzˇı´va naprı´klad ako forma´t na ukladanie dokumentov v aplika´cia´ch (asi najzna´mej-
sˇie je jeho pouzˇitie v kancela´rskom balı´ku Microsoft Office od verzie 2007), v interne-
tovy´ch protokoloch – naprı´klad XMPP/Jabber, slu´zˇiaci na komunika´ciu v rea´lnom cˇase,
v pocˇı´ta-cˇovej grafike – vektorovy´ forma´t SVG, pri za´pise matematicky´ch vzorcov – jazyk
MathML. Aj jazyk XHTML je zalozˇeny´ na XML.
Niekedy vznika´ potreba z XML dokumentu vytvorit’ iny´ dokument – HTML (potreba
zobrazovat’ da´ta z XML dokumentu ako internetovu´ stra´nku), XML s inou sˇtruktu´rou,
cˇisty´ text (pra´ca v prostredı´, ktore´ nie je pripravene´ na XML). Pra´ve tieto cˇinnosti ma´
umozˇnˇovat’ jazyk XSLT.
Jazyk XSLT je vysokou´rovnˇovy´, preto je vy´konnost’ jeho implementa´cie za´visla´ na
konkre´tnom XSLT procesore. Vy´konnost’ ty´chto implementa´ciı´ je roˆzna. Doˆvodom su´
roˆzne optimaliza´cie, pouzˇite´ pocˇas vy´voja, ako aj rozdielna ry´chlost’ pouzˇity´ch progra-
movacı´ch jazykov. Preto pri spracova´vanı´ vel’ky´ch XML su´borov alebo vel’ke´ho mnozˇstva
maly´ch su´borov moˆzˇu byt’ znacˇne´ rozdiely v cˇase, potrebnom na spracovanie su´boru.
Ciel’om tejto pra´ce je porovnanie ry´chlosti roˆznych XSLT procesorov pri spracova´vanı´
su´borov roˆznej vel’kosti. Testovacia zostava obsahuje ako su´bory o vel’kosti okolo 100 MB,
tak aj male´ su´bory s vel’kost’ou iba niekol’ko kB, ale vo vel’kom pocˇte.
V prvej cˇasti pra´ce je objasnena´ histo´ria jazyka a jeho vy´znam, vysvetleny´ princı´p
fungovania transforma´cie a naviga´cia v dokumente, na ktoru´ sa vyuzˇı´va jazyk XPath.
Za´rovenˇ je uvedeny´ postup, ktory´ pouzˇı´va XSLT procesor pri spracova´vanı´ su´boru od
nacˇı´tania vstupu azˇ po za´pis vy´stupu, a popis jednotlivy´ch procesorov.
Dˇalsˇia cˇast’ je venovana´ vy´beru programovacieho jazyka, pouzˇite´ho na implementa´ciu
testovacieho rozhrania a popisu rozhranı´, ktore´ sa pouzˇı´vaju´ pri pouzˇitı´ roˆznych proce-
sorov. Doˆlezˇitu´ u´lohu tu zohra´va rozhranie JAXP, ktore´ poskytuje API pre pra´cu s XML
v jazyku Java a COM, ktore´ vyuzˇı´va MSXML.
Tretia cˇast’ sa venuje samotne´mu testovaniu procesorov. Zacˇı´na popisom testovany´ch
XML dokumentov a transforma´ciı´, ktore´ su´ nad nimi vykona´vane´. Nasleduje detailne´ vy-
hodnotenie priebehu testovania spolu s tabul’kami, v ktory´ch su´ uvedene´ vy´sledky testo-
vania pre jednotlive´ transforma´cie (cˇas potrebny´ na vykonanie transforma´cie a ry´chlost’).
V za´vere je uvedene´ strucˇne´ zhodnotenie vy´konnosti jednotlivy´ch procesorov v ra´mci
cele´ho testu. Cˇast’ je venovana´ aj problematike pama¨t’ovej na´rocˇnosti spracova´vania vel’mi
vel’ky´ch XML dokumentov.
32 Jazyk XSLT
2.1 Histo´ria a vy´znam jazyka XSLT
Jazyk XSLT je projektom konzorcia W3C. Poˆvodne bol jazyk vyvı´jany´ ako su´cˇast’ jazyka
XSL, ktory´ mal slu´zˇit’ na forma´tovanie XML dokumentov (podobne ako jazyk CSS pri
HTML dokumentoch). Neskoˆr sa uka´zalo ako zˇiaduce, aby sa tento jazyk rozdelil na
cˇast’ vykona´vaju´cu transforma´cie (dnesˇne´ XSLT) a cˇast’ vykona´vaju´cu forma´tovanie do-
kumentov (dnes zna´ma ako jazyk XSL-FO). [1]
Po niekol’ky´ch pracovny´ch verzia´ch1, vydany´ch v priebehu rokov 1998 a 1999 vysˇla
verzia 1.0 ako odporu´cˇanie2 16. novembra 1999. Hlavny´m editorom bol James Clark.
[2] Po vydanı´ fina´lnej verzie 1.0 vysˇli dve pracovne´ verzie novej verzie 1.1 v priebehu
rokov 2000 a 2001. Ta´to verzia vsˇak nikdy nebola uvol’nena´ ako fina´lna a namiesto toho
sa vy´voja´ri su´stredili na pra´ce na verzii 2.0. [3]
Revidovana´ verzia 2.0 vysˇla po niekol’ky´ch rokoch vy´voja 20. janua´ra 2007. Rolu
hlavne´ho editora prebral Michael Kay z firmy Saxonica, ktory´ pracuje aj na vy´voji pro-
cesora Saxon. Ta´to verzia priniesla roˆzne vylepsˇenia a opravy chy´b verzie 1.0. Medzi
najdoˆlezˇitejsˇie patria: [4]
• umozˇnenie zoskupovania elementov podl’a obsahu elementu alebo atribu´tu, ale aj
podl’a vypocˇı´tanej hodnoty (naprı´klad dl´zˇka ret’azca)
• vy´stup do viacery´ch dokumentov
• vsˇetky vy´razy v XPath 2.0 vracaju´ zoznam, cˇı´m sa menı´ cˇinnost’ niektory´ch funkciı´,
ktore´ vo verzii 1.0 vracali v prı´pade viacery´ch su´hlasiacich hodnoˆt vzˇdy iba prvu´
• pouzˇı´vatel’ si moˆzˇe definovat’ vlastne´ funkcie, ktore´ moˆzˇe volat’ pri spracova´vanı´
su´boru
• vyhl’ada´vanie, nahradzovanie a rozdelenie ret’azca je mozˇne´ realizovat’ pomocou
regula´rneho vy´razu
• s premennou je mozˇne´ pracovat’ ako s externy´m dokumentom (je mozˇne´ v nej
pouzˇı´vat’ XPath vy´razy)
Verzia 2.0 vsˇak ma´ podporu iba v malom pocˇte procesorov, vid’ tabul’ku 1. Preto su´ aj
v ra´mci tejto pra´ce pouzˇite´ jazyky XSLT a XPath vo verzii 1.0.
Vy´voj jazyka XSLT je u´zko spojeny´ s jazykom XPath, ktory´ sa vyuzˇı´va na naviga´ciu
v ra´mci XML dokumentu a je podrobnejsˇie opı´sany´ neskoˆr v ra´mci tejto kapitoly. Pra-
covne´ i fina´lne verzie oboch sˇpecifika´ciı´ vycha´dzali vzˇdy v rovnaky´ denˇ.
Jazyk XSLT ma´ sˇiroke´ mozˇnosti vyuzˇitia pri pra´ci s XML dokumentami. Medzi jeho
najbezˇnejsˇie vyuzˇitie patrı´: [5]
1oznacˇeny´ch ako Working Draft
2angl. Recommendation – oznacˇenie pre fina´lnu sˇpecifika´ciu, vydanu´ W3C
3externe´ knizˇnice prida´vaju´ podporu roˆznych jazykov, napr. C++, PHP, Python . . .
4Podporovane´ jazyky XSLT 1.0 XSLT 2.0 XPath 1.0 XPath 2.0
Xalan Java, C++ A´no Nie A´no Nie
Saxon Java, C Nie A´no Nie A´no
Xt Java A´no Nie A´no Nie
MSXML C++, .NET A´no Nie A´no Nie
Sablotron C++, PHP A´no Nie A´no Nie
libxml C3 A´no Nie A´no Nie
Tabul’ka 1: Porovnanie vlastnostı´ testovany´ch procesorov
• Transforma´cia XML dokumentu na XHTML alebo HTML dokument a jeho na´sledne´
zobrazenie vo webovom prehliadacˇi. Zdrojove´ ko´dy internetovej stra´nky teda moˆzˇu
byt’ zapı´sane´ v jazyku XML, ktory´ ma´ inu´ sˇtruktu´ru ako HTML (napr. jednoduchsˇiu
na pochopenie pre laika) a tento dokument bude transformovany´ na HTML bud’
prostrednı´ctvom XSLT procesora na webovom serveri, alebo priamo prostrednı´c-
tvom internetove´ho prehliadacˇa u klienta (XSLT transforma´ciu podporuju´ vsˇetky
novsˇie verzie prehliadacˇov – Mozilla Firefox od verzie 3, Internet Explorer od ver-
zie 6, Opera od verzie 9, Safari od verzie 3 a Google Chrome od verzie 1 [6]).
• Extrahovanie textu z XML dokumentu a jeho na´sledne´ pouzˇitie v prostredı´, ktore´
nepracuje s XML. Dˇalej je mozˇne´ tento text priamo vlozˇit’ do nejake´ho textove´ho
forma´tu a tak vytvorit’ naprı´klad prı´kazy jazyka SQL, ktore´ vlozˇia u´daje z XML
dokumentu do databa´zy.
• Prevedenie XML dokumentu z jedne´ho forma´tu do ine´ho (naprı´klad OpenDocu-
ment na SVG). Tu patrı´ aj prevod do forma´tu XSL–FO, ktory´ je mozˇne´ pomocou
procesora XSL–FO previest’ na dokument, pripraveny´ na tlacˇ (naprı´klad PDF).
• Vy´ber iba niektory´ch da´t z XML dokumentu (uzˇitocˇne´ naprı´klad pri mnohojazycˇ-
nom dokumente, z ktore´ho chceme vybrat’ iba jeden jazyk).
2.2 Fungovanie jazyka a naviga´cia v dokumente
Jazyk XSLT je zalozˇeny´ na princı´pe sˇablo´ny, ktora´ obsahuje vzor4, ktory´ obsahuje na´zov
elementu v ra´mci XML dokumentu, a telo, ktore´ definuje, ako sa bude spracova´vat’ ele-
ment dokumentu, ktory´ zadane´mu vzoru vyhovuje. [2] Tieto sˇablo´ny moˆzˇu byt’ do seba
zanorene´. Uka´zˇka jednoduchej transforma´cie:
4angl. pattern
5<?xml version=”1.0” encoding=”UTF−8”?>
<stylesheet version=”1.0” xmlns:xsl=”http: //www.w3.org/1999/XSL/Transform”>
<output method=”text”/>
<xsl:template match=”/”>Knihy
<xsl:apply−templates/>
</xsl:template>
<xsl:template match=”kniha”>
−−−<xsl:apply−templates/>
</xsl:template>
<xsl:template match=”nazov”>
Kniha:<xsl:apply−templates/>
</xsl:template>
<xsl:template match=”autor”>
Autor:<xsl:apply−templates/>
</xsl:template>
</stylesheet>
Vy´pis 1: Uka´zˇka transforma´cie v jazyku XSLT
Na zacˇiatku XSLT su´boru je definı´cia pouzˇite´ho menne´ho priestoru5, ktory´ slu´zˇi na
definovanie tagov jazyka XSLT. Sˇtandardne zacˇı´naju´ vsˇetky tagy prefixom xsl : (moˆzˇe
vsˇak byt’ pouzˇite´ l’ubovol’ne´ meno). Pri spracova´vanı´ sa v stromovej sˇtruktu´re vyhl’ada´
sˇablo´na pre korenˇ dokumentu. Nanˇ sa potom aplikuje telo sˇablo´ny.
Volanı´m tagu <xsl:apply−templates/> sa vyhl’ada´vaju´ sˇablo´ny pouzˇitel’ne´ pre vsˇetky´ch
priamych potomkov tohto uzlu (podl’a hodnoty atribu´tu match, ktory´ obsahuje vy´raz ja-
zyka XPath). Toto spra´vanie sa da´ ovplyvnit’ pomocou atribu´tu select, ktory´ umozˇnˇuje
vybrat’ konkre´tneho potomka. [2]
Pri naviga´cii v dokumente sa vyuzˇı´va dotazovacı´ jazyk XPath. Tento jazyk bol vyvi-
nuty´ na adresovanie cˇastı´ XML dokumentu. Dˇalsˇı´m vyuzˇitı´m je testovanie, cˇi zadane´mu
vzoru zodpoveda´ nejaky´ uzol XML dokumentu. Pra´ve ta´to vlastnost’ sa vyuzˇı´va v jazyku
XSLT. [7]
Jazyk XPath vnı´ma XML dokument ako strom uzlov. Prı´klad take´hoto stromu je na
obra´zku 1. Korenˇom stromu nie je zˇiaden element v dokumente. Je to umely´ uzol, ktore´ho
priamym potomkom je korenˇovy´ (hlavny´) element dokumentu (v zobrazenom prı´klade
je to element breakfast menu). [7]
Dˇalsˇı´mi doˆlezˇity´mi uzlami stromu su´ uzly, reprezentuju´ce jednotlive´ elementy doku-
mentu. Ku kazˇde´mu z ty´chto uzlov moˆzˇe byt’ pripojena´ mnozˇina uzlov, ktore´ reprezen-
tuju´ atribu´ty a menne´ priestory elementu. Tento uzol je rodicˇ pre kazˇdy´ z nich, avsˇak
zˇiaden z nich nie je jeho priamy potomok. Priamym potomkom moˆzˇe byt’ iny´ element,
textovy´ uzol, uzol pre komenta´r alebo uzol s insˇtrukciami pre spracovanie. [7]
5angl. namespace
6Obr. 1: XML dokument ako strom
Textovy´ uzol je obsah uzlu, ktory´ obsahuje textove´ da´ta (na obra´zku je vyznacˇeny´ ako
obdl´zˇnik).
Doˆlezˇite´ pre naviga´ciu v dokumente su´ osi, ktore´ urcˇuju´ vzt’ah medzi uzlami v ra´mci
dokumentu. V jazyku XPath su´ definovane´ nasleduju´ce osi: [7]
• self – obsahuje odkaz na uzol sa´m
• child – obsahuje priamych potomkov uzla
• descendant – obsahuje potomkov uzla (priamych i nepriamych potomkov), nikdy
neobsahuje uzol atribu´tu alebo menne´ho priestoru
• parent – obsahuje rodicˇa uzla (kazˇdy´ uzol ma´ iba jedne´ho rodicˇa)
• ancestor – obsahuje predkov uzla (rodicˇa, rodicˇa rodicˇa a tak d’alej), vzˇdy obsahuje
aj korenˇovy´ uzol
• preceding-sibling – obsahuje predcha´dzaju´cich su´rodencov uzla (uzly, ktore´ maju´
rovnake´ho rodicˇa a uzˇ boli spracovane´)
• following-sibling – obsahuje nasleduju´cich su´rodencov uzla (uzly, ktore´ maju´ rov-
nake´ho rodicˇa a esˇte budu´ spracovane´)
• preceding – obsahuje vsˇetky predcha´dzaju´ce uzly dokumentu (uzly, ktore´ boli spra-
covane´), okrem predkov a uzlov s atribu´tmi a menny´mi priestormi
• following – obsahuje vsˇetky nasleduju´ce uzly dokumentu (uzly, ktore´ esˇte budu´
spracovane´), okrem potomokov a uzlov s atribu´tmi a menny´mi priestormi
7Obr. 2: Osi v jazyku XPath 1
• ancestor-or-self – obsahuje predkov uzla a uzol sa´m
• descendant-or-self – obsahuje potomkov uzla a uzol sa´m
Osi sa cˇasto zapisuju´ pomocou skra´tene´ho za´pisu (cˇasto pouzˇı´vane´ prı´klady): [5]
Skra´teny´ za´pis Neskra´teny´ za´pis
meno child::meno
../meno parent::meno
//meno descendant::meno
@meno attribute::meno
* child::*
Tabul’ka 2: Skra´teny´ a neskra´teny´ za´pis XPath osı´
Sˇtandardne sa v XSLT dokumentoch pouzˇı´va os child. [7]
Graficky su´ osi zna´zornene´ na obra´zkoch 2 a 3. Cˇiernou vy´plnˇou je zvy´razneny´ ele-
ment, ktory´ sa pra´ve spracova´va.
2.3 Spracovanie dokumentu pomocou XSLT procesora
Na obra´zku 4 je zobrazeny´ princı´p transforma´cie. Tento proces zacˇı´na nacˇı´tanı´m vstupne´-
ho XML su´boru. Tento dokument nemusı´ byt’ valı´dny, je vsˇak nevyhnutne´, aby bol dobre
sˇtrukturovany´ 6. To kladie na dokument tieto pozˇiadavky: [8]
• Dokument obsahuje asponˇ jeden element.
• Dokument obsahuje korenˇovy´ element, v ktorom su´ zanorene´ ostatne´ elementy.
6angl. well formed
8Obr. 3: Osi v jazyku XPath 2
Obr. 4: Princı´p XSLT transforma´cie
9• Kazˇdy´ element musı´ zacˇı´nat’ otva´racı´m tagom a koncˇit’ koncovy´m tagom. Pra´zdny
element (neobsahuje iny´ element ani textove´ da´ta) musı´ byt’ ukoncˇeny´ znakom /.
• Atribu´ty elementu musia byt’ zapı´sane´ v u´vodzovka´ch.
• Elementy musia byt’ do seba spra´vne zanorene´.
• Rozlisˇuju´ sa vel’ke´ a male´ pı´smena´.
Prı´klad dokumentu, ktory´ nie je dobre sˇtrukturovany´ (chy´ba koncovy´ tag a atribu´t
nie je v u´vodzovka´ch):
<?xml version=”1.0” encoding=”UTF−8”?>
<knihy>
<kniha>
<autor>J. R. R. Tolkien
<cena mena=EUR>5.95</cena>
<nazov>Pan prstenov: Dve veze</nazov>
</kniha>
</knihy>
Vy´pis 2: Tento XML su´bor nie je well-formed
Dˇalsˇı´m su´borom, ktory´ je potrebny´ na vykonanie transforma´cie, je sˇablo´na s trans-
forma´ciou. Ta´to musı´ byt’ zapı´sana´ v jazyku XSL.
Po nacˇı´tanı´ je dokument prevedeny´ na stromovu´ sˇtruktu´ru pomocou XML parsera.
Pritom moˆzˇe vykonat’ roˆzne optimaliza´cie, ktore´ ovplyvnˇuju´ vy´slednu´ ry´chlost’ pra´ce
s ty´mto stromom a jeho spotrebu pama¨te. [9]
Potom takto vytvoreny´m stromom precha´dza XSLT procesor pomocou algoritmu pre-
hl’ada´vania do hl´bky a pre kazˇdy´ element vybera´ vhodnu´ sˇablo´nu z transformacˇne´ho
su´boru. Potom zapisuje elementy do vy´stupne´ho stromu podl’a pravidiel, zapı´sany´ch
v sˇablo´ne. Platı´ tu pravidlo, zˇe vstupny´ a vy´stupny´ strom su´ oddelene´ a procesor nikdy
nemodifikuje vstupny´ strom. [2]
Po vytvorenı´ vy´stupne´ho stromu procesor pomocou procesu serializa´cie zapı´sˇe tento
strom ako XML dokument na pozˇadovany´ vy´stup (na obrazovku, do su´boru).
Okrem spracovania pomocou samostatne´ho XSLT procesora je mozˇne´ ho pouzˇit’ aj
priamo vo webovom prehliadacˇi, pridanı´m nasleduju´ceho riadku do XML su´boru:
<?xml−stylesheet href=”stylesheet.xsl” type=”text / xsl ”?>
Vtedy je XML dokument spracovany´ XSLT procesorom, ktory´ je zabudovany´ do pre-
hliadacˇa a jeho vy´stup je zobrazeny´ ako vy´sledna´ stra´nka.
2.4 XSLT procesory
2.4.1 Xalan-J
Tento procesor bol poˆvodne vyvı´jany´ spolocˇnost’ou IBM pod na´zvom LotusXSL. [10]
Neskoˆr bol uvol’neny´ ako projekt s otvoreny´m zdrojovy´m ko´dom, vyvı´jany´ v ra´mci Apa-
che Software Foundation. Implementuje jazyky XSLT verzie 1.0, XPath verzie 1.0 a roz-
hranie JAXP verzie 1.3. Podporovany´ programovacı´ jazyk je Java. Je vydany´ pod licen-
ciou Apache License 2.0 a doda´vany´ spolu s XML parserom Xerces-J, ktory´ podporuje
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rozhrania DOM Level 3 a SAX Level 2. Moˆzˇe byt’ vsˇak spojeny´ s aky´mkol’vek XML parse-
rom, ktory´ podporuje rozhranie JAXP 1.3. [11] Okrem tohto rozhrania je procesor posky-
tovany´ aj ako samostatna´ aplika´cia vo forma´te jar, pomocou ktorej je mozˇne´ vykona´vat’
transforma´cie z prı´kazove´ho riadka.
2.4.2 Xalan-C++
Xalan-C++ je verziou procesora Xalan, ktora´ je urcˇena´ je programovacı´ jazyk C++. Poˆvod-
ne bol vyvı´jany´ spolocˇnost’ou IBM pod na´zvom LotusXSL. [10] Neskoˆr bol uvol’neny´ ako
projekt s otvoreny´m zdrojovy´m ko´dom. Posledna´ uvol’nena´ verzia je 1.10 z roku 2004.
Podporuje jazyky XSLT 1.0 a XPath 1.0. [12] Je doda´vany´ spolu s XML parserom Xerces-
C++. Poskytovany´ je aj ako samostatna´ aplika´cia pre prı´kazovy´ riadok.
2.4.3 Saxon
Procesor Saxon vyvı´ja Michael Kay z firmy Saxonica Limited, ktory´ pracoval ako edi-
tor na sˇpecifika´cii jazyka XSLT 2.0. Poˆvodne (azˇ do verzie 6.5.5) procesor podporoval
jazyk XSLT 1.0 a bol dostupny´ iba pre jazyk Java. Ta´to vy´vojova´ vetva je dnes v stave
udrzˇovania bez prida´vania novy´ch funkciı´. V aktua´lnej vy´vojovej vetve je podporovany´
jazyk Java a platforma .NET. Verzia pre Javu podporuje rozhranie JAXP.
V roku 2004 dosˇlo k rozdeleniu na dve verzie: Saxon-B (Basic) s otvoreny´m zdrojovy´m
ko´dom a Saxon-SA (Schema-Aware) ako komercˇny´ produkt. Prednost’ou verzie SA bola
mozˇnost’ validovat’ dokument oproti XSD. [13]
Od verzie 9.2 su´ dostupne´ tri verzie: [14]
• Home Edition – je produkt s otvoreny´m zdrojovy´m ko´dom, dostupny´ pod licenciou
Mozilla Public License. Je to priamy na´stupca verzie Saxon-B. Podporuje XSLT 2.0,
XPath 2.0 a XQuery 1.0 na za´kladnej u´rovni, ktoru´ vyzˇaduje W3C.
• Professional Edition – komercˇny´ produkt, k funkcia´m verzie Home Edition prida´va
podporu pre rozsˇı´renia, podporu jazyka XQuery 1.1 a podporu pre externe´ objek-
tove´ modely.
• Enterprise Edition – komercˇny´ produkt, na´stupca verzie Saxon-SA. Podporuje XSD
1.0, optimaliza´tor dotazov, kompila´ciu ko´du XQuery do byteko´du Javy a cˇiastocˇnu´
podporu pre pracovne´ verzie7 XSD 1.1, XSLT 2.1 a XQuery 1.1.
Je poskytovany´ aj ako jar archı´v pre vykona´vanie transforma´ciı´ z prı´kazove´ho riadka.
V minulosti existovala aj verzia Instant Saxon, ktora´ bola urcˇena´ pre jednoduchu´ insˇtala´ciu
v prostredı´ Microsoft Java.
2.4.4 Xt
Procesor Xt bol jeden z prvy´ch XSLT procesorov. Vznikol v cˇase, ked’ bol jazyk XSLT
esˇte v sˇta´diu pracovnej verzie (prva´ alfa verzia vysˇla v auguste 1998). [1] Poˆvodne bol
7Draft verzie
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vyvı´jany´ Jamesom Clarkom, ktory´ jeho vy´voj ukoncˇil verziou verziou 19991105, ktora´
bola zalozˇena´ na esˇte nehotovej verzii XSLT PR-xslt-19991008. Neskoˆr sa vy´voja ujal Bill
Lindsey. Pridal podporu pre fina´lnu verziu XSLT 1.0 a v d’alsˇı´ch verzia´ch aj pre rozhranie
JAXP. Procesor ma´ podporu pre rozsˇiruju´ce funkcie. Doda´vany´ je spolu s XML parserom
XP. [15] Poskytovany´ je aj jar archı´v pre vykona´vanie transforma´ciı´ z prı´kazove´ho riadka.
2.4.5 MSXML
Knizˇnicu MSXML vyvı´ja spolocˇnost’ Microsoft. Je to komplexny´ balı´k pre pra´cu s XML,
obsahuje XML parser, XSLT procesor (podporuje XSLT 1.0 a XPath 1.0) a podporu pre
XML schema. [16] Prve´ dve verzie (1.0 a 2.0) boli distribuovane´ ako su´cˇast’ prehliadacˇa
Internet Explorer. Tieto verzie, spolu v verziami 2.5 a 2.6, su´ oznacˇene´ ako zastarale´ a
oficia´lne nie su´ podporovane´. [17]
Verzia 3.0 bola doda´vana´ spolu s operacˇny´m syste´mom Windows XP. Ta´to verzia je
pouzˇı´vana´ prehliadacˇom Internet Explorer od verzie 6.0 pri parsovanı´ XML dokumentov.
Verzia 4.0 bola vydana´ ako samostatne´ SDK, ktore´ nenahradzuje starsˇiu verziu. Verzia 5.0
bola vyvinuta´ vy´hradne pre pouzˇitie v balı´ku Microsoft Office (doda´vana´ s balı´kmi Office
2003 a 2007). Nebola k nej vydana´ zˇiadna dokumenta´cia. [17]
Najnovsˇia verzia je 6.0, ktora´ je su´cˇast’ou operacˇne´ho syste´mu Windows Vista a Win-
dows Seven. Tu´to verziu je mozˇne´ pouzˇı´vat’ paralelne so starsˇı´mi verziami, nakol’ko ich
plne nenahradzuje.
Okrem SDK je osobitne dostupna´ aj aplika´cia, ktora´ umozˇnı´ spracovanie dokumentov
z prı´kazove´ho riadka.
2.4.6 Sablotron
Sablotron je projekt s otvoreny´m zdrojovy´m ko´dom, dostupny´ pod dvojitou licenciou
(Mozilla Public License alebo GNU General Public License). Podporuje XSLT 1.0, XPath
1.0 a DOM Level2. Bol vytvoreny´ firmou Ginger Alliance. Sablotron bol vyuzˇı´vany´ ako
sˇtandardny´ XSLT procesor v jazyku PHP4. Ako XML parser vyuzˇı´va Expat. Dostupna´ je
aj aplika´cia, ktora´ umozˇnˇuje spracovanie dokumentov z prı´kazove´ho riadka.
2.4.7 libxslt
libxslt je projekt s otvoreny´m zdrojovy´m ko´dom, vydany´ pod licenciou MIT. Ako par-
ser pouzˇı´va knizˇnicu libxml. Poˆvodne ju napı´sal Daniel Veillard v jazyku C pre projekt
GNOME, nie je vsˇak za´visla´ na zˇiadnych knizˇniciach z toho projektu.[18] Ta´to knizˇnica
je su´cˇast’ou projektu WebKit a tak je vyuzˇita´ na XSLT transforma´cie v prehliadacˇoch Sa-
fari a Google Chrome. [19] Okrem API je dostupna´ aj aplika´cia xsltproc, ktora´ umozˇnˇuje
vykona´vat’ transforma´cie z prı´kazove´ho riadka.
Postupom cˇasu vznikli knizˇnice, ktore´ umozˇnili pouzˇit’ ju i v ra´mci sˇirokej sˇka´ly prog-
ramovacı´ch jazykov (napr. C++, C#, PHP, Python, Ruby). Pre u´cˇely testovania je pouzˇity´
projekt xmlwrapp, ktory´ umozˇnˇuje pouzˇı´vat’ libxslt v jazyku C++.
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2.4.8 Unicorn XLST processor
Tento procesor vyvı´ja firma Unicorn Enterprises, ktora´ sa sˇpecializuje na spra´vu do-
kumentov, intranetove´ a XML technolo´gie (vyvı´ja naprı´klad aj SVG a XML-FO proce-
sor). Tento procesor je doda´vany´ v dvoch verzia´ch: Standard a Database. Verzia Database
umozˇnˇuje prı´stup k da´tam ulozˇeny´m v relacˇny´ch databa´zach. Procesor bol vyvinuty´ v
rokoch 1999–2001, neskoˆr bol vy´voj opusteny´, pretozˇe firma sa zamerala na vlastny´ ja-
zyk Unicorn Extensible Stylesheets.??
Procesor je napı´sany´ v jazyku C++ a dostupny´ ako aplika´cia pre prı´kazovy´ riadok,
neobsahuje API. Posledna´ verzia je 1.50.00.
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3 Implementa´cia testovacieho rozhrania
3.1 Vy´ber jazyka pre testovacie rozhranie
Pre implementa´ciu testovacieho rozhrania som vybral programovacie jazyky Java a C++.
Vybral som obidva jazyky preto, zˇe procesory, ktore´ som testoval, su´ va¨cˇsˇinou dostupne´
iba pre jeden z ty´chto jazykov (vy´nimkou je Xalan, ktory´ je dostupny´ pre Javu aj C++).
Java je objektovo orientovany´ programovacı´ jazyk, ktory´ bol vyvinuty´ firmou Sun
Microsystems. Jeho hlavnou vy´hodou je, zˇe program skompilovany´ do byteko´du je mozˇ-
ne´ spustit’ na kazˇdom pocˇı´tacˇi, kde bezˇı´ virtua´lny stroj Javy bez potreby u´pravy ko´du
alebo rekompila´cie.
C++ je objektovo orientovany´ programovacı´ jazyk, ktory´ vznikol v 80. rokoch 20.
storocˇia v Bellovych laborato´ria´ch ako rozsˇı´renie jazyka C s ciel’om pridat’ do tohto ja-
zyka prvky objektove´ho programovania. [21]
Porovnanie ry´chlosti jazykov Java a C++ (prı´padne C) a teda aj vplyv ry´chlosti jazyka
na vykona´vane´ cˇinnosti je na´rocˇne´, pretozˇe ry´chlost’ behu za´visı´ od konkre´tnej imple-
menta´cie programovacieho jazyka. Existuju´ rozdiely v ry´chlosti programov skompilo-
vany´ch roˆznymi kompila´tormi C/C++ a takisto su´ rozdiely v ry´chlosti pre programy
bezˇiace pod roˆznymi virtua´lnymi strojmi pre jazyk Java. Programy v Jave moˆzˇu byt’
v niektory´ch prı´padoch ry´chlejsˇie vd’aka pouzˇitiu Just-In-Time kompila´cie, kde sa cˇasti
byteko´du kompiluju´ do natı´vneho strojove´ho ko´du pocˇas behu programu, preto moˆzˇu
vyuzˇit’ optimaliza´ciu pre procesor, na ktorom bezˇia. [22] Pri tomto testovacom rozhranı´
vsˇak Just-In-Time nie je vel’kou vy´hodou, pretozˇe rozhranie pre jazyk C++ je kompilo-
vane´ na rovnakom pocˇı´tacˇi, ako bude spustene´, preto ma´ kompila´tor k dispozı´cii vsˇetky
optimaliza´cie.
Na internete je dostupny´ch mnoho porovnanı´ ry´chlosti jazykov Java a C/C++. Ja som
si pre u´cˇely zna´zornenia vybral test od Stefana Krausa [23], ktory´ porovna´va ry´chlost’
programov skompilovany´ch ty´mito prostrediami:
• GCC – kompila´tor pre C/C++ s otvoreny´m zdrojovy´m ko´dom, pouzˇı´vany´ hlavne
v prostredı´ Linux/Unix
• LLVM – virtua´lny stroj pre jazyk C/C++, ako kompila´tor pouzˇı´va GCC a umozˇnˇuje
vyuzˇı´vat’ Just-In-Time
• Sun JDK – origina´lna implementa´cia jazyka Java od firmy Sun s pouzˇitı´m Hotspot
server
• IBM JDK – implementa´cia jazyka Java od firmy IBM, nie je dostupna´ pre operacˇny´
syste´m Windows
• Excelsior JET – komercˇna´ implementa´cia jazyka Java s dobrou podporou pre opti-
maliza´cie
• Apache Harmony – implementa´cia jazyka Java od Apache Software Foundation so
slobodnou licenciou
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Obr. 5: Vy´sledky porovnania ry´chlosti Javy a C, zdroj: [23]
Tento test obsahoval viacero cˇiastkovy´ch testov, ktore´ pocha´dzaju´ z projektu The Com-
puter Language Benchmarks Game. Vy´sledky testu su´ zobrazene´ na obra´zku 5, nizˇsˇia hod-
nota je lepsˇia. Ako je mozˇne´ vidiet’ na obra´zku, program kompilovany´ pomocou GCC
dosiahol lepsˇie vy´sledky ako program spusteny´ v Sun JDK, ktore´ som pouzˇil v testo-
vacom rozhranı´. Preto je mozˇne´ predpokladat’, zˇe aj toto bude mat’ vplyv na ry´chlost’
procesorov.
3.2 Pra´ca s XML v jazyku Java – rozhranie JAXP
Vsˇetky testovane´ procesory pre jazyk Java podporuju´ rozhranie JAXP, ktore´ bolo vyvi-
nute´ ako platforma, ktora´ ul’ahcˇuje pra´cu a poskytuje rovnake´ rozhranie pre pra´cu s XML
su´bormi, bez ohl’adu na pouzˇite´ na´stroje (XML parser, XSLT procesor). [24] JAXP ne-
poskytuje zˇiadne nove´ funkcie na parsovanie su´borov alebo vykona´vanie transforma´ciı´.
Pracuje nad iny´m rozhranı´m (SAX, DOM) a bez neho nie je schopne´ vykona´vat’ zˇiadne
opera´cie.
Verzia 1.0, ktora´ vysˇla v roku 2000, obsahovala iba rozhranie pre XML parsery. Neskoˆr
bol do rozhrania pridany´ ko´d z uzˇ existuju´ceho projektu TrAX a vd’aka nemu od verzie
1.1 JAXP podporuje aj XSLT transforma´cie. [25]
Pri pouzˇitı´ rozhrania JAXP programa´tor nepouzˇı´va priamo triedy konkre´tneho XML
parsera cˇi XSLT procesora, ale pouzˇı´va abstraktne´ triedy, ktore´ definuje toto rozhranie.
Tieto abstraktne´ triedy su´ na´sledne´ implementovane´ v konkre´tnom programe, ktory´ ma´
starosti parsovanie cˇi transforma´ciu. [26]
Vy´pis 3 predstavuje jednoduchu´ implementa´ciu XSLT transforma´cie pomocou JAXP.
import java.io .∗;
public class JaxpDemo {
public static void main(String[] args)
throws javax.xml.transform.TransformerException {
File xmlFile = new File(args[0]) ;
File xsltFile = new File(args[1]) ;
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javax.xml.transform.Source xmlSource =
new javax.xml.transform.stream.StreamSource(xmlFile);
javax.xml.transform.Source xsltSource =
new javax.xml.transform.stream.StreamSource(xsltFile);
javax.xml.transform.Result result =
new javax.xml.transform.stream.StreamResult(System.out);
javax.xml.transform.TransformerFactory transFact =
javax.xml.transform.TransformerFactory.newInstance( );
javax.xml.transform.Transformer trans =
transFact.newTransformer(xsltSource);
trans.transform(xmlSource, result);
}
}
Vy´pis 3: Prı´klad pouzˇitia rozhrania JAXP
Triedy, ktore´ zabezpecˇuju´ XSLT transforma´ciu, su´ su´cˇast’ou balı´ka java.xml.transform
. Rozhranie JAXP umozˇnˇuje reprezentovat’ XML dokument ako DOM dokument, se´riu
udalostı´ spracovany´ch rozhranı´m SAX alebo priamo ako su´bor. Podobne roˆznoroda´ re-
prezenta´cia je mozˇna´ aj u spracovane´ho vy´stupu. [25]
Pre transforma´cie je najdoˆlezˇitejsˇou triedou, ktora´ reprezentuje priamo XSLT proce-
sor, trieda javax.xml.transform.TransformerFactory. Jej nastavenie pre jednotlive´ procesory je
nasleduju´ce:
• Xalan-Java – org.apache.xalan.processor.TransformerFactoryImpl
• Saxon – net.sf .saxon.TransformerFactoryImpl
• Xt – com.jclark. xsl . trax .TransformerFactoryImpl
Nastavenie potrebne´ho XML parsera a XSLT procesora sa vykona´va pomocou nasta-
venia System properties. To je mozˇne´ vykonat’ viacery´mi spoˆsobmi: [25]
• Pri spustenı´ vy´sledne´ho programu
java −Djavax.xml.transform.TransformerFactory=[transformer.impl.class] program.jar
• Zapı´sanı´m do su´boru lib/jaxp.properties
• Zapı´sanı´m priamo do ko´du programu
3.3 Pra´ca s MSXML – rozhranie COM
V rozhranı´ COM je, na rozdiel od klasicky´ch objektovy´ch jazykov, rozhranie8 nie je su´cˇas-
t’ou objektu, ale je implementovane´ ako samostatna´ trieda, ktora´ obsahuje iba virtua´lne
8interface
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meto´dy. Tieto su´ implementovane´ azˇ v ra´mci objektu. Podl’a konvercie na´zvy rozhranı´
zacˇı´naju´ pı´smenom I. [27]
Toto rozhranie je pouzˇı´vane´ aj v ra´mci MSXML. Na vy´pise 4 je zobrazeny´ jednoduchy´
prı´klad na nacˇı´tanie vstupny´ch su´borov, vykonanie transforma´cie a za´pis do vy´stupne´ho
su´boru.
#include <iostream.h>
#import <msxml4.dll>
using namespace MSXML2;
int main(int argc, char∗ argv[])
{
HRESULT hResult = S OK;
hResult = CoInitialize (NULL);
try
{
IXMLDOMDocument2Ptr spDocSource;
IXMLDOMDocument2Ptr spDocResult;
IXMLDOMDocument2Ptr spDocStylesheet;
struct IDispatch ∗ pDispatch;
spDocSource.CreateInstance( uuidof(DOMDocument40));
spDocResult.CreateInstance( uuidof(DOMDocument40));
spDocStylesheet.CreateInstance( uuidof(DOMDocument40));
spDocSource−>async = VARIANT FALSE;
spDocSource−>load(”HelloWorld.xml”);
spDocStylesheet−>async = VARIANT FALSE;
spDocStylesheet−>load(”HelloWorld.xsl”);
spDocResult−>QueryInterface(IID IDispatch, (void ∗∗) &pDispatch);
VARIANT vResultDoc;
vResultDoc.vt = VT DISPATCH;
vResultDoc.pdispVal = pDispatch;
spDocSource−>transformNodeToObject(spDocStylesheet, vResultDoc);
spDocResult−>save(”ResultDocument.xml”);
}
catch ( com error &e)
{
cerr << ”COM Error” << endl;
cerr << ”Message = ” << e.ErrorMessage() << endl;
return 1;
}
CoUninitialize () ;
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return 0;
}
Vy´pis 4: Prı´klad pouzˇitia rozhrania COM
Na zacˇiatku ko´du je povinna´ inicializa´cia rozhrania. Vstupne´ a vy´stupny´ objekty su´
typu DOMDocument40 (40 oznacˇuje verziu MSXML). Pri nacˇı´tavanı´ vstupny´ch su´borov sa
vykona´va parsovanie.
vResultDoc je objekt sˇpecia´lneho da´tove´ho typu VARIANT, ktory´ pocha´dza z jazyka
VisualBasic a ktory´ sa v prostredı´ COM vyuzˇı´va pre oznacˇenie ”oba´lky“ pre premennu´,
ktorej da´tovy´ typ esˇte nepozna´me.
Na konci, po vykonanı´ transforma´cie, nasleduje povinne´ odinicializovanie.
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4 Experimenty
4.1 Informa´cie o testovanı´
V mojich experimentoch som sa rozhodol testovat’ XSLT transforma´cie procesorov:
• Xalan-Java 2.7.1
• Saxon 9.2 Home Edition Java
• MSXML 4.0
• Xt 20051206
• libxslt 1.1.26
Xalan-C++ sa mi nepodarilo zaradit’ do testovacieho rozhrania. Napriek tomu, zˇe sa-
mostatna´ aplika´cia fungovala spra´vne, pri vyuzˇitı´ API sa vzˇdy zobrazilo chybove´ ozna´-
menie:
error LNK2019: unresolved external symbol "public: static class
xercesc_2_8::MemoryManager ...
Na zobrazenie tohto chybove´ho hla´senia stacˇilo importovat’ hlavicˇkovy´ su´bor
<xalanc/XalanTransformer/XalanTransformer.hpp>
Takisto som netestoval procesor Sablotron, ktory´ nema´ podporu pre jazyk C++ (iba
pre jazyk C) a jeho vy´voj po opustenı´ u´lohy XSLT procesora v jazyku PHP ustal.
Procesory som testoval na pocˇı´tacˇi s parametrami (iba parametre, ovplyvnˇuju´ce tes-
tovanie):
• Procesor – Intel Pentium Dual Core E5200
• Operacˇna´ pama¨t’ – 2 GB
• Operacˇny´ syste´m – Microsoft Windows XP Service Pack 3
Prvy´ testovany´ su´bor obsahuje informa´cie z databa´zy SwissProt, ktora´ obsahuje in-
forma´cie o funkcia´ch proteı´nov, ich dome´novej sˇtruktu´re, variantoch. [28] Vel’kost’ su´boru
je 112,129 MB.
Sˇtruktu´ra su´boru (elementy, za ktory´mi su´ tri bodky, sa opakuju´):
<?xml version=”1.0” encoding=”UTF−8”?>
<root>
<Entry id=”” class=”” mtype=”” seqlen=””>
<AC></AC>
<Mod date=”” Rel=”” type=””></Mod>
...
<Descr></Descr>
<Species></Species>
<Org></Org>
...
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<Ref num=”” pos=””>
<Comment></Comment>
...
<DB></DB>
<MedlineID></MedlineID>
<Author></Author>
...
<Cite></Cite>
</Ref>
...
<EMBL prim id=”” sec id=””></EMBL>
<INTERPRO prim id=”” sec id=””></INTERPRO>
...
<PFAM prim id=”” sec id=”” status=””></PFAM>
...
<Keyword></Keyword>
...
<Features>
<DOMAIN from=”” to=””>
<Descr></Descr>
</DOMAIN>
...
<BINDING from=”” to=””>
<Descr></Descr>
</BINDING>
...
</Features>
</Entry>
...
</root>
Vy´pis 5: Sˇtruktu´ra su´boru swissprot.xml
Na testovanie maly´ch su´borov bol zvoleny´ projekt Wikipedia XML Corpus, ktory´
obsahuje hesla´ z internetovej encyklope´die Wikipedia. [29] Z tohoto archı´vu bolo vy-
brany´ch 5000 su´borov, ktore´ boli testovane´. Tieto su´bory mali celkovu´ vel’kost’ 99,98 MB.
Priemerna´ vel’kost’ su´boru je 20,476 kB.
Tieto su´bory maju´ menej pravidelnu´ sˇtruktu´ru. Naprı´klad element collectionlink moˆzˇe
byt’ zanoreny´ v mnohy´ch d’alsˇı´ch elementoch.
<?xml version=”1.0” encoding=”UTF−8”?>
<article>
<name id=””></name>
<conversionwarning></conversionwarning>
<body>
<figure>
<image xmlns:xlink=”http://www.w3.org/1999/xlink” xlink:type=”simple” xlink:href =””
xlink:actuate =”” xlink:show=””>
</image>
<caption>
</caption>
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</figure>
...
<emph3></emph3>
...
<emph2><emph2>
...
<collectionlink xmlns:xlink=” http: // www.w3.org/1999/xlink” xlink:type=”simple” xlink:href =””>
...
<section>
< title></ title>
</section>
<template name=””></template>
...
<languagelink lang=””></languagelink>
...
</section>
</body>
</ article>
Vy´pis 6: Sˇtruktu´ra su´boru 1000.xml
Testoval som dve transforma´cie. Prvou bolo vybratie textovy´ch informa´ciı´ z XML
dokumentu. V prı´pade Wikipedia XML Corpus sa jednalo o odstra´nenie informa´ciı´ o ja-
zykovy´ch odkazoch, vnu´torny´ch odkazoch na ine´ su´bory a obra´zky (v textovom forma´te
nemaju´ zmysel). V prı´pade SwissProt sa jednalo o vytvorenie textovej reprezenta´cie da´t
spolu s popiskom k jednotlivy´m cˇastiam su´boru.
Dˇalsˇou transforma´ciou bolo podmienene´ spracovanie na za´klade hodnoty atribu´tu.
Elementy, ktore´ nesplnˇovali pozˇadovanu´ hodnotu atribu´tu, neboli spracova´vane´ voˆbec.
4.2 Vybratie textovy´ch informa´ciı´ z dokumentu
Ako je mozˇne´ vidiet’ v tabul’ke 3 a v prehl’adnej podobe na obra´zku 6, pri spracovanı´
vel’ke´ho su´boru bol najry´chlejsˇı´ procesor Saxon, ktory´ tento su´bor spracoval za necely´ch
10,42 seku´nd. Druhy´ najry´chlejsˇı´ bol Xmlwrapp, ktory´ su´bor spracova´val 11,98 seku´nd,
Xt sa udrzˇal v prvej trojici s cˇasom 14,14 seku´nd.
Pomerne prekvapive´ boli vysoke´ cˇasy, ktore´ dosiahli MSXML (61,98 seku´nd) a hlavne
Xalan-Java, ktory´ s cˇasom 130,93 seku´nd potreboval takmer 13-na´sobok cˇasu oproti naj-
ry´chlejsˇiemu procesoru.
V tomto teste sa prejavili obrovske´ rozdiely medzi jednotlivy´mi procesormi, ked’ roz-
diel medzi najry´chlejsˇı´m a najpomalsˇı´m bol 120 seku´nd.
Vy´sledky testovania maly´ch su´borov su´ v tabul’ke 4 a na obra´zku 7. Ako je mozˇne´
vidiet’ v tabul’ke, najry´chlejsˇie zvla´dol spracovat’ su´bory procesor Xt, ktore´mu to trvalo
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Su´bor MSXML XMLWrapp Xalan J Saxon XT
SwissProt 61,98 s 11,98 s 130,93 s 10,42 s 14,14 s
Tabul’ka 3: Su´bor SwissProt.xml — Vy´sledky
Obr. 6: Graf vy´sledny´ch cˇasov – velky´ su´bor
7,46 s. Procesory Xalan a Saxon dosiahli takmer zhodny´ cˇas okolo 9,5 s. Procesor MSXML
potreboval na spracovanie 10,12 seku´nd a XML Wrapp 11,07 seku´nd.
Test uka´zal, zˇe pri spracova´vanı´ maly´ch su´borov su´ procesory podstatne vyrovana-
nejsˇie ako pri testovanı´ vel’ke´ho su´boru. Rozdiel medzi najry´chlejsˇı´m a najpomalsˇı´m pro-
cesorom bol priblizˇne 50 %.
Zaujı´mavost’ou je, zˇe procesory pre jazyk C++ sa umiestnili azˇ na posledny´ch dvoch
miestach, cˇo potvrzduje, zˇe ovel’a viac ako ry´chlost’ jazyka zohra´va v tomto prı´pade u´lohu
efektı´vnost’ implementa´cie tej-ktorej u´lohy, ktora´ sa prejavuje v sˇpecificky´ch prı´padoch.
Su´bor MSXML XMLWrapp Xalan J Saxon XT
Wiki 10,12 s 11,07 s 9,51 s 9,4 s 7,46 s
Tabul’ka 4: Male´ su´bory — Vy´sledky
4.3 Podmienene´ spracovanie
Vy´sledky podmienene´ho spracova´vania vel’ke´ho su´boru su´ v tabul’ke 5 a prehl’adne na
obra´zku 8. Z procesorov pre jazyk Java bol najry´chlejsˇı´ Saxon s cˇasom 9,61 seku´nd. O niecˇo
pomalsˇı´ bol Xt s cˇasom 12,89 seku´nd. Vy´razne najpomalsˇı´ bol Xalan-Java ktore´mu spraco-
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Obr. 7: Graf vy´sledny´ch cˇasov – male´ su´bory
vanie tohto su´boru trvalo vysˇe 143 seku´nd. Paradoxne sa spracovanie su´boru procesormi
Saxon a Xt zry´chlilo, ale Xalan-Java bol esˇte pomalsˇı´.
Procesor MSXML znova neprı´jemne prekvapil. S cˇasom 54,37 seku´nd je sı´ce ry´chlejsˇı´
ako pri nepodmienenom spracova´vanı´, ale tento cˇas je sta´le prı´lisˇ vysoky´. XMLWrapp si
o 25 % pohorsˇil a skoncˇil s cˇasom 15,81 seku´nd.
Tento test opa¨t’ preuka´zal proble´my procesorov MSXML a Xalan-Java pri spracova´va-
nı´ vel’ke´ho su´boru. MSXML trvalo spracovanie vysˇe pat’na´sobok cˇasu, ktory´ potreboval
najry´chlejsˇı´ procesor. Xalan potreboval dokonca vysˇe 14-kra´t tol’ko cˇasu. Dokonca potre-
boval viac cˇasu ako pri nepodmienenom spracova´vanı´, hoci elementov, ktore´ bolo treba
spracovat’, bolo menej.
Su´bor MSXML XMLWrapp Xalan J Saxon Xt
SwissProt 54,37 s 15,81 s 143,02 s 9,61 s 12,89 s
Tabul’ka 5: Su´bor SwissProt.xml — Vy´sledky
Vy´sledky podmienene´ho spracovania maly´ch su´borov su´ v tabul’ke 6 a v grafickej po-
dobe na obra´zku 9. Najlepsˇie obsta´l procesor Saxon, ktore´mu to trvalo takmer rovnaky´
cˇas, ako nepodmienene´ spracovanie. Procesor Xalan-Java si mierne pohorsˇil a je z proce-
sorov pre jazyk Java najpomalsˇı´. O takmer 25 % sa zhorsˇil procesor Xt a dostal sa azˇ za
procesor Saxon.
Procesory pre jazyk C++ sa umiestnili azˇ na posledny´ch dvoch miestach. MSXML bol
vy´konnejsˇı´ a na spracovanie potreboval 10,97 seku´nd. Na poslednom mieste sa umiestnil
XMLWrapp s cˇasom 13,24 s.
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Obr. 8: Graf vy´sledny´ch cˇasov – podmienene´ spracovanie vel’ke´ho su´boru
Rozdiel medzi prvy´m a posledny´m procesorom je priblizˇne 35 % a potvrdzuje sa
zˇe pri spracova´vanı´ maly´ch su´borov nie su´ rozdiely vel’mi vel’ke´. Na rozdiel od vel’ke´ho
su´boru vsˇak vsˇetky procesory mali o niecˇo horsˇı´ cˇas ako pri nepodmienenom spracova´va-
nı´. Va¨cˇsˇinou to nebol vy´razny´ rozdiel, iba v prı´pade procesora Xt tento rozdiel bol 25 %.
Su´bor MSXML XMLWrapp Xalan J Saxon Xt
Wiki 10,97 s 13,24 s 10,64 s 9,44 s 10,21 s
Tabul’ka 6: Male´ su´bory — Vy´sledky
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Obr. 9: Graf vy´sledny´ch cˇasov – podmienene´ spracovanie maly´ch su´borov
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5 Za´ver
Ciel’om tejto pra´ce bolo otestovanie roˆznych implementa´ciı´ XSLT procesorov na roˆznych
vstupny´ch da´tach a transformacˇny´ch su´boroch. Hlavny´m prı´nosom tejto pra´ce je, zˇe pro-
cesory boli otestovane´ na rea´lnych XML su´boroch, ktore´ sa pouzˇı´vaju´ v praxi a neboli
sˇpecia´lne vytvorene´ pre u´cˇely tohto testovania, testovali sa su´bory roˆznych vel’kostı´ a
niekol’ko transformacˇny´ch sˇablo´n.
Z procesorov pre jazyk Java na testovanı´ vel’ke´ho su´boru predviedol vel’mi zly´ vy´kon
procesor Xalan-Java, ktore´mu trvalo spracovanie su´boru 10–13-kra´t dlhsˇie, ako zvysˇny´m
dvom procesorom. Paradoxnou situa´ciou bolo, zˇe procesor na rozdiel od ostatny´ch po-
treboval viac cˇasu na podmienene´ spracovanie dokumentu, kde sa niektore´ elementy ne-
spracova´vali voˆbec. Take´to vel’mi pomale´ spracovanie sa neskoˆr potvrdilo aj pri pouzˇitı´
samostatnej aplika´cie (jar archı´vu), ktoru´ doda´vaju´ sami vy´voja´ri. Pri testovanı´ maly´ch
su´borov sa vsˇak tento procesor ry´chlost’ou vyrovnal ostatny´m.
Podobne pri testovanı´ vel’ke´ho su´boru neuspel procesor z balı´ka MSXML. Takisto
potreboval podstatne va¨cˇsˇı´ cˇas ako ine´ procesory. Pri podmienenom spracova´vanı´ uzˇ
potreboval menej cˇasu, ale sta´le to bolo vel’a.
Z namerany´ch vy´sledkov vyply´va, zˇe na spracovanie vel’ky´ch su´borov (vel’kost’ okolo
100 MB) su´ z testovany´ch procesorov vhodne´ najma¨ Saxon a Xt. Pri maly´ch su´boroch sa
situa´cia vyrovna´va a v ry´chlosti jednotlivy´ch procesorov nie su´ zˇiadne priepastne´ roz-
diely.
V ra´mci tejto pra´ce neboli testovane´ vel’mi vel’ke´ su´bory (ra´dovo niekol’ko stoviek
MB a viac) z doˆvodu pama¨t’ovej na´rocˇnosti. Ta´to pama¨t’ova´ na´rocˇnost’ je dana´ princı´pom
fungovania XSLT procesorov. XSLT procesor si pred spracovanı´m dokumentu z cele´ho
dokumentu zostavı´ strom, ktory´ si udrzˇiava v pama¨ti. Tento strom je va¨cˇsˇı´ ako poˆvodny´
XML dokument. Dˇalsˇia pama¨t’ je potrebna´ na samotne´ vykonanie transforma´cie (ked’zˇe
XSLT procesor nemodifikuje priamo vstupny´ strom). Preto spotreba pama¨te rastie ako
priblizˇne linea´rna funkcia vel’kosti su´boru.
Mozˇny´m riesˇenı´m je pouzˇit’ nejaky´ procesor, ktory´ zvla´da pru´dove´ spracovanie do-
kumentu (napr. Saxon EE [14]) alebo jazyk, ktory´ nepotrebuje vytva´rat’ strom v pama¨ti.
Taky´mto jazykom sa snazˇı´ byt’ jazyk STX, zalozˇeny´ na XQuery 1.0 a XPath 2.0, ktory´ sa
vsˇak momenta´lne nacha´dza iba vo fa´zi na´vrhu. [30]
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