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Schildkrötengrafik
zeitgemäß
Mit dreidimensionaler Turtle-Grafik genetisch zur objektorientierten Programmierung
von Reinhard Oldenburg, Magnus Rabel und Jan Schuster
Schildkrötengrafik (turtle graphics) als Komponente
der didaktischen Programmiersprache LOGO wurde
und wird vielfach eingesetzt, um Grundlagen der Algo-
rithmik zu vermitteln. Im folgenden Beitrag wird be-
schrieben, wie die Verlagerung der Schildkröte in den
dreidimensionalen Raum die grundlegenden Ideen
auch im heutigen Kontext für Schülerinnen und Schü-
ler motivierend machen kann.
Turtle-Grafik
Die Idee der Turtle-Grafik – also einer durch einfa-
che Befehle steuerbaren Figur, die sich in einer virtuel-
len Welt bewegen und Linien zeichnen kann – ist eine
der einflussreichsten in der Geschichte der Didaktik
der Informatik, und es gibt eine reiche Literatur dazu
(vgl. u. a. Abelson/diSessa, 1981; Hromkovic
∨
, 2009). Die
ursprünglich an die Sprache LOGO gekoppelte Turtle
(vgl. Papert, 1980) wurde auch in vielen anderen Spra-
chen (DELPHI, JAVA usw.) realisiert und avancierte
zum Inbegriff einer Mikrowelt, die zu spezialisierten
und fortgeschrittenen Mikrowelten wie SCRATCH, NET-
LOGO und KARA weiterentwickelt wurde.
Die Vielzahl der Projekte und Unterrichtskonzepte,
in denen mit der Turtle-Grafik gearbeitet wurde, belegt
die didaktische Nützlichkeit des Konzepts. Selbst in der
Mathematikdidaktik wurden umfangreiche Belege ge-
sammelt, die positive Auswirkungen, insbesondere auf
die geometrische Begriffsbildung belegen (vgl. Blume/
Heid, 2008).
Projekte zur Erweiterung der Turtle in den Raum hat
es auch schon gegeben (vgl. Paysan, 1999; Wolfram De-
monstrations Project; ELICA; NETLOGO 3D), aber sie
haben bisher deutlich weniger Zuspruch gefunden als
die zweidimensionale Turtle. Das mag daran liegen,
dass die meisten dieser Projekte bei LOGO als Pro-
grammiersprache geblieben sind und damit unter der
kleiner werdenden Akzeptanz dieser Sprache (u. a. we-
gen ihrer fehlenden Möglichkeiten zur objektorien-
tierten Programmierung) leiden.
Motivation
Im Rahmen des Schulversuchs Genetischer Informa-
tikunterricht (vgl. Schuster, 2011, und Oldenburg/Ra-
bel/Schuster, 2012) haben wir nach einer geeigneten
Umgebung für den Einstieg in die Algorithmik gesucht.
Dabei sollte die Perspektive auf die OOP eröffnet oder
zumindest nicht verbaut werden. Die klassische Turtle-
grafik war eine Option, aber bei Schülerinnen und
Schülern in der Sekundarstufe II erschienen uns die
damit erstellbaren Bilder nicht hinreichend motivie-
rend zu sein. Da die Lernenden Programme mit dreidi-
mensionalen Darstellungen (z. B. Computerspiele)
schon kennen, lag es nahe, diesen Anknüpfungspunkt
zu verwenden. Es wurde also eine Bibliothek für die im
Schulversuch eingesetzte Sprache PYTHON entwickelt,
mit der eine Turtle gesteuert werden kann.
Möglichkeiten der 3-D-Turtle
Der folgende Programmtext lädt die Bibliothek, er-
zeugt eine 3-D-Turtle und führt einige ihrer Methoden
aus, die zusammen eine unterbrochene Linie und ein
Quadrat erzeugen. Das Programm kann interaktiv über
die Konsole ausgeführt oder aus einer Datei gestartet
werden.
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Das Ergebnis dieses Programms wird im Bild 1 ge-
zeigt. Erfreulicherweise reichen sehr wenige Befehle
zur Steuerung der Turtle aus. Alle Befehle in der Tabel-
le (siehe nächste Seite) sind Methoden, müssen also
auf ein Turtle3D-Objekt angewendet werden.
Algorithmik mit der 3-D-Turtle
Nachdem die Schülerinnen und Schüler sich mit der
grundlegenden Funktionsweise vertraut gemacht hat-
ten, konnten sie frei zeichnen. Dabei sind viele komple-
xe Zeichnungen entstanden. Ein Schüler ließ beispiels-
weise ein ganzes Haus zeichnen. Im Programmtext







Wenn solche Wiederholungen auftreten, stellt sich
von selbst die Frage, ob das nicht schneller geht, ob
man also nicht automatisch Befehle wiederholen lassen
kann. Damit ist ein genetischer Weg zur Schleife be-
schritten: Das Konzept der Schleife beantwortet genau
die sich aus der Erfahrung der Schülerinnen und Schü-
ler ergebende Frage.
Auch das elementare Konzept der Referenz durch Va-
riablen ergibt sich schnell: Der Wunsch, einen Teil der
Zeichnung anders zu dimensionieren (z. B. die Seitenlän-
ge eines Würfels) führt zu einer fehleranfälligen Suche,
wo überall Änderungen durchzuführen sind. Es ist viel
besser, die Abmessungen vorab festzulegen, indem man
Variablen definiert, deren Wert die Größe bestimmter
Bereiche festlegt. Damit ist die Zeichnung durch Refe-
renz auf vorgegebene Zahlen parametrisiert und kann
schnell mit anderen Werten wiederholt werden.
Aus der Erkenntnis, dass bestimmte grundlegende
Operationen, z. B. das Zeichnen eines Rechtecks, im-
mer wieder auftreten, ergibt sich der Wunsch nach pro-
zeduraler Abstraktion.
def rechteck(a,b):
  for i in range(2):
    t.forward(a)
    t.turnDown(90)
    t.forward(b)
    t.turnDown(90)
Analog sind ebene regelmäßige Vielecke, Kreise
oder räumliche Winkel und Sterne gute Kandidaten für
wiederverwendbare Formen. Die folgende Funktion
lässt sich nutzen, um sehr einfach einen Zylinder zu er-
zeugen:
def zylinder(radius, hoehe, n = 150):
  for i in range(n):
    t.backward(radius)
    rechteck(2*radius, hoehe)
    t.forward(radius)
    t.turnLeft(360.0/n)
Solche Funktionen (bzw. Prozeduren – je nach Sprach-
gebrauch) zeigen auch eine wichtige Rolle von Funktio-
nen: Es handelt sich um Konstruktoren. Sie unterschei-
den sich nur insofern von vorgegebenen Konstruktoren
wie Turtle3D( ), dass letztere das konstruierte Objekt zu-
rückliefern, sodass man später darauf verweisen kann.
Dies ermöglicht bei der Turtle u. a., mit mehreren Schild-
kröten zu arbeiten.
Die obige Art der Funktionsdefinition hat jedoch
noch einen gravierenden Nachteil, der sich zeigt, so-
bald man mehr als eine Turtle benutzt: Es wird nämlich
immer auf die gleiche Turtle verwiesen; die Wiederver-
wendbarkeit des Programmtextes ist dadurch einge-
schränkt. Man sollte besser wie folgt formulieren:
def rechteck(dieseTurtle, a, b):
  for i in range(2):
    dieseTurtle.forward(a)
    dieseTurtle.turnDown (90)
    dieseTurtle.forward(b)
    dieseTurtle.turnDown(90)
Für mehrere Turtles gibt es eine Reihe sinnvoller
Anwendungen: Eine Fläche kann schraffiert werden,
indem zwei Turtles längs der Ränder laufen und die
,,Schraffierturtle“ immer zwischen ihnen hin und her
geht. Eine weitere Möglichkeit stellen etwa Verfol-
gungsprobleme dar. Dazu lässt sich leicht eine Tastatur-
steuerung der Turtles realisieren (ein Beispiel für ein
solches Spiel findet sich auf der Homepage des Schul-
versuchs Genetischer Informatikunterricht.
OOP mit der 3-D-Turtle
Die Turtle leistet auch eine Vorbereitung auf Kon-
zepte der objektorientierten Programmierung. Jede
Turtle besitzt Attribute (Stiftfarbe, Stiftposition usw.)
und eigene Methoden (gehe vorwärts, gehe rückwärts
Bild 1: Die 3-D-Turtle zeichnet ein Quadrat.
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usw.). Diese werden von Beginn
an in der Schreibweise verwendet,
die auch in der späteren OOP re-
levant ist. Um eine Verwechslung
von Klassen und Objekten zu ver-
meiden, sollte früh die Möglich-
keit genutzt werden, mehr als eine
Turtle zu erzeugen. Wenn dies
frühzeitig geschieht, verstehen die
Schülerinnen und Schüler zum ei-
nen, warum man (übrigens anders
als bei LOGO) die individuelle
Turtle (hier: t1) vor dem Punkt im-
mer angegeben muss, und sie lesen
t1.penDown( ) als Anweisung an ein
Objekt t1, seinen Zustand zu än-
dern.
Im Unterricht gab es den Schü-
lerwunsch, eigene Funktionen für
die Turtle genauso anzuwenden
wie die eingebauten – also auch
mit der Punktnotation. Das er-
möglicht im Prinzip schon an die-
ser Stelle einen genetischen Weg
in die Objektorientierung, der fol-
gendermaßen laufen könnte: Aus-
gangspunkt ist die Implementation
irgendeiner Funktion, die etwas
Sinnvolles mit einer Turtle macht,
z. B. einen Kreis (oder wie oben
ein Rechteck) zu zeichnen:
from VTools import *




  n = 100
  for i in range(n):
    dieTurtle.turnLeft(360.0/n)
    dieTurtle.forward(2*pi*radius/n)
kreis(t, 5)
kreis(t, 8)
In Analogie zu den ,,eingebauten“ Turtle-Befehlen
erwartet man eigentlich, dass man auch t.kreis(5) schrei-
ben kann. Der Weg, diesem Schülerwunsch zu entspre-
chen, erfordert nur, dass man exakt(!) den gleichen
Programmtext wie oben in eine Klasse verpackt, die
von Turtle3D erbt:
class KlugeTurtle(Turtle3D):
  def kreis(dieseTurtle, radius):
    n = 100
    for i in range(n):
      dieseTurtle.turnLeft(360.0/n)
      dieseTurtle.forward(2*pi*radius/n)
t2 = KlugeTurtle()
t2.kreis(10)
In PYTHON wird das erste Argument einer Methode
per Konvention self genannt, aber gegen diese Konven-
tion wird hier so verstoßen, dass es verständnisför-
dernd ist: Die Lernenden können erkennen, dass das
erste Argument für das Objekt steht, auf das die Me-
thode angewendet wird.
Bemerkenswerterweise kommt so eine der an-
spruchsvollsten Aspekte der OOP, nämlich die Verer-
bung, schon am Anfang vor. Trotzdem kann man von
einem genetischen Vorgehen sprechen, weil sich die
Entwicklung aus dem Fragehorizont der Schülerinnen
und Schüler ergibt.
Außerdem kann das Beispiel als Muster für den Er-
werb von Grundvorstellungen der OO gelten. Eine be-
kannte Grundvorstellung ist die des Bauplans: Eine
Klasse ist der Bauplan, der angibt, wie etwas zu kon-
struieren ist; und der Aufruf des Konstruktors löst den
Bau gemäß Bauplan aus. Mit dieser Grundvorstellung
(vgl. Rabel, 2011) lassen sich vor allem die Attribute
erklären. Die Methoden passen dagegen nicht so gut
zur Vorstellung ,,Klasse als Bauplan“. Die Schildkröte
erweitert die Sicht von passiven technischen Objekten
(für die Baupläne üblicherweise verwendet werden)
hin zu Lebewesen, die neben dem Bauplan auch ein
Verhaltensrepertoire (Methoden) besitzen, das sich
durch Dazulernen erweitern lässt.
Methode Bedeutung: Die Turtle … Beispiel
forward(a) geht a Einheiten vorwärts t.forward(5)
backward(a) geht a Einheiten rückwärts t.backward(5)
















schaltet den Stift aus 
bzw. an.







setVisible(b) Wenn b true ist, ist die Turtle
sichtbar
t.setVisible(False)
setAnimated(b) Wenn b true ist, bewegt sich
die Turtle langsam animiert. 
Ist b false, so erscheint
sofort das Ergebnis der
Zeichnung
t.setAnimated(False)
setColor(farbe) setzt die Farbe, z. B.
color.red, color.blue etc.





setThickness setzt die Strickdicke;
Standardwert ist 0.1
t.setThickness(0.5)
goto((x,y,z)) geht zu (x,y,z) t.goto((1,5,-3.2))
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Fazit
Die Erfahrung im Unterricht zeigt, dass die 3-D-
Turtle eine gewisse Faszination auf Schülerinnen und
Schüler der gymnasialen Oberstufen ausübt. Diese
kann kurzzeitig sogar noch gesteigert werden, indem
man den Stereomodus einschaltet, wodurch die Dar-
stellung automatisch für Farbfilter-3-D-Brillen opti-
miert wird. So sind die Lernenden mehr als ausrei-
chend motiviert, sich in einem ersten Anlauf den
Schwierigkeiten der Algorithmik zu stellen. Natürlich
müssen Konzepte wie Schleife und Konstruktor danach
dekontextualisiert werden, um transferierbar zu wer-
den. Aber ein anregender Einstieg ist auf diese Weise
geschafft.
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