High-level functional (or behavioral) simulation models are difficult, time-consuming, and expensive to develop. We report on a method for automatically generating the program code for a high-level functional simulation model. The high-level . model is produced directly from the program code for the circuit components' functional models and a netlist description of their connectivity. A prototype has been implemented in LISP for the . SIMMER functional simulator.
ABSTRACT: High-level functional (or behavioral) simulation models are difficult, time-consuming, and expensive to develop. We report on a method for automatically generating the program code for a high-level functional simulation model. The high-level . model is produced directly from the program code for the circuit components' functional models and a netlist description of their connectivity. A prototype has been implemented in LISP for the . SIMMER functional simulator.
INTRODUCTION.
Highly complex behavior in modern VLSI devices is attained by the complex arrangements of simple elements: transistors are organized into inverters, inverters into flip-flops, flip-flops into register banks, and so on up to large circuits such as micropro cessors. Verifying the correctness of complex behavior, in the device as designed, is one of the greatest challenges facing the in dustry today. Currently, simulation is the primary method used to verify the correct behavior of designs. Circuit-level, switch level, logic-level, and functional (or behavioral) level simulators are used for larger and larger circuits. Higher-level simulation functional models are important to reduce simulation times on large circuits. They are also important for comprehensibility: a single high-level functional model is easier to understand than many low-level models and a description of how they are con nected.
Though necessary and desirable, functional models are ex pensive, difficult, and time-consuming to develop [10] . Because of the cost and engineering effort involved, several companies have even begun to produce functional simulation models commer cially [4, 17] , producing both component-level and board-level models. There is, however, a more insidious aspect than time, difficulty, and expense: that of error in the functional model. The problem of verifying the correctness of the device to its spec ifi cations has been transformed to the problem of verifying the correctness of the functional model to the device.
We report work on the problem of automatically generating program code for the higher-level functional simulation model of the device, starting with a description of its circuit. This will allow a circuit designer to create a design, abstract it, and simulate it more efficiently at a higher level.
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Our approach builds on AI-based ideas of symbolically ma nipulating multiple representations, which we applied to symbolic representations of function and time. Key ideas include:
• Multiple representations of knowledge about behavior and time: in LISP code, in algebraic equations, and in an event formalism.
• Capturing program code semantics in the translation be tween representations .
• Symbolic reasoning about behavior and time.
• An algebraic symbol manipulator for temporal equations.
•

Simplifi cation of expressions based both on syntactic form and on time dependencies.
A LISP-based prototype (FUNSTRUX) has been implemented to explore these ideas, and produces executable simulator program code comprising the functional model of a circuit. FUNSTRUX is written in LISP and runs on a Symbolics LISP machine. Input to the system is the SIMMER [21] simulator functional model (coded in LISP) for each circuit component type, together with a netlist description of circuit connectivity. Output is a single SIMMER functional model (also coded in LISP) of the circuit as a whole.
Project goals were primarily intended to demonstrate this basic concept:
• Produce a single abstract functional model for a circuit, from its component functional models and its connectivity.
• Accept executable program code as input and produce exe cutable program code as output.
• Real functional abstraction must be done, i.e. the abstract model may not naively re-encode the individual simulations of its components.
•
The functional model must be functionally correct, both in signal values and in time behavior, with respect to the sim ulator behavior of the components' functional models.
The program code must be "reasonable", and must speed the simulation, but highly optimized code was not a design goal.
• Appropriate state objects and manipulations must be in ferred as necessary to maintain functional correctness, but need not be highly optimized.
We have used this prototype to automatically generate functional models for the SCORE [3] standard cell library generator sys tem, as well as a functional model of a 2901 microprocessor I-bit slice plus control logic [2], from primitive devices such as latches, clocked inverters, etc. This demonstrates the prototype capa bility to produce both a standard. cell functional library and a complex circuit model automatically from design primitives.
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