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Abstrakt
Tato pra´ce vznikla za u´cˇelem prˇiblı´zˇenı´ bitovy´ch a logicky´ch operacı´ v cˇı´slicove´ technice.
Popisuje a porovna´va´ jejich rozdı´ly pro snadneˇjsˇı´ pochopenı´ dane´ problematiky, vcˇetneˇ
uka´zek zapojenı´ pomocı´ hardwarovy´ch prostrˇedku˚ a pouzˇitı´ v programova´nı´. Jejı´ soucˇa´stı´
jsou interaktivnı´ sche´mata na webovy´ch stra´nka´ch, demonstrujı´cı´ chova´nı´ obou druhu˚
operacı´. Pra´ce obsahuje i studijnı´ opory pro studenty a pedagogy, ktere´ popisujı´, jak se
sche´maty pracovat.
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Abstract
This work was created in order to closely introduce bitwise and logical operations in
digital circuits. It describes and compares their differences between bitwise nad logical
operations for a purpose of easier understanding of these matters including examples of
interconnections of hardware components and their utilization in programming. Part of
the work consists of interactive schemes on web pages which demonstrate behavior of
the both kinds of operators. The work also comprises a study support for students and
teachers describing how to operate with schemes.
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Tato pra´ce se zaby´va´ za´kladnı´mi principy fungova´nı´ logicky´ch a bitovy´ch operacı´. Pocˇı´-
tacˇe jsou slozˇeny z komponent, ktere´ se vy´ra´beˇjı´ od teˇch nejjednodusˇsˇı´ch, jako jsou logicka´
hradla, cˇı´tacˇe, pameˇti a AD/DA prˇevodnı´ky, azˇ po slozˇiteˇjsˇı´ mikrokontrole´ry nebo pro-
gramovatelna´ hradlova´ pole. Tyto komponenty vycha´zejı´ z logicky´ch obvodu˚ ktery´m se
pra´ce veˇnuje.
Prvnı´ cˇa´stı´ je tento u´vod samotny´. Druha´ se zaby´va´ teoreticky´mi za´klady, ktere´ jsou
nezbytny´m podkladem pro na´sledne´ porozumeˇnı´ probı´rane´ te´matiky. Na konci druhe´
kapitoly je popsa´n rozdı´l mezi logicky´mi a bitovy´mi operacemi. V cˇem se odlisˇujı´ a procˇ
je nemu˚zˇeme zameˇnit. Trˇetı´ cˇa´st obsahuje popis a blokova´ sche´mata logicky´ch operacı´,
ktera´ doplnˇujı´ i jejich pravdivostnı´ tabulky.
Ve trˇetı´ cˇa´sti se zameˇrˇuji na realizaci pomocı´ softwarovy´ch a hardwarovy´ch pro-
strˇedku˚. Pro softwarove´ rˇesˇenı´ je prˇipravena uka´zka implementace v C/C++, Javeˇ a Pas-
calu. V prˇı´padeˇ hardwaru byly operace domenstrova´ny na procesoru i486 a vysˇsˇı´m, da´le
pak byla pouzˇita hradlova´ stavebnice Modular RC 2000, kde je uka´zka rea´lne´ho zapojenı´
za´kladnı´ch dostupny´ch hradel, ktera´ probı´hala v ucˇebneˇ. Na FPGA kitu Digilent Basys2
je pak pomocı´ sche´mat a VHDL reprezentova´na funkcˇnost hradel. Cˇtvrta´ se zaby´va´ ani-
macemi prˇiblizˇujı´cı´ logicke´ a bitove´ operace na webovy´ch stra´nka´ch. Poslednı´ kapitola





Pouzˇı´va´ se cˇasto prˇi zpracova´nı´ a vy´pocˇtu dat v rˇı´dicı´ch syste´mech, komunikacı´ch a prˇi
ru˚zny´ch meˇrˇenı´ch. Mnoho u´kolu˚ drˇı´ve rˇesˇeny´ch pomocı´ analogovy´ch syste´mu˚ je v sou-
cˇasne´ dobeˇ prova´deˇno digita´lneˇ. V cˇı´slicove´m syste´mu fyzika´lnı´ velicˇiny nebo signa´ly
jsou reprezentova´ny diskre´tnı´mi hodnotami. Zatı´mco v analogovy´ch syste´mech se mo-
hou fyzika´lnı´ velicˇiny a signa´ly pru˚beˇzˇneˇ meˇnit v za´vislosti na stanovene´m rozsahu.
Cˇı´slicovy´ syste´m by´va´ navrzˇen podle teorie digita´lnı´ho logicke´ho obvodu. Kazˇdy´ cˇı´sli-
covy´ syste´m prˇı´stroju˚ pracuje s digita´lnı´mi signa´ly, ktere´ naby´vajı´ pouze dvou hodnot,
typicky 0 nebo 1.[1, 3]
2.2 Booleova algebra
Vypracoval ji irsky´ matematik George Boole jako aplikaci matematiky v oblasti logiky. Je
za´kladnı´m matematicky´m na´strojem pro analy´zu a synte´zu logicky´ch obvodu˚ ve vsˇech
typech. Na´vrh a popis hardwaru se prova´dı´ pomocı´ Booleovske´ funkce a konecˇne´ho au-
tomatu. V praxi je poprve´ pouzˇil Claude Shannon azˇ o hodneˇ let pozdeˇji. Tyto na´stroje
synte´zy se pouzˇı´vajı´ k popisu digita´lnı´ch soustav a jsou vhodnou formou pro jejich reali-
zaci. Je du˚lezˇite´ zna´t forma´t dat, algoritmus zpracova´nı´ a take´ terminologii. Sve´ prakticke´
uplatneˇnı´ si nasˇla azˇ osmdesa´t let po sve´m vzniku a to jako vhodny´ matematicky´ apara´t
pro rˇesˇenı´ logicky´ch obvodu˚. Vyuzˇı´va´ u´sporny´ algebraicky´ za´pis logicky´ch vztahu˚. Po-
mocı´ zjednodusˇenı´ a ru˚zny´ch u´prav logicky´ch funkcı´ Booleova algebrautva´rˇı´ hospoda´rny´
a minimalizacˇnı´ na´vrh.[1, 2]
Obra´zek 2.1: Irsky´ matematik George Boole[4]
2.3 Boolovska´ funkce
Definuje se obdobneˇ jako matematicka´ funkce. Jejı´ vstupnı´ promeˇnne´ naby´vajı´ logicke´
hodnoty. Je za´kladnı´mpopisemkombinacˇnı´ho logicke´hoobvodua jsou snı´ take´ odvozeny
vsˇechny na´sledne´ kroky pro navrhova´nı´ obvodu˚. Rozdeˇluje se na u´plnou a neu´plnou
booleovskou funkci, kde uplna´ je definova´na jako mnozˇina vsˇech kombinacı´ hodnot
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promeˇnny´ch se symboly 0, 1. Teˇchto kombinacı´ je 2n a prˇedstavujı´ n-tici o de´lce n.
Obor hodnot ma´ de´lku 1, proto vy´stup booleovske´ funkce je roven 0 nebo 1. Neu´plna´
booleovska´ funkce mu˚zˇe mı´t na vy´stupu trˇi hodnoty: 0, 1 a X. Hodnota X znamena´, zˇe
na tomto vy´stupu neza´lezˇı´. Tato hodnota se prˇirˇazuje vy´stupu hlavneˇ v situacı´ch, kdy
vstupnı´ kombinace nemu˚zˇe vu˚bec nastat.[1]
2.4 Pravdivostnı´ tabulky
K urcˇenı´ jednoho vy´stupnı´ho stavu mu˚zˇe by´t rozhodujı´cı´ logicky´ stav dvou nebo vı´ce
vstupnı´ch promeˇnny´ch. Tento vza´jemny´ vztah prˇehledneˇ popisuje pravdivostnı´ tabulka.
Vstupy oznacˇujeme A,B, vy´stupnı´m symbolem je Y .[2]
2.5 Logicke´ operace
K vyja´drˇenı´ libovolne´ logicke´ funkce se v Booleoveˇ algebrˇe pouzˇı´vajı´ jen trˇi za´kladnı´
funkce: logicky´ soucˇet, logicky´ soucˇin a logicka´ negace. Teˇmito za´kladnı´mi funkcemi
mu˚zˇeme vyja´drˇit libovolnou logickou operaci. Logicke´ promeˇnne´ a logicke´ funkce i kon-
stanty naby´vajı´ v Booleove´ algebrˇe jen dvou hodnot, takzˇe vlastneˇ tato algebra pocˇı´ta´
ve dvojkove´ soustaveˇ.[2] Logicke´ operace se zna´zornˇujı´ pomocı´ znacˇek dle standardu
IEEE Std 91a-1991.[5]
2.5.1 Logicky´ soucˇin
Logicky´ soucˇin je logicka´ funkce ve tvaru:
Y = A ·B
Kde Y s indexem znacˇı´ vy´stup a symboly A a B jsou vstupnı´mi promeˇnny´mi a sym-
bol · prˇedstavuje opera´tor logicke´ho soucˇinu. V neˇktery´ch literaturach je oznacˇova´n jako
konjunkce, operace AND, logicke´ na´sobenı´ nebo logicky´ soucˇin. Logicky´ cˇlen, ktery´ re-













Tabulka 2.1: Pravdivostnı´ tabulka pro AND
2.5.2 Logicky´ soucˇet
Logicky´ soucˇet je logicka´ funkce ve tvaru:
Y = A+B
Kde symbol+ prˇedstavuje opera´tor logicke´ho soucˇtu. Logicky´ cˇlen, ktery´ realizuje funkci










Tabulka 2.2: Pravdivostnı´ tabulka pro OR
2.5.3 Logicka´ negace
Nejjednodusˇsˇı´ funkcı´ je logicka´ negace. V algebraicke´m tvaru se vyjadrˇuje:
Y = A
V neˇktere´ literaturˇe se mu˚zˇeme setkat s pojmem ”A non”. Hradlo se oznacˇuje NOT. Toto
hradlo jako jedine´ prova´dı´ una´rnı´ operaci, proto ma´ jen jednu vstupnı´ promeˇnnou. [2]
2.5.4 Negovany´ logicky´ soucˇin
Negacı´ logicke´ho soucˇinu je logicka´ funkce ve tvaru:








Tabulka 2.3: Pravdivostnı´ tabulka pro NOT
Tato funkce vznika´ negacı´ funkce AND, kde nadtrzˇenı´ znamena´ obra´cenı´ hodnoty vy´-
stupnı´ promeˇnne´. Na obra´zku 2.5 je negace zna´zorneˇna krouzˇkem na vy´stupu hradla.
Logicky´ cˇlen, ktery´ realizuje negovany´ logicky´ soucˇin se oznacˇuje NAND. Alternativnı´
na´zvy pro toto hradlo jsou negace konjunkce, operace NAND, negace AND, negace lo-










Tabulka 2.4: Pravdivostnı´ tabulka pro NAND
2.5.5 Negovany´ logicky´ soucˇet
Negacı´ logicke´ho soucˇtu je logicka´ funkce ve tvaru:
Y = A+B
Prˇı´padneˇ ekvivalentneˇ za´pisem:
Y = A ∗B
Tato funkce vznika´ negacı´ OR. Logicky´ cˇlen, ktery´ realizuje negovany´ logicky´ soucˇet se
oznacˇuje NOR. Alternativnı´ na´zvy pro toto hradlo jsou negace disjunkce, operace NOR,












Tabulka 2.5: Pravdivostnı´ tabulka pro NOR
2.5.6 Exkluzivnı´ logicky´ soucˇet
Takzvany´ exkluzivnı´ OR tedy XOR. Je poslednı´ beˇzˇneˇ vyuzˇı´vane´ hradlo. Funkci to lze
zna´zornit jako:
Y = A ∗B +A ∗B











Tabulka 2.6: Pravdivostnı´ tabulka pro XOR
2.5.7 Exkluzivnı´ negovany´ logicky´ soucˇet













Tabulka 2.7: Pravdivostnı´ tabulka pro XNOR
2.6 Bitove´ operace
Je trˇeba si uveˇdomit rozdı´l mezi bitovy´mi a bina´rnı´mi operacemi. Oba typy mohou by´t
realizova´ny pomocı´ soustavy logicky´ch operacı´. Vy´stupem bitove´ operace je skupina bitu˚
pozmeˇneˇna´ bitovou operacı´. Implementace teˇchto operacı´ je jizˇ v za´kladnı´ch instrukcˇnı´ch
sada´ch procesoru˚. O ktery´ch je vı´ce zmı´neˇno ve trˇetı´ kapitole. Na rozdı´l od toho bina´rnı´
operace je totozˇna´ s aritmetickou pouze jejı´ realizace je ve dvojkove´ soustaveˇ.[3, 8]
2.6.1 Bitovy´ soucˇin
Nejza´kladneˇjsˇı´ bitova´ operace je bitovy´ soucˇin.Ma´me-li cˇı´slaA, B a chcemeprove´st bitovy´
soucˇin mu˚zˇeme zapsat pro kazˇdy´ bit:
Y = A+B
Bitovy´ soucˇin se rˇı´dı´ podle tabulky 2.1 logicke´ funkce AND pro kazˇdy´ bit. Pro bina´rnı´
soucˇin, tak jako u aritmeticke´ operace, je potrˇeba bra´t v u´vahu prˇenos do vysˇsˇı´ho rˇa´du
a z tohoto du˚vodu mu˚zˇe by´t vektor soucˇtu veˇtsˇı´ o jeden rˇa´d. U bitove´ho soucˇinu prˇenos
do vysˇsˇı´ho rˇa´du neprobı´ha´.[6, 7]
2.6.2 Bitovy´ soucˇet
Druha´ bitova´ operace je bitovy´ soucˇet. Pro kazˇdy´ bit platı´:
Y = A ·B
Bitovy´ soucˇin se rˇı´dı´ podle tabulky 2.2 logicke´ funkce OR.
2.6.3 Bitova´ negace
Una´rnı´ operace, prova´dı´ logickou negaci kazˇde´ho bitu. Ma´ pouze jeden operand. V prˇı´-
padeˇ nuly bude jedna a naopak. U bitove´ negace nenı´ du˚lezˇite´, zda je datovy´ typ zna-
me´nkovy´ nebo bezzname´nkovy´. Prˇi negaci bitu˚ se nebere ohled na zname´nko cˇı´sla, nejde





int8_t cislo = 7; // 0x07, 7
int8_t bitova_negace = ∼cislo; // 0xF8, −8
uint8_t bitova_negace_bez_znamenka = ∼cislo; // 0xF8, 248
int8_t znamenkova_negace = -cislo; // 0xF9, −7
}
Vy´pis 1: Uka´zka negace v programovacı´m jazyce C
2.6.4 Bitovy´ posun
Bitovy´ posun rozlisˇujemenaposun vlevo neboposun vpravo o jeden cˇi vı´ce bitu˚. Hodnoty
jednotlivy´ch bitu˚ se posunou a chybeˇjı´cı´ bity jsou doplneˇny nulami. V prˇipadeˇ bitove´ho
posunu doprava mu˚zˇe by´t mı´sto nul doplneˇna hodnota bitu nejvı´ce vlevo.[9]
#include <cstdint>
int main() {
int8_t cislo = 7; //00000111, 0x07, 7
int8_t cislo_posun_doprava = cislo >> 1; //00000011, 0x03, 3
int8_t cislo_posun_doleva = cislo << 1; //00001110, 0x0E, 14
}
Vy´pis 2: Uka´zka bitove´ho posunu v programovacı´m jazyce C
2.6.5 Bitova´ rotace
Bitove´ rotace se podobajı´ bitovy´m posunu˚m. Rozdı´l je v tom, zˇe bit ktery´ je prˇi posunu
vysouva´n z hodnoty ven, je prˇi rotaci opeˇt vkla´da´n na opacˇne´m konci. Tato operace




2.7 Rozdı´l mezi logicky´mi a bitovy´mi operacemi
Hradla vykona´vajı´ logicke´ operace pro jeden nebo vı´ce jednobitovy´ch vstupu˚. Vy´stup
naby´va´ pouze logicky´ch promeˇnny´ch. Bitove´ operace umı´ prova´deˇt u´lohu pro skupinu
bitu˚ o stejne´ velikosti N, jak je uvedeno na obra´zku 2.9. Vy´sledkem bitove´ operace je nova´
skupina bitu˚ olivneˇna´ operacı´ o shodne´ velikosti N bitu˚. Pro lepsˇı´ prˇiblı´zˇenı´ je doplneˇno,
jak je to u aritmeticky´ch/bina´rnı´ch operacı´. Rozdı´lem oproti bitovy´m opracı´m je, zˇe









































Obra´zek 2.9: Rozdı´l logicky´ch, bitovy´ch a bina´rnı´ch operacı´
Na obra´zku 2.10 je zna´zorneˇna na´vaznost mezi operacemi.








V dnesˇnı´ dobeˇ si sveˇt bez pocˇı´tacˇu˚ uzˇ snad ani nedoka´zˇeme prˇedstavit. Vycha´zejı´ z di-
gita´lnı´ch obvodu˚, ktere´ pouzˇı´va´ veˇtsˇina dnesˇnı´ elektroniky. Vy´ra´beˇjı´ se od teˇch nejjed-
nodusˇsˇı´ch, jako jsou logicka´ hradla, cˇı´tacˇe, pameˇti a AD/DA prˇevodnı´ky, azˇ po slozˇiteˇjsˇı´
mikrokontrole´ry nebo programovatelna´ hradlova´ pole. Logicke´ a bitove´ operace jsou
jizˇ implementova´ny v neˇktery´ch instrukcˇnı´ch sada´ch procesoru˚, pro uka´zku jsem zvolil
procesor i486.
3.1 Logicke´ a bitove´ instrukce procesoru i486
Z cele´ho instrukcˇnı´ho souboru procesoru i486 a jeho na´slednı´ku˚ se vyuzˇı´va´ v beˇzˇne´ praxi
ani ne polovina vsˇech instrukcı´ celocˇı´selne´ jednotky ALU. Procesory i486 obsahujı´ 8 za´-
kladnı´ch registru˚ velikosti 32 bitu˚ pro vsˇeobecne´ pouzˇitı´. Da´le 6 registru˚ segmentovy´ch,
stavovy´ registr a cˇı´tacˇ instrukcı´. Instrukce ovlivnˇujı´ obsah prˇı´znakove´ho registru proce-
soru. Logicke´ instrukcemeˇnı´ SF a ZF, bitove´ posuny i CF. Stavovy´ registr FLAGS obsahuje
stavove´ bity. Pro potrˇeby te´to pra´ce jsou podstatne´: ZF (zero flag), CF (carry), SF (signum).
Mezi logicke´ a bitove´ instrukce patrˇı´ :
• AND cı´l, zdroj Instrukce provede bitoveˇ cı´l = cı´l and zdroj.
• TEST cı´l, zdroj Instrukce provede bitoveˇ cı´l and zdroj. Jde o operaci ANDbez ulozˇenı´
vy´sledku.
• OR cı´l, zdroj Instrukce provede bitoveˇ cı´l = cı´l or zdroj.
• XOR cı´l, zdroj Instrukce provede bitoveˇ cı´l = cı´l xor zdroj.
• NOT cı´l Instrukce provede negaci vsˇech bitu˚ operandu.
• SHL/SAL cı´l, kolik Bitovy´ i aritmeticky´ posun doleva operandu cı´l o pozˇadovany´
pocˇet bitu˚. Operand kolik je konstanta nebo registr CL.
• SHR cı´l, kolik Bitovy´ posun doprava operandu cı´l o pozˇadovany´ pocˇet bitu˚. Operand
kolik je konstanta nebo registr CL.
• SAR cı´l, kolik Aritmeticky´ posun doprava operandu cı´l o pozˇadovany´ pocˇet bitu˚.
Operand kolik je konstanta nebo registr CL.
• ROL cı´l, kolik Bitova´ rotace doleva operandu cı´l o pozˇadovany´ pocˇet bitu˚. Operand
kolik je konstanta nebo registr CL.
• ROR cı´l, kolik Bitova´ rotace doprava operandu cı´l o pozˇadovany´ pocˇet bitu˚. Operand
kolik je konstanta nebo registr CL.
• RCL cı´l, kolik Bitova´ rotace doleva prˇes CF operandu cı´l o pozˇadovany´ pocˇet bitu˚.
Operand kolik je konstanta nebo registr CL.
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• RCR cı´l, kolik Bitova´ rotace doprava prˇes CF operandu cı´l o pozˇadovany´ pocˇet
bitu˚.Operand kolik je konstanta nebo registr CL.
• BT cı´l, cˇı´slo Zkopı´ruje do CF hodnotu bitu dane´ho operandem cˇı´slo z operanducı´l.
• BTR cı´l, cˇı´slo Zkopı´ruje do CF hodnotu bitu dane´ho operandem cˇı´slo z operandu cı´l
a nastavı´ jej na nulu.
• BTS cı´l, cˇı´slo Zkopı´ruje do CF hodnotu bitu dane´ho operandem cˇı´slo z operandu cı´l
a nastavı´ jej na jednicˇku.
• BTC cı´l, cˇı´slo Zkopı´ruje do CF hodnotu bitu dane´ho operandem cˇı´slo z operandu cı´l
a provede jeho negaci.
• SETcc cı´l Nastavı´ cı´l na hodnotu 0/1 podle toho, zda je splneˇna pozˇadovana´ pod-
mı´nka (podmı´nky viz podmı´neˇne´ skoky).
• SHRD/SHLD cı´l, zdroj, kolik Provede nasunutı´ kolik bitu˚ ze zdroje do cı´le. Zdroj se
nemeˇnı´.
[8]
3.2 Reprezentace v programovacı´ch jazycı´ch
Logicke´ operacemohou naby´vat pouze dvou hodnot a v programova´nı´ majı´ proto vyhra-
zen svu˚j vlastnı´ datovy´ typ Boolean, naby´va´ pouze hodnot: True nebo False. V jazyce
C++ se tento typ oznacˇuje bool, v Javeˇ boolean apod.
Pro bitove´ operace se pouzˇı´va´ datovy´ typ pro prˇirozena´ nebo cela´ cˇı´sla Integer.
V jazycı´ch C++ a Java se oznacˇuje int. V C++ se rozdeˇluje na zname´nkovy´ signed, ktery´
mu˚zˇe naby´vat i za´porne´ hodnoty, a bezzname´nkovy´ unsigned. Ve vy´chozı´m stavu je
signed, pokud nenı´ uvedeno klı´cˇove´ slovo unsigned.
Jelikozˇ jsou v programovacı´ch jazycı´ch rozlisˇeny opera´tory pro logicke´ a bitove´ ope-
race, je mozˇne´ pouzˇı´t opera´tory logicky´ch operacı´ i nad datovy´m typem int. Podrobne´
vysveˇtlenı´ chova´nı´ je zna´zorneˇno na prakticky´ch prˇı´kladech v na´sledujı´cı´m textu.
Na´sledujı´cı´ podkapitola zobrazuje pouzˇitı´ logicky´ch a bitovy´ch operacı´ prˇı´mo ve
zdrojove´m ko´du v jednotlivy´ch jazycı´ch. Vy´pis 3 ukazuje logicke´ operace v programova-
cı´m jazyce C++. Vy´pisy 4 a 5 obsahujı´ obdobnou u´lohu v jazycı´ch Java a Pascal. Vy´stup
spusˇteˇne´ho programu je videˇt na vy´pisech 6, 7 a 8. Seznam vsˇech za´kladnı´ch logicka´ch
opera´toru˚ poskytovany´ch jednotlivy´mi jazyky je zachycen v tabulce 3.1.[9, 10, 11]
#include <iostream>
bool a = false;
bool b = true;
int c = 5;




std::cout << ”Logicky´ soucˇin pro bool . . . . . . . . . . . ”;
std::cout << a << ” AND ” << b << ” = ” << (a && b) << std::endl;
std::cout << ”Logicky´ soucˇet pro bool . . . . . . . . . . . ”;
std::cout << a << ” OR ” << b << ” = ” << (a || b) << std::endl;
std::cout << ”Logicka´ negace pro bool . . . . . . . . . . . ”;
std::cout << ”NOT ” << a << ” = ” << !a << std::endl;
std::cout << ”Negovany´ logicky´ soucˇin pro bool  . . . . . . ”;
std::cout << a << ” NAND ” << b << ” = ” << !(a && b) << std::endl;
std::cout << ”Negovany´ logicky´ soucˇet pro bool  . . . . . . ”;
std::cout << a << ” NOR ” << b << ” = ” << !(a || b) << std::endl;
std::cout << ”Exkluzivnı´ logicky´ soucˇet pro bool  . . . . . ”;
std::cout << a << ” XOR ” << b << ” = ” << (a ˆ b) << std::endl;
std::cout << ”Negovany´ exkluzivnı´ logicky´ soucˇet pro bool . ”;
std::cout << a << ” XNOR ” << b << ” = ” << !(a ˆ b) << std::endl;
std::cout << std::endl;
std::cout << ”Logicky´ soucˇin pro int  . . . . . . . . . . . ”;
std::cout << c << ” AND ” << d << ” = ” << (c && d) << std::endl;
std::cout << ”Logicky´ soucˇet pro int  . . . . . . . . . . . ”;
std::cout << c << ” OR ” << d << ” = ” << (c || d) << std::endl;
std::cout << ”Logicka´ negace pro int  . . . . . . . . . . . ”;
std::cout << ”NOT ” << c << ” = ” << !c << std::endl;
}
Vy´pis 3: Uka´zka pouzˇitı´ logicky´ch opera´toru˚ v programovacı´m jazyku C++
public class Logicke´Operace {
public static void main(String[] args) {
boolean a = false;
boolean b = true;
int c = 5;
int d = 7;
System.out.print(”Logicky´ soucˇin pro bool . . . . . . . . . . . ”);
System.out.println(a + ” AND ” + b + ” = ” + (a && b));
System.out.print(”Logicky´ soucˇet pro bool . . . . . . . . . . . ”);
System.out.println(a + ” OR ” + b + ” = ” + (a || b));
System.out.print(”Logicka´ negace pro bool . . . . . . . . . . . ”);
System.out.println(”NOT ” + a + ” = ” + !a);
System.out.print(”Negovany´ logicky´ soucˇin pro bool  . . . . . . ”);
System.out.println(a + ” NAND ” + b + ” = ” + !(a && b));
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System.out.print(”Negovany´ logicky´ soucˇet pro bool  . . . . . . ”);
System.out.println(a + ” NOR ” + b + ” = ” + !(a || b));
System.out.print(”Exkluzivnı´ logicky´ soucˇet pro bool  . . . . . ”);
System.out.println(a + ” XOR ” + b + ” = ” + (a ˆ b));
System.out.print(”Negovany´ exkluzivnı´ logicky´ soucˇet pro bool . ”);
System.out.println(a + ” XNOR ” + b + ” = ” + !(a ˆ b));
System.out.println();
System.out.print(”Logicky´ soucˇin pro int  . . . . . . . . . . . ”);
System.out.println(c + ” AND ” + d + ” = ” + ((c != 0) && (d != 0)));
System.out.print(”Logicky´ soucˇet pro int  . . . . . . . . . . . ”);
System.out.println(c + ” OR ” + d + ” = ” + ((c != 0) || (d != 0)));
System.out.print(”Logicka´ negace pro int  . . . . . . . . . . . ”);
System.out.println(”NOT ” + c + ” = ” + !(c != 0));
}
}
Vy´pis 4: Uka´zka pouzˇitı´ logicky´ch opera´toru˚ v programovacı´m jazyku Java
program LogickeOperace;
var
a: boolean = false;
b: boolean = true;
c: integer = 5;
d: integer = 7;
begin
write(’Logicky´ soucˇin pro bool . . . . . . . . . . . ’);
writeln(a, ’ AND ’, b, ’ = ’, (a and b));
write(’Logicky´ soucˇet pro bool . . . . . . . . . . . ’);
writeln(a, ’ OR ’, b, ’ = ’, (a or b));
write(’Logicka´ negace pro bool . . . . . . . . . . . ’);
writeln(’NOT ’, a, ’ = ’, not a);
write(’Negovany´ logicky´ soucˇin pro bool  . . . . . . ’);
writeln(a, ’ NAND ’, b, ’ = ’, not (a and b));
write(’Negovany´ logicky´ soucˇet pro bool  . . . . . . ’);
writeln(a, ’ NOR ’, b, ’ = ’, not (a or b));
write(’Exkluzivnı´ logicky´ soucˇet pro bool  . . . . . ’);
writeln(a, ’ XOR ’, b, ’ = ’, (a xor b));
write(’Negovany´ exkluzivnı´ logicky´ soucˇet pro bool . ’);




write(’Logicky´ soucˇin pro int  . . . . . . . . . . . ’);
writeln(c, ’ AND ’, d, ’ = ’, ((c <> 0) and (d <> 0)));
write(’Logicky´ soucˇet pro int  . . . . . . . . . . . ’);
writeln(c, ’ OR ’, d, ’ = ’, ((c <> 0) or (d <> 0)));
write(’Logicka´ negace pro int  . . . . . . . . . . . ’);
writeln(’NOT ’, c, ’ = ’, not (c <> 0));
end.
Vy´pis 5: Uka´zka pouzˇitı´ logicky´ch opera´toru˚ v programovacı´m jazyku Pascal
Logicky´ soucˇin pro bool . . . . . . . . . . . 0 AND 1 = 0
Logicky´ soucˇet pro bool . . . . . . . . . . . 0 OR 1 = 1
Logicka´ negace pro bool . . . . . . . . . . . NOT 0 = 1
Negovany´ logicky´ soucˇin pro bool . . . . . . 0 NAND 1 = 1
Negovany´ logicky´ soucˇet pro bool . . . . . . 0 NOR 1 = 0
Exkluzivnı´ logicky´ soucˇet pro bool . . . . . 0 XOR 1 = 1
Negovany´ exkluzivnı´ logicky´ soucˇet pro bool . 0 XNOR 1 = 0
Logicky´ soucˇin pro int . . . . . . . . . . . 5 AND 7 = 1
Logicky´ soucˇet pro int . . . . . . . . . . . 5 OR 7 = 1
Logicka´ negace pro int . . . . . . . . . . . NOT 5 = 0
Vy´pis 6: Vy´stup pro vy´pis 3
Logicky´ soucˇin pro bool . . . . . . . . . . . false AND true = false
Logicky´ soucˇet pro bool . . . . . . . . . . . false OR true = true
Logicka´ negace pro bool . . . . . . . . . . . NOT false = true
Negovany´ logicky´ soucˇin pro bool . . . . . . false NAND true = true
Negovany´ logicky´ soucˇet pro bool . . . . . . false NOR true = false
Exkluzivnı´ logicky´ soucˇet pro bool . . . . . false XOR true = true
Negovany´ exkluzivnı´ logicky´ soucˇet pro bool . false XNOR true = false
Logicky´ soucˇin pro int . . . . . . . . . . . 5 AND 7 = true
Logicky´ soucˇet pro int . . . . . . . . . . . 5 OR 7 = true
Logicka´ negace pro int . . . . . . . . . . . NOT 5 = false
Vy´pis 7: Vy´stup pro vy´pis 4
Logicky´ soucˇin pro bool . . . . . . . . . . . FALSE AND TRUE = FALSE
Logicky´ soucˇet pro bool . . . . . . . . . . . FALSE OR TRUE = TRUE
Logicka´ negace pro bool . . . . . . . . . . . NOT FALSE = TRUE
Negovany´ logicky´ soucˇin pro bool . . . . . . FALSE NAND TRUE = TRUE
Negovany´ logicky´ soucˇet pro bool . . . . . . FALSE NOR TRUE = FALSE
Exkluzivnı´ logicky´ soucˇet pro bool . . . . . FALSE XOR TRUE = TRUE
Negovany´ exkluzivnı´ logicky´ soucˇet pro bool . FALSE XNOR TRUE = FALSE
Logicky´ soucˇin pro int . . . . . . . . . . . 5 AND 7 = TRUE
Logicky´ soucˇet pro int . . . . . . . . . . . 5 OR 7 = TRUE
Logicka´ negace pro int . . . . . . . . . . . NOT 5 = FALSE




AND &&, and && and
OR ||, or || or
NOT !, not ! not
Tabulka 3.1: Tabulka reprezentujı´cı´ logicke´ opera´tory
Vedle logicky´ch operacı´ je mozˇne´ v programovacı´ch jazycı´ch zpracova´vat i operace
bitove´. Vy´pisy 9, 10 a 11 ukazujı´ zdrojovy´ ko´d v jazycı´ch C++, Java a Pascal, ve ktere´m
jsou nad celocˇı´selny´mi promeˇnny´mi aplikova´ny operace bitove´ho soucˇinu, soucˇtu, exklu-
zivnı´ho bitove´ho soucˇtu, negace a posunu v obou smeˇrech. Vy´stup programu je zachycen
na vy´pisu 12. Za´kladnı´ bitove´ opera´tory zachycuje tabulka 3.2.
#include <climits>
#include <iostream>
const int INT_BITS = sizeof(int)*CHAR_BIT;
int a = 5;
int b = 7;
int main() {
std::cout << ”Bitovy´ soucˇin . . . . . . . . . . . ”;
std::cout << a << ” AND ” << b << ” = ” << (a & b) << std::endl;
std::cout << ”Bitovy´ soucˇet . . . . . . . . . . . ”;
std::cout << a << ” OR ” << b << ” = ” << (a | b) << std::endl;
std::cout << ”Bitova´ negace . . . . . . . . . . . ”;
std::cout << ”NOT ” << a << ” = ” << ˜a << std::endl;
std::cout << ”Bitovy´ posun doleva . . . . . . . . ”;
std::cout << a << ” SHL ” << b << ” = ” << (a << b) << std::endl;
std::cout << ”Bitovy´ posun doprava  . . . . . . . ”;
std::cout << a << ” SHR ” << b << ” = ” << (a >> b) << std::endl;
std::cout << ”Bitova´ rotace doleva  . . . . . . . ”;
std::cout << a << ” ROTL ” << b << ” = ” << ((a << b) | (a >> INT_BITS-b
)) << std::endl;
std::cout << ”Bitova´ rotace doprava . . . . . . . ”;
std::cout << a << ” ROTR ” << b << ” = ” << ((a >> b) | (a << INT_BITS-b
)) << std::endl;
}
Vy´pis 9: Uka´zka pouzˇitı´ bitovy´ch opera´toru˚ v programovacı´m jazyku C++
public class Bitove´Operace {
public static void main(String[] args) {
int a = 5;
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int b = 7;
System.out.print(”Bitovy´ soucˇin . . . . . . . . . . . ”);
System.out.println(a + ” AND ” + b + ” = ” + (a & b));
System.out.print(”Bitovy´ soucˇet . . . . . . . . . . . ”);
System.out.println(a + ” OR ” + b + ” = ” + (a | b));
System.out.print(”Bitova´ negace . . . . . . . . . . . ”);
System.out.println(”NOT ” + a + ” = ” + ˜a);
System.out.print(”Bitovy´ posun doleva . . . . . . . . ”);
System.out.println(a + ” SHL ” + b + ” = ” + (a << b));
System.out.print(”Bitovy´ posun doprava  . . . . . . . ”);
System.out.println(a + ” SHR ” + b + ” = ” + (a >> b));
System.out.print(”Bitova´ rotace doleva  . . . . . . . ”);
System.out.println(a + ” ROTL ” + b + ” = ” + ((a << b) | (a >>
Integer.SIZE-b)));
System.out.print(”Bitova´ rotace doprava . . . . . . . ”);









a: integer = 5;
b: integer = 7;
begin
write(’Bitovy´ soucˇin . . . . . . . . . . . ’);
writeln(a, ’ AND ’, b, ’ = ’, (a and b));
write(’Bitovy´ soucˇet . . . . . . . . . . . ’);
writeln(a, ’ OR ’, b, ’ = ’, (a and b));
write(’Bitova´ negace . . . . . . . . . . . ’);
writeln(’NOT ’, a, ’ = ’, not a);
write(’Bitovy´ posun doleva . . . . . . . . ’);
writeln(a, ’ SHL ’, b, ’ = ’, (a shl b));
write(’Bitovy´ posun doprava  . . . . . . . ’);
writeln(a, ’ SHR ’, b, ’ = ’, (a shr b));
write(’Bitova´ rotace doleva  . . . . . . . ’);
writeln(a, ’ ROTL ’, b, ’ = ’, ((a shl b) or (a shr (INT_BITS-b))));
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write(’Bitova´ rotace doprava . . . . . . . ’);
writeln(a, ’ ROTR ’, b, ’ = ’, ((a shr b) or (a shl (INT_BITS-b))));
end.
Vy´pis 11: Uka´zka pouzˇitı´ bitovy´ch opera´toru˚ v programovacı´m jazyku Pascal
Bitovy´ soucˇin . . . . . . . . . . . 5 AND 7 = 5
Bitovy´ soucˇet . . . . . . . . . . . 5 OR 7 = 7
Bitova´ negace . . . . . . . . . . . NOT 5 = -6
Bitovy´ posun doleva . . . . . . . . 5 SHL 7 = 640
Bitovy´ posun doprava . . . . . . . 5 SHR 7 = 0
Bitova´ rotace doleva . . . . . . . 5 ROTL 7 = 640
Bitova´ rotace doprava . . . . . . . 5 ROTR 7 = 167772160
Vy´pis 12: Vy´stup pro vy´pis 9, 10 a 11
C/C++ Java Pascal
AND &, bitand & &, and
OR |, bitor | |, or
NOT ∼, compl ∼ ∼, not
XOR ∧, xor ∧ ∧, xor
bitovy´ posun vlevo << << <<, shl
bitovy´ posun vpravo >> >> >>, shr
bitovy´ posun vpravo bez zname´nka >>>
Tabulka 3.2: Tabulka reprezentujı´cı´ bitove´ opera´tory
3.3 Hardwarova´ reprezentace
Na´sledujı´cı´ cˇa´sti kapitoly jsou zameˇrˇeny na praktickou cˇa´st, zpracovanou na FPGA kitu
a pote´ hradlova´ stavebnice.
3.3.1 FPGA obecneˇ
FPGA je programovatelne´ hradlove´ pole. Skla´da´ se z integrovany´ch obvodu˚, ktere´ obsa-
hujı´ celou rˇadu shodne´ logiky. Jsou uzˇivatelsky konfigurovatelne´ pro kazˇdou logickou
bunˇku. Skla´dajı´ se z konfigurovatelny´ch logicky´ch bloku˚ viz obra´zek 3.1.[3]
3.3.2 Sezna´menı´ s FPGA kitem Digilent Basys2
Digilent Basys2 se skla´da´ z 100 000 CLBs rˇady Xilinx Spartan 3E FPGA. Pro komunikaci
s PC je pouzˇit rˇadicˇ Atmel AT90USB2, ktery´ Basys2 poskytuje napa´jenı´ a programovacı´,
datove´ rozhranı´. Da´le na kitu nalezneme 8 LED diod, 4 cˇı´selny´ digita´lnı´ 7-mi segmentovy´
display, 8 prˇepı´natelny´ch tlacˇı´tek a 4 norma´lnı´ tlacˇı´tka.Uzˇivatelskynastavitelny´ hodinovy´
signa´l (25/50/100MHz) se soketem pro druhy´ hodinovy´ signa´l. Pro nasˇi potrˇebu nebude
pouzˇit, ale taky se na stavebnici nacha´zı´ PS/2 port a 8-bitovy´ VGA Port. Poslednı´ veˇcı´,
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Obra´zek 3.1: Obecne´ sche´ma FPGA obvodu [13]
kterou tento kit disponuje, jsou cˇtyrˇi 6-pinove´ Pmod konektory, ktere´ mohou kit rozsˇı´rˇit
o dalsˇı´ soucˇa´sti, naprˇı´kladdalsˇı´ VGAport. Vsˇechnyvstupneˇ-vy´stupnı´ porty jsou opatrˇeny
ESD diodovou ochranou obvodu, ktera´ ma´ za cı´l ochra´nit obvody prˇed nezˇa´doucı´m








b25 / 50 / 100 MHzl
Full Speed
USB2 Port
bJTAG and data transfersl
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Obra´zek 3.2: Blokove´ sche´ma Basys 2 [13]
Vy´vojove´ prostrˇedı´ pro realizaci ko´du od spolecˇnosti Xilinx je ISE WebPACK a pro-
gram pro komunikaci s FPGA kitem je Adept Systems. Aby vy´stupnı´ soubor spra´vneˇ
fungoval je trˇeba vy´vojove´ prostrˇedı´ nastavit na spra´vne´ programovatelne´ hradlove´ pole,
model a jeho rˇadu. V nasˇem prˇı´padeˇ se jedna´ o Xilinx Spartan 3E-100 CP132.
3.3.3 Implementace na Digilent Basys2
Reprezentoval jsem za´kladnı´ logicka´ hradla sche´maticky a na´sledneˇ prˇipojil k odpovı´da-
jı´cı´m vstupu˚m na kitu, ktere´ tvorˇı´ prˇepı´nacˇe, tlacˇı´tka a vy´stup jsou LED diody. Pro prˇı´pad
logicke´ jednicˇky dioda svı´tı´, pokud nesvı´tı´ - reprezentuje logickou nulu.
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Obra´zek 3.3: Blokove´ sche´ma hradel AND, NAND ,OR a NOR v Xilinxu
Obra´zky 3.3 a 3.4 sche´maticky demonstrujı´ realizace VHDL na vy´pisu 13 Vstupy u ob-
ra´zku 3.3A0−A4 jsou propojeny s prˇepı´nacˇiSW7−SW4 a vstupyB0−B4 jsou propojeny s
prˇepı´nacˇi SW3−SW0. Vy´stupy hradelQ1, Q3, Q5, Q7 pak s diodamiLD6, LD4, LD2, LD0.
Vstupy u obra´zku 3.4 C0−C3 jsou propojeny s tlacˇı´tkyBTN3−BTN0. Invertory jsou
dva, aby prˇi zma´cˇknutı´ tlacˇı´tka C0 dioda na pozici Q0 svı´tila.





A0, A1, A2, A3, B0, B1, B2, B3, C0, C1, C2, C3: in std_logic;
Q0, Q1, Q2, Q3, Q5, Q6, Q7: out std_logic
);
end entity gates;
architecture main of gates is
begin
Q0 <= not C0; Q1 <= A0 and A1; Q2 <= C0 xor C1;
Q3 <= A2 nand A3; Q5 <= B0 or B1; Q6 <= C2 xnor C3; Q7 <= B2 nor B3;
end architecture;
}
Vy´pis 13: Realizace logicky´ch hradel pomocı´ VHDL
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Obra´zek 3.5: Realizace logicky´ch operacı´
Obra´zek 3.6: Znacˇenı´ soucˇa´stek na FPGA kitu
NET A0 LOC = ”N3”; NET A1 LOC = ”E2”; NET A2 LOC = ”F3”; NET A3 LOC = ”G3”
;
NET B0 LOC = ”B4”; NET B1 LOC = ”K3”; NET B2 LOC = ”L3”; NET B3 LOC = ”P11
”;
NET C0 LOC = ”A7”; NET C1 LOC = ”M4”; NET C2 LOC = ”C11”; NET C3 LOC = ”
G12”;
NET Q0 LOC = ”G1”; NET Q1 LOC = ”P4”; NET Q2 LOC = ”N4”; NET Q3 LOC = ”N5”
;
NET Q4 LOC = ”P6”; NET Q5 LOC = ”P7”; NET Q6 LOC = ”M11”; NET Q7 LOC = ”M5
”;
Vy´pis 14: Prˇipojenı´ promeˇnny´ch v ko´du ke kitu a soucˇa´stka´m na desce.







A0, A1, A2, A3, B0, B1, B2, B3: in std_logic;
Q0, Q1, Q2, Q3, Q4, Q5, Q6, Q7: out std_logic
);
end entity bitwiseAND_OR;
architecture main of bitwiseAND_OR is
begin
Q0 <= A0 and B0; Q1 <= A1 and B1; Q2 <= A2 and B2; Q3 <= A3 and B3;
Q4 <= A0 or B0; Q5 <= A1 or B1; Q6 <= A2 or B2; Q7 <= A3 or B3;
end architecture;
}
Vy´pis 15: Uka´zka pouzˇitı´ hradel pro bitove´ operace AND a OR





A0, A1, A2, A3, B0, B1, B2, B3: in std_logic;
Q0, Q1, Q2, Q3, Q4, Q5, Q6, Q7: out std_logic
);
end entity bitwiseNOT_XOR;
architecture main of bitwiseNOT_XOR is
begin
Q0 <= (not A0); Q1 <= (not A1); Q2 <= (not A2); Q3 <= (not A3);
Q4 <= A0 xor B0; Q5 <= A1 xor B1; Q6 <= A2 xor B2; Q7 <= A3 xor B3;
end architecture;
}
Vy´pis 16: Uka´zka pouzˇitı´ hradel pro bitove´ operace NOT a XOR
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3.4 Reprezentace pomocı´ stavebnice Modular RC 2000
Provedl jsem demonstraci za´kladnı´ch hradel na stavebnici Modular RC2000, ktera´ v na-
sˇem prˇı´padeˇ pouzˇı´va´ pro vstup Log Selector a pro vy´stup Log Probes. Kazˇdy´ modul musı´
by´t neza´visle napa´jen ze zdroje.
Kazˇdy´ hradlovy´modul obsahuje typ integrovane´ho obvodu.Na obra´zku 3.8 je uka´zka
integrovane´ho obvodu se cˇtyrˇmi dvouvstupy´mi XOR hradly.
Obra´zek 3.8: Integrovany´ obvod se cˇtymi dvouvstupy´mi XOR hradly
Hradlo AND jsem vytvorˇil pomoci dvouvstupe´ho NANDu a jednovstupe´ho inver-
toru. Na na´sledujı´cı´ch obra´zcı´ch je vzˇdy vyobrazen stav, kdy na vstupu jsou dveˇ jednicˇky.
Obra´zek 3.9: Zapojenı´ hradla AND
Pro hradloOR jsem s pomocı´ trˇı´ NANDhradel vytvorˇil OR. Viz sche´ma realizovane´ho
zapojenı´ na obra´zku 3.10.
Hradlo NAND ma´ nejjednodusˇsˇı´ zapojenı´ viz obra´zek 3.10. Bylo jizˇ zapojeno sche´-
maticky a ted’ realizace pomocı´ modulu˚.
Bitove´ operace za pomocı´ logicky´ch hradel jsou zna´rozneˇny sche´maticky no obra´zku






Obra´zek 3.10: Sche´ma zapojenı´ hradla OR pomocı´ NAND hradel
Obra´zek 3.11: Zapojenı´ hradla XNOR





















































Interaktivnı´ animace vznikla za u´cˇelem lepsˇı´ho pochopenı´ vy´sˇe zminˇovany´ch operacı´.
Cı´lem bylo prˇiblı´zˇit problematiku a hlavneˇ uka´zat rozdı´l a vnitrˇnı´ funkcˇnost cˇı´slicovy´ch
obvodu˚. Animace bude prˇipravena na webovou stra´nku do LMS. Da´le bude dostupny´
manua´l, ktery´ bude obsahovat popis a teorii k animacı´m.
4.1 Na´vrh
Program, ktery´ vznikal v pru˚beˇhu te´to pra´ce, ma´ za u´kol demonstrovat za´kladnı´ logicke´
hradla a bitove´ operace podle pozˇadavku˚ me´ho vedoucı´ho bakala´rˇske´ pra´ce. Vy´sledny´
program meˇl by´t snadno integrovatelny´ do libovolne´ho webove´ho vy´ukove´ho syste´mu.
Na vy´beˇr tedy bylo z neˇkolika mozˇny´ch technologiı´: Adobe Flash, Microsoft Silverlight,
HTML5 a prˇı´padneˇ i dalsˇı´.
Protozˇe technologieAdobe Flash aMicrosoft Silverlight vyzˇadujı´ instalaci prˇı´davne´ho
softwaru, ktery´ nemusı´ by´t jednodusˇe dostupny´ na vsˇech platforma´ch, bylo od pouzˇitı´
teˇchto technologiı´ upusˇteˇno. Nejlepsˇı´ mozˇnostı´ tedy bylo pouzˇı´t prˇı´mo HTML5, ktere´
nevyzˇaduje zˇa´dny´ prˇı´davny´ software k tomu, aby vy´sledny´ program v pocˇı´tacˇi fungoval.
Jedinou nutnostı´ je webovy´ prohlı´zˇecˇ, ktery´ je ve vsˇech beˇzˇny´ch operacˇnı´ch syste´mech
jizˇ v za´kladu obsazˇen a v drtive´ veˇtsˇineˇ jizˇ dnes podporuje HTML5.
Soucˇa´stı´ HTML5 jsou formula´rˇove´ prvky, umozˇnˇujı´cı´ uzˇivatelsky´ vstup, jako jsou
textova´ nebo cˇı´selna´ polı´cˇka, rozbalovacı´ roletky a tlacˇı´tka, ktere´ se pro u´cˇely vznikajı´cı´ho
programu idea´lneˇ hodı´. Pro zobrazenı´ logicky´ch hradel a dalsˇı´ch soucˇa´stek lze pouzˇı´t
obra´zky nebo graficke´ pla´tno, ktere´ je soucˇa´stı´ HTML5.
Pro u´cˇely jednodusˇsˇı´ orientace byl cely´ program rozcˇleneˇn do neˇkolika samostatny´ch
cˇa´stı´, ktere´ fungujı´ neza´visle na sobeˇ:
1. logicke´ operace,
2. bitove´ operace,
3. u´plna´ bina´rnı´ scˇı´tacˇka,
4. scˇı´ta´nı´, odcˇı´ta´nı´.
4.2 Implementace
Pro implementaci v HTML5 byly pouzˇity technologie a jazyky HTML, JavaScript a CSS.
Jednou z mozˇnostı´ bylo vyuzˇı´t i framework jQuery, ktery´ usnadnˇuje pra´ci s webovou
stra´nkou. Kvu˚li udrzˇenı´ jednoduchosti implementace vy´sledne´ho programu nebyl fra-
mework ve vy´sledne´ pra´ci pouzˇit, protozˇe zˇa´dna´ z jeho funkcı´ by neprˇinesla zjednodu-
sˇenı´.
Aby bylo mozˇne´ program snadno prˇizpu˚sobovat na jednotlive´ pocˇı´tacˇe, bylo potrˇeba
vyrˇesˇit zobrazova´nı´ sche´mat logicky´ch a bitovy´ch obvodu˚. Hlavnı´ proble´m zde prˇedsta-
vuje rozlisˇenı´, to znamena´, aby na vy´sledne´m pocˇı´tacˇi nebyl na´kres prˇı´lisˇ maly´ a nebo
velky´. Prˇi pouzˇitı´ obra´zku˚ musela by´t kazˇda´ soucˇa´stka ve zvla´sˇtnı´m souboru a celkova´
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velikost aplikace by se zveˇtsˇovala. Soucˇasneˇ by obra´zky meˇly fixnı´ rozlisˇenı´ a nebylo by
tedy mozˇne´ zmeˇnit velikost soucˇa´stky na na´kresu bez ztra´ty kvality. Jako nejlepsˇı´ rˇesˇenı´
se jevilo pouzˇitı´ pla´tna, ktere´ je v HTML5 obsazˇeno.[16]
4.2.1 Vykreslova´nı´ pomocı´ pla´tna
Technologie HTML5 je znacˇkovacı´ jazyk vycha´zejı´cı´ z jeho prˇedchu˚dcu˚, HTML a XHTML
(prˇı´padneˇ SGML a XML). Popisuje se´mantiku jednotlivy´ch prvku˚ a jejich chova´nı´ na vy´-
sledne´ stra´nce. Pro potrˇeby vykreslova´nı´ vektorove´ grafiky je v HTML5 obsazˇen prvek
<canvas>, ktery´ prˇedstavuje obde´lnı´kovou oblast smozˇnostı´ vektorove´ho kreslenı´. Kon-
cept vykreslova´nı´ je podobny´ jako u znacˇkovacı´ho jazyka SVG.[17]
Pro snazˇsˇı´ vytva´rˇenı´ sche´mat pomocı´ prˇı´slusˇny´ch standardu˚ vznikl oddeˇleny´ soubor
drawing.js, ktery´ je soucˇa´stı´ te´to pra´ce a vy´sledne´ho programu. Vsˇechny funkce v neˇm
obsazˇene´ majı´ prefix draw a jako prvnı´ parametr prˇijı´majı´ 2D kontext pla´tna. Na´sledujı´cı´











<canvas id=”canvas” width=”640” height=”480” />
</body>
</html>
Vy´pis 17: Uka´zka pra´ce s pla´tnem a zı´ska´nı´ kontextu
Da´le je soucˇa´stı´ souboru globa´lnı´ promeˇnna´ drawConfig, ktera´ umozˇnˇuje nastavit vlast-
nosti vykreslova´nı´, jako jsou barvy nebo typ a velikost pı´sma.
Pro vykreslova´nı´ spoju˚ mezi soucˇa´stkami slouzˇı´ metody drawWire, drawWireJoin
a drawWireEnd. Vstupy a vy´stupy obvodu lze vykreslit pomocı´ funkcı´ drawInput
a drawOutput. Popis jednotlivy´ch parametru˚ funkcı´ je jasneˇ pochopitelny´ z jejich na´zvu˚.
Pro vykreslenı´ soucˇa´stky podle normy IEEE 91 slouzˇı´ funkce drawIEEE91, ktera´ jako
parametr prˇijı´ma´ obde´lnı´kovou oblast, kam ma´ by´t soucˇa´stka vykreslena a parametry
soucˇa´stky. Pro jednoduchost jsou zde i funkce, ktere´ vyuzˇı´vajı´ a vykreslujı´ jizˇ konkre´tnı´
soucˇa´stky:
• drawAND pro logicky´ soucˇin,
• drawOR pro logicky´ soucˇet,
• drawNAND pro negovany´ logicky´ soucˇin,
• drawNOR pro negovany´ logicky´ soucˇet,
31
4 INTERAKTIVNI´ ANIMACE
• drawXOR pro exkluzivnı´ logicky´ soucˇet,
• drawXNOR pro exkluzivnı´ negovany´ logicky´ soucˇet.
Vy´jimkou je pak jedina´ una´rnı´ operaceNOT, ktera´ se vykresluje pomocı´ funkce drawNOT.
Da´le jsou v souboru obsazˇeny funkce pro vykreslova´nı´ ru˚zny´ch typu˚ scˇı´tacˇek.
4.2.2 Samotne´ cˇa´sti programu
Pomocı´ pla´tna a dalsˇı´ch prvku˚ HTML5 jsou pak sestaveny samotne´ interaktivnı´ animace.
V cˇa´sti Logicke´ operacema´ uzˇivatel na vy´beˇr z rozevı´racı´ho seznamu, obsahujı´cı´ vsˇechny
v te´to pra´ci popsane´ logicke´ operace. Pod tı´mto seznamem se zobrazuje sche´maticka´
soucˇa´stka, prˇedstavujı´cı´ logickou operaci podle normy IEEE 91. Na vstupu soucˇa´stky
jsou dveˇ tlacˇı´tka, ktera´ umozˇnˇujı´ vybrat si hodnotu vstupu (bud’0 a nebo 1). Na vy´stupu
se pak objevı´ aktua´lnı´ hodnota podle zvolene´ operace. Soucˇasneˇ je operace zobrazena
v tabulce vedle soucˇa´stky. Una´rnı´ operace NOT je zobrazena zvla´sˇt’, protozˇe ma´ pouze
jeden vstup, rovneˇzˇ prˇedstavovany´ tlacˇı´tkem.
V druhe´ cˇa´sti pra´ce nazvane´ Bitove´ operacema´ uzˇivatel opeˇt na vy´beˇr z rozevı´racı´ho




• exkluzivnı´ bitovy´ soucˇet.
Uzˇivatel zada´va´ vstupnı´ cˇı´sla pomocı´ cˇı´selny´ch polı´cˇek s rozsahem −128 azˇ 255, ktery´
pokryje cely´ rozsah datove´ho typu bajt, a to se zname´nkem i bez zname´nka. Soucˇasneˇ
se uzˇivateli zobrazuje bina´rnı´ reprezentace zadane´ho cˇı´sla a vy´sledek bitove´ operace.
Soucˇa´stı´ je i zvla´sˇtnı´ vstup pro bitovy´ posun a rotaci.
Trˇetı´ cˇa´st, U´plna´ bina´rnı´ scˇı´tacˇka, obsahuje na´kres scˇı´tacˇky se trˇemi vstupy a dveˇma
vy´stupy. Jeden vstup a jeden vy´stup slouzˇı´ k prˇeda´va´nı´ bitu do vysˇsˇı´ho rˇa´du, aby bylo
mozˇne´ scˇı´tacˇku rˇeteˇzit. Sche´ma zobrazuje cely´ obvod scˇı´tacˇky vcˇetneˇ mezivy´sledku˚ vy´-
pocˇtu.
Poslednı´ cˇa´st programu,Scˇı´ta´nı´, odcˇı´ta´nı´, zobrazuje scˇı´tacˇku slozˇenou z osmi u´plny´ch
bina´rnı´ch scˇı´tacˇek. Scˇı´tacˇka umı´ secˇı´st dveˇ osmibitova´ cˇı´sla a zobrazit vy´sledek soucˇtu.
4.3 Testova´nı´ a hodnocenı´
Vy´sledne´ interaktivnı´ animace budou umı´steˇny na jedne´ webove´ stra´nce a je mozˇne´ je
integrovat do LMS. V ra´mci testova´nı´ bylo oveˇrˇeno, zda program funguje na ru˚zny´ch
prohlı´zˇecˇı´ch a operacˇnı´ch syste´mech. Test probı´hal na na´sledujı´cı´ch konfiguracı´ch:
• Windows 10, Google Chrome 49
• Windows 10, Microsoft Edge 25
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• Windows 10, Microsoft Internet Explorer 11
• Windows 10, Mozilla Firefox 44
• Ubuntu 15.04, Google Chrome 49
Program fungoval bez proble´mu˚ na vsˇech zmı´neˇny´ch konfiguracı´ch, vyjma prohlı´zˇecˇe
Microsoft Internet Explorer, jehozˇ poslednı´ verze byla vyda´na v roce 2013.[14] S ohledem




Na´sledujı´cı´ cˇa´st pra´ce popisuje, jak pouzˇı´vat vznikle´ interaktivnı´ animace a jejich mozˇ-
nosti. Blizˇsˇı´ informace k logicky´m a bitovy´m operacı´m pak popisuje uzˇivatelska´ prˇı´rucˇka,
ktera´ je prˇı´lohou pra´ce.
5.1 Logicke´ operace
Rozevı´racı´ roletka umozˇnˇuje vybrat druh hradla a kliknutı´mna tlacˇı´tko u vstupu hradla je
mozˇne´ zmeˇnit vstupnı´ hodnotu. Vy´sledek logicke´ operace se zobrazuje u vy´stupu hradla.
Zpu˚sob zpracova´nı´ operace je viditelny´ v pravdivostnı´ tabulce.
Obra´zek 5.1: Animace logicky´ operacı´
5.2 Bitove´ operace
Pomocı´ rozevı´racı´ roletky lze vybrat jednu z mozˇny´ch bitovy´ch operacı´. Vstupy se za-
da´vajı´ skrze cˇı´selna´ polı´cˇka v desı´tkove´ soustaveˇ. Animace je schopna zpracovat cˇı´sla
v rozsahu jednoho bajtu a to, jak se zname´nkem, tak i bez zname´nka. Vstup pro bitovy´
posun a rotaci je rovneˇzˇ reprezentova´n cˇı´selny´m polı´cˇkem a operace je mozˇna´ o osm bitu˚
na obeˇ strany. Posun i rotace se zada´va´ soubeˇzˇneˇ pomocı´ posuvnı´ku.
Obra´zek 5.2: Animace bitovy´ch operacı´
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5.3 U´plna´ bina´rnı´ scˇı´tacˇka
Vstup do u´plne´ bina´rnı´ scˇı´tacˇky se zada´va´ pomocı´ tlacˇı´tek, ktere´ umozˇnı´ zmeˇnu hod-
noty na vstupu. Animace obvodu pak zobrazuje vy´sledne´ vy´stupy vcˇetneˇ pru˚beˇzˇny´ch
vy´sledku˚. Tato cˇa´st a na´sledujı´ci cˇa´st je pouze na´zorna´ uka´zka, jak lze vyuzˇı´t hradla k
aritmeticky´m operacı´m.
Obra´zek 5.3: Animace u´plne´ bina´rnı´ scˇı´tacˇky
5.4 Scˇı´ta´nı´, odcˇı´ta´nı´
Rozevı´racı´ roletka umozˇnˇuje prˇepı´na´nı´ mezi scˇı´ta´nı´m a odcˇı´ta´nı´m. Vstupy se zada´vajı´
pomocı´ tlacˇı´tek pod scˇı´tacˇkou, prˇicˇemzˇ leve´ vstupyprˇedstavujı´ jednovstupnı´ cˇı´slo a prave´
vstupy druhe´ vstupnı´ cˇı´slo. Obeˇ cˇı´sla jsou tedy v rozsahu jednoho bajtu a vy´sledek je
zobrazen na vy´stupech scˇı´tacˇky.




Pra´ce meˇla za u´kol sumarizovat poznatky o logicky´ch operacı´ch a hradlech, ktere´ je
fyzicky realizujı´. Teorie se opı´ra´ o to, jak vznikly a procˇ jsou vyuzˇı´va´ny dodnes. Druhou
cˇa´stı´ problematiky byly bitove´ operace a na´sledneˇ jsem se zameˇrˇil na jejich porovna´nı´
a uka´zal jejich rozdı´ly.
V pru˚beˇhu sve´ pra´ce jsem se sezna´mil s elektronicky´m vzdeˇla´va´nı´m i z pohledu
tvorby vy´ukovy´ch materia´lu˚. Zkoumal jsem jeho mozˇnosti a jak tyto mozˇnosti nejle´pe
uplatnit. Zı´skal jsem nove´ znalosti na platformeˇ HTML5, ktere´ jsem pouzˇil pro vytvorˇenı´
vy´ukove´ho interaktivnı´ho programu. Pro jeho doplneˇnı´ byly vytvorˇeny podpu˚rne´ stu-
dijnı´ materia´ly. Vytvorˇil jsem tak za´klad, ktery´ lze i nada´le rozsˇirˇovat a prˇida´vat do neˇj
dalsˇı´ cˇa´sti, cozˇ by mohlo by´t prˇedmeˇtem pro dalsˇı´ rozvoj te´to pra´ce. Rozsˇı´rˇenı´ je schopen
kdokoliv se za´klady jazykaHTML, CSS a JS. V pru˚beˇhu tvorby jsem se prˇesveˇdcˇil dobry´m
vy´beˇrem pouzˇite´ technologie a vyvaroval se tak proble´mu˚m, ktere´ by vznikaly prˇi tvorbeˇ
jinou technologiı´.
Zı´skane´ poznatky jsem se snazˇil zakomponovat do sve´ pra´ce, abych tak pomohl le-
psˇı´mu porozumeˇnı´ tohoto proble´mu. Zı´skal jsem za´klady programovacı´ho jazyka VHDL
pro FPGA kit a sezna´mil se s implementacı´ integrovany´ch obvodu˚ softwaroveˇ. Poznal
jsem take´ dalsˇı´ vy´vojove´ na´stroje od prˇednı´ho vy´robce FPGA kitu Xilinx.
Vy´sledkem pra´ce je tedy sada interaktivnı´ch animacı´ pro vy´uku logicky´ch a bitovy´ch
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A Vy´ukove´ materia´ly k interaktivnı´ animaci
A.1 Prvnı´ cˇa´st animace - logicke´ operace
K vyja´drˇenı´ libovolne´ logicke´ funkce se v Booleoveˇ algebrˇe pouzˇı´vajı´ jen trˇi za´kladnı´
funkce: logicky´ soucˇet, logicky´ soucˇin a logicka´ negace. Teˇmito za´kladnı´mi funkcemi
mu˚zˇeme vyja´drˇit libovolnou logickou operaci. Logicke´ promeˇnne´ a logicke´ funkce i kon-
stanty naby´vajı´ v Booleove´ algebrˇe jen dvou hodnot, takzˇe vlastneˇ tato algebra pocˇı´ta´
ve dvojkove´ soustaveˇ. Logicke´ operace se zna´zornˇujı´ pomocı´ znacˇek dle standardu
IEEE Std 91a-1991.
A.1.1 Logicky´ soucˇin
Logicky´ soucˇin je logicka´ funkce ve tvaru:
Y = A ·B
Kde Y s indexem znacˇı´ vy´stup a symboly A a B jsou vstupnı´mi promeˇnny´mi a sym-
bol · prˇedstavuje opera´tor logicke´ho soucˇinu. V neˇktery´ch literaturach je oznacˇova´n jako
konjunkce, operace AND, logicke´ na´sobenı´ nebo logicky´ soucˇin. Logicky´ cˇlen, ktery´ re-
alizujeme funkcı´ logicke´ho soucˇinu, se oznacˇuje AND nebo v cˇeske´m vyja´drˇenı´ cˇteme
A.
A.1.2 Logicky´ soucˇet
Logicky´ soucˇet je logicka´ funkce ve tvaru:
Y = A+B
Kde symbol+ prˇedstavuje opera´tor logicke´ho soucˇtu. Logicky´ cˇlen, ktery´ realizuje funkci
logicke´ho soucˇinu, se oznacˇuje OR v cˇeske´m vyja´drˇenı´ cˇteme NEBO.
A.1.3 Logicka´ negace
Nejjednodusˇsˇı´ funkcı´ je logicka´ negace. V algebraicke´m tvaru se vyjadrˇuje:
Y = A
V neˇktere´ literaturˇe se mu˚zˇeme setkat s pojmem ”A non”. Hradlo se oznacˇuje NOT. Toto
hradlo jako jedine´ prova´dı´ una´rnı´ operaci, proto ma´ jen jednu vstupnı´ promeˇnnou.
A.1.4 Negovany´ logicky´ soucˇin
Negacı´ logicke´ho soucˇinu je logicka´ funkce ve tvaru:
Y = A ·B
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Tato funkce vznika´ negacı´ funkce AND, kde nadtrzˇenı´ znamena´ obra´cenı´ hodnoty vy´-
stupnı´ promeˇnne´. Negace je zna´zorneˇna krouzˇkem na vy´stupu hradla. Logicky´ cˇlen,
ktery´ realizuje negovany´ logicky´ soucˇin se oznacˇuje NAND. Alternativnı´ na´zvy pro toto
hradlo jsou negace konjunkce, operace NAND, negace AND, negace logicke´ho na´sobenı´,
negovany´ logicky´ soucˇin nebo Shefferova funkce.
A.1.5 Negovany´ logicky´ soucˇet
Negacı´ logicke´ho soucˇtu je logicka´ funkce ve tvaru:
Y = A+B
Prˇı´padneˇ ekvivalentneˇ za´pisem:
Y = A ∗B
Tato funkce vznika´ negacı´ OR. Logicky´ cˇlen, ktery´ realizuje negovany´ logicky´ soucˇet se
oznacˇuje NOR. Alternativnı´ na´zvy pro toto hradlo jsou negace disjunkce, operace NOR,
negace OR, negace logicke´ho soucˇtu nebo Peirceova funkce.
A.1.6 Exkluzivnı´ logicky´ soucˇet
Takzvany´ exkluzivnı´ OR tedy XOR. Je poslednı´ beˇzˇneˇ vyuzˇı´vane´ hradlo. Funkci to lze
zna´zornit jako:
Y = A ∗B +A ∗B
Odpovı´da´ matematicke´mu soucˇtu modulo 2. Alternativnı´ na´zvy pro hradlo XOR je non-
equivalence, exclusive OR.
A.1.7 Exkluzivnı´ negovany´ logicky´ soucˇet
Vycha´zı´ z hradla XOR, ale vy´stup je negovany´. Alternativnı´ na´zvy jsou ekvivalence,
exclusive NOR.
A.1.8 Bitovy´ soucˇin
Nejza´kladneˇjsˇı´ bitova´ operace je bitovy´ soucˇin.Ma´me-li cˇı´slaA, B a chcemeprove´st bitovy´
soucˇin mu˚zˇeme zapsat:
Y = A+B
Bitovy´ soucˇin se rˇı´dı´ podle tabulky 2.1 logicke´ funkce AND. Pro bina´rnı´ soucˇin, tak jako
u aritmeticke´ operace je potrˇeba bra´t v u´vahu prˇenos do vysˇsˇı´ho rˇa´du z tohoto du˚vodu
musı´ by´t vektor soucˇtu veˇtsˇı´ rozsah o 1 rˇa´d. U bitove´ho soucˇinu prˇenos do vysˇsˇı´ho nebo
nisˇsˇı´ho rˇa´du neprobı´ha´.
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A.2 Druha´ cˇa´st animace - bitove´ operace
Je trˇeba si uveˇdomit rozdı´l mezi bitovy´mi a bina´rnı´mi operacemi. Oba typy mohou by´t
realizova´ny pomocı´ soustavy logicky´ch operacı´. Vy´stupem bitove´ operace je skupina bitu˚
pozmeˇneˇna´ bitovou operacı´. Implementace teˇchto operacı´ je jizˇ v za´kladnı´ch instrukcˇnı´ch
sada´ch procesoru˚. O ktery´ch je vı´ce zmı´neˇno ve trˇetı´ kapitole. Na rozdı´l od toho bina´rnı´
operace je totozˇna´ s aritmetickou pouze jejı´ realizace je ve dvojkove´ soustaveˇ.
A.2.1 Bitovy´ soucˇin
Nejza´kladneˇjsˇı´ bitova´ operace je bitovy´ soucˇin.Ma´me-li cˇı´slaA, B a chcemeprove´st bitovy´
soucˇin mu˚zˇeme zapsat pro kazˇdy´ bit:
Y = A+B
Bitovy´ soucˇin se rˇı´dı´ podle pravdivostnı´ tabulky logicke´ funkce AND pro kazˇdy´ bit. Pro
bina´rnı´ soucˇin, tak jako u aritmeticke´ operace, je potrˇeba bra´t v u´vahu prˇenos do vysˇsˇı´ho
rˇa´du a z tohoto du˚vodu mu˚zˇe by´t vektor soucˇtu veˇtsˇı´ o jeden rˇa´d. U bitove´ho soucˇinu
prˇenos do vysˇsˇı´ho rˇa´du neprobı´ha´.
A.2.2 Bitovy´ soucˇet
Druha´ bitova´ operace je bitovy´ soucˇet. Pro kazˇdy´ bit platı´:
Y = A ·B
Bitovy´ soucˇin se rˇı´dı´ podle pravdivostnı´ tabulky 2.2 logicke´ funkce OR.
A.2.3 Bitova´ negace
Una´rnı´ operace, prova´dı´ logickou negaci kazˇde´ho bitu. Ma´ pouze jeden operand. V prˇı´-
padeˇ nuly bude jedna a naopak. U bitove´ negace nenı´ du˚lezˇite´, zda je datovy´ typ zna-
me´nkovy´ nebo bezzname´nkovy´. Prˇi negaci bitu˚ se nebere ohled na zname´nko cˇı´sla, nejde
tedy o ekvivalentnı´ operaci se zmeˇnou zname´nka reprezentovane´ho cˇı´sla.
A.2.4 Bitovy´ posun
Bitovy´ posun rozlisˇujemenaposun vlevo neboposun vpravo o jeden cˇi vı´ce bitu˚. Hodnoty
jednotlivy´ch bitu˚ se posunou a chybeˇjı´cı´ bity jsou doplneˇny nulami. V prˇipadeˇ bitove´ho
posunu doprava mu˚zˇe by´t mı´sto nul doplneˇna hodnota bitu nejvı´ce vlevo.
A.2.5 Bitova´ rotace
Bitove´ rotace se podobajı´ bitovy´m posunu˚m. Rozdı´l je v tom, zˇe bit ktery´ je prˇi posunu
vysouva´n z hodnoty ven, je prˇi rotaci opeˇt vkla´da´n na opacˇne´m konci. Tato operace
neby´va´ dostupna´ ve vysˇsˇı´ch programovacı´ch jazycı´ch, je vsˇak ve instrukcˇnı´ sadeˇ mnoha
procesoru˚.
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A.3 Trˇetı´ a cˇtvrta´ cˇa´st animace
Taty cˇa´st jsou pouze na´zorne´ uka´zky, jak lze vyuzˇı´t hradla k aritmeticky´m operacı´m.
Kombinacı´ dvoupolovicˇnı´ch scˇı´tacˇek a logicke´ho soucˇtu reprezentujeme u´plnou scˇı´tacˇku.
Kde vstup Cin reprezentuje bit z nizˇsˇı´ho rˇa´du a vy´stup Cout, prˇenos bitu do vysˇsˇı´ho rˇa´du.
Scˇı´tacˇka umı´ sta´le scˇı´tat pouze jednobitove´ operace, viz 3. cˇa´st animace Zrˇeteˇzenı´m te´to
scˇı´tacˇky na´m teprve vznika´ vı´ce bitova´ scˇı´tacˇka. Je zobrazena ve cˇtvrte´ cˇa´sti animace
a lze ji plnohodnotneˇ pouzˇı´t. Rˇeteˇzenı´m u´plny´ch scˇı´tacˇek mu˚zˇeme scˇı´tat libovolne´ bitove´
vektory. Umozˇnˇuje secˇı´st dveˇ 8-mi bitova´ cˇı´sla s prˇenosem do vysˇsˇı´ho rˇa´du. Soucˇet
na vy´stupu mu˚zˇe mı´t azˇ 9 bitu˚, prˇicˇemzˇ nejvysˇsˇı´ bit mu˚zˇe by´t prˇeda´n do vysˇsˇı´ho rˇa´du
vprˇı´padeˇ rˇeteˇzenı´ vı´ce scˇı´tacˇek.HodnotyA0−A7 prˇedstavujı´ vstuppro jedno bina´rnı´ cˇı´slo
aB0−B7 pro druhe´. Soucˇtem teˇchto cˇı´sel je pak cˇı´sloS7−S0, prˇicˇemzˇ nejvysˇsˇı´ deva´ty´ bit je
oznacˇen jakoCoutVstupdo u´plne´ bina´rnı´ scˇı´tacˇky se zada´va´ pomocı´ tlacˇı´tek, ktere´ umozˇnı´
zmeˇnu hodnoty na vstupu. Animace obvodu pak zobrazuje vy´sledne´ vy´stupy vcˇetneˇ
pru˚beˇzˇny´ch vy´sledku˚. Rozevı´racı´ roletka umozˇnˇuje prˇepı´na´nı´ mezi scˇı´ta´nı´m a odcˇı´ta´nı´m.
Vstupy se zada´vajı´ pomocı´ tlacˇı´tek pod scˇı´tacˇkou, prˇicˇemzˇ leve´ vstupy prˇedstavujı´ jedno
vstupnı´ cˇı´slo a prave´ vstupy druhe´ vstupnı´ cˇı´slo. Obeˇ cˇı´sla jsou tedy v rozsahu jednoho





• interaktivnı´ animace: obsahuje index.html, drawing.js a style.css
• materialy.pdf: vy´ukove´ materia´ly k interaktivnı´ animaci
• tex: zdrojove´ ko´dy pra´ce vcˇetneˇ obra´zku˚
• bp.pdf: hotova´ pra´ce v PDF
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