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Tässä opinnäytetyössä suunniteltiin ja toteutettiin lokaatiopohjainen Windows Phone 
8 -sovellus. Työssä myös tutustuttiin suunnittelu- ja toteutusvaiheessa käytettyihin tekniikoihin 
sekä työkaluihin. Opinnäytetyössä tutkittiin erityisesti MVVM-arkkitehtuurimallin soveltuvuutta 
mobiilisovelluksien toteutukseen sekä sen tuomia etuja. Työ toteutettiin Silverlight-tekniikkalla 
XAML-merkintäkieltä sekä C#- ohjelmointikieltä käyttäen.  
Työn tavoitteena oli toteuttaa päivitetty versio turistiopassovelluksesta Windows Phone 
8 -alustalle, joka tukisi uusia haluttuja ominaisuuksia. Suunnitteluvaiheessa ohjelmiston eri 
komponentit pyrittiin erottamaan toisistaan, jotta sovelluslogiikan integriteetti pysyisi 
mahdollisimman yhtenäisenä. Ohjelmistokoodista pyrittiin tekemään myös mahdollisimman 
selkeää ja johdonmukaista, jotta sovelluksen laajentaminen olisi tulevaisuudessa helppoa. 
Opinnäytetyön lopputuloksena saatiin Windows Phone -kaupassa julkaistu MVVM-
arkkitehtuurimallia noudattava sovellus, johon saatiin lisättyä uudet halutut ominaisuudet. 
Lisäksi sovellusta on helppo jatkokehittää tulevaisuudessa. Opinnäytetyön johtopäätöksenä 
tultiin siihen tuloksen, että MVVM-malli sopii hyvin mobiilisovellusten kehitykseen. 
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DEVELOPING A WINDOWS PHONE 8 
APPLICATION USING THE MVVM PATTERN 
 
The subject of this thesis was to design and implement a location-based Windows Phone 8 
mobile application, using the MVVM pattern and to describe the technologies and tools used in 
the planning and development phases of the application. This thesis examines the suitability 
and benefits of the MVVM pattern in mobile application development. The application was 
implemented using Silverlight- technology, XAML markup language and C# programming 
language. 
The main goal was to implement an updated version of tourist guide application for Windows 
Phone 8 platform. The goal was to support the new desired properties which were already 
implemented for other mobile platforms. In order to maintain the integrity of the application logic 
as uniform as possible, the various components of the software were separated from each other 
in the planning phase. The source code was also made clear and consistent for easier 
maintainability and for future extendibility. 
The goal of this thesis was achieved, and the result was a mobile application that was published 
in Windows Phone store. The thesis also concluded that, MVVM pattern is well suited for mobile 
application development. 
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KÄYTETYT LYHENTEET 
CLR Common Language Runtime. Microsoftin kehittämä 
virtuaalikonekomponentti .NET-kirjastolle. 
C++                   Vahvasti tyypitetty olio-ohjelmointikieli. 
C++/CX Laajennus, jolla voidaan tuottaa ohjelmistoja Windows 
Runtime- alustalle. 
GPS Global Positioning System. Yhdysvaltojen 
puolustusministeriön kehittämä 
sateliittipaikannusjärjestelmä. 
JSON JavaScript Object Notation. Yksinkertainen    
tiedostomuoto tiedonvälityseen. 
LINQ Language Integrated Query. .NET-kirjastoon kuuluva    
kieli, jolla voidaan suorittaa datakyselyjä ohjelmakoodin 
joukosta. 
MVC Model-view-controller. Käyttöliittymäohjelmointiin 
tarkoitettu arkkitehtuurimalli, joka on johdettu MVP-
arkkitehtuurista.  
MVP Model-view-presenter. Käyttöliittymäohjelmointiin 
tarkoitettu arkkitehtuurimalli. 
REST Representational State Transfer. HTTP- protokollaan 
perustuva malli, jolla voidaan esimerkiksi hakea tietoa 
internetpalvelusta. 
WPF                              Windows Presentation Foundation. Microsoftin kehit-
tämä grafiikkarajapinta.  
XML Extensible Markup Language. Tiedon kuvantamiseen 
käytetty kieli. 
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1 JOHDANTO 
Lokaatiopohjaisten palveluiden tuottamiseen liittyy monia haasteita. Näitä ovat 
esimerkiksi sijaintietojen mahdollinen epätarkkuus, jatkuvasti muuttuvat 
sijaintiedot ja niiden huomioiminen palvelun toteuttamisessa sekä mahdolliset 
GPS-signaalin heikkoudesta johtuvat ongelmat. (Jensen ym. 2015.) 
Lokalisaatioon perustuvissa palveluissa käytettävän tiedon hakeminen ja 
käsittely on haastavaa myös mahdollisten virhetilojen sekä alustan rajoitteiden 
takia.  
MVVM on arkkitehtuurimalli, jolla pyritään helpottamaan tapahtumapohjaista 
ohjelmointia (Siddigi & Vice 2012, 79). Mallin avulla voidaankin helpottaa 
suurien tietomäärien hallitsemista. Tietomäärät ovat jatkuvasti muutosten 
alaisina lokaatiopohjaisissa sovelluksissa, mutta tästä huolimatta 
käyttökokemus ei kärsi MVVM-arkkitehtuuria käytettäessä. 
Tässä työssä kuvataan lokaatiopohjaisen Windows Phone 8 -sovelluksen 
suunnittelua ja toteutusta MVVM-arkkitehtuurimallia käyttäen. Lisäksi työssä 
perehdytään Windows Phone 8 -sovelluskehitykseen, siihen käytettyihin 
tekniikoihin ja työkaluihin sekä niiden hyödyntämiseen sovelluksen suunnittelu- 
ja toteutusvaiheessa. Opinnäytetyön tuotoksena oleva sovellus toteutettiin 
toimeksiantona Turun Liikemainonta Oy:lle syksyllä 2014, ja siitä pyrittiin 
tekemään mahdollisimman samankaltainen jo olemassa olevien Android- ja 
IOS-versioiden kanssa. 
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2 WINDOWS PHONE 
Microsoft lanseerasi Windows Phone 7 -mobiilikäyttöjärjestelmän lokakuussa 
2010. Käyttöjärjestelmä perustui Windows CE -käyttöjärjestelmäperheeseen ja 
oli Windows Mobile -käyttöjärjestelmän seuraaja. Microsoft halusi 
käyttöjärjestelmän olevan käyttäjäystävällisempi ja tarjoavan paremman tuen 
yleistyviin kosketusnäyttöpuhelimiin kuin edeltäjänsä. Microsoft julkaisi 
päivitetyn version Windows Phone 7 -käyttöjärjestelmästä, jota kutsuttiin nimellä 
Mango tai versio 7.5. Päivitys toi uusia ominaisuuksia käyttöjärjestelmään, 
kuten moniajotuen kolmannen osapuolen sovelluksille sekä Internet Explorer 
9 -selaimen mobiiliversion, joka tuki samoja ominaisuuksia kuin sovelluksen 
työpöytäversio. Microsoft julkaisi Windows Phone 8:n lokakuussa 2012. 
Windows Phone 8 korvasi Windows CE -pohjaisen arkkitehtuurin Windows 
NT  -käyttöjärjestelmäytimellä, jota myös Windows 8 -työpöytäkäyttöjärjestelmä 
käyttää. (Bhushan 2013.) 
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3 MVVM 
 
Model View ViewModel (MVVM) on Microsoftin Martin Fowlerin kehittämä 
MVC-arkkitehtuurin pohjalta kehitetty ohjelmistoarkkitehtuuri, joka luotiin 
käyttöliittymäohjelmoinnin helpottamiseksi, ja korvaamaan MVC- ja 
MVP-arkkitehtuurin puutteita. Malli kehitettiin myös hyödyntämään niiden 
mahdollisia vahvuuksia. MVVM-arkkitehtuuri sopiikin hyvin 
tapahtumapohjaiseen käyttöliittymäohjelmointiin. Erityisesti malli sopii .NET-
aluistoilla toimiviin tekniikoihin kuten Silverlight- ja Windows Presentation 
Foundation -tekniikoihin ja niille tyypilliseen datasidonta-menetelmään, joka 
vastaa tiedon välittämisestä näkymälle. (Siddigi & Vice 2012, 78.) 
MVVM-arkkitehtuuri perustuu ohjelmistorakenteen jakamiseen kolmeen eri 
luokkaan: Malliin, Näkymään ja Näkymämalliin. Malli kuvaa ohjelmiston 
käyttämänä tiedon rakennetta, varastoi ohjelmiston käyttämän tiedon ja 
mahdollistaa sen käytön. Näkymä vastaa tietojen näyttämisestä ja toimittaa 
käyttäjän syötteet sekä toiminnot Näkymämallille. Näkymä sitoo tietoa 
Näkymämallilta ja näyttää sitä. Näkymä ei vastaa ohjelmiston toiminnoista vaan 
toimii näkyvänä osana ohjelmiston käyttäjälle. (Siddigi & Vice 2012, 80–81.) 
Näkymämalli tarjoaa ohjelmistolle rajapinnan Mallin ja Näkymän yhdistämiselle. 
Näkymämalli toteuttaa käyttäjälle tarjottuja toiminnallisuuksia ja huolehtii tiedon 
oikeellisuudesta sekä päivittämisestä Mallille. Näkymämalli hallitsee myös 
Näkymän tilatietoja ja käytettävyyttä. (kuva 1) (Microsoft 2014a.)  
MVVM-arkkitehtuurin vahvuutena voidaan pitää komponenttien selkeää 
erottelua: graafinen näkymä eli käyttöliittymä ei ole riippuvainen ohjelmiston 
logiikkapuolesta. Tämä mahdollistaa jaetun kehitysprosessin, jossa kehittäjät ja 
suunnittelijat pystyvät toimimaan projektin eri osa-alueilla samanaikaisesti. 
Komponenttien selkeä erottelu mahdollistaa myös ohjelmointikoodin helpon 
ylläpidettävyyden modulaarisuuden ansiosta. Näkymän hallinta vaatii myös 
vähemmän ohjelmointikoodia verrattuna muihin arkkitehtuureihin. Näin ollen 
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yksikkötestauksia tarvitsee suorittaa vähemmän ja ohjelmiston ylläpito 
helpottuu. (Siddigi & Vice 2012, 81.) 
 
 
Kuva 1. MVVM-arkkitehtuurimalli kaaviona. 
 
Datasidonta (engl. databinding) on oleellinen osa MVVM-arkkitehtuurimallia. 
Sillä tarkoitetaan näkymän kenttien sitomista Näkymämallin tietorakenteisiin ja 
muuttujiin. Näkymämallin tietorakenteiden tai muuttujien vaihtuessa päivittyvät 
uudet tiedot myös näkymään. Sidonnan voi määrittää myös toimimaan 
Näkymältä Näkymämallille tai molempiin suuntiin. Datasidonta helpottaa 
näkymän ja logiikan erillään pitoa, ehkäisee näkymän toteuttamiseen liittyvää 
monimutkaisuutta ja helpottaa yhteyksien ylläpitoa. (Microsoft 2014c.) 
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4 TEKNIIKAT JA KEHITYSTYÖKALUT 
Microsoft tarjoaa kehittäjille vaihtoehtoja Windows phone -sovelluskehitykseen. 
Sovelluksen graafisen käyttöliittymän toteuttamiseen voidaan käyttää XAML-
merkintäkieltä ja logiikan toteuttamiseen C#- tai Visual Basic -ohjelmointikieltä. 
Kyseisiä kieliä käytettäessä voidaan hyödyntää Silverlight- tai Windows Phone 
Runtime -tekniikkaa. Sovellus voidaan toteuttaa myös verkkoselainpohjaisesti 
HTML-merkintäkieltä, CSS-tyylitiedostoja ja JavaScript-ohjelmointikieltä 
käyttäen. Pelien kehittämiseen voidaan käyttää DirectX-rajapintaa ja 
C++ -ohjelmointikieltä. Uuden Windows Phone 8.1 -käyttöjärjestelmän myötä on 
tullut myös mahdolliseksi käyttää C++ -ohjelmointikieltä ja XAML-merkintäkieltä 
Windows Phone Runtime -tekniikkaa käyttäen. (Yusuf 2014.) Sovelluskehitys 
toteutetaan Microsoft Visual Studiolla, joka on Microsoftin luoma 
ohjelmankehitysympäristö. Kehitettäessä Windows Phone 8 -sovelluksia, 
tarvitaan Windows Phone Software Development Kit (SDK) 8.0 -pakettia, joka 
tarjoaa Windows Phone 8.0 -sovelluskehityksessä tarvittavia työkaluja sekä 
liitännäisiä Visual Studioon. (kuva 2) 
Tässä luvussa kerrotaan tarkemmin Windows Phone -sovelluskehityksessä 
käytetyistä tekniikoista ja kehitystyökaluista. 
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Kuva 2. Windows Phone kehityskirjastot. (Microsoft 2014b.)  
 
4.1 Ohjelmointikielet 
C#- ohjelmointikieltä käytetään paljon eri Windows-alustoilla ja Microsoft 
rohkaiseekin käyttämään sitä. Useimmiten C#- ohjelmointikieltä käytetään 
XAML-merkintäkielen kanssa Windows Phone -sovelluskehityksessä.    
4.1.1 C# 
C# on Anders Heljsbergin kehittämä moderni olio-ohjelmointikieli, jonka on 
tarkoitus olla yksinkertainen ja yleiskäyttöinen. Kielen ensimmäinen 
standardoitu versio julkaistiin vuonna 2000. Kieltä käytetään paljon .NET- 
ohjelmistokomponenttikirjastoa käyttävissä ohjelmistoissa Visual Basicin 
rinnalla, oli sitten kyseessä mobiili- tai työpöytäalusta. Kielen kehitysvaiheessa 
vaikutteita otettiin muista olio-ohjelmointikielistä, kuten Javasta ja C++- 
ohjelmointikielestä ja korjattiin niihin liittyviä ongelmia. Kielen haluttiin myös 
tarjoavan tuen tärkeille ohjelmistotekniikkakehityksen periaatteille kuten, 
vahvalle tyyppitarkastukselle, jonorakenteiden rajoitustarkastuksille, tuen 
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automaattiselle roskienkeräykselle, sekä kyvyn estää alustamattomien 
muuttujien käytön. (ECMA 2006.) Windows Phone 8 -käyttöjärjestelmän 
käyttämänä C# 5.0 on viimeisin standardoitu versio ohjelmointikielestä ja se 
julkaistiin vuonna 2012. 
 
4.1.2 XAML 
XAML (Extensible Application Markup Language) on HTML-merkintäkieltä 
muistuttava Microsoftin kehittämä XML:ään pohjautuva merkintäkieli. XAML on 
deklaratiivinen kieli, tarkoittaen sitä, että se ei kuvaa toimintojen toteutustapaa 
vaan sitä millaisia toiminnot ovat. Kyseistä kieltä käytetäänkin käyttöliittymien 
toteuttamisessa melkein kaikissa .NET-ohjelmointikirjastosta löytyvissä 
tekniikoissa. XAML mahdollistaa työskentelytavan, jossa erilliset osapuolet 
voivat työskennellä käyttöliittymän ja siihen liittyvän logiikan parissa, 
mahdollisesti eri työkaluja käyttäen. (Microsoft 2015a.) 
 
4.2 Ohjelmistotekniikat 
Microsoft tarjoaa useita eri tekniikoita Windows Phone 8 -sovelluskehityksen 
erilaisiin tarpeisiin. Näistä tekniikoista tunnetuimpia ovat Silverlight- ja Windows 
Phone Runtime -tekniikat. 
 
4.2.1 Silverlight 
Silverlight on ohjelmistokehys, jonka Microsoft kehitti alun perin vuonna 2007 
rikkaiden internetsovellusten (Rich Internet Application) toteuttamista varten. 
Silverlight-ohjelmistot toimivatkin aikaisemmin vain verkkoselaimissa ja 
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Silverlight muistutti toiminnaltaan ja ominaisuuksilltaan hyvin paljon yleisemmin 
käytettyä Adobe Flashia (Bugnion 2010). Silverlight-tekniikkaa käytetään 
nykyisin myös Windows Phone -alustoilla sovelluskehityksessä, vaikkakin 
eroavaisuudet selaimessa toimivan Silverlight-tekniikan ja puhelimessa 
käytettävän tekniikan välillä ovat merkittävät; Silverlight-tekniikkaa käyttävät 
Windows Phone -sovellukset eivät vaadi verkkoselainta toimiakseen. Silverlight-
tekniikaa käyttävät Windows Phone -sovellukset rakennetaan 
XAML-merkintäkieltä ja C#- tai Visual Basic -ohjelmointikieltä käyttäen. 
Silverlight- tekniikka tarjoaa pääsyn .NET-ohjelmistorajapintaan, joka suorittaa 
sovelluslogiikan CLR:n (Common Language Runtime) kautta toimien niin 
sanottuna hallinoituna tekniikkana. (Microsoft 2015b.) Tämän työn 
sovelluksessa on käytetty Silverlight- tekniikkaa.  
 
4.2.2 Windows Phone Runtime 
Windows Phone 8 -käyttöjärjestelmästä alkaen on ollut mahdollista kehittää 
sovelluksia käyttäen Windows Phone Runtimea (WPRT), joka on kutistettu 
versio Windows 8 -työpöytäkäyttöjärjestelmän Windows Runtimesta (WinRT). 
Windows Runtime on Windows-sovelluskehitykseen tarkoitettu joukko 
olio-pohjaisia ohjelmointirajapintoja, jotka tukevat natiivia ohjelmistokehitystä  
C++- kieleen perustuvalla C++/CX- ohjelmointikielellä tai hallittuja 
ohjelmointikieliä kuten C# tai Visual Basic. Windows Phone 
8 -käyttöjärjestelmän toteutus Windows Phone Runtimesta tukee kuitenkin vain 
rajallisesti Windows Runtime -komponentteja ja XAML-merkintäkielen käyttö 
toteutetaan edelleen Silverlight-tekniikkaa käyttäen. Näin ollen XAML-kielen 
käyttö ei ole mahdollista Windows Phone Runtime ympäristössä C++/CX- 
ohjelmointikieltä käyttäen. (Microsoft 2014b.) 
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4.3 Kehitystyökalut  
Windows Phone -sovelluskehitys keskittyy yleisesti Visual 
Studio -ohjelmistokokonaisuuden ja sen liitännäisten ympärille. Visual Studio on 
ainoa ratkaisu, joka tarjoaa täyden tuen Windows Phone -sovelluskehitykseen. 
 
4.3.1 Visual studio 
Microsoft Visual Studio on Microsoftin kehittämä laaja IDE (Integrated 
Development Environment) eli integroitu kehitysympäristö, joka on räätälöity 
tukemaan Microsoftin omien sovelluskehitystekniikoiden toteuttamista. 
Ohjelmalla voidaan rakentaa Windows-, Web- ja Windows Phone -sovelluksia. 
Visual Studio tukee oletusarvoisesti C/C++-, C#- ja Visual Basic-
ohjelmointikieliä. Näiden lisäksi kehitysympäristöä voidaan laajentaa tukemaan 
muitakin ohjelmointikieliä kuten esimerkiksi funktionaalista F#- kieltä.  
Ohjelmiston perustyökaluja ovat koodieditori, käyttöliittymän suunnitteluun 
tarkoitettu visuaalinen editori sekä virheenjäljittäjä. Koodieditori tarjoaa 
Intellisense-nimisen lauseentäydentäjän, joka arvaa ja täydentää kirjoitetun 
koodirivin loppuun nopeuttaen ohjelmointiprosessia huomattavasti. Intellisense 
osaa myös värittää epäkelpoja koodirivejä, jotka estävät koodin kääntymisen, 
näin ollen helpottaen käännön aikaisten virheiden etsintää. Visuaalisella 
käyttöliittymäeditorilla voidaan luoda käyttöliittymiä siirtämällä 
käyttöliittymäkomponentteja listalta editoriin visuaalisesti tai XAML-
merkintäkieltä käyttäen. (Microsoft 2015c.) Tämän työn toteutuksessa käytettiin 
Microsoft Visual Studio 2013 -versiota ja kehitysalustana toimi Windows 8 -
käyttöjärjestelmä. 
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4.3.2 Windows Phone 8 SDK 
Windows Phone 8 SDK -ohjelmapaketti sisältää kaikki tarvittavat työkalut 
Windows Phone 8  -sovelluskehitykseen. Pakettiin sisältyy  
 
 Visual Studio Express 2012 for Windows Phone 
 Windows Phone 8 -emulaattori 
 Blend for Visual studio 2012 
 Microsoft Team Explorer. 
 
Visual Studio Express 2012 for Windows Phone on Visual Studio -ohjelmiston 
versio, joka on nimensä mukaisesti räätälöity mobiilikehitykseen. Se asentuu 
ohjelmapaketin yhteydessä mikäli muuta Visual Studion versiota ei ole 
asennettuna kehitysalustalle. Mikäli käytössä on jokin muu Visual Studion 
versio, tarvittavat lisäosat asentuvat siihen automaattisesti. Paketti asentaa 
Visual Studioon mallineita XAML-pohjaisiin Panorama- ja Pivot-tyylisiin 
sovelluksiin. Mukana asentuu Windows Phone -emulaattori, jota voidaan ajaa 
kolmessa eri näyttökoossa (WVGA, WXGA ja 720p) ja se tarjoaa myös erilaisia 
välimuistikapasiteettimahdollisuuksia. Emulaattorilla voidaan testata 
kehitettävän sovelluksen toimintaa virtuaalisessa ympäristössä ilman oikeaa 
Windows Phone -puhelinta. Emulaattori ei kuitenkaan tue kaikkia fyysisen 
puhelimen ominaisuuksia kuten puheluja tai tekstiviestien lähetystä. (kuva 3) 
Paketti asentaa myös Blend-ohjelmiston jolla voidaan luoda edistyneempiä 
käyttöliittymiä. Microsoft Team Explorer -liitännäistä voidaan käyttää 
versionhallintaan ja sillä voidaan helpottaa ryhmätyöskentelyä. (Microsoft 2012.) 
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Kuva 3. Windows Phone 8 -emulaattori. (Visual Studio Magazine 2012.) 
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5 WINDOWS PHONE 8 -SOVELLUKSEN 
TOTEUTTAMINEN  
Projektin tavoitteena oli iFind-mobiilisovelluksen päivittäminen Windows Phone 
8 -alustalle vastaamaan kyseisen sovelluksen uuttaa IOS-versiota ja sen uusia 
ominaisuuksia. iFind-mobiilisovellus on yritysten ja palveluiden 
paikallistamiseen tarkoitettu ratkaisu, joka tarjoaa yrityshakujen lisäksi myös 
reaaliajassa päivittyvän listauksen käyttäjää lähellä sijaitsevista yrityksistä. 
 
5.1 Suunnittelu 
iFind-sovelluksesta oli olemassa vanhentunut versio Windows Phone –
alustoille. Uuden version toteuttamisen alusta lähtien todettiin olevan 
järkevämpää kuin vanhan version laajentamisen, koska uusia ominaisuuksia oli 
paljon. Projektin suunnittelua helpotti paljon jo olemassa oleva REST-
tietokantarajapinta, jota sovelluksen muut versiot käyttivät. Haasteita projektiin 
toi se, että Windows Phone -alusta on ollut olemassa vasta vähän aikaa. Lisäksi 
haasteena oli IOS-version joidenkin ominaisuuksien toteutus Windows Phone 8 
-alustalle.  
 
5.1.1 Toiminnalliset vaatimukset 
Yritys määritteli iFind-sovelluksen Windows Phone 8 -version toiminnallisiksi 
vaatimuksiksi useita eri kohtia. Sovelluksen tulisi toimia uutta IOS-versiota 
vastaavalla tavalla eli sovelluksen pitäisi pystyä näyttämään lähellä olevat 
yritykset ja palvelut sekä niiden etäisyydet sovelluksen käyttäjään listaus- tai 
karusellivalikkonäkymässä. Näkymiltä pitäisi pystyä navigoimaan sivulle, jossa 
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näytetään tarkempia tietoja valitusta kohteesta. Näitä tietoja ovat esimerkiksi 
kohteen kuvaus, sen yhteystiedot, linkki nettisivulle, joka avautuu 
verkkoselaimessa sekä osoitelinkki, joka avautuu Windows Phonen kartta-  
sovelluksessa tarjoten reittitiedot kohteeseen. Lisäksi kohteita pitäisi pystyä 
tallentamaan suosikit-listaan ja jakamaan kohteen tiedot Facebookissa. 
Sovelluksen pitäisi pystyä päivittämään kohdelistauksen järjestystä käyttäjän 
sijainnin muuttuessa sekä mahdollisesti hakemaan lisää kohteita listaukseen 
kun muutos edelliseen sijaintiin kasvaa tarpeeksi suureksi. Sovelluksen pitäisi 
tarjota myös ominaisuus hakea kohteita ja selata niitä kategoriaperustein.  
 
5.1.2 Ei-toiminnalliset vaatimukset 
Käyttöliittymän ulkoasun pitäisi muistuttaa mahdollisimman paljon vastaavaa 
IOS-version ulkoasua, kuitenkaan rikkomatta Microsoftin Windows 
Phone -sovellusten ulkoasun yleisohjetta. (kuva 4) Käyttäjän sijaintitietojen 
hakeminen, listauksen uudelleenjärjestäminen ja uusien kohteiden hakeminen 
tulisi tapahtua asynkronisesti, jolloin nämä toiminnot eivät estä sovelluksen 
käyttöä samanaikaisesti. Sovelluksen tulisi myös toimia nopeasti eikä aiheuttaa 
pitkiä latausaikoja. 
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Kuva 4. Kuvakaappauksia iFindin IOS-versiosta. (Apple 2015.) 
 
5.1.3 Paikallistaminen ja tiedonhaku 
Tiedonhaku tehtiin jo olemassa olevaan REST-tietokantarajapintapalveluun, 
josta voidaan hakea listoja kohteista, tarkempia tietoja jostain tietystä kohteesta 
tai kategorialistoja erilaisilla parametreilla. Palvelusta voidaan esimerkiksi hakea 
lista käyttäjän lähellä sijaitsevista yrityksistä antamalla palvelulle parametreina 
käyttäjän globaalit koordinaatit sekä mahdollisen kohteiden kategorian. 
Sovelluksen käynnistyessä ohjelman tulisikin siis selvittää käyttäjän koordinaatit 
hyödyntämällä puhelimen GPS-anturia. Käytön aikana sovelluksen tulisi seurata 
jatkuvasti, muuttuuko käyttäjän sijainti ja järjestää listaa sen mukaisesti 
uudelleen. Sovelluksen tulisi myös laskea etäisyydet käyttäjältä kohteeseen ja 
hakea mahdollisesti lista uudestaan rajapintapalvelusta. (kuva 5) 
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Kuva 5. Kaaviokuva pääsivun lähellä-välilehden toiminnasta. 
 
5.1.4 Käyttöliittymä 
MVVM-arkkitehtuuri mahdollistaa käyttöliittymän suunnittelun ja toteutuksen 
erillään sovelluksen logiikasta. Näin ollen käyttöliittymäsuunnittelua voidaan 
lähteä toteuttamaan jo ennen ohjelmoinnin aloitusta. 
Käyttöliittymäsuunnittelussa ulkoasusta pyrittiin tekemään mahdollisimman 
samankaltainen IOS-version kanssa. Tämä onnistui parhaiten tutkimalla IOS-
version käyttämiä värejä, tekstin fonttia sekä käyttöliittymäosien kokoja ja 
etäisyyssuhteita. Näkymien ulkonäkö saatiin helposti suunniteltua XAML-
merkintäkielellä näyttämään melko samanlaiselta IOS-version näkymien 
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kanssa, säilyttäen kuitenkin Windows Phone 8 -sovellusten tyypilliset 
ulkonäölliset ominaisuudet.  
 
5.1.5 Näkymät ja navigointi 
Sovelluksessa käytettävät näkymät toteutettiin samalla tavalla kuin IOS-
versiossa. Pääsivu koostuukin siis kolmesta välilehdestä. Windows 
Phone -sovelluskehityksessä välilehtinä toimivat Pivot-näkymät mahdollistavat 
sivun sisällön muuttamisen Pivot-näkymän otsikkoa painamalla tai liu’uttamalla 
sormea näytön poikki vaakatasossa. Pääsivun lähellä-välilehti näyttää 
listauksen lähellä olevista kohteista. Pääsivulla ovat myös kategoria- ja suosikit-
välilehdet. Kategoria-välilehdeltä voidaan navigoida uudelle sivulle, joka näyttää 
listauksen kategorian mukaan suodatetuista lähellä olevista kohteista. 
Kategoria-välilehdeltä voidaan suorittaa myös sanahakuja.  Kohdetta 
painamalla voidaan navigoida näkymään, jossa näytetään tarkempia tietoja 
kohteesta. Kohdenäkymässä on kaksi välilehteä, joista ensimmäisessä 
näytetään kohteen kuvausteksti ja toisessa mahdollisia yhteystietoja. Lisäksi 
sivun ylälaidassa näytetään vaihtuvia kuvia kohteesta. Kyseisessä näkymässä 
on myös mahdollista tallentaa kohde suosikit-listaan. Pääsivun viimeinen 
välilehti näyttää suosikit-listauksen ja tarjoaa käyttäjälle mahdollisuuden poistaa 
kohteita listalta. Navigointi kohteilta takaisin pääsivulle tapahtuu Windows 
Phonen omaa takaisin-painiketta käyttämällä. 
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5.2 Toteutus      
Sovellus toteutettiin yleisimpiä Windows Phone -sovelluskehityksessä 
käytettäviä tekniikoita hyödyntäen. Kehityksessä pyrittiin noudattamaan 
mahdollisimman puhdasta MVVM-arkkitehtuurimallia. Lisäksi sovelluksesta 
pyrittiin tekemään mahdollisimman käyttäjäystävällinen ja virhetiloja sietävä. 
 
5.2.1 Käytetyt tekniikat 
Sovelluksen toteuttamisessa käytettiin Microsoft Visual Studio 
2013  -ohjelmointiympäristöä. Ohjelmointi tehtiin C#- ohjemointikieltä käyttäen 
ja käyttöliittymä toteutettiin XAML-merkintäkielellä. Myös LINQ-kyselykieli oli 
käytössä tiedon uudelleenjärjestämisen helpottamiseksi. Käyttöliittymän 
visuaalisuuden ehostamiseksi käytettiin Windows Phone Toolkit -kirjastoa, joka 
tarjoaa laajennuksia ja tehosteita käyttöliittymä-kontrolleihin. 
Tietokantarajapinnalta kysytty tieto vastaanotettiin JSON-muodossa, joten se 
täytyi purkaa ja tulkita sovelluksen ymmärtämään muotoon. Tähän 
toimenpiteeseen käytettiin Json.NET-kehyskirjastoa. 
 
5.2.2 Tietojen hallinta ja siihen kohdistetut toiminnot 
Sovelluskehityksessä pyrittiin pitämään erillään kaikki toisistaan riippumattomat 
tekijät ja näin ollen toisistaan tietämättömiä MVVM-komponentteja toteutettiinkin 
useita. Sovelluksen pääsivulla on käytössä kolme MVVM-komponenttia ja 
pääsivua näytettäessä näiden komponenttien näkymämallit on alustettava. 
Sovellus aloittaa prosessin BusinessModelView-näkymämallin rakentamisella. 
Se kutsuu aluksi LoadData-metodia, joka kutsuu Geolocator-nimiseltä 
staattiselta oliolta GetGeoPositionAsync-metodia, joka hakee asynkronisesti 
käyttäjän sijainnin koordinaatteina puhelimen GPS-anturia käyttäen. 
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Tiedonhaun kesto voi vaihdella paljon, joten käyttäjälle näytetään latauskuvio. 
Tiedonhaun epäonnistuessa, näytetään käyttäjälle virheviesti. Tiedonhaun 
onnistuessa, haetaan tietokantarajapinnasta listaus lähellä olevista kohteista ja 
lasketaan kohteiden etäisyydet käyttäjään nähden. Listaus puretaan  
näkymämallille tietorakenteeksi, josta se on sidottu pääsivun lähellä-välilehden 
näkymälle. Tämän jälkeen sovellus rakentaa CategoryViewModel-näkymämallin 
lataamalla tietokantarajapinnasta eri kategorioiden nimet ja kuvakkeet sekä 
purkaa ne tietorakenteeksi pääsivun kategoriat-näkymälle. 
FavouritesViewModel-näkymämalli rakennetaan lukemalla listaus 
suosikkikohteista puhelimen muistista. Tämän jälkeen pääsivu on käytetävissä. 
Sovellus valvoo jatkuvasti käyttäjän toimintoja ja huomauttaa näkymämalleja, 
mikäli sisäisiä toimintoja pitää suorittaa. näkymämallit säilyttävät tilansa ja 
tietonsa koko sovelluksen suorituksen ajan ja näin  tieto ei häviä pääsivulta.  
 
5.2.3 Lähellä-välilehti 
Pääsivun lähellä-välilehti näyttää listauksen lähellä olevista kohteista käyttäjän 
valitsemana lista- tai karusellinäkymänä. Molemmat näkymät ovat sidottuina 
BusinessModelView-näkymämallin tietorakenteeseen. Käyttäjän selatessa 
näkymiä listan loppupuolelle, lähetetään näkymältä huomautus näkymämallille, 
jossa pyydetään lataamaan lisää kohteita näkymämallin tietorakenteeseen. 
Näin näkymämalli hakee tietokantarajapinnasta lisää kohteita listaan. 
näkymämalli tarkastelee käyttäjän sijainnin muutoksia ja järjestelee 
tietorakennetta niiden mukaan. (liite 1) (kuva 6) 
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Kuva 6. Kuvakaappauksia sovelluksen Windows Phone 8-versiosta. 
 
5.2.4 Kategoria- ja hakuvälilehti 
CategoryViewModel-näkymämalli lataa sovelluksen käyttämät kategoriat 
tietokantarajapinnasta kutsumalla loadCategoriesFromDatabase-metodia ja 
sitoo ne nimiksi sekä kuvakkeiksi pääsivun kategoria-välilehdelle. Sivulla on 
myös hakutoiminto, jolla voi hakea tietokantarajapinnasta kohteita sanahaulla. 
(kuva 7) 
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Ohjelmakoodi 1. CategoryViewModel-Näkymallin 
loadCategoriesFromDatabase-Metodi 
private async void loadCategoriesFromDatabase() 
        { 
            HttpClient client = new HttpClient(); 
 
            string queryResult =  
await client.GetStringAsync(queryString); 
 
List<Category>temporaryCategoryList= 
 (List<Category>)Newtonsoft.Json.JsonConvert. 
DeserializeObject(queryResult, typeof(List<Category>)); 
 
            //dispatch those to the actual list 
            foreach (var item in temporaryCategoryList) 
            { 
                this.Items.Add(item); 
            } 
 
        } 
 
Sanahakua käytettäessä sovellus tarkistaa sanojen oikeellisuuden ja suorittaa 
haun tietokantarajapintaan. Kategoriakuvaketta- tai sanahakua napsauttamalla 
sovellus navigoi uudelle sivulle näyttäen listauksen löytyneistä kohteista. Mikäli 
haettuja kohteita ei ole, sovellus palaa takaisin pääsivulle. 
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                          Kuva 7. Kuva kategoria-välilehdestä. 
 
5.2.5 Suosikit-välilehti 
Suosikit-välilehdellä listataan käyttäjän valitsemat suosikkikohteet. Kohteet 
haetaan tietokantarajapinnan sijasta sovelluksen omasta eristetystä muistitilasta 
(Isolated Storage). Sovellus rakentaa välilehden käyttämän 
FavouritesViewModel-näkymämallin loadData-metodilla, joka etsii muistista 
XML-tiedoston, johon suosikkikohteet ovat tallennettu. Sen jälkeen kohteet 
luetaan XML-tiedostosta ja sidotaan näkymään. Mikäli tiedostoa ei ole, se 
luodaan tyhjänä. 
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Lähdekoodiesimerkki 2. FavouritesViewModel-Näkymallin loadData-metodi  
 
private void loadData() 
{ 
 
var store = IsolatedStoageFile.GetUserStoreForApplication(); 
 
if (store.FileExists(filePath)) 
{ 
using (var stream = new IsolatedStorageFileStream(filePath, FilMode.OpenOrCreate, 
FileAccess.Read, store)) 
 
{ 
var reader = new StreamReader(stream); 
 
if (!reader.EndOfStream) 
{ 
var serializer = new XmlSerializer 
(typeof(ObservableCollection<FavouritesModel>)); 
 
             FavouriteBusinesses =  
(ObservableColletion<FavouritesModel>) 
serializer.Deserialize(reader); 
 } 
  
                     
} 
}  
 
 
Näkymä tarjoaa käyttäjälle mahdollisuuden poistaa kohteita listalta. 
Poistamistila aktivoidaan painamalla kuvaketta alapalkista. Käyttäjän poistaessa 
kohteita, tallennetaan tietorakenteen muutokset XML-tiedostoon saveData- 
metodia käyttäen.  
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 Lähdekoodiesimerkki 3. FavouritesViewModel-Näkymallin saveData-metodi 
private void saveData() 
{ 
var store = IsolatedStorageFile.GetUserStoreForApplication(); 
 
if (store.FileExists(filePath)) 
{ 
store.DeleteFile(filePath); 
} 
 
using(var stream = new IsolatedStorageFileStream(filePath, FileMode.OpenOrCreate, 
FileAccess.Write, store)) 
{ 
var serializer= new XmlSerializer(typeof(ObservableCollection<FavouritesModel>)); 
serializer.Serialize(stream, FavouriteBusinesses); 
} 
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6 YHTEENVETO 
Työssä tutustuttiin lokaatiopohjaisen Windows Phone 8 -sovelluksen 
suunnitteluun ja toteutukseen sekä kerrottiin yleisesti Windows Phone 
8 -sovelluskehityksessä käytetyistä tekniikoista ja työkaluista. Työssä tutkittiin 
myös MVVM-arkkitehtuurimallin käyttöä sovelluskehityksessä sekä sen tuomia 
hyötyjä ja helpotuksia. 
MVVM-arkkitehtuurimalli kehitettiin helpottamaan tapahtumapohjaista 
käyttöliittymäohjelmointia ja sen voidaankin todeta sopivan erittäin hyvin 
käytettäväksi lokaatiopohjaisen mobiilisovelluksen perustana. Se tarjosi työssä 
toteutetun sovelluksen kehitetyksessä selkeän ohjekehyksen siitä, kuinka 
sovelluksen eri komponentit tulisi erotella toisistaan. MVVM-arkkitehtuurimalli 
helpotti myös sovelluslogiikan erotusta käyttöliittymästä. Malli oli lisäksi helppo 
omaksua Windows Phone 8 -alustan tarjotessa ohjelmointikirjastoissaan 
komponentteja sen toteuttamisen helpottamiseksi. 
Sovellus oltaisiin voitu toteuttaa myös ilman MVVM-arkkitehtuurimallia, käyttäen 
muita arkkitehtuurimalleja. Tällöin sovelluksen toteuttaminen olisi kuitenkin ollut 
todennäköisesti huomattavasti vaikeampaa, ja näin  MVVM -mallin käyttäminen 
oli kyseisen sovelluksen toteuttamisessa perusteltua. Myös muita tekniikoita 
kuten HTML- ja Windows Phone Runtime -tekniikoita oltaisiin voitu käyttää 
toteutuksessa. HTML-tekniikan huono soveltuvuus suuren tietomäärän 
sovelluksiin ja Windows Phone Runtime -tekniikan sen aikainen huono tuki 
tekivät niiden käytöstä kuitenkin huonoja vaihtoehtoja. 
Työn suunnittelu ja toteutus sujuivat hyvin sekä aikataulun mukaisesti. 
Haasteita loivat kuitenkin käsiteltävän tiedon suuri määrä sekä käyttäjän 
sijainnin vaikutus tietoon ja sen hallintaan. Lisähaasteita toivat myöskin 
toimeksiantajan esittämät vaatimukset liittyen sovelluksen toimintaan. Kyseisiä 
vaatimuksia täyttäessä alustan asettamat rajoitukset olivat lähellä ylittyä. 
Esimerkiksi Windows Phone 8 -alustan sovelluksille varaama muisti ei olisi 
ilman optimointia riittänyt sovelluksen tarpeisiin.  
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Työssä toteutettu sovellusprojekti saatiin toteutettua loppuun ja sovellus 
julkaistiin Windows Phone -sovelluskaupassa, josta se voidaan ladata sekä 
asentaa Windows Phone -puhelimille. Sovelluksen lähdekoodi on rakenteeltaan 
selkeä ja sitä on helppo jatkossa laajentaa tukemaan uusia ominaisuuksia 
vaikuttamatta jo olemassaoleviin ominaisuuksiin. 
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