Abstract-This paper discusses mobile notifications in the context of health monitoring system that measure and store vital signs of the patient that are included in this program. The values measured are temperature and cardiac rhythm. This has two Android application, one is used by the patient to monitor his vital signs and the other is used by the physician to be able to see and receive push notifications of each individual patient. The sensors are connected to a Raspberry Pi and these devices send information to the Android smartphone via Bluetooth. The physician can monitor patient data in real time. All the information that is gathered by the smartphone from the sensors are sent to the cloud, can project a history and can detect some anomalies, for example, if the cardiac pulse is not within the limits of an accepted interval.
I. INTRODUCTION
In the health industry the ability to obtain information about patients, especially with chronic disease, is vital. The patient with chronic disease must perform constant checkups to see if their health is within the normal readings [1] . To perform these tests, they must go to a specialized center, then the results must be taken to the physician to be analyzed. The patient being able to perform this reading at home, and save this information in the cloud where the physicians can read those results, saves time and the physicians can read and act based on those results faster. At the same time, monitoring the vital signs of patients is required in hospitals where typical infrastructure is designed without taking into account the data generated by biomedical sensors [1] and can replace traditional nurse call system based on buttons with context-aware based anomaly detection systems.
This article analyzes a push notification system in monitoring vital signs of a patient using a Raspberry Pi, two sensors (temperature and cardiac pulse) and an Android smartphone. After this data is read, they will be sent into a cloud system. The suggested system will have four main components: the sensor system, that is composed from a Raspberry Pi and two temperature sensors and heart monitor, a patient and physician application for a mobile device and a cloud application that saves the patient readings into a NoSQL database that has the capability of processing the information. If the processed information has some anomalies the system will send push notifications to physician application.
We structured the rest of the paper as follows: in section II we have discussed some related work. Section III describes the mobile notifications. In section IV we describe our system that contains 4 parts:
• The wireless sensors component which consists of two sensors, temperature and heart monitor and a Raspberry Pi controller.
• Patient application is a mobile Android application that will read the information from the sensors and will send the readings to the cloud servers.
• Physicians application is also a mobile Android application that will connect with the patient and will gain access to read patients information and sensor data.
• Cloud application will gather all the patient sensor readings, and if some anomalies will be detected it will send notifications to the physician's mobile.
In section IV we assess the performance of the system, while section V, concludes the paper.
II. RELATED WORK
The eHealth terms and definitions address exclusively to professionals or patients in the health industry. It describes how to read in analyze the vital signs on a patient [2] . This topic has received considerable attention [11] , [12] , [13] .
[3] presents a project that monitors the cardiac rhythm and temperature using sensors and an Arduino controller for sending data to a PC using XBee module. In [5] a remote monitor system is described. This system can improve the time and the cost of waiting. The wireless communication is done using the XBee module and the datum is sent on your wireless network.
In [6] a cardiac monitor system is implemented, which will start to play music based on the cardiac rhythm. The main microcontroller is an Arduino.
In [7] there is a solution to monitor cardiac patients in real time, using a mobile device. The information is sent to a cloud server to be analyzed and then the result will be read using a patient mobile device.
III. MOBILE NOTIFICATIONS
Today the computer power of mobile devices has increased, however the battery development has not even doubled over the last decade. It is obvious that integrating so much functionality in one device results in high energy consumption especially in wireless communication.
Usually a mobile client sends an initial request to a server which responds with the update. This traditional type of communication is also known as pull notification. In contrast, in push notifications, the updates are delivered from a server application to a device without a specific request from the client which has typically subscribed to updates in advance. In the case of smartphones, the client may be built into the operating system [14] . 
IV. SYSTEM IMPLEMENTATION
Our suggested architecture will read vital signs (temperature and heart rate) data which are sent to a mobile device for reading and analyses. This data is stored as well into a cloud database and from that database a physician application can read this information. The cloud server has the ability to send push notifications if it will detect some anomalies in the data that was sent by the patient. Below we will describe each component of our system.
Because we need fast reaction to design changes, we choose Model-View-ViewModel architecture with RxJava to create event-based UI in Android applications. In the MVVM design pattern [10] , the Model represents the business concept, the View is the graphical control or set of controls responsible for rendering the Model data on screen and The ViewModel contains the UI logic, the commands, the events, and a reference to the Model. The ViewModel does not keep a reference to the View (like in MVP pattern) but exposes stream of events to which various Views can bind.
A. Wireless Sensor components
The main component of this system is a Raspberry Pi controller that has two sensors: temperature and heart rate.
The Raspberry Pi microcontroller version is 2012.12 that contains an ARM1176JZFS (ARM11 using an ARMv6-architecture core) CPU running at 700 MHz and 512MB Ram. We used an DS18B20 water resistant temperature sensor. This sensor has been connected an adapter and then rate sensor, we have used MagiDeal Heart Rate Pulse Sensor. In order to connect this sensor to the Raspberry Pi controller we required an analog to digital converter. For this we used MCP3008 that has 8-channle 10-bit analog to digital converter. This converter connects to the Raspberry Pi using a SPI serial connection.
In order to send information from the Raspberry Pi controller to a mobile device we used CSR 4.0 Bluetooth dongle that was connected via USB interface. For debugging and software implementation we used a BLC900-13a screen and a USB keyboard and mouse.
We have chosen the Bluetooth communication besides Wi-Fi because it can exchange information over short distances. This will create a secure personal area network in which the devices can communicate. Another advantage is the power consumption, Wi-Fi requires around 80 milliwatts of electrical power and Bluetooth requires only 2 milliwatts.
The information that is read from the sensors is sent to mobile device via Bluetooth. Raspberry Pi controller creates a Bluetooth socket which will communicate with the client through the RFCOMM protocol. This protocol is a simple transport protocol that emulates RS-232 serial ports offering up to sixty simultaneous connections to a Bluetooth devise. Once the connection with the mobile device has been established will accept commands from the device.
• temp command will start reading the temperature sensor and will compose a JSON type string format with the temperature values, Celsius and Fahrenheit, measured by the DS18B20 sensor.
• heartRate command will start reading cardiac pulse from the heart rate pulse sensor
Here are two examples for reading the temperature sensor and heart rate sensor: a) Temperature Sensor value { "type": "temperature", "temp_c": 37.6, "temp_f": 99.68, "timestamp": 1540616675 } b) Heart rate sensor value { "type": "heartRate", "value": 120, "timestamp": 1528638540 } The readings will be over the client will terminate connection.
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B. Patient application
This is a mobile Android application which will connect to the Raspberry Pi module via Bluetooth. Once the data is read from the wireless sensors it will be saved on the server component. The user of the Android application must be authenticated. Another feature of the patient application is the ability to connect to a physician in order to share and collaborate his readings.
The patient can login via a user name and a password. This account is created on the server application. Once the patient has gained access to his profile, he will be able to see five sections:
• Measurements Fig.1 presents the option to start reading the pulse of the patient with the mobile device. Once the user has chosen temperature or heart rate option and pressed the start button the mobile application will send a command to the wireless sensors module to read the desired option.
2) Statistics
In this section the user can see a statistic of the readings that the user has made. The patient can choose what type of information he wants to see: temperature readings or heart rate readings. Fig. 2 shows the heart rate values that the user had in time. A similar screen is shown for the temperature readings as well.
3) Doctors
In this section the user is able to see a list for doctors where he/she can connect in order to share their readings. There is an option which filters only the physicians connected to the logged in patient. Once the patient selects a doctor, he has two options: End Collaboration or Request Collaboration, these options may vary whether there is an association with the doctor or not. These details are shown on the doctor application
4) Settings
In this section the user can modify the graphic type, colors. From this section the user can logout.
C. Doctor application
The patient application and the doctor application has similar screens. The patient application includes the following options: Measurements, Statistics, Doctors, My Profile and Settings. In the doctor application the Measurements, Statistics and Doctors screen have been replaced with Requests, Alarms and My Patients.
1) Requests
All the association requests made by the patients will be listed in this section. There is an option where the doctor can search for a particular association. When a particular patient is selected from this list, the doctor can see the personal details and the values that were read by the patient sensors. These values are identical with the values from the Measurements section on the patient application.
In the option detail on the upper right corner the doctor can Accept, Decline and Remove Patient. In the case when a patient has been already accepted only the Remove Patient option will be available.
2) Alarms
In this section the physician can see the readings from the associated patient that are not in the average values. Once an alarm has been read it will be eliminated from the list. From the alarm section the user can navigate directly to the patient readings.
3) My patients
This section shows a list of patients that are associated with the logged physician. From this section the user can remove a selected patient from the list. https://www.degruyter.com/view/j/cjece
D. Server application
We choose Firebase [9] because it enables real-time database and backend as a service and provides support for enabling integration with Android, iOS, JavaScript, Java, Objective-C, Swift and Node JS [8] . This service enables developers an API that will allow applications to be synchronized across clients and data will be stored into the cloud. Another great advantage is that it offers a range of services like, Storage, Hosting, Machine learning, etc. In addition to this, it will also provide support for offline usage. Whenever a user loses connection with the database, the database SDK will use a local cache on the device to store the changes. When the user comes back online the local data is automatically synchronized.
Another concept is the database security rules that specify who has access to what pieces of data and how database should be structured.
The doctor's nodes contain a list with all the physicians that are registered in the application. Measurement node contains the values that are read from the sensors for each individual patient. This node has two child nodes called heartrate and temperature. Every measurement is a child of the measurements node that contains the id of the assigned patients. These ids are generated when the user is creating an account. There is a node called acceptedPatients that contains a list of patients assigned to a specific physician. This node is created when a physician has at least one patient accepted.
We defined a trigger in the context of Firebase Database. This is a function that is invoked when a certain operation is performed on a node. For example, we defined a trigger that is used for monitoring, if a patient has added a doctor in his list. If a new record is added in that node, it means that a patient wants an association with a physician and a push notification is sent to that particular physician. Another trigger function that we have defined, monitors the records which are inserted into the heart rate node and if that value is greater than an average of the values previously read with 10, all the physicians assigned to that patient will receive a push notification.
In Fig. 3 the application flow is represented. The patient application makes a request to Raspberry Pi module to read information: temperature or heart rate pulse. The information is sent to the mobile device via Bluetooth and the mobile device will save the data into the cloud. Our cloud database system will analyze the information and if the information is abnormal, the system will send a push notification to the doctor. The information is sent to cloud database via a rest API and the data is structured in a JSON format.
Each doctor and patient is assigned a 20-character generated unique identifier, which is available when writing a list of data to Firebase from any of the client libraries. This advantage for generating the id on the client side will offer the flexibility of not waiting for the server to provide those ids and many clients could append data to the same location at the same time without worrying about conflicts.
We have used cloud messaging server for sending push notification to the doctors. We have written a code that will read the data received from the patient and if we detect an abnormal reading, we will get the list of the doctors that are assigned to that patient and we will tell the cloud messaging servers to send push notification to the patient's mobile devices.
V. PERFORMANCE EVALUATION
Mobile industry is changing fast. Mobile operating systems have encountered a fast architecture change over the years. The Android operating system is an open source platform, which means the mobile device vendors can customize the operating system. Running the same operating system on two mobile devices but from different vendors can have differences. The following devices were used to test this application:
• Huawei P10 Lite -Android 7.0.0
• Samsung Galaxy S5 -Android 6.0.1
• Samsung Galaxy S7 -Android 7.0.0
• Google Pixel -Android 8.1.0.
The readings were made in a 30-day interval, 3 hours per day with 20 readings every hour.
As we can see in Fig. 4 the heart rate readings are mostly constant [70, 78] except those three readings in red where we detect some anomalies.
We tested the push notification feature using some values that are not in the limits with in ∆ = 10.
VI. CONCLUSIONS This article shows how vital signs, temperature and pulse, can be monitored remotely without the need for a patient to go to a health care facility. This is mainly and advantage for the patients with chronic disease. It will reduce the time and cost of a regular check-up. With the growth of the smartphone industry these kinds of eHealth applications are easy to use because now almost every phone user has a smartphone.
The Raspberry Pi module can be reduced to a smaller module in the future implementations. https://www.degruyter.com/view/j/cjece Apart from the ability to view the history of a patient data, the doctor can receive notification if the patient information displays some anomalies in the data and he can intervene when this event takes place. Fig. 4 . Heart rate readings
The system can be improved by adding new sensors and implementing more complex algorithms to analyze the patient's information. Another improvement is the ability to provide a feedback for the doctors.
