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Preface
As wind turbines are steadily getting bigger, their blades’ radii become very large, of
the order of 100 m for the largest ones to these days. Combined with the rotor rotational
velocity required to create lift on the blades for generating torque and thereby electric-
ity, modern wind turbines operate at such blade tip velocities that compressibility ef-
fects start to play a role on the blade aerodynamics. EllipSys being an incompressible
flow solver by design and being partly dedicated to compute wind turbine rotor flows,
it has become important to extend its capabilities to compressible flows.
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Summary
This report gives a brief overview of the main implementation details necessary to
account for compressibility in the EllipSys code. The additional input parameters re-
quired to activate and configure the compressible formulation are presented. A series
of test-cases are defined and comparisons with measurement data and solutions from
existing validated compressible codes are conducted. It is shown that the code be-
haves as expected, although it typically requires longer computational times than for
the incompressible case. Furthermore, the quantitative results appear to validate this
compressible version of the code.
3
1 Introduction
The aim of this report is to:
1. give an overview of the implementation of compressibility in the 2D versions of
EllipSys, and
2. verify the sanity of the code using a number of test-cases based on experimental
data and by comparison with existing and validated compressible codes.
The next section is dedicated to the code implementation of compressibility and mod-
ifications to the code are briefly reviewed. The third section is orientated toward the
user-interface and the new keywords available to the user for activating compressibil-
ity features are presented. The fourth section compiles a series of test-cases aimed at
validating the new compressible version of the code. Conclusions are finally drawn.
2 Implementation of compressibility in EllipSys
EllipSys is an incompressible viscous flow solver for which velocity and pressure are
solved in a decoupled manner [1, 2, 3]. This decoupling is implemented using specific
predictor-corrector algorithms such as PISO or SIMPLE (and variations from these)
where the prediction step computes the velocity field from the momentum equation,
and the correction step computes a pressure correction such that continuity is enforced
and the predicted velocity field is accordingly corrected. In order to account for com-
pressible effects, the approach proposed by Demirdžic´ et al [4] is implemented here.
Note also that the EllipSys code includes the option to solve the energy conserva-
tion equation which is recasted so that the static temperature is the unknown variable
to be solved.
The main modifications to the original incompressible code are detailed in the fol-
lowing sections.
2.1 Added convective term in pressure equation
The mass flux correction enforcing the continuity equation is now added a term ac-
counting for the varying density resulting from the pressure correction. Indeed, for a
compressible fluid, any change of pressure has a direct influence on the density through
the equation of state (see Eq. (3) below). The mass flux correction at an arbitrary mesh
cell face reads:
m′ = (ρ∗+ρ ′)(u∗+u′)≈ ρ∗u∗+ρ∗u′+ρ ′u∗
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where ρ and u refer to the density and one of the velocity components, respectively,
and star-quantities are predicted values while prime-quantities are correction values.
Note that the term ρ ′u′ has been neglected in the above equation. However, in the
PISO/SIMPLE algorithm and for time-true calculations, the continuity equation has
to be satisfied at each time step, therefore sub-iterations are used. For steady-state
calculations, the continuity equation has also to be satisfied at convergence. Thus, in
both cases the pressure correction tends to zero and the above approximation has no
influence on the converged results. For the same reason, the scheme used to discretize
the additional term ρ ′u∗ (i.e. the one not present for the incompressible case) has
no influence on the numerical solutions when those are converged since the pressure
correction should be vanishing. For stability purposes, this latter term is discretized
using a standard first order upwind scheme.
The velocity correction is expressed as a function of the pressure correction ac-
cording to the standard PISO/SIMPLE algorithm. The density correction is (linearly)
expressed as a function of the pressure correction p′ assuming an isentropic flow, yield-
ing:
ρ ′ =
(∂ρ
∂p
)
p′ =
p′
c2
(1)
where c is the speed of sound defined as:
c =
√
γRT (2)
where γ and R are gas constants and T is the temperature. In the present implementation
air is considered, therefore γ = 1.4 (see definition below) and R = 287.6 [J/(kg.K)] is
the specific gas constant (for dry air).
The above equations are used to build an equation for the pressure correction in a
similar way to the incompressible version, but with these new convective terms added
to the mass fluxes and originating from the density correction. Note that the resulting
pressure operator is no longer symmetric because of the additional terms. Therefore,
the multigrid solver in the original incompressible EllipSys code, which implemen-
tation is based on this symmetry assumption, can no longer be used (at least as it is
currently implemented). If one want to use the present solver in its present form, the
additional terms have to be solved explicitly as part of the iterative procedure which
is not recommended for numerical stability, or the operator can be symmetrized and
the anti-symmetric part can be solved explicitly. Therefore, the multigrid solver is
replaced by calling the existing Gauss-Seidel solver already implemented in EllipSys
code. This yields to a rather slow convergence of the numerical simulations, in par-
ticular at low Mach numbers. In order to improve the numerical efficiency, the SIP
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method by Stone [5] for solving linear systems is also now implemented and it proves
to accelerate convergence significantly.
Finally, note that the compressible Navier-Stokes equations also require a state
equation for the fluid. The classical equation for an idal gas is used:
p = ρRT (3)
2.2 New boundary conditions for velocity and pressure
Firstly, since a new variable (the density) is added to the system of equations, it is nat-
ural that additional boundary conditions must be inforced. Secondly, according to the
Mach number of the flow, the flow behaves differently and may require different types
of boundary conditions according to the flow regime, i.e. for subsonic or supersonic
flow conditions according to the value of the inflow Mach number M define as:
M =U/c
where U in the inlet flow velocity and c is the speed of sound.
For incompressible flows, there is no boundary conditions attached to the pressure
itself. Numerically, some sort of boundary conditions must be enforced when solving
the pressure correction equation and these are partly determined by the chosen numer-
ical scheme. In practice, in EllypSys homogeneous Neumann boundary conditions for
the pressure correction are enforced at all boundaries and the actual pressure is extrap-
olated. However, in the compressible case the pressure equation is an expression of the
continuity equation for the density and proper boundary conditions can be defined.
Subsonic flows
In the case of subsonic (and transonic) flows, the outlet static pressure is fixed:
p = pstatic_outlet
using Dirichlet boundary conditions. This is a standard choice for compressible codes
and the physical rationale behind this choice can be linked to the case of an open return
wind tunnel which exhausts into the surrounding environment, i.e. outside the wind
tunnel into ambient air.
At the inlet, it is also standard for compressible codes to enforce the inflow angle
and the total pressure as specified in Eq. (4) in Section 3. In practice, during the pre-
diction step the inflow velocity norm U is deduced from the Mach number by solving
Eq. (4). This is done using the local speed of sound, or temperature using Eq (2),
and the local static pressure which are both obtained from the previous (sub-)iteration.
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The velocity components can then be calculated assuming that the angle at which the
flow enters the computational domain is given and they are numerically enforced using
Dirichlet boundary conditions. Then, in the correction step the pressure correction is
enforced using homogeneous Neumann conditions in the same manner as done for the
incompressible case. This configuration is obtained by using compressible_bc=1 in the
inputs (see Section 3).
Another option for the inlet boundary conditions (compressible_bc=2) would be to
enforce the inflow velocity (both norm and direction) using Dirichlet condition and let
the total pressure evolve freely at the inlet as a result of the pressure correction equation
for which boundary conditions also remain unchanged (i.e. homogeneous Neumann).
It seems to be numerically unstable according to our previous experiences with the
modified code, although this should be investigated further.
Supersonic flows
In the case of a supersonic flow (compressible_bc=3), the configuration is quite differ-
ent. All quantities at the inlet are enforced using Dirichlet boundary conditions, which
seems natural as no information can travel upstream of the flow. Nevertheless, Eq (4) is
still used to enforce the desired total pressure. Another option would be to enforce di-
rectly the static pressure to a value chosen by the user, but it has not been implemented
yet.
At the outlet, all quantities are computed using homogeneous Neumann boundary
conditions assuming that an equilibrium state has been reached by the flow. Again, it
seems as a natural choice as no information is travelling upstream, but it is only justified
if the entire outlet boundary is immersed in fluid travelling at supersonic speed.
2.3 Other small additions to the original code
Some relatively minor or straightforward modifications to the original incompressible
code due to compressibility are listed below:
• Because the fluid flow is no longer divergence-free, some additional terms are
added to the shear-stress tensor. The viscous part of the momentum equation is
modified accordingly. This has also an effect on the thermal production due to
friction in the temperature equation (see [4] or any text book on compressible
flows discussing the Navier-Stokes equations).
• If a constant specific total enthalpy is selected as input, the temperature is no
longer computed using the existing EllipSys temperature module. Instead, the
temperature throughout the computational domain is computed analytically by
solving Eq. (6) as specified in Section 3 and using the computed velocity field.
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• When solving the pressure correction, in addition to the corresponding velocity
correction (as defined by the SIMPLE/PISO scheme and Rhie and Chow inter-
polation), it is necessary to correct the denstity. It is found that the approach
to update the density that yields a numerically stable scheme is to compute the
corrected density at each pressure correction using Eqs. (1) and (3) as:
ρ =
p∗+ p′/γ
RT
3 New input parameters specific to compressibility
Typically, numerical or physical input pameters are passed to the EllipSys code through
a file, usually named ’input.dat’. The new input parameters (both keywords and their
possible values) are provided in Table 1 together with their specific functions.
If p is the ambient static pressure, M the Mach number with M =U/c and U being
the norm of the inflow velocity, then three of the above-mentioned input parameters
can be computed using the following relationships:
ptotal_inlet= p
(
1+M
γ−1
2
) γ
γ−1
(4)
total_temp_inlet= T
(
1+M
γ−1
2
)
(5)
total_enth_inlet= cp T +
U2
2
(6)
where γ is the ratio of specific heats. For air, the pressure specific heat capacity is
cp = 1004.703 [J/(kg.K)] and γ = cp/cv = 1.4.
Note also the impact of the input parameter with keyword total_enth_cst (see Ta-
ble 1). If specified, the energy conservation equation is not solved anymore. Instead,
assuming a constant total enthalpy throughout the flow field, the temperature is calcu-
lated at each mesh cell using Eq. (6) where total_enth_inlet is replaced by the value
assigned through the keyword total_enth_cst, that is:
T =
(
total_enth_cst−U
2
2
)
/cp
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Keywords Possible values Action
(Typical value)
compressible ’true’ or ’false’ Using compressible version if ’true’
compress_reslim Real value Minimum residual for modified pressure
(> 10−10) equation to exit
compressible_bc Integer value Type of boundary conditions: (1) Subsonic
(see Section 2.2) (2) Subsonic (3) Supersonic
pstatic_outlet Real value Outlet static pressure [Pa]
ptotal_inlet Real value Inlet total pressure [Pa]
(see Eq.(4))
temp_inlet Real value Inlet temperature [K]
temp_farfield Real value Farfield temperature [K]
total_temp_inlet Real value Inlet total temperature [K]
(see Eq.(5))
total_enth_inlet Real value Inlet specific total enthalpy [J/kg]
(see Eq.(6))
total_enth_cst Real value If specified, the temperature solver
(see Eq.(6)) module is not used. This given specific
total enthalpy is enforced throughout
the entire domain instead [J/kg]
Table 1: New input parameters for compressible version of EllipSys
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4 Validation of the compressible code
Several test-cases are considered hereafter in order to validate the code in several con-
figurations.
4.1 Flow in 2D channel with circular arc bump
In this section, the present code is compared with the numerical results obtained by
Demirdžic´ et al [4]. They derived a compressible flow solver from an existing SIMPLE
solver for incompressible flow. Note that the the present code formulation is directly
inspired from their work. The test case is the inviscid flow in a 2D channel with a
circular arc bump on one of its sides. Three cases are considered: (1) a subsonic case
at M = 0.5, (2) a transonic case at M = 0.675, and (3) a supersonic case at M = 1.65.
Note that for the two first cases, the height of the bump is equal to 10% of the channel
width, and 4% for the third case. In all cases, the length of the bump is equal to the
width of the channel. Note also that for the two first cases, the convective terms in the
momentum equations are discretized using the second-order upwind scheme (‘suds’),
while a min-mod limiter is applied to this scheme in order to minimize wiggles and
avoid numerical instabilities for the third case.
The results for the 3 test cases are displayed in the form of iso-contours of the Mach
number in Figs. 1, 2 and 3, respectively. It can be noticed that the present calculations
slightly differ from the results obtained by Demirdžic´ et al [4] near the bottom wall on
the bump surface and in its wake. The origin of these discrepancies is explained below.
However, compressible flow calculations for the same test cases using different com-
pressible codes [6, 7] also exhibit similar patterns than those produced by the present
code. Nonetheless, there is a reasonable agreement between the reference solutions
from Demirdžic´ et al [4] and the present results.
The above differences are displayed in more detail by plotting the Mach number
profiles along the lower and upper walls of the channel for all test-cases in Fig. 4. It can
be seen that the Mach number on the lower wall as computed by the EllipSys solver
does not recover its inlet value after passing the bump, whereas it does for the numerical
results of Demirdžic´ et al [4]. The cause of these result discrepancies can be found in
the respective mesh refinements. A computation using a coarser mesh similar to the
one used by Demirdžic´ et al [4] is conducted with the EllypSys code for the subsonic
case M = 0.5 and results are displayed in Fig. 5. Two convective schemes are also
investigated: a second order upwind scheme (SUDS) and a central difference scheme
(CDS). It can be seen that both the mesh refinement and the convective scheme have an
influence on the wall Mach number after the bump (and also upwind of the bump for the
central scheme). In any case, using the coarse mesh yields the Mach number to recover
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its inlet value (or close to it) after the bump in accordance with Demirdžic´ et al [4]. The
scheme also plays a role but it also influences the Mach number upwind of the bump.
(a) Demirdžic´ et al [4]
(b) EllipSys2D
Figure 1: Mach iso-contours of channel flow with 10% bump - M = 0.5
4.2 2D transonic flow around the RAE-2822 airfoil
This test-case is concerned with the 2D transonic flow around a RAE-2822 airfoil.
The computational details for the reference calculation are available online [8]. The
experimental data stem from a AGARD report [9]. The Mach number for this test case
is equal to M = 0.729, the Reynolds number Re = 6.5×106 and the angle of attack
α = 2.31o. In the present calculations, the turbulence model is the SST-k-ω model
and the computations are performed with (Drela’s eN model with Ncrit = 9) or without
transition model. The second-order upwind scheme with the min-mod limiter is used
for discretizing the convective terms.
Pressure coefficient distribution, iso-contours of Mach number and pressure field
calculated with the modified code are compared in Figs. 6, 7 and 8, respectively, with
results from wind tunnel measurements for the former case [9] and computational re-
sults from the compressible code NPARC [8] developed at NASA for the two latter
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(a) Demirdžic´ et al [4]
(b) EllipSys2D
Figure 2: Mach iso-contours of channel flow with 10% bump - M = 0.675
cases. The main conclusions from these comparisons are the fact that the fully tur-
bulent calculation appears to more closely match the experimental data, and that the
shock is more diffuse compared to the NPARC code results, most probably due to the
scheme used in the present calculations (second-order upwind scheme with min-mod
limiter) yielding to some numerical dissipation. Nevertheless, there is a general overall
good agreement between the present calculations and these reference data.
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(a) Demirdžic´ et al [4]
(b) EllipSys2D
Figure 3: Mach iso-contours of channel flow with 4% bump - M = 1.65
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Figure 4: Mach profiles along lower and upper walls of channel
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(a) NPARC [8]
(b) EllipSys2D
Figure 7: Mach iso-contours of RAE-2822 airfoil flow at M = 0.729, Re = 6.5M and
α = 2.31o
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(a) NPARC [8]
(b) EllipSys2D
Figure 8: Pressure iso-contours of RAE-2822 airfoil flow at M = 0.729, Re = 6.5M
and α = 2.31o
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5 Conclusions and perspectives
In this report, modifications of the EllipSys2D code implemented in order to simulate
compressible flows are reported. The main change as far as the user is concerned is the
possibility to activate the compressible part of the code using a series of new input pa-
rameters. The latter are detailed in this report and it should be relatively straightforward
to use this new functionality.
The code is verified and numerical results are compared with existing reference
solutions. These comparisons show that the results are qualitatively correct and that
the code is behaving soundly, at least in the range of conditions for which these tests
are performed, which are well beyond wind turbine applications (such as hypersonic
flows).
The next step will be to include these code modifications into the 3D version of
EllipSys. It is believed that it should be rather easy since these modifications only
involve a small part of the overall 2D code. Nevertheless, it can be expected that
computing time and efficiency might become a limiting issue when solving 3D flow
configurations, and that it may be necessary to implement a multigrid solver for the
pressure equation that can handle a non-symmetric operator.
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