pdb2cif is a new version of an awk script originally written by P. E. Bourne in 1993 to translate from the 1992 Protein Data Bank (PDB) format to the then-emerging macromolecular Crystallographic Information File (mmCIF) definition. This new version of pdb2cif translates from all current PDB formats, including the 1992 PDB format and the 1996 PDB Atomic Coordinate Entry Format, Version 2.0, to the 1997 mmCIF format as defined in the mmCIF dictionary 1.0.00. The program is provided as an m4 script from which both perl and awk versions can be produced. The program identifies mmCIF entities implicitly by sequence homology among PDB SEQRES records. With minor additions to the dictionary, the resultant mmCIF data-sets are substantially compliant with the mmCIF 1.0.00 dictionary.
Introduction
The program pdb2cif reads entries in Protein Data Bank (PDB) format (Bernstein et al., 1977) or PDB Atomic Coordinate Entry format (Protein Data Bank, 1996) and converts them to macromolecular Crystallographic Information File (mmCIF) format (Fitzgerald et al., 1996; Bourne et al., 1997) .
All valid PDB record types are converted, but most PDB REMARK records are carried forward as text, rather than being parsed any further. The resulting entries are substantially compliant with dictionary definition language version 2 (DDL2) (Berman & Westbrook, 1994; Westbrook & Hall, 1995) and mmCIF rules with the addition of a small number of new token definitions.
The Protein Data Bank format has been used for over 20 years to archive macromolecular data, is produced by many refinement programs and is used as an input format by many applications. The adoption of the mmCIF dictionary (Fitzgerald et al., 1996) by the IUCr, in response to the need to represent explicitly a larger amount of data that can be parsed by computer (necessary as the number of structures continues to grow exponentially), has made translation from PDB format to mmCIF format a pressing issue.
In this paper we review the techniques used in pdb2cif to move from structures represented in PDB format to mmCIF format. Some data items have direct mapping with minor syntactic adjustment, such as for author names and journal references. Other data items, however, require us to recast our thinking along new lines. For example, the PDB format works 1" This paper is one of a series on CIF applications. Offprints are available from The Managing Editor, International Union of Crystallography, 5 Abbey Square, Chester CH1 2HU, England. See text of paper for availability of program(s) by e-mail.
i(i 1998 International Union of Crystallography Printed in Great Britain -all rights reserved with chains and heterogen groups, while mmCIF uses entities (discrete chemical components). Proper identification of entities in a PDB entry may require looking for sequence homology. As another example, consider beta sheets. The PDB format treats a bifurcated sheet as two distinct sheets that happen to have certain strands in common, while mmCIF allows all the strands involved to be represented as a single sheet. This requires strand matching and alignment to go from PDB format to mmCIE What has currently been automated in pdb2cif and what still requires human intervention is discussed.
Outline of the PDB format
The Protein Data Bank describes a macromolecular structure using a format containing records with fixed fields that are order dependent. In this context, a record is a line of text. The first six characters of each record contain a left-justified string of from three to six upper-case characters that specifies a particular PDB 'record type'. The record type implies the layout of the information in that record. For some record types fields of information may span multiple records of the same type. For many such record types, continuation is indicated by an integer in columns 9-10. In most cases, the meaning of the information found in specific columns of a record type is fixed and is specified in external documents rather than within the PDB entry itself. In most cases, all records of a given record type are grouped together. The order of presentation of different record types within an entry is fixed. In all cases the records are no more than 80 characters long and, in entries conforming to the PDB 1992 or earlier formats, there is no structural information past column 72. There are several variations of the PDB format which have been used since its adoption. Table 1 is a composite of the 1992 and 1996 versions, since data-sets in both formats are still in use.
In the coordinate section, ATOM records are used for 'standard' residues and HETATM records are used for atoms in heterogens. For any given atom in a given conformation, the ordering of records is [ATOMIHETATM] [SIGATM] [ANISOU] [SIGUIJ] as a single group of records. Groups of records specifying the alternate conformations for the same atom follow immediately. These groups of records are then organized in an ordering determined by templates for standard residues or heterogens. Records in the coordinate section associated with a particular model in an NMR entry with multiple models are delimited by a MODEL/ENDMDL pair. Chains are terminated by TER records. Except within the coordinate section, all records for any given record type are grouped together. Fig. 1 shows part of the coordinate section from the PDB entry 4INS (pig insulin) (Baker et al., 1988) in the format in use in 1989 and how the same information would be presented in the 1996 format. Note that columns 78-79 now contain the right-justified element symbol in the 1996 format.
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Outline of mmCIF
The new mmCIF format is one of a family of STAR (Selfdefining Text Archive and Retrieval) file formats which uses a tag-value style of presentation and has very little sensitivity to the ordering of the information (Hall, 1991 : Hall & Spadaccini, 1994 . Since no fixed positions for fields are defined in mmCIF, the format of mmCIF data-sets (Fitzgerald et al., 1996; Bourne et aL, 1997) is much less rigidly defined than is the case for fixed-field formats such as the PDB format. Information is presented either in tag-value pairs or in column-headed tabular form. Tags are distinguished from values by an initial underscore. Information is constrained to 80-column lines, but spacing between fields is arbitrary. In mmCIF, tags are organized into category groups and categories. Individual tag-value pairs from different categories may be placed anywhere within a data-set, but it is considered good practice to group the tag-value pairs from a given category together. When the STAR construct 'loop_' is used to introduce a table, all the data items within that table must have tags from the same category and all the data items for that category for which any information is being presented should be placed in the same table. The category is a name for the table. The category groups and associated categories defined in the mmCIF dictionary are given in Table 2 .
Each category contains multiple tags. The name of each tag begins with its category followed by a period. In STAR, a table of information is created by the special token 'loop ' followed by the tags that head the columns of the In mmCIF format, once the tag heading a column is given, values must be given for that column in every row. When the information to be given is not known, a question mark is used in place of the required value. When a value is otherwise intentionally not given, a period is used in place of the required value. In translating from PDB format to mmCIF, it is often necessary to recognize blank fields in PDB records and to find a value to use in the equivalent mmCIF table. With some exceptions noted below, a period is an appropriate equivalent to the PDB blank. Fig. 2 gives an extract from an mmCIF conversion of PDB entry 4INS showing the beginning of the table giving the tags and values in the atom_site category. Because tags are always given, the same information can be presented in different orderings. Note that the mmCIF format does not depend on the columns shown in Fig. 2 , just on a consistent ordering of tags versus data values. Also note that a period had to be given in each row as a place-holder for the unspecified values of _atom_site. label_alt_id. The period is a "metacharacter' in mmCIF denoting an unspecified value. A question mark, which has the slightly different meaning of a missing value, could also have been used.
Relationship between mmCiF and PDB format
The relationship between mmCIF and PDB format is complex. There are differences both in syntax and in content. These differences are summarized in Table 3 .
Handling the syntactic differences between PDB format and mmCIF format involves attention to detailed information relating various PDB fields to appropriate mmCIF tags and is a straightforward translation using specific rules. However, handling the differences in content requires much more from a translation program. Translation of PDB polypeptide and polynucleotide chains into mmCIF chemical entities is a case in point. While nonpolymeric heterogens are assigned an explicit 'component number' in PDB format, which is essentially equivalent to an mmCIF _entity. id, more analysis is needed when dealing with chains. In general, the most difficult issues arise from the concept of 'normalization' (see below). Other areas are less troublesome. PDB and mmCIF formats agree simply and directly for some data items, such as cell parameters, and permit a simple tabular mapping, as shown in Fig. 3 , by an extract from the concordance which is available as part of the pdb2cif program release. Other important is database oriented. This causes information from PDB records such as SHEET or JRNL to be distributed across multiple mmCIF categories and information from separate PDB records to be gathered into common mmCIF tables. For example, the PDB-record-to-mmCIF-category mapping of the primary structure section used in pdb2cif is shown in Fig. 6 .
One last issue that arises in conversion from PDB format to mmCIF is selection of an ordering of the information in an mmCIF data-set. There is no required ordering. One common practice is to order tag-value pairs and tables alphabetically, but this places the table of atomic coordinates in the atom_site category first, placing a large block of information before categories that identify the data-set. For readability, it is helpful to place information from the _entry.id, _struct.title, the contents of the struct keywords, audit_author, citation, citation_editor, citation_-author, rens, database_PDB_remark, cell, symmetry, audit, entity_poly_seq, entity, struct_asym, chem_-comp, database_PDB_matrix, atom_sites and atom_-sites_footnote categories before the atom_site table. We follow this practice in pdb2cif. (Raves et al., 1997) is given in Fig. 4 showing the strands forming sheets. Other secondary structure is not shown. A small sheet of three strands is on the top left and a larger sheet of 11 strands is on the right. Residue 16 is common to both sheets. The SHEET information from this PDB entry is given in Fig. 5(a) . The same information converted to mmCIF format by pdb2cifis given in Figs. 5(b) and 5(c).
The scattering of information from a PDB SHEET record type into various tables is an example of 'normalization' (Codd, 1970 (Codd, , 1972 . Normalization is a concept from the design of databases in which data are organized into the rows and columns of tables with a single data item in each table position, with unique keys to identify each row, and minimal repetition of the same information, so that it is easier to update, check and retrieve data reliably. Although not developed explicitly for such database considerations, mmCIF
The program pdb2cif
pdb2cif converts PDB entries into mmCIF data-sets. (The term 'data-set' refers to the comments and mmCIF information presented as a single document describing some set of data. At present, each data-set produced by mmCIF contains one CIF data_block even if multiple NMR models are described.) Most, but not all, common PDB record types are converted. The exceptions are the new structured PDB REMARK records introduced in April 1996 (Protein Data Bank, 1996) , which, as of this writing, are still evolving. These REMARK records are preserved as text associated with the database_PDB_remark.text tag, rather than being parsed internally to provide values for tags in other categories. The program also cannot resolve some of the ambiguities involved in the analysis of the new keyword fields for the PDB COMPND and SOURCE records and treats those as text as well. The program has gone through extensive changes since 1993 as both mmCIF and the PDB format have evolved. The program, which was initially written as an awk script, is now available as an m4 (Kernighan & Ritchie, 1977) of a PDB entry to an mmCIF data-set takes from several seconds to a few minutes depending on the size of the PDB entry. The longest processing times are, for example, in NMR entries with multiple models. The mmCIF data-sets produced are approximately the same size as the original PDB entries. "Fable 4 provides the statistics for some conversions done on an SGI RS000 Power Indigo-2 Extreme with 128 Mbytes of memory.
The time is approximately linear in the file size and dominated by the processing time of the atom list. The times given in Table 4 time on larger machines (assuming exclusive use). For large NMR entries processed on small machines, the wall-clock time can become very large due to extensive page swapping for the arrays used to hold the atom list. The program produces summary warnings as comments at the end of each mmCIF data-set it produces. If a record is found with an unrecognized PDB record type it is reported in the AUDIT category. Warnings and converted records should be examined carefully, especially for the following record types.
COMPND, SOURCE, TITLE and CAVEAT are merged into _struct.title without further parsing. Additional information could be derived from PDB entries that follow the PDB 1996 format description when sufficient information for mapping of the PDB MOL_ID to mmCIF entities is available.
EXPDTA ATOM/HETATM records in PDB entries conforming to the 1996 PDB format have a field for a segment ID. The field is mapped to the mmCIF data item _atom_site.auth_-asym_id, but the data type used in the dictionary does not permit embedded blanks, which may occur in the field. The problem is side-stepped for totally blank fields by mapping them to a period. Nonblank segment IDs are presented in the mmCIF data-set in quotation marks, e.g. as 'VH 1', but, strictly speaking, if the rule in the mmCIF dictionary for this data item is not relaxed, the embedded blank should be replaced to make a valid mmCIF data-set.
It must be noted, even though the documentation of the program includes a partial concordance between PDB format and mmCIF, the program itself is not table driven. At present the relationship between PDB format and mmCIF is too complex to be handled by use of a table. However, it may be helpful in understanding the discussion that follows to refer to the extract from the concordance given in Fig. 7 . The full concordance can be found at http://ndbserver.rutgers.edu/ NDB/mmcif/software/pdb2cif/concord.html.
One of the most challenging parts of the conversion done by pdb2cif is the identification of chemical entities, pdb2cif does this by scanning SEQRES and ATOM PDB records for sequence homology indicating homologous chains and therefore equivalence as chemical entities. Doubtful cases are reported by warning comments in the mmCIF output. In mmCIF, an appropriate entity must be assigned to each unique structural element in the asymmetric unit. This includes polypeptide chains, polynucleotide chains, solvent, counter ions and other discrete chemical components such as inhibitors. If the same chemical entity appears more than once it must be given the same entity identification. This differs from PDB format in which chains are not explicitly associated with particular chemical entities. Let us first consider the handling of heterogens.
In the PDB format there is effectively an explicit identification of heterogeneous molecular entities by means of PDB FORMUL records. Each heterogen that is not integrated into the backbone of a chain has a component number in columns 9-10 of the associated FORMUL record that may be used as a value for the mmCIF _entity.id Within an entry this number uniquely identifies the particular heterogen as a chemical entity. Alternatively, the PDB three-letter heterogen ID (HetID) in columns 13-15 of the FORMUL record and columns 8-10 of the HETrecord could equally well be used to identify uniquely the entity for a heterogen. While the HetID has the singular advantage of being an identifier with global meaning valid for all PDB entries, the mmCIF token _struct_asym. id can be used to hold the HetlD just as well. Therefore, for hetcrogcns, wc assign the FORMUL component number as the mmCIF _entity. id for heterogens, so that the PDB assignments will not be lost.
The idcntification of molecular entities for macromolecular chains is more complex and requires the use of implicit, rather than explicit, information from the PDB entry. Consider the sequence and heterogen information from PDB entry 4INS (Baker et al., 1988) given in Fig. 8(a) . There are four polypeptide chains (A, B, C and D), two zinc ions and 350 solvent molecules. On inspection of the sequences, it is clear that chains A and C are identical and chains B and D are identical.
The program pdb2cif makes the same inspection by rcprcsenting each residue by a single letter, converting each chain sequence into a character string and then performing substring matching to identify the chains that agree. The program insists on an exact match to declare two chains to be the same chemical entity, but warns of chains that show a match of more than 85% and less than 100% of the sequence.
In the mmCIF produced by pdb2cif the entity category is used to report the distinct entity types and the struct_asym category is uscd to report the entity assigned to each chain or heterogen in the asymmetric unit. The chem_comp category is used to hold the chemical information. Note that, in order to satisfy mmCIF requirements for complete information about all the chemical components used, we list the amino acids as well as the heterogens. The resulting entity assignments made by pdb2cif are shown in Fig. 8(b) .
Subsequence matching is then used to assign positions within the mmCIF entity_poly seq table to each residue in the atom list. On each matching pass, an attempt is made to match the entire length of the remaining unmatched sequence and then the matching window is reduced by factors of the square root of two until we are working with a sequence fragment of length 16 or less, and then the window is reduced one residue at a time. The PDB ATOM list does not directly associate a residue with a position on the chain sequence, since the residue numbering used in the PDB ATOM list can have deletions, insertions, or be numbered in any arbitrary manner (even backwards or with negative numbers) prescribed by the author. Therefore, the residue numbers in the PDB ATOM list cannot bc used for this assignment.
However, pdb2cif does issue a warning message if the sequence matches the implicit ATOM list sequence for less than 90% of a chain. In the case of NMR entries, a crosscomparison is also made between the implicit sequences of each of the models and a warning is issued if any mismatches arc found. Consider PDB entry 1CWP (cowpea chlorotic mottle virus) (Speir et al., 1995) . The sequence information in the SEQRES records shown in Fig. 9(a) Fig. 7 . Extract from the partial concordance of PDB format and mmCIE The concordance shows some of the information needed to understand the mapping from PDB SEQRES records to mmCIF entities. (The notation '==' means 'equivalent to': "--" means 'approximately equivalent to'; 'complex' means that a complex transition is involved; 'related' means that there is a relationship; and 'NA' means "not applicable'.) to find one entity for polypeptide chains A, B and C, a second entity for polynucleotide chains D and F, and a third entity for polynucleotide chain E. When the first entity sequence is matched to the ATOM list, only 78% homology is found for chain A, and 86% for chains B and C. The entity/sequence assignments (Fig. 9b) are then applied to the ATOM list without use of the author-assigned residue numbers or insertion codes, but purely from sequence homology. The result, shown in Fig. 9(c) THR VAL GLY THR GLY LYS LEU THR ARG ALA GLN  ICWP I14  ALA ALA ALA ARG LYS ASN LYS ARG ASN THR ARG  ICWP 115  GLN PRO VAL ILE VAL GLU PRO ILE ALA SER GLY  ICWP 116  LYS ALA ILE LYS ALA TRP THR GLY TYR SER VAL  ICWP 117  TRP THR ALA SER CYS ALA ALA ALA GLU ALA LYS  ICWP 118  SER ALA ILE THR ILE SER LEU PRO ASN GLU LEU  ICWP 119  GLU ARG ASN LYS GLN LEU LYS VAL GLY ARG VAL  ICWP 120  TRP LEU GLY LEU LEU PRO SER VAL SER GLY THR  ICWP 121  SER CYS VAL THR GLU THR GLN THR THR ALA ALA  ICWP Fig. 10(c) . Also, note the change in scaling, because the values for anisotropic U in mmCIF are not multiplied by 10 000 as in PDB entries.
The organization of the atom_site records into lines was dictated by the limit of 80 characters per line in mmCIF, a desire to keep related information together and organized into columns that could easily be scanned by eye. It would have made an equally valid mmCIF data-set to have removed most of the white space and presented the three lines of data which are the first row of the table as: Fig. 9 (cont.) of the information could be filled in from other sources (e.g.
_citation.journal_issue).
Blank insertion codes are ignored rather than converted, since pdb2cif appends the insertion code to the residue number to form atom_-site.auth_seq_id. There is no possibility of unintentional duplications in this field in recent PDB entries, since the PDB does not use numerical insertion codes. However, it is possible that some old PDB entries might contain numeric insertion codes. In those few cases, it is possible that residue '9' with insertion code '2' might be confused with residue '92'. When the PDB converts its older entries to the current format, any numeric insertion codes will be changed to alphabetic characters.
The most difficult question of blank fields arises from blank chain identifiers in PDB entries. The PDB uses a blank as the chain identifier in almost all entries with only one chain. In this case, a quoted blank or a question mark as the mmCIF translation of the blank PDB chain identifier might have the wrong connotation. Therefore, except when translating the chain identifiers for heterogens in a structure with multiple chains, we replace a blank chain identifier with an asterisk. An asterisk is not a special character in mmCIF, but is a character that is never used in PDB entries for a chain identifier. This provides a valid chain identifier in the mmCIF data-set while preserving the information that the original chain identifier in the PDB entry was blank. Therefore, atom_site records for heterogens in which the PDB chain identifier is blank are given as a period for atom_site.asym_id unless the PDB entry has only one chain that had a blank chain identifier in the PDB entry. This avoids any implications about chain assignments for heterogens in a PDB entry with multiple chains for which the PDB entry did not make any chain assignment. 1.00 20 00
1.00 20 00
1.00 20 00 
mmCIF compliance
The program pdb2cifcan translate a PDB cntry into a data-set that is substantially compliant with the mmCIF dictionary, although careful checking of the results is suggested. This version is intended to produce mmCIF files conforming to mmCIF version 1.0.00 and above. Full compliancc is not possible in some areas. In particular, most of the values used for _exptl.method, and some of the values used for _struct_conf_type.
id do not conform to the enumerations in the dictionary. Full compliancc would require agrcemcnt between thc PDB and COMCIFS (the IUCr committee that oversees the CIF dictionaries) on equivalent lists of values. In addition, the PDB has rclcased some entries with truncatcd author lists, using 'ET AL." to indicate the missing authors. This practicc does not conform to mmCIF requirements and pdb2cif does not have access to thc information necessary to complete the list of authors.
In order to translatc PDB records completely without information loss, pdb2cif uses a few tokens that are not in the dictionary. If strict dictionary validation is done, the definitions shown in Fig. 11 would have to bc appended to the mmCIF dictionary for validation of pdb2cif output.
Future plans
Plans call for an extension of the parsing of the internal fields of COMPND and SOURCE and of the newer, more structured remarks (Protein Data Bank, 1996) and compliance with the mmCIF dictionary as it evolves. Ultimately, our goal is to convert from PDB format to mmCIF in sufficient detail as to extract all information for which mmCIF tokens exist and for which information was provided in an entry, while preserving the names and relationships that existed in the PDB entry. In this way, all records of the original entry can be reconstructed from the new mmCIF data-set.
Distribution
The latest version of this software is available at any of the following WWW servers:
http://www.sdsc.edu/pb/pdb2cif/pdb2cif http://ndbserver.rutgers.edu/NBD/mmcif/software http://www.ebi.ac.uk/NDB/mmcif/software http://ndbserver.nibh.go.jp/NDB/mmcif/software http://www.iucr.org/iucr-top/cif/software/pdb2cif pdb2cif is distributed as pdb2cif, cshar. Z, a compressed C-shell self-extracting archive. The structure of this file permits automatic unpacking on Unix systems using the C shell, csh, but, unlike the more commonly used 'shar' format, also permits unpacking with a text editor. A pdb2cif, shar. Z version is also available.
If an mmCIF data-set produced from a particular PDB entry is required, the 3DB browser (Abola et al., 1996) available at http://www.pdb.bnl.gov has an interface to pdb2cif as an output option. Alternatively, the MOOSE database (Shindyalov et al., 1995) availablc at http://www.sdsc.edu/ moose also has an option to display the mmCIF version of any PDB-formatted file. For furthcr information, e-mail yaya@ bcrnstcin-plus-sons.com.
