Introduction
The comparison of a new nucleotide or protein sequence to a database of known sequences and the identification of similar sequences can often yield immediate insights into the biological function of a gene or its product.
One of the assumptions that is often made when examining the results of a similarity search is that each sequence in the database is, at least to some extent, independent of all other sequences in the database. There are a number of obvious scenarios that contradict this assumption, and it can be important for the biologist to identify the dependencies which do exist among the entries in a database. For example, the primary sequence databases contain a large amount of Glaxo Wellcome Inc. Bioinformatics Group, 5 Moore Drive, Research Triangle Park, NC 27709, USA 1 To whom correspondence should be addressed redundant data. This redundancy is the result of multiple reports of the same sequence or overlapping sequence fragments, and obscures the results of similarity searches against these databases by introducing a large number of noninformative matches (Altschul et al., 1994) . A common remedy is to create a special 'non-redundant' (Bleasby and Wootton, 1990) database that contains only a single prototype sequence for each set of identical sequences. Programs such as nrdb from the National Center for Biotechnology Information (NCBI) implement just such a strategy (Altschul etal, 1994) .
Sequence redundancy is only one particular example of dependencies between sequences. Consider situations where database entries should be considered related based on some criterion other than pure sequence identity. In such circumstances, it is difficult to conceive of a method that allows one to construct a specialized, reduced sequence database containing only a single sequence that adequately represents all members of a class. For example, it is impossible to construct a non-redundant sequence database where equivalence is defined by membership in a divergent protein family or by a common genetic map location. In this situation, postprocessors are very useful that manipulate the results of sequence similarity searches to bring out trends that might not be apparent to the casual observer (Dubnick, 1992; Sonnhammer and Durbin, 1994; Tatusov and Koonin, 1994; Worley et al, 1995) . Dependencies among sequences based on criteria other than sequence identity are a perfect example of such a trend.
We have chosen to generalize the concept of 'dependency' and have implemented methods that allow users to define equivalence classes with arbitrary sequence membership. Those methods were used to generate several 'cluster databases' representing different views of sequence identity. With the help of a new post-processor, the results of a similarity search can then be compared with these equivalence classes to determine which classes are represented in the results, and how strongly those classes are represented. should compile cleanly on any UNIX platform. Some of the ancilliary programs were developed with the assistance of the compiler generator Bison and the lexical analyzer generator Flex. With minor modification, it should be possible to build these tools using any implementation of the standard UNIX tools lex and yacc, and an ANSI C compiler. The CBLAST tool was designed to process the output from the BLAST 1.4 family of programs (Altschul et al, 1994) . Cluster databases for use with CBLAST were derived from the UNIGENE database Release 94 (Boguski and Schuler, 1995) and from the PROSITE database Release 13 (Bairoch etal., 1996) .
The complete source code is freely available from <ftp:// ftp.ebi.ac.uk/pub/software/unix>.
Algorithm and implementation
Figure 1 presents an overview of the system described here.
The central component of the system is the CBLAST application. CBLAST accepts as input the output files generated by the members of the BLAST suite of sequence similarity search tools (Altschul et al., 1990) . In addition, the user has to provide CBLAST with a sequence cluster database. Such a database consists of sets (clusters) of nucleotide or protein sequences that share some user-defined characteristic. We have devised a simple and compact representation language for those clusters. This format is simple enough that it is easy to derive a cluster definition file from another, more specialized, database. A formal definition of the grammar for this language is given in the Appendix. CBLAST uses the information about sequence equivalence documented in the sequence cluster database to re-order and filter the BLAST output to make relationships among sequences readily apparent to the user.
As an example, we provide two programs that generate cluster definition files from other databases. The NCBI UNIGENE database (Boguski and Schuler, 1995) is utilized to group GenBank entries (Benson et al, 1996) into clusters of nucleotide sequences representing the same gene, and the PROSITE protein pattern database is used as the source of clustering information to sort SWISS-PROT entries (Bairoch and Appweiler, 1996) into protein sequence clusters that correspond to protein families.
To make CBLAST more efficient, CBLAST does not use the original cluster definition file directly. A tool is provided, index_clusters, that generates a cluster index file from a cluster definition file. The cluster index file contains a hash table which is used to map sequence accession numbers to a cluster. This index serves as a look-up table that allows the very fast determination of cluster membership.
CBLAST is started from the command line with the name of a BLAST output file and the location of a cluster database index file. CBLAST reads the index into memory, then begins to parse the BLAST output. For each database sequence listed in the summary section of the BLAST output file, CBLAST looks up the accession number in the hash table to determine its membership in one or more of the pre-defined clusters. CBLAST collates and sorts the matches found for each cluster, and finally creates an output as illustrated in Figures 2 and 3. In this output, the database matches reported by BLAST are arranged such that all matches to sequences that are members of the same cluster are grouped together, identified by the cluster description as stored in the cluster database. The clusters themselves are sorted according to the P value of the highest scoring database sequence in each group. Any database matches that do not belong to a cluster are listed afterwards, in the order in which they appear in the original BLAST output file.
Since accession numbers form the link between the cluster database and the BLAST output, it is important that the cluster database used by CBLAST is comprised of sequences derived from the same database that was used in the BLAST similarity search. It is thus not possible, for example, to combine the output of a BLAST search of SWISS-PROT with a cluster database comprised of GenBank entries.
Various command line options allow the user to modify the behavior of the CBLAST program. The -c option is used to specify the maximum number of matches and alignments to display per cluster. With this option, CBLAST acts as a filter that suppresses redundant information. The -html option forces CBLAST to generate Hypertext Markup Language (HTML) documents instead of flat file output, which can be viewed by any World Wide Web (WWW) browser (Harper, 1995) . This way, with a few mouse clicks one can easily inspect the database entries identified by BLAST, navigate from the BLAST output to the cluster definition file, and look at each database entry that is a member of a cluster.
Results
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BLASTP output filtered through CBLAST, using the PROSITE cluster database and the -c parameter set to 3 (shortened). Figure 2 shows how CBLAST can be applied in a 'cloning in silico' project. The human homolog of murine retinoid X receptor interacting protein RIP-14 (GenBank accession number U09416) was identified by comparing the mouse sequence against the expressed sequence tag (EST) division of GenBank. By filtering the BLAST output through CBLAST using a cluster database derived from the UNIGENE database, it becomes immediately apparent that most database hits are derived from the same human gene, and it is very easy now to extract the relevant ESTs from the database to reconstruct the human gene sequence. Figure 2 also clearly demonstrates the ability of CBLAST to filter out spurious hits. BLASTN generates a few interesting hits with scores around 300 to database sequences (such as R72009 or T89525) that are not members of the highest scoring cluster. Most likely, these hits are against conserved regions in the nuclear receptor protein family, but originate from different genes. R72009, for example, is a member of a cluster whose 3' end sequences are clearly distinct from the 3' end sequences in the H79616 cluster and most similar to the human steroid receptor Ner-1 gene. Figure 3 illustrates the use of another cluster database that was derived by clustering protein sequences in SWISS-PROT based on the family membership information in PROSITE. The predicted protein F11A10.1 from Caenorhabditis elegans cosmid F11A10 (EMBL accession number Z68297, PID e219664) was compared against SWISS-PROT. While the similarity of F11A10.1 TAT-binding homolog 7 protein of yeast and other proteins is obvious from the BLASTP output, CBLAST significantly simplifies the output produced by BLASTP and makes it readily apparent that the C. elegans gene product is most likely a member of the AAA family of ATPases and the family of bromodomain-containing proteins.
Discussion
In this paper, we present a new approach to analyzing the results of a database similarity search for relationships that may exist between the database sequences identified by that search. While frequently even a quick look at the scores and probability values provided by BLAST (Altschul et ai, 1990) allows the researcher to evaluate the biological significance of the similarity between a query sequence and matching database sequences, relevant relationships between the database sequences are often not obvious. However, knowledge of these relationships may result in a revised interpretation of the results and may yield valuable new insights.
In many cases, such relationships are established by virtue of sequence similarities. For instance, existing primary sequence databases are redundant and contain multiple reports of the same sequence or overlapping sequence fragments. As a consequence, the results of a database search can be tainted by multiple matches against identical or very closely related sequences, and other biologically meaningful, and often more interesting, similarities can be obscured.
On the other hand, it may not be instantly apparent that certain database sequences identified in a similarity search are in fact related. Quite frequently, a BLAST search against the dbEST database (Boguski et ai, 1993) identifies many similar ESTs (Adams et al, 1991) , but the nature of the relationship between these ESTs-do they represent only one gene or many?-is not obvious. Or consider the case of a query sequence that belongs to a family of distantly related proteins. A BLAST search against a protein sequence database may produce quite a few significant hits, but it may not be immediately visible from the description of the matching sequences that they are all members of the same family or share common motifs. Several approaches have been described that deal with the issue of existing but non-obvious dependencies between sequence database entries. The use of a non-redundant database (Bleasby and Wootton, 1990 ) and the application of filters such as SEG (Wootton and Federhen, 1993) and XNU (Claverie and States, 1993) will reduce the problem of sequence redundancy. The same problem is addressed, among other things, by MSPcrunch (Sonnhammer and Durbin, 1994) which uses a rule-based expert system approach to reject excess matches to a given region created by large families. It also excludes similarities that it considers to be suspect due to biased composition. Non-obvious relationships can be identified by tools such as BEAUTY (Worley et al, 1995) . BEAUTY supplements the outcome of a BLAST search with additional information about sequence motifs and domains in matching database entries, and thus provides the user with important additional information. Similarly, the Bla program (Tatusov and Koonin, 1994) integrates the results of BLAST and PROSITE pattern searches.
In this paper, we described a more general approach. We utilize pre-existing knowledge of relationships that exist among the entries in a sequence database. We construct cluster databases in which related sequences are organized into equivalence classes. Those databases are then used by a post-processor to reformat the output of a standard database search program to generate a revised version in which the cluster memberships of matching database entries are explicitly annotated and highlighted. This way, relationships between the hits identified in a search can be easily recognized. This process is computationally inexpensive, and can be applied repetitively with different cluster databases to the output of a single database search.
We have currently implemented one post-processor, CBLAST, for use with the BLAST family of database search tools (Altschul et ai, 1990) . However, since the cluster databases are not dependent on any particular similarity search program, it is straightforward to develop variants of CBLAST that will work with other tools such as FASTA (Pearson and Lipman, 1988) .
Obviously, the quality of the CBLAST post-processing step is strongly dependent on the method used to construct a cluster database. Artifacts can result if the clustering is not done properly. For example, the query sequence in Figure 2 hits database entry H91456 with a very high score of 589, but this entry is not part of the highest scoring cluster. Close examination of H91456 and its UNIGENE cluster reveals that judged by the similarity of H91456 to the query sequence, this cluster should probably be merged with the cluster represented by H79616 (data not shown). H91456, a 3' end sequence and likely the result of internal priming, shows no overlap with other 3' end sequences in the H79616 cluster, so the UNIGENE clustering algorithm (Bogulski and Schuler, 1995) could not pick up this relationship. Also note that sequence H26684 is labeled as a 3' end in GenBank and UNIGENE, but is clearly a 5' end sequence based on the alignment with the query sequence (data not shown).
Our approach is very flexible and allows us to deal with dependencies that are not based on pure sequence similarity since clusters can be established according to any arbitrary criterion. Dependencies can be extracted from other databases or can be computed. A rapid gene or protein classification scheme is conceivable, based on clusters of sequence subfamilies (e.g. receptor subfamilies derived from GCRDb; Kolakowski, 1991) . Instead of PROSITE, databases such as PRODOM (Sonnhammer and Kahn, 1994) or SBASE (Murvai et ai, 1996) could be used to construct domain clusters. Electronic cloning experiments can be performed by combining UNIGENE database (Bogulski and Schuler, 1995) and I.M.A.G.E. library (Lennon et al., 1996) information (Miller et al, in preparation) . Hits to repetitive elements can be easily identified and reduced by using clusters of database sequences that contain repetitive elements. Mapping information, obtained from a human transcript map (Bogulski and Schuler, 1995) , will allow the construction of chromosome-and region-specific clusters, which can be useful, for example, for the validation of chromosomespecific libraries. The utility of these applications is currently being explored.
We believe that the cluster database concept and the CBLAST post-processor presented here provide an efficient mechanism for identifying and exploring relationships and dependencies between new sequences and database entries.
