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ABSTRACT 
Data in an organisation often contains business secrets that organisations do not want to release. However, there are 
occasions when it is necessary for an organisation to release its data such as when outsourcing work or using the cloud for 
Data Quality (DQ) related tasks like data cleansing. Currently, there is no mechanism that allows organisations to release 
their data for DQ tasks while ensuring that it is suitably protected from releasing business related secrets. The aim of this 
paper is therefore to present our current progress on determining which methods are able to modify secret data and retain DQ 
problems. So far we have identified the ways in which data swapping and the SHA-2 hash function alterations methods can 
be used to preserve missing data, incorrectly formatted values, and domain violations DQ problems while minimising the risk 
of disclosing secrets. 
Keywords 
Data quality, information quality, data generation, test data, privacy preservation, data swapping. 
INTRODUCTION 
Data in an organisation is often cited as one of its most precious resources (Godinez, Hechler, Koenig,Lockwood, Oberhofer 
and Schroeck, 2010), one that organisations do not release freely. However, there are occasions when it is necessary for an 
organisation to release its data such as when outsourcing work. Examples include hiring external organisations to assist with 
data quality (DQ) improvement related tasks like data integration and data cleansing. There are existing assessment 
techniques that can identify the scale of these problems (Batini, Cappiello, Francalanci and Maurino, 2009), and DQ 
improvement techniques that actually modify the data to remove the problems (English, 1999). In this paper we focus on 
assessment rather than improvement, and we use the term ‘production data’ to refer to any organisational dataset that contains 
secret details which should not be released. Whereas, the term ‘generated data’ is used to refer to production data that has 
undergone some type of alteration in an attempt to remove the secrets.  
The underlying foundational problem is comprised of the following observations: First, there are constraints limiting who 
should see the production data. This might be due to the sensitivity of the data (credit card numbers, salary information, 
patient information, etc.). Another reason could be regulations governing where the data might be physically located or who 
might be permitted to see it. Second, there are many existing methods for reducing the risk of exposing secrets from datasets 
(Fayyoumi and Oommen, 2010), but currently it is not known which methods preserve DQ problems. Third, it is also not 
known whether existing data generation approaches (for testing software and populating databases) preserve DQ problems. 
As a consequence, currently organisations have no mechanism allowing them to outsource DQ processing while ensuring that 
it is suitably protected from releasing business related secrets as well as being compliant with regulations if applicable. 
This paper is the first preliminary study in a new field of determining what methods can retain data quality problems in 
automatically generated test data. The aim is to present our current progress on determining which alteration methods 
(methods that alter the data to minimise the risk of disclosing secrets) can be used to generate data from production data and 
retain DQ problems while minimising the risk of disclosing secrets. Since this is preliminary work we only explore the most 
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basic data quality problems (null values, incorrectly formatted values and domain violations) in conjunction with only a few 
methods (SHA-2 hash function and data swapping). Studying the toughest DQ problems, such as identification of duplicates, 
is an area we suggest for future work. We will use artificially generated exemplary data for the preliminary tests in this paper, 
and, again, future research in this area will need to determine the extent to which this is sufficient for a comprehensive 
evaluation.  
DATA QUALITY 
DQ issues have been extensively studied and classifications can be found in (Pipino, Lee, and Wang, 2002) and (Oliveira, 
Rodrigues and Henriques, 2005). For this work we selected missing data, incorrectly formatted values, and domain violations 
DQ problems because they are extremely common in practice and are simple enough problems to address in our preliminary 
work. An example missing data problem occurs when at least one row in a table has a missing entry. This is often represented 
by the term ‘null’ in standard database terminology and is shown in Figure 1 as a blank space in row 4 for the ‘street’ 
attribute. The format DQ problem occurs when a value does not adhere to a specific format. For example, a German phone 
number should be compliant with the structure 0049+area code+phone number. In Figure 1, the Zip code in row 3 should 
contain five numeric characters, and so this value is invalid according to the formatting constraint. An example domain 
violation problem is also present in Figure 1: the country attribute values in the left table must be entered according to the 
permissible domain value set for country codes (‘code value’) as shown in the right hand side table. In the example the values 
“United States”, “32” and “USA” are violations since these are not in the domain of valid values. Later in the paper, we show 
how these three DQ problems can be retained using existing alteration methods. 
 
Figure 1: Domain Value Analysis 
APPLICATIONS OF GENERATED DATA 
There are a number of different applications that could use generated data that contains DQ problems. Data integration is one 
task organisations may undertake to improve their data management and quality. Data integration is a series of tasks as 
shown in Figure 2 relevant for implementing many different types of solutions such as such as data warehousing (DW), 
master data management (MDM) and application consolidation. Other scenarios include the development of batch interfaces 
performing data exchange between systems on an often periodic basis. Comprehensive discussions of data integration can be 
found in (Godinez et al., 2010) and (Leser and Naumann, 2006).  
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 Figure 2: Common tasks during data integration 
The processing of data during data integration requires the development of appropriate programs which is typically done 
today using software tools. The developers developing the software programs follow the usual development life cycle pattern 
with development, unit testing (UT), functional verification testing (FVT), system integration testing (SIT) and performance 
testing (PT) before the programs are deployed to production.  For all stages of the development process test data needs to be 
available to verify whether or not the developed programs perform correctly. During data integration in projects, DQ issues 
are often identified and corrected. Developing and testing data integration programs depend on the availability of test data 
exposing the same DQ issues of the production data.  
Figure 3: Using a Test Data Generator for a Data Integration Project 
A scenario of using a test data generator for a data integration project is shown in Figure 3. In this figure, the source database 
(DB) contains the production data which needs to be migrated to the target DB. However, suitable DQ improvement tools 
(such as data cleansers) may need to be developed by people outside the trusted computing zone. In order to provide these 
people with data that exhibits the DQ problems in the source DB, the data is loaded into a staging DB and the test data 
generator is executed on this data to remove any secret information. The resulting data is stored in the ‘test data DB’ which 
can be passed out of the trusted computing zone. The various developers use this data to develop DQ related tools which are 
then passed back to the trusted computing zone and can be used to support the migration of the data from the source DB to 
the target DB. If the test data generator works correctly, the DQ tools should address the same DQ problems found in the 
production data. 
Source 
DB
Staging
DB
Enterprise  Trusted Computing Zone
Test Data  
Generator
Test 
Data DB
Enterprise  Non Trusted Computing Zone
External to the  Enterprise
Development 
and Test DB
Development 
and Test DB
Target
DB
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In addition to these standard scenarios, there are two more scenarios: The first scenario extends the standard data integration 
scenario (above) by using data integration tooling offered as cloud service for development and test. In this case, the 
developers need to either get test data with appropriate DQ issues as it later appears in the production data or production data 
needs to be moved into the cloud environment – which might raise data security concerns. The second application is related 
to people clouds (see (Kern, Satzger and Zirpins, 2009) and (Kern, Thies and Satzger, 2010)), which operate on crowd 
sourcing platforms
1
. In the case of crowd sourcing platforms, crowd workers, who solve DQ problems, need test data to be 
trained. Again, here the challenge arises of how to produce test data with appropriate DQ issues as they appear in the real 
production data.  
So far, we thus have the following requirements on test data for the above scenarios: 
1. Ability to protect sensitive data from access by developers 
2. Ability to provide and manage test data sets for developers located in countries which for regulatory reasons cannot 
work with subsets of the production data  
3. Retain the data quality problems in the generated data that are found in the production data  
In the next section we review the available test data generation tools and map them against these requirements. 
ANALYSIS OF CURRENT TEST DATA GENERATION TOOLS 
In the domain of test data generation, two different areas have been studied. The first one is testing software to make sure all 
execution paths are covered, and an in-depth analysis can be found in (Edvardsson, 1999). The second approach is to 
populate databases, for example to do performance testing in order to measure query performance. Table 1 provides a list of 
exemplary test data generation tools, which is by no means comprehensive. These approaches produce random data or data 
compliant with certain rules (e.g. within a range) and the more sophisticated tools can also provide the ability to create a 
unique random value set. A benefit of the ability to generate random data is to replace sensitive data (e.g. salary information) 
with random values protecting the sensitive nature of this information and still have test data available for testing purposes.  
 
Link Uses License Model 
http://sourceforge.net/blog/better-test-
data-generation-with-benerator/ 
Performance and load testing open and closed 
source licenses 
http://www.generatedata.com/#about 
 
Produces test data in various formats 
for application testing or database 
performance testing 
free, open source 
http://www.sqledit.com/dg/ 
 
Main purpose is to generate test data 
to test databases regarding QA, load 
and performance  
commercial 
http://www.turbodata.ca/ Main purpose is to populate a 
database used by an application with 
test data 
commercial 
http://www.red-gate.com/products/sql-
development/sql-data-generator/ 
Main purpose is to test database 
configuration  
commercial 
http://www.ibm.com/developerworks/r
ational/library/09/optim-with-rational-
testing-tools-to-create-test-databases/ 
Provides capabilities on data masking 
for production data as well as 
producing test data for databases 
commercial 
Table 1: Exemplary Test Data Generation Tools 
Looking at the three requirements from the previous section, we found that data masking and data obfuscation techniques are 
available in data integration software today (see (IBM, 2012)) providing a solution for the first requirement. For the second 
                                                           
1
 An example would be Amazon’s Mechanical Turk at https://www.mturk.com/. 
Woodall et.al.  Retaining Data Quality Problems in Generated Test Data 
Proceedings of the Eighteenth Americas Conference on Information Systems, Seattle, Washington, August 9-12, 2012. 5 
requirement we also found that various software vendors provide commercial tools for test data management with a 
comprehensive set of functions. Examples include Grid-tools (see http://www.grid-tools.com/about/about_us_grid-tools.php), 
HP Test Data Management (http://www8.hp.com/us/en/software/software-product.html?compURI=tcm:245-936965) and 
IBM InfoSphere Optim Test Data Management Solution (http://www-01.ibm.com/software/data/optim/core/test-data-
management-solution/). The third requirement is where we hit the limitations of the existing approaches. Neither tools that 
ensure all execution paths are covered nor database population tools preserve DQ problems in the production data. The 
closest these tools get is the ability to specify that a value may be null, as in the case of the generatedata.com tool, which 
provides this functionality for some attributes. Thus we see a gap in the data generation tools available today to produce test 
data preserving the DQ problems of the production data so that data cleansing code can be developed and tested successfully 
on test data. 
ALTERATION METHODS 
In this section we discuss two popular alteration methods that take a dataset as input and output another dataset that has a 
minimum risk of disclosing secrets from the original data. These methods are the subject of our analysis, in the next section, 
regarding whether they can retain the missing data, ill-formatted values, and domain violations DQ problems. 
Value swapping (Dalenius and Reiss, 1982) is the first method and the principal is to swap values between different records 
in the dataset so that the values are no longer associated to their original record. For example, the salary attribute value for an 
employee’s record is swapped with another employee’s salary. There are many variations from this well established method, 
such as data shuffling (Muralidhar and Sarathy, 2006), which can improve the utility of the generated data while minimising 
disclosure risk. However, for our purposes it is sufficient to analyse the simplest variant, which randomly swaps the values to 
produce generated datasets. 
The second method is the secure hash algorithm (SHA) in its version SHA-2 hash function (in fact a group of algorithms, for 
an introduction see (Schneier, 1996)), which can be used to produce a one-way hash based on an input value. SHA-2 is 
supposedly collision-attack resistant, where two different input values never produce the same output value. This is the major 
reason we picked SHA-2 instead of other hash functions like MD5 where collision attacks have been found (Lai and Liang, 
2007). These methods were chosen for this preliminary study because they are simple to implement and are widely 
established methods of producing secure datasets.  
ANALYSIS OF THE ALTERATION METHODS 
To illustrate how these two alteration methods perform with retaining DQ problems and removing secrets, we use an 
illustrative example scenario from a fictitious high-end bank (see Table 2). The bank that wants to keep the identities and 
financial details of its customers secret. In particular, the bank may specify the following secrecy requirements: 
S1. the names of customers should not be released. 
S2. details of a customer’s account should not be released with customer identifying information. 
The first requirement means that the names of the customers must be changed before being released. The second requirement 
indicates that the values for the balance, last withdrawal and account type attributes should not be released with the customer 
name. 
  
ID Name Balance LastWithdrawal AccountType 
1 Harris, Rolf 5,250,004 4/1/2012 Current 
2 Diaz, Cameron 30,450,000 1/1/2012 Savings 
3 Branson, Richard 6,500,000 2/1/2012 Current 
4 Cruz, P 23,800,000 3/1/2012 Savings 
Table 2: Production data for a bank without DQ problems  
As noted before, organisations frequently have to cope with DQ problems such as missing values (nulls), ill-formatted values, 
and violations of domain constraints (values that are not in the anticipated domain). Therefore real state of the data in the 
bank’s database, which contains each of the aforementioned DQ problems, is shown in Table 3. For the completeness DQ 
problem, one name and two of the last withdrawal dates are missing; for ill-formatted values, the top two names are not 
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formatted correctly (the first is the wrong way around and is missing a comma, the second is also missing a comma), and the 
date in record 1 is also incorrectly formatted as the year is not complete; and for violations of domain constraints, we assume 
that the domain of values for the account type is {Current, Savings} and so ‘online’ is incorrect because it is not in this 
domain (see Table 4). 
 
ID Name Balance LastWithdrawal AccountType 
1 Rolf Harris 5,250,004 4/1/12 Current 
2 Diaz Cameron 30,450,000  Savings 
3 Branson, R 6,500,000  Current 
4  23,800,000 3/1/2012 Online 
Table 3: The real state of the Bank’s data (i.e. with DQ problems) 
 
AccountType 
Domain set 
Current 
Savings 
Table 4: Permissible values for the AccountType attribute 
Using the bank dataset (with DQ problems (see Table 3)) for illustration, we discuss how the value swapping and SHA-2 
hash function alteration methods can preserve missing values, formatting problems and domain violations in the bank’s data 
while upholding the two secrecy requirements S1 and S2. 
Value Swapping 
Value swapping is the strongest candidate for retaining DQ problems from production to generated data sets. However, it is 
relatively weak in terms of providing secrecy protection because the actual values from the production data set are presented 
in the generated data set. However, this is an extremely useful property for retaining DQ problems. For instance, if values are 
swapped between records for a particular attribute, then the number of null values will not change: the nulls will simply be 
moved to other records. This holds true for any values, such as ill-formatted values and values that are not in the required 
domain. Hence, this method can be used to retain nulls, ill-formatted values and values that are not in the domain (see Table 
5).
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Alteration  
method 
DQ problem Retains DQ 
problem? 
Preserves required 
secrecy? 
Comments 
Value 
swapping 
Missing values 
Y 
Only when the value itself 
is not secret and there is a 
suitable number of distinct 
values 
Probability of inferring a secret 
value equals the proportion of the 
number of occurrences of the 
distinct value in the population to 
the total population 
Formatting 
problems 
Domain violations 
SHA-2 
Hash 
function 
Missing values 
Y Y 
The hash value for the ‘null’ needs 
to be provided to the user 
Formatting  
problems 
N - 
 
Domain violations 
Y Y 
Hash values for the values in the 
domain also need to be provided 
to the user 
Table 5: Capabilities of the Alteration Methods 
Using the Java programming language we coded an alteration method to randomly swap values between rows for a particular 
attribute and applied this to the bank’s production data in Table 3. The resulting generated dataset is shown in Table 6. In 
order to check whether the DQ problems had been retained, we compared DQ assessment results from the production dataset 
to the generated dataset (see Figure 4). 
 
Figure 4: Test Configuration.   
A DQ assessment method was also coded in Java that checked for the number of null values, the number of ill-formatted 
values and compared values to the values in the required domain for each attribute. The results after applying the assessment 
method to the production and generated datasets were identical: overall the table still has 3 null values, two names and one 
date are not formatted correctly, and one account type is not in the required domain. 
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ID Name Balance LastWithdrawal AccountType 
1 Diaz Cameron 5,250,004 3/1/2012 Online 
2 Rolf Harris 6,500,000 4/1/12 Savings 
3 Branson, R 23,800,000  Current 
4  30,450,000  Current 
Table 6: Generated data using value swapping 
While the DQ assessment results are positive, the secrecy of the values is not always preserved. For instance, the name values 
were deemed to be secret by the bank and should not be released without modification—swapping is clearly not able to 
provide secrecy in this case. However, the other values are considered to be secret for the bank’s requirements because the 
association between the identifying information and the account details has been broken by the swapping. The level of 
secrecy in this case, however, depends on the proportion of the number of occurrences of the distinct value in the population 
to the total population. For example, a user may infer that Rolf has a current account with probability 1/2. Note that swapping 
provides no secrecy protection for an attribute when there is only one distinct value for the attribute.  
SHA-2 Hash Function 
From the secrecy perspective, the SHA-2 hash function is very strong. It is very difficult for the user to determine the original 
secret value because the hash function is designed to be one-way. The actual values are not shown in the generated data (in 
contrast to the swapping technique) and therefore using the hash function is a strong candidate for providing secrecy 
protection. However, it does not always retain the DQ problems. 
A property of the hash function is that it changes a value of any type (character, number or a combination of both) and length 
into an arbitrary number with a predefined size. Clearly, any formatting idiosyncrasies in the production data and the original 
length will be lost, because formatting concerns the way in which the characters and numbers are arranged (and their length).  
This was confirmed when a SHA-2 hash function was applied to the example bank data. The hash function was also coded in 
Java using the java.security.MessageDigest.getInstance("SHA-256") method to return a hash value. This was applied to the 
Name and LastWithdrawal attribute values in the production dataset in Table 3 and the resulting generated data is shown in 
Table 7. Visually, it is clear that all previous formatting has been lost from the original values (because they have been 
changed to arbitrary numbers); the Java DQ assessment method (described before) indicated that all last withdrawal values 
violated the date format constraints (i.e. day/month/full year) despite the fact that one value in the production data was valid. 
Similarly, all name values violated the name format constraints when one name in the production data was valid. 
For the missing values DQ problem, the hash function does in fact preserve the number of null values only when the hash 
value for ‘null’ is provided to the user of the generated data. If the DQ assessment method checks for null values in the name 
and last withdrawal attributes, then it will not preserve the DQ problem. However, if the assessment method substitutes its 
check for ‘null’ with a check for the hash value for null (see Table 8), then the assessment method produces the same results 
for production and generated data sets. The other option is to replace all instances of the hash value for null in the generated 
data with null itself—assuming that null is not secret itself! This would be a trivial operation to perform and would allow 
non-configurable DQ assessment methods to check for the presence of null values. 
To check for persistence of the domain violations DQ problem, the hash function was applied to the production data 
AccountType attribute values and also the account type domain set (see Table 4) and the generated data is shown in Table 9 
and Table 10. A DQ assessment method that checks the account type values against the permissible set of values in the 
domain (see Table 10) finds that the values in records 1, 2 and 3 match values in the domain. Whereas, in record 4 of the 
generated data, the value does not match any value in the domain—in the same way that there is one domain violation in the 
production data. Hence, in this case, the SHA-2 hash function retains domain violation problems and preserves secrecy (see 
Table 5). 
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ID Name Balance LastWithdrawal AccountType 
1 -7811521202157470190761277 
2364756192109945002704428 
7703651768026960308232688 
5,250,004 -57757360690841179819850750246168229585 
179224933309069666421920919176887459110 
Current 
2 -1452449885566347160140000 
38555585406580597634849684 
7369128689588327141870716 
30,450,000 247250917994026036886145931511419083357 
45916334489781770578761787218146381928 
Savings 
3 -4125052599364900697341083 
49703647566836656557089371 
83633975126334697607135288 
6,500,000 247250917994026036886145931511419083357 
45916334489781770578761787218146381928 
Current 
4 24725091799402603688614593 
15114190833574591633448978 
1770578761787218146381928 
23,800,000 281539461821727484581649813734374251142 
67568842611817513646561030096428736301 
Online 
Table 7: Generated data using SHA-2 Hash function on Name and LastWithdrawal 
 
Value Hash value 
Null 24725091799402603688614593151141908 
335745916334489781770578761787218146381928 
Table 8: Mapping of the null hash value 
 
ID Name Balance LastWithdrawal AccountType 
1 Rolf Harris 5,250,004 4/1/12 -14103480491627826158431922586425598441 
031696271406609635328352432766101334886 
2 Diaz Cameron 30,450,000   -84700336092343199783827408380022043257 
33799936258775331956354687225924696689 
3 Branson, R 6,500,000   -14103480491627826158431922586425598441 
031696271406609635328352432766101334886 
4   23,800,000 3/1/2012 59396796257243149029268890644224704505 
87035727351808235747230193921297499026 
Table 9: Generated data using SHA-2 Hash function on AccountType 
The SHA-2 hash function is interesting from a DQ point of view: if the production data has only unique values, this function 
preserves this characteristic because the hash values are also unique, and SHA-2 can be used to validate if the values in a 
column (or multiple columns) fulfil a uniqueness constraint. 
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SHA-2 Hash of AccountType 
-14103480491627826158431922586425598441 
031696271406609635328352432766101334886 
-84700336092343199783827408380022043257 
33799936258775331956354687225924696689 
Table 10: Domain values for AccountType with Hash transformation 
The Application of Both Alteration Methods 
Combining the value swapping for attributes Balance, LastWithdrawal and AccountType and the hash function to the Name 
attribute maximises the number of DQ problems and minimises the risk of disclosing secrets in the generated data for the 
Bank example. The result of applying the methods in this way is shown in Table 11. The only DQ problem that is missing is 
the ill-formatted name values because neither alteration method was able to retain this problem and uphold the secrecy 
requirement S1. Note that rather than remove the name attribute entirely (to preserve secrecy), using the Hash function on 
this attribute permits any future assessment of unique values and domain violations etc; however in this simplistic exemplary 
scenario, one could simply remove the attribute. Future work should continue to search for methods that can retain this DQ 
problem in this context.  
  
ID Name Balance LastWithdrawal AccountType 
1 -781152120215747019076127723647561921 
099450027044287703651768026960308232688 
5,250,004 3/1/2012 Online 
2 -14524498855663471601400003855558540 
65805976348496847369128689588327141870716 
6,500,000 4/1/12 Savings 
3 -41250525993649006973410834970364756 
683665655708937183633975126334697607135288 
23,800,000  Current 
4 24725091799402603688614593151141908 
335745916334489781770578761787218146381928 
30,450,000  Current 
Table 11: Generated data that maximises the number of DQ problems and minimises the risk of disclosing secrets 
It may appear that it is sufficient to simply apply the hash function to the name attribute values to preserve the secrecy 
requirements S1 and S2 without having to apply the swapping method. However, with some external information, a user of 
the generated data could infer all the secret account details. For example, if a user observes the physical event of the last 
withdrawal by a customer on the 3/1/2012, then user can determine the account type and balance values for this customer 
(because the values are all presented in the same record). In general, knowing any one value for a record results in the 
disclosure of the other values (except the hashed values). The risk can therefore be minimised further by applying the 
swapping method to the other attribute values without loosing any of the three DQ problems.  
CONCLUSION 
Data quality assessment and improvement is a costly but essential activity for most organizations and is necessary to prevent 
poor quality data from harming the business. Instead of performing such activities in-house, it can be much cheaper to move 
at least part of these activities to off-shore IT departments or outsource them to a third party service provider, which can be 
also cloud computing or crowdsourcing based services. In many cases, business data contains business secrets, which cannot 
or should not be easily shared with others, often even due to legal requirements. Effective methods for generating reliable and 
secure test data are therefore frequently a key requirement for assessment and improvement of DQ by third party service 
providers or off-shore subsidiaries. There is, however, a paucity of such methods, as we have shown in this paper. This 
research has discussed the new challenges related to generating secure and reliable test data for DQ assessment and 
improvement and provides some first results that can be directly applied. In particular, we show two potential methods, 
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namely value swapping and SHA-2 hash function, and how they can be combined to generate secure and reliable test data for 
assessment of missing data and domain violations DQ problems. Future research is needed to discover and test further 
methods for other DQ problems such as, for example, duplicate detection, spelling errors, inconsistent data etc. and it needs 
to be clarified how and in which contexts such methods can be used in a real-life scenario. This may demand more than just 
the use of exemplary data sets and could also leverage well-known measures, such as recall and precision, to compare 
different alteration methods. 
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