A key aspect of successfully using UML is understanding the semantics of the notations. UML 2 will increase the already substantial collection of notations supported by UML 1.x. At the same time, this will augment the difficulty users experience in understanding semantics. In this paper we propose that while the diverse notations may render concepts differently, the concepts can often be considered semantically equivalent. This gives rise to an architecture where two single abstract syntaxes (structure and behaviour) underpin UML 2's seven concrete syntax. Because there a fewer semantically distinct concepts, this makes UML both easier to understand and substantially easier to implement.
INTRODUCTION
A characteristic of languages is that the richer they become, the more difficult they are to use. UML 2 promises to delivery a number of new language constructs that enable a broader range of specifications to be constructed. A key issue in successfully using UML 2 is understanding the semantics of the augmented language.
For example, what is the meaning of a class diagram in terms of a component diagram, or what is the meaning of a state machine in terms of an activity diagram. These are not easy questions to answer and involve understanding the semantics of each individual construct.
The current approach to defining UML is to define an abstract syntax for each of the notations (see [3] ). Each abstract syntax is associated with a concrete syntax that defines the rendering of the notations to the user, as illustrated in figure 1 . This approach is also followed in the dominant submission to UML 2 superstructure [4] . Because every concrete syntax construct has a construct in the abstract syntax, there are as many semantic units to understand as there are concrete constructs. Consequently, comprehending the semantics of UML is (and will be) non-trivial.
The approach proposed in this paper is to generalise the abstract syntax of UML 2 such that there is no longer an abstract syntax for each concrete syntax, rather a The current approach to defining UML single abstract syntax is shared by many concrete syntaxes. This generalisation is motivated by the observation that there are many semantically equivalent constructs across diverse UML notations, for example join action is common to both state machines and activity diagrams. An overview of the resulting architecture is shown in figure 2. From this it can be seen that two abstract syntaxes underpin the spectrum of concrete syntaxes. Structure abstract syntax deals with notations such as class diagrams and component diagrams and behaviour abstract syntax deals with notations such as state machines activity diagrams and sequence diagrams. The consequence of this generalisation is that overall size of the abstract syntax definition is reduced. This means that there are fewer distinct semantics to understand, and a significant smaller definition to implement.
conclusions.
STRUCTURE
Currently UML enables the definition of structural models using class diagrams. UML 2 augments this with the capability of modelling component diagrams. Component diagrams are used to express architectural level definitions of systems and are particularly used within the context of systems engineering. In the following sub-sections we demonstrate how a unification can be leveraged between class diagrams and component diagrams. This unification is enabled by the treatment of components as classes and a component's ports as attributes of a class. This constraint is mirrored in the semantic domain (not shown) and ensures that the values of the two Attributes are appropriately bound (see [2] for more details of the semantic domain and the role it plays in our approach to modelling). The semantic domain constraint must also takes into account the direction of Connection and whether the Connection is inverse to that direction.
Abstract Syntax
Only connectable attributes can be connected:
context Connection inv: self.source.connectable and self.target.connectable
Packages, PackagedElements and Connections have a self association called role. This is a generalised version of UML 1.x role mechanism which enables candidate scenarios of the model element to be specified [5][195-203] . All model elements in the structure (and behaviour) abstract syntax have a role mechanism either directly or derived through generalisation 1 . The relationship between a role and and a roleOwner is that the former can only constrain the semantics of the latter. The precise constraint for this association is dependent on the model element, in the case of class this is: 
Class diagram
The concrete syntax for Class diagram is shown in figure 4 and describes how a ClassBox can be the target of AttributeLines,AssociationLines and a GeneralisationLines. A ClassBox contains compartments for its Operations's and Attribute's strings. The mapping between the Class diagram model and Structure model is depicted in 5.
1 The repeating role pattern alludes to templates which are the means by which the definition presented in this paper has been specified, see [2] for more details. 
Component diagram
Component diagrams describe systems as components and the relationship between the systems as connectors. When two systems are related via a connector, this specifies that data sent by one system is available to the other system (depending on the direction of connection). The concrete syntax model for component diagrams is shown in figure 7 and the mapping to the abstract syntax model is shown in figure  8 . PortBoxes must map onto attributes which are Connectable: The equivalence of component and class models is concretely demonstrated by the component diagram illustrated in figure 9 which is semantically equivalent to the vending machine shown in figure 6. Those attributes in figure 6 which are shown Figure 10 presents an example of the usefulness of the role mechanism for describing scenarios. In this, a bank of two vending machines is described, each machine being a particular scenario of the original machine. Figures 9 and 10 demonstrates a powerful aspect of the recursive treatment of roles, which is that the same concrete syntax can be used to describe both types and roles of types since they are the same model element (the basic type is a role whose roleOwner is self).
BEHAVIOUR
In our definition of behaviour, a single abstract syntax model is used as a basis for use case, collaboration, state machines, activity diagrams and sequence diagrams. In this paper we deal only with state machines and activity diagrams.
Abstract Syntax
The abstract syntax of behaviour illustrated in figure 11 can be broadly considered in two parts. The first part is a hierarchy of actions (which is made explicit in the lower half of figure 11) some of which have sub-actions. The second part is relations between actions such as Flow and Transition.
At first sight, treating State as a type of Action may seem unconventional since the conventional interpretation is that it represents a static property of a system (i.e. the value of slots and objects) at a particular point in time. Our approach extends this property with dynamic aspects by defining a state to be an action for two reasons:
1. In UML, state machine states have dynamic properties. For example, a state state specifies an entry action, exit action and may continuously execute a do action until the exit action is invoked. Thus, it is natural and convenient to treat a state as an action.
2. State machines and activity diagrams share many concepts (for example join and fork ) the our superstructure proposal provides a common abstract syntax model for both these and other behavioural notations. This unification is leveraged by treating state machine states as actions.
The formal definition of the semantics of behaviour is outside of the scope of this paper. However, informally the semantics is built around the ability to preempt execution. Each Action has a boolean flag which denotes whether it can be prematurely terminated. When a pre-emptable action is related by a type of flow, the action does not need to complete its execution before the flow can be executed. A transition's effect Action cannot be pre-empted, an additional constraint captures this: As with the definition of structure, figure 11 includes a generalised version of UML 1.x's role mechanism. This enables scenarios to be described over any behavioural model based on the abstract syntax.
State machine diagram
The concrete syntax for state machines is shown in figure 12 and the associated abstract syntax mapping in figure 13 
invariant->forAll(i | sa->includes(i)))))
A Transition is semantically a type of guarded Flow (the guard is denoted by the trigger in figure 11 ). Because of the pre-emption semantics, States are not concerned with checking whether a Transition can fire. It is the responsibility of the Transition to ensure that when it fires that source States are terminated. The entry and exit actions of States are not pre-emptable:
context State inv: self.entry.preemptable = false and self.exit.preemptable = false
Therefore when a Transition pre-empts a State, the entry and exit actions will always execute. 
STATEMACHINE

Activity diagram
Activity diagrams share many common features with state machine diagram. Activity state and state machine state are semantically equivalent, transitions are a kind of flow with some added detail (see figure 11 ) and both fork and join actions are common to both types of diagrams. The homogenous nature of state machine diagrams and activity diagrams is reflected in the mapping of activity diagram concrete syntax (figure 15) as shown in figure 16 with concepts shared by the state machine concrete syntax (figure 12). 
CONCLUSION
The next generation of UML is an important step in enabling model oriented software engineering. In order for it to cater for diverse requirements UML 2 must contain new notations not currently found in UML 1.x. We have argued that this does not necessarily mean introducing fundamentally new abstractions (new semantics). Instead the new abstractions can be considered as new syntax which share a semantic underpinning with existing notations. The abstract syntax presented here is substantially smaller than UML 1.x even though it supports the new notations required by UML 2.0. The models described in this paper have been implemented by Tata Consultancy Services (TCS) in their Mastercraft tool. The vending machine model shown throughout the paper have been modelled using Mastercraft, adding weight to the presented approach.
Because of the unification of abstract syntax, and interesting aspect of the presented approach is that new concrete syntaxes can be formed consisting of a hybrid of the distinct concrete syntaxes. For instance, it is possible to have a behavioural notation that combines aspects of state machines, activity diagrams and sequence diagrams. We intend to explore this avenue as future work. 
