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An efficient algorithm is presented to obtain trajectories for industrial robots working in complex 
environments. The procedure starts with the obtaining of an optimal time trajectory neglecting the 
presence of obstacles. When obstacles are considered, the initial trajectory (obtained by neglecting 
obstacles) will not be feasible and will have to evolve so that it can become a solution. In this paper, 
the way that it evolves until a new feasible collision-free trajectory is obtained considering the 
possible obstacles is described. This is a direct algorithm that works in a discrete space of 
trajectories, approaching the global solution as the discretization is refined. The solutions obtained 
are efficient trajectories near to the minimum time one and they meet the physical limitations of the 
robot (the maximum values of torque, power and jerk are considered for each actuator) , avoid 
collisions, and take into account the constraint of energy consumed. Examples already published 
and new examples in real complex environments have been solved to verify the working of the 
algorithm. 
 




Trajectory planning for robots is a very important issue in those industrial activities which have been automated. The 
introduction of robots into industry seeks to upgrade not only the standards of quality but also productivity, as working 
time is increased and idle or wasted time is reduced. Therefore, it has an important role to play in achieving these 
objectives (the motion of robot arms will have an influence on the work done).  
Formally, the trajectory planning problem aims to find the force inputs (control 𝑢𝑢(𝑡𝑡)) to move the actuators so that 
the robot follows a trajectory 𝑞𝑞(𝑡𝑡) that enables it to go from the initial configuration to the final one while avoiding 
obstacles. This is also known as the complete motion planning problem, compared with the path planning problem in 
which the temporal evolution of motion is neglected. 
An important part of obtaining an efficient trajectory plan lies with both the interpolation function used to help obtain 
the trajectory and the robot actuators. Ultimately actuators will generate the robot motion, and it is very important for 
robot behaviour to be smooth. 
The efficiency of trajectory planning algorithms are limited not only by the time required for performing the 
trajectory by the robot (which is related to productivity), but also by physical limitations of the robot to ensure that it 
achieves the result obtained from the algorithm. So in this paper, time has been used as an objective function to obtain 
trajectories as well as restrictions associated with the mechanical traits of the robot, such as the maximum power and 
torque that actuators can give, the jerk, which ensures both the mechanical integrity and precision in the monitoring of 
the calculated trajectory, and the total energy consumed, which can be limited based on the user requirements. Thus the 
presented algorithm generates coherent and safe trajectories for the robot, without collisions and meeting its limitations, 
and the specifications associated with the accuracy of the trajectory and power consumption, while achieving a high 
productivity of the robot. 
Therefore, the trajectory planning algorithms should take into account the characteristics of the actuators without 






motion, it is also necessary to monitor some working parameters to verify the efficiency of the process, because most of 
the time the user seeks to optimize certain objective functions. Among the most important working parameters and 
variables are the time required to get the trajectory done, the input torques, the energy consumed and the power 
transmitted. The kinematic properties of the robot´s links, such as the velocities, accelerations and jerks are also 
important. 
The trajectory algorithm should also not overlook the presence of possible obstacles in the workspace. Therefore it is 
very important to model both the workspace and the obstacles efficiently. The quality of the collision avoidance 
procedure will depend on this modelling. 
2. A BRIEF LOOK AT PREVIOUS WORK 
Trajectory planning for industrial robots is a very important topic in the field of robotics and has attracted a great 
number of researchers so that there are currently a variety of methodologies for its resolution.  
By studying the work done by other researchers on this topic it is easy to deduce that the problem has mainly been 
tackled with two different approaches: direct and indirect methods. Some authors who have analyzed this topic using 
indirect methods are Saramago, Valero, Gasparetto and du Plessis (see [1], [2], [3] and [4] respectively). 
Other authors, on the other hand, have implemented the direct method, such as Chettibi, Macfarlane and Abdel-
Malek (see [5], [6] and [7] respectively). However, in these examples the obstacles have been neglected, which is a 
drawback. 
Over the years, the algorithms have been improved and the study of the robotic system has become more and more 
realistic. One way of achieving that is to analyse the complete behaviour of the robotic system, which in turn leads us to 
optimize some of the working parameters mentioned earlier by means of the appropriate objective functions. The most 
widely used optimization criteria can be classified as follows:  
(1) Minimum time required, which is bounded to productivity. 
(2) Minimum jerk, which is bounded to the quality of work, accuracy and equipment maintenance. 
(3) Minimum energy consumed or minimum actuator effort, both linked to savings. 
(4) Hybrid criteria, e.g. minimum time and energy. 
The early algorithms that solved the trajectory planning problem tried to minimize the time needed for performing 
the task (see [8], [9] and [10]). 
A more recent example of this type of algorithm can be found in [11]. In that paper, Mattmuller determines smooth 
and near time-optimal path-constrained trajectories. He considers not only velocity and acceleration but also jerk.  
Another way of tackling the trajectory planning problem was based on searching for jerk-optimal trajectories. Jerks 
are essential for working with precision and without vibration. They also affect the control system and the wearing of 
joints and bars. These methods allow a reduction in errors during trajectory tracking, the stresses in the actuators and 
also in the mechanical structure of the robot, and the excitement of resonance frequencies.   
Jerk restriction is introduced by Kyriakopoulos ([12]). It is also dealt with in [13]. Later Constantinescou in [14] 
introduces a method for determining smooth and time-optimal path-constrained trajectories for robotic manipulators by 
imposing limits on the actuator jerks.  
Another different approach to solving the trajectory planning problem is based on minimizing the torque and the 
energy consumed instead of the execution time or the jerk. This approach leads to smoother trajectories. An early 
example is seen in [15]. Similarly, Hirakawa and Kawamura searched for the minimum energy consumed (see [16]).  
Later, new approaches appear for solving the trajectory planning problem. The idea of using a weighted objective 
function to optimize the operating parameters of the robot arises as it can be seen in [17] and [18]. 
In this paper we will introduce a method to solve the trajectory planning problem for industrial robots working in 
complex environments.  
The procedure starts by calculating an optimal trajectory, neglecting the presence of obstacles which may be present 
initially. By removing the obstacles from the optimization problem, the algorithm will calculate a minimum time 
trajectory as a starting point. The procedure must then take into account the obstacles that are in the workspace. 
Therefore, when obstacles are considered, the initial trajectory will not be feasible and will have to evolve so that it can 
become a solution. In order to describe its evolution until a new feasible collision-free trajectory is obtained, this new 
method is presented in this paper. It is a direct algorithm that works in a discrete space of trajectories, approaching the 
first solution to the global solution as the discretization is refined. The solutions obtained are efficient trajectories near 
to the minimum time one. All the trajectories obtained meet the physical limitations of the robot, the solution also 








In this section the definitions and models used to characterize and obtain the configurations and trajectories of the 
robot will be detailed, as well as the obstacles and the collision detection with the robot. 
3.1 Configuration 
The configurations of the robot are expressed in joint coordinates c(qi) with a view to defining the corresponding 
kinematics and dynamics, while for dealing with collisions Cartesian coordinates c(λj), will be used, with i = 1, ... dof ;  j 
= 1, ..., npc; dof robot degrees of freedom; npc number of Cartesian points used for the wired model of the robot in 
collision detection (see [2]). 
3.2 Adjacent Configuration 
Given a feasible configuration of the robot ck, it is said that cl is adjacent to it if it is feasible and meets the following 
conditions: 
• The robot end-effector occupies a position corresponding to a node of the discretized workspace in the Cartesian 
coordinates and its distance to the end-effector position in the configuration ck is less than a given value. 
• cl is such that it minimizes the function 
∑ �𝑞𝑞𝑖𝑖𝑙𝑙 − 𝑞𝑞𝑖𝑖𝑘𝑘�
2𝑑𝑑𝑑𝑑𝑑𝑑
𝑖𝑖=1  (1) 
3.3 Obstacles 
The algorithm works with patterns of obstacles, spheres, cylinders and rectangular prims (see [2]), so that any 
geometry can be wrapped by combinations of these basic obstacles. 
3.4 Collision Detection 
Using the wired model of the robot c(λj), growth techniques are used to check obstacle collisions with each of the 
robot links (see [2]). 
3.5 Trajectory 
Given a sequence of m robot configurations = {𝑐𝑐1(𝑞𝑞𝑖𝑖1), 𝑐𝑐2(𝑞𝑞𝑖𝑖2) , … , 𝑐𝑐𝑚𝑚(𝑞𝑞𝑖𝑖𝑚𝑚)} , the trajectory s is defined by 
means of cubic interpolation functions between successive configurations so that the resulting time tmin to perform the 
trajectory is minimum, we have that:  
∀𝑡𝑡 ∈ �𝑡𝑡𝑗𝑗−1, 𝑡𝑡𝑗𝑗� → 𝑞𝑞𝑖𝑖𝑗𝑗 = 𝑎𝑎𝑖𝑖𝑗𝑗 + 𝑏𝑏𝑖𝑖𝑗𝑗𝑡𝑡 + 𝑑𝑑𝑖𝑖𝑗𝑗𝑡𝑡2 + 𝑒𝑒𝑖𝑖𝑗𝑗𝑡𝑡3, where i = 1,…, dof and j = 1,…,m-1 (2) 
To ensure continuity, the following conditions associated with the given configurations are considered. 
• Position. 






The initial and final velocities of the trajectory must be zero, obtaining (2 dof) equations: 
?̇?𝑞𝑖𝑖1(𝑡𝑡0) = 0 (5) 
?̇?𝑞𝑖𝑖𝑚𝑚−1(𝑡𝑡𝑚𝑚−1) = 0  (6) 
When passing through each intermediate configuration, the final velocity of the previous interval must be equal to 
the initial velocity of the next interval; that gives (dof (m-2)) equations: 







For each intermediate configuration, the final actuator acceleration of the previous interval must be equal to the 
initial acceleration of the next, resulting in (dof (m-2)) equations: 
?̈?𝑞𝑖𝑖𝑗𝑗�𝑡𝑡𝑗𝑗� = ?̈?𝑞𝑖𝑖𝑗𝑗+1�𝑡𝑡𝑗𝑗�  (8) 
Knowing the time required to perform the trajectory between the different configurations, using the above equations, 
the coefficients of the cubic polynomials can be obtained efficiently by means of the calculation of the normal time (see 
[19]). 
In addition, the minimum time trajectory s must meet the following four types of constraints: 
• Maximum torque in the actuators, 
𝜏𝜏𝑖𝑖𝑚𝑚𝑖𝑖𝑚𝑚 ≤ 𝜏𝜏𝑖𝑖(𝑡𝑡) ≤ 𝜏𝜏𝑖𝑖𝑚𝑚𝑚𝑚𝑚𝑚  ∀𝑡𝑡 ∈ [0, 𝑡𝑡𝑚𝑚𝑖𝑖𝑚𝑚], i= 1,…,dof  (9) 
• Maximum power in the actuators, 
𝑃𝑃𝑖𝑖𝑚𝑚𝑖𝑖𝑚𝑚 ≤ 𝜏𝜏𝑖𝑖(𝑡𝑡)?̇?𝑞𝑖𝑖(𝑡𝑡) ≤ 𝑃𝑃𝑖𝑖𝑚𝑚𝑚𝑚𝑚𝑚 ∀𝑡𝑡 ∈ [0, 𝑡𝑡𝑚𝑚𝑖𝑖𝑚𝑚], i= 1,…,dof  (10) 
• Maximum jerk on the actuators, 
𝑞𝑞𝑖𝑖 𝑚𝑚𝑖𝑖𝑚𝑚 ≤ 𝑞𝑞𝑖𝑖(𝑡𝑡) ≤ 𝑞𝑞𝑖𝑖 𝑚𝑚𝑚𝑚𝑚𝑚 ∀𝑡𝑡 ∈ [0, 𝑡𝑡𝑚𝑚𝑖𝑖𝑚𝑚], i= 1,…,dof  (11) 





𝑗𝑗=1 ≤ 𝐸𝐸,  (12) 
where εij is the energy consumed by the actuator i between the configurations c j and c j+1. 
To obtain the minimum time, an optimization problem is solved using variables defined in time increments at each 
interval (see [19]), so that in the interval between c j and c j+1, the variable is ∆tj= tj - tj-1, and the objective function: 
∑ ∆𝑡𝑡𝑗𝑗𝑚𝑚−1𝑗𝑗=1 = 𝑡𝑡𝑚𝑚𝑖𝑖𝑚𝑚  (13)  
The solution is obtained by SQP (Sequential Quadratic Programming, nonlinear optimization), so that in each iterative 
step is necessary that the polynomial coefficients above mentioned (eq. (2)) are obtained from an estimation of the 
problem variables. 
3.6 Offspring Trajectory: 
Let s j be a minimum time trajectory associated the sequence of m configurations C j under the conditions described 
in 3.5. It is said that the trajectory s k is an offspring of s j when the following conditions are met: 
• 𝐶𝐶𝑘𝑘 = 𝐶𝐶𝑗𝑗 ∪ 𝑐𝑐𝑚𝑚 
• n ≠ 1 
• n ≠ m+1 
So the trajectories of a certain generation will have one passing configuration more than the previous generation, but 
they will keep the same initial and final configurations. 
3.6 Trajectory space: 
Trajectory space (T) of a robot between two given configurations c i and c f is defined as the set that consists of the 
minimum time trajectory between the two given configurations and all its offspring trajectories. 
When the robot works in an environment with obstacles, Tc is the trajectory subspace of T that has collisions. 
4. OBTAINING OF THE COLLISION-FREE TRAJECTORY 
The problem of obtaining a feasible and efficient trajectory for a robot in an environment with static obstacles 
allowing motion between two given configurations (c i and c f ) is posed. We understand an efficient trajectory to be that 
one which is near to the minimum time trajectory, with a reasonable computational cost and subject to the limitations of 
robot dynamics and the constraints of jerk and energy consumption. Clearly the feasibility of the trajectory means that 
there are no collisions. 
The proposed process for solving the problem involves the following steps: 






Using the procedure described in 3.5. the trajectory smin is obtained corresponding to the sequence of 
configurations 𝐶𝐶 = �𝑐𝑐𝑖𝑖, 𝑐𝑐𝑑𝑑�. 
b) Search for collisions. 
The first configuration from smin which has collision cc is determined, and a previous configuration ca is searched 
for whose distance is less than dseg (so that the smallest pattern of obstacles used to represent the work 
environment can never be between cc and ca). 
c) Obtaining adjacent configurations. 
Six adjacent configurations to ca are achieved as defined in Adjacent Configuration section 
 3.2. (caj j=1,…,6) 
d) Obtaining offspring trajectories. 
For each one of the l adjacent configurations obtained in the previous section that have no collisions with 
obstacles, the offspring trajectory sk is obtained from smin, such that 𝐶𝐶𝑘𝑘 = 𝐶𝐶 ∪ 𝑐𝑐𝑘𝑘𝑚𝑚 (k=1,…,l) 
e) Trajectory selection. 
The trajectories generated are introduced in previous step d) on the set of trajectories ordered by time Tt =
�s1…𝑠𝑠p�, taking the minimum time trajectory s1 and checking for no collisions as was done in the previous step 
b). If s1 has no collisions the algorithm goes to the next step f), otherwise it returns to step c) and the process is 
repeated. 
f) Refining the trajectory. 
In the case that the collision-free trajectory s1 does not belong to the first generation (direct offspring  of smin , with 
a sequence of three configurations), we have: 
s1 such that 𝐶𝐶1 = �𝑐𝑐𝑖𝑖, 𝑐𝑐2, 𝑐𝑐3, … , 𝑐𝑐𝑚𝑚−1, 𝑐𝑐𝑑𝑑 � (being m the number of configurations that define the trajectory). 
m-2 sets of configurations C1p are taken such that 𝐶𝐶1 = 𝐶𝐶𝑝𝑝1 ∪ 𝑐𝑐𝑝𝑝  for 𝑝𝑝 = 2, … ,𝑚𝑚− 1,  obtaining the 
corresponding set of collision-free trajectories Tr. If it is an empty set then it is said that s1 cannot be reduced, 
otherwise the process is repeated for the new trajectories and the results are included in Tr . The process finishes 
when the algorithm cannot obtain new trajectories. 
Finally trajectory s1 is included in Tr , and the reduced trajectory sr is defined as the  trajectory belonging to Tr with 
minimum time. 
The proposed solution to the problem is sr, which will be a minimum time offspring trajectory smin with a small 
number of passing configurations. 
 
 








The examples whose results are shown below were solved on a computer with Intel ®Xeon™ processors and 3 GHz 
CPU  
5.1 Example of industrial application 
To check the efficiency of the proposed algorithm, it is applied to a PUMA 560 robot working in a complex 
environment that simulates a manufacturing cell. This robotic system can be seen in Fig. 2 and correspond to example 
number 1. 
Fig.2 shows the initial and final configurations, trajectory s1 and its reduced trajectory sr obtained for example 1. 
Fig.3 shows the final configuration and the trajectories from another point of view. 
 
Table 1. Results of Example 1 
Trajectory Nº of Configurations Time (sec.) Energy consumed (Joule) 
smin 2 1.1360 64 
s1 7 1.4906 219 
sr 6 1.4563 194 
 
Table 1 shows the characteristics of the results, in terms of the number of configurations to go from the initial to the 
final configuration, the time needed to perform the trajectory and the energy consumed. It allows smin (which 
corresponds to the maximum performance of the robot moving between the initial and final configurations in an 
environment without obstacles) to be compared with the solution offered by the algorithm proposed in this paper. It can 
be seen from Table 1 that the motion in a complex environment only requires a trajectory defined by 6 configurations 
with a 28% increase in the trajectory time, compared with the trajectory time when there are no obstacles (smin).  
Obtaining the solution of the problem requires a computational time of 1193.5 seconds. 
 
 







Fig. 3. Final configuration with trajectories s1 and sr 
Figures 2 and 3 show the difference between trajectory s1 (in grey) and sr (in red), while Table 1 indicates that the 
reduction enables the removal of a passing configuration, reducing the execution time by 2.3% and reducing energy 
consumption by 11.4%. 
5.2 Comparison of results: 
To check the efficiency of the proposed algorithm, it will be applied it to the same examples already solved and 
published in [20] (they were solved by using other direct algorithms for trajectory planning).  
The idea is compare the times obtained with the current algorithm with those already obtained (see [20]). 
Twenty examples have been solved and the corresponding results compared. Each example consists of a PUMA 560 
robot which must move from an initial configuration to a final configuration both with and without obstacles in the 
workplace. The problem to solve is finding the corresponding trajectory to go from the initial to the final configuration 
and therefore the time needed to perform the trajectory and the computational time required to find a solution. 
Fig.4 shows how the times needed to execute the trajectories in the examples given by [20] vary from the algorithm 
presented in this paper, which have been called EOT (which stands for Evolution of Optimal Trajectory), in relation to 
the results given in the paper by [20] in which the functions called F5, F7 and F8 were used (they consisted of a mix of 
polynomials and sine functions). Note that the algorithm proposed in this paper can achieve much faster trajectories for 
the same examples. (Notice that execution time is the time needed to perform the trajectory while the computational 







Fig. 4. Comparison of time required to execute the trajectories of the examples from the paper [20]. 
 
 
Fig. 5. Comparison of computational times needed to solve the examples from the paper [20]. 
Fig.5 compares the computational times required to solve the problem, and a clear advantage can be detected when 
the proposed algorithm is used.  
Some others applications of the optimization techniques and path generation in robotics can be found in [21] and 
[22]. 
 
6. CONCLUSIONS AND FUTURE WORK. 
An efficient procedure to obtain trajectories for industrial robots has been presented in this paper. This is 
demonstrated throughout the examples presented in Results section. The time required to perform the trajectory is near 
to the optimal one, as has been demonstrated in the examples.  
Indeed, the example number 1 (see 5.1) with trajectory sr (see table1) requires 1.4563 seconds to perform the 
trajectory avoiding obstacles, while the optimal time trajectory without obstacles is 1.1360 seconds as above explained. 






results confirm the above statements. 
The computational time needed to obtain the solution is very dependent on the complexity of the work environment, so 
the example in Example of industrial application section requires a lot of time, while the examples solved in 5.2 require 
a computational time of the order of 1/10000 compared to those of [20].  
Fig.6 shows that the computational time in those simple examples is below the execution time of the trajectory in 
most cases. 
 
Fig. 6. Computational and execution time of the trajectories obtained by applying the proposed procedure to 
the examples from [20] 
 
The solved examples have shown no problems of convergence and robustness. For future works, the authors consider 
that the limitations the algorithm may have can be of interest to be studied. 
The short-term work has focused on dealing with collisions, seeking to reduce the computational times. In the longer 
term, different interpolation functions may be used to adjust trajectories. As a conclusion, it can be said that this is a 
promising procedure in view of the quality of the results, it has practical applications to industrial problems in which 
repetitive motions are common and therefore they do not require online planning. 
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