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1. OBJETIVOS  
 
Este proyecto se basa en el estudio y el aprendizaje sobre cómo funciona una placa 
programable, en concreto la placa Freescale frdm-kl25z partiendo desde 0. La intención es 
describir paso a paso como empezar a utilizarla desde el momento que se compra la placa, 
los pasos iniciales y  aprender a programar de forma básica mediante unas prácticas 
predeterminadas. Ya que es un tema que a día de hoy no es muy relevante en el temario 
pero si muy interesante, se pretende ser la primera piedra del camino hacia un nuevo 
mundo por descubrir. 
Este proyecto será la primera fase de un proyecto mayor el cual ira creándose a partir de 
este. Por lo cual se pretende crear una base de conocimiento que dé pie a tener una 
continuidad a través de los alumnos. En líneas generales al ser la primera fase el proyecto 
se centrara más en el estudio básico de cómo utilizar la placa y sus entornos, así en la 
siguiente fase se podrá centrar toda la atención a la programación del microprocesador. 
Se realizaran 2 partes claramente diferenciadas, la primera pretende mostrar la parte más 
primitiva de la programación de micros, sin profundizar demasiado, pero programándolo 
directamente. Se cree conveniente que se sea consciente que al utilizar cualquier librería de 
las cientos que hay disponibles para cualquier placa, es debido a que alguien ya le ha 
dedicado muchas horas realizando un trabajo previo para facilitarnos mucho el trabajo.  
La segunda pretende mostrar la parte más simple y a la vez ‘’atractiva’’. Partiendo de las 
librerías ya existentes y realizar pequeños montajes, y que estos nos despierten la curiosidad 
y las ganas para después seguir trabajando por nuestra cuenta.  
La programación se basara en lenguaje C y lenguaje C++ el cual se enseña en primero, por 
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2. INTRODUCCIÓN 
 
Pero…  ¿Para qué sirve exactamente una placa programable?  ¿Qué utilidad tiene? 
A grandes rasgos, muchas placas programables hoy en día son una plataforma de electrónica 
libre para la creación de prototipos basada en software y hardware flexibles, fáciles de usar. 
Donde tenemos a nuestra disposición múltiples entradas-salidas  analógicas y digitales, sobre 
las cuales podemos actuar mediante la programación de un microcontrolador. Es una buena 
base para proyectos de domótica, robótica etc. Las posibilidades son enormes, sobre todo si tú 
mismo tienes tus propias inquietudes o proyectos que te gustaría llevar a cabo con un coste 
relativamente bajo. Actualmente existen miles de proyectos libres los cuales son accesibles a 
todo el mundo, donde solo tienes que buscar la aplicación que te interesa, descargarla y ponerla 
en uso, aplicando siempre el hardware necesario. Podemos encontrar aplicaciones muy 
sencillas, como un robot de juguete para iniciados, hasta una impresora 3D.  
La Freescale frdm-kl25z es una placa de bajo coste, la cual contiene un Open SDA una interfaz 
para debug y programación incluidas en la placa para microcontroladores Kinetis ARM. Este 
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3. CONCEPTOS BÁSICOS NECESARIOS. 
Hardware: Es la parte física y visible del artefacto, los elementos que conforman la parte física. 
Un pc por ejemplo 
Software: Programa informático soportado en un hardware.  El programa Word es un software.  
Firmware: Es el conjunto de instrucciones de un programa informático que se encuentra 
registrado en una memoria ROM, flash o similar. La lógica primaria que ejerce el control de los 
circuitos. De forma muy simplificada podría decirse que el Firmware es el lenguaje de conexión 
entre el Hardware y el Software.  
LED RGB: Es un led que incorpora 3 leds en su interior con los colores primarios. R 
(Red), G (Green), B (Blue), o en Español RVA: R (Rojo) V (Verde) A (Azul). Con el 
control de la intensidad de los tres led’s a la vez, podemos conseguir un  espectro 
más amplio de tonalidades.                                                                                            
Señal Analógica: Es una señal continua y puede tomar infinitos valores. Si tenemos un rango de 
0 a 1 v.  
Señal Digital: Señal con 2 estados, estado alto y bajo, En un rango de 0 a 1V. Nuestra señal puede 










Figura 1: Led RGB 
Figura 2: Señales digital y analógica 
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Señal PWM: Tipo de señal digital, Modulación por ancho de pulsos. Es una señal que simula una 
señal analógica aplicada sobre una carga. En la cual podemos controlar el tiempo que está en 










Interfaz Open SDA: open-standard serial and debug adapter 
MSD: Mass storage device, Dispositivo de almacenamiento masivo. 
Comunicación Serial: Consiste en el envío de un bit de información de manera secuencial entre 
2 máquinas, emisor y receptor.  
Ejemplo: apretar una tecla en el teclado de nuestro pc y encender un led en nuestra placa a 
través de comunicación serial, con entradas USB. También existe conexión a través de TTL, 
RS232C y lazo a 20ma. 
Debug: Consiste en la ejecución del programa realizado paso a paso por acción manual, para 
poder revisar y verificar que en cada línea del programa se realiza correctamente. Depurar. 
Microcontrolador: Circuito integrado programable capaz de ejecutar las ordenes grabadas en 
su memoria. 
Touch Slider: Sensor táctil capacitivo. 
 
Figura 3: Señales PWM 
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Optoacoplador: Un Optoacoplador es un circuito integrado muy básico compuesto por un diodo 
led y un fototransistor unidos de tal forma que cuando una señal eléctrica circula a través del 
diodo led haciendo que brille, la luz que este emite es recibida por la base del fototransistor, 
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4. CARACTERISTICAS DE LA PLACA  
Freescale fabrica microcontroladores Kinetis y la placa freedom.  
Modelo de placa: 
FRDM-KL25Z 
Características: 
El kit está compuesto por un microcontrolador kinetis KL25Z de Freescale, un núcleo ARM Cortex 
M0 de 32 bits, la velocidad de reloj hasta 48Mhz, 128 kb de flash y 16 kb de ram.  Adicional 
mente la placa cuenta con un touch slider, un acelerómetro de tres ejes, un led rgb y los shields 
son compatibles con el estándar R3 de Arduino. 
http://www.freescale.com/webapp/sps/site/prod_summary.jsp?code=FRDM-KL25Z 
Micro: 
  Modelo                              Memoria                                    Maximum number of I\O's 












Figura 4: KL25 80-pin LQFP pinout diagram 
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El microcontrolador está basado en un ARM Cortex-M0+ core de ultra baja potencia de 32 bits. 
•Reloj plataforma Core de hasta 48 MHz, reloj de bus de hasta 24 MHz 
• La opción de memoria es de hasta 128 KB Flash y 16 KB de RAM 
• Rangos de tensión de funcionamiento de 1.71V a 3.6V con flash funcional completa. 
Programa / borrado / operaciones de lectura  
• Múltiples opciones de paquetes de 32 pines a 80 pines 
• Temperatura ambiente de funcionamiento oscila entre -40 ° C a 105 ° C  
 
Figura 5: Tabla de memoria 1. 
 
Figura 6: Tabla de memoria 2. 
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Relación de Pines: 
 
Figura 7: Relación Pines 1 
 
Figura 8: Relación Pines 2 
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5. PREPARACIÓN DE LA PLACA  
Cuando compremos la placa es posible que esta tenga los topos sin ningún tipo de anclaje. 
 
Figura 9: Detalle Pines 
Si se quiere realizar algún tipo de proyecto con componentes conectados, se deberían soldar 
estos directamente a la placa, o soldar pines para poder conectarlos.  
La opción de soldar directamente los componentes seria la adecuada, si fuese algún proyecto 
con elementos fijos, los cuales unas vez montados no se tuviesen que cambiar.  
En este caso como se trata de realizar prácticas de aprendizaje y estas pueden ir mejorando, 
cambiando y evolucionando, no se cree conveniente el soldar ningún componente directamente 
a la placa. Por lo tanto la mejor opción es soldar pines sobre los topos para poder realizar las 
conexiones que necesitemos y una vez finalizada la práctica, poder retirarlas y dejar la placa en 
su estado inicial.  
Existen dos tipos de conexión de pines: 
Macho-Macho                                               Macho-Hembra 
                                  
Figura 10: Conector macho-macho y Conector macho-hembra.                              
Se ha buscado la mayor versatilidad posible, puesto que las prácticas pueden realizarse con 
material  reutilizado y no todos los componentes disponen de las mismas conexiones, se ha 
realizado el montaje con Macho-Hembra, ya que es el que más opciones a posterior nos ofrece. 
Se pueden conectar cables sueltos directamente, se pueden conectar machos, y en el caso de 
que hiciera falta es posible acoplar un Macho-Macho, combinándolo para poder conectar una 
Hembra, y así cubrir prácticamente cualquier posibilidad, facilitando su utilización todo lo 
posible.  
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6. MODOS DE TRABAJO DEL OPEN SDA. 
El OpenSDA (Open serial and Debug Adapter) es un adaptador serial y de depuración entre un 
dispositivo USB anfitrión (el PC) y el microcontrolador. Puede ser programado para realizar 
diversas tareas: CDC (Comunicación serie a través del USB), MSD (Dispositivo de 
almacenamiento masivo), programación y depuración.  
Existen 4 modos de trabajo, MSD flash programer, CMSIS-DAP, MBED y P&E Debug APP. 
-MSD flash programer:  
Viene instalado por defecto, en este modo el Open SDA emula un file system fat 16 y por 
consiguiente cuando se conecta la placa al PC esta aparece como un disco extraíble con la 
etiqueta “FRDM-KL25z”. 
-CMSIS-DAP:  
En este modo la placa puede ser programada por otros ambientes de desarrollo diferentes al 
CodeWarrior, tales como el IAR y Keil. 
-P&E Debug APP: 
Desarrollado por PEmicro para dar soporte a CodeWarrior, en este modo de trabajo se puede 
programar y hacer Debug. 
-MBED: 
Este modo soporta el compilador online MBED. Este modo es independiente de los 3 anteriores, 
ya que es una empresa aparte quien facilita todo el entorno de programación haciéndolo más 
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6.1 Cargar el modo de trabajo: 
Para trabajar en cualquiera de los 4 modos posibles, primero hay que reinstalar el Open SDA 
adecuado para cada uno de ellos. Solo es posible trabajar en un modo a la vez.  Para poder 
acceder a ellos será necesario descargar los archivos correspondientes de cada uno de ellos. 







En este archivo encontraremos programas ejemplo, y los 3 archivos para poder trabajar en 
modo CMSIS-DAP, P&E Debug APP, MSD.  
                                                                                       Archivo OpenSDA para el programa KEIL 
 
 
Para poder trabajar en modo MBED encontramos el OpenSDA en este enlace: LINK 
 
Figura 14: Archivo OpenSDA Mbed 
Figura 12: Descarga de archivos 
Figura 13: Archivos OpenSDA 
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6.2 Cambiar firmware de arranque. 
Dependiendo del modelo y tiempo que tenga la placa que compremos es posible que el 
firmware de arranque este obsoleto o nos pueda dar problemas con Windows 10 por ejemplo, 
ya que es demasiado nuevo. Concretamente en este caso sucedió que el proyecto se empezó 
trabajando en Windows 7, y al actualizar al Windows 10, según el Open SDA que tuviéramos 
dentro, no reconocía la placa. Le llegaba corriente pero ya está.  
Se recomienda poner siempre la última versión para evitar estos problemas a continuación se 
explicara como ver si el firmware de arranque está obsoleto, y si ese fuese el caso, como 
actualizarlo. 
Lo primero es conectar  la placa al pc mientras se pulsa el botón reset situado entre las 2 
entradas usb. Al conectarla debería saltar el motor de arranque y reconocerla como un 
dispositivo de almacenamiento. 
 
Figura 15: Icono emergente OpenSDA 
Debemos entrar en él y veremos lo siguiente: 
 
Figura 16: Archivos que contiene la Freescale 
Entramos en SDA_INFO y podremos acceder a una web donde nos indicara que versión de 
firmware de arranque tenemos. 
 
Figura 17: Información de la versión firmware de arranque 
Arriba a la izquierda veremos un cuadro como en la imagen anterior, en nuestro caso la placa ya 
está actualizada con la última versión que es la 1.11. Esta versión ya funciona perfectamente 
con Windows 10. La versión que teníamos de origen y la cual nos dios problemas era la 1.09. 
En el caso de que tengamos la versión 1.09 en la misma página web podemos descargar la última 
versión que exista en ese momento, 1.11 o superior. 
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Esta se encuentra justo debajo del cuadro anterior: 
 
Figura 18: Última versión firmware de arranque. 
Descargamos el archivo .zip el cual contendrá varios archivos dentro, entre ellos otro zip. Nos 
pedirá que introduzcamos una dirección de correo y 4 datos más para poder descargarlo, pero 
tranquilos que es totalmente gratuito: 
 
Figura 19: Archivo .Zip que contiene el firmware 
Este es el archivo .zip que buscamos, dentro del archivo que nos hemos descargado. Es posible 
que si existe una nueva versión después de esta el nombre cambie ligeramente. 
  
Figura 20: Archivo firmware 
Debemos descomprimir este archivo.  
Ahora viene lo ‘’divertido’’, en un pc con Windows 7 o inferior, debemos conectar la placa 
mientras pulsamos el botón reset como se ha mencionado antes y acceder dentro del dispositivo 
de almacenamiento.  
Copiamos este último archivo que hemos descomprimido. Una vez copiado, desconectamos la 
placa y la volvemos a conectar esta vez sin tener que presionar reset. Automáticamente se 
actualizara y debería saltar el firmware de arranque. Para comprobar que se ha actualizado 
correctamente, volvemos a acceder a la página web mediante el proceso anterior, y esta vez 
debería poner versión 1.11 o superior, la que se haya instalado en ese momento.  
Ya podemos volver al pc con Windows 10 y esta deberá funcionar sin problemas.  
Si aun así os diera algún tipo de problema intentar actualizar los drivers que los podéis encontrar 




 Figura 21: Drivers USB 
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6.3 Para modificar el modo de trabajo. 
Una vez tenemos los archivos necesarios descargados seguir los siguientes pasos: 








-Antes de conectarla al PC mantener pulsado el botón de reset situado entre los dos puertos 
usb. 
- Ahora se puede conectar mientras se mantiene pulsado un par de segundos, veremos que un 
led de color verde empezara a parpadear. 
- Podremos ver que se le habilita una unidad de disco con el nombre BOOTLOADER.   
 
 
    
Figura 23: Icono emergente OpenSDA 






-Una vez copiado desconectar la placa, y ya podremos volver a conectarla para poder trabajar 
en el modo de trabajo que hayamos elegido.   
Figura 24: Archivo OpenSDA copiado en la Freescale 
Figura 22: Puerto usb OpenSDA 
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7. OPCIONES DE ENTORNO DE DESARROLLO  
En este proyecto nos centraremos en 2 modos de trabajo, por cuestión de tiempo y creemos 
que son los más útiles de cara al estudiante. Ambos son de acceso gratuito. 
- KEIL el cual nos permite acceder a la programación del propio microcontrolador, pero la 
dificultad de uso es mayor.  
- MBED el cual como se ha dicho anteriormente es más fácil de utilizar, con librerías hechas e 
intuitivas muy parecido al entorno Arduino. 
7.1 KEIL entorno profesional para micro controladores ARM con 
IDEs profesionales:  
Muchos requieren de licencia, o existen versiones gratuitas pero con limitaciones, si el 
procesador tiene 128 kb de memoria (en este caso), sin licencia solo deja utilizar la mitad, etc. 
Pero para empezar ya es más que suficiente. 
Utilizaremos el entorno de programación Keil por varias razones: 
-Como el proyecto está pensado para la Universidad EET, Keil es el programa que se 
utiliza actualmente y ya está instalado en la mayoría de ordenadores del campus. 
-Ha sido utilizado en asignaturas anteriores. 
-Tiene una versión gratuita, por lo que no es necesario ningún desembolso de dinero. 
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7.1.1 Instalación del entorno de desarrollo.  
Partimos desde 0, y lo primero será descargar el programa para poder utilizarlo.  
Como se ha mencionado anteriormente, existe una versión gratuita con limitaciones, así que a 
continuación explicamos paso a paso como descargarlo: 
1- Entrar en https://www.keil.com/download/ 
2- Entrar en Product Downloads 
3- Seleccionamos MDK-ARM 
4- Ahora nos pedirán rellenar unas cuantas cuestiones personales, nombre, e-mail 
etc. 










6- Cuando el archivo se haya descargado, se procede a su instalación 











Por lo que el proceso de instalación del programa base a finalizado. 
Figura 25: Enlace de descarga Keil 
Figura 26: Ventana emergente iniciación Keil 
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7.1.2 Instalación de los drivers necesarios para placa 
Ahora explicaremos los pasos a seguir para utilizar por primera vez la placa Feescale KL25Z. 
Podremos ver el listado de placas y microcontroladores de los cuales disponemos en el lado 









En nuestro caso buscaremos la marca y modelo de nuestra placa: Freescale   KLxx Series  
KL2x MKL25Z128xxx4 
En el lado derecho encontramos todos los elementos disponibles que nos proporcionan, 
referentes a nuestra placa. Como podemos ver en la imagen anterior, en los desplegables Device 
Specific y Generic,  hemos descargado e instalado los archivos (marcados en color verde) 
necesarios para poder empezar a trabajar con la placa.  
Es probable que si no se dispone de una placa y nunca se ha conectado ninguna en el equipo 
que se vaya a usar con normalidad (el vuestro personal) los drivers que se descargan 
automáticamente al conectarla, no estén disponibles aun. Por lo cual apretando el enlace 
marcado anteriormente nos dirigirá a una web, en ella a media altura a la derecha encontramos 
el modelo de nuestra placa (ya que hemos accedido desde Keil eligiéndolo), entramos y vemos 
lo siguiente: 
Enlace: http://www.keil.com/boards2/freescale/frdm_kl25z/#/eula-container 
Figura 27: Elección drivers Freescale KL25Z 128kB 
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Figura 28: Enlace de descarga drivers Freescale 
Descargamos los archivos y ejecutamos el archivo, una vez hecho ya dispondremos de todos los 
drivers necesarios para los modelos KLxx series. Entre ellos se encuentra el que necesitamos 
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 Para verificar que la placa funciona, tenemos la posibilidad de probarla con un programa de 
prueba, Blinky el cual encontramos presionando en la pestaña Examples. Presionando en Copy 











Esta será la primera pantalla que veremos, donde en la ventana de la izquierda encontramos los 
drivers necesarios instalados, las librerías utilizadas y en este caso una pequeña explicación 
sobre en qué consiste el programa, que podemos visualizar en la ventana de la derecha. En este 
caso simula las 4 fases de un motor por colores en el led RGB. 
Solo falta un paso para poder cargar el programa en la tarjeta,  ponerla en modo de trabajo 
correspondiente para poder utilizarla con Keil explicado anteriormente (capitulo 5). Cuando ya 
esté en el modo de trabajo correspondiente  (CMSIS-DAP_OpenSDA.S19) conectaremos la placa 
de nuevo.  
Figura 29: Programas de ejemplo. 
Figura 30: Programa Blinky 
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Antes de cargar cualquier programa este debe ser compilado, para revisar que no tiene ningún 
tipo de error o warning.            Compila todos los archivos 
 
Figura 31: Mensajes de posibles errores y warnings 
 
 En la parte inferior el programa nos indicara el tiempo que ha tardado en realizar la compilación 
y si ha habido algún error o warning, en este caso como es de esperar no hay ningún problema.  
Al acabar la compilación solo falta cargar el programa en la tarjeta.              Carga 
Veremos que mientras se carga se enciende un led de color verde, que nos indica que hay 
transferencia de información, evidentemente durante esos segundos no se puede manipular la 
tarjeta, ni desconectarla ya que podríamos causar problemas. Este proceso dura 1 o 2 segundos, 
puede aumentar cuanto mayor sea el tamaño del código. Cuando acaba el proceso 
automáticamente se reinicia la placa y se activa el programa que le acabamos de cargar. 
Podremos ver como se enciende el led RGB según en la fase que se encuentra del programa. 
7.1.4 Debug  
La palabra Debug viene del inglés, su traducción literal es depuración. Es un modo de trabajo el 
cual nos proporciona el programa, en el que podemos ejecutar nuestro código línea por línea, 
avanzando siempre manualmente, por lo que nosotros controlamos la velocidad de ejecución 
del código.  
Este modo nos permite poder controlar y supervisar todas las variables, normalmente utilizado 
para buscar algún error concreto en el código, o para entender que proceso sigue este, en cada 
línea de ejecución.  
Normalmente cuando ejecutamos un programa la mayoría de fases de este, transcurren en un 
tiempo mínimo, en el cual no podemos ser capaces de ver si todo ha transcurrido con 





Diseño de un manual de prácticas de programación de microcontroladores 
 
 
Francesc Álvarez Cabezas 
 Página 23  
Para acceder a este modo de trabajo, accedemos desde este botón; 
 
Figura 32: Botón para acceder al modo debug. 
 
Figura 33: Botones para avanzar en modo debug y puntero. 
 
Podemos ver que tenemos un puntero en la primera línea de ejecución en el código, siempre 
empezara en la primera línea dentro del “Main”. Este puntero nos indicara siempre en que parte 
del código nos encontraremos en cada momento. Para avanzar en la ejecución vemos en la barra 
superior a la izquierda cuatro botones, donde cada uno nos proporciona opciones diferentes 
para avanzar, línea a línea, por bloques dentro de “{ }” etc. Según nos convenga en cada 
momento. El que accede a cada línea dentro de cada instrucción, es el 1º botón de la izquierda, 
el cual podemos accionar directamente presionando F11.  
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El modo Debug también nos da la opción de poder acceder a cada registro de memoria y puertos 
de la tarjeta para verificar como se trabaja con ellos a lo largo de la ejecución del código.  
 
Figura 34: Mapa de memoria  del puerto A pin nº4. 
En la pestaña View apartado System Viewer podemos acceder a todos los puertos y memorias 
de las que dispone la tarjeta.  En la imagen anterior podemos ver que hay abierta una pequeña 
pantalla en la derecha en la cual podemos ver el registro del puerto A dirección 4. Cuando 
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7.1.5 Prácticas Keil 
Como se ha mencionado antes, las prácticas de este apartado son las más complejas en cuanto 
a programación. El objetivo no es hacer una gran cantidad de ellas, ya que tampoco queremos 
basar el proyecto en la programación pura y dura, preferimos realizar un par de ellas 
explicándolas lo mejor posible para que realmente se entienda, y si se desea realizar el 
seguimiento autodidáctico, este sea posible.  
Índice practicas: 
 Práctica 1: Blinky. 
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Práctica 1: Blinky 
 Introducción. 
Este primer programa de ejemplo, es de lo más simple que podemos encontrar, pero aun así es 
algo complejo si queremos entender todo el proceso paso por paso. El programa está basado en 
el ejemplo “blinky” facilitado en la librería del programa Keil, como se ha explicado 
anteriormente. Para su mejor explicación hemos hecho unas pequeñas modificaciones respecto 
al original, para facilitar así su comprensión y hemos añadido otras para verificar que se ha 
entendido correctamente, y somos capaces de modificar lo que creamos conveniente. 
El programa “blinky” a grandes rasgos, realiza el encendido del led RGB que incorpora nuestra 
placa. También se ha incorporado el uso de un Pin cualquiera, pudiendo comprobar que al 
iniciarlo a este le llega una tensión de 3.3v que se puede utilizar a nuestro convenir, en este caso 
será el Pin 4 del puerto A. Los otros 3 pin con los que vamos a trabajar corresponden cada uno 
a una tonalidad del led RGB, el pin 18 y 19 del puerto B, y el pin 1 del puerto D.  
 
Figura 35: Distribución pines. 
Debido a las constantes actualizaciones que suelen producirse en este tipo de plataformas, 
donde se producen mejoras, y posibles cambios en los programas de ejemplo, a continuación se 
mostrara el código completo que se ha utilizado para esta práctica por si no fuese posible 
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 Programa completo. 
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 Desarrollo: 
Librerías, constantes y variables definidas: 
 
#Include: como sabemos de años anteriores, la instrucción “include” nos permite añadir a 
nuestro proyecto las librerías que nosotros necesitemos. Adquiriendo así sus propiedades, y 
pudiendo utilizar sus funciones internas. Cosa que nos facilita bastante el trabajo. De hecho si 
más adelante fuese conveniente, nosotros mismos podemos crear una librería con funciones 
creadas por nosotros, si prevemos que vamos a utilizarlas con asiduidad. 
 
 
#Const uint32_t led_mask[]={} unsigned long 32 bits  
 
 
Generamos una máscara de 32 bits con la que vamos a trabajar, ya que el microprocesador esta 
implementado de esta manera, es la forma más básica y rápida de trabajar con los puertos. 
 
El operando “<<” o “>>” se conoce con el nombre de bit Shifting. Esto consiste en desplazar los 
bits de un número a la izquierda o la derecha.  
Ejemplo: 3 << 2 = 12; Desplazamiento a la izquierda. 
El número 3  el cual queremos desplazar en binario es 0011. 
El número 2 son las posiciones que vamos a desplazar dicho número.  
3   0011 
---------------  << 2 
121100 
 
Nosotros trabajaremos con máscaras de 32 bits. Por lo tanto con 4 Bytes. 
1 byte = 8 bits. 
Por lo cual 32 bits /8 bits = 4 bytes.  
Pero el principio con el que se trabaja es el mismo.  
 
1UL genera un Unsigned Long con un 1 en el bit de menos significativo, es decir a la derecha del 
todo.  …0001 
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Se genera  un array donde cada fila tiene un unsigned long de 32 bits con signo positivo,  cada 
(1UL<<…) es una fila distinta. En nuestro caso tenemos una array de 4x32. Utilizaremos 4 líneas, 
una por cada pin con el que vamos a trabajar. Recordemos que disponemos de 5 puertos [A, B, 
C, D, E] y que cada puerto está compuesto por una máscara de 32 Bits. Estos 32 bits, son los pins 
disponibles dentro de cada puerto. No todos los pins son de acceso externo, algunos controlan 
el led RGB, otros el acelerómetro etc. 
 
Como trabajar con cadenas de 32 bits es muy tedioso, se trabaja en hexadecimal. Esto nos 
reduce la cadena a 8 números. Cada número es un grupo de 4 bits.  
Por lo tanto es conveniente tener cierta fluidez en la conversión para entender mejor como se 
trabaja.  
El programa Keil nos permite acceder a la memoria en cada instante del código para conocer el 
estado de nuestras variables creadas. Vamos a comprobar la máscara definida. Para poder 
acceder a ella: 
 
Figura 37: Visión del valor de las variables. 
Podemos ver lo siguiente: 
 
Figura 38: Valor en tiempo real de las variables. 
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Para entenderlo mejor en la siguiente tabla podemos ver cada Pin con el que trabajamos, en la 
posición de l’array y su conversión de binario a hexadecimal. 
Array 
1UL <<18    0 32 bits…0100 0000 0000 0000 0000 bin  4 0 0 0 0 hex 
1UL <<19    1 32 bits…1000 0000 0000 0000 0000 bin  8 0 0 0 0 hex 
1UL <<1      2 32 bits…0000 0000 0000 0000 0010 bin  2 hex 
1UL <<4      3 32 bits…0000 0000 0000 0001 0000 bin  1 0 hex 
 
#Define: es una opción de programación en C la cual nos permite definir un tipo de variable y 
asignarle un valor determinado. Asignar un identificador a una constante, los indicadores 
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Código principal: 
Empieza en la primera línea del main, en este caso esta línea es una función. 
 
Figura 39: Función Led_Initialize(). 
Se presionara F11 para ir avanzando a lo largo del código. 
Entra en la función y el cursor espera en la primera línea de esta: 
 
Figura 40: Enable SCGC5. 
Vemos que el puntero esta sobre la instrucción pero está aún no se ha ejecutado hasta que no 
se vuelva a avanzar. 
SIM, System Integration Module. 
 
/*SCG5*< System Clock Gating Control Register 5, offset: 0x1038 */ 
Los 3 números que contiene la instrucción coinciden con los puertos que pretendemos habilitar. 
 
Podemos ver que el registro aún no se ha modificado hasta que se ejecuta la función, 







Figura 41: Cambio de registro 
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Se presiona F11 para avanzar. 
Podemos comprobar el registro de SCGC5 después de ejecutar la línea: 
0x00001780 h 32 bits… 0001 0111 1000 0000 bin 
 
 
Vemos que coincide con los puertos habilitados. Las zonas de la imagen con franja gris, son zonas 
fijas las cuales no pueden modificarse esa posición de bit. El TSI y el LPTMR no se utilizan en este 
caso. 
Al a ver ejecutado la instrucción y habilitar los puertos A, B, D, comprobamos sus registros antes 
y después de dicha acción.  
 
 
Figura 42: Estado de los Pines del puerto B. 
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Figura 43: Registros actualizados. 
Vemos que al avanzar en el código y ejecutar la línea anterior, efectivamente el puerto B en el 
caso de las imágenes, se habilita, para poder comunicarse con él. 
Nos fijamos en el primer caso que tendremos que es la comunicación con el puerto B pin 18: 
 
Las siglas PCR (Pin Control Register), como el nombre indica controla el registro del pin al que 
intentamos acceder. Su tamaño es de 32 bits.  
Cuando habilitamos el puerto su registro es: 
0x00000005h 32 bits… 0000 0000 0000 0101 bin 
 
                                                                                                                          …       0       1        0        1 
Miramos cada bit
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Figura 45: Cambio en el registro PORTB dirección pin  18 
 
Una vez ya podemos acceder al puerto y registro que deseamos realizamos la siguiente acción. 
 
Figura 44: Instrucción PCR 
Se especifica el puerto al que queremos acceder, “B” y con la instrucción PCR (Pin Control 
Register) el registro del pin “18”. 
Volvemos a comprobar la modificación realizada por esta línea. 
 
 
0x00000105h 32 bits… 0000 0001 0000 0101 bin 
 
Podemos ver que hemos modificado la sección que asociada al MUX: 001 
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Figura 46: Configuración de los posibles estados mux. 
 
Con esta acción conseguimos poner el pin 18 del puerto B en modo GPIO: General Purpose 
Input/Output  (Entrada/Salida de propósito general). 
 
Figura 47: Cambio de estado del pin asociado al puerto B. 
 
 
A la vez en otra parte de la memoria, como hemos visto, al poner un Pin en modo GPIO dentro 
del puerto B, observamos un cambio de registro en el puerto. La función interna PDIR (Port Data 
Input Register) nos permite modificar un dato (un bit) en dicho puerto, y que este quede 
registrado. En esta ocasión registramos poner a 1 el pin número 18, el cual es el primero al que 
nos dirigimos. En el caso del puerto B como trabajamos con dos pins diferentes dentro del 
mismo puerto, el 18 y 19, el registro final será el sumatorio en hexadecimal de la máscara de 
ambos pins. Lo vemos a continuación: 
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Figura 48: Seteo de los pines 18 y 19 del puerto B. 
Podemos ver que ahora en el registro tenemos 0x000C0000. Es decir se ha puesto en set los 
pines 18 y 19 de la máscara de 32 bits del puerto B. 
Seguimos avanzando, a la siguiente línea de código. 
 
Figura 49: Instrucción PDDR. 
En otra parte de la memoria, FPTB es una estructura formada por otras dos estructuras 
FGPIO_Type y FPTB_Base. Utilizamos FPTB porque B es el puerto con el que queremos trabajar. 
FTPx((FGPIO_Type*)FPTx_BASE)    
En la posición x iría cualquiera de los 5 puertos disponibles, A, B, C, D, E. 
 FPTB_Base: es simplemente el número de dirección al puerto base que queremos 
hacer referencia.  
 FGPIO_Type: es la siguiente estructura 
 
Figura 50: Estructura FGPIO_Type. 
En su interior podemos encontrar 6 opciones como podemos ver. 
 PDOR: se pone el pin como lo que se haya memorizado. 
 PSOR: se pone el pin a 1.  
 PCOR: se pone el pin a 0. 
 PTOR: conmutación del pin. 
 PDIR: Port Data Input Register.  
 PDDR: dirección de registro, habilita el pin. (Enable). 
Diseño de un manual de prácticas de programación de microcontroladores 
 
 
Francesc Álvarez Cabezas 
 Página 37  
Como podemos ver se usa la instrucción PDDR, habilitando los 2 pins con los que estamos 
trabajando en el puerto B, el pin 18 y 19. Es decir, ahora ya podemos trabajar con ellos, poniendo 
los bits a 1 o 0 posteriormente con otra función.  
Por defecto al habilitar el pin sin más este tendra los bit’s a 0, aunque curiosamente el led se 
encendera. Quiere decir esto que la placa trabaja con logica invertida? NO. 
La conexión que nosotros controlamos para utilizar el led, es la base de un transistor PNP, donde 
despues del colector esta nuestro led. Al enviar un 1, este no permite la corriente entre emisor 
y colector en el transistor, por lo tanto el led no funciona. En cambio si ponemos que la señal 
sea 0, la base permitira el paso de corriente y el led se encendera. Esto lo podremos ver porque 
se iran iluminando los tonos del led RGB según vamos abanzando en el modo debug. Tenemos 
que vigilar con esto ya que puede producir que pensemos erroneamente. El resto de pines se 
habilitaran cuando la señal sea 1. 
 
Figura 51: Instrucción PDDR en el puerto D. 
En este punto ya deberiamos tener el luz RGB en un color blanco. 
 
Figura 52: Instrucción PDDR en el puerto A. 
Actuaremos de la misma manera en la línea de código siguiente, donde habilitaremos el pin 1 
del puerto D y el pin 4 del puerto A. Una vez finalizada esta acción, habrá finalizado la primera 
función, “LED_Initialize();” dejando los pin’s con los que pretendemos trabajar, habilitados y en 
espera para ser utilizados. 
Antes de seguir trabajando con el led RGB volviendo al main habilitaremos la salida de corriente 
en el pin suelto que hemos decidido probar, en este caso es el pin 4 del puerto A. Este paso 
puede hacerse con cualquier pin que se desee, teniendo en cuenta siempre a que puerto 
pertenece dicho pin. 
 
Figura 53: Función PortA_On();. 
Entramos en la función PortA_On(); 
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Figura 54: Seteo de los pines. 
En líneas generales se puede ver a simple vista que se va actuar sobre todas las salidas con las 
que estamos trabajando, en este caso los 3 tonos del led RGB se podrán a 1, recordando cómo 
se ha mencionado anteriormente que esto hará que el RGB no este iluminado. Ponemos a 1 el 
pin 4 del puerto A. 
Ahora con un polímetro, podremos comprobar que efectivamente en el pin 4 tenemos una 
tensión de 3.3V. 
Esta es la forma de poder comprobarlo:  
 
Figura 55: Voltaje del pin4. 
Esta es la tensión máxima que puede proporcionar la placa. Realmente no es mucho, podemos 
probar de conectar un motor pequeño, y veremos que no es suficiente para moverlo. Para poder 
controlar un motor, deberemos conectar el motor a una fuente externa de mayor potencia, una 
pila de 9V o una batería de 12V por ejemplo sería más que suficiente, y controlar dicha fuente 
desde la placa. Donde la placa seria la maniobra, y el motor la parte de potencia. Más adelante 
se realizara este montaje. 
Volvemos al programa principal, main. 
 
Figura 56: Función Alarm();. 
Pin 4 
GND 
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El programa nos indica con el puntero nos disponemos a entrar en la siguiente función, 
Alarma();. 
 
Figura 57: Bucle generado en la función Alarm();. 
Esta es la función completa, podemos ver que está formada por un while(1){}, con otras 4 
funciones dentro. Como sabemos la instrucción while nos genera un bucle, donde en este caso 
al ser la condición un (1), esto hará que el bucle sea infinito, y nunca salgamos de él, repitiendo 
así las 4 funciones una vez tras otra. Es decir una vez entremos no volveremos a salir de este 
bucle, y con la explicación de esta función, habremos acabado la explicación de este código. 
La primera función de las 4 que encontramos será: 
 
Figura 58: Función LEDRgb_On(); 
Por el nombre es obvio que nos dispondremos a encender el led RGB, en otras palabras, a poner 
los pins 18, 19, y 1 al valor 0. Recordemos que lo apagamos anteriormente y que trabajamos 
sobre la base del transistor que controla el RGB. 
  
Figura 59: Instrucción PCOR. 
Entramos en la función LEDRgb_On();, ahora nos disponemos a encender el led RGB donde 
recordemos: 
R: Rojo    pin 18 puerto B. 
G: Verde pin 19 puerto B. 
B: Azul     pin 1 Puerto D. 
Como hemos podido ver anteriormente, cada pin corresponde a un tono del led RGB, sabiendo 
esto y controlando dicha situación, podemos generar diferentes combinaciones de colores. A 
groso modo, sin llegar a regular la intensidad de las salidas,  las combinaciones pueden ser 
visualizar un color primario: Rojo, Verde y Azul o si encendiéramos los 3 a la vez, conseguiríamos 
color blanco, de hecho es la luz más potente que se puede conseguir ya que se utiliza los 3 
colores primarios. 
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Las otras posibles combinaciones son: 
Rojo + Azul = Rosa. 
Rojo + Verde = Amarillo. 
Verde + Azul = Turquesa. 
En un proyecto donde quisiéramos un color fijo sería más fácil y económico poner un led de un 
color predeterminado. Pero con un RGB conseguiremos que el mismo led vaya cambiando en 
función de lo que nosotros deseemos, pudiendo optimizar así el espació sin necesidad de tener 
3 led para conseguir tonos distintos.  
Volviendo al programa: 
 
Figura 60 Instrucción PCOR. 
Como se explica anteriormente, la instrucción PCOR realiza un clear al pin sobre el que esté 
dirigido.  Veremos conforme avancemos en las siguientes 3 líneas del código que el led RGB se 
va encendiendo. 
Al acabar este proceso, volvemos a la función Alarm(); donde la siguiente instrucción que 
encontramos es osDelay(500);. 
 
Figura 61: instrucción delay. 
Esta instrucción genera un tiempo de espera, el cual se determina en mili segundos. En nuestro 
caso utilizaremos 500ms, (0.5 segundos). Esto significa que entre la instrucción anterior y la 
siguiente habrá el tiempo de espera impuesto. En nuestro caso este delay nos permite cambiar 
el tiempo de parpadeo de nuestro led RGB. Cuando más pequeño sea este tiempo, más rápido 
será el parpadeo (y viceversa), se podría llegar al punto de que el parpadeo fuese tan rápido, 
que fuese imperceptible para el ojo humano. 
La instrucción delay viene predeterminada en la librería, entendemos que el resultado de esta 
instrucción es demasiado simple (generar un tiempo de espera), pero su proceso interno es muy 
farragoso, y como ya viene facilitado no creemos conveniente dedicarle tiempo a explicar su 
funcionamiento interno. En términos generales, seria generar una instrucción X, que tardara un 
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tiempo K, y repetir esta instrucción tantas veces como sea necesario para generar ese tiempo 
de espera deseado.  
Una vez transcurrido el tiempo de espera avanzamos a la siguiente función, se recomienda 
avanzar la función osdelay presionando F10, esto hará que la instrucción se ejecute 
directamente si entrar dentro. 
 
Figura 62: Función LEDRgb_off(); 
La mecánica es básicamente la misma. Entremos en LEDRgb_off(); 
 
Figura 63: Función LEDRgb_Off(); 
Como se explica anteriormente, la instrucción PSOR realiza un Set al pin sobre el que esté 
dirigido.  Veremos conforme avancemos en las siguientes 3 líneas del código que el led RGB se 
va apagando. 
Al acabar este proceso, volvemos a la función Alarm(); donde la siguiente instrucción que 
encontramos es osDelay(500);. 
Una vez llegados a este punto, ya hemos visto cómo se ejecuta cada línea del código. Ahora el 
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 Conclusión:  
Podemos ver que para realizar algo tan simple como este programa, el parpadeo de un led y 
‘’accionar’’ un pin cualquiera, es un proceso muy farragoso. Ya no solo las líneas de código que 
en este caso no son demasiadas, si no el entender que proceso se debe hacer en cada momento. 
Pero antes de avanzar o escoger el camino fácil, siempre es conveniente saber cómo suceden 
las cosas, y ser conscientes de que si es posible usar una librería y utilizar unas pocas líneas de 
código, alguien ha tenido que trabajar desde las bases de la programación para facilitarnos al 
resto nuestro trabajo. Además no siempre todo lo que queramos realizar estará creado, y en 
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Práctica 2: Generar una señal pwm 
 Introducción. 
Esta práctica se basara más en lo teórico que en lo práctico, ya que la programación de una señal 
pwm puede ser relativamente sencilla comparado con lo que ya se ha visto. Creemos que es 
muy necesario la total comprensión de ello, para posteriormente poder trabajar correctamente 
con ella. La forma de generarla es sencilla, pero la dificultad reside más en entender su 
modificación, es decir en trabajar con ella una vez esta generada. 
¿Para qué sirve una pwm? Pulse Width Modulatio (Modulación de ancho de pulso) 
Normalmente se utiliza para poder controlar pequeños motores DC. En este caso nuestra placa 
nos proporciona 3.3 Voltios de salida, un voltaje algo bajo para mover un motor pequeño de los 
que solemos tener. Normalmente se mueven cuando se le aplican 5 voltios.  Para facilitar el 
trabajo ya que la finalidad es trabajar con la señal PWM ver que funciona y no el accionar un 
pequeño motor, lo que haremos será partir de la práctica anterior, donde encendíamos el led 
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 Desarrollo. 
Señal analógica: 
Recordemos que una señal analógica comprendida entre 0 y 1 voltios por ejemplo, pude obtener 
cualquier valor entre ellos, coloquialmente se dice que tiene infinitos valores. La señal obtenida 
es sinodal. 
Señal digital: 
Una señal digital comprendida entre 0 y 1 voltios por ejemplo, solo puede tener estos 2 valores, 
los valores extremos del rango. Coloquialmente suele llamarse estado bajo, cuando la señal está 
a 0 voltios, y estado alto cuando está a 1V. Es decir solo podemos tener 2 estados de una señal 
digital sin pasar por los valores intermedios. La señal obtenida es cuadrada. 
Señal PWM: 
Una señal PWM se basa en una señal digital, la cual es tratada, controlando el periodo con el 
cual se genera, la frecuencia y el ancho de pulso, y se utiliza para simular una señal analógica. 
Como siempre  esto tiene sus limitaciones, en este caso las que nos ponga el dispositivo con el 
que trabajemos, la rapidez y precisión que le exijamos. Pero para un uso el cual no requiere una 
precisión y rapidez tan exactas como una señal analógica, es ideal. También hay que tener en 
cuenta que no todas las placas están preparadas para poder generar una señal analógica, ya que 
Figura 65: Señal Analógica. 
Figura 66: Señal digital. 
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esto implicaría una mayor complejidad en su construcción y un precio más elevado. Por lo tanto 
es una buena forma de poder utilizar una ‘’señal analógica’’ cuando la placa no nos la puede 
proporcionar directamente. 
La señal pwm nos permite regular el periodo, y el ciclo de trabajo ‘’Duty cycle’’  como podemos 
ver en la siguiente imagen: 
 
Figura 67: Señal PWM. 
El periodo [A] es el tiempo que tarda un ciclo en realizarse, y el ciclo de trabajo [B] es el tiempo 
dentro del periodo que la señal está en estado alto. 
Si el periodo es de 10 segundos, y el ciclo de trabajo es del 50% quiere decir que la mitad del 
tiempo, 5 segundos, la señal estará en estado alto y los otros 5 segundos en estado bajo. Cuando 
se genera una señal a través de un generador de señales esta se genera por defecto al 50%. O si 
se genera la señal a través de una placa como la nuestra lo normal es una señal continua ya sea 
en estado alto o estado bajo según la programemos. El valor medio de la señal pwm en estado 
alto es el equivalente al valor de la señal analógica que se pretende simular. 
Con la señal pwm podemos regular este porcentaje a nuestro antojo. Como podemos ver en la 
imagen anterior, cuando mayor sea el tiempo en el que la señal está en estado alto, mayor 
iluminación conseguiremos de la bombilla en este caso.  Si controlamos estos parámetros 
podremos regular la intensidad de la luz como si de un potenciómetro se tratase. Como hemos 
dicho anteriormente regularemos la intensidad del led RGB porque es el elemento que 
disponemos, pero si reguláramos la salida de 2 pines de la misma manera y conectáramos un 
motor muy pequeño, podríamos regular la velocidad de este, etc. 
 
A 
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Para trabajar con esta señal es importante conocer las variables que vamos a tratar. 
 
Frecuencia [f]: Es una magnitud que mide el número de repeticiones por unidad de tiempo de 
un fenómeno o suceso periódico. Su unidad es Hertz [Hz].       1𝐻𝑧 =  
1
𝑠
    
Periodo [T]: Es el tiempo que tarda en completarse un ciclo completo. Se mide en segundos [s]. 
Ciclo de trabajo [t]: También llamado ‘’Duty Cycle’’ es el tiempo de trabajo el cual la señal se 
encuentra en estado alto ‘’ON’’ 
Formulario: 
Sabemos que 















Por ejemplo la línea eléctrica en Europa es de 50Hz. Lo cual significa que el generador eléctrico 












= 0,02 𝑠 
Lo que significa que en 1 segundo la señal ha realizado 50 ciclos de 0,02 segundos cada ciclo. 
Para que se entienda bien vamos a simular esta señal digital y se explicara como comprobar que 
los cálculos son correctos según lo visualizado por la simulación.  
Nos hemos bajado un programa llamado Proteus 8.1 la versión gratuita para poder generar 
señales y mostrarlas por un osciloscopio virtual. 
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No vamos a entrar mucho en el funcionamiento de este programa, ya que en la universidad se 
dispone de otros como el Lab-View, y el funcionamiento es muy similar. Este al ser la versión 
gratuita es más limitado, pero para nuestra finalidad es perfecto. 
Para poder generar y visualizar una señal lo primero es realizar el esquema: 
 
Figura 68: Esquema de la simulación. 
 
El elemento de la izquierda es el generador de señales y el de la derecha el osciloscopio, los 
encontraremos en la barra de la izquierda en la sección de “instruments”. La conexión a tierra 
la encontraremos en la sección “terminals mode”.  
Una vez montado el circuito solo debemos presionar el símbolo PLAY abajo a la izquierda de la 
pantalla, y se nos abrirán 2 pantallas emergentes. Una de cada elemento para poderlos 
configurar como queramos. 
A continuación vamos a visualizar directamente la señal que queremos poner, en este caso una 
señal digital, cuadrada de 50 Hz de unos 5 V de amplitud. Recordemos que esto es una señal 
digital no PWM, por lo tanto el ciclo de trabajo de la señal, es el 50%. 
 Esto quiere decir que el periodo de la señal que es 20 ms, los primeros 10 ms la señal estará en 
estado alto, y los siguientes 10 ms estará en estado bajo.  Con la señal PWM podremos variar el 
ciclo de trabajo dentro del periodo como nos convenga, pero esto lo veremos más adelante. 
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A continuación vemos esta pantalla la señal completa durante 1 segundo, es decir los 50 Hz. 
Explicamos un poco por encima como funciona para configurarlo como nos convenga. 
 
Figura 70: Panel de control Proteus. 
En el panel de arriba generamos la señal que queramos, en este caso en el primer selector 
tenemos un 5, el cual es multiplicado por el número que tengamos en el segundo selector que 
es 10. Por lo cual obtenemos los 50Hz que queremos. 
En los siguientes selectores elegimos el voltaje de la señal. Con el 1º ponemos 5 y con el segundo 
selector elegimos en que escala queremos trabajar, en este caso 1V. Por lo tanto 5 por la escala 
de 1V obtenemos una señal de 5V.  
Vemos 2 botones cuadrados a la derecha del todo, el de arriba es para elegir la forma de la señal, 
cuadrada, senoidal etc. El de abajo es para elegir si la señal será unipolar o bipolar. 
Figura 69: Señal 50 Hz 
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Hasta aquí hemos generado la señal, ahora vamos a visualizarla.  
 
Figura 71: Configuración de la visualización de una señal. 
 
Primero pondremos los 50Hz en la pantalla para ver como seria la señal completa durante 1 
segundo. Es decir la señal se repetirá 50 veces en 1segundo. 
El trigger lo dejamos como está pero para poder visualizar mejor el grafico es recomendable 
seleccionar el botón One-shot, así la señal se nos genera una vez y no está generando todo el 
rato que para visualizar algo es más complicado. Los canales B, C y D los ponemos en Off ya que 
no los vamos a utilizar de momento.  
Nos centraremos en el selector del canal A y en el selector que pone horizontal.  
En el canal A ponemos que es una señal continua DC, la posición 0 para que este en el centro 
del eje de coordenadas, y con el selector ponemos que cada cuadricula de alto sea 1 V. Como 
nuestra señal es de 5 V nos debe ocupar visualmente 5 cuadriculas.  
De forma predeterminada en la pantalla tenemos 20 cuadriculas a lo ancho igual que de alto. 
Para poder visualizar 1 segundo tenemos que poner en el selector horizontal que cada 
cuadricula de ancho sea equivalente a 50 ms. Dado que 50 ms por 20 cuadriculas son 1000ms 
visualizados en la pantalla, ergo estamos visualizando 1 segundo completo.  
Por lo  general todo parece estar bien, pero es difícil ver el periodo que sabemos que es igual a 
20 ms.  
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Para poder verlo mejor vamos a visualizar solo 1 repetición en pantalla de las 50 generadas. : 
 
Figura 72: Visualización de un ciclo de una señal de 50 Hz. 
Ponemos el selector horizontal en 1 ms, al haber 20 cuadriculas podemos visualizar 20 ms 
exactos. Podemos ver que la señal encaja perfectamente con lo esperado y previsto. Los 
primeros 10 ms la señal está en estado alto, y los siguientes 10 ms la señal está en estado bajo. 
La pretensión de simular una señal que nosotros deseemos, es poder comparar más tarde con 
la que nosotros programemos en el micro, y seamos capaces de verificar si la señal es correcta 
o tiene algún tipo de problema, ya sea por fallo de programación, por limitación del 
microprocesador o por mala regulación del osciloscopio en el Laboratorio.  
Ahora que tenemos claro como debe ser una señal y como deberíamos verla según lo que 
queramos generar, partiremos de la práctica anterior, y vamos a generar la señal de ejemplo de 
50 Hz para partir de una referencia. 
Vamos directos a los cambios que tenemos que realizar. 
 
Figura 73: Código para generar una señal pwm. 
Dentro de la función Alarm vamos a generar un ciclo, lo que equivaldría a una vuelta de 
generador o a una repetición. Ahora según el tiempo que le indiquemos en los Delay podremos 
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regular el periodo [T]. Teniendo todo esto en cuenta podremos regular los Hz generados. Para 
no saturar el micro lo más recomendable es utilizar interrupciones para realizar este tipo de 
operaciones, pero también sería más complejo el programa, y la práctica se centra más en que 
se entienda de forma fácil y simple antes que la propia optimización. Pero es algo a tener en 
cuenta. 
Podemos ver que el código es el mismo, con el único cambio de que el tiempo dentro de la 
instrucción osDelay(); lo vamos a introducir a través de variables. 
 
Figura 74: Código añadido para realizar la practica 2. 
Como queremos generar 50 Hz ya hemos visto que tenemos que generar un periodo de 20ms. 
Y la suma de nuestras variables nos dará el tiempo del periodo, por lo tanto cada una de las 
variables tendrá un valor igual a 10.  
Con esto estaremos aplicando un ciclo de trabajo del 50%, así que el led se iluminara la mitad 
de su capacidad. Para regular la intensidad solo tenemos que modificar los valores de las 
variables, donde [X] es la variable de tiempo que corresponde al estado alto y [Y] corresponde 
al tiempo de la señal en estado bajo. Aunque cambiemos el tiempo, si mantenemos que la suma 
de las variables sea 20 en este caso, estaremos trabajando dentro del rango de los 50 Hz como 
hemos especificado al principio.  
Para saber el porcentaje del ciclo de trabajo: 
𝑇𝑖𝑒𝑚𝑝𝑜 𝑒𝑛 𝑒𝑠𝑡𝑎𝑑𝑜 𝑎𝑙𝑡𝑜
𝑃𝑒𝑟𝑖𝑜𝑑𝑜
∗ 100 = % 𝐷𝑢𝑡𝑦 𝐶𝑦𝑐𝑙𝑒 
A continuación vamos a realizar 3 pruebas de ciclo de trabajo, al 10%, 50% y 90% para poder 
comprobar la intensidad del led y verificar que esta se modifica.  
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*Nota: Durante esta comprobación realmente resulto difícil ver a simple vista la diferencia entre 
ellos. Tanto que se llegó a dudar de su funcionamiento. Finalmente para poder comprobarlo se 
introdujo la placa dentro de una caja de zapatos, la cual tenía un agujero en la parte superior 
para introducir el objetivo de la cámara y así poder capturar las 3 fases exactamente en las 
mismas condiciones, luz, distancia de la cámara etc. 
Ciclo de trabajo, “Duty Cycle”: 
10% donde x = 2 ms, y = 18 ms; 
 
Figura 75: Prueba 1 Duty Cycle 10%. 
 50% donde x = 10 ms, y = 10ms; 
 
Figura 76: Prueba 1 Duty Cycle 50%. 
90% donde x = 18 ms, y = 2 ms; 
 
Figura 77. Prueba 1 Duty Cycle 90%. 
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 Conclusión: 
Como hemos podido ver esta práctica se basa en entender correctamente el concepto de señal 
pwm, más que en la propia programación. Ya que partimos de la práctica anterior y la 
modificación del programa es mínima.  Como se ha mencionado este programa no es óptimo ya 
que hace trabajar demasiado al microprocesador, y se podría mejorar su rendimiento utilizando 
interrupciones o controlando algunos timers. Se pretende dejar claro el concepto, porque este 
concepto nos abre muchas puertas para el control de elementos, ya sean motores, led o 
cualquiera que necesite una señal analógica. 
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7.2 Entorno Online MBED (de uso más fácil para iniciados)  
Esta opción es muy similar al entorno de Arduino, librerías ya creadas y optimizadas para 
su uso directo, y sencillo. 
 
El entorno es online no requiere instalación local, aunque es posible su exportación para 
trabajar con otros programas como con Keil, y no tiene limitaciones. 
Ya contiene librerías y ejemplos.  
Utilizaremos el entorno de programación MBED por varias razones: 
-Es una gran plataforma de trabajo la cual aún está en expansión, con una comunidad 
dispuesta ayudar y compartir. 
-No necesita de instalación ya que se trabaja online, aunque es posible trabajar con sus 
librerías con otros programas, offline. 
-Es totalmente gratuita, por lo que no es necesario ningún desembolso de dinero. 
-Contiene proyectos y programas básicos con los cuales se pretende interaccionar 
durante este proyecto, los cuales se consideran que son fáciles de usar, trabajar con 
ellos, y con un contenido que llamara la  atención a todo aquel que quiera iniciarse en 
este mundo de una forma más sencilla e interactiva. 
 
Recordemos que si se está siguiendo este proyecto por orden, actualmente estará 
instalado el Open SDA para trabajar con la plataforma Keil, por lo tanto debemos 
cambiar el que nosotros hayamos instalado anteriormente. Si no es el caso cambiar el 
firmware Open SDA que viene por defecto instalada en la placa, por uno nuevo que nos 
permitirá trabajar con el entorno MBED como se ha mencionado en el capítulo 6.1 la 





Diseño de un manual de prácticas de programación de microcontroladores 
 
 
Francesc Álvarez Cabezas 
 Página 55  
 
7.2.1 Instalación del entorno de desarrollo.  
Este entorno como tal no tiene una instalación propiamente dicha en el pc ya que es un 
programa al que podemos acceder ha online desde cualquier pc. Para acceder ha el podemos 
llegar a través de: https://developer.mbed.org/ 
 
Figura 78: Como acceder al compilador online Mbed. 
Arriba a la derecha tenemos un botón desde el cual podremos entrar. Si lo presionamos se 
abrirá una pestaña nueva dándonos dos opciones: 
 
Figura 79: Introducción de los datos para acceder al compilador Mbed. 
 
Si ya se posee una cuenta simplemente accedemos desde ella, si no, deberemos presionar 
signup y crear una. 
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7.2.2 Instalación de los drivers necesarios para placa 
Una vez creada podremos acceder al programa donde veremos lo siguiente: 
 
Figura 80: Pantalla inicial del compilador Mbed. 
En el marco izquierdo como en el central deberíamos ver la lista de programas guardados que 
tenemos, obviamente como acabamos de empezar está en blanco. Como MBED tiene un amplio 
catálogo de plataformas con las que trabajan lo primero que tenemos que hacer es indicar que 
plataforma vamos a utilizar para que se instalen los drivers pertinentes. Esto lo haremos desde 
el botón arriba a la derecha [No device selected].  
Cuando lo hagamos se abrirá una ventana emergente: 
 
Figura 81: Añadir plataforma de trabajo al compilador Mbed. 
Presionamos [+ Add Platform] y esto nos abrirá otra pestaña en el navegador en la cual 
podremos ver todo el catálogo de plataformas disponibles. 
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Figura 82: Plataforma de trabajo FRDM-KL25Z. 
Elegimos nuestro modelo FRDM-KL25Z. Una vez elegida accederemos a la información que tiene 
Mbed sobre nuestra plataforma de trabajo. 
 
Figura 83: Añadir la plataforma seleccionada al compilador Mbed. 
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Como vemos en la imagen anterior añadimos nuestra plataforma al compilador. 
 
Figura 84: Acceder al compilador con la plataforma añadida. 
Una vez hecho esto nos dará la opción de acceder al compilador de nuevo pero esta vez ya 
dispondremos de los drivers instalados en él. 
 
Figura 85: Compilador Mbed con la plataforma añadida. 
Lo podemos comprobar al entrar en el de nuevo, arriba a la derecha veremos que ahora tenemos 
el nombre de la plataforma que hemos elegido. 
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7.2.3 Primera toma de contacto 
Como ya se hizo anteriormente con keil, vamos a cargar un programa de ejemplo en la placa 
para ver todo el proceso y ver que opciones tenemos. 
En este caso el programa se llama HelloWorld, que hace exactamente la misma función que el 
Blinky con el que se trabajó con Keil, intermitencia del led RGB. 
Si nos encontramos en nuestro compilador la forma más fácil de llegar al link de descarga es la 
siguiente:  
 
Figura 86: Información sobre la plataforma de trabajo. 
Primero presionamos en el botón donde nos informa de la plataforma de trabajo que tenemos 
cargada en el compilador, y se abrirá una ventana emergente. Presionando en “More info” 
accederemos a la web de MBED donde tienen la información sobre esta. 
También podemos acceder desde la web principal de MBED, la primera pestaña “plataform”: 
 
Figura 87: Catalogo de plataforma s disponibles. 
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Una vez en el catálogo seleccionamos nuestra plataforma. Son diferentes caminos para llegar al 
mismo punto. 
 
Figura 88: Sección de descarga programa de ejemplo. 
Ahora accedemos al punto 6 de la tabla de contenidos, “Downloading a program”.
 
Figura 89: Descarga del programa Hello World. 
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Descargamos el programa, veremos que al descargarlo su nombre es “mbed_Blinky2_kl25z.bin”, 
como podéis ver la mayoría de programas para iniciarse en alguna plataforma suelen tener los 
mismos nombres.  
Es como el típico “Hola Mundo” que todo el mundo ha hecho en 1º de carrera. 
Una vez descargado, conectamos la placa al pc. Este nos la reconocerá como un disco de 
almacenamiento externo, y copiamos el programa Blinky en el. 
 
Figura 90: Copiar el archivo .bin en la placa. 
Esto solo tarda un par de segundos, una vez copiado veremos que la placa se reinicia sin 
reaccionar aparentemente a nada, y el programa que acabamos de copiar desaparece. No os 
preocupéis es normal, ahora el programa ya se ha guardado en la memoria interna de la placa. 
Ahora solo debemos presionar el botón “reset” de la placa que está entre las entradas usb, y el 
programa que acabamos de copiar se iniciara. En este caso parpadea el tono ojo del led rgb. 
Recordemos que una vez guardado un programa en la memoria interna de la placa, si 
desconectamos la placa del pc, y la alimentamos con una fuente externa o la conectamos desde 
el otro usb, que solo es alimentación, podremos iniciar el programa que hayamos cargado.  
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7.2.4 Prácticas MBED 
En este apartado se realizaran las prácticas en el entorno Mbed donde se utilizaran librerías ya 
creadas y un entorno online. El compilador online Mbed es más limitado que Keil, por lo cual 
también se mostrara como trasladar las librerías y los programas del entorno Mbed para poder 
trabajar en la plataforma Keil y una vez en este como acceder a la librerías que se han añadido 
para poder ver el código y tener acceso a como realizan el proceso internamente.  
Hay que tener en cuenta que Mbed es una plataforma de trabajo que se dedica a realizar las 
librerías y  estas están optimizada por un equipo de profesionales. Puede darse el caso de que 
al indagar su funcionamiento interno este sea más complejo de lo esperado. Lo importante en 
este caso es saber que se tiene la opción de poder entrar en las librerías y poder modificarlas si 
se diera el caso, pero no es uno de los objetivos de este proyecto, ya que están muy optimizadas 
y sería muy complicado. 
Índice practicas: 
 Práctica 1: Hello World –Blinky Mbed. 
 Práctica 2: Cambio de entorno. 
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Práctica 1: Hello World-Blinky Mbed. 
 Introducción. 
Este primer programa de ejemplo, es de lo más simple que podemos encontrar, de hecho su 
función es exactamente la misma que la primera practica realizada con Keil, con la gran 
diferencia de que ahora usaremos librerías. Como se ya se ha explicado esto nos facilita nuestro 
trabajo muchísimo. Se pretende ver la diferencia a grandes rasgos entre ellos, y aprovechar esta 
práctica para familiarizarse con el entorno de programación MBED y su compilador. 
 Desarrollo. 
Anteriormente se ha explicado como cargar el programa HelloWorld disponible en la web a 
nuestra placa, ahora veremos cómo importar el programa al compilador online. 
 
Figura 91: Sección de la web Hello world. 
Como se ha explicado ya, accedemos a la información de nuestra plataforma y entramos en el 
punto 7 de la tabla de contenidos.  
 
Figura 92: Importar programa al compilador Mbed. 
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Presionamos sobre “Import program” y a continuación accederemos de nuevo al compilador 
online. 
 
Figura 93: Opciones al importar un programa al compilador Mbed. 
Nos dará a elegir si queremos importarlo como programa o como una librería para usar en otro 
programa, en este caso lo importaremos como programa y le asignamos el nombre que 
queramos. Las librerías se van actualizando con el tiempo, por lo que es recomendable descargar 
siempre la última versión marcando la opción.  
Una vez importado: 
 
Figura 94: Archivos que contiene el programa. 
Estará visible en el “workspace”  nuestro programa, y en su interior se pueden ver los archivos 
que contiene. En primer lugar el archivo “main.cpp” es el que contiene el código del programa, 
y en segundo lugar la librería “mbed” anexa a este.  
Entramos en el archivo main.cpp para poder ver el código. 
 
Figura 95: Código del programa. 
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A simple vista ya podemos comprobar que la diferencia en cantidad de código con la primera 
práctica hecha en Keil es abismal para acabar consiguiendo prácticamente lo mismo. Donde 
anteriormente se utilizaron 88 líneas de código para generar el parpadeo de un led, aquí se logra 
el mismo objetivo con 12.  
Vamos a compilar el programa. Primero cambiamos el color del rgb que se enciende, para ver al 
cargar el programa que realmente ha funcionado. Se utilizara LED2 por ejemplo.  
 
Figura 96: Compilar y descargar el código. 
Nos fijamos en un detalle, a la derecha encontramos un cuadro emergente, el cual nos 
proporciona información acerca de los parámetros que podemos introducir en la función sobre 
la que nos encontramos. En este caso nos informa de que el LED2 es el led verde del rgb. Además 
el programa aceptara ambas versiones de la variable, funcionara igual si se escribe LED2, 
LED_GREEN, o PTB19 que es el número del pin asociado al led verde.  
Recordemos que tenemos toda la información sobre la relación entre pines y sus nombres 
asociados en dos imágenes en la parte de la web donde se encuentra la información sobre 
nuestra plataforma. 
Tenemos la posibilidad de ver que librerías están disponibles, y como deben utilizarse, a la 
izquierda en el “work space” desplegamos la librería Mbed, la cual es un conjunto de otras 
librerías.  
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Figura 97: Librerías e información sobre ellas. 
En este caso nos fijamos en DigitalOut ya que es la función utilizada en esta práctica, y podemos 
ver cómo está compuesta e incluso un pequeño ejemplo de cómo se utiliza. 
Como este compilador no dispone de modo debug, solo nos queda presionamos compilar, si 
todo es correcto se generara un archivo.bin con el nombre del programa, el cual podremos 
copiar posteriormente en la placa. Si hubiese algún error nos saldría reflejado.  
 
Figura 98: Mensajes de error, fallo al compilar. 
Se ha eliminado [;] después de la primera función para generar el error, se puede apreciar que 
el compilador nos marca en rojo donde ha encontrado el fallo, este suele estar en la misma línea 
en la que el compilador lo marca, o justo en la de antes. En la parte inferior encontramos el 
mensaje de aviso el cual nos indica el error. Si aun así se tienen dificultades en ver en que se ha 
fallado, en el mismo mensaje de aviso, tenemos un botón de ayuda “help” que nos 
proporcionara información acerca del error y de cómo solucionarlo. 
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Figura 99: Mensaje de ayuda para intentar solventar el error. 
Nos indicara el número de error, y un ejemplo de por qué ha sucedido. En este caso el error ha 
sido intencionado para mostrar un ejemplo, pero habrá ocasiones en las que es posible que no 
se vea a simple vista o no entendamos como debemos solucionarlo. Incluso si el error persiste y 
no nos pudieran facilitar la información sobre ello, con el número de error podemos realizar una 
consulta en el foro de la página, facilitando así que nos puedan ayudar.  
Una vez Compilado y sin errores solo debemos guardar el archivo.bin en nuestra placa y ya 
habremos terminado. 
 Conclusión. 
Se ha podido ver la diferencia que existe al poder utilizar librerías y como realizar un programa 
simple como encender un led, podría ser algo muy complejo, o se puede realizar de forma rápida 
y sencilla. También se ha profundizado un poco en el funcionamiento del compilador puesto que 
es la primera práctica. Realmente al poder utilizarse las librerías basta con entrar en ellas para 
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Práctica 2: Cambio de entorno. 
 Introducción. 
Hasta ahora se ha visto cómo funciona el compilador online que nos facilita Mbed, y como 
utilizar sus librerías. A nivel bajo es algo que está muy bien, sobre todo para empezar a realizar 
los primeros programas. Pero habrá un momento en que el código sea más extenso, 
necesitemos más precisión o simplemente no deseemos o dispongamos de una conexión a 
internet para poder trabajar online. En esta práctica veremos cómo es posible realizar una 
‘’mezcla’’ de entornos, y aprovechar lo mejor de cada uno de ellos. Por Parte de Mbed las 
libreras, y por la parte de Keil, el compilador ya que es mucho más profesional y dispone del 
modo debug. Realmente el entorno final en el cual se va a trabajar será Keil, pero antes debemos 
partir de Mbed.  
 Desarrollo. 
Lo primero es partir de un programa utilizando librerías de Mbed, como lo importante no es el 
programa en sí, si no como realizar la importación del mismo, partiremos de un básico. 
 
Figura 100: Generar un nuevo programa en Mbed. 
Podemos generar un nuevo programa desde 0 en la pestaña superior izquierda New  New 
Program.  
 
Figura 101: Características del nuevo programa. 
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En la primera pestaña por defecto tenemos pre-seleccionada la plataforma con la que 
trabajamos, y en la pestaña del medio disponemos de varios ejemplos hechos. En este caso 
volvemos a seleccionar el programa Blinky. En el tercer recuadro le ponemos el nombre que 
queramos al proyecto.  
 
Figura 102: Código del programa. 
El código se ha simplificado más si cabe, eliminando los delay’s para ir directos a lo que interesa. 
Antes de seguir lo 1º que tenemos que hacer es compilar el programa y ver que no existen 
errores. Una vez compilado presionamos con el boton derecho del raton sobre el programa en 
el work space. 
 
Figura 103: Exportar el programa desde Mbed. 
Se puede ver que emerge una ventana en la cual tenemos varias opciones y se selecciona Export 
Program. 
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Figura 104: Entornos disponibles. 
Como se puede ver Mbed nos facilita la Exportación del programa para poderlo Importar en 
varias plataformas. En este caso tenemos dos opciones, durante este proyecto se ha utilizado 
Keil uVision 5 ya que es la última versión disponible de este entorno, pero se puede dar el caso 
que la versión de la cual se disponga del programa sea anterior (como en la universidad que se 
suele utilizar la versión anterior Keil uVision 4). En cualquier caso simplemente escoger el que 
más nos convenga, en este caso seleccionamos Keil UVision5. Si existiera algún tipo de 
problema, exportándolo para Keil UVision4 se ha comprobado que también funciona en la 
versión Keil UVision5.  
Una vez seleccionado el entorno con el cual queramos trabajar, presionamos Exportar y se 
descargara un archivo.zip con el programa. Al finalizar la descarga descomprimimos el archivo 
(si no se descomprime puede dar problemas al conectar con la placa o al intentar modificarlo.) 
Al descomprimir veremos lo siguiente: 
 
Figura 105: Programa importado. 
Abrimos el programa con el entorno Keil. 
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Figura 106: Archivo main en Keil. 
Desplegamos los elementos del workspace para abrir el main.cpp que es el archivo donde reside 
el código principal. Una vez llegados hasta aquí debemos compilar el programa, al realizar esto 
en la carpeta donde tenemos guardado el programa se van a generar dos archivos más, los 
cuales nos permitirán conectar con la placa más tarde. Si no se realiza este paso y se conecta la 
placa directamente para intentar cagar el programa en ella nos generara un error. 
 
Figura 107: Archivos generados al compilar. 
Se puede ver como en la imagen de la izquierda se han generado los dos archivos al compilar el 
programa, por lo tanto todo se ha realizado correctamente. 
Ahora solo falta cargar el programa. Es posible que sea necesario presionar el botón reset en la 
placa después de cargar el programa para que este se cargue. 
Muy importante: Esta práctica se ha empezado trabajando en Mbed, pero el entorno final con el que 
se pretende trabajar es Keil uVision5. Por lo tanto si se ha seguido todo el proyecto al pie de la letra, 
será necesario cambiar el OpenSDA ya que ahora debe estar puesto para trabajar con Mbed. 
Anteriormente ya se ha explicado cómo realizar estos cambios (Capitulo 6.3) por lo tanto no se volverá 
a explicar otra vez. Si no se cambia el OpenSDA será imposible conectar la placa con el pc a través de 
Keil y entrar en modo debug. 
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Después de haber importado el programa para poder utilizarlo en Keil, se va a recorrer el camino 
interno utilizando el modo debug del programa. El código es similar al código blinky pero se ha 
eliminado el delay para hacerlo más simple. 
Este es el código,  se puede ver que solo son unas líneas de código, pero internamente hay 
bastante más. 
 
Figura 108: Código. 
Como ya se ha visto lo primero es incluir la librería que se desea. En este caso se incluye la librería 
mbed.h la cual en su interior incluye todas las demás. En el work space, la ventana de la izquierda 
es posible ver todas la las librerías y entrar en ellas para ver que contienen. 
Entramos en la librería mbed.h la cual contiene todas las demás. 
 
Figura 109: Algunas de las librerías disponibles. 
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Tenemos muchas librerías que pueden ser muy útiles mirarlas un poco por encima antes d 
empezar, como por ejemplo PinNames.h donde relacionan la dirección de los pines en 
hexadecimal al su nombre correspondiente o la librería PortNames, donde podemos ver los 
puertos disponibles. 
 
Se va a encender un led y apagarlo, por lo tanto solo es necesario utilizar la instrucción 
DigitalOut, donde se le asigna el nombre d1 y dentro de la función se especifica el pin sobre el 
cual queremos actuar. 
 
Figura 111: Función. 
Hay que ter en cuenta que como todavía no se le ha indicado que valor contiene la variable d1, 
por defecto será 0, por lo tanto como estamos trabajando sobre el led rgb, este se encenderá 
cuando el programa sea transferido a la placa. 
Se setea la variable d1, que recordamos que se le ha asignado el LED2, y al setear el led de la 
placa este se para. 
 
Figura 112: Valor de la variable d1. 
Visto desde ‘’fuera’’ con estas dos lineas ya conseguiriamos apagar el led. Pero como se ha 
exportado el codigo a keil, podemos acceder a traves del modo debug, por todo el proceso 
interno, para ver que acciones realiza realmente. 
Figura 110: Relación pines y puertos. 
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Al setear el led, internamente se  accede a la librería DigitalOut donde contiene una funcion con 
el mismo nombre,  
 
 
Figura 113: Función DigitalOut. 
Dentro de esta función se encuentra otra llamada write, donde podemos ver que mantiene la 
variable value que es el 1 que se le ha asignado antes. 
Como se ha visto antes se dispone de muchas librerías, por lo que se acaba realizando un 
entramado entre ellas.  
Dentro de la función write contiene otra función, gpio_write. 
 
 
Figura 114: Función write. 
Al acceder a esta función entramos en otra librería gpio_object.h en la cual se encuentra. 
 
Figura 115: Función gpio_write. 
La primera línea es la que se encarga de generar el mensaje de error en caso de que algunos de 
los parámetros que se hayan puesto no sean correctos. Se realiza una comparación. 
Si obj->pin es diferente a los PinNames registrados en la librería, saltaría error.  
Como no es el caso, la ejecución sigue en curso. 
 
Figura 116: Instrucción if. 
En este punto la condición es que la variable value sea 1, sería el equivalente a poner “true”. Es 
decir si contiene un valor entero diferente de 0 que es equivalente a “false” se cumple la 
condición. Cualquier número superior a 1 será lo mismo que poner 1. 
 
Figura 117: Seteo del bit. 
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Como la condición se cumple, entramos en la instrucción la cual setea el pin del puerto 
seleccionado, pasando el valor a la máscara del pin para realizar el cambió de bit. 





Figura 118: Retroceso proceso. 
Una vez realizado esto, simplemente retrocedemos, para volver al principio del programa. 
 Esto es lo que sucede internamente para realizar lo que desde “fuera” aparentemente son 2 
líneas de código.  
Memoria del puerto B. 
En la librería PinNames podemos observar que: 
 
Figura 119: Relación de las tonalidades del led RGB. 
En esta ocasión se ha utilizado la variable LED2, la cual es igual a LED_GREEN y PTB19. 
Por lo tanto si se desea ver los cambios de estado que sufre durante el transcurso del código, se 
debe acceder a la memoria del puerto B. 
 
Figura 120: Estado actual de la máscara del puerto B. 
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Al setear el Pin 19, vemos que en el puerto tenemos: 
0x00080000 
Recordar que se trabajan con máscaras de 32 bits, y estas se suelen mostrar en hexadecimal. 
    0       0       0        8        0        0        0       0        Hexadecimal 
0000 0000 0000 1000 0000 0000 0000 0000     Binario 
Cada número en hexadecimal es un grupo de 4 bits.  
El primer bit de la derecha es la posición 0, esto se debe tener en cuenta ya que el número 0 en 
programación se utiliza como una posición más, y por lo tanto no se empieza a contar desde el 
1. 
Si contamos posiciones hasta llegar al bit que esta seteado, se puede comprobar que es la 
posición 19. La cual es la que está asignada al pin con el cual estamos trabajando. 
Y esto es el mismo proceso que se realizaba en la primera practica con Keil, pero más optimizado. 
 Ahora el proceso para poner el bit a 0 es prácticamente igual menos en un punto. Por lo tanto 
explicaremos solo esa diferencia, ya que llegar hasta allí hace el mismo camino que en el proceso 
anterior. 
 
Figura 121: Cambio de estado de la variable d1. 
Al llegar a este punto como la variable introducida ahora es un 0 el resultado es diferente. 
 
 
Figura 122: Clear de la máscara. 
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Ya no se cumple la condición If por lo tanto se ejecuta la condición else la cual nos realiza un 
clear sobre la máscara, dejando así todos los bit a 0 y encendiendo así tonalidad verde del led 
rgb. 
 
Figura 123: Estado actual de la máscara del puerto B. 
Se puede apreciar que efectivamente todos los bits de la máscara están a 0. 
Después de esto el programa realiza el proceso inverso hasta volver al main, el cual se encuentra 
dentro de un while generando así un bucle infinito encendiendo y apagando el led.  
Quizás os habéis dado cuenta, o no… fuera del modo debug el led está siempre encendido, es 
decir no se aprecia el cambio de estado de encendido y apagado. Esto se debe a que se han 
eliminado los delay por lo tanto es un proceso que se hace muy rápido, y por lo tanto se está 
generando una señal pwm con los tiempos de proceso del microprocesador. Se podría llegar a 
calcular pero al no ser objetivo de esta práctica no se hará pero es interesante tenerlo en cuenta 
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 Conclusión. 
Se ha realizado un cambió de entorno con éxito, por lo tanto esta opción da lugar a muchas más 
posibilidades y mayor flexibilidad a la hora de trabajar con la placa. De esta manera no estamos 
obligados a tener que trabajar siempre online, y podemos beneficiarnos de las librerías de otros 
entornos facilitándonos así el trabajo. También hay que tener en cuenta que al cambiar de 
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Práctica 3: Control de un elemento a través del Touch Slider. 
 Introducción. 
En esta práctica se va a realizar un diseño más didáctico. Se va a desarrollar una simulación 
para el control de un elemento (led, motor DC, servomotor etc.) utilizando el Touch Slider 
que la placa lleva incorporado. Vamos a emplear lo que se ha aprendido hasta ahora, 
aplicando las librerías Mbed en el entorno Keil para poder llevar a cabo este montaje. 
Necesitaremos algunos elementos para realizare este prototipo. Se ha decidido que el 
control se realizara sobre un led externo a la placa ya que es posible que a la hora del 
montaje ocurra algún error por parte del usuario al realizar las conexiones y que es más fácil 
de encontrar y barato que un motor DC o un servo motor.  
En la pantalla LCD mostraremos el porcentaje de potencia aplicado sobre el led a modo de 
elemento externo. Utilizaremos un Optoacoplador para mantener separados físicamente el 
elemento a controlar de la placa de control, para evitar que algún error pueda dañar la placa.  
 A la vez controlaremos el led RGB que también se iluminara conforme aumenta la potencia 
a modo de ayuda visual. El control del sistema se hará a través del Touch Slider. En el 
extremo izquierdo el porcentaje será 0%, y en el extremo derecho del 100%, regulando la 
potencia en este intervalo. También añadiremos un pulsador el cual si no es presionado no 
dejara actuar al led externo. Debe haber contacto con el Touch Slider  y mantener 
presionado el pulsador para que funcione.  
La idea está basada en los sistemas de seguridad que suelen utilizarse en las prensas 
industriales para evitar accidentes. En las cuales se deben presionar 2 puntos a la vez 
evitando así que el propio usuario pueda meter alguna extremidad durante el 
funcionamiento de la misma. 
 Material. 
- 1 Placa Freescale KL25Z. 
- 1 Pantalla LCD LCM16020C 
- 1 Optoacoplador LTV-4N37 
- 1 Potenciómetro 
- 3 Resistencias de 220 ohms 
- 1 Led  
- 1 Protoboard 
- 1 Pulsador 
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 Desarrollo. 
Lo primero es diseñar el esquema eléctrico, el cual deberá ir acorde posteriormente con la 
programación. Porque si conectamos un pin a la pantalla lcd y no coincide posteriormente 
con el código, obviamente este no funcionara. 
Esquema del circuito: 
 
Figura 124: Esquema 1. 
 
Figura 125: Esquema 2. 
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Una vez realizado el montaje se procede a la programación. 
Accedemos al compilador Mbed para descargar las librerías que haremos servir y empezar el 
programa. Partiremos desde el inicio por lo tanto abriremos un nuevo programa como se mostró 
anteriormente seleccionando el programa de ejemplo blinky como base para tener de esta 
manera la librería Mbed incorporada. Si nos fijamos en los programas de ejemplo existe una 
demo en el cual se utiliza el tsi, pero esta librería es más antigua por lo tanto trabajaremos con 
otra más optimizada. 
 
Figura 128: Programa ejemplo TSI. 
 
Accedemos a la página web y en el buscador ponemos: TSISensor y seleccionamos el primer 
enlace de todos. 
 
 
Figura 129: Enlace a la librería TSISensor. 
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Entramos en el acceso TSI y este nos llevara a la librería.  
 
 
Figura 130: Librería TSISensor. 
 
 
Ahora ya podemos importar la librería al compilador para para poder utilizar el Touch Slider, ya 
que esta no viene incorporada de momento en la librería Mbed. Es posible que con el tiempo 
la incorporen. 
 
Figura 131: Importar librería TSISensor. 
 
Seleccionamos el destino donde queremos importar la librería.  
A continuación también será necesario añadir la librería para poder controlar el display. Esta 
librería la podemos obtener en la web de Mbed e importándola a nuestro compilador de la 
siguiente manera: 
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Accedemos a la web y en la pestaña de documentación encontraremos una sección llamada 
Cookbook, en la cual podremos encontrar varias librerías que no están añadidas a la librería 
general Mbed. 
Una vez dentro buscamos las librerías relacionadas con las pantallas LCDs y los displays. 
 
Podemos ver que tenemos múltiples opciones. Escogeremos la primera opción. 
Figura 132: Como acceder al Cookbook. 
Figura 133: Enlace librería display. 
Figura 134: Importar librería display. 
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Tenemos dos opciones, importar un programa de ejemplo donde ya contenga la librería o 
simplemente importar la librería. Como ya hemos generado un programa en el cual vamos a 
trabajar y que ya contiene la librería para el Touch Slider, importaremos la librería. Al importar 
la librería automáticamente se abrirá el compilador con la siguiente ventana: 
 
Figura 135: Seleccionamos donde añadir la librería. 
Seleccionamos el destino donde queremos añadir la librería, en este caso en el programa que 
acabamos de generar anteriormente. 
Podemos comprobar que se ha añadido correctamente: 
 
Figura 136: Comprobación de las librerías. 
Efectivamente ya tenemos nuestro programa con todas las librerías que vamos a necesitar. 
Ahora solo queda implementar el código. 
 
Figura 137: Código del programa. 
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Podemos ver que la función lcd tiene varios parámetros los cuales deben coincidir al conectar la 
placa con el display. En la parte inferior de nuestro display está marcado la disposición de los 
pines. No es necesario utilizar exactamente el mismo ya que todos generalmente tienen un 
modo de trabajo similar. Mientras coincida con el esquema eléctrico no debe haber problema 
 
Figura 138: Pines del Display. 
Una vez tenemos el código compilamos para comprobar que no hay errores. Si todo es correcto, 
y debería ser así, procedemos a exportar el programa al entorno Keil. 
Recordamos que este paso ya se explicó en la práctica anterior, por lo tanto iremos directamente 
al programa. 
 
Figura 139: Programa Importado a Keil. 
Una vez en el entorno Keil, primero compilamos y verificamos que no hay ningún error debido 
a la importación del programa. Ahora ya podemos cargarlo en la plaga y verificar que funciona 
correctamente y como nosotros deseamos. 
Recordar que también es posible entrar en el modo debug y seguir paso a paso el proceso 
interno que ejecuta el programa. En esta fase no se va a llegar a profundizar tanto ya que no es 
el objetivo. Pero se ha dejado planteado de forma que en la continuidad de este proyecto pueda 
dedicarse íntegramente a su funcionamiento interno  a partir de este punto.  
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 Imágenes del montaje y funcionamiento: 
- Montaje. 
 
Figura 140: Montaje del prototipo. 
Montaje realizado con los elementos descritos anteriormente, puede darse que la localización 
de los elementos no sea exactamente la misma que en el esquema por cuestiones de conexión. 
- En marcha sin actuar sobre ningún elemento. 
 
Figura 141: Prueba 1 sin actuar. 
Una vez en marcha vemos que en el display nos muestra la potencia suministrada, que en este 
caso es 0 ya que no se está manipulando ningún elemento. 
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- Actuando sobre el Pulsador. 
 
 
Figura 142: Prueba 2 Actuando sobre pulsador. 
No sucede nada ya que no estamos suministrando potencia, por lo tanto el led RG no actúa, el 
display sigue al 0% y el led de control sigue apagado. 
- Actuando sobre el Touch Slider al 52%. 
 
Figura 143: Prueba 3 actuando sobre Touch Slider. 
Podemos observar que se está actuando sobre el Touch Slider y por lo tanto se está intentando 
suministrar potencia. El display nos informa que estamos sobre el 52% ya que el dedo se 
encuentra prácticamente en el centro del Touch Slider. El led RGb se ilumina como señal de que 
hay suministro de potencia. Pero el led que se intenta controlar no funciona ya que no estamos 
presionando el pulsador. 
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- Actuando sobre el Touch Slider al 50% y el pulsador. 
 
Figura 144: prueba 4 actuando sobre el Touch Slider y el pulsador. 
Al cumplir la condición de actuar sobre ambos elementos el led de control se ilumina con una 
potencia del 50% como indica el display. 
 
- Actuando sobre el Touch Slider al 86% y el pulsador. 
 
Figura 145: prueba 5 variando la potencia. 
Se aprecia como la intensidad de la luz del led de control ha aumentado ya que estamos 
trabajando al 86% 
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- Actuando sobre el Touch Slider al 20% y el pulsador. 
 
Figura 146: Prueba 6 variando la potencia. 
Se aprecia como la intensidad de la luz del led de control ha disminuido ya que estamos 
trabajando al 20%. 
 
 Conclusión. 
En esta práctica se ha puesto en uso todo lo aprendido durante el transcurso de este proyecto. 
La utilización del entorno Keil adjuntando las librerías Mbed y trabajando con ellas. En esta 
ocasión se ha logrado crear una aplicación real, realizando un diseño de un prototipo compacto 
y a la vez útil para el control de un elemento a través del Touch Slider integrado en la placa mas 
un pulsador. Basándose en las normativas actuales sobre prevención de riesgos ante maquinaria 
industrial con peligro de aplastamiento. Si cambiamos el led que nosotros hemos puesto como 
elemento a controlar por un motor DC por ejemplo, debería dimensionarse el circuito, buscando 
las características necesarias en cuanto al voltaje suministrado etc. Pero el estudio para realizar 
cualquier implementación partiendo de esta base se ha cumplido. El cual da pie a seguir 
trabajando sobre esta línea.  
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8. CONCLUSIONES 
 
El trabajo realizado consiste en la primera fase de un proyecto de mayor envergadura, donde se 
ha centrado en presentar el entorno de trabajo, como poder acceder a él y los primeros pasos 
para empezar a utilizarlo.  
El proyecto se ha desarrollado con el fin de que un estudiante interesado en esta materia, sin 
nociones de programación o conocimientos básicos, obtenga un manual que podrá utilizar. Para 
facilitar la aplicación de esta guía, se ha escrito de forma ágil, sin llegar a ser demasiado técnico, 
para no ser tedioso y resultar interesante.  
En referencia al software utilizado, se han elegido programas que ya están disponibles en la 
universidad o entorno gratuitos, para facilitar la puesta en práctica de este documento para los 
estudiantes y no resulte un impedimento. 
La intención ha sido explicar que la programación de microprocesadores hoy en día puede llegar 
a ser tan compleja como uno quiera adentrarse en ella. Donde es posible programarlo 
directamente como se ha mostrado en la primera parte de este proyecto o pueden utilizarse 
librerías las cuales nos facilitan el trabajo. Cabe destacar, que dichas librerías existen porque 
alguien ha invertido gran cantidad de tiempo en crearlas y optimizarlas para que nuestro trabajo 
sea lo más fácil posible.  
Gracias a comenzar el proyecto sin estar condicionado por ningún tipo de conocimiento previo 
relacionado con la placa de programación, se ha desarrollado en profundidad toda la evolución 
desde el inicio, encontrándome con problemas en el transcurso y en consecuencia, aplicando 
soluciones acordes a las situaciones encontradas.  
Se ha aplicado una sinergia entre los dos entornos de trabajo, ya que utilizando el compilador 
del entorno Keil junto con las librerías creadas por Mbed, se ha conseguido un combinación que 
ofrece un óptima aplicación de los dos entornos simultáneamente y permite su utilización en un 
entorno profesional para el usuario estudiante, que podrá utilizar las librerías sin necesidad de 
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Se considera que el objetivo general se ha logrado ya que mediante la realización del proyecto 
se ha elaborado un protocolo de utilización de la placa y se proporciona una base para iniciarse 
en su uso y  con ello, el usuario podrá ser autosuficiente para poder realizar proyectos propios 
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