Aspect Oriented Software Development (AOSD) is an emerging paradigm that provides new mechanisms to support the modularization of concerns, which otherwise would crosscut the OO system decomposition. However, the accurate identification of concerns to be aspectized is far from being trivial and it requires a systematic design assessment and reasoning about multiple modularity principles. The achievement of high-quality aspect-oriented (AO) design is a daunting task. According to literature, the inaccurate modularization of crosscutting concerns with aspects leads to the violation of important design principles, such as low coupling, high cohesion, low module complexity, simple module interfaces etc.,. In this paper we provide a quantitative assessment of the AOSD and provide quality design metrics for evaluation of AOSD.
INTRODUCTION
Evolution is an intrinsic property of software systems. As the software is enhanced, modified and adopted to new requirements, the code becomes more and more complex and drifts away from its original design [19] . Several concerns in software development cannot be represented in a modular fashion using existing software engineering abstractions. They inherently crosscut system modules and their crosscutting structure can manifest not only at the implementation level but also at earlier development stages. A concern is crosscutting if it is tangled to other concerns in a single module or it is scattered over multiple system modules.
Aspect-oriented software development (AOSD) is an emerging paradigm that provides new abstractions and mechanisms to support the modularization of crosscutting concerns through the software development. An aspect is a new modular unit to capture both scattered and tangled concerns. The expected benefits of AOSD are superior separation of concerns, minimized code replication, improved module cohesion, reduced systemic coupling, and, as a consequence, increased potential for reuse and ease of evolution in the development of complex software systems.
However, the aspects themselves may be easily the locus of further complexity and also reduce the quality of the classes affected by them. In fact, the achievement of high-quality AO artifacts is challenging for five main overlapping reasons.
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First, software developers are empowered with additional decomposition means, which can easily lead to the misuse of this new paradigm [19] . Second, the separation of concerns achieved with AO techniques does not come always for free -sometimes it impacts negatively other important software attributes. The inappropriate application of aspect-oriented abstractions potentially leads to the violation of important design principles, like low coupling, high cohesion, and lack of information hiding. Third, the early identification of domain-specific aspects requires some systematic reasoning about the design elements. Fourth, even when all aspects are successfully identified, the complete modularization of crosscutting structures is not always straightforward as it is not trivial to capture all the pieces of crosscutting behaviors. Finally, the internal design of the aspects themselves can also entail crosscutting-related problems.
While AOSD has become an increasingly important research topic in recent years, due attention is not being paid to the methods of evaluation of AO designs and implementations. In general, the literature only includes some isolate case studies that assess the quality of AspectJ implementations, which are mainly focused on issues related to separation of concerns. This is mainly because it is very difficult to assess multiple factors without a systematic analysis approach and supporting tools. As a result, software engineers have assumed that the most impacted property of an aspect-oriented system is separation of concerns. However, some recent studies have shown that other fundamental software engineering principles, such as low coupling and high cohesion, need to be assessed in conjunction with separation of concerns issues.
The remainder of this paper is organized as follows. Section 2 presents basic literature research of AO metrics. Section 3 presents which is taken from literature, an assessment method, AOSD metrics and assessment steps. Section 4 illustrates the use of the adopted approach using case study, and discusses the evaluation of the proposed method in the context of case study. Section 5 presents approach AO Software Metrics. Section 6 presents the validation of AO metrics and Section 6 includes concluding remarks.
LITERATURE RESEACH

AO Software Metrics
In this paper, we focus on metrics suite proposed by Ceccato and Tonella et al [5] , [3] , [4] , [13] , [14] , [15] , [16] , [20] which revised the well known Chidamber and Kemerer's metrics suite. Some of the metrics are adapted or extended, in order to make them applicable to the AOP software. In this suite, module will be used as a common term for classes and aspects. Similarly, methods, advices and introductions will be indicated by the operation term.
There are 10 metrics as following:
Weighted Operations in Module (WOM)
WOM counts number of operations in a given module [7] .
Depth of Inheritance Tree (DIT)
DIT is a length of the longest path from a given module to the class/aspect hierarchy root [7] . Since aspects can alter the inheritance relationship by means of static crosscutting, such effects of aspectization must be taken into account when computing this metric [7] .
Number Of Children (NOC)
NOC is a number of immediate subclasses or subaspects of given module [5] .
Crosscutting Degree of an Aspect (CDA)
CDA is a number of modules affected by the pointcuts and by the introductions in a given aspect [7] . This is a brand new metric, specific to AOP software. CDA measures all modules possibly affected by an aspect. This gives an idea of the overall impact an aspect has on the other modules.
Coupling on Advice Execution (CAE)
CAE is a number of aspects containing advices possibly triggered by the execution of operations in a given module [5] . If the behavior of an operation can be altered by an aspect advice, due to a pointcut intercepting it, there is an (implicit) dependence of the operation from the advice. Thus, the given module is coupled with the aspect containing the advice and a change of the latter might impact the former. Such kind of coupling is absent in OO systems [7] .
Coupling on Method Call (CMC)
CMC is a number of modules or interfaces declaring methods that are possibly called by a given module [7] . Aspect introductions must be taken into account when the possibly invoked methods are determined.
Coupling on Field Access (CFA)
CFA is a number of modules or interfaces declaring fields that are accessed by a given module [7] . In OO systems this metric is usually close to zero, but in AOP, aspects might access class fields to perform their function, so observing the new value in aspectized software may be important to assess the coupling of an aspect with other classes/aspects [7] .
Coupling between Modules (CBM)
CBM is a number of modules or interfaces declaring methods or fields that are possibly called or accessed by a given module [7] .
Response For a Module (RFM)
RFM is number of methods and advices potentially executed in response to a message received by a given module [5] . The main adaptation necessary to apply it to AOP software is associated with the implicit responses that are triggered whenever a pointcut intercepts an operation of the given module [7] .
Lack of Cohesion in Operations (LCO)
LCO is number of pairs of operations working on different class fields minus pairs of operations working on common fields (zero if negative) [7] . Such metric is CIM (Coupling on Intercepted Modules).
AN ASSESSMENT METHOD
The assessment method [19] is based on the principle that the driving factor for analysis should not only be separation of concerns, but also other essential software engineering attributes, such as coupling, cohesion, and size. In this context, the implementation is foremost assessed to evaluate up to what extent the concerns of interest in an application are modularized through the implementation units (Figure 1 ), such as classes, aspects, methods, and advices. Following this, one or more alternative design solutions are assessed in terms of the internal complexity of the modules, which are then assessed from a systemic perspective, i.e. with respect to the module relationships. Finally, the system is assessed in terms of more general attributes, such as size.
The evaluation of separation of concerns and the subsequent phases are composed of four activities: (i) data collectionapplication of the metrics to collect data with respect to a specific software attribute, (ii) application of rules -evaluation of the measures in the light of well-defined design and implementation rules, (iii) analysis -reasoning and judgment of the outcomes generated by the rules application, and (iv) refactoring -a set of changes may be required to be undertaken as a result of the analysis activity [19] .
An assessment steps includes the following steps
Step 1. Evaluation of Separation of Concerns. Evaluation of separation of concerns is the first step in this method since the main goal of using aspects is to improve the separation of crosscutting concerns. This step aims at helping the designer to determine which aspect-oriented design decisions effectively contribute to improve the modularization of concerns tangled modularization of concerns tangled and scattered in the components of the software system being developed or maintained. The first activity in this step, data collection, consists of the application of the metrics of separation of concerns. In order to apply these metrics, the designer must define the concerns of interest and identify which implementation elements are affected by each of concern. These elements can be classes, methods, attributes, aspects, inter-type declarations, and pieces of code. The second activity involves the application of rules for assessing the design in terms of separation of concerns; the rules are applied over the results gathered from the measures of separation of concerns. The application of them will result in a classification of the concerns into scattered concerns and tangled concerns. A tangled concern is a concern which is interleaved with other concerns within a single component (i.e. a class or an aspect). A scattered concern is a concern spread over the implementation of multiple components. If a concern is scattered, it is also tangled as a consequence. The goal of this classification is to highlight potential design problems related to crosscutting concerns that are not trivial to detect, such as, (i) crosscutting concerns that are not easily identified as such, (ii) parts of a crosscutting concern which remains not modularized by aspects in which they should be localized, or (iii) crosscutting concerns spread over the aspect structure, e.g. methods replicated in subaspects of the same aspect or the repetition of the use of inter-type declarations which could be avoided by using the Container Introduction idiom [9] . Step 2. Evaluation of Intra-Module Issues. Since the SoC evaluation has been concluded, an internal evaluation of each component' complexity needs to be followed. The evaluation process encompasses all the components, i.e. not only the aspects, but also the classes. One or more implementation alternatives may have to be analyzed. New implementation solutions may have also been generated as a result of the refactoring activities undertaken in the SoC evaluation process (Step 1). The complexity of each module is assessed according to three dimensions: (i) cohesion, (ii) operation complexity, and (iii) number of attributes. A number of rules and metrics are associated with each of these dimensions in order to categorize each system module similarly to the SoC evaluation step.
For example, the components are classified according to their internal cohesion into five categories: highly cohesive component, cohesive component, average, non-cohesive component, and highly non-cohesive component. The cohesion analysis is important because the separation of concerns previously achieved in each implementation alternative can affect positively or negatively the cohesivity of the system modules [7, 8] . When a given modular decomposition is leading to several non-cohesive and highly non-cohesive components, the developers probably will decide for discarding that specific AO implementation alternative.
Step 3. Evaluation of Inter-Module Issues. The third step guides the programmers of the AO system in analyzing the intermodule complexity of their AspectJ code. The current version of our method includes the analysis of two inter-module issues: coupling and inheritance. These attributes are measured on the basis of the CBC and DIT metrics. As in the previous steps, multiple solution alternatives may have to be analyzed, including the original ones and those ones generated as a result of refactorings realized in the two previous steps.
Rules are also used here to classify each component with respect to its coupling to the rest of the system and its level in the inheritance tree. For example, with regard to coupling, the modules are categorized into five distinct types: totally noncoupled component, highly coupled component, coupled component, average, low coupled component. A similar classification is defined for the inheritance attribute. Again, the application of the metrics and rules can identify some symptoms (or bad smells [19] ) that signalize potential problems in the aspect-oriented solutions. For example, an aspect can be identified as highly coupled to the classes that it is affecting. If in the previous step, this aspect and those classes were ranked as non-cohesive components, it probably consists in evidence that this specific aspect-oriented solution should be discarded by the software developers.
A CASE STUDY
Design patterns vary in their granularity and level of abstraction. There are many design patterns so it is good to classify them. The patterns can be classified by two criteria: purpose and scope.
The purpose reflects what a pattern does. They can have creational, structural, or behavioral purpose. The scope criterion "specifies whether the pattern applies primarily to classes or to objects" [6] . Class patterns are based on relationships between classes, which have mainly inheritance structures. Object patterns dynamically lets object reference each other. [10] Most patterns are in the Object scope.JHotDraw is a Java version of the original Smalltalk HotDraw framework developed by Kent Beck and Ward Cunningham. Thomas Eggenschwiler and Erich Gamma did the rewrite in Java as an exercise in applying design patterns.
Table 1: Pattern classification used in JHotDraw
Creational pattern deals with class instantiation. Class-creation patterns defer some part of the object creation process to subclasses, whereas object-creation patterns defer to another object. Structural patterns deal with compositions of objects and classes. Structural class patterns are based on inheritance to build a structure. Structural object patterns use object references to build a structure [10] .Behavioral patterns are used to distribute responsibility between classes and objects. The patterns define how the classes and objects should interact, and what responsibilities each participant has. Behavioral class patterns are based on inheritance. They are mostly concerned with handling algorithms and flow of control. Behavioral object patterns describe how objects can cooperate to carry out tasks that no single object can carry out alone.
The Prototype Pattern
The Prototype design pattern specifies the kinds of objects to create using a prototypical instance, and create new objects by copying this prototype. [6] CreationTool in the cretateTools(JToolBar) method of the JavaDrawApp class uses the Prototype design pattern to initialize each tool with an instance of the figure it is intended to create (see Figure 2) . Every creation tool in JHotDraw creates a new Figure Another example of the Prototype design pattern is in ConnectionTool. This class is used to create tools in JHotDraw framework that can be used to instantiate any kind of ConnectionFigure. In order to create a particular tool the ConnectionTool constructor is called and the prototype of the ConnectionFigure passed into it.
AO SOFTWARE METRICS
The AO software metrics described above were collected using AOPMetrics tool. AOPMetrics [8] was a common metrics tool for the OO and AOP.It was developed by Stochmialek as a master's thesis on Wroclaw University of Technology in Poland. Assuming GoF patterns are good design. The values of all metrics are firstly collected from the 23 GoF pattern examples, implementing with AspectJ [11] . In order to collect the values of all metrics, we illustrate with an example of aspect belonged to the Observer pattern example [11] . Figure 3 shows aspect ObserverProtocol which defines the general behavior of the Observer design pattern. Aspect ObserverProtocol consists of 4 methods namely getObservers, addObserver, removeObserver and updateObserver and 1 after-advice. Thus, WOM of this aspect is equal to 5. There are 3 subaspects, which inherit from ObserverProtocol, namely CoordinateObserver, ColorObserver and screenObserver. As a result NOC is equal to 3 and DIT is equal to 0. CMC, CFA, and CBM are equal to 0 because ObserverProtocol is abstract and does not call to the other methods and attributes. RFM is equal to 4 since there are 4 methods in such aspect. The measured values of each AO software metric for aspect ObserverProtocol are summarized in Table 2 . After that, we select the minimum (Min.) and maximum (Max.) values of each AO software metric to be the range of thresholds. In Table 3 , Min. and Max. of WOM for both class and aspect type are 0 and 10 respectively. The summary of AO software metric thresholds are shown in Table 4 based on class and aspect type. Table 4 , any aspect may be an anomaly if the metric value is out of range. For example, if the value of RFM is less than 0 or greater than 14, that aspect is suspected to be an anomaly. 
VALIDATION OF AO METRICS
We validate such metric thresholds with AO software example name AJHotDraw [2] . AJHotDraw is an AO refactoring of JHotDraw, a relatively large and well-designed open source Java framework for technical and structured 2D graphics. There are 350 classes, 50 interfaces and 10 aspects in AJHotDraw. After considering the measured value results of these examples, we found 63.14% of classes and 20% of aspects in AJHotDraw are suspected to be flaws. Therefore, we discuss all flaws found only in aspect type. The metric results of all aspects in AJHotDraw are shown in Table 5 respectively. In Table 5 , RFM metric values of aspects names PersistentTextFigure and PersistentCompositeFigure are greater than the range of its threshold. After consider the case study at code level, methods in these aspects invoked a large number of methods of other aspects. Such methods in these aspects are a kind of method introductions, which introduce to class TextFigure and class CompositeFigure that they cut across as a persistence concern.
According to the validation of case study AJHotDraw above, the metric thresholds obtained can be used to preliminary indicate the flaws in AO software. 
