Computational design synthesis supports the knowledgeintensive process of developing new products. However, most approaches to date are often limited to a narrow domain and viewpoint of a synthesis task. The framework introduced in this paper aims to respond to the need for a method that integrates a richer product representation for computational synthesis within a framework that includes simulation, performance evaluation, and search. A computational and parameterized product model is presented that combines the Function-Behavior-Structure levels of abstraction. Graph-grammars are then used to create a formal definition of vocabulary and valid graph transformation rules. This approach offers the possibility to harness the large knowledge source of design catalogues in order to formulate vocabulary in a viewpoint-independent and thus, flexible way. In addition to manually entered and problem-specific rules, a class of generic rules is introduced that is instantiated computationally based on the defined vocabulary and has the advantage of being problem independent and re-usable. Finally, validation of the method is given through the synthesis of electric powertrains. This research goes beyond prior work in the field as it allows for synthesis and reasoning on different layers of abstraction, including function, behavior and structure, and introduces methods to alleviate the encapsulation of engineering knowledge for synthesis methods.
INTRODUCTION
The development of new, innovative products is a knowledge-intensive process. Several methods for formal, computational design synthesis have been successfully developed during the last decades [1, 2] . However, most approaches are limited to a narrow, engineering viewpoint of a synthesis task and often limited to a single domain [3] . Furthermore, widely accepted paper-based methods for a human-based conceptual design process are available in engineering design literature [4, 5, 6, 7] . Their common approach is the transformation of an abstract functional model into a model of physical working principles that is then embodied in a product structure or architecture. This paper presents a framework suitable for the computational generation of mechatronic product concepts. The focus of this paper is put on product representation for synthesis based on a Function-Behavior-Structure (FBS) model that is created and modified by a graph grammar. Thereby, the approach combines the advantages of a systematic method with a highly computable graph representation.
The aim of this research is to provide a general approach for computational design synthesis of product architectures that can generate alternative concepts, i.e. function and behavior structures as well as product architectures. The resultant computational product model comprises all levels of abstraction (FBS) and is general enough for the synthesis of mechatronic products. Furthermore, this approach alleviates the difficulty of encapsulation of engineering knowledge due to the capability to derive problem-independent rules computationally from the defined vo-cabulary and access design catalogues.
First, the paper reviews related work and background on computational design synthesis and the application of graph grammars in this field. Next, a general framework is introduced, which includes the dynamic representation of engineering knowledge, the creation of product concepts and means to evaluate and optimize design candidates. The product model for computationally-based synthesis based on three levels of abstraction is then presented. The validation of the method is given through an example synthesizing electrical powertrains and details on the implementation are followed by a discussion of future work.
BACKGROUND AND RELATED WORK
Synthesis can be thought of as creating form, or product structure, to fulfill desired function and behavior [8] . It is the creative step itself, the conception and postulation of possibly new solutions to solve a problem [1] . Formal methods for computationally-based design synthesis are aimed at aiding designers in developing better products faster through rapid generation of spaces of feasible, optimized, and when appropriate simulation-driven designs.
Design generation can be both fully automated and semiautomated. New design alternatives produced as a result of the methods are targeted at both providing novel solutions outside a designer's own experience and sparking innovation. Methods often support lateral thinking and expanding the range of perceived design and performance limits. Examples provided in [1, 2] use different forms of formal knowledge representation and methods covering applications in structures, consumer products, automotive styling, microelectromechanical systems (MEMS), digital VLSI (very-large-scale integration), and chemical processes.
An approach that aims at bridging the gap between a subjectively formulated function structure of the desired product and the creation of a product concept is the Knowledge Intensive Engineering Framework [9] . The identification of suitable physical concepts realizing specific functional requirements is accomplished by the Qualitative Process-based Abduction System which is a reasoning system that proposes design solutions based on qualitative state transitions.
A computable representation builds the foundation for any computational synthesis approach. Graphs enable the description of modular product models in a convenient way that is computationally well supported. Graph grammars are able to define the evolution -or synthesis -of such models which represents the involvement of engineering knowledge to synthesize design solutions. According to Gips and Stiny [10] , graph grammars are production systems that are based on vocabularies of graph symbols, i.e. nodes, edges and their combinations.
Based on the implementation of graph grammars for design synthesis, Kurtoglu and Campbell [11] transform a function structure into a configuration flow graph, Schmidt et al. [12] synthesize mechanisms and epicyclic gear trains, Wu et al. [13] automate the design of dynamic systems using bond graphs, and Siddique and Rosen [14] identify and model product platforms.
Although general design methods and procedures are well established in academia and industry, e.g. Ehrlenspiel [4] , Koller [5] , Pahl and Beitz [6] , Ponn and Lindemann [7] , domain independent computational implementations for design synthesis are rare [3] , although they have been demanded since as early as 1993 in the German VDI guideline 2221 [15] .
Examples of the second author's work are mechanical gear systems [8] , [16] , structural systems [1] , and MEMS [17] , all of which are based on the combination of shape and graph grammars, automated simulation and multi-criteria search. However, each application uses a different computational product representation, all including behavior and structure levels to some degree, and is focused on a particular domain. A driver for the research presented in this paper is to develop a common product representation for synthesis that is applicable to a wide range of synthesis tasks and can be integrated within the prior general framework including automated simulation and multi-critieria search. Thus, the research focus is placed on an integrated product representation for conceptual design and general framework initially, rather than integration of simulation and search, which are subjects for future work. By addressing synthesis problems with such an integrated product model on different levels of abstraction (FBS) and the use of a graph grammar, this approach aims to respond to the needs of a computational implementation for synthesizing mechatronic product concepts.
FRAMEWORK
Drawing from several sources, synthesis is defined as the combination of fundamental components, or building blocks, to produce a unified and often complex system that efficiently exhibits at least the required functionality, in a conventional or novel way, which is especially important for innovation. Figure 1 illustrates a framework for computational synthe-sis extended from previous research by the authors based on a bottom-up approach of design synthesis. The model combines the use of graph grammars, integrated simulation, design performance evaluation, a design archive for storing and retrieving past designs and a module for controlling the synthesis process. Using multi-criteria search for the controlling task combined with engineering grammars enables the generation of optimal designs within the design language that meet defined requirements and optimize performance objectives [8] .
The dynamic process of adding and modifying the encapsulated domain specific knowledge by the user is supported by interacting directly with the engineering design grammar provided that the required representation scheme is respected. In the mid-term, using a grammar interpreter is envisaged that allows for knowledge encoding in a more intuitive and convenient way. An additional variable input the requirements which have e.g. to respond to changing market requirements.
The design synthesis process comes to an end, either because satisfying solutions have been created, or no match between requirements and an appropriate product architecture could be made. The design candidates and an evaluation of their quality are then presented to the user. Shea and Starling [18] and Cagan et al. [19] proposed generic models for the implementation of computational design synthesis methods that each consist of a loop of four phases covering the same tasks. In the following sections, the functionality of our framework for computational design synthesis will be illustrated based on these four phases:
• Investigation (Shea) or Representation (Cagan): The aim of this phase is to define the representation for the computational design synthesis task. In order to achieve this, the class of design problem needs to be investigated, e.g. based on prior solutions or known methods and strategies, to identify an appropriate representation. Because this preparatory work builds the foundation for all upcoming operations, it is assumed that this work is primarily done manually.
• Generation (both): In the generative part, new solutions are synthesized computationally based on the defined representation. This is accomplished by balancing the use of randomly created naïve solutions and the use of complex problem solving knowledge. The more a representation allows for the combinatorial creation of designs, i.e. a high interconnectivity between the elements, the more applicable search and optimization are.
• Evaluation (both): In order to judge the quality of a computational design, methods have to be employed that separate promising solutions from poor ones. In cases where a high number of evaluations have to be carried out, it is preferable to integrate this task in the computational loop; otherwise, it is conceivable that the assessment or even partial assessment of the design can be done by the user. • Mediate (Shea) or Guide (Cagan): After having evaluated the design's performance, the next step is to provide feedback to the system on how to proceed. Whether the next synthesis steps are triggered by using search methods, e.g. simulated annealing, or KBE methods, e.g. using an inference engine, depends directly on the representation of knowledge [19] .
In addition to the generic framework, Cagan et al. [19] address questions that should be considered when tackling new problems in the field of computational design synthesis. Throughout this paper references to these points will be made.
Investigation/Representation
In the classic product development literature in Germany (Pahl and Beitz [6] , Koller [5] , Roth [20] , Ponn and Lindemann [7] ), the top-down transformation of product requirements into concrete product architectures carried out by humans is a well described process. The aim when defining a representation for accomplishing this task computationally is to follow the well-established and commonly accepted methodology because of two reasons: First, a higher acceptance is expected when it comes to the integration of a human designer into the computational design synthesis loop. Second, the integration of engineering knowledge stemming from repositories, e.g. design catalogues, created to aid the human design synthesis process, is supported.
In order to bridge the gap between overall functional requirements and a structural product architecture, the functional modeling approach Function-Behavior-Structure (FBS), by Umeda and Tomiyama [21] , has been adapted for synthesis via an underlying graph-grammar-based data structure (Fig.  2) . Due to the variations in definitions found in literature, the terms Function-Behavior-Structure are defined in the context of the presented framework for computational design synthesis as follows:
On the Function level, the design problem is formulated and hence the top-down synthesis process is initialized. In contrast to the environment-centered view that models what the product's impact on the environment [22] is, which is not considered in this framework, this function model follows the device-centered view, illustrating internally how the product performs a task In order to broaden the solution space, the function model is intended to be solution independent. Thereby, the Pahl and Beitz methodology [6] of characterizing functions by input/output relations described as verb-noun pairs is followed, whereas the functional basis [23] serves as a classification taxonomy for the low-level functions. For instance, in Fig. 2 , the overall function Create linear displacement is decomposed into sub-functions, among them Convert electrical energy to mechanical rotational energy.
A common procedure in functional modeling is the repeated decomposition of an overall function into subfunctions until Behaviors can be associated [3] . They describe the working principles that realize the functions from a physical and componentindependent point of view. Design catalogues, such as issued by Koller [5] provide a large source of knowledge for physical working principles. For converting, e.g., Electrical energy to mechanical rotational energy, Fig. 2 , Koller [5] proposes in a design catalogue the use of the law of Biot-Savart which describes the relationship between a conductor's electrical current in a magnetic field and the resulting force. Often, behaviors are idealized as they are derived from the functional description. Combining sub-behaviors with higher-level behaviors is not necessary because the working principles act as connecting links between Function and Structure.
The lowest degree of abstraction is achieved in the Structure level where concrete components are instantiated to create product architectures that embody the required behaviors. At this point as well, a design catalogue provides potential solutions, e.g. using an Electrical motor for realizing the law of Biot-Savart. The goal of the synthesis procedure is reached when a product architecture is generated that is suitable for accomplishing the behaviors and thus the required functionality.
The previous illustration of this FBS representation scheme was based on the conventional top-down design methodology. This approach presented, however, also provides for a bottom-up approach in combination with top-down synthesis. Thereby, the basis is provided for the realization of subsequent rule-based improvement of designs or the identification of realizable behaviors and functions.
However, in previous work by the second author [8] , [17] , only the structure and behavior levels were considered with a fixed mapping between them. The proposed approach now allows for many mappings not only between function and behavior but also between behavior and structure. The structure level can also be linked to richer geometric representations and generative capabilities using shape grammars [24] . Using three levels of abstraction, consideration of a diverse set of alternative technological solutions is possible. Each time when there is a jump of abstraction between function and behavior or behavior and structure it is possible to consider technological alternatives (cf. list in [19] ) that is exemplified in the use of a broadly formulated function that results in alternatives on the behavior level (cf. section 5.2).
Generation
The rules of the Engineering design grammar, Fig. 1 , define all valid operations for combining or modifying the building blocks and thus describe the problem-solving domain knowledge. The use of grammars to assist design is conceptually simple. In the same way as natural language is based on symbolic representations (alphabet and words) and rules (grammar), it is also possible to develop a language of designs via engineering design grammars. Starting with a legal construct, repeated application of different grammar rules generates new designs. The combinatorial expansion of all valid sequences of grammar rules applied to a starting symbol is termed the design language.
The level of knowledge being encapsulated in the rules has an impact on the generative process [19] . Whereas the class of generic rules (cf. section 4.3.1) is preliminarily internally controlled within this Generation phase, rules on a higher knowledge level, i.e. problem-specific rules (cf. section 4.3.2), require external control which is achieved in the Mediate/Guide phase.
Evaluation
The evaluation of a design is useful on both the behavioral and the structural level. In the former case either to get an estimation whether or not the behavior chosen is suitable to fulfill the functional needs or to identify parameters for the correct dimensioning of the structural elements. In the latter case the design on structure level is assessed. For example in Fig. 2 , the simulation of the Biot-Savart behavior identifies the correct parameters to fulfill the required function, whereas the simulation of the Electrical motor assesses the quality of the embodiment and reveals unintended behaviors.
A further differentiation can be made between a qualitative and a quantitative evaluation. Whereas the qualitative one analyzes the validity of the model, e.g. by checking if all functions are achieved, the quantitative method determines the physical properties by deriving Multiphysics simulation (Fig. 1 ) out of the Product representation, either from the behavior or from the structure level or both. The graph-like layout of such domain independent simulation models, e.g. Modelica, provides a strong foundation for the concept evaluation and preliminary dimensioning of major parameters. At the envisaged level of abstraction, the derivation of simulation methods that are closely related to the product's geometry, e.g. FEM, are not suitable to evaluate product concepts. However, an exchange of parameters from the structure level to a parallel geometric model are being considered.
By mapping the simulation results to the Requirements, the Performance evaluation of a current solution is carried out that provides the basis for search methods in the Mediate/Guide phase.
Mediate/Guide
Similar to shape grammars, with graph grammars there is a distinction between grammars that are controlled internally, e.g. through labels or the components themselves, or externally by control structures [25] . The Synthesis control module (Fig. 1) accomplishes the external part of this task by selecting and applying rules for manipulating the product representation. Depending on the level of knowledge [19] , the maturity of the implementation and the stage in the design process considered, different ways to accomplish this task are envisaged. First, the user can always be involved to drive the process by selecting appropriate rules manually and defining where to apply them. Stochastic search methods are rather applicable for an initial exploration of the solution space or to support the naïve creation of designs, whereas problem-specific rules are more focused on enhancing the design's performance or solving specific problems.
However, the employed-graph based approach is partly internally controlled through the use of predefined compatibilities between the entities. Because of this, both the user and the computational methods get guidance on the feasibility of designs.
A comparative benchmark of the solutions is created by storing them in a Design archive, Fig. 1 , and can possibly be used as input to a new synthesis process. In the case of multiple objectives, this results in a boundary surface representing the Pareto optimality. Promising design candidates can be exported subsequently. This was carried out successfully in previous work [8] , [17] using multi-criteria Burst and a multi-criteria implementation of pattern search.
GRAPH-GRAMMAR BASED PRODUCT AND KNOWLEDGE REPRESENTATION
The crucial part in the computational design synthesis model presented in the previous section is the generative method that is based on a collection of building blocks and rules. As the product model -independent of the level of abstraction -is composed of discrete elements being interconnected, a graph representation is a natural fit. Moreover, many analytical methods are available on which the implementation can be based. Equally essential is the fundamental procedure to create and manipulate graph-based models based on the knowledge which is encapsulated in the rules of the engineering design grammar. Promising computational applications -not only in the context of engineering design -were realized to achieve this kind of task by using graph-grammars [26] .
Formal definition of a graph grammar
According to [27, 26] , a graph grammar G is defined as the quadruple (N , T , P , I), where N is a set of nonterminal elements, T is a set of terminal elements, where N ∩ T = P is a finite set of rewriting rules, I is a set of initial elements, where I ∈ N, whereas the set of valid elements can contain nodes, edges and their combinations to graphs.
From a formal point of view, the grammar aims at transforming an initial element, e.g. an initial graph, into a graph structure composed solely of terminal elements. Due to the fact that terminal elements are excluded from any further modification, the transformation process stops at that point. During this transformation, only the involvement of nonterminal elements is permitted.
The transformation itself is achieved by the application of the production rules of the set P . A production rule is defined as
The left-hand side L represents a sub-graph in the host graph G, being the match m that is transformed into the right-hand side R which results in a new graph H. This transformation is denoted as follows:
In the definition of Pavlidis [27] , "G is a nonterminal structure and H a graph containing possibly both terminals and nonterminals", whereas here G and H represent the product model before and after the rule application.
In the approach presented in this paper, the process of graph transformation is not solely terminated by the grammar itself, but is controlled mainly by the synthesis control module, i.e. externally controlled [25] . This permits the interruption of the synthesis process and the traversing of the other modules of the framework (Fig. 1 ) to carry out model evaluations and hence to either quit or to control the direction of the process. Nevertheless, to a certain degree the presented graph grammar uses internal control for the application of generic rules (cf. section 4.3.1) and therefore no terminal symbols are required. Consequently, the formal definition of the set of terminal elements is an empty set T, which is in accordance with the cited definition of Pavlidis [27] .
For further information on the computational implementation of graph grammars, namely the algebraic approach, refer to Corradini et al. [28] .
Definition of the meta-model
The formal definition of a graph grammar requires that all graph elements, i.e. nodes, edges, that can be used during the synthesis process have to be defined in the set of nonterminal symbols. In this approach, a meta-model represents, from a knowledge standpoint, the vocabulary of the engineering design grammar. 
Types of nodes and edges.
The FBS representation requires the definition of classes of building blocks (cf. list in [19] ), namely, for each abstraction level one specific type of node. For the edges that realize the connections between the components three types of edges are required:
• Flow edges, linking between elements of the same abstraction and the same composition level and representing the interaction of the nodes.
• Concretization edges, mapping between different levels of abstraction, e.g. F-B and B-S.
• Decomposition edges, representing part-of-or overallfunction-sub-function relationships. Figure 3 depicts the definition of nodes and edges in the meta-model as well as their graphical representation. In addition to typing nodes and edges, attributes can be assigned. These can either be used to specify parameters describing the functionality or properties of the object, or to support the internal control mechanisms. In the latter case, they accomplish the functionality of labels as they are used in shape grammars.
Viewpoints and multi-typing.
All elements dealing with the same kinds of flow are embraced in one viewpoint. That leads on the one hand to a clear structuring scheme for the knowledge repository. On the other hand, the identification of sub-architectures in the product model can be easily achieved. This can, e.g., lead to a separated simulation of a specific flow type. Through the viewpoint assignment, the integration of specialized simulation tools and the definition of their scope within the product model becomes manageable.
Computationally this is realized by assigning to the F, B or S nodes additional types, i.e. multi-typing, stemming from the viewpoint hierarchy, Fig. 3 . Hereby, the taxonomy of flow of the functional basis [29] is applied. The concept of inheritance allows increasing the degree of specification when deriving concrete flow types (e.g. rotational mechanical energy flow) from abstract flow types (e.g. energy flow).
4.2.3
Ports. An essential part of this methodology is the ability to determine the interconnectivity of graph elements upfront in the vocabulary, and thus independently from any generative process. Therefore, the notion of ports is introduced through which compatible elements, no matter on which level of abstraction, can be identified easily as they are defined by all possible associations of their input port type(s) and output port type(s). The definition of ports comes along with the definition of the viewpoint hierarchy, Fig. 3 . The determination whether viewpoints are considered either as output ports or as input ports is contained in the node type definition by the prefixes in_ and out_ (cf. example in Fig. 5) .
As the definition of ports is integrated in the hierarchy of viewpoints, a downward compatibility between ports is automatically included. That means an output can be linked to any input port having either the same viewpoint type or being descendant. For example, an energy output port is compatible to a mechanical input port.
Definition of rewrite rules
The rewrite rules (also: production rules) comprehend all valid operations for creating or modifying nodes and edges in the graph and, in combination with search methods, the graphbased product model and encapsulates the knowledge for solving a design task.
From a knowledge point of view, two kinds of rewrite rule classes can be differentiated. The generic rules are derived automatically out of the meta-model whereas the knowledge encoding rules are encapsulated in the repository directly by the engineer. In this section, both types of rules will be presented.
Generic rules.
Making random decisions in a design process increases the chances of finding creative solutions [19] . A purely randomized procedure of combining elements, also called naïve creation, leads on the one hand to an enormous solution space but on the other hand produces a very high amount of unsatisfactory designs that have to be compared using evaluation methods. As knowledge of valid element interconnectivity is available in the meta-model port definitions, the randomized procedure can be oriented by connecting only elements that have fitting ports. Rules can be formulated in a generic way whereas their concrete instantiation is derived computationally out of the meta-model. Therefore, even if the vocabulary is expanded or contracted, there is no need to change these rules.
The naïve design creation is illustrated by the generic functional decomposition rules in Fig. 4 (only relevant types and attributes are shown). The decomposition procedure is initiated by seeking for the left-hand side of the Generic rule 1 which is a node (1) that still can be decomposed (attribute low_level = FALSE). On the right-hand side a randomly selected sub-function 2 that has a compatible input port is added with a decomposition edge. This is accomplished by passing the type of the input port of node 1 (1.in_...) to node 2 of the right hand side. In case the output ports of element 1 and 2 are neither the same type nor output port 2 is a descendant type of output type 1, the graph in the left-hand side of Generic rule 2 is detected. Thus, the graph on the left-hand side is replaced with the right-hand side in which node 3 is added randomly with respect to compatible ports between node 2 and 3. Generic rule 2 is repeated until the decomposition is complete, which is the case when the output ports of nodes 1 and 3 are of the same type. If a longer decomposition chain is required, the Generic rule 2 can be forced to attach further elements. In the case that the decomposition chain has to be integrated in the total graph, Generic rule 3 is called that connects the last chain element to the first node of the neighboring decomposition chain. This rule can easily be altered such that it connects the decomposition chains to upstream nodes as well.
As demonstrated in the example, generic rules are defined in a problem independent manner, while their application is based on the port definitions in the meta-model. That is why the adaption to concrete port types and viewpoints can be carried out automatically. That means that a synthesis loop can already be conducted without having to carry out the laborious encapsulation of engineering knowledge. This early exploration of the solution space allows, for example, the detection of inconsistencies in the vocabulary definition or the finding of gaps where additional building blocks have to be defined in order to carry out a synthesis task. Additional to the rules in Fig. 4 , generic rules can be defined that, e.g., resolve incosistencies of the model or attach concurrent solutions to the nodes.
This combinatorial process of creating product architectures is primarily promising when a high number of compatible components are available and the computational power can be used to execute many iterations. Nevertheless, this kind of random search for satisfying solutions, though being targeted through the predefined interconnectivity, results in a high number of searchand-evaluate loops. In case the application of computationallyderived, generic rules does not lead to a satisfying exploration of the solution space, additional knowledge is required that is more specifically targeted towards problem-solving.
Problem-specific rules.
At the point where generic rules fail, additional knowledge can be encapsulated in the engineering grammar by formulating problem-specific rules. The principle remains the same, but the left-hand and right-hand sides of the rules are not derived computationally. Rather they have to be encoded by the engineer.
The use of problem-specific rules is illustrated by the example in Fig. 4 . The aim of this rule is to transfer the functional model of a system that creates a linear displacement into a system that has the additional capability of controlling the linear displacement by a signal input (I). The pattern on the left-hand side consists of the function Create linear displacement which is decomposed in an indefinite number of sub-functions. On the right-hand side basically two operations are carried out: First, the Create linear displacement element is replaced by the Create controlled linear displacement function having an additional signal input port that is connected to the system's input. Second, the sub-function Regulate energy flow is placed at a random position in the decomposition chain with respect to the adjacent ports.
Rule application.
It is the task of the Synthesis control module, Fig. 1 , to decide which graph transformation rule to apply and to select the location in the graph which is the match m. Instead of calling the rules consecutively, rule sequences can be formulated that define the order and the logic of rule applications. For that purpose, numerous operators are available that can handle, e.g., the repetition of a rule until it fails or the construction of logical expressions based on return values (like: If rule 1 fails, apply rule 2 five times at most). The randomized selection and application of rules has been taken into account as well.
Furthermore, both the search for a left-hand side pattern and its replacement by the right-hand side can handle attribute conditions and type constraints. It is even possible to integrate attribute computations in the definition of production rules. In case no right-hand side is specified, the remaining left-hand side acts like a test that checks whether the defined sub-graph can be found or not. The resulting return value can be embedded in the logi-cal structure of the rule sequence. This ability to formulate sophisticated rule sequences provides a strong basis to implement problem-specific strategies.
METHOD VALIDATION
A modular approach to implement the proposed product representation and framework for computational synthesis (Fig. 1) is taken in order to build on previous work, to include software modules from other researchers and to provide interfaces to concurrent research projects, e.g. the implementation of shape grammars in CAD tools [30] . This section briefly describes how the implementation has been carried out and presents an example that validates and illustrates the method.
Implementation
For the task of graph transformation the open source general-purpose graph rewriting system GrGen.NET is used, which has proven to be one of the fastest graph rewriting systems available [31] . The integration of GrGen.NET as a graph transformation kernel into our own software modules, which are programmed in Python, is seamlessly possible due to the existence of an API and the possibility to control the system via shell commands.
The internal graph representation allows to attach attributes to both nodes and edges, use directed edges and to define element types which can be restricted in their interconnectivity. Since inheritance is supported, this tool allows realizing the crucial parts of our method. Thanks to the API and the shell interface, extensions written in Python, e.g. a randomized rule execution, are realizable.
Just as the knowledge in the engineering design grammar is split up into vocabulary and rules, a graph grammar in GrGen.NET is subdivided into a meta-model for the graph elements and a set of rewrite rules. To facilitate data exchange and capture, they are stored in separate files which can be created automatically out of the knowledge repository. Therefore, a set of rules, e.g. leading to good results, or problem-specific metamodels can be stored and applied to different problem specifications [31] .
Powertrain example
As mentioned previously, the application of computationally derived rules is especially promising in cases of systems containing elements with high interconnectivity. For this reason the synthesis of electrical powertrains has been chosen as an example to validate the method. Though being simplified and consisting mainly of 1:1 mappings, this example provides an initial illustratation and validation of the method presented. The meta-model contains the relevant FBS nodes along with the interconnectivity, whereas the behavior and structure nodes stem primarily from the design catalogue by Koller [5] .
The initial graph of the example in Fig. 6 is the overall function of Create linear displacement that transforms any energy into translational mechanical energy; input (I) and output nodes (O) are displayed to define the system boundary. For this function block the types and attributes are displayed to show the computational realization of viewpoints and ports. Through the assignment of the type F, this node is defined as a function block with the predefined graphical representation of the meta-model, Fig. 3 . For the definition of the viewpoints and ports additional types (in_f-e and out_f-e-m-t) are defined whereas the numbers of ports are defined in the according attributes (in_f-e = 1, out_f-e-m-t = 1). As this function is not defined in a functional basis manner and the attribute low_level is set to FALSE, the left-hand side of the generic rule 1 applies and initiates the decomposition procedure which is carried out by the Generic rule 2.
The generic rules have been adapted to perform the concretization task. Generic rule 1 is used to insert the behavior Electrical discharge and the behavior Biot-Savart, rotational. Generic rule 2 concludes the concretization by adding the Rolling behavior. Finally, the decomposition chains are interconnected by adding a flow node between Electrical discharge and Biot-Savart, rotational with the Generic rule 3. Once more, the Generic rules 1 and 2 are fired to embody the behavior level on structure level by adding a Battery, an Electric motor, and a Wheel.
Although both decomposed functions are low-level functions (low_level = TRUE), they can remain general (like Import energy) and allow thus for a greater variability on the behavior level. Consequently, the function Import energy can be realized by a behavior like Electrical discharge or Decelerate rotational inertia as both of them realize the function of importing energy into the system. In the latter case, the resulting product architecture differs significantly. For example, on the structure level, instead of the Battery a Charged flywheel can be used to realize the behavior Decelerate rotational inertia. This illustrates how the targeted placement of high-level function nodes can be used to control the solution space.
In case the requirements change and the aspect of controlling the linear motion has to be added to the system, the Problemspecific rule: Controlled linear displacement helps out and adds the Regulate energy function. Gaps in the model are closed with generic rules that resolve inconsistencies.
Another aspect that can be illustrated is the impact of dynamic knowledge on the solution space and the identification of unintended behavior. The components on the structure level are considered in ideal and do not model any dynamics resulting from the absence of mass or stiffness properties. But, as the dynamic behavior of the powertrain has an impact on the system's performance, this might not be negligible. Due to multi-typing, the definition of additional viewpoints in the meta-model is possible. Thus, the viewpoint Translational mechanical energy flow is assigned to Battery and Electric motor, which results in an additional behavior Accelerate translational inertia being attached between Rolling and the Output on the behavior level. This re- veals the potential of this approach for dealing with evolving knowledge. This advantage is further fortified by the fact that the product model contains all levels of abstraction and supports hence a high degree of parameterization. By adding the according FBS nodes to the meta-model, the extension of the scope of this example to hybrid or conventional powertrains is feasible. This will allow for the generation of alternative powertrain concepts from pure electric to hybrid to conventional. Consequently, this will lead to a more complex FBS model going beyond the current 1:1 mappings between the levels of abstraction in this example.
DISCUSSION
In order to support the computational synthesis of mechatronic product architectures, methods and tools are required that are based on a general and domain independent design methodology that models and transforms function and behavior structures, but such implementations are rare [3] . This paper contributes to advances in this area by introducing an integrated product representation for conceptual design based on the levels of abstraction Function-Behavior-Structure combined with a graph grammar containing the knowledge for the synthesis of product concepts on all levels. This representation of an engineering grammar is embedded in a framework that integrates simulation, performance evaluation and search and covers hence the whole computational synthesis loop.
The advantage is that the computational design synthesis procedure is familiar to the human designer and results, thus, in a higher acceptance and facilitates the involvement of the engineer in the synthesis process. But primarily, the computational adoption of a general methodology allows for tackling general design problems and is not restricted to a limited scope. Throughout the synthesis process all levels of abstraction are considered which results in a computable product representation spanning from the functional definition of a product to the product architecture.
The product representation is based on graph grammars. Consisting of building blocks and transformation rules, graph grammars enable the representation of engineering design knowledge including valid operations to create or modify product architectures. Because the knowledge encapsulation via definition of graph transformation rules is time-consuming, a class of generic rules is introduced that makes use of pre-defined interconnectivities which are represented by classes of ports. Since this results in a highly combinatorial process, combinatorial search will be added along with specification of requirements to drive the search for good and optimal alternatives. This bottomup approach supports naïve creation, which is a way to computationally generate creative solutions.
On the method side, future work comprises the extension of the product representation for networking and exchanging both knowledge and product models with domains external to engineering, e.g. marketing, production. For example, this will be explored through the integration of requirements models. Further, the derivation of simulation models is required to evaluate behavior-based requirements. An approach to derive bond-graph models for simulating a model's dynamic has been presented by Wu et al. [13] . The modeling language SysML shows a different and more general way to proceed. Being an extension of UML, SysML uses a graph-based representation and can hence be transformed by graph grammars, is widely spread in systems engineering and shows basic applicability in product concept design [32] . For the simulation of product concepts, Johnson et al. [33] present an approach to create a bi-directional mapping between SysML and Modelica by using a graph grammar. Moreover, the integration of SysML enables the consideration of requirements within the product model. This could enable more quantitative evaluation of parameterized concept models before embodiment through geometry is achieved.
Another issue that will be addressed throughout this research project is the integration of shape grammars [24] into the presented synthesis process. The integration of the components' shape and their interconnectivity as an additional viewpoint on the structure level shows potential for promising applications, e.g. packaging and clearance calculation, multi-body simulation or the export of product concepts into CAD models for further manipulation of geometry. As a matter of course, this will increase the complexity of the model.
In terms of implementation, foundations for realizing a computational graph-based product model based on FBS have been laid down and the feasibility of the presented method has been proven. Nevertheless, a robust and generally usable implementation is underway that aims at the middle term to provide a modular open-source platform for implementing graph-based design problems.
Encapsulating engineering knowledge without a grammar interpreter requires the adoption of a graph-based representation, which is not acceptable for non-research use. This issue has to be addressed in the future in order to increase the usability and acceptance of this approach.
CONCLUSION
In this paper, a framework for computational design synthesis is presented that uses a graph-based Function-BehaviorStructure product model that is synthesized by a graph-grammar, which consists of a vocabulary of building blocks and graph transformation rules. The presented method is validated through the example of the synthesis of an electric powertrain. This research responds to the need for incorporation of function, behavior and structure levels in computational synthesis, to create new methods that are more capable of supporting concept generation, evaluation and the search for beneficial and novel alternatives. Through the incorporation of knowledge found in design catalogues as well as the formulation of generic, i.e. problemindependent, and hence re-usable rules, the laborious process of knowledge encapsulation is alleviated. Finally, the method is formulated to support both bottom-up and top-down approaches to synthesis. Future work includes extending the vocabulary on all levels, incorporating SysML as a modeling language, integrating behavior simulation and incorporating combinatorial search methods.
