The purpose of this paper is to provide the software engineer with tools from the field of manufacturing as an aid to improving software process and product quality. Process involves classical manufacturing methods, such as statistical quality control applied to product testing, which is designed to monitor and correct the process when the process yields product quality that fails to meet specifications. Product quality is measured by metrics, such as failure count occurring on software during testing. When the process and product quality are out of control, we show what remedial action to take to bring both the process and product under control. NASA Space Shuttle failure data are used to illustrate the process methods.
Introduction
Based on "old" ideas from the field of manufacturing, we propose "new" ideas for software practitioners to consider for controlling the quality of software. Although there are obviously significant difference between hardware and software, there are design quality control processes that can be adapted from hardware and applied advantageously to software. Among these are the Taguchi manufacturing methods, statistical quality control charts (statistical quality control is the use of statistical methods to control quality Monks 1996), N. Schneidewind (B) Department of Information Sciences, Naval Postgraduate School, Monterey, CA, USA e-mail: ieeelife@yahoo.com and design of experiments. These methods assess whether a product manufacturing process is within statistical control. Statistical control means that product attributes like software failure occurrence is within specified control limits.
Every process has inherent variation that hampers accurate process prediction. In addition, interactions of people, machines, environment, and methods introduce noise into the system. You can control the inherent variation by identifying and controlling its cause, thereby bringing the process under statistical control (Leslie Jacob and Pillai 2003) . While this is important, we should not get carried away by focusing exclusively on process. Most customers do not care about process. They are interested in product quality! Thus, when evaluating process improvement, it is crucial to measure it in terms of the product quality that is achieved. Thus, we explore methods, like Taguchi methods, that tie process to product. We apply these methods to NASA Space Shuttle software using actual failure data. The use of the Shuttle as an example is appropriate because this is a CMMI Level 5 process that uses product quality measurements to improve the software development process (Keller and Schneidewind 1997) . It is a characteristic of processes at this level that the focus is on continually improving process performance through both incremental and innovative technological changes and improvements. At maturity level 5, processes are concerned with addressing statistical common causes of process variation and changing the process (for example, shifting the mean of the process performance) to improve process performance. This would be done at the same time as maintaining the likelihood of achieving the established quantitative process-improvement objectives. While some software engineers argue that a CMMI Level 5 process is not applicable to their software, we suggest that it is applicable to any software as an objective, with the benefit of evolving to a higher CMMI level.
Typical metrics that software engineers use for assessing software quality are defect, fault, and failure counts, complexity measures that measure the intricacies of the program code, and software reliability prediction models. The data to drive these methods are collected from defect reports, code inspections, and failure reports. The data are collected either by software engineers or automatically by using a variety of software measurement tools. These data are used in design and code inspections to remove defects and in testing to correct faults.
Since software engineers are typically not schooled in manufacturing systems, they are unaware of how manufacturing methods can be applied to improving the quality of software. Our objective is to show software researchers and practitioners how manufacturing methods can be applied to improving the quality of software.
Relationship of manufacturing to software development
There is a greater intersection between manufacturing methods and software development than software practitioners realize. For example, software researchers and industry visionaries have long dreamed about a Leg0 block style of software development: building systems by assembling prefabricated, ready-to-use parts. Over the last several decades, we have seen the focus of software development shift from the generation of individual programs to the assembly of large number of components into systems or families of systems. The two central themes that emerged from this shift are components, the basic system building blocks, and architectures, the descriptions of how components are assembled into systems. Interest in components and architectures has gone beyond the research community in recent years. Their importance has increasingly been recognized in industry. Today, a business system can be so complex that major components must be developed separately. Nevertheless, these individually developed components must work together when the system is integrated. The need for a component-based strategy also arises from the increased flexibility that businesses demand of themselves and, by extension, of their software systems. To address the business needs, the software industry has been moving very rapidly in defining architecture standards and developing component technologies. An emerging trend in this movement has been the use of middleware, a layer of software that insulates application software from system software and other technical or proprietary aspects of underlying run-time environments. (Ning 1997) Component-based software construction enhances quality by confining faults and failures to specific components so that the cause of the problem can be isolated and the faults removed.
Manufacturing is an important part of any software development process. In the simplest case, a single source code file must be compiled and linked with system libraries.
More usually, a program will consist of multiple separately written components. A program of this kind can be manufactured by compiling each component in turn and then linking the resulting object modules. Software generators introduce more complexity into the manufacturing process. When using a generator, the programmer specifies the desired effect of a component and the generator produces the component implementation. Generators enable effective reuse of high-level designs and software architectures. They can embody state of-the-art implementation methods that can evolve without affecting what the programmer has to write. While the programmer can manually invoke compilers and linkers, it is much more desirable to automate the software manufacturing process. The main advantage of automation is that it ensures manufacturing steps are performed when required and that only necessary steps are performed. These benefits are particularly noticeable during maintenance of large programs, perhaps involving multiple developers. Automation also enables other parties to manufacture the software without any detailed knowledge of the process. (Sloane and Waite 1998) Component reuse is a boon to software reliability because once a component is debugged, it can be used repeatedly with assurance that it is reliable.
Another tool borrowed from manufacturing is configuration control (Yang et al. 2008) . At first blush, one may wonder how configuration control fits with software development. Actually, it is extremely important because software is subject to change throughout the life cycle in requirements, design, coding, testing, operation and maintenance. A dramatic illustration of the validity of this assertion is the software maintenance function. For example, no sooner is the software delivered to the customer than requests for changes are received by the developer. This is in addition to the changes caused by bug fixes after delivery. If configuration management is not employed, the process will become chaotic with neither customer nor developer knowing the state of the software and the status of the process.
Arguments against applying manufacturing methods to software
We note that not all software engineers subscribe to the idea that manufacturing methods can be applied to software. They claim that it is infeasible to measure software because unlike high volume manufacturing of hardware, with close tolerances, many software projects are low volume produced with a fuzzy process, where product tolerance has no meaning. (Binder 1997) Actually, none of this is true. While component-based software development is not a high volume process, it produces products for use in a large number of applications (e.g., edit module in a word processor). As for process, we have cited the CMMI Level 5 process that can
