Abstract. According to the now widely accepted "onion-model" of the organization of open source software development, an open source project typically relies on a core of developers that is assisted by a larger periphery of users. But what does the role of the periphery consist of? Raymond's Linus's Law which states that "given enough eyeballs all bugs are shallow" suggests at least one important function: the detection of defects. Yet, what are the ways through which core and periphery interact with each other? With the help of text-mining methods, we study the treatment of bugs that affected the Firefox Internet browser as reflected in the discussions and actions recorded in Mozilla's issue tracking system Bugzilla. We find various patterns in the modes of interactions between core and peripheral members of the community. For instance, core members seem to engage more frequently with the periphery when the latter proposes a solution (a patch). This leads us to conclude that Alan Cox's dictum "show me the code", perhaps even more than Linus's law, seems to be the dominant rule that governs the development of software like Firefox.
Introduction
What is the distribution of labor among members of the core and the periphery of a community engaged in distributed problem solving? We recently found preliminary indications of a stronger importance of the distinction between core and periphery than one might expect: bugs reported by core members are solved more rapidly when more duplicates are found while at the same time the number of duplicates associated with bugs does not seem to affect the speed at which bugs reported by peripheral members are fixed (Dalle et al. 2008) . In this paper we report further investigations into the topic looking in particular at the relative size, characteristics, actions and interactions between the core and the periphery for people dealing with Firefox bugs on Mozilla's Bugzilla issue tracking system.
The organization of open source communities has been compared to an onion before and, in fact, the "onion-model" has become widely accepted. Crowston and Howison (2005) sliced the onion -presenting us with a cross-section of open source communities in which one could distinguish a core and periphery of people involved in software development. In this view, members from the core are responsible for the brunt of the development while members from the periphery provide additional services such as spotting problems with the existing code. Raymond (1998) famously compared the role of people in the pheriphery to eyeballs -spotting bugs. However, if the pheriphery's role is to perceive and the core's role is to process, as a brain would do, then the mechanisms available to members of the periphery in order to capture the core's attention become crucially important. We suggest that the place where such problem-solving interaction between the core and periphery of a community like Firefox is most likely to occur is on the pages of its issue tracking system, which, in this case, is Bugzilla. In order to get an impression of what is going on on those pages, we have carried out a number of fishing expeditions -to use yet another metaphor. That is, not content with a cross-section of the onion, we ventured to "peel" the onion separating the actions and words used by the core from the periphery; furthermore, we "chopped" the onion, comparing and "tasting" the parts in order to characterize core and periphery specific actions and words; and finally we "fried" the onion by recoding the bug resolution actions and assessing their effect.
For our investigations, we take advantage of the fact that bug patching in the Mozilla and Firefox communities involves a large amount of textual exchanges, which are archived and publicly available for examination. As far as we know, apart from the interesting work of Ripoche and Sansonnet (2006) , text-mining techniques have not really been used on this data archive. Below we show how to construct a corpus for content analysis by extracting bug-reports and discuss what we found using methods such as coding, conceptual interpretation, and text mining. What our findings show substantively, if preliminarily, is that the periphery as we define it mostly engages in "eyeball" activities of noticing bugs, providing contextual elements, and focusing the attention on bugs that might have been forgotten or assumed to be solved; and that its most direct interaction with the core is when it proposes specific solutions to the bugs that were reported.
Selection and preparation of bug reports
By selecting only the bug reports which could be traced to comments in the code repository, we make sure only to look at the discussions and interactions that have affected Firefox proper and cut out the noise of unproductive activity that is undoubtedly also going on in the system. In particular, we distinguish three elements in the bug reports. These are action, comments, and affiliations. Actions are things like changing the status of the bug, assigning it to someone, or including contextual information with the report; comments are messages that people working on the bug convey to each-other via the issue-tracking system; and affiliations are the emailaddresses from the people who carry out the actions or make the comments from which their origin as being part of the core or the periphery can be derived.
The investigations described below rely on a variety of corpora that were created on the basis of the bug reports. In order to create these corpora, first a list of bug report numbers was created from the bugs mentioned in commit-comments in a 2007 copy of the Mozilla CVS-code-repository for commits that were linked to files which were part of a Firefox, Firebird, or Phoenix branch. Having identified 37408 bugs this way, the corresponding bug-reports were retrieved from the Bugzilla issues tracker at Mozilla. The bugs span a period of approximately 10 years from first report to last activity. In order to distinguish between core and periphery among the contributors to bug reports, we checked who first reported the bugs and noted the status of the bug at the time of reporting. For bugs that are recognized as "New" straight from the start, we consider the reporter to be part of the core and for bugs that are labeled "Unconfirmed", the reporter is considered to be part of the periphery since apparently he or she did not possess the so-called CanConfirm privilege granted by cooptation (Dalle et al. 2008) . In subsequent bug reports, the people responsible for actions or comments that have already reported another bug with status "New" previously are considered to be part of the core and coded "N" while people that have most recently reported another bug with status "Unconfirmed" are considered to be part of the periphery "U". A third group for which no coreperiphery status can be determined using the method just described is classed as other or "O", but we shall see that "O" has a lot in common with "U" and so for most purposes this group can be considered to be part of the periphery as well.
Core Dominance
Our first investigation concerns the overall distribution of labor between core and periphery: how many people can we classify in either group and what is the proportion of activity that can be attributed to those people? Using the global corpus described above, we find that a proportion of 20-25% of the bugs are initiated by outsiders. Of the 6197 distinct email addresses that are associated with the opening of one or more of the 37k bug reports in our corpus, 1713 are marked as insiders and 5118 as outsiders while 634 switch from one to the other. Most of the outsiders only report one bug (3851); 620 report two; 386 report more than two. The numbers of bugs reported by insiders is more evenly distributed and averages about 16 reports. Considering all actions taken and comments contributed to the bugs reports overall, it turns out that about 85% can be traced back to insiders. Moreover, lengthier interactions seem to be associated with a higher involvement from insiders: see Figure 1 .
We also plot the frequency of threads with given proportions of insider/outsider involvement (percentage of actions by core and peripheral members of the community). Figure 2 shows an interesting pattern according to which the frequency of threads depends linearly in log scale upon the proportion of insiders, for at least a large part of the spectrum.
When outsiders and insiders interact, they solve exponentially more problems provided the proportion of insiders is higher. It might be so that discussion between outsiders and insiders are easier and often more frequently when they "know" each other. Maybe an appropriate metaphor here could be the tables at a wedding, where discussions seem to be considerably more active at tables where people knew each other ex ante, compared to discussion between strangers, or discussions at tables where many people know each other and there are only a limited number of "newcomers".
Words that Core & Peripheral Members Use
Our second investigation is an attempt to qualify the activities of the core and the periphery. In particular, we want to find out whether the words that insiders tend to use are different from the word the outsiders use, hoping that this is indicative for a more general mindset.
Here, we look at a subset of the bug-reports in more detail. We consider two sets. The first, "cvs-sub", consists of 2000 bugs with bug id between 54452 and 73095 1 ; the second, "cvs-mile", consists of the 694 bugs in the corpus which were associated with a target milestone specifying a version of Firefox (or its previous incarnations Firebird and Phoenix).
The reports in the corpus were tagged and subsequently partitioned with help of those tags using the following constructs: The type of analysis we do here can be described as textual content analysis. There are several tools available to perform this kind of analysis. Our tool of choice 1 Note that these are 2000 consecutive bugs that were traced in the comments of the CVS log; the fact that the difference in bug id leaves space for about 20000 bugs suggests that 90% of bug reports on Mozilla's bugzilla are either resolved without affecting the code base or deal with code that is not related to Firefox.
is called Lexico 2 . We choose this tool because it is particularly helpful in estimating the likelihood of occurrences of words and other items and comparing these frequency-estimates among different parts of the corpus (Lamalle et al. 2003) . A crucial metric in this type of analysis is what in Lexico is called specificity. This metric is an indicator of how specific certain terms are to the parts of the corpus in which they occur. The sign of the metric indicates whether terms are over-or underemployed in specific parts (Lebart and Salem 1994) . Table 1 and 2 give a list of the words that are most specific to comments from the core and the periphery respectively. The words that are identified as being specific to core or periphery are quite telling. The relative importance of words like "We" and "I" could be interpreted as being indicative of a sense of community where the plural is used or the lack there-of when the singular is prevalent 3 . There is a clear distinction between the people who are dealing with the technical issues under the hood and use the corresponding terms on the one hand and people who approach the black box of Firefox from the outside. Noteworthy as well is the relative importance of "Windows" and "NT" among the periphery. Finally, it seems that outsiders are disproportionately doing the marking of duplicates, which is understandable given that this is administrative work that benefits more to bug reporters than to people who spend most of their time trying to resolve a small number of bugs.
Peripheral Activities
Our third investigation delves a bit deeper by exploring in which phases of the bug resolution process the members of the core and periphery are particularly active. For this probe we take the corpus "cvs-sub" described in the previous section and discard all the comment text. We devide the corpus in parts that correspond to each of the stages delimited by the tag <stat =…> and we compare the relative frequencies of participation by people from the core and people from the periphery at each stage of the bug resolution process.
If we take for instance the partition of the corpus according to bug status, then we have seven parts corresponding to the possible modalities of status that a bug can take. In the typical bug status sequence from "Unconfirmed" to "New" to "Assigned", the partition "Unconfirmed" corresponds to the actions that were taken from the moment the bugs had achieved status "Unconfirmed" to the moment that its status was changed into "New". In addition to marking events like status changes and periods of inactivity, we also marked the identify of the person contributing to bug resolution in terms of how many people before him or her had already participated in the discussions and actions relating to that bug. Persons 1 to 25 were assigned letters a to y while z was assigned to all the ultimate latecomers: people 2 http://www.cavi.univ-paris3.fr/Ilpga/ilpga/tal/lexicoWWW/index.htm 3 Note that it is possible to use stoplists in Lexico in order to avoid dealing with tool words but in this case, tool words are very indicative and we decided to keep them.
with more than 25 other persons adding their bit to the resolution of a bug before them.
Starting with the stages of the bug resolution process as defined by Bugzilla manual, it is of interest to note that there are two peaks of activity for people from the periphery, as reported in Fig. 3 . The first is, unsurprisingly, while the bug has status "Unconfirmed", for this is the point at which the person from the periphery who has submitted a bug makes the case that this is a real bug in order to get it accepted as "New". The second peak of activity is much later in the resolution process: at the point that the bug is declared "Closed". A possible interpretation here, in line with other findings presented in this paper, would be that outsiders go on reporting duplicates of already closed bugs. Conversely, it might be so to that they could try to reopen bugs that, according to them were inappropriately closed.
Another interesting result, presented in Fig. 4 , concerns the identity of people involved in the discussion. People who enter later in the discussion are less likely to come from the core than earlier on. When discussions around bugs tend to involve an increasing number of people, more people from the core tend to jump in and to contribute.
Interactions leading to bug resolution
Our fourth investigation looks at the effect of all activities and comments by members of the core and the periphery. We focus on the activities or groups of activities that distinguish bugs that are resolved at once from bugs that are resolved but then reopened again. Taking the whole corpus of 37000 bugs, we introduce an "alphabetic" coding. That is, we assign letters to represent events. Actions are encoded as follows:
• M -messages in general;
• C -messages signalling the creation of an attachment; • D -messages identifying a bug duplicate; • S -other bug status actions;
• A -addition of someone to CC-watch-list; • Q -QA-contact; • G -assignment of person who takes the lead in bug resolution; • R -change in priority;
• V -change in severity;
• X -bug is declared resolved;
• P -attachment is of type "patch";
• T -attachment is of type "text";
• I -attachment is of type "image".
Having this encoding crucially allows us to distinguish between the bugs in the corpus that were resolved just once and bugs that had to be reopened and resolved more than once. This allows us to compare the frequencies of different actions depending whether bug were resolved only once (X) or more than once (XX), firstly for action unigrams (i.e. the frequency of occurrence, see Table 3 ) and secondly for the most and least frequent action bigrams (co-occurrences) in these bugs (Tables 4  & 5 , respectively). Looking at the unigrams in Table 3 , it appears that patches and priority actions are most frequent in X bugs, while duplicates and QA contact actions are least frequent. The data on action bigrams in Table 4 and 5 confirm these observations.
Interactions between core and periphery
We now turn to an enhanced alphabetic coding, in which all actions that originated from core members are left in capitals while actions from the periphery are recoded into lower case letters. Table 6 presents the frequencies of action unigrams for core and peripheral members, Table 7 presents their frequencies in relation to X and XX bugs, and Table 8 and 9 respectively present the most and least frequent action bigrams associated with X bugs. Clearly, patches are more frequent in X bugs, as are actions dealing with the priority of the bugs. On the contrary, duplicates are most frequent in XX bugs -an indication perhaps of their complexity -as is the provision of screenshots indicating the need for contextualization. Also changes in severity provided by peripheral members and changes in QA contact provided by core members are more frequent in XX bugs. The action bigrams strengthen the impression that patches are important. Moreover it appears that discussions about QA contact and assignment, and also discussions involving members of the periphery, tend to be associated with the XX bugs, which are declared resolved more than once.
Finally, Table 10 presents the probability of having an action from the core or the periphery following a given action from the core or the periphery. Strikingly, actions from the core are mostly followed by other actions from the core. This observation is less strong for bug duplicates, probably because of sequences of duplicates at the end of many bug discussions, sometimes after they are closed, provided by either core or peripheral members of the community; and for status actions, messages, and actions dealing with the severity of the bug, all of which could serve as entry points for peripheral members, for various reasons.
Similarly, but not less striking, actions from the periphery are generally followed by other actions from the periphery! This is most marked for assignee actions, but this is probably linked to the fact that new assignees act themselves immediately after they take the assignment. A similar feature can be observed for priority actions, which seems to trigger further actions from the periphery, maybe by the same contributor. On the other hand, this property is least marked for duplicates, messages, and severity actions, mirroring the latter observations, but also for QA actions and for patches. It might indeed be that QA actions by peripheral members do trigger a reaction from core members. Consequently, discussions around patches appear as a strong locus of interaction between core and peripheral members of open-source communities, in that sense perhaps validating Alan Cox's (1998) dictum "show me the code" which stresses the importance of suggesting solutions for outsiders who want to be heard.
Conclusion
We believe that the collaboration and interactions between the core and the periphery of the community is an important aspect of open source development. Using econometric techniques we had already established that adherence to core or periphery matters in the case of Firefox (Dalle et al. 2008) . In this paper, we have presented a cascade of techniques for textual analysis and alphabetic coding in order to shed more light on the interactions between insiders and outsiders in so far as they occur in the context of bug resolution related to Firefox. We found that most of the activities with respect to bug resolution are carried out by a small minority of core members. People in the periphery seem to content themselves with the reporting of bugs and the identification of duplicates while it is the people from the core who develop most of the solutions. There are some indications that contributions from the periphery are ignored. An exception is when these contributions involve "patches." This lead us to think that within Firefox "show me the code" is valued while volunteering to be an "eyeball" is simply taken for granted.
Thus, the explorations in text mining presented in this paper have yielded quite a few interesting if not puzzling observations that globally show that we still don't know enough about the nature and the subtleties of the interactions between core and periphery. Needless to say, the results presented here are still very preliminary and further investigations are still needed, using for instance vector spaces or hidden Markov models. Frequency that an action stems from someone from the core "N" or periphery "O", "U" for the n-th (coded by alphabetical letters) different actor involved in the bug discussion 
