Many undergraduate IT programs recognize that their graduates will find jobs as software developers. As such, software development (analysis and design) courses are often a core requirement of IT undergraduate degree programs. This paper presents an analysis and comparison of the content of software development courses at several colleges and universities. In particular, the software development methodologies presented in the courses are examined. The comparison is based on two main criteria; the development methodologies presented through the textbook assigned to the class, and the development methodologies presented through the class lectures.
INTRODUCTION
The field of information technology (IT) is interdisciplinary, with applications to both hardware and software. Furthermore, the IT field is an applied discipline. Unfortunately, the divide between the IT academic and the IT practitioner is an ever-widening chasm (Fitzgerald 1997 (Fitzgerald , 2003 . We need to ask ourselves as educators if we are teaching our IT students what they need to know to become successful practitioners.
In this paper, we perform an analysis of the software development techniques that are currently being taught in colleges and universities. Many undergraduate IT programs recognize that their graduates will find jobs as software developers. This is evidenced by the fact that software development courses (analysis and design) are often a core requirement of the major. For this study, only those IT programs that have a required software development course have been included.
The importance of this topic is evident. In practice, there is little doubt that a software crisis exists (Brooks 1987) . Research has shown that nearly a third of all software development projects are cancelled before they finish and those that do finish will be over budget (Standish Group 1994) . Less than one fifth of software development projects are completed on time and on budget (Standish Group 1994).
Furthermore the ones that are completed, often times do not meet the requirements of the users and/or the business in which they are implemented. Only about twenty five percent of all software development projects are considered successful (Whiting 1998 ).
An often-cited cause of software development project failure is the software development methodology employed. A software development methodology is a recommended collection of phases, procedures, rules, techniques, tools, documentation, management, and training used to develop a system (Avison 2003) . There is a plethora of development methodologies (Fitzgerald 2003) , all of which claim to be the "silver bullet" (Brooks 1987 ) to the software crisis. In many cases they have the potential to be the silver bullet if used in the right environment. However, research has shown that none is the silver bullet all the time (Cockburn 2002 , Fitzgerald 2003 . Furthermore, recently there has been much discussion on the success of new development methodologies that have been lauded by their proponents.
Research has also shown that there is a divide between the software development methodologies that are being developed and taught by academics and those used by practitioners in the field (Fitzgerald 1997 (Fitzgerald , 2003 . This fact becomes more disconcerting when it is coupled with the fact that the supply of IT professionals is well below the demand, particularly in the area of software development professionals (Roberts 2000) . We need to Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. ask ourselves as educators if we are teaching our IT students what they need to know to become successful practitioners and to combat the software crisis.
This paper presents an analysis and comparison of the content of software development courses at several colleges and universities. In particular, the software development methodologies presented in the courses are examined. A key point of analysis is if the most current techniques are being taught to students. The comparison is based on two main criteria; the development methodologies presented through the textbook assigned to the class, and the development methodologies presented through the class lectures as evidenced by literature on the course.
RELATED RESEARCH
Software development methodologies can be classified several ways (Avison 2003 , Fowler 2002 .
Examples are by methodological era, by approach, or by degree of agility. Software development methodologies have progressed through several distinct eras (Avison 2003) . The methodological era approach would categorize the initial era as a period when no methodologies were used.
During this period, hardware limitations placed limits on the size and complexity of software systems allowing systems to be effectively developed without methodologies.
The advent of more powerful computers in the 1960's and 1970's was a precursor to more sophisticated and complex software systems. This era marked an early methodology period where a software development life cycle (SDLC) such as the waterfall approach (Royce 1970 ) was predominant (Avison 2003) . Under this approach the project is divided into several distinct stages to be completed in a linear progression.
While the waterfall approach was a significant step in formalizing software development, it soon became apparent that there were many inherent shortcomings to this methodology. Chief among the shortcomings is that the lack of flexibility can allow design flaws to not be discovered until late in the development cycle (Racoon 1997) . Changes made late in the development cycle are often more costly (Beck 2000) . Another shortcoming is the lack of planning for future changes in the requirements of the software, which are almost always present (Highsmith 2000) .
In response to the shortcomings of the traditional SDLC, the methodology era was born.
During this era many new methodologies were introduced. Methodologies from this era can be classified according to approach. Significant approaches include structured, data-oriented, process-oriented, prototyping, participative, object-oriented, and systems (Avison 2003 ).
Many people argue that in recent years we have entered a postmethodology era (Avison 2003 , Fowler 2002 ). This era is marked by researchers and practitioners questioning the philosophies of the methodologies from the methodology era. The most serious criticism of these methodologies is that they are bureaucratic and labor intensive (Fowler 2002) . For this reason, these earlier methodologies have recently been classified as the "heavy" methodologies (Fowler 2002) . In response to this, several new methodologies have been introduced in this post-methodology period. These new methodologies are referred to as lightweight or agile methodologies because of the lack of bureaucratic contingencies inherent to the heavy methodologies (Fowler 2002 ).
These agile methodologies are considered by many to be "a" methodological (i.e., a negative construct that connotes an open set of attributes that are essentially not methodical) (Truex et al 2000) . They are distinguished by their emphasis on adjusting to the project environment through adaptation and have less emphasis on prescribing a plan to follow (Fowler 2002 ). The biggest criticism of the agile methodologies has been the lack of empirical evidence supporting the claims of their benefits and their lack of theoretical foundation (Abrahamsson et al 2003) . However, there is a growing body of literature both supporting and repudiating the claims of success of the agile methodologies (Abrahamsson et al 2003, Choi et al 2002) .
METHOD
Sixty colleges and universities in the United States were randomly selected and used to provide data for this study. Care was taken to make sure that public and private, as well as small, medium, and large institutions were chosen from several geographic areas. Each of the institutions selected has an IT undergraduate program that has at least one required software development (analysis and design) course. Some of the programs have more than one required software development classes. In that case, data from both courses was combined and included in the study.
Applying a grounded theory approach (Glaser and Strauss, 1967), the data for this study was gathered using three methods and inductive results were obtained. The first method was to review the course catalog description. This served two purposes. First, it confirmed that the course matched in nature the type of course we wanted to include in this study. Second, in some cases it provided data as to what development methodologies were covered by the course.
The second data collection method was to ascertain the textbook that is used for the class. Several of the institutions provide the textbook assigned to a class via their websites. If the website did not provide this information, then instructors were contacted via e-mail and asked to provide that information. The textbooks identified were reviewed as to their content and the methodologies covered by the book were recorded.
The third source of data was from the course syllabi. In many cases the syllabi were gathered from the course web sites. If a syllabus was not available via the Internet then the instructor was contacted via email and asked to provide a course syllabus and/or to provide information as to what development methodologies were covered in the class.
RESULTS
We were able to identify the textbooks used in thirty of the sixty institutions that were reviewed. Table one provides a summary of that data. The table is presented in descending order by the number of times that the book was used out of the thirty courses identified. The book by Satzinger et al was the most often used text, as it was used in seven of the courses. Table one also identifies the author(s), the name of the text, and the current edition of the book.
Each textbook was reviewed and categorized according to its content. Categories that were identified included the primary development methodology that the book focuses on, other traditional methodologies covered (or at least mentioned), agile methodologies covered or mentioned, and whether or not the Once the textbooks had been categorized, the data was then aggregated by methodologies covered. Table two represents the results. The first column of table two lists the methodologies and categorizes them into SDLC/waterfall, object oriented, other traditional methodologies (spiral, prototyping, RAD, JAD, etc.), agile methodologies, and open source development. The second column lists the total number of institutions out of the thirty that cover the related methodology in column one. The final column displays the percent of the thirty institutions that cover the methodology based on the content of the textbook selected for the course. Open Source 10 33
The second focus of this study was on the methodologies covered based on the course literature. 
DISCUSSION
An analysis of the textbook data reveals that the authors of the most often used textbooks have updated their recent editions and reflect current trends in system development methodologies. A review of table one shows that textbooks almost always cover the SDLC, Object Oriented, and other traditional methodologies. Seven out of the eleven textbooks also cover the agile methodologies. Open sources development is somewhat neglected as it is only covered by two out of the eleven books. This number is somewhat surprising as the case can be made that open source development addresses many aspects of the software crisis, in that reliable, high quality software may be produced quickly and inexpensively (Feller 2000 ).
It appears that colleges and universities have succeeded in selecting textbooks that sufficiently cover development methodologies. Ninety percent of the participating institutions cover SDLC, object-oriented, and other traditional methodologies in their software development courses, based on the textbook selected. Another three fourths expose their students to the agile methodologies. However selection of a textbook does not necessarily reflect the actual material covered by the instructor of the course.
A review of the course literature tells a different story. An analysis of table three reveals that a third of the participating institutions do not cover SDLC and nearly half do not cover object-oriented or any of the other traditional methodologies, according to course materials. Furthermore, there is almost a complete lack of reference to the agile methodologies and the open source paradigm. These results appear to be in contradiction to the textbook authors who, while continuing to emphasize the SDLC and object-oriented methodologies, have updated their texts to include the more current methodologies. It appears that course instructors have not done this.
CONCLUSION
The objective of this research was to establish if collegiate software development courses are providing students with the tools that they need to be successful software developers. Several factors go into becoming a successful software developer (Roberts 2000) . A formal education or lack thereof, is not necessarily an indicator of whether an individual will be a successful developer (as evidenced by such success stories as Bill Gates and Steve Jobs) (Roberts 2000) .
However, if we accept the definition of IT as an applied discipline, then one of the objectives must be to improve its practice (Phillips 1998) . Some argue that an applied discipline like IT should be conducted like other applied disciplines, for instance, such as is done in the medical profession (Moody 2000) . This logic would suggest that students of the field should get exposure to the most current techniques as well as to a multitude of surrogate approaches.
Current research has shown that there is a plethora of software development methodologies (Cockburn 2002 , Fitzgerald 2003 . The agile methodologies are the most current techniques and open source development also shows much promise (Feller 2000) . As an applied discipline then perhaps undergraduate IT programs should cover these topics in their core software development courses.
This paper has shown that while the textbook authors have done a good job of remaining current with regard to software development methodologies, course literature shows that the affiliated course content may not be current.
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