Introduction
Wireless networks have emerged in the areas of education, information technology and communication, entertainment and commercial applications. Wireless networks are weakly secured against variety of attacks, such as Denial of Service, brute force attack and session Hijack attacks. Session Hijack attack is a severe threat to the wireless networks. Most of the web applications are involved in creating the session with the client. HTTP is the default protocol responsible for establishing the session at the application layer. The web session is the data transfer and communication between the client and the web server for the specific time period. The server side web sessions cannot handle the congestion perfectly. In client side web sessions, session cookies are used to maintain the state of the web applications. A Session Identifier is a unique ID assigned by the web server to each web session when a session is established between the client and the server. HTTP is a stateless protocol. Each request is independent. HTTP does not monitor the requests. Session attributes are used to maintain the state of the web applications. Session IDs are used to maintain the state of the sessions in web applications. Cookies are used to store the session IDs. There are several types of cookies available to maintain the state of the web applications that are listed in Table 1 . There are several vulnerabilities that attack the current web application and they are listed in Table 2 . Based on the survey conducted in 50 web applications that belong to national and international companies, the percentage of web application vulnerabilities are analyzed and listed in Table 3 . [1] of the client and also to defend the replay attacks and volume attacks. Chomsiri has presented the HTTPS hacking protection [2] using ARP table, ARP watch and Anti sniff. Antony has discussed the disclosure of the online cookie use and its effects on consumer's trust and anticipated patronage [3] using three different studies Ben Adida has presented the method of securing web sessions against Eavesdropping [4] using the secret token. The secret token is transferred over SSL stream and thus prevents the web session from eaves dropping attacks. Collin Jackson and Adam Barth have discussed protecting the high security websites from network attacks [5] using the Force Non https stream converted to https stream by a force https cookie. Juels, Markus and Tom have narrated the cache cookies for authenticating the web browsers [6] using an identifier tree and the Rolling Pseudonym scheme.
Nenad, Christopher and Kirda have presented the static analysis tool [7] called pixy to detect the web application vulnerabilities, such as cross site scripting, SQL injection and command injection. Richard Ford and Michael have presented the man in the middle attack to attack the https protocol [8] . Hacker injects the malicious code into the certificate and sends the fake certificate in the name server to the client. Shirley Gaw and E.W. Felten have presented various methods of storing the passwords and different methods of managing the online user passwords [9] .
Paul Ritchie has discussed the list of security risks [10] that affects the web applications which are designed using Asynchronous Java script and XML (AJAX). The cross site scripting attack can be prevented by validating the client side user inputs to the web applications. Adam Barth, Collin Jackson and Jhon Mitchell have discussed Cross Site Request Forgery attacks and their defense methods [11] .
Ben Adina has presented the method of securing the web application session against eavesdropping and session hijacking attacks [12] using the Session Lock protocol. F. Wang and Y. Zhang have presented the Secure Authentication and Key Agreement (SAKA) method [13] which provides mutual authentication and secure key management for session initiation protocol.
Roberto, Davide Ariu, Prahlad, Giacinto and Wenke Lee have presented the multiple classifier system for anomaly detection [14] that has a high detection rate against shell code attacks, polymorphic attacks and generic attacks. Ori Eisen has discussed the method of catching the man-in-the-middle and man-in-the-browser [15] . Yi pin Liao and S. S. Wang have presented the Self Certified public keys (SCPKs) which are more secure than the traditional HTTP digest authentication protocol for Session Initiation Protocol [16] .
Cichon, Golebiewski and Miroslaw have discussed the advantages of key redistribution [17] over key pre-distribution in ad hoc networks. Armando, Roberto, Luca, Jorge, Giancarlo and Sorniotti have presented the flaw in the authentication of a single sign on protocols [18] . Self signed client certificate is the suggested solution to overcome the authentication flaw. Natallia Bielova has discussed the survey of java script security policies in the web browser [19] . He has compared the existing security policies with the current security policies for web developers. Y. Xiang, X. Shi, J. Wu, Z. Wang have presented the fast secure BGP routing protocol [20] . Traditional Internet routing protocols, such as Inter Domain Routing protocol, Border Gateway protocol are weak against malicious attacks. The presented FS-BGP is able to secure the AS paths and also prevent the prefix hijacking and routing attacks.
Nikolay Dokev and Ivan Blagoev have presented the signer and sender [21] by using HTTP method to transmit the authenticated data over networks. Evelina Pencheva and Ivaylo Atanasov have discussed the open service access and CAMEL application part protocol [22] to control the session in mobile networks.
Proposed system
The proposed system architecture is shown in Fig. 1 . The web server generates the Session ID of required length using a Session ID generation algorithm. The generated session ID is encrypted at the server side and decrypted at the client side using the Secret Key Sharing (SKS) algorithm. When the client receiving the encrypted session ID, attacks are executed to capture the session ID and the results are analyzed and recorded. 
Session establishment
The client establishes the session with the server. The client is authenticated by the server by its login credentials.
Session ID generation
The web server generates the session ID using the following algorithm.
Algorithm 1 1. Initialize the following variables
result, random_no, tempbuffer, resut_byte_length; 3. While result_byte_length < sessionIdLength then Generate the random_no using Message The generated session ID is encrypted at the server side and decrypted at the client side using a Secret key sharing algorithm.
Algorithm 2. Secret key sharing
Step 1. The client establishes the session with the server using a login password.
Step 2. The client requests a RSA Public key from the server.
Step 3. The client encrypts the login password with RSA Public key.
Step 4. The server decrypts the login password and stores it in the session.
Step 5. The server encrypts the generated Session ID with AES and sends it to the client.
Step 6. The client decrypts the Session ID using AES with the login Password.
Step 7. Both the client and the server have now the same "secret key" which is used for communication. 4. Experimental analysis
Experimental setup
The web application www.nationalrailways.com is designed, using Java and Apache Tomcat Server. The client is authenticated using the login credentials, such as user name and password. The client is logged in to the web server by establishing the web session with the server. The server assigns the unique session ID for each time the client logs in to the server. Fig. 3 shows the generated secret key using the secret key sharing algorithm. The generated key is shared between the client and the server. Fig. 3 . Generated secret key Case 1. 32 Characters encrypted session ID The server generates the 32 characters session ID and encrypts the 32 characters session ID using SKS algorithm. The encrypted session ID is assigned to the web client. At each session the server assigns the unique session ID to the client. The encrypted session ID, assigned to the 4 sessions are given in Table 4 . The attacks are executed to capture the Session ID. The integrity of the session ID is tested by creating 10 sessions, 20 sessions and 30 sessions between the client and the server in the web application. The observed results for each session are given in Table 5 . The results show that 32 characters encrypted session ID has a session hijack prevention rate of 90 % for 10 sessions, 90 % for 20 sessions and 4 % for 30 sessions.
Experimental results
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Case 2. 92 character encrypted session ID
The server generates the 92 characters session ID and encrypts the 92 characters session ID using SKS algorithm. The encrypted session ID is assigned to the web client. At each session, the server assigns the unique session ID to the client. The encrypted session ID, assigned to the 4 sessions are given in Table 6 . The attacks are executed to capture the Session ID. The integrity of the session ID is tested by creating 10 numbers of sessions, 20 numbers of sessions and 30 numbers of sessions in the web application between the client and server. The observed results for each session are given in Table. 7. The results shows that 92 characters encrypted session ID has a session hijack prevention rate of 100 % for 10 sessions, 95 % for 20 sessions and 97 % for 30 sessions.
Case 3. 212 character encrypted session ID The server generates the 212 characters session ID and encrypts the 212 characters session ID. The encrypted session ID is assigned to the web client. At each session, the server assigns the unique session ID to the client. The encrypted session IDs assigned to the 4 sessions are given in Table 8 . The attacks are executed to capture the session ID. The integrity of the session ID is tested by creating 10 numbers of sessions, 20 sessions and 30 sessions in the web application between the client and server. The observed results for each session are given in Table 9 . The results show that 212 characters encrypted session ID has a prevention rate of 100 % for 10 sessions, 100 % for 20 sessions and 100 % for 30 sessions.
Comparison of the session Hijack prevention rate
The session Hijack prevention rate is the ratio between the number of session IDs prevented to the total number of session IDs generated. Table 10 presents the session Hijack prevention rate. Our experimental results proved that 212 characters of the encrypted Session ID has a session hijack prevention rate of 100 % for 10 sessions, 100 % for 20 sessions and 100 % for 30 sessions. So the 212 characters encrypted session ID completely prevents the session hijack attacks in wireless networks (Fig. 10 ).
Conclusion
Web application security becomes more important recently for the systems that are connected to wireless networks. The current web applications are weakly secured against session hijack attacks. In this paper we have proposed a strong and encrypted session ID to prevent the session hijack attacks. We have presented our approach by analysis of three different cases of encrypted session IDs of length 32 characters, 62 characters and 212 characters. We have tested the integrity of the session ID in a web application by establishing 10 sessions, 20 sessions and 30 sessions between the client and the server. The experimental results show that 212 characters of encrypted session ID completely prevents the session hijack attacks in wireless networks. R e f e r e n c e s
