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Актуальність. Ринок мобільних додатків з кожним роком набирає все 
більших обертів. За 2018 рік галузь мобільних додатків створила колосальні   
$41,1 млрд валового річного доходу. Одним з видів мобільних додатків – це 
додатки онлайн, і не тільки, магазинів. Для великих компаній, що здійснюють 
продажі продукції в інтернеті, наявність мобільного додатку призводить до 
збільшення можливої аудиторії охоплення, збільшення якості надання послуг 
та, відповідно, збільшення прибутку.   
Об’єкт дослідження. Мобільний додаток онлайн магазину 
електронного обладнання з розподіленням функціоналу по ролям 
користувачів. 
Предмет дослідження. Програмні засоби, які дозволяють розробити 
мобільний додаток онлайн магазину електронного обладнання з розподіленим 
функціоналом по користувачам. 
Гіпотеза дослідження. Використовуючи Ionic Framework для створення 
кросс-платформеного мобільного додатку магазину з розподіленням 
функціоналу по ролям користувачів отримуємо найбільш якісний результат за 
найкоротший час. 
Мета. Створення кросс-платформеного мобільного додатку за 
допомогою Ionic Framework.  
Впровадження. Результати впроваджено у ФОП Яцентюк А.В. (акт 





1 АНАЛІЗ ПРЕДМЕТНОЇ ОБЛАСТІ 
 
1.1 Дослідження ринку мобільних програмних продуктів  
 
 
Ринок мобільних додатків розвивається швидкими темпами і за 
прогнозами провідних компаній зростання буде збільшуватися. З'являється 
все більше розробників, компаній і самих додатків. Гібридні моделі 
монетизації, такі як реклама в додатках та покупки через додаток, швидко 
набирають популярність  світі мобільного бізнесу.  Зростає конкуренція і серед 
сервісів з однаковим функціоналом - хтось бере дизайном, хтось додає нові 
«фічі», а хтось розкручується рекламою. Відштовхуючись від більшості 
досліджень, в тому числі і звітів Statista [1], можна зробити висновки, що 
реклама в додатках визначається ключовою рушійною силою зростання 
мобільних пристроїв протягом найближчих років. 
За даними порталу Statista [1] доходи від галузі мобільних додатків 
мають наступний вигляд (рис. 1.1).  
 
 
Рисунок 1.1 – Графік доходів ринку мобільних додатків 2014-2023 років 
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За останні 5 років прибутки виросли приблизно в 5 разів: у 2014 році  
дохід склав 97,7 млрд доларів, у 2018  році збільшився до 365,2 млрд доларів, 
а в 2019 році очікується  сума в 461,7 млрд доларів. За прогнозами, у 2023 році 
дохід ринку мобільних додатків може складати колосальні 935,2 млрд доларів. 
За даними порталу Statista [1], кількість завантажень з основних 




Рисунок 1.2 – Графік кількості завантажувань мобільних додатків у 2016-
2018 роках 
 
 Як не дивно, за даними порталу Statista [1], найбільша доля скачувань, а 
саме приблизно 60%, припадає на користувачів з Китаю, що представлено на 
відповідному графіку (рис. 1.3). Друге місце посідає Індія, а третє місце 
зайняте Сполученими Штатами Америки. З графіку також можна побачити, 
що у 2017 році кількість скачувань у США зменшилась, що є дуже дивною 





Рисунок 1.3 – Графік кількості завантажувань мобільних додатків у 2016-
2018 роках з розподілом за країнами 
 
 Інша статистика порталу Statista демонструє найпопулярніші категорії 
мобільних додатків за кількістю скачувань за три квартали 2019 року як в 
Google Play Market (рис. 1.4), так і в Apple App Store (рис. 1.5).  
 
 
Рисунок 1.4 – Найпопулярніші категорії мобільних додатків за кількістю 





Рисунок 1.5 – Найпопулярніші категорії мобільних додатків за кількістю 
скачувань в Apple App Store 
 
 З обох графіків зрозуміло, що найбільш масовою за кількістю скачувань 
є категорія мобільних ігор, проте в Google Play Market ця категорія  має 
перевагу лише в 5%, коли в Apple App Store аж на 15%, що свідчить о цільовій 
аудиторії операційних систем.  
 Також можна помітити, що загальний набір категорій, що входять в 
першу п’ятірку однаковий: ігри, додатки для бізнесу, навчальні додатки, 
розважальні та додатки, що роблять наше життя зручнішим. Саме ці 5 





1.2 Аналіз, виявлення потреб та основних проблем у створенні 
програмних мобільних додатків для магазинів 
 
 
Основними причинами розроблення мобільного додатку для інтернет 
магазинів є: 
• Більше доступу до магазину. Комп’ютер не завжди знаходиться під 
рукою у пересічної людини, на відміну від мобільного телефону, без 
якого ми не можемо уявити свій день. І навіть при наявності комп’ютера 
десь поруч більшість користувачів вибере скористатися телефоном, 
аніж вмикати комп’ютер. 
• Push-повідомлення. З допомогою push-повідомлень можна як 
сповіщати клієнтів о нових пропозиціях, акціях, знижках на 
персоналізовані товари, так і нагадувати потенційним клієнтам о 
магазині, сповіщати про зміни статусів замовлень і багато іншого. 
Також push-повідомлення є набагато вигіднішими в розрізі 
капіталовкладень, оскільки вартість нижча за смс-повідомлення, а 
вірогідність привернути увагу користувача 100%, на відміну від 
поштового листа. 
• Статистичні дані. З допомогою збору статистичних даних можливо 
більш правильно продумувати рекламну та інші стратегії для 
збільшення прибутку. Також треба додати, що статистичні дані 
можливо збирати будь-якого характеру. 
• Програма лояльності. За допомогою мобільного додатку набагато 
легше, зручніше та наочніше користуватися картою лояльності, а також 
контролювати всі зміни на ній.  
• Технічна підтримка. Користувачам мобільних додатків набагато 
легше звертатися за допомогою до технічних центрів, не кажучи вже 
про можливість впровадження функціоналу чату з технічним 
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спеціалістом, який буде зберігатися.  
• Дані о геопозиції користувача. За допомогою даних о геолокації 
користувачів можливо підбирати більш необхідні категорії товарів, чи 
заохочувати користувачів до відділень магазинів тощо. Проте дані о 
геопозиції можливо використовувати лише за згоди користувача. 
• Offline використання. Мобільний додаток можливо використовувати 
в режимі з відсутнім інтернетом, на відміну від сайту. Авжеж, увесь 
функціонал користувачеві доступним не буде, проте більшість 
статичної інформації без жодних проблем користувач зможе 
переглядати.  
• Більш зручний UIX. У більшості великих сайтів є окремі версії, що 
оптимізовані під використання за допомогою телефону. Проте такі 
рішення програють у зручності мобільним додаткам, для яких 
інтерфейс створюється окремо, і не повинен бути схожим на свого 
повнорозмірного брата з браузеру.  
Проте не завжди створення окремого мобільного додатку є правильним 
та доцільним рішенням для магазинів. Лише у декількох випадках є сенс в 
розробленні додаткового мобільного додатку для магазину:  
• Високі повторні продажі. У випадку, якщо інтернет-магазин 
демонструє високий відсоток повторних продажів, тобто є велика 
кількість відданих саме цьому магазину користувачів, що будуть раз-за-
разом повертатися за наступними покупками, розробка зручної 
програми може піти на користь бізнесу. При грамотній рекламній 
кампанії значна частина постійних клієнтів завантажить додаток і буде 
активно ним користуватися. 
• Постійна цільова аудиторія. Під постійною цільовою аудиторією 
розуміються користувачі, які постійно заходять на сайт по якимось 
причинам. Як показує практика, вони далеко не завжди роблять 




• Трафік від 10000 чоловік в день. Якщо інтернет-магазин може 
похвалитися досить значними показниками трафіку, то повністю 
можливе його розпорошення на ще один канал. При показнику в 10000 
чоловік в день і вище можна спробувати залучити частину користувачів 
до завантаження програми. Щоб спроба виявилася успішною, знову ж 
знадобиться грамотне просування додатку і надання якихось бонусів 
тим, хто вирішить його завантажити. [2] 
Також необхідно розуміти і труднощі, з якими будуть тісно пов’язані 
розробки мобільних додатків. Розглянемо основні недоліки, які роблять 
впровадження додатків недоцільним капіталовкладенням в більшості 
випадків: 
• Додатки не підходять для одноразового замовлення. Значна частина 
користувачів онлайн магазинів - люди, які зайшли на сайт за разовим 
замовленням. Можливо, через деякий час вони повернуться купити ще 
що-небудь, а можливо, що не повернуться. У більшості випадків, вони 
не стануть витрачати час і пам'ять свого смартфона, щоб шукати додаток 
і встановлювати його, засмічуючи робочий стіл непотрібним ярликом. 
Тобто у випадку з такими покупцями вкладення в розробку програми 
будуть абсолютно марними. 
• Розробка коштує великих грошей. У випадку прийняття рішення про 
створення кросс-платформеного додатку, трати на розробку будуть не 
настільки великими, як у випадку, коли будуть створюватися окремі два 
додатки під Android та під IOS за допомогою нативних технологій. 
Також необхідно пам’ятати, що після створення додатку необхідно його 
підтримувати, виправляти баги та весь час додавати новий функціонал 
для заохочення ще більшої кількості користувачів. Самі операційні 




• Потрібно окремо просувати додаток. Для досягнення збільшення 
кількості користувачів мобільного додатку, його прийдеться просувати 
та рекламувати окремо від онлайн ресурсу. 
• Розпилення трафіку на безліч каналів, відтік клієнтів з сайту. 
Процент користувачів можуть назавжди залишитися серед 
користувачів додатку, тому кількість заходів на сайт може впасти. 
 
 
1.3 Аналіз мобільних додатків найпопулярніших інтернет-магазинів  
 
 
Для детального розгляду функціоналу було обрано 3 магазини, що мають 
свої мобільні додатки для створення онлайн продажів: Citrus (рис. 1.6), Rozetka 
(рис. 1.7) та Eldorado.ua (рис. 1.8).  
 
 




Рисунок 1.7 – Головний екран додатку  Rozetka 
 
 
Рисунок 1.8 – Головний екран додатку  Eldorado.ua 
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Для більш оціночного сприйняття була створена таблиця (табл. 1.1), в 
якій вказано або наявність того чи іншого функціоналу у додатку магазину, 
або кількісні показники параметрів. 
Таблиця 1.1 – Порівняння функціоналу мобільних додатків обраних 
магазинів  
Критерій Citrus Rozetka Eldorado.ua 
Наявність авторизації + + + 
Наявність реєстрації + + + 
Особистий кабінет + + + 
Наявність кошику + + + 
Каталог товарів + + + 
Фильтрація товарів у категорії + + + 
Пошук товарів + + + 
Перелік діючих акцій  + + + 
Перелік діючих знижок + + + 
Перелік попередніх замовлень + + + 
Перелік побажань + + + 
Бонусна програма + + + 
Push-повідомлення + + + 
Перелік очікуваних товарів + + + 
Перелік переглянутих товарів + + - 
Збереження останніх порівнянь товарів + + + 
Порівняння товарів + + + 
Можливість здійснення підтримки користувачів 
через додаток 
+ + - 
Можливість поділитися товаром + + + 
Кількість скачувань на Play Market 500 000+ 5 000 000+ 10 000+ 
Середній бал на Play Market 4.5 4.8 1.9 
 
Як бачимо, загалом додатки мають однаковий базовий функціонал, проте 
мають різну кількість користувачів, що неодмінно зв’язано з просуванням 
додатку та, скоріш за все, його стабільною роботою, оскільки додаток 




2 ПОСТАНОВКА ЗАДАЧІ ТА МЕТОДИ РОЗРОБКИ 
 
2.1 Мета та задачі розроблення 
 
 
Метою розробки є створення мобільного додатку для інтернет магазину 
для провадження як роздрібних, так і оптових продажів, а також для 
керуванням продажів менеджерами компанії.  
Оскільки додаток вже у релізному стані та ним вже користуються люди, а 
права на розголошення конфіденційної інформації щодо компанії замовника 
та самого додатку відсутні, надалі назва компанії та додатку згадуватися не 
буде, так само як і будуть змінені або скриті логотип в самому додатку для 
демонстрації результатів.  
Окремо буде виділено 4 ролі користувачей: неавторизований 
користувач, авторизований користувач роздрібних продажів, авторизований 
користувач-партнер для оптових продажів та авторизований користувач-
менеджер. Для усіх ролей користувачів доступний такий функціонал: 
• Перегляд товарів та можливість їх купити 
• Пошук по товарам по артикулу, назві, ідентифікаційному номеру та 
опису товару 
• Можливість отримувати push-повідомлення 
• Можливість отримати зворотній зв'язок (окрім менеджерів) 
• Можливість написати у відділ підтримки користувачів (окрім 
менеджерів) 
• Перегляд новин магазину 
• Інформація для партнерів для залучення майбутніх оптових 
користувачів (окрім менеджерів та роздрібних покупців) 
• Можливість авторизації 
• Відновлення паролю 
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• Отримання інформації щодо доставки та оплати, інформації о компанії, 
відповіді на найчастіші запитання 
• Посилання на соціальні мережі 
• Перегляд політики конфіденційності 
• Можливість зміни мови на українську, російську чи англійську 
Функціонал, який відрізняє користувачів-партнерів від інших: 
Головний екран та бокове меню неавторизованого користувача 
представлені на рисунках 2.1 – 2.2. 
 
 




Рисунок 2.2 – Бокове меню неавторизованого користувача  
 
Функціонал авторизованого користувача, що являє роздрібного покупця 
трішки відрізняється від функціоналу неавторизованого користувача. По-
перше користувачеві стають доступні знижка на товари, персональний 
менеджер, який буде коригувати його замовлення, автоматично будуть 
підтягуватися його дані з профілю при оформленні замовлень, а також і 
перегляд історії замовлень з відображенням їх статусів. По-друге, ролі партнер 
та роздріб можуть запросити тестові образки від магазину. Головний екран та 












Функціонал авторизованих користувачів з роллю партнер набагато 
більший. Головний екран та бокове меню представлені на рисунках 2.5 – 2.6.  
 
 








 Партнери можуть також переглядати каталог та робити замовлення, 
переглядати історію замовлень тощо. Їм доступний повний функціонал 
користувачів з роллю роздріб, проте вони мають і дуже великі відмінності від 
них. Партнери можуть створювати роздрібних користувачів, переглядати їх 
інформацію та змінювати їх дані (рис. 2.7). Також товари у каталогу партнерів 
мають відображення ціни в декількох валютах, та нижчі за ціни для роздрібних 
покупців. Ще одним додатковим функціоналом є доступ до навчальної 
системи, де представлені різні курси та/або тренінги, на які кожен партнер 
може записатися відправивши заявку. 
 
 




Авторизовані користувачі з роллю менеджерів мають найбільший 












Вони так само, як і партнери можуть  створювати користувачів та 
управляти ними, проте вони можуть створювати і користувачів-партнерів 
також. Менеджери так само, як і інші користувачі можуть коригувати свої 
дані, проте лише менеджери можуть змінювати собі знижку для тестування, 




Рисунок 2.10 – Екран коригування персональними даними менеджера 
 
Також менеджери мають право і функціонал управлінням заявок 
клієнтів, не залежно від їх статусу: створення замовлення від імені клієнта 
(партнера чи роздрібу), зміна статусу замовлень, коригування товарів у самих 
замовленнях та скасування замовлень.  
Функціонал створення користувачів (реєстрації) та замовлень, як можна 
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було побачити, трішки відрізняється від аналогічних функціоналів типових 
додатків. По-перше, кожен авторизований користувач закріплений за певним 
менеджером, роздрібні покупці, що створенні партнером закріплені за тим 
самим менеджером, що і партнер. При створенні замовлення неавторизованим 
користувачем, він автоматично підпорядковується менеджеру за-
замовчуванням. По-друге, у самому додатку відсутній функціонал реєстрації 
як типової. Користувачі можуть з’явитися у системі трьома шляхами: бути 
створеними партнером або менеджером, або зареєструватися на сайті компанії 
з подальшою перевіркою, проте нас цей функціонал не цікавить, оскільки 
безпосередньо не відноситься до додатку.  
 
 
2.2 Методи дослідження 
 
 
Оскільки задача полягає в створенні саме крос-платформеного додатку, 
то для таких рішень підходить досить великий набір фреймворків, 
найвідомішими з них є Ionic, ReactNative від Facebook, Flutter від Google, 
Xamarin від Microsoft, та інші. Спочатку, для більш якісного сприйняття, 
побудуємо порівняльну таблицю (табл. 2.1). 
Таблиця 2.1 – Порівняння найпопулярніших фреймворків для створення 
крос-платформених мобільних додатків.  
 Ionic ReactNative Flutter Xamarin 
Рік створення 2013 2015 2015 2011 
Поточна версія 5.4.2 0.61 1.12.5 - 
Компанія 
власник 
Ionic Facebook Google Microsoft 
Мову 
програмування 


















259 857 5000+ - 
  
З наведених даних у таблиці, найбільш старим є Xamarin, також він є 
продуктом компанії Microsoft – це єдиний не відкритий фреймворк. Flutter та 
React Native були створені в один і той же рік, а саме 2015. Єдиним недоліком 
Flutter є мова програмування – Dart, та кількість багів на сторінці в Github, 
скоріш за все цей фреймворк жде дуже гарне майбутнє, враховуючи кількість 
грошей, шо компанія Google витрачає на підтримку та розвиток свого 
фреймворку.  Перевагою в порівнянні з React Native є, як було сказано вище, 
підтримка Google та релізний стан фреймворку.  Головними недоліками React 
Native є стан в бета тестуванні на протязі усього свого життєвого циклу до 
цього часу, що є дуже серйозною проблемою, бо різниця між різними версіями 
фреймворку є дуже різними.   
Ionic як засіб розроблення крос-платформених додатків був вибраний 
через те, що програмувати необхідно на TypeScript, а також він базується на 
фреймворку Angular, що є дуже великою перевагою, оскільки є досвід та 
навички роботи з цим фреймворком.   
 
 
2.2.1 Історія фреймворку Ionic 
 
 
Фреймворк Ionic був створений групою з трьох програмістів, а саме 
Максом Лінчем, Беном Сперрі та Адамом Бредлі у 2013 році в компанії Drifty 
Co, що була заснована у 2012 році Беном Сперрі та Максом Лінчем. Першою 
разробкою компанії був продукт під назвою Codiqa, що являв собою не лише 
інструмент, а і повноцінну IDE для створення прототипів мобільних додатків 
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за допомогою JQuery Mobile [4] (рис. 2.11), що не здобув широкого визнання 
та був забутий відразу після створення Ionic. Офіційний сайт фреймворку 
більше не функціонує, на ньому лише є посилання на більш нові розробки 
компанії, а саме на офіційний сайт Ionic.  
 
 
Рисунок 2.11 – Зовнішній вигляд вікна Codiqa 
 
Після створення першої версії Ionic, компанія була перейменована на 
Ionic, а саме слово Ionic стало брендом [4]. З цього можна зробити висновки, 
що перша версія Ionic здобула великого розголосу та швидко знайшла своїх 
користувачів, що почали розробляти мобільні додатки за допомогою цього 
фреймворку. Перш за все, необхідно додати, що перші три версії Ionic були 
збудовані на та використовували у собі Angular компоненти. Перша ж версія 
була побудована на Angular фреймворку першої версії, що потім став 
AngularJS, що була представлена ще у 2009 році [5].  
Скільки Angular є одним з трьох найпопулярніших SPA(Single Page 
Application)  веб фреймворків, до яких входять ще ReactJS та VueJS, та був 
першим з них, він здобув великої популярності серед розробників і досі є 
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одним з розповсюдженіших фреймворків, Ionic зміг швидко збільшити 
кількість розробників, що віддавали йому перевагу. 
Друга версія Ionic була представлена у 2016 році, що пов’язано з 
виходом повністю обновленої версії Angular 2 [6]. 
Третя версія була розроблена та випущена у 2017 році, та вже базувалася 
на Angular 4. Вона кардинально не змінювала фреймворк, проте привнесла 
багато нового функціоналу та можливостей [6]. Після цього компанія 
вирішили взяти трішки інший курс та відійти від Angular, оскільки все ж не всі 
користувачі роблять свій вибір в сторону саме  цього фреймворку. 
Наступного року була випущена версія 4, у якої було дуже багато 
кардинальних змін. На відшліфування цієї версії команді знадобилося 
приблизно рік, а остання версія була 4.12.1. Ionic 4 по-перше відійшов від 
Angular компонентів, перейшовши на веб-компоненти, а по-друге було 
анонсовано створення Ionic для роботи з React та Vue [6]. 
Також компанією було  анонсовано створення нових версій кожні пів 
року [6]. Поточна версія є 5.4.2. Вже повністю розроблено версію Ionic, що 
працює з React (це сталося у серпні цього року), а версія, що працює з Vue ще 
досі знаходиться у стані бета тестуванні, проте вже сьогодні придатна для 
створення невеличких простих додатків.   
Проте на сьогоднішній день версія, що працює з Angular є самою 
стабільною та найбільш підходить для створення ентерпрайз додатків. Також 
вона має найбільше комюніті. 
Ще двома нововведеннями, які очікували користувачів цього року були  
створення власного IDE (Integrated Development Environment) для створення 
лише Ionic додатків (рис. 2.12), та платформа Ionic Appflow (рис 2.13). На 
відміну від самого фреймворку, ці продукти є платними. З відео та іншого роду 
матеріалів зрозуміло, що за основу власного Ionic Studio розробники брали 
Microsoft Visual Studio. Ionic Appflow – це платформа, що дозволяє розгортати 
проекти не у себе на робочому комп’ютері, а в облаці, що позбавляє 
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розробників необхідності створення та налагодження необхідного середовища 
для побудови проектів. Таке рішення має одну дуже велику перевагу – 
можливо збудувати продукт для IOS пристроїв не маючі в розпорядженні 
MacOS пристрою та XCode. Ще одним функціоналом, котрий пропонує Ionic 
Appflow є можливість впровадження невеликих апдейтів для вже релізних 
продуктів без роботи з Google Play Market чи Apple App Store [4]. 
 
 
Рисунок 2.12 - Зовнішній вигляд вікна Ionic Studio 
 
 
Рисунок 2.13 - Зовнішній вигляд вікна Ionic Appflow 
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2.2.2 Зв’язок Ionic з Cordova 
 
 
Apache Cordova - це фреймворк для розроблення мобільних додатків з 
відкритим кодом. Вона дозволяє використовувати стандартні веб-технології - 
HTML5, CSS3 та JavaScript для крос-платформенної розробки. Програми 
виконуються в обгортках, орієнтованих на кожну платформу, і покладаються 
на прив'язки API, що відповідають стандартам, для доступу до можливостей 
кожного пристрою, таких як датчики, дані, стан мережі тощо [7]. 
Apache Cordova підходить для рішення наступних задач:  
• Поширення мобільних додатків на більше, ніж одну платформу, 
використовуючи одну кодобазу. 
• Розгорнення додатку, що вже упакований для розповсюдження в 
магазинах різних операційних систем. 
• Є сенс створення змішаного додатку з використанням як нативних, так і 
WebView технологій. 
Архітектура Cordova додатків складається з декількох компонентів (рис. 
2.14). 
WebView - це вбудований веб-переглядач, який нативна програма може 
використовувати для відображення веб-контенту. Тобто, програми, що 
написані з використанням WebView відкриваються нативними браузерами 
мобільних додатків, проте не виглядають як віно браузера, а як окремі додатки. 
Вбудований у Cordova WebView створений для відображення інтерфейсу 
користувача у програмі. В деяких випадках, цей інструмент може бути 
частиною додатку, шо робить ці додатки додатками змішаного типу, які 
використовують і WebView, і нативні компоненти. 
WebApp – це та частина коду, де саме знаходиться наш додаток. Сама 
програма реалізована як веб-додаток, за замовчуванням локальний файл з 
назвою index.html, на який посилаються CSS, JavaScript, зображення, медіа-
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файли або інші ресурси, необхідні для його запуску. Додаток виконується у 
WebView в корінній програмі, яку ви поширюєте в магазинах додатків. 
 
 
Рисунок 2.14 – Зображення архітектури  роботи додатків, створених за 
допомогою Cordova 
 
Плагіни є невід’ємною частиною екосистеми Cordova. Вони надають 
інтерфейс для Cordova та нативних компонентів для зв'язку між собою та 
прив’язки до стандартних API пристроїв. Це дає змогу викликати нативний 
код із JavaScript. 
Проект Apache Cordova підтримує набір плагінів під назвою Core 
Plugins. Ці основні плагіни надають вашій програмі доступ до можливостей 
пристроїв, таких як акумулятор, камера, контакти тощо. 
32 
 
Окрім основних плагінів, є кілька сторонніх плагінів, які забезпечують 
додаткові прив’язки до функцій, не обов’язково доступних на всіх 
платформах. Також можливо створити свої плагіни використовуючи Посібник 
з розробки плагінів. 
 
 
2.2.3 Основні недоліки та переваги Ionic 
 
 
Основними перевагами у використанні Ionic для створення мобільних 
додатків є: 
• Створення крос-платформеного додатку. Створення мобільних 
додатків вимагає великих зусиль та багато часу, особливо якщо 
приходиться створювати два додатки з одним і тим же функціоналом для 
різних платформ. Використання однієї кодобази набагато полегшує цю 
задачу. 
• Використання знайомих веб-технологій. Знаючи основи веб-
розробки, вже можливо створювати мобільні додатки. Не кажучи вже 
про те, що при знанніAngular, ніяких труднощів виникати не може. 
Також створення мобільних додатків до моменту будування готового 
проекту не буде нічим відрізнятися від створення веб-додатку. 
•  Використання найпоширеніших веб-фреймворків. З недавніх часів 
використання Ionic стало можливим з React та Vue. 
• Велике комюніті. У фреймворка дуже велике камюніті і є свій форму, 
де можна спитати досвідченіших розробників. 
• Нові версії кожні пів року. З 2019 року було покладено курс на 
впровадження нової версії фреймворку кожні пів року, що значить, що 
функціонал та можливості будуть рости дуже швидко. 
• Ionic Studio та Ionic Appflow.  
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• Використання можливостей мобільних телефонів за допомогою 
плагинів. Плагіни Cordova дуже легкі у використанні і весь час 
обновлюються, тому натрапити на застарілу версію того чи іншого 
плагіну майже неможливо. 
Основні недоліки при використанні Ionic для створення мобільних крос-
платформених додатків є: 
• Залежність відображення верстки від WebView. Раніше різниця була 
настільки істотною, що доводилося окремо підлаштовувати вурстку під 
IOS платформу. З появою Ionic 4та переходом на shadow-root проблема 
не є актуальною. 
• Наявність багів у самому фреймворку. Як не було б боляче це 
визнавати, проте у самому фреймворці є велика кількість багів. Іноді 
вони є фатальними для розробки, або буде неможливо досягтитого чи 
іншого функціоналу. 
• Часті проблеми з будуванням додатків. Найчастішою проблемою 
розробників є зміна поведінки при побудові проектів при відсутності 
змін у самому проекту. 
• Відсутність підтримки застарілих версій. Вже для третьої версії деякі 






3 МОДЕЛЮВАННЯ КРОС-ПЛАТФОРМЕНОГО МОБІЛЬНОГО 
ДОДАТКУ 
 
3.1  Розроблення use-case діаграми 
 
 
Перед етапом розробки продукту для покращення якості самої розробки 
та уникнення найбільшої кількості функціональних багів, необхідно  
змоделювати майбутню роботу додатку. Для цього було обрано діаграму 
IDEF0, діаграму варіантів використання та діаграму IDEF3.   
Спочатку побудуємо діаграму варіантів використання. Загалом були 
виділені наступні варіанти використання: 
• Перегляд та зміна профілю своїх користувачів; 
• пошук по своїм користувачам; 
• доступ до інформації для партнерів; 
• створення замовлення для користувача; 
• перегляд/редагування/зміна статусів замовлень своїх користувачів; 
• створення користувачі типу  партнер; 
• створення користувачі типу  ритейлер; 
• оформлення заявки на отримання тестових зразків; 
• перегляд та зміна свого профілю; 
• перегляд своих замовлень та их статусів; 
• можливість оформлення замовлення у будь-якій валюті; 
• доступ до навчальних програм; 
• оформлення замовлення; 
• зміна налаштувань додатку; 
• зміна мови додатку; 
• перегляд новин; 
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• залишення заявки на зворотній дзвінок; 
• пошук по каталогу; 
• перегляд каталогу з фільтруванням; 
• зміна паролю; 
• відновлення паролю; 
• авторизація; 
• вихід з профілю; 
• отримання push-повідомлень; 
• реєстрація; 
• реєстрація по промокоду. 
Далі були виділенні наступні можливі актори системи: менеджер, партнер, 
роздрібний покупець, неавторизований користувач. 
Для зручності та покращення сприйняття побудуємо таблицю для 
відображення зв’язку акторів з їхніми можливими варіантами використання 
(табл 3.1). 








































Перегляд та зміна профілю своїх 
користувачів 
+ - - - 
Пошук по своїм користувачам + - - - 
Доступ до інформації для партнерів + + - + 
Створення замовлення для користувача + - - - 
Перегляд/редагування/зміна статусів 
замовлень своїх користувачів 
+ - - - 
Створення користувачі типу  партнер + - - - 




Продовження таблиці 3.1  
Оформлення заявки на отримання тестових 
зразків 
- + + - 
Перегляд та зміна свого профілю + + + - 
Перегляд своих замовлень та их статусів - + + - 
Можливість оформлення замовлення у будь-
якій валюті 
- + - - 
Доступ до навчальних програм - + - - 
Оформлення замовлення - + + + 
Зміна налаштувань додатку + + + + 
Зміна мови додатку + + + + 
Перегляд новин + + + + 
Залишення заявки на зворотній дзвінок - + + + 
Пошук по каталогу + + + + 
Перегляд каталогу з фільтруванням + + + + 
Зміна паролю + + + - 
Відновлення паролю + + + - 
Авторизація + + + - 
Вихід з профілю + + + - 
Отримання push-повідомлень + + + + 
Реєстрація - - - + 
Реєстрація по промокоду - - - + 
 




Рисунок 3.1 – Діаграма варіантів використання 
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3.2  Розроблення контекстної діаграми та діаграми потоків 
 
 
Тепер розробимо контекстну діаграму IDEF0(рис. 3.2) демонстрації 
головного бізнес-процесу додатку, а саме створення замовлення усіма 
користувачами, окрім менеджера. На вході маємо необхідність у товарі, 
відповідно на виході – придбаний товар. Механізмами є безпосередньо наш 
додаток, апаратне забезпечення(смартфон чи планшет) та інтернет, а технічне 
завдання та нормативна документація відповідають за регуляцію процесів.  
 
 
Рисунок 3.2 – Контекстна діаграма IDEF0 
 
Далі була проведена декомпозиція отриманої контекстної діаграми (рис. 
3.3), що дало змогу виділити 4-ри більш конкретних процесу: «Вибір товару у 
каталозі», «Коригування позицій у замовленні в корзині», «Внесення 
інформації щодо замовлення» та «Коригування менеджером користувача 




Рисунок 3.3 – Декомпозиція контекстної діаграми IDEF0 
 
Наступним етапом було проведено декомпозицію(рис. 3.4) процесу 
«Вибір товару у каталозі» на три окремі процеси: «Перехід до необхідної 
категорії товарів», «Перехід на сторінку потрібного товару» та «Додавання 
товару до корзини». 
 
 
Рисунок 3.4 – Декомпозиція процесу діаграми IDEF0 
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Розробимо ще одну діаграму – діаграму потоків за методологією IDEF3 




Рисунок 3.5 – Діаграма потоків робіт IDEF3 процесу обробки заявки від 
користувача 
 
Декомпозуємо процес створення замовлення менеджером зв 
замовленням користувача (рис. 3.6). Отримаємо 9 етапів. Спочатку необхідно 
перейти до каталогу продукції, потім за допомогою пошуку, чи за допомогою 
точного переходу по категоріям знайти необхідні товари, додати необхідну 
кількість товарів до корзини. Далі у корзині також є можливість редагування 
кількості та набору товарів для подальшого замовлення, після чого менеджер 
обирає користувача для якого необхідно створити замовлення. Якщо вся 
необхідна інформація є у системі – то вона заповнюється автоматично, в 
іншому ж випадку необхідно ввести її вручну, після чого залишається лише 




Рисунок 3.6 – Декомпозиція процесу «Створення замовлення» діаграми 






4 РЕАЛІЗАЦІЯ КРОС-ПЛАТФОРМЕНОГО МОБІЛЬНОГО 
ДОДАТКУ НА БАЗІ IONIC FRAMEWORK 
 
4.1  Загальна структура Ionic додатків 
 
 
Перш за все необхідно зазначити, що даний проект був створений за 
допомогою Ionic.v3 у зв’язку з тим, що під час старту розробки проекту 
четверта версія була ще у стані бета тестування і не була стабільною. Тому 
надалі слід сприймати деякі рекомендації лише у розрізі використання третьої 
версії фреймворку. 
При створенні додатку на Ionic необхідно дотримуватися наступної 
структури проекту (рис. 4.1): окремо виділяти активи (ресурсні файли, якими 
буде користуватися ваш додаток: файли зі шрифтами, файли перекладів, 
зображення тощо), провайдери, сторінки та компоненти. Всі ці файли 
знаходяться в репозиторії src.  
Також у ньому знаходяться файли модуля app, що є головним модулем 
додатку, має у собі підключення всіх інших файлів та компонентів, та є точкою 
входу в додаток, оскільки при запуску додатку грузиться саме app.component. 
Тут все аналогічно з проектами, створеними з допомогою Angular. 
Ще однією папкою, що має цінність для розробників, є папка resources. 
У звичайному проекті Angular такої папки немає. В ній зібрані файли 
зображень, що будуть використані для сплеш екрану, іконки додатку та інше. 
Можна помітити, що всередині цієї папки виділяються дві окремі папки – 
android та ios. Це зроблено тому, що для android та ios пристроїв  будуть 
генеруватися файли різного розміру та розширення. 
Відмінним від Angular проектів також є  наявність файлів 
ionic.config.json (файл налаштувань ionic), ionic.starter.json, config.xml(файл 
для налаштувань Cordova, до нього повернемося пізніше), а також файли, що 
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Рисунок 4.1 – Структура проекту Ionic.v3 
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4.2  Створення сторінок 
 
 
Тепер слід зупинитися на сторінках, що є однією з сутностей ionic 
проектів. Сторінок немає в звичайних веб проектах Angular. Для чого вони 
потрібні? По-перше, ми можемо переходити, тобто здійснювати роутінг, лише 
по сторінкам. По-друге, вони відразу грузяться в «лінивому» режимі, тобто 
розбиваються на частини і віддаються не одним файлом, а декількома і заново 
збираються. По-третє, це ті ж самі модулі, що є в Angular, проте названі трішки 
по-іншому. 
При створенні сторінки за допомогою ionic cli відразу створюється 4 
файли: файл модуля сторінки, файл класу сторінки, що позначається 
директивою @Component, у якому є посилання на файл стилів сторінки та 
файл, тобто при створенні сторінки одразу отримаємо page.module.ts, page.ts, 
page.scss, page.html. 
Розберемо більш детально структуру файлів сторінок на прикладі 
сторінки ask(рис. 4.2). 
 
 
Рисунок 4.2 – структура файлів сторінки ask 
 
Далі розберемо підключення основних модулів та формат самого класу 
сторінки, що зображено на рисунку 4.3. Цифрою 1 позначено підключення 
необхідних для функціонування сторінки модулів, провайдерів тощо. Цифрою 
2 позначено визначення тегу, при використанні якого буде підключатися ця 
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сторінка та підключення відповідного файлу html. Цифрою 3 позначено 
ініціалізація провадерів. Як бачимо це відбувається у конструкторі. 
Ініціалізувати провайдери у файлі класу можна й іншим шляхом, проте такий 
підхід є найбільш зручним в написанні та розумінні коду. 
 
 
Рисунок 4.3 – Структура файлу класу сторінки (ask.ts) 
 
Для функціонування додатку було розроблено 24 сторінки(рис 4.4): 
• Ask. Сторінка створена для відображення форми відправки та 
оформлення звернення до спеціалістів магазину, або оформлення запису 
на навчання на курсах, що представленні магазином для партнерів. 
Сторінка має два стани відображення. 
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• Cart. Сторінка створена для відображення корзини користувача. Вона 
доступна для всіх користувачів. Має окремий функціонал по вибору 
користувача, для якого створюється замовлення. Цей функціонал 
доступний лише користувачам з роллю менеджер. 
• Curses. Сторінка створена для відображення списку доступних курсів 
для партнерів. 
• For-partners. Сторінка створена для відображення інформації для 
користувачів з роллю партнерів, та користувачів, які ще не авторизовані. 
• Home. Головна сторінка додатку, на яку користувач попадає після 
включення додатку. На ній відображаються слайдер з інформаційними 
банерами, а також головні категорії товарів, та строка для пошуку. 
• Info. Сторінка створена для відображення  певної статичної інформації, 
що приходить з серверу. Має 4 стани – відображення інформації щодо 
доставки, щодо компанії, щодо головних питань та відповідей на них та 
файл конференційної угоди.  
• Login. Сторінка створена для відображення форми авторизації з 
можливим переходом на реєстрацію та відновлення паролю. 
• Manager-users. Сторінка створена для відображення списку 
користувачів певного менеджеру. На ній доступний також функціонал 
пошуку користувачів у списку за телефоном, ім’ям тощо. 
• News.  Сторінка створена для відображення списку останніх новин 
компанії та самого магазину. 
• News-item. Сторінка створена для відображення повної інформації щодо 
конкретної новини магазину чи компанії. 
• Order-info. Сторінка створена для відображення повної інформації 
щодо вже оформленого замовлення. 
• Order-registration. Сторінка створена для відображення форми 
створення нового замовлення, а також для редагування вже створеного 
замовлення одним з користувачів менеджером цього користувача.  
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• Order-samples. Сторінка створення для відображення форми 
оформлення замовлення на отримання тестових зразків продукції. 
• Orders. Сторінка створена для відображення списку вже оформлених 
замовлень користувачами. Менеджери бачать замовлення своїх 
користувачів та можуть фільтрувати їх по пошуку. 
• Personal-data. Сторінка створена для відображення форми з 
персональною інформацією користувача. Її можна змінювати. 
• Product-details. Сторінка створена для відображення максимально 
детальної інформації щодо певного товару. 
• Products. Сторінка створена для відображення списку товарів певної 
категорії з можливістю їх фільтрації. 
• Profile. Сторінка створена для відображення можливих дій у профілю 
користувача. 
• Recovery-key. Сторінка створена для відображення форми посилання 
запиту на відновлення пароля. 
• Recovery-pass.  Сторінка створена для відображення форми відновлення 
паролю з попередньою перевіркою коду. 
• Search-result. Сторінка створена для відображення результатів пошуку 
товарів у каталозі. 
• Settings. Сторінка створена для відображення налаштувань додатку. 
• Sub-categories. Сторінка створена для відображення підкатегорій 
товарів. 
• User-info. Сторінка створена для відображення форми з  інформацією о 
користувачеві для менеджера цього користувача. Менеджери можуть 
змінювати дані користувачів. Також ця сторінка використовується для 




Рисунок 4.4 – Створені сторінки у додатку 
 
 
4.3  Створення компонентів 
 
 
 Компоненти відрізняються від сторінок тим, що вони не мають модулів, 
і між ними не можливо здійснювати роутінг. Тобто, вони можуть бути лише 
частинами сторінок, або модальними вікнами. При створенні компонента за 
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допомогою ionic cli створиться три файли: файл класу компоненту з 
розширенням .ts, файл стилів компоненту з розширенням .scss та файл 
розмітки компоненту з розширенням .html. 
 Під час розробки додатку було створено 12 компонентів (рис. 4.5). 
Також було створено модуль, в який підключаються всі компоненти. 
• Category-item. Компонент створений для відображення однієї категорії 
на сторінках sub-category та home. 
• Filter-modal. Компонент створений для відображення модального вікна 
фільтрів у каталогу товарів. 
• Float-input. Компонент створений для відображення свого типу інпутів, 
оскільки в стандартному інпуті від ionic була помічена помилка. 
• Footer. Компонент створений для відображення табів у футері кожної 
сторінки, за допомогою яких створюється перехід по деяким сторінкам. 
• Header. Компонент створений для відображення «шапки» кожної 
сторінки у додатку. 
• Menu-part. Компонент являє собою бокове меню додатку. 
• My-orders-item. Компонент створений для відображення одного 
замовлення у списку замовлень. 
• Order-product-item. Компонент створений для відображення одного 
товару при перегляді вже створеного замовлення. 
• Photo-viewer. Компонент створений для реалізації функціоналу 
перегляду одного фото товару у збільшеному стані. 
• Product-item.  Компонент є відображенням одного продукту на сторінці 
каталогу. 
• Product-small-item. Компонент створений для відображення сумісних 
товарів на детальній сторінці товару. 





Рисунок 4.5 – Створені компоненти у додатку 
 
 
4.4 Створення провайдерів 
 
 
Провайдери відповідають за певний функціонал у проекті. Кожен 
провайдер відповідає за свій функціонал. Найчастіше – це набір функцій, які 
можна згрупувати однією предметною областю, проте бувають і винятки. 
Найголовнішою цінністю провайдерів є те, що вони завжди singleton об’єкти 
свого класу. Іншими словами, кожен провайдер ініціалізуються один раз, коли 
вперше визивається і не затирається з пам’яті до завершення роботи програми. 
Це завжди один і той же об’єкт класу, звідки б він не був викликаний. 
При розробці проекту було створено 10 провайдерів (рис. 4.6): 




• Catalog. Провайдер розроблений для забезпечення роботи з API 
каталога.  
• Common. Провайдер розроблений для забезпечення деякого 
функціоналу та уникнення одного багу, про який буде описано нижче. 
• Config. Провайдер розроблений для отримання URL адреси сервера та 
поточної мови. 
• Handler-error. Провайдер розроблений для обробки помилок, що 
приходять з серверу. 
• Info. Провайдер розроблений для забезпечення деякого функціоналу. 
• Loading. Провайдер розроблений для забезпечення відображення 
спінеру очікування у моменти, коли це необхідно для інформування 
користувача. 
• Order. Провайдер розроблений для забезпечення роботи з API 
замовлень.  
• Push. Провайдер розроблений для забезпечення функціоналу отримання 
push-повідомлень. 




Рисунок 4.6 – Створені провайдери у додатку 
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 Для більшої зрозумілості та зрозумілості сприйняття опишемо функції у 
кожному провайдері за допомогою таблиці 4.1 
Таблиця 4.1 – опис функцій кожного провайдера 









Функція, що створює та показує 









Функція, що отримує масив з 
інформацією щодо банерів для 
головної сторінки додатку 
getSearchResult 
 
Функція, що отримує результат 




Функція, що отримує список 
головних категорій товарів 
getSubCategories 
 
Функція, що отримує список 
підкатегорій конкретної категорії 
товарів у каталозі 
getProductInfo 
 
Функція, що отримує повну 
інформацію щодо продукту 
getProductsOfCategory 
 
Функція, що отримує з 
урахуванням фільтрації товари у 




Функція, що відправляє замовлення 














Функція, що оброблює помилки, що 




Функція, що отримує список новин 
getOneNew 
 
Функція, що отримує повну 
інформації по заданій новині 
askSpec 
 
Функція, що відправляє запитання 
до спеціаліста компанії 
getClasses 
 
Функція, що повертає список 
можливих навчальних курсів 
sendRequestToClasses 
 
Функція, що відправляє замовлення 













Функція, що повертає контент 




Функція, що отримує список 




Функція, що відправляє замовлення 












Функція, що створить та покаже 
лоадер, але після певного періоду 




Функція, що отримує список 
можливих способів доставки 
getPaymentTypes 
 
Функція, що отримує список 
можливих способів оплати 
getAreas 
 




Функція, що отримує список міст 
конкретного регіону України 
getOrder 
 




















Функція, що повертає можливі види 
діяльності компанії, що відправляє 




Функція, що перевіряє статус 
підписки на пуш-повідомлення  
signToPushes 
 
Функція, що в самий перший раз 














Функція, що змінює статус 




Отримання статусу надходження 







Функція встановлення мови 








Функція отримання данних о 




Функція створення користувача 
getListOfUsers 
 




Функція, що повертає результат 
пошуку по користувачам 
getRegistrationLink 
 




Функція, що повертає користувачів 
sentRecoveryPasswordKey 
 




Функція, що змінює пароль 
checkRecoveryPasswordKey 
 




4.5 Додавання мультимовності до проекту 
 
 
Задача полягала у додаванні мультимовності до проекту, тобто додаток 




Для вирішення цієї задачі було вирішено використовувати ngx-translate 
модуль. Спочатку було необхідно його встановити до проекту. Далі було його 
імпортовано в app.module.ts (рис. 4.7). 
 
 
Рисунок 4.7 – Підключення модуля мультимовності 
 
 Після чого були створені 3 файли, що були розміщені у папці assets 
(рис. 4.8). Вони являють собою json файли з ключем та відповідним текстом, 
що відповідаю ключу.  
 
 




Далі було необхідно замінити всі тексти у додатку на підтягування 
текстів за ключами з цих файлів (рис. 4.9). Необхідно пам’ятати, що ключі, та 
їх кількість повинні співпадати у всіх файлах, що відповідають за ці тексти. 
 
 
Рисунок 4.9 – Приклад використання мультимовності у html файлі 
 
Далі модуль перевіряє, який саме текст зараз встановлено, і шукає 
відповідний ключ у файлі, що має таку саму назву, як і встановлена зараз мова. 
 
 
4.6 Вирішення багів Ionic фреймворку 
 
 
Під час розробки додатку були виявлено наступні баги та помилки у 
роботі з Ionic: 
• Проблема з роутінгом.  Роутінг в Ionic базується на використанні 
Navigation Controller (рис. 4.10). З одногу боку, використання NavController є 
дуже простим, оскільки ми прямо вказуємо клас сторінки, на яку необхідно 
перейти. Проте для цього нам необхідно підключити цю сторінку до місця, де 
ми будемо на неї переходити. З іншого боку, ви не застраховані від того, що 
на цій сторінці вам треба буде підключити цей самий компонент чи провайдер, 
або перейти на сторінку, на якій ви цю сторінку підключили. Виявляється, що 
Ionic нам цього зробити не дасть і проект не буде працювати. Рішенням є 
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створення окремих провайдерів, чи використання Events, проте другий метод 
не є стабільним рішенням. 
 
 
Рисунок 4.10 – Приклад використання NavController 
 
• Проблема з firebase-plugin. Для просування додатку у Google Ads 
необхідно було його підключити до Firebase. Для цього існує офіційний плагін 
від Cordova Plugins, проте, як виявилося, він має у собі помилку, і більш нової 
версії, яка була би сумісна з Ionic 3 не існує і вже не буде існувати.   
• Проблема зі скролом в IOS. При тестуванні додатку на IOS пристроях, 
виявилося що на сторінках, де є скрол, він не працює до того моменту, доки 
користувач не здійснить якусь дію з цією сторінкою (натисне на будь-яку 
кнопку, поле введення тощо). Насправді, сторінка «розморожувалася» навіть 
відразу після відкриття консолі у браузері. Після дуже довгих пошуків рішення 
було знайдено (рис. 4.11). Необхідно було лише додати стиль до певного класу 
у головному файлі стилей. 
 
 
Рисунок 4.11 – Вирішення проблеми зі скролом  на IOS пристроях 
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Проблема з «челкою». Під час розробки виявилося, що у третій версії Ionic 
немає рішення «з коробки» для вирізів екранів, що стали дуже популярними 
з виходом iPhone X. Довелося вручну прописувати відступи використовуючи 








 Для збільшення прибутку, розширення аудиторії користувачів та 
збільшення кількості та якості надавання послуг майже кожен великий 
інтернет магазин має свій мобільний додаток. В нашому випадку, задача 
полягала в створенні крос-платформеного додатку для впровадження 
інтернет-продажів з розподіленням функціоналом за ролями користувачів.  
В результаті отримали додаток з наступними можливими ролями 
користувачів: неавторизований користувач, авторизований користувач з 
роллю роздріб, авторизований користувач з роллю партнера та авторизований 
користувач з роллю менеджера. Для всіх ролей доступний стандартний 
функціонал інтернет магазину:  
• можливість перегляду каталогу; 
• пошук по каталогу; 
• можливість оформити замовлення; 
• інформація по замовленню; 
• мультимовність; 
• тощо. 
Роль роздрібного користувача не дуже сильно відрізняється від ролі 
неавторизованого користувача, проте трішки розширює функціонал. Роль 
партнера – це центральна роль, для якої додаток створювався в першу чергу. 
Для партнерів функціонал досить сильно розширюється, додається 
можливість створювати і  керувати роздрібними користувачами и т.п. Роль 
менеджера має найбільший та найширший функціонал, в чомусь дублює роль 
партнера, але головна ідея роль менеджера – це надання можливості 
керуванням замовленнями партнерів, їх роздрібних користувачів, та окремих 




Для досягнення мети, а саме створення кросс-платформеного додатку 
підходить досить великий набір можливих рішень та фрейморків: Flutter, 
Xamarin, PhoneGap, Ionic+Cordova, React Native. Вибір саме Ionic фрейморка 
для реалізації поставленої задачі  був зроблений тому, що для розробки 
необхідні знання у Angular, JS, CSS та HTML, які були мені доступні. З іншого 
боку під ці критерії (окрім Angular) підпадав і фреймворк React Native, проте 
він ще у бета-доступі, і досить не стабільний ще.  
В результаті було розроблено мобільний додаток, для впровадження 
інтернет продажів, а також керуванням цими продажами менеджерами 
магазину, який є кросс-платфоорменим, тобто застосовуючи одну кодобазу ми 
маємо придатний продукт як для Android пристроїв, так і для продукції 
компанії Apple.Реалізований продукт вже знаходиться у стані пост-релізної 
підтримки, їм вже користуються понад 1000 Android користувачів та … IOS 
користувачів , а середній оціночний бал на в обох магазинах становить 4.7, що 
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Додаток А. Планування робіт 
A.1 Ідентифікація мети ІТ-проекту методом SMART 
 
 
Метою проекту є розроблення мобільного додатку для компанії, за 
функціонал якого буде полягати як у створенні онлайн продажів, так і в 
управлінні цими продажами та клієнтами менеджерами компанії. Досяжність 
мети може бути визначена замовниками, тобто керівниками компаній. Мета є 
значимою, оскільки від досягнення мети залежить подальший розвиток 
компанії та можливості якісного покращення наданих послуг користувачам. 
Мета має чітко та прозоро окресленні часові ресурси. 
 
A.2 Планування змісту структури робіт ІТ-проекту 
 
 
Робоча структура проекту (WBS) – це графічне подання елементів 
проекту у вигляді моділів робіт, які ієрархічно пов’язані з продуктом проекту 
[4]. На верхньому першому рівні WBS фіксується мета  проекту – мобільний 
додаток з розподіленим функціонал по ролям користувачів. Наступний рівень 
відповідає основним діям проекту. Далі проводиться розбиття цих дій до 
елементарних робіт, тобто, тих, які мають один чіткий результат з одним 
відповідальним та на яку можна обчислити витрати праці та тривалість 
виконання. 
Продуктом у даному проекті є кроссплатформений мобільний додаток з 
розподіленням функціоналу в залежності від ролей користувачів. Далі 
формуємо основні дії проекту: формування технічного завдання, 
проектування архітектури додатку, розроблення додатку, тестування та 
формування документації. Далі кожна дія розбивається до елементарних робіт.  
Формування технічного завдання розбиваємо на формування мети та 
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формування технічних вимог. Проектування архітектури додатку включає в 
себе визначення основних модулей, основних компонентів та провайдерів. 
Етап розроблення додатку є наймасштабнішим та найдовшим, та  розбивається 
на три під-етапи: створення верстки модулів, сторінок та компонентів, 
розроблення основних провайдерів та створення функціоналу. Кожен з під-
етапів у свою чергу розбиваємо на кінцеві етапи. Етап тестування складається 
з тестування функціоналу додатку та тестування інтерфейсу додатку.   
Кінцевий вигляд WBS структури представлено на рисунку 1.1. 
 
 
Рисунок 1.1 – Діаграма WBS 
 
Також було розроблено структуру OBS (організаційна структура 
компанії) для виділення головних ролей розробки та відповідальності за 
кожний окремий етап розробки крос-платформеного мобільного додатку з 
розподіленням функціоналу по ролям користувачів.  




Рисунок 1.2 – Діаграма ОBS 
 




Для отримання реального уявлення щодо тривалості робіт було 
побудовано календарний графік, який представлено у вигляді діаграми Ганта, 
що наведено на рисунку 1.2.  
За початок роботи було взято дату отримання та остаточного 
підтвердження початку робіт з боку замовника.  Відраховуючи від цієї дати 
було визначено пріоритетність та тривалість виконання робіт згідно з WBS 
діаграмою. На діаграмі можна побачити дати початку та кінця кожного з 







Рисунок 1.3 – Діаграма Ганта 
A.4 Планування ризиків проекту 
 
 
Після визначення всіх робіт проекту, людей, які їх будуть виконувати та 
календарних планів проекту необхідно продумати можливі ризики, які можуть 
виникнути у ході реалізації проекту. 
Я виділив наступні ризики у даному проекті: 
• R1 – помилка в плагінах, які необхідні для реалізації функціоналу; 
• R2 – пропущені помилки у ході розробки та архітектурному 
моделювання; 
• R3 – недотримання календарного плану; 
• R4 – зміна ТЗ на етапі розробки; 
• R5 – хвороба розробника; 
• R6– проблеми з технічним забезпеченням. 
Далі шляхом експертної оцінки було визначено ймовірність виникнення 







Таблиця 1.1 – Ймовірність виникнення ризиків 
Ймовірність 
виникнення 
R1 R2 R3 R4 R5 R6 
Слабкоймовірний       
Малоймовірний       
Ймовірний       
Дуже ймовірний       
Майже можливий       
 
Далі було побудовано таблицю можливих втрат при виникненні ризиків. 
 
Таблиця 1.2 – Втрати при виникненні ризиків 
Значимість втрат R1 R2 R3 R4 R5 R6 
Мінімальна       
Низька       
Середня       
Висока       
Максимальна       
 
На основі цих двох таблиць було побудовано матрицю ймовірність- 
втрати для оцінки ризиків. У даній матриці світлим кольором позначено 
неважливі ризики, темнішим – помірні, темним – критичні. 
 








  R2 R6  
 R5    
 R3    
     





Отже, було визначено два критичних ризики – пропущені помилки у 
ході розробки та архітектурному моделювання та проблеми з технічним 
забезпеченням. Що стосується першого ризику, то він є стандартним при 






Додаток Б. Технічне завдання 
Техническое задание на разработку мобильного приложения личного 
кабинета пользователя  
1. Общая информация 
1.1. Введение 
1. Приложение личный кабинет пользователя «eh-electro-house.ua» (далее 
ПРИЛОЖЕНИЕ) — мобильное клиент-серверное приложение, состоящее из 
клиентского приложения для платформ Android и IOS (будет разработано  на Ionic 
Framework 3) и веб-сервисов (админ-панель, бекэнд-часть и API - которые 
разрабатываются средствами Заказчика) для полного обеспечения 
функционирования приложения и содержательных частей сервиса. 
2. Сервисы ПРИЛОЖЕНИЯ - модули или части, в рамках которых реализуется 
основной функционал для приложения, БД приложения общая  с сайтом   eh-electro-
house.ua  и обмен данными происходит по методологии REST API. 
3. Назначение: основное назначение приложения - продажа электроприборов и товаров 
оптом. 
1.2. Концепция, основная идея, возможности 
Создание данного мобильного приложения необходимо как дополнение для 
просмотра своих персональных цен, создания заказов (для зарегистрированных) и заявок 
(для незарегистрированных пользователей) с сайта https://eh-electro-house.ua/ для 
владельцев мобильных устройств на базе основных операционных систем IOS и Android. 
 
Возможности которые дает личный кабинет: 
• Видеть Ваши персональные цены, полученные у Вашего менеджера. 
• Смотреть остатки в формате “в наличии, мало, не в наличии” 
• Делать заказы продукции ElectroHouse (в том числе с возможностью DropShipping) 
• Видеть историю своих заказов. 
• Подписаться на курсы ElectroHouse Education System и пройти обучение. 
1.3. Задачи, решаемые при помощи приложения 
Основная цель — упростить ориентирование в наличии продукции, 
информирование о новой продукции и заказ/заявку для пользователей сайта владеющих 
мобильными устройствами на базе операционных систем IOS и Android OS. 
1.4. Архитектура приложения 
Платформа приложения должна состоять из 3-х основных частей (см. схему 1): 




• сервер (Содержит веб-сервисы, которые обслуживают запросы  клиентских 
приложений и передают им содержательную часть Сервисов), в качестве серверной 
части используется API и БД текущего сайта Заказчика; 
• база данных (Служит для непосредственного хранения содержательной части 
Сервисов. В случае, если необходимая информация уже содержится в источниках, к 
которым предоставлен доступ, используется API этих удаленных ресурсов, 





Таким образом, ПРИЛОЖЕНИЕ должно представлять собой клиент-серверное 
приложение, клиентскую часть которого пользователь устанавливает непосредственно на 
мобильное устройство. В процессе работы клиентское приложение обменивается данными 
с серверной стороной приложения посредством веб-сервисов (API). 
Технология реализации приложений кросс-платформенный JS фреймворк – Ionic 
Framework 3 для разработки полноценных версий приложений под платформы Android и 
IOS.  
Серверная часть реализуется на PHP.  Формат обмена данными - JSON. 
1.5. Технические требования к мобильным приложениям 
1. Операционные системы: 
o IOS 10+;  
o Android 5.0+ (в некоторых случая предусматривается поддержка от версии 6.0+ 
для китайских смартфонов);  
2. Интеграции: 
i. push нотификации (сервис One Signal); 
ii. Мониторинг сбоев происходит через Play Market и AppStore 
Общее: 
o Работа приложения только в режиме онлайн.  
o Локализация - русский  язык. С передачей идентификатора языка 
o Ориентация экрана - вертикальный режим. Планшетная версия приложения не 
предусматривается в данной разработке.  





1.6. Общие требования к дизайну экранов пользователя 
Интерфейс приложения должен быть выполнен в стиле material design и iOS 
(соответственно для каждой платформы и соблюдать их основные концепты GuideLine). 
Все макеты должны быть выполнены в в одном из 3-х форматов — XD (Adobe XD формат). 
Каждый элемент дизайна должен быть представлен в отдельном слое. 
Фон экрана должен быть однородным и повторяющимся. 
Мелкие элементы дизайна (иконки, стрелки, буллеты и т.д.) в случае их многократного 
повторения в макете (например, маркированный список, меню и прочее) должны быть 
представлены в отдельном макете дизайна. 
1.7. Иконка приложения  
При производстве дизайна приложения, предоставляется логотип (иконка) 
приложения для использования ее в сторах и в размерах 1024х1024 пикс.  
Иконка разрабатывается с учетом фирменных стилей и цветов Заказчика.  
Также предусматривается разработка сплеш-скрин (заставки перед запуском приложения) 
размером 2048х2048,а также иконки в планшетном формате для Google Play 
Market(размеры уточню). 
 
1.8. Сплеш скрин 
Данный экран отображается при каждом запуске приложения (после нажатия на 
иконку приложения на устройстве пользователя) 
Сплеш скрин делает загрузку (запуск) приложения некоторое время, после чего 
пользователь переходит по умолчанию на экран “Главный” (рис. 2.8). 
2. Описание работы клиентского приложения 
2.1. О сервисе 
Основные функции: 
  
• Авторизация, Восстановления пароля пользователя 
• Каталог продукции 
• Категории и фильтры товаров каталога 
• Оформление заказа продукции 
• История заказов пользователя 
• Профиль пользователя 
• Заказ образцов 
• Обратная связь 
• Персональные цены (для авторизированных пользователей) 
• Общие заявки всех пользователей (для менеджера сервиса) 
• Управление списком пользователей - регистрация, назначение персональной скидки 
(для менеджера сервиса) 
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• Пуш уведомления (при необходимости уведомления о новостях) 
 
2.3. Роли пользователей 
Всего в приложении есть три роли пользователей: 
• Менеджер (заявки, список пользователей, скидки) 
• Пользователь (прикреплен к одному из менеджеров), ему доступен личный 
кабинет  
• Гость (видит цены в розницу) 
Скидка в ручном режиме задается менеджером для каждого из клиентов. 
2.2. Меню приложения 
Меню доступно со всех страниц кроме экранов “Сплеш / Авторизация / 
Восстановление пароля  / Оформление заказа”. Меню разделено на 2 типа: нижний сайдбар 
(до 5 пунктов - разные для гостя (неавторизованного пользователя) / авторизированного 
пользователя / менеджера) и левое боковое меню.  
2.2.1 Нижний сайдбар 
Нижний сайдбар - гость:  
• Каталог 
• Сделать заказ 
• Отправить сообщение (форма “Задать вопрос специалисту”) 
Нижний сайдбар  - авторизованный пользователь (клиент):  
• Каталог 
• Мои заказы 
• Сделать заказ 
• Отправить сообщение (форма “Задать вопрос специалисту”) 
• Профиль 
Нижний сайдбар - менеджер:  
• Каталог 
• Заявки (заказы пользователей которые за ним закреплены ) 
• Пользователи (список пользователей которые за ним закреплены) 
• Профиль 
2.2.2. Боковое меню 
Меню боковое:  
• Авторизация/ (для роли гость), для авторизованных пользователей заменяется поля: 
имя пользователя и кнопка "Выход из аккаунта(Logout)" 
• Новости 
• Заказать образцы  
• Обучение (форма “Отправить заявку”) 
• Информация партнерам (статический раздел) 
• Доставка и оплата 





Рис. 2.2.2 - Боковое меню приложения не авторизированного пользователя. 
 
Рис. 2.2.3 - Боковое меню приложения  авторизированного пользователя и менеджера. 




Рис.2.3 - Верхний сайдбар 
Содержит иконку меню, логотип компании, кнопку обратного вызова (поступает 
колл-бэк с телефона компании - после нажатия на него отображается инфо уведомление 
“Ожидайте звонок от менеджера”). Если пользователь не авторизирован, то необходимо 
выдать модальное окно для ввода номера телефона. Номер телефона зарегистрированного 
пользователя  передается автоматически. 
У роли менеджер в верхнем сайдбаре не будет кнопки обратного вызова. 
 
2.4. Список экранов и поп-апов приложения 
1. Экраны приложения: 
a. Сплеш-скрин; 
b. Экраны авторизации: 
i. Авторизация; 
ii. Восстановление пароля. 
c. Основные экраны: 
 .Главный экран (категории продукции 1го уровня); 
i.Каталог товаров (категории продукции 2го уровня); 
ii.Список товаров (плиткой + поиск/фильтры); 
iii.Экран товара (фото товара, описание/детали, рекомендуемые - опционально); 
iv.Корзина; 
v.Оформление заказа. (Подтверждение заказа). 
d. Экраны личного кабинета : 
 .Личный кабинет (профиль пользователя); 
i.Мои заказы; 
ii.Детали заказа; 
iii.Окно Сделать заказ (из  меню). 
e. Второстепенные экраны: 
 .Новости; 
i.Новость; 
ii.Форма “Задать вопрос специалисту” (просто форма без хранения переписки); 
iii.Форма  “Заказать образцы” (формат формы предусмотреть динамический список, как у 
страницы Интересующие образцы сайта); 
f. Вспомогательные экраны: 
 . Обучение (Курсы - отправить заявку); 
i. Информация партнерам; 
ii. Доставка и оплата; 
iii. О компании (Контакты); 
iv. Настройки; 
v. Поиск только по каталогу товаров. 
g. Экраны менеджера:  
 .Общие заказы (заказы привязанных клиентов); 
i.Просмотр заказов пользователя; 




iv.Редактирование профиля пользователя; 
v.Создание профиля пользователя. 
2. Поп-апы (всплывающие окна): 
 . Подтверждение заказа; 
a. Окно ошибки ввода данных (валидационные уведомления); 
b. Инфо окна (уведомления разного рода). 
 
2.2.4 2.5. Авторизация 
 
Рис. 2.5 - “Авторизация пользователя” 
 
Для определения роли пользователя и предоставления доступа к функционалу 
приложения необходимо пройти авторизацию.  
На текущем экране отображены следующие поля: 
 
• Email или имя - input type поле с валидацией, тип данных string; 
• Пароль - input type поле для ввода пароля,тип данных string; 
• Войти - функциональная  submit-кнопка с ивентом и проверкой, при нажатии 
на которую авторизуется пользователь,  при условии того, что все поля 
заполнены корректно. После нажатия на данную кнопку пользователь 
переходит на экран “Главный” (рис. 2.8). 





Рис. 2.7 - Восстановление пароля. 
Для восстановления пароля используются поле ввода email/никнейм. Если такое 
совпадение найдено в базе данных, то пользователю на почтовый адрес отправляется 
письмо с новым паролем. 
 
Рис. 2.7.1 - Уведомление о восстановление пароля 
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После успешной отправки письма с паролем пользователю выдается уведомление о 
успешном восстановлении пароля.  
2.8. Главный экран пользователя 
  Изображения в слайдере. Изображения получаем в формате .png, jpg с серверной 
стороны. При клике на изображение не происходит никаких переходов внутри приложения. 
Переход по ссылке возможен в браузер устройства клиента. 
 
 
Рис. 2.8 - Главный экран приложения (Клиент) 
 
На главном экране пользователю (авторизованный клиент) доступно функциональное 
меню:  
• Верхний сайдбар; 
• Слайдер с изображениями; 
• Поле поиска товара по каталогу, поиск начинается по введенным 3м символам 
названия товара; 
• Перечень основных категорий товаров в виде плитки с фото категорией и названием: 
новинки, LED освещения, низковольтное оборудование, материалы для монтажа, 
кабель слаботочный, электрофурнитура, арматура СИП. Каждый элемент категории 
кликабельный и производит переход на следующий экран.  
• Нижний сайдбар пользователя (меню).  




Рис. 2.9 - Главный приложения (Менеджер) 
На экране расположены:  
• Верхний сайдбар; 
• Слайдер с изображениями (без переходов); 
• Поле поиска товара по каталогу, поиск начинается по введенным 3м символам 
названия товара; 
• Перечень основных категорий товаров в виде плитки с фото категорией и названием: 
новинки, LED освещения, низковольтное оборудование, материалы для монтажа, 
кабель слаботочный, электрофурнитура, арматура СИП. Каждый элемент категории 
кликабельный и производит переход на следующий экран; 
• Нижний сайдбар менеджера.  
 






Рис. 2.10 - Главный экран гостя 
 
На рис. 2.10 отображается виде главного экрана для незарегистрированного 
пользователя (гость). Данному пользователю разрешено просматривать основной контент 
приложения (каталог товаров), взаимодействовать с товарами (добавлять в корзину с 
последующим оформлением), а также отправить сообщение (форма “Задать вопрос”). 
 
2.11. Каталог товаров (категории 2го уровня) 
 
Рис. 2.11 - Категории 2го уровня каталога 
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На экране расположены:  
• Верхний сайдбар 
• Поле поиска товара по каталогу, поиск начинается по введенным 3м символам 
названия товара. 
• Перечень второстепенных категорий товаров в виде плитки с фото категорией и 
названием в зависимости от выбранной категории. Каждый элемент категории 
кликабельный и производит переход на следующий экран - список товаров.  
• Нижний сайдбар в зависимости от роли пользователя. 
2.11.1 Список товаров категории 
 
Рис. 2.11.1 - Список товаров 
На экране представлен список товаров в виде плитки со следующими полями:  
• Верхний сайдбар 
• Поле поиска товара по каталогу, поиск начинается по введенным 3м символам 
названия товара. 
• Кнопка “Фильтр” - при нажатии открывается всплывающее окно (рис. 2.11.2) с 
перечнем опций доступных для выбора и фильтрации по списку товаров. Фильтры 
применяются к каждой категории товаров индивидуально и с бек-энд поступают 
списки опций фильтра;  
• Перечень товаров в виде плитки с фото товара и названием, ценой, артикулом. 
Каждый элемент категории кликабельный и производит переход на следующий 
экран - карточку товара (рис. 2.12);  
• Нижний сайдбар в зависимости от роли пользователя. 
Список товаров подгружается при скролле экрана (бесконечно) по 20-30 элементов за один 





Рис. 2.11.2 - Фильтр товаров (всплывающее окно) 
На данном экране во всплывающем окне виден список опций фильтра в виде чек-
боксов в зависимости от выбранной категории товаров. Может быть предусмотрен 
множественный выбор чек-боксов (несколько значений одновременно) по которым 
выбирается фильтр. 
2.12. Карточка товара 
 




На экране “Карточка товара” расположена основная информация о выбранном 
товара с каталога (наименование,артикул, характеристики товара, цена, описание), а также 
есть специальный счетчик позволяющий заказать при желании сразу несколько единиц 
товара в один клик. Для заказа товара, пользователю необходимо нажать соответствующую 
кнопку “В корзину”, при нажатии на эту кнопку, выбранный товар помещается в корзину 
(рис. 2.13) для последующего оформления заказа. Дизайн карточки товара включает в себя 
разделение описания товара от деталей товара в виде табов (рис. 2.12.2), для удобства 
получения информации конечным пользователем, а также для разграничения размещения 
большого кол-ва информации в описании и деталях определенного товара.  
У товара 2 цены - розница и опт. 
Ниже описания товара находится слайдер-прокрутка с рекомендуемыми товарами к 
данному товару (до 5 шт.). Эти товары поступают с API. 
 
Рис. 2.12.2. - “Карточка товара”. Детали товара. 
На экране представлены:  
• Название товара - наименование товара в string формате; 
• Артикул  - порядковый номер товара в string формате; 
• Изображение товара - ссылка на картинку с back-end. 
• Видео товара - ссылка на youtube канал; 
• Характеристики товара - json массив содержащий в себе характеристики товара; 
• Описание товара - json массив содержащий в себе характеристики товара; 
• Цена товара - string; 
• Счетчик кол-ва - функциональная кнопка, по нажатию на которую 
происходит“Добавление” и “Убавление” кол-во единиц товара; 
• “В корзину” - функциональная кнопка по нажатию на которую происходит 
добавление выбранного товара в корзину.  
 
Также на текущем экране “Карточка товара” отображается пользователю список 
рекомендованного/похожего товара. Данный список рекомендованного/похожих товара 
мобильный клиент получает с back-end сервера. 
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Рекомендуемые товары выглядят в виде слайдер с горизонтальной прокруткой  по свайпу 
(до 5 элементов).  
2.2.5 2.13. Корзина пользователя 
 
Рис. 2.13.  - Корзина пользователя 
На экране корзины пользователь видит добавленные им ранее товары в корзину. На данном 
экране пользователь может просмотреть выбранный товар, отредактировать его кол-во 
(удалить, добавить), оформить свой заказ. На иконке корзины будет отображаться 
нотификатор в виде красной точки. 
 
Карточка товара в корзине имеет два вида визуального состояния: 
• Сокращенное - отображается минимально-необходимая информация, такая как кол-
во товара и цена; 
• Раскрытое - по нажатию на карточку товара открывается более подробный список 
характеристик товара, а также его статус; 
Оформить заказ - функциональная кнопка, по нажатию на которую происходит 
перенаправление на экран “Оформление заказа” (рис. 2.14.) 





Рис. 2.14.  - Оформление заказа 
На экране “Оформление заказа” пользователю предложено продолжить оформление 
заказа сделанного ранее (отложенного в корзину товара). Для этого ему необходимо 
заполнить несколько обязательных полей, если пользователь зарегистрирован в системе, то 
данные поля заполняются автоматически информацией из профиля пользователя (личные 
данные).  
 
• Имя - string; 
• Фамилия - string; 
• Телефон - string; 
• E-mail - string; 
• Область - string; 
• Город - string; 
• Служба доставки - string; 
• Отдел доставки - string; 
• Отделение № - string; 
• Название компании - string; 
• Комментарий - string; 
• “Оформить” - функциональная кнопка, по нажатию на которую происходит 
проверка введенных данных в обязательные поля для заполнения и отправление 
данных о заказе. Если данные не заполнены, или заполнены не корректно, то 





рис 2.14.1 Ошибка при оформлении заказа. 
2.15. Профиль пользователя 
 




На экране “Профиль пользователя” пользователю предоставлен доступ к дополнительному 
функционалу, а именно: 
 
• Личные данные - функциональная кнопка, по нажатию на которую происходит 
перенаправление пользователя на экран “Личные данные” (рис. 2.16); 
• Заказать образцы - функциональная кнопка, по нажатию на которую происходит 
перенаправление пользователя на экран “Заказать образцы” (рис. 2.19). 




Рис. 2.16 - Личные данные пользователя 
 
На экране “Личные данные пользователя” отображается список информации оставленной 
пользователем при регистрации, а именно: 
 
• Имя - string; 
• Фамилия - string; 
• Номер телефона - string; 
• E-mail - string; 
• Область - string; 
• Город - string; 
• Название компании - string; 
Данные в профиле будут хранится всегда - они заполнятся могут менеджером или первично 
с первого заказа из корзины они должны сохраняться.  





Рис. 2.17 - Мои заказы 
 
Экран отображается в виде списка перечня элементов, содержащих основную информацию 
о заказе: 
• Номер заказа - integer; 
• Тип оплаты - string; 
• Дата оформления - datetime; 
• Статус (состояние) - string; 
• Компания - string; 
• Имя - string; 
• Ник - string; 
• Тип доставки - string; 
• Сумма заказа - float. 
 
Каждый элемент списка кликабелен и ведет на экран “Детали заказа” (рис. 2.18). Текущий 
заказ имеет специальную пометку, в дизайне интерфейса данная пометка будет интуитивно 
выделена. 




Рис. 2.18 - Экран просмотр заказа. 
 
На экране представлен список товаров, которые фигурируют в заказе. Описан номер 
заказа, Тип оплаты, Дата оформления, Статус (состояние), Компания, Имя, Ник, Тип 
доставки, Сумма заказа.  
На экране заказа пользователь видит заказанные им ранее товары. На данном экране 
пользователь может просмотреть товары в заказе,  
Товары имеют два вида визуального состояния: 
• Сокращенное - отображается минимально-необходимая информация, такая как кол-
во товара и цена. 
• Раскрытое - по нажатию на карточку товара открывается более подробный список 
характеристик товара, а также его статус.  
2.19. Заказать образцы  
 




На экране “Заказать образец”  пользователю предоставляется возможность оставить 
заявку на получение образца продукта. Для этого ему необходимо заполнить специальную 
форму. Все основные поля (в случае, если пользователь авторизирован), автозаполняются 
данными с его профиля. 
 
• Имя - string; 
• Фамилия - string; 
• Телефон - string; 
• E-mail - string; 
• Область - string; 
• Город - string; 
• Служба доставки - dropdown список с выбором способа доставки (JSON массив с 
списком служб доставки) 
• Отделение № - string; 
• Название компании - string; 
• Интересующие образцы - dropdown список с выбором интересующих образцов 
(JSON массив с списком предоставляемых образцов) 
• Вид деятельности - dropdown список с выбором видов деятельности (JSON массив с 
списком видов деятельности) 
• Комментарий -  string; 
• Кнопка “Оформить” - функциональная кнопка по нажатию на которую происходит 
валидация основных полей. При успешной валидации сформированный запрос 
отправляется на сервер. 
2.20. Экран “Обучающая система” 
 
 
Рис. 2.20 - Обучающая система 
 
На экране “Обучающая система”  пользователю предоставляется возможность 
выбрать нужный курс для обучения из списка. Список курсов мы получаем с back-end. 




При выборе нужного курса необходимо отправить форму (2.20.1) на запрос обучения. Все 
основные поля (в случае, если пользователь авторизирован), автозаполняются данными с 
его профиля.  
 
 
2.20.1 Форма для записи на обучение 
 
На экране “Форма для записи на обучение” пользователю необходимо заполнить все 
обязательные поля для корректной отправки формы. Название курса отображается в title. 
 
• Имя - string; 
• Фамилия - string; 
• Телефон - string; 
• E-mail - string; 
• Область - string; 
• Город - string; 
• Организация-  string; 
• “Отправить - функциональная кнопка по нажатию на которую происходит 
валидация основных полей. При успешной валидации сформированный запрос 
отправляется на сервер. 






Рис. 2.21 - Новости 
 
На экране “Новости” отображен список новостей. Список новостей формируется 
посредством получения с back-end массива в формате JSON с названием новости. По 
нажатию на название новости пользователя перенаправляет на экран с подробным 
описанием новости (рис. 2.22)  
 
 





Рис. 2.21. - Экран отдельной новости 
 
Элементы экрана: 
1. Фото новости (формата jpg/png). 
2. Название новости (заголовок)  -  string; 
3. Дата новости  -  date; 
4. Текст новости  -  string. 
Кнопка “Назад” возвращает на список новостей (рис. 2.20). Текст новости прокручивается 
до конца экрана.  
2.23. Вопрос специалистам 
 
 




На экране пользователь может задать вопрос одному из специалистов заполнив форму.  
 
Элементы экрана: 
Все основные поля (в случае, если пользователь авторизирован), автозаполняются данными 
с его профиля. 
 
• Имя - string; 
• Телефон - string; 
• E-mail - string; 
• Сообщение -  string; 
• “Отправить - функциональная кнопка по нажатию на которую происходит 
валидация основных полей. При успешной валидации сформированный запрос 
отправляется на сервер. 




рис. 2.24 Раздел “Партнерам”. 
 
На экране “Партнерам” пользователю предоставлен список решений и сервисов. 
Данный список получаем с back-end части либо Экран с перечнем ссылок на действующий 
сайт, каждый новый пункт открывает ссылку в окне браузера.. Каждый пункт из этого 
списка кликабелен с переходом на новый экран соответствующего выбранного ранее 
пункта из списка.  Данные о каждом внутреннем экране также передает серверная часть. 
 




2.25.1. Доставка и оплата  
 
 
рис. 2.25.1 - Экран “Доставка/Оплата”. 
 
Текстовый экран с картинками, где рассказывается об условиях доставки, пунктах 





рис. 2.25.2 - Экран “Помощь”. 
 
Текстовый экран с условиями сотрудничества с юридическими лицами.   
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2.25.3. О компании 
 
рис. 2.25.3 - Экран “О компании”. 
 
Текстовый экран. Публикуются данные  о работе компании и ссылки на страницы компании 










На экране настроек пользователь опционально настраивает возможности приема 
push-уведомлений, видит статические ссылки на веб-сайт (открывается ссылка отдельно в 
браузере) либо вспомогательные материалы по сервису (политика конфиденциальности, 
условия пользования и т.д.). 
 
3. Экраны менеджера 
3.1. Мои заказы 
 
Менеджеру доступны следующие экраны дополнительно и в отличии от обычного 
пользователя: 
1. Общие заказы (заказы привязанных клиентов); 
2. Просмотр/создание заказа пользователя; 
3. Список пользователей; 
4. Редактирование/создание профиля пользователя. 
 
 
Рис. 3.1 - Общие заказы менеджера 
 
Экран отображается в виде списка перечня элементов, содержащих основную информацию 
о заказе: 
• Номер заказа - integer; 
• Тип оплаты - string; 
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• Дата оформления - datetime поле не редактируемое, отображает дату оформления 
заказа. 
• Статус (состояние) - string; (оплачен, новый, отгружен, отменен) 
• Компания - string; 
• Имя - string; 
• Ник - string; 
• Тип доставки - string; 
• Сумма заказа - float. 




рис. 3.2 Заявки менеджера 
На экране “Заявки менеджера” отображается список заявок клиентов (присущи этому 
менеджеру) которые требуют обработки менеджером. Есть возможность отредактировать 
заказ, для этого менеджеру необходимо нажать соответствующую кнопку редактирования, 
данная кнопка должна быть отображена в дизайне приложения в интуитивно-понятном 
виде. Менеджеру доступен фильтр, в выборе которого можно отсортировать заявки по 
условию (все заявки, или заявки определенного клиента). Список клиентов, которые 
присущи определенному менеджеру, приложение получает с back-end. 
 
• Номер заказа - integer; 
• Тип оплаты - string; 
• Дата оформления - datetime; 
• Статус (состояние) - string; 
• Компания - string; 
• Имя - string; 
• Ник - string; 
• Тип доставки - string; 
• Сумма заказа - float; 
• “Фильтр заявок” - функциональный dropdown с выбором значения фильтра. 
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3.3 Редактирование заказа 
 
 
рис. 3.3 “Редактирование заказа” 
 
На экране “Редактирование заказа” менеджеру представлена функциональная 
возможность редактирования заказа клиента. Для этого необходимо нажать на пиктограмму 
“Редактирование” в меню “Заявки”. Менеджер может редактировать все поля. 
• Имя - string; 
• Фамилия - string; 
• Телефон - string; 
• E-mail - string; 
• Область - string; 
• Город - string; 
• Служба доставки - dropdown список с выбором способа доставки (JSON массив с 
списком служб доставки) 
• Отделение № - string; 
• Название компании - string; 
• Дата создания заявки - input type поле для ввода данных о времени заказа. Данное 
поле несет сугубо информационный смысл и не редактируется.. 
• Пожелание (дополнить заказ товарами других торговых марок) -  string; 
• Кнопка “Сохранить” - функциональная кнопка по нажатию на которую происходит 
валидация основных полей. При успешной валидации сформированный массив 
данных отправляется на сервер. 
3.4 Создание заказа для клиента. 
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Менеджеру предоставлена возможность создания заказа для определенного клиента. 
Для этого ему необходимо выбрать в каталоге нужный товар, добавить его в корзину. 
Внутри корзины есть функциональный dropdown который позволяет выбрать пользователя 




рис. 3.4 Корзина заказа для клиента. 
 
По нажатию на кнопку “Оформить” менеджера перенаправляет на экран 
оформления заказа, аналогичный экрану как у клиента (рис. 2.14), где заполняет все 
необходимые поля. Поля заполненные у выбранного пользователя (на которого 
оформляется заказ) в профиле, заполняются автоматически (менеджер выбирает 
необходимого пользователя с выпадающего списка вверху экрана). Сумма для партнера 
считается и отображается в долларах и грн. Сумма для зарегистрированного пользователя  в 




рис. 3.4.1 - Оформление заказа от менеджера. 
На экране “Оформление заказа” пользователю предложено продолжить оформление заказа 
сделанного ранее (отложенного в корзину товара). Для этого ему необходимо заполнить 
несколько обязательных полей. Менеджер может оформлять заказ на любого пользователя 
(как на своего клиента, так и заполнить произвольные данные):  
 
• Имя - string; 
• Фамилия - string; 
• Телефон - string; 
• E-mail - string; 
• Область - string; 
• Город - string; 
• Служба доставки - string; 
• Отдел доставки - string; 
• Отделение № - string; 
• Название компании - string; 
• Комментарий - string; 
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• Форма оплаты - string; выбирается из селектбокса 
• “Оформить” - функциональная кнопка, по нажатию на которую происходит 
проверка введенных данных в обязательные поля для заполнения и отправление 
данных о заказе. Если данные не заполнены, или заполнены не корректно, то 
менеджер будет оповещен об этом в виде ошибки в pop-up окне. 
2.2.7 3.5 Список пользователей (клиентов). 
 
 
рис. 3.5 Список пользователей (клиентов) 
 
На экране “Список пользователей (клиентов)” отображается список пользователей, 
которые “привязаны” на определенного менеджера. Данный список кликабелен, по 
нажатию на клиента с текущего списка менеджера перенаправляет на экран с данными о 
пользователе (3.5.1) В поле выбора пользователя возможен поиск по ФИО клиента.  
 
• Список пользователей (клиентов) - массив в формате JSON 
• Создать пользователя - функциональная кнопка, по нажатию на которую происходит 






рис. 3.5.1 Просмотр  данных о пользователе 
 





рис. 3.5.2 Создание пользователя. 
 
Также менеджеру доступен функционал создания нового пользователя. Менеджер 




• Имя - string; 
• Фамилия - string; 
• Номер телефона - string; 
• E-mail - string; 
• Область - string; 
• Город - string; 
• Название компании - string; 
• Скидка пользователя - integer;  - задается вручную менеджером 
• Кнопка “Сохранить” - функциональная кнопка по нажатию на которую происходит 
валидация введенных данных в поля и формирование массива данных для отправки 
на серверную часть. 
  
4. Этапы работ 
1. Разработка и согласование четкого ТЗ с описанием экранов приложения и 
функционирования бек-части, а также разработка архитектуры API приложения. 
2. Разработка фронт-части приложений для iOS и android. 
3. Подключение фронт-части к бекэнду веб-версии посредством спроектированного 
API. 
4. Тестирование. 
5. Размещение в маркетплейсах (PlayStore / AppStore). 
 
Календарное планирование выхода кроссплатформенной версии (до 30 - 40 
календарных дней):  
• авансовый платеж  
• составление полного ТЗ, описание API, изменений в приложении и админ-панели  и 
утверждение с Заказчиком; 
• разработка фронт-части (кросс-платформенное приложение на ионик (под 
Андроид/ИОС) - срок разработки 2 мес. 
• разработка дизайна приложения (7-10 рабочих дней), дата окончания 22.03.19. 
• первый спринт (разработка 10-12 рабочих дней): дата выкатки __.__.19, верстка, 
функционал экранов: сплеш скрин, меню приложения, верхний и нижний сайдбар 
(для разных ролей пользователей), авторизация, восстановление пароля, главный 
экран пользователя/менеджера/гостя (каталог).       
• второй спринт (разработка 10-12 рабочих дней): дата выкатки __.__.19, функционал 
экранов: каталогов товаров 2го уровня, список товаров (каталог), фильтры (поиск), 
карточка товара, корзина пользователя. 
• 2я оплата по условиям Договора разработки №19-3/1 от _______ п. 2.2.2 
• третий спринт (разработка 10-12 рабочих дней): дата выкатки __.__.19, функционал: 
корзина пользователя (редактирование товаров), оформление заказа, профиль 
пользователя, личные данные пользователя, мои заказы (история заказов), детали 
заказа (просмотр истории заказов),  экраны менеджера: просмотр списка 
пользователей, добавление/редактирование данных пользователя, просмотр списка 
заказов пользователя, редактирование данных заказа, корзина менеджера. 
• четвертый спринт (разработка 10-12 рабочих дней): дата выкатки __.__.19 - 
функционал о компании, обратная связь, пуш уведомления, функционал, вопросы 
специалистам, новости/акции, вывод новостей о компании, обратная связь, пуш 
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уведомления, тестирование и ОТЛАДКА приложения (правка багов), публикация на 
плей маркет/эпстор, передача  всех исходных кодов.  
• оплата остатка за проект после публикацией на сторы, перед передачей исходных 





Додаток В. Код деяких модулей мобільного додатку 
App.scss 
@font-face { 
    font-family: SNFU Light; /* Имя шрифта */ 




    font-family: SNFU Regular; /* Имя шрифта */ 




    font-family: SNFU Medium; /* Имя шрифта */ 




    font-family: SNFU Semibold; /* Имя шрифта */ 




    font-family: SNFU Bold; /* Имя шрифта */ 









  width: 50%; 
  padding-left: 15px; 




    font-family: SNFU Regular; 
} 
p{ 




    font-size: 16px; 
    text-align: center; 
    width: 80%; 
    margin: 0 auto; 




    display: block; 
    background: #E3000F; 
    color: white; 
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    font-weight: 600; 
    width: 100%; 
    border-radius: 10px; 
    padding-top: 16px; 
    padding-bottom: 12px; 





  opacity: 1; 
  transform: translateY(0px); 
  height: 80%; 
  margin: 0 auto; 
  margin-top: 50px; 




 ion-modal ion-backdrop{ 
  visibility: visible; 








    display: flex; 
    flex-wrap: wrap; 




    width: 93%; 
    margin: 0 auto; 
    border: none; 
    margin-top: 16px; 
 
    ::-webkit-input-placeholder { /* Chrome/Opera/Safari */ 
        color: rgba(0, 0, 0, 0.36); 
      } 
      ::-moz-placeholder { /* Firefox 19+ */ 
        color: rgba(0, 0, 0, 0.36); 
      } 
      :-ms-input-placeholder { /* IE 10+ */ 
        color: rgba(0, 0, 0, 0.36); 
      } 
      :-moz-placeholder { /* Firefox 18- */ 
        color: rgba(0, 0, 0, 0.36); 
      } 
 
    ion-icon{ 
        color: rgba(0, 0, 0, 0.36); 
        padding: 5px 8px!important; 
    } 
} 
.red-button{ 
  width: 100%; 
  background-color: #E3000F; 
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  border-radius: 10px 10px; 
  height: 50px; 
  p{ 
    color: white; 
    font-family: "SNFU Semibold"; 
  } 
} 
//padding for ios 
ion-navbar { 
  padding-top: constant(safe-area-inset-top) !important; //for iOS 11.2 
  padding-top: env(safe-area-inset-top) !important; //for iOS 11.1 
} 
 
//footer height for ios 
.footer-md{ 
  height: 50px; 
  background: #F8F8F8; 
} 
.footer-ios{ 
  height: calc(50px + constant(safe-area-inset-top)); 
  height: calc(50px + env(safe-area-inset-bottom)); 
  background: #F8F8F8; 
 
  .footer_box{ 
    padding-top: 10px; 




  border-radius: 15px !important; 
  .alert-head{ 
    padding: 8px 8px 20px; 
    .alert-title{ 
      font-size: 17px; 
      font-family: SNFU Medium; 
      text-align: center; 
    } 
  } 
  .alert-button{ 
    width: 100%; 
    background: #E3000F; 
    border-radius: 10px; 
    font-size: 17px; 
    font-family: SNFU Semibold; 
    margin-bottom: 10px; 
    text-transform: none; 
    color: #ffffff; 
    .button-inner{ 
      justify-content: center; 
    } 
  } 
  ion-app.platform-ios12 ion-content{  
    pointer-events: auto; 




import { Component } from '@angular/core'; 
import { Platform, MenuController } from 'ionic-angular'; 
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import { StatusBar } from '@ionic-native/status-bar'; 
import { SplashScreen } from '@ionic-native/splash-screen'; 
import { HomePage } from '../pages/home/home'; 
import { App } from 'ionic-angular'; 
import { PushProvider } from '../providers/push/push'; 
import { TranslateService } from '@ngx-translate/core'; 
 
@Component({ 
  templateUrl: 'app.html' 
}) 
export class MyApp { 
 
  rootPage:any = HomePage; 
  statusPush: boolean; 
 
  constructor(platform: Platform,  
              statusBar: StatusBar,  
              splashScreen: SplashScreen,  
              app: App, 
              pushProv: PushProvider, 
              menuCtrl: MenuController, 
              private translater: TranslateService) { 
    platform.ready().then(() => { 
      this.getLanguagesAndSetDefault() 
      statusBar.styleDefault(); 
      splashScreen.hide(); 
      pushProv.signToPushes(); 
    }); 
    platform.registerBackButtonAction(() => { 
      let nav = app.getRootNav(); 
      if(nav.canGoBack()){ 
        nav.pop(); 
      } else { 
        menuCtrl.enable(false); 
        nav.setRoot(HomePage); 
      } 
    }); 
  } 
  getLanguagesAndSetDefault(){ 
    const elecntroInfo = JSON.parse(localStorage.getItem('electrohouseAppInfo')); 
    if(elecntroInfo && elecntroInfo.language){ 
      this.translater.use(elecntroInfo.language); 
    } else { 
      this.translater.use('ua'); 
      localStorage.setItem('electrohouseAppInfo', JSON.stringify({language: 'ua'})); 
    } 




import { HomePage } from '../pages/home/home'; 
import { LoginPage } from '../pages/login/login'; 
import { RecoveryPassPage} from '../pages/recovery-pass/recovery-pass'; 
import { RecoveryKeyPage } from '../pages/recovery-key/recovery-key'; 
import { OrdersPage } from '../pages/orders/orders'; 
import { SearchResultPage } from '../pages/search-result/search-result'; 
import { SubCategoriePage } from '../pages/sub-categorie/sub-categorie'; 
import { ProductsPage } from '../pages/products/products'; 
import { ProductDetailsPage } from '../pages/product-details/product-details'; 
import { CartPage } from '../pages/cart/cart'; 
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import { OrderRegistrationPage } from '../pages/order-registration/order-registration'; 
import { PersonalDataPage } from '../pages/personal-data/personal-data'; 
import { ProfilePage } from '../pages/profile/profile'; 
import { OrderSamplesPage } from '../pages/order-samples/order-samples'; 
import { OrderInfoPage } from '../pages/order-info/order-info'; 
import { ManagerUsersPage } from '../pages/manager-users/manager-users'; 
import { UserInfoPage } from '../pages/user-info/user-info'; 
import { NewsPage } from '../pages/news/news'; 
import { NewsItemPage } from '../pages/news-item/news-item'; 
import { AskPage} from '../pages/ask/ask'; 
import { CursesPage } from '../pages/curses/curses'; 
import { InfoPage } from '../pages/info/info'; 
import { ForPartnersPage } from '../pages/for-partners/for-partners'; 
import { SettingsPage } from '../pages/settings/settings'; 
 
import { UserServiceProvider } from '../providers/user-service/user-service'; 
import { ConfigProvider } from '../providers/config/config'; 
import { AlertProvider } from '../providers/alert/alert'; 
import { LoadingProvider } from '../providers/loading/loading'; 
import { HandlerErrorProvider } from '../providers/handler-error/handler-error'; 
import { OrderProvider } from '../providers/order/order'; 
import { CatalogProvider } from '../providers/catalog/catalog'; 
import { CommonProvider } from '../providers/common/common'; 
import { InfoProvider } from '../providers/info/info'; 
import { PushProvider } from '../providers/push/push'; 
import { InAppBrowser } from '@ionic-native/in-app-browser'; 
import { PhotoViewerComponent } from '../components/photo-viewer/photo-viewer'; 
import { ProductItemComponent } from '../components/product-item/product-item'; 
import { CategoryItemComponent } from '../components/category-item/category-item'; 
import { ProductSmallItemComponent } from '../components/product-small-item/product-small-item'; 
 
// const firebaseConfig = { 
//   apiKey: "AIzaSyCe8xBw8NW3M6bRvHrXXHZXnu0IuHqb_00", 
//   authDomain: "electrohouse-94a59.firebaseapp.com", 
//   databaseURL: "https://electrohouse-94a59.firebaseio.com", 
//   projectId: "electrohouse-94a59", 
//   storageBucket: "", 
//   messagingSenderId: "949158516658", 




  declarations: [ 
    MyApp, 
    HeaderComponent, 
    MenuPartComponent, 
    FooterComponent, 
    SubCategoriePage, 
    ProductItemComponent, 
    CategoryItemComponent, 
    FilterModalComponent, 
    MyOrdersItemComponent, 
    OrderProductItemComponent, 
    ProductSmallItemComponent, 
    FloatInputComponent, 
    PhotoViewerComponent, 
    OrdersPage, 
    ProductsPage, 
    SearchResultPage, 
    RecoveryKeyPage, 
    RecoveryPassPage, 
111 
 
    ProductDetailsPage, 
    CartPage, 
    LoginPage, 
    HomePage, 
    OrderRegistrationPage, 
    PersonalDataPage, 
    ProfilePage, 
    OrderSamplesPage, 
    OrderInfoPage, 
    ManagerUsersPage, 
    UserInfoPage, 
    NewsPage, 
    NewsItemPage, 
    AskPage, 
    CursesPage, 
    InfoPage, 
    ForPartnersPage, 
    SettingsPage 
  ], 
  imports: [ 
    BrowserModule, 
    HttpModule, 
    HttpClientModule, 
    IonicModule.forRoot(MyApp), 
    TranslateModule.forRoot({ 
      loader: { 
        provide: TranslateLoader, 
        useFactory: (createTranslateLoader), 
        deps: [HttpClient] 
      } 
    }) 
  ], 
  bootstrap: [IonicApp], 
  entryComponents: [ 
    MyApp, 
    HeaderComponent, 
    FloatInputComponent, 
    ProductItemComponent, 
    CategoryItemComponent, 
    ProductSmallItemComponent, 
    FilterModalComponent, 
    FooterComponent, 
    MenuPartComponent, 
    PhotoViewerComponent, 
    ProductDetailsPage, 
    RecoveryPassPage, 
    RecoveryKeyPage, 
    OrdersPage, 
    ProductsPage, 
    CartPage, 
    SubCategoriePage, 
    SearchResultPage, 
    LoginPage, 
    HomePage, 
    OrderRegistrationPage, 
    PersonalDataPage, 
    ProfilePage, 
    OrderSamplesPage, 
    OrderInfoPage, 
    ManagerUsersPage, 
    UserInfoPage, 
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    NewsPage, 
    NewsItemPage, 
    AskPage, 
    CursesPage, 
    InfoPage, 
    ForPartnersPage, 
    SettingsPage 
  ], 
  providers: [ 
    StatusBar, 
    SplashScreen, 
    {provide: ErrorHandler, useClass: IonicErrorHandler}, 
    UserServiceProvider, 
    ConfigProvider, 
    AlertProvider, 
    LoadingProvider, 
    HandlerErrorProvider, 
    OrderProvider, 
    CatalogProvider, 
    CommonProvider, 
    InfoProvider, 
    OneSignal, 
    AppVersion, 
    UniqueDeviceID, 
    PushProvider, 
    InAppBrowser 
  ] 
}) 
export class AppModule {} 
export function createTranslateLoader(http: HttpClient) { 
  return new TranslateHttpLoader(http, './assets/i18n/', '.json'); 
} 
Alert.ts 
import { Injectable } from '@angular/core'; 
import { AlertController } from 'ionic-angular'; 
 
@Injectable() 
export class AlertProvider { 
 
  server_message = "Возникла ошибка сервера!"; 
 
  constructor(public alertCtrl: AlertController) { 
  } 
 
  showSuccessAlert(message) { 
    const alert = this.alertCtrl.create({ 
      title: 'Успех!', 
      subTitle: message, 
      buttons: ['OK'] 
    }); 
    alert.present(); 
  } 
 
  showFailAlert(message) { 
    const alert = this.alertCtrl.create({ 
      title: 'Ошибка!', 
      subTitle: message, 
      buttons: ['OK'] 
    }); 
    alert.present(); 
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  } 
  showAlert(message){ 
    const alert = this.alertCtrl.create({ 
      title: '', 
      subTitle: message, 
      buttons: ['OK'] 
    }); 
    alert.present(); 
  } 
} 
Catalog.ts 
import { Injectable } from '@angular/core'; 
import { ConfigProvider } from '../config/config'; 
import { HttpClient } from '@angular/common/http'; 
 
@Injectable() 
export class CatalogProvider { 
 
  constructor(private http: HttpClient, 
              private config: ConfigProvider) {  } 
 
  getBanners(){ 
    let my_headers = { 
      'Content-Language': this.config.getCurrentLanguage() 
    }; 
    let userInfo = JSON.parse(localStorage.getItem("userInfoElectro")); 
    if(userInfo && userInfo.user_token){ 
      my_headers["X-Auth-Token"] =  userInfo.user_token; 
    } 
    return this.http.get(this.config.api_url + 'dashboard', {headers: my_headers}); 
  } 
  getSearchResult(search, page){ 
    const my_headers = { 
      'Content-Language': this.config.getCurrentLanguage() 
    }; 
    let userInfo = JSON.parse(localStorage.getItem("userInfoElectro")); 
    if(userInfo && userInfo.user_token){ 
      my_headers["X-Auth-Token"] =  userInfo.user_token; 
    } 
    return this.http.get(this.config.api_url + `search/?s=${search}&page=${page}`, {headers: my_headers}); 
  } 
  getCategories(page){ 
    const my_headers = { 
      'Content-Language': this.config.getCurrentLanguage() 
    }; 
    return this.http.get(this.config.api_url + `categories/root/${page}`, {headers: my_headers}); 
  } 
  getSubCategories(id, page){ 
    const my_headers = { 
      'Content-Language': this.config.getCurrentLanguage() 
    }; 
    return this.http.get(this.config.api_url + `categories/${id}/${page}`, {headers: my_headers}); 
  } 
  getProductInfo(id){ 
    let my_headers = { 
      'Content-Language': this.config.getCurrentLanguage() 
    }; 
    let userInfo = JSON.parse(localStorage.getItem("userInfoElectro")) 
    if(userInfo && userInfo.user_token){ 
      my_headers["X-Auth-Token"] =  userInfo.user_token; 
    } 
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      return this.http.get(this.config.api_url + `products/get/${id}`, {headers: my_headers}); 
  } 
  getProductsOfCategory(category_id, page, filters){ 
    let url = ''; 
    const my_headers = { 
      'Content-Language': this.config.getCurrentLanguage() 
    }; 
    let userInfo = JSON.parse(localStorage.getItem("userInfoElectro")); 
    if(userInfo && userInfo.user_token){ 
      my_headers["X-Auth-Token"] =  userInfo.user_token; 
    } 
    if(filters){ 
      url = this.config.api_url + `products/${category_id}/${page}?${filters}`; 
    } else { 
      url = this.config.api_url + `products/${category_id}/${page}`; 
    } 
    return this.http.get(url, {headers: my_headers}); 




import { Injectable } from '@angular/core'; 
import { ConfigProvider } from '../config/config'; 
import { AlertProvider } from '../alert/alert'; 
import { HandlerErrorProvider } from '../handler-error/handler-error'; 
import { LoadingProvider } from '../loading/loading'; 
import { App } from 'ionic-angular'; 
import { ProfilePage } from '../../pages/profile/profile'; 
import { TranslateService } from '@ngx-translate/core'; 
import { HttpClient } from '@angular/common/http'; 
 
@Injectable() 
export class CommonProvider { 
 
  nav; 
  constructor(public http: HttpClient, 
              private config: ConfigProvider, 
              private alert: AlertProvider, 
              private error: HandlerErrorProvider, 
              private loader: LoadingProvider,  
              private trnsProv: TranslateService, 
              private app: App){ 
    this.nav = this.app.getRootNavById('n4'); 
  } 
  orderSamples(data){ 
    this.loader.show(); 
    this.http.post(this.config.api_url + 'samples/request', data).subscribe( 
      data=>{ 
        this.loader.hide(); 
        this.trnsProv.get('order-samples-create-success').subscribe( 
          data => { 
            this.alert.showSuccessAlert(data); 
          } 
        ); 
        this.nav.setRoot(ProfilePage); 
      }, 
      err=>{ 
        this.loader.hide(); 
        this.error.errorHandler(err); 
      } 
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    ); 
  } 
  updateUser(data){ 
    const userData = JSON.parse(localStorage.getItem("userInfoElectro")); 
    const my_headers = { 
      'Content-Language' : this.config.getCurrentLanguage(), 
      'X-Auth-Token' : userData.user_token 
    } 
    return this.http.put(this.config.api_url + 'contacts/update', data, {headers: my_headers}); 
  } 
} 
Config.ts 
import { Injectable } from '@angular/core'; 
 
@Injectable() 
export class ConfigProvider { 
 
  private main_url = 'https://eherp.biz.ua/api/'; 
  public api_url = 'http://dev.eh-electro-house.ua/oc4/api/'; 
 
  constructor() { } 
 
  getCurrentLanguage(){ 
    const temp = JSON.parse(localStorage.getItem('electrohouseAppInfo')); 
    if(temp && temp.language){ 
      return temp.language; 
    } else { 
      return 'ua'; 
    } 





import { Injectable } from '@angular/core'; 
import { HandlerErrorProvider } from '../handler-error/handler-error'; 
import { App } from "ionic-angular"; 
import { HomePage } from '../../pages/home/home'; 
import { LoadingProvider } from '../loading/loading'; 
import { ConfigProvider } from '../config/config'; 
import { MenuController } from 'ionic-angular'; 
import { HttpClient } from '@angular/common/http'; 
import { TranslateService } from '@ngx-translate/core'; 
 
@Injectable() 
export class UserServiceProvider { 
 
  nav; 
  constructor(private menuCtrl: MenuController, 
              private error:HandlerErrorProvider, 
              private http: HttpClient, 
              private app: App, 
              private config: ConfigProvider, 
              private loader:LoadingProvider, 
              private translater: TranslateService) { 
    this.nav = this.app.getActiveNav(); 
  } 
  login(login_data){ 
    this.loader.show(); 
    const my_headers = { 
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      "Content-Language": this.config.getCurrentLanguage() 
    } 
    this.http.post(this.config.api_url + 'contacts/login', login_data, {headers : my_headers}).subscribe( 
      (data : any) => { 
        this.loader.hide(); 
        localStorage.setItem('userInfoElectro', JSON.stringify(data)); 
        localStorage.removeItem('cart'); 
        localStorage.removeItem('cart_counter');   
        this.useUserLanguage(data); 
        this.nav.setRoot(HomePage); 
      }, 
      err => { 
        this.loader.hide(); 
        this.error.errorHandler(err); 
      } 
    ); 
  }  
  private useUserLanguage(data){ 
    const temp_info = JSON.parse(localStorage.getItem('electrohouseAppInfo')); 
    if(data.user_info && data.user_info.locale){ 
      this.translater.use(data.user_info.locale); 
      temp_info.language = data.user_info.locale; 
      localStorage.setItem('electrohouseAppInfo', JSON.stringify(temp_info)); 
    } 
  } 
  logout(){ 
    this.loader.show(); 
    let token = JSON.parse(localStorage.getItem('userInfoElectro')).user_token; 
    const my_headers = { 
      "Content-Language" : this.config.getCurrentLanguage(), 
      'X-Auth-Token' : token 
    } 
    this.http.delete(this.config.api_url + 'contacts/logout', {headers : my_headers}).subscribe( 
      data => { 
        this.loader.hide(); 
        localStorage.removeItem('userInfoElectro'); 
        localStorage.removeItem('cart'); 
        localStorage.removeItem('cart_counter'); 
        this.menuCtrl.close(); 
        this.menuCtrl.enable(false); 
        this.nav.setRoot(HomePage); 
      }, 
      err => { 
        this.loader.hide(); 
        this.error.errorHandler(err); 
      } 
    ); 
  } 
  getUserInfo(id){ 
    let token = JSON.parse(localStorage.getItem('userInfoElectro')).user_token; 
    const my_headers = { 
      "Content-Language" : this.config.getCurrentLanguage(), 
      'X-Auth-Token' : token 
    } 
    return this.http.get(this.config.api_url + `contacts/get/${id}`, {headers : my_headers}); 
  } 
  createUser(data){ 
    let token = JSON.parse(localStorage.getItem('userInfoElectro')).user_token; 
    const my_headers = { 
      "Content-Language" : this.config.getCurrentLanguage(), 
      'X-Auth-Token' : token 
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    } 
    return this.http.post(this.config.api_url + 'contacts/create', data, {headers : my_headers}); 
  } 
  getListOfUsers(page){ 
    let token = JSON.parse(localStorage.getItem('userInfoElectro')).user_token; 
    const my_headers = { 
      "Content-Language" : this.config.getCurrentLanguage(), 
      'X-Auth-Token' : token 
    } 
    return this.http.get(this.config.api_url + `contacts/${page}`, {headers : my_headers}); 
     
  } 
  searchUsers(search){ 
    let token = JSON.parse(localStorage.getItem('userInfoElectro')).user_token; 
    const my_headers = { 
      "Content-Language" : this.config.getCurrentLanguage(), 
      'X-Auth-Token' : token 
    } 
    return this.http.get(this.config.api_url + `contacts/search?s=${search}`, {headers : my_headers}); 
     
  } 
  getRegistrationLink(){ 
    const my_headers = { 
      "Content-Language": this.config.getCurrentLanguage() 
    } 
    return this.http.get(this.config.api_url + 'url', {headers : my_headers}); 
  } 
  getAllUsers(){ 
    let token = JSON.parse(localStorage.getItem('userInfoElectro')).user_token; 
    const my_headers = { 
      "Content-Language" : this.config.getCurrentLanguage(), 
      'X-Auth-Token' : token 
    } 
    return this.http.get(this.config.api_url + `contacts/clients`, {headers : my_headers}); 
  } 
  sentRecoveryPasswordKey(data){ 
    const my_headers = { 
      "Content-Language" : this.config.getCurrentLanguage() 
    } 
    return this.http.put(this.config.api_url + 'contacts/recovery', data, {headers : my_headers}); 
  } 
  changePassword(data, token){ 
    const my_headers = { 
      "Content-Language" : this.config.getCurrentLanguage(), 
      'X-Auth-Token' : token 
    } 
    return this.http.post(this.config.api_url + 'contacts/changepassword', data, {headers : my_headers}); 
  } 
  checkRecoveryPasswordKey(data){ 
    const my_headers = { 
      "Content-Language" : this.config.getCurrentLanguage() 
    } 
    return this.http.post(this.config.api_url + 'contacts/check', data, {headers : my_headers}); 





import { Component, Input } from '@angular/core'; 
import { NavController } from 'ionic-angular'; 
import { OrderRegistrationPage } from '../../pages/order-registration/order-registration'; 
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import { OrderInfoPage } from '../../pages/order-info/order-info'; 
 
@Component({ 
  selector: 'my-orders-item', 
  templateUrl: 'my-orders-item.html' 
}) 
export class MyOrdersItemComponent { 
 
  @Input('inputOrder') order; 
  @Input('inputRole') role; 
   
  constructor(private navCtrl: NavController) {  } 
 
  private editOrder(){ 
    this.navCtrl.push(OrderRegistrationPage, {order: this.order, mode: 'edit'}); 
  } 
  private openOrder(){ 
    this.navCtrl.push(OrderInfoPage, {orderID: this.order.id}); 








    font-size: 10px; 
    .component{ 
        background-color: #FFFFFF; 
        padding: 16px 8px; 
        box-shadow: 0px 2px 5px rgba(#000000, 0.16); 
 
        .order-item{ 
            display: flex; 
            justify-content: space-between; 
            padding-bottom: 10px; 
     
            .left-side{ 
                width: 50%; 
            } 
            .right-side{ 
                width: 50%; 
                padding-left: 15px; 
                     
            } 
     
            .left-side, 
            .right-side 
            { 
                display: flex; 
                flex-direction: column; 
     
                .item{ 
                    display: flex; 
                    justify-content: space-between; 
                    p{ 
                        margin: 4px !important; 
                    } 
     
                    .bold{ 
                        font-family: "SNFU Medium"; 
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                    } 
                } 
                .light{ 
                    font-family: "SNFU Light"; 
                    text-align: right; 
                } 
                .picture{ 
                    justify-content: flex-end; 
                    svg{ 
                        margin: 0 5px; 
                    } 
                } 
            } 
        } 
        .owner-info{ 
            width: 100%; 
            padding: 0 10px; 
 
        } 
        .more{ 
            width: 100%; 
            padding-right: 15px; 
            p{ 
                text-align: right; 
                color: #E3000F; 
                font-size: 12px; 
            } 
     
        } 





<div class="component" *ngIf="order"> 
  <div class="order-item"> 
    <div class="left-side"> 
      <div class="item"> 
        <p class="bold"> 
         {{ 'order-item-number' | translate }} 
        </p> 
        <p class="light"> 
          {{order.id}} 
        </p> 
      </div> 
      <div class="item"> 
        <p class="bold"> 
          {{ 'order-item-payment' | translate }} 
        </p> 
        <p class="light"> 
          {{order.pm_hname}} 
        </p> 
      </div> 
      <div class="item"> 
        <p class="bold"> 
          {{ 'order-item-date' | translate }} 
        </p> 
        <p class="light"> 
          {{order.created}} 
        </p> 
      </div> 
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      <div class="item"> 
        <p class="bold"> 
          {{ 'order-item-status' | translate }} 
        </p> 
        <p class="light"> 
          {{order.status_hname}} 
        </p> 
      </div> 
      <div class="item"> 
        <p class="bold"> 
          {{ 'order-item-company' | translate }} 
        </p> 
        <p class="light"> 
          {{order.company}} 
        </p> 
      </div> 
      </div> 
      <div class="right-side"> 
        <div class="item picture" > 
          <svg xmlns="http://www.w3.org/2000/svg" width="12.061" height="12" viewBox="0 0 12.061 12" (click)="
editOrder()" *ngIf="role == 'manager'"> 
            <g id="edit" transform="translate(0 -0.261)"> 
              <path id="Path_177" data-name="Path 177" d="M11.131,45.534a.3.3,0,0,0-.3.3V48.5a.9.9,0,0,1-
.9.9H1.5a.9.9,0,0,1-.9-.9V40.674a.9.9,0,0,1,.9-.9H4.169a.3.3,0,1,0,0-.6H1.5a1.5,1.5,0,0,0-
1.5,1.5V48.5A1.5,1.5,0,0,0,1.5,50H9.93a1.5,1.5,0,0,0,1.5-1.5V45.834a.3.3,0,0,0-.3-
.3Zm0,0" transform="translate(0 -37.743)" fill="#e3000f"/> 





104.94 0)" fill="#e3000f"/> 
            </g> 
          </svg> 
          <svg id="history-
button" xmlns="http://www.w3.org/2000/svg" width="12" height="12" viewBox="0 0 12 12" *ngIf="order.status =
= 'new'"> 






            <path id="Path_173" data-name="Path 173" d="M141.666,51.992a.244.244,0,0,0-
.244.244v3.64a.244.244,0,0,0,.072.173l4.07,4.07a.244.244,0,0,0,.345-.345l-4-
4V52.236A.244.244,0,0,0,141.666,51.992Z" transform="translate(-135.666 -49.876)" fill="#e3000f"/> 
          </svg> 
        </div> 
        <div class="item"> 
          <p class="bold"> 
            {{ 'order-item-name' | translate }} 
          </p> 
          <p class="light"> 
            {{order.firstname}} 
          </p> 
        </div> 
        <div class="item"> 
          <p class="bold"> 
            {{ 'order-item-login' | translate }} 
          </p> 
          <p class="light"> 
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            {{order.login}} 
          </p> 
        </div> 
        <div class="item"> 
          <p class="bold"> 
            {{ 'order-item-delivery' | translate }} 
          </p> 
          <p class="light"> 
            {{order.city_hname}} 
          </p> 
        </div> 
        <div class="item"> 
          <p class="bold"> 
            {{ 'order-item-sum' | translate }} 
          </p> 
          <p class="light"> 
            <span *ngFor="let sum of order.summs">{{sum.summ}} {{sum.currency_name}} </span> 
          </p> 
        </div> 
      </div> 
  </div> 
  <div class="owner-info" *ngIf="order.owner_fullname"> 
    {{ order.owner_fullname }} 
  </div> 
  <div class="more" > 
    <p (click)="openOrder()"> 
      {{ 'order-item-submit-btn' | translate }} 
    </p> 




    <div class="photo-article-cont" (click)="goToProduct()"> 
        <img *ngIf=" product.picture_url " src="{{ product.picture_url }}" alt=""> 
        <div class="status" *ngIf="product.stock_status" [ngClass]="{'red': product.stock_status == 'not_in_stock', 'gre
en': product.stock_status == 'in_stock', 'yellow': product.stock_status == 'ends' }"> 
          <span *ngIf="product.stock_status == 'not_in_stock'"> {{ 'not-in-stock' | translate }} </span> 
          <span *ngIf="product.stock_status == 'in_stock'"> {{ 'in-stock' | translate }}</span> 
          <span *ngIf="product.stock_status == 'ends'">{{ 'ending' | translate }}</span> 
        </div> 
        <p class="no_photo" *ngIf=" !product.picture_url "> 
            {{ 'nophoto' | translate}} 
        </p> 
        <p class="article"> 
            {{ product.sku }} 
        </p> 
    </div> 
    <div class="info-cont"> 
      <p class="title" (click)="goToProduct()" [innerHtml]=" product.pname_int "> </p> 
      <p class="price" > 
        {{ price_to_show }} {{ product.currency }} 
      </p> 
      <div class="btn-cont"> 
        <div class="count"> 
          <span class="decrement" (click)="decrement()" > 
            < 
          </span>  
          <span class="product_counter"> 
            {{ amount }} 
          </span>  
          <span class="increment" (click)="increment()"> 
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            > 
          </span> 
        </div> 
        <button class="red-button basket-
btn" (click)="addToBasket()" [disabled]="product.stock_status == 'not_in_stock'"> 
            <svg xmlns="http://www.w3.org/2000/svg" width="26.178" height="23.996" viewBox="0 0 26.178 23.996"
> 
              <g id="_003-shopping-cart" data-name="003-shopping-cart" transform="translate(0 -21.334)"> 
                <g id="Group_264" data-name="Group 264" transform="translate(0 21.334)"> 
                  <g id="Group_263" data-name="Group 263" transform="translate(0 0)"> 






                  </g> 
                </g> 
                <g id="Group_266" data-name="Group 266" transform="translate(6.544 39.876)"> 
                  <g id="Group_265" data-name="Group 265"> 
                    <path id="Path_166" data-
name="Path 166" d="M130.727,384a2.727,2.727,0,1,0,2.727,2.727A2.7,2.7,0,0,0,130.727,384Zm0,4.363a1.636,1.6
36,0,1,1,1.636-1.636A1.678,1.678,0,0,1,130.727,388.363Z" transform="translate(-128 -384)" fill="#707070"/> 
                  </g> 
                </g> 
                <g id="Group_268" data-name="Group 268" transform="translate(17.452 39.876)"> 
                  <g id="Group_267" data-name="Group 267"> 
                    <path id="Path_167" data-
name="Path 167" d="M344.061,384a2.727,2.727,0,1,0,2.727,2.727A2.7,2.7,0,0,0,344.061,384Zm0,4.363a1.636,1.6
36,0,1,1,1.636-1.636A1.678,1.678,0,0,1,344.061,388.363Z" transform="translate(-341.334 -384)" fill="#707070"/> 
                  </g> 
                </g> 
              </g> 
            </svg> 
        </button> 
      </div> 






    .main-cont{ 
        width: 100%; 
        display: flex; 
        height: fit-content; 
        border-radius: 10px; 
        margin-bottom: 15px; 
        background-color: #F8F8F8EB; 
        box-shadow: 5px 5px 10px 0px grey; 
 
        .photo-article-cont{ 
            width: 40%; 
            padding: 5px; 
            position: relative; 
            .no_photo{ 
                display: flex; 
                align-items: center; 
                font-size: 10px; 
                justify-content: center; 
                font-weight: bold; 
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                height: 130px; 
                width: 100%; 
            } 
            img{ 
                border-radius: 10px; 
                background: white; 
                width: 100%; 
                height: auto; 
                max-height: 130px; 
            } 
            .status{ 
                position: absolute; 
                color: white; 
                padding: 5px 10px; 
                font-size: 10px; 
                border-radius: 10px 10px 0 10px; 
                right: 5px; 
                top: 5px; 
            } 
            .red{ 
                background-color:#E3000F; 
            } 
            .green{ 
                background-color:#4A9908; 
                 
            } 
            .yellow{ 
                background-color:#DE880C; 
            } 
            .article{ 
                text-align: center; 
                font-size: 12px; 
                padding: 5px 0; 
                font-family: SNFU Light; 
                color: #000C33; 
            } 
        } 
        .info-cont{ 
            width: 60%; 
            padding: 10px; 
            background-color: #fff; 
            border-radius: 10px; 
            .price{ 
                width: 100%; 
                font-size: 16px; 
                color: #000C33; 
                padding: 5px 0; 
            } 
            .title{ 
                font-family: SNFU Semibold; 
                font-size: 16px; 
                color: #000C33; 
                width: 100%; 
                height: 60px; 
                overflow: hidden; 
                display: -webkit-box; 
                -webkit-line-clamp: 3; 
                -webkit-box-orient: vertical; 
            } 
            .btn-cont{ 
                width: 100%; 
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                display: flex; 
                align-items: flex-end; 
                justify-content: space-between; 
                padding-top: 15px; 
                .count{ 
                    display: flex; 
                    .decrement,.increment{ 
                        color: white; 
                        padding: 6px 10px; 
                        background: rgba(227, 0, 15, 0.5); 
                    } 
                    .decrement{ 
                        border-radius: 8px 0 0 8px; 
                    } 
                    .increment{ 
                        border-radius: 0 8px 8px 0; 
                    } 
                    .product_counter{ 
                        background: #E3000F; 
                        color: white; 
                        padding: 6px 10px; 
                        text-align: center; 
                    } 
                } 
                .basket-btn{ 
                    height: 40px; 
                    padding: 0 15px; 
                    width: fit-content; 
                    svg{ 
                        path{ 
                           fill: white; 
                           stroke: white;  
                        } 
                    } 
                } 
            } 
             
        }         





import { Component, Input } from '@angular/core'; 
import { NavController, Events } from 'ionic-angular'; 
import { ProductDetailsPage } from '../../pages/product-details/product-details'; 
import { LoadingProvider } from '../../providers/loading/loading'; 
 
@Component({ 
  selector: 'product-item', 
  templateUrl: 'product-item.html' 
}) 
export class ProductItemComponent { 
 
  @Input('data') product; 
  price_to_show: number = 0; 
  amount: number = 1; 
 
  constructor(private navCtrl: NavController, 
              private loader: LoadingProvider, 




  ngOnInit(){ 
    this.price_to_show = this.product.price.toFixed(2); 
  } 
  decrement(){ 
    if(this.amount > 1){ 
      this.amount --; 
    } 
  } 
  increment(){ 
    if(this.amount < this.product.stock_balance){ 
      this.amount ++; 
    } 
  } 
  goToProduct(){ 
    this.navCtrl.push(ProductDetailsPage, {prod_id : this.product.id}); 
  } 
  addToBasket(){ 
    this.loader.show(); 
    let cartTemp = JSON.parse(localStorage.getItem('cart')); 
    const good = {  
      count : this.amount, 
      product_info : this.product 
    }; 
    if( !cartTemp ){ 
      cartTemp = []; 
      cartTemp.push(good); 
    } else { 
      const index = cartTemp.findIndex((element: any) => element['product_info'].id == good.product_info.id); 
      if(index == -1){ 
        cartTemp.push(good); 
      } else { 
        cartTemp[index].count += good.count; 
      } 
    } 
    localStorage.setItem('cart', JSON.stringify(cartTemp)); 
    this.loader.hide(); 
    this.amount = 1; 
    this.events.publish('cart_count', true); 











  <form #ForgForm="ngForm" (ngSubmit)="onSubmit()"> 
      <div class="input-conteiner"> 
        <ion-item> 
          <ion-label >{{ 'ask-name-input' | translate }}*</ion-label> 
          <ion-input name="name" [(ngModel)]="data.firstname" required></ion-input> 
        </ion-item> 
     
        <ion-item> 
          <ion-label >{{ 'surname' | translate }}*</ion-label> 
          <ion-input name="surname" [(ngModel)]="data.lastname" required></ion-input> 
        </ion-item> 
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        <ion-item> 
          <ion-label >{{ 'ask-phone-input' | translate }}*</ion-label> 
          <ion-input name="phone" [(ngModel)]="data.phone1" required></ion-input> 
        </ion-item> 
     
        <ion-item> 
          <ion-label >E-mail*</ion-label> 
          <ion-input pattern="[A-Za-z0-9._%+-]{1,}@[a-zA-Z]{1,}([.]{1}[a-zA-Z]{1,}|[.]{1}[a-zA-Z]{1,}[.]{1}[a-
zA-Z]{2,})" name="mail" [(ngModel)]="data.email1" required></ion-input> 
        </ion-item> 
     
        <ion-item> 
          <ion-label>{{ 'region' | translate }}*</ion-label> 
          <ion-
select name="region" [(ngModel)]="region" interface="popover" required (ionChange)="changeRegion()"> 
            <ion-option *ngFor="let region of regionList" value="{{region.area_code}}">{{region.area_name}}</ion-
option> 
          </ion-select> 
        </ion-item> 
     
        <ion-item> 
          <ion-label>{{ 'city' | translate }}*</ion-label> 
          <ion-select name="city" [(ngModel)]="data.city_code" interface="popover" required [disabled]="!region" > 
            <ion-option *ngFor="let city of citiesList" value="{{city.city_code}}">{{city.city_name}}</ion-option> 
          </ion-select> 
        </ion-item> 
     
        <ion-item> 
          <ion-label>{{ 'del-service' | translate }}*</ion-label> 
          <ion-select name="delivery_type" [(ngModel)]="data.delivery_service_code" interface="popover" required > 
            <ion-
option *ngFor="let delivery of deliveryOptions" value="{{delivery.ds_code}}">{{delivery.ds_name_int}}</ion-
option> 
          </ion-select> 
        </ion-item> 
     
        <ion-item> 
          <ion-label >{{ 'dep-number' | translate }}*</ion-label> 
          <ion-input name="department_number" [(ngModel)]="data.delivery_service_dept" required></ion-input> 
        </ion-item> 
     
        <ion-item> 
          <ion-label >{{ 'company-name' | translate }}</ion-label> 
          <ion-input name="company_name" [(ngModel)]="data.company"></ion-input> 
        </ion-item> 
     
        <ion-item *ngIf="mode == 'edit'"> 
          <ion-label >{{ 'creation-date' | translate }}</ion-label> 
          <ion-input name="creation_date" [(ngModel)]="data.create"></ion-input> 
        </ion-item> 
     
        <ion-item> 
          <ion-label >{{ 'comment' | translate }}</ion-label> 
          <ion-input name="comments" [(ngModel)]="data.comment"></ion-input> 
        </ion-item> 
     
        <ion-item> 
          <ion-label>{{ 'pay-type' | translate }}*</ion-label> 
          <ion-
select name="payment_type" [(ngModel)]="data.payment_method_code" interface="popover" required > 
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            <ion-
option *ngFor="let payment of paymentOptions" value="{{payment.pm_code}}">{{payment.pm_name_int}}</ion
-option> 
          </ion-select> 
        </ion-item> 
 
        <ion-item *ngIf="mode == 'new'"> 
          <ion-label>{{ 'dont-call' | translate }}</ion-label> 
          <ion-checkbox name="shut_up" [(ngModel)]="dont_call"></ion-checkbox> 
        </ion-item> 
 
        <button class="red-button" type="submit" [disabled]="!ForgForm.form.valid"> 
          <p> 
            {{ 'submit-btn' | translate }} 
          </p> 
        </button> 
      </div> 









import { NgModule } from '@angular/core'; 
import { IonicPageModule } from 'ionic-angular'; 
import { OrderRegistrationPage } from './order-registration'; 
 
@NgModule({ 
  declarations: [ 
    OrderRegistrationPage, 
  ], 
  imports: [ 
    IonicPageModule.forChild(OrderRegistrationPage), 
  ], 
}) 





    header{ 
        .toolbar-background{ 
            background-color: rgba(#F8F8F8, 0.92); 
        } 
        .toolbar-title{ 
            color: #000C33 !important; 
            font-family: "SNFU Semibold"; 
        } 
        .back-button{ 
            color: #E3000F; 
        } 
        .callback{ 
            display: none; 
        } 
        .toolbar-content-ios{ 
            height: 32px; 
        } 
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    } 
 
    .input-conteiner{ 
        display: flex; 
        flex-direction: column; 
 
        .item { 
            padding: 0; 
            margin-top: 15px; 
 
            .label-md{ 
                color: #000C33; 
                margin: 11px 8px 11px 0; 
                font-family: "SNFU Light"; 
            } 
            .text-input{ 
                text-align: right; 
                padding-right: 20px; 
            } 
            .select-icon{ 
                right: 5px; 
                bottom: 6px; 
            } 
            .select-text{ 
                padding-right: 10px; 
            } 
            .select-icon-inner{ 
                color: #E3000F; 
                border: none; 
            } 
            .select-icon-inner::after{ 
                content: url('../assets/arrow-point-to-right.svg'); 
            } 
            .checkbox-checked{ 
                border-color: #E3000F; 
                background-color: #E3000F; 
            } 
        } 
 
        .red-button{ 
            width: 100%; 
            background-color: #E3000F; 
            border-radius: 10px 10px; 
            margin-top: 40px; 
            height: 50px; 
            p{ 
                color: white; 
                font-family: "SNFU Semibold"; 
            } 
        } 






import { Component, ViewChild, forwardRef } from '@angular/core'; 
import { IonicPage, NavController, NavParams, } from 'ionic-angular'; 
import { HeaderComponent } from '../../components/header/header'; 
import { OrderProvider } from '../../providers/order/order'; 
import { HandlerErrorProvider } from '../../providers/handler-error/handler-error'; 
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import { LoadingProvider } from '../../providers/loading/loading'; 
import { UserServiceProvider } from '../../providers/user-service/user-service'; 
import { AlertProvider } from '../../providers/alert/alert'; 
import { OrdersPage } from '../orders/orders'; 




  selector: 'page-order-registration', 
  templateUrl: 'order-registration.html', 
}) 
export class OrderRegistrationPage { 
 
  @ViewChild(forwardRef(() => HeaderComponent)) header: HeaderComponent; 
  data: any = { 
    user_id: '', 
    manager_id: '', 
    firstname: '', 
    lastname: '', 
    email1: '', 
    email2: '', 
    phone1: '', 
    phone2: '', 
    phone_internal: '', 
    city_code: '', 
    company: '', 
    payment_method_code: '', 
    delivery_service_code: '', 
    delivery_service_dept: '', 
    source: 'mobile', 
    order_items: [], 
    comment: '', 
    create: '' 
  } 
  mode: string = "new"; 
  region; 
  creation_date; 
  deliveryOptions: any; 
  paymentOptions: any; 
  regionList: any; 
  citiesList: any; 
  user: any; 
  city_code: any; 
  dont_call: boolean = false; 
 
  constructor(private navCtrl: NavController,  
              private navParams: NavParams, 
              private orderProv: OrderProvider, 
              private error: HandlerErrorProvider, 
              private loader: LoadingProvider, 
              private alert: AlertProvider, 
              private trnsProv: TranslateService, 
              private userProv: UserServiceProvider) {  } 
 
  ngOnInit(){ 
    this.mode = this.navParams.get('mode'); 
    if(this.mode == 'new'){ 
      this.trnsProv.get('header-order-reg').subscribe( 
        data => { 
          this.header.setHeaderTitle(data); 
        } 
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      ); 
    } else { 
      this.trnsProv.get('header-order-edit').subscribe( 
        data => { 
          this.header.setHeaderTitle(data); 
        } 
      ); 
      this.user = this.navParams.get("user"); 
    } 
    this.getData(); 
  } 
  getData(){ 
    this.getDeliviries(); 
    if(this.mode == 'new'){ 
      this.getUserData(); 
      this.generateProductList(); 
    } 
    if(this.mode == 'edit'){ 
      this.getOrderData(); 
    } 
  } 
  getDeliviries(){ 
    this.loader.show(); 
    this.orderProv.getDeliveries().subscribe( 
      (data : any) => { 
        this.deliveryOptions = data.deliveryservices; 
        this.getPaymentTypes(); 
      }, 
      err => { 
        this.error.errorHandler(err); 
        this.getPaymentTypes(); 
      } 
    ); 
  } 
  getPaymentTypes(){ 
    this.orderProv.getPaymentTypes().subscribe( 
      (data : any)=>{ 
        this.paymentOptions = data.orderpayment; 
        this.getRegions(); 
      }, 
      err=>{ 
        this.error.errorHandler(err); 
        this.getRegions(); 
      } 
    ); 
  } 
  getUserData(){ 
    let userData = JSON.parse(localStorage.getItem("userInfoElectro")); 
    if(userData){ 
      if(userData.user_info.role == 'manager'){ 
        let id = this.navParams.get("userId"); 
        this.userProv.getUserInfo(id).subscribe( 
          (data : any) => { 
            let temp = data; 
            this.data.user_id = temp.id; 
            this.data.manager_id = temp.manager_id; 
            this.data.firstname = temp.firstname; 
            this.data.lastname = temp.lastname; 
            this.data.email1 = temp.email1; 
            this.data.email2 = temp.email2; 
            this.data.phone1 = temp.phone1; 
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            this.data.phone2 = temp.phone2; 
            this.data.phone_internal = temp.phone_internal; 
            this.data.company = temp.company; 
            this.data.delivery_service_code = temp.delivery_service_code; 
            this.data.delivery_service_dept = temp.delivery_service_dept; 
            this.region = temp.area_code; 
            this.data.city_code = temp.city_code;           
          }, 
          err=>{ 
            this.error.errorHandler(err); 
          } 
        ) 
      } else { 
        this.data.user_id = userData.user_info.id; 
        this.data.manager_id = userData.user_info.manager_id; 
        this.data.firstname = userData.user_info.firstname; 
        this.data.lastname = userData.user_info.lastname; 
        this.data.email1 = userData.user_info.email1; 
        this.data.email2 = userData.user_info.email2; 
        this.data.phone1 = userData.user_info.phone1; 
        this.data.phone2 = userData.user_info.phone2; 
        this.data.phone_internal = userData.user_info.phone_internal; 
        this.data.company = userData.user_info.company; 
        this.data.delivery_service_code = userData.user_info.delivery_service_code; 
        this.data.delivery_service_dept = userData.user_info.delivery_service_dept; 
        this.region = userData.user_info.area_code; 
        this.data.city_code = userData.user_info.city_code; 
      } 
    }  
  } 
  generateProductList(){ 
    let cart = this.navParams.get("cart_list"); 
    cart.forEach(element => { 
      this.data.order_items.push({ 
        product_id: element.product_info.id, 
        product_quantity: element.count 
      }); 
    }); 
  } 
  getOrderData(){ 
    let order = this.navParams.get("order"); 
    this.data.user_id = order.user_id; 
    this.data.manager_id = order.manager_id; 
    this.data.firstname = order.firstname; 
    this.data.lastname = order.lastname; 
    this.data.email1 = order.email1; 
    this.data.email2 = order.email2; 
    this.data.phone1 = order.phone1; 
    this.data.phone2 = order.phone2; 
    this.data.phone_internal = order.phone_internal; 
    this.data.company = order.company; 
    this.data.delivery_service_code = order.delivery_service_code; 
    this.data.delivery_service_dept = order.delivery_service_dept; 
    this.region = order.area_code; 
    this.data.city_code = order.city_code; 
    this.data.payment_method_code = order.payment_method_code; 
    this.data.create = order.created; 
    this.data.comment = order.comment; 
    this.data.order_id = order.id; 
  }; 
   getRegions(){ 
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    this.orderProv.getAreas().subscribe( 
      (data : any) => { 
        this.loader.hide(); 
        this.regionList = data.locationarea; 
        if(this.region){ 
          this.getCities(false); 
        } 
      }, 
      err => { 
        this.loader.hide(); 
        this.error.errorHandler(err); 
      } 
    ); 
  } 
  getCities(mode){ 
    this.loader.show(); 
    this.orderProv.getCities(this.region).subscribe( 
      (data : any) => { 
        this.loader.hide(); 
        this.citiesList = data.locationcity; 
        if(mode){ 
          this.data.city_code = this.citiesList[0].city_code; 
        } 
      }, 
      err => { 
        this.loader.hide(); 
        this.error.errorHandler(err); 
      } 
    ); 
  } 
  changeRegion(){ 
    this.getCities(true); 
  } 
  onSubmit(){ 
    if(this.mode == 'new'){ 
      if(this.dont_call){ 
        this.data.comment += ' Не звонить мне.'; 
      } 
      this.orderProv.createOrder(this.data); 
    } 
    if(this.mode == 'edit'){ 
      this.orderProv.editOrder(this.data).subscribe( 
        data=>{ 
          this.loader.hide(); 
          this.alert.showSuccessAlert("Заказ успешно изменен!"); 
          this.navCtrl.setRoot(OrdersPage); 
        }, 
        err=>{ 
          this.loader.hide(); 
          this.error.errorHandler(err); 
        } 
      ); 
    } 
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