Component-based software engineering (CBSE) [32] and software architecture [30] have become mature and very active fields of study.
years.
2 In large part, this diversity stems from differences in application domains targeted by the different models, as well as differences in choices for component interconnection and composition capabilities (much as there exists today a wealth of models and languages for concurrency).
In the face of this diversity, the Fractal component model [10] -a programming language-independent component model for the construction of highly configurable software systems introduced by France Telecom and INRIA in 2001-was designed from the outset to allow arbitrary forms of component interconnection and component composition and to allow other component models to be derived as Fractal personalities. To achieve this, the Fractal model combines ideas from three main sources: (1) CBSE and software architecture, (2) reflective systems [18] , and (3) configurable and adaptable distributed systems, (notably, the OpenORB [7] system and its associated OpenCOM component model [12] ).
From CBSE and software architecture, Fractal inherits basic concepts for the modular construction of software systems: software components, interfaces, and explicit connections (called bindings) between them. Notably, these concepts allow for the (recursive) construction and management of hierarchical component architectures possibly with sharing (a subcomponent can be part of several parent components) this last feature being an originality of Fractal. From reflective systems, Fractal inherits the idea that components can exhibit meta-level behavior reifying, through appropriate interfaces (called controller interfaces), their internal structure, and behavior. [29] ; the development of FPath, a navigation and query language for Fractal architectures, and of FScript, a domain-specific language for reconfiguring Fractal systems, which are presented in this special issue; the development of grid component model (GCM), an important Fractal personality for grid computing, which is presented in this special issue; the development of an extensible toolchain for heterogeneous architecture descriptions based on the Fractal ADL [21] .
Fractal has also been used successfully for the development of several configurable software systems, as well as for building automated distributed systems management capabilities. Example systems built with Fractal include: the Think framework for the construction of reconfigurable operating system kernels [15, 26] ; the PEtALS enterprise service bus [3] ; the Perseus framework for the construction of persistency services and Speedo, an implementation of the JDO (Java Data Object) standard, which embeds Perseus [5] ; the GOTM framework for the construction of transaction management services [28] ; the Dream framework for the construction of communication subsystems and messageoriented middleware [22] ; the CLIF framework for distributed load testing presented in this special issue. Systems management capabilities developed with Fractal include in particular: deployment and configuration management capabilities [4, 11, 14, 16, 17] , self-repair capabilities [31] , and overload management capabilities [8] . Again, most of these systems and software frameworks are available as open source software hosted by the OW2 consortium [2] .
This special issue
This special issue is an outgrowth of the fifth Fractal workshop, which was held under the auspices of the ECOOP 2006 conference [13] and the result of an open call for proposals on the topic of this issue. Each paper was peer-reviewed by an international panel of experts in CBSE, software architecture, formal methods, operating systems, and distributed systems. The papers presented in this issue constitute a good cross-section of the research carried out in and out of the Fractal community and are a testament to the vitality of the CBSE field and of Fractalbased CBSE in particular. The papers fall roughly into three categories: (1) The paper by Tomás Barros, Rabéa Ameur-Boulifa, Antonio Cansado, Ludovic Henrio and Eric Madelaine presents a new formal behavioral model, called parameterized networks of synchronized automata or pNets, which is expressive and compact enough to be used as an internal format for software tools intended for the verification of Fractal and GCM-based systems. The paper shows how to model active objects (used in the GCM/Proactive implementation), Fractal and GCM components, and shows in particular how to deal with meta-level behavior associated with Fractal components, a crucial requirement when considering control and management issues in reconfigurable systems.
The paper by Pierre-Charles David, Thomas Ledoux, Marc Léger, and Thierry Coupaye presents the FPath and FScript languages, together with transactional support required by reconfiguration operations described using the FScript language. This development is an important milestone for providing safe reconfiguration in distributed Fractal architectures. FScript (which embeds FPath) offers programmers and architects the benefits of a domain specific language for concisely and safely expressing complex reconfiguration operations. FPath can be seen as a "pointcut language" for Fractal architectures, which can be helpful, more generally, in the description of complex meta-level operations on Fractal architectures.
The paper by Romain Rouvoy and Philippe Merle introduces Fraclet, an annotation framework which provides a simple way to support component-based programming in Java. In contrast to existing annotation frameworks for component models such as Enterprise Java Beans or the SCA components, Fraclet can be adapted to different models and their supporting environment using a generative approach. This is demonstrated by its application to Fractal and to the OpenCOM component models (also offering an interesting overview and comparison of these two advanced component models).
The paper by Nabila Salmi, Patrice Moreaux and Malika Ioualalen targets a missing element in the existing set of tools developed around the Fractal model, namely performance analysis for Fractal (and more generally componentbased) systems. The paper shows how to model Fractal components using the classical model of Stochastic Wellformed Nets, a special class of high-level Petri nets useful for performance analysis, and proposes a structured analysis method to compute performance indices for a Fractal system, such as response times.
Under the category applications of the Fractal model, one finds the paper by Dillenseger on CLIF, and the paper by Lacoste et al. on kernel-level access control.
The paper by Bruno Dillenseger on CLIF describes a Fractal-based framework for distributed load testing. The CLIF framework addresses a recurrent performance evaluation concern from managers of large distributed systems. Testing, e.g., the behavior of large distributed Web application servers under various access patterns and load conditions requires comprehensive and distributed load testing facilities, which constitute themselves a nontrivial distributed system to set up and configure. The CLIF framework nicely demonstrates how to leverage the Fractal model in the construction of such configurable load testing facilities.
The paper by Marc Lacoste, Tahar Jarboui, and Ruan He presents an access control architecture for component-based operating system, called CRACKER, which has been implemented with Think. The CRACKER architecture enforces access control to operating system resources by protecting them with reference monitors (that perform security checks) implemented as component controller behavior, thus exploiting Fractal components as sandboxes. The architecture is remarkable for its flexibility and its clean separation of security check mechanisms from policy aspects, encapsulated in Fractal components. The paper also shows how flexible OS kernel authorization management can be implemented with a very acceptable system performance overhead.
