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INTRODUCTION  
 
The specification of digital objects, assemblies and scenes strongly relies on the use of constraints describing how 
shapes have to be combined all together. Constraints can be applied to the low level geometric entities or the 
parameters of the geometry, as in [Hsu97] and [And95]. They are also used to set position relations between 
different geometries considered as rigid bodies as in [Mar08] and [Kra91]. In both cases, they act on the same type 
of geometry either 2 or 3D. In this paper, we extend the classical paradigm to a more general concept so as to be 
able to apply them simultaneously on multimodal data, i.e. on different digital representations (e.g. 2D raster 
image, 3D point cloud, 3D mesh) obtained through different approaches (e.g. drawing, picture, 3D modeling, 3D 
scanning). Actually, the accessibility to a great amount of digital graphical data offers a rich space of inspiration 
resources for creative users and designers. To exploit at the best such resources for browsing and communicating 
new ideas, tools need to be developed enabling to easily combine data independently of their origin and type and 
to fast mock up new solutions. New ideas frequently originate from rearranging some existing elements. It could 
be a combination of different concepts or a merging of different domains, such as the objects in Fig. 1. Interesting 
elements can be seen and be available in different formats, e.g. they may come from a picture or a 3D model, that 
the designer has seen before. Thus, if we fix the modality of data to design an object, it will limit the re-use of 
available data to modeling an object that directly express the initial ideas of the user.  
 
  
Fig. 1 Example of unconventional chairs 
 
Despite the multimodality of representation, all of them provide the geometric information of the shape, i.e. the 
spatial extent of the object. Based on the geometric information, a lot of research works have been done to help 
understand the structure of the object. For example, the Reeb Graph (such as [Har09], [Bia08]), the skeleton (such 
as [Abo91], [Lak07] and [Tao07]), have been widely exploited for classifying different objects or for segmenting 
an object in meaningful elements [Ber09, LGD10]. Being interested in creating new objects from parts of existing 
ones, their structural descriptors can be directly exploited for selecting and positions the part of interest. Applying 
the constraints on the structural level (e.g. skeleton) of a shape might be more useful and more meaningful from 
the user’s point of view. Additionally, once chosen a specific method (e.g. reeb graph vs skeleton), the structure 
of a shape is independent from the geometric representation.   
Based on the above considerations, this paper proposes new approach to the modeling of objects from multimodal 
data. The final objects are defined from a set of multimodal data constrained together on both geometric and 
structural levels. The final descriptions are obtained while solving an optimization problem using a specific energy 
function to be minimized. Section 2, provides an overview of the proposed approach. Section 3 introduced all the 
key entities lying on multimodal data on which constraints can be applied. The different types and levels of 
constraints are presented in section 4. The adopted constraint satisfaction method is introduced in section 5. 
Section 6 shows some results as well as the implementation. The conclusion and the perspectives are discussed in 
section 7. 
OVER VIEW OF THE PROPOSED APPROACH 
In this paper, we propose an approach for constraining scalable components represented by multimodal data. To 
explain this approach, three questions needed to be answered at first: 
 What to constrain? 
 Which constraints could be applied? 
 How to evaluate the constraints? 
Given a subpart (component) of our multimodal data, what we need to constrain is a tuple (P, R, S). P is the 
position of the component in a global space, defined as the position of the origin of the local reference frame of 
the component in global space. R is orientation of the component, defined as the orientation of the local reference 
frame in a global space. S is the scale factor along the three axis of the local reference frame. Then constraining 
two components can be translated into the problem of constraining each local reference frame in a global space.  
Since our aim is to support non-experts, constraints should be referred to more meaningful component elements 
than the local reference frame. We call these elements: Key Entities. They correspond to significant elements 
derived from the geometry of a component. They are evaluated in the local reference frame of the component. 
Thus, the constraints establish the link between different local features on the local reference frames. After having 
specified the constraints between different components, a constraint satisfaction problem (CSP) has to be solved 
to determine the final object. 
 
KEY ENTITY ON MULTIMODAL DATA 
Two different types of key entity are proposed: Geometric Key Entity (𝑬𝒈) and a Parametric key Entity (𝑬𝒑). 
The geometric key entity corresponds to a position in the space, while a parametric key entity refers to specific 
elements on the geometric or the structural representation of the component, possibly computed from specific rules 
and parameters. 
A Component of a multimodal data can be formally described as follows: 
𝑪𝒐𝒎 ≔ 𝑹𝒇 × 𝑮𝒆𝒐 × 𝑺𝒕𝒓, 𝑤ℎ𝑒𝑟𝑒 
𝑹𝒇 ≔ 𝑷 × 𝑹 × 𝑺  
Rf is the reference frame of the component composed by the origin (P) – a 3D Point, rotation (R) and scale (S). 
𝑷 ≔ (𝑥, 𝑦, 𝑧), 𝑤ℎ𝑒𝑟𝑒 𝑥, 𝑦, 𝑧 ∈ 𝑹 
𝑹 ≔ (𝛼, 𝛽, 𝛾), 𝑤ℎ𝑒𝑟𝑒 𝛼, 𝛽, 𝛾 ∈ [0, 𝜋] ⊆ 𝐑  
𝑺 ≔ (𝑎, 𝑏, 𝑐), 𝑤ℎ𝑒𝑟𝑒 𝑎, 𝑏, 𝑐 ∈ 𝐑 
Geo is the geometric representation of this component, which could be different according to different types of 
data. 
Here we consider the geometry of a 3D component as a mesh being a format largely available in the web, always 
achievable (either from CAD data or point clouds) and on which tools for structure extraction and segmentation 
are being developed.  Thus, for a 3D component, the geometric information could be described as below: 
𝑮𝒆𝒐𝟑𝑫 ≔ (𝑉𝑒𝑟𝑡𝑖𝑐𝑒𝑠, 𝑇𝑟𝑖𝑎𝑛𝑔𝑙𝑒𝑠) 
𝑉𝑒𝑟𝑡𝑖𝑐𝑒𝑠 =  {𝑣𝑒𝑟𝑡𝑒𝑥𝑖}𝑡∈[0,𝑚],  
𝑤ℎ𝑒𝑟𝑒 𝑣𝑒𝑟𝑡𝑒𝑥𝑖 ∈ 𝑷, 𝑖,𝑚 ∈ 𝐍 
𝑇𝑟𝑖𝑎𝑛𝑔𝑙𝑒𝑠 = {𝑡𝑟𝑖𝑎𝑛𝑔𝑙𝑒𝑗}𝑗∈[0,𝑛], 
𝑡𝑟𝑖𝑎𝑛𝑔𝑙𝑒𝑗 = (𝑣𝑒𝑟𝑡𝑒𝑥𝑗0, 𝑣𝑒𝑟𝑡𝑒𝑥𝑗1, 𝑣𝑒𝑟𝑡𝑒𝑥𝑗2) 
𝑤ℎ𝑒𝑟𝑒  𝑣𝑒𝑟𝑡𝑒𝑥𝑗0, 𝑣𝑒𝑟𝑡𝑒𝑥𝑗1 , 𝑣𝑒𝑟𝑡𝑒𝑥𝑗2 ∈ 𝑉𝑒𝑟𝑡𝑖𝑐𝑒𝑠, 
𝑗0 ≠ 𝑗1 ≠ 𝑗2 𝑎𝑛𝑑 𝑗, 𝑛 ∈ 𝐍 
For a 2D Component, for constrain purposes, we are considering the contours of the shape, which can be obtained 
from any 2D raster or vector data [Pap11, PGY99, Kir13, Mor12]. So we could structure the 2D geometric 
information as below: 
𝑮𝒆𝒐𝟐𝑫 ≔ {𝑝𝑜𝑖𝑛𝑡𝑖}𝑖∈[0,ℎ], 
𝑤ℎ𝑒𝑟𝑒 𝑝𝑜𝑖𝑛𝑡𝑖 = (𝑥𝑖 , 𝑦𝑖 , 0) ∈ 𝑷, 𝑖, ℎ ∈ 𝐍, 𝑥, 𝑦 ∈ 𝐑 
Where points is the list of points on the contour with a clockwise order. 
Str is the structural representation of the component such as the reeb graph, the medial axis, the skeleton, etc. They 
are normally represented as graphs, thus the structural information can be represented as below: 
𝑺𝒕𝒓 ≔ (𝑁𝑑, 𝐴𝑟) 
𝑁𝑑 = {𝑛𝑜𝑑𝑒𝑖}𝑖∈[0,𝑠], 𝑤ℎ𝑒𝑟𝑒 𝑖, 𝑠 ∈ 𝐍,  
            𝑛𝑜𝑑𝑒𝑖 ∈ 𝑷 
𝐴𝑟 = {𝑎𝑟𝑐𝑗}𝑗∈[0,𝑡], 𝑎𝑟𝑐𝑗 = (𝑛𝑜𝑑𝑒𝑗0, 𝑛𝑜𝑑𝑒𝑗1)  
𝑤ℎ𝑒𝑟𝑒 𝑛𝑜𝑑𝑒𝑗0, 𝑛𝑜𝑑𝑒𝑗1 ∈ 𝑁𝑑, 𝑗0 ≠ 𝑗1, 𝑗, 𝑡 ∈ 𝐍 
To be accessible for the user, each node is associated to a 3D point in the component local reference frame and 
corresponds to specific shape characteristic points, e.g. the center of the section of the change of the considered 
function for the reeb graph computation [Bia08]. 
We have identified as meaningful 18 types of key entities: 5 are geometric key entities (𝐸𝑔𝑥𝑦  ) and 13 types of 
parametric key entities (𝐸𝑝𝑥𝑦). They are summarized in table 1 where x indicates the type of entity the constraint 
refers to: “Rf” for the reference frame, “p” for a point, “l” for a line, “f” for planar face, “g” for a whole geometry 
and “a” for a list of parameters. The index y is is used to differentiate same category of constraints acting on the 
same type of entities. In the following the various key entities are described. 
 
 
𝐸𝑔𝑅𝑓 The local reference fame 
𝐸𝑔𝑝 A point 
𝐸𝑔𝑙  A  line 
𝐸𝑔𝑓 A plane 
𝐸𝑔𝑔 The whole geometry 
𝐸𝑝𝑝1 A point on an 2D contour  
𝐸𝑝𝑝2 A interpolated point on a 2D contour 
𝐸𝑝𝑝3 A point inside of the 2D contour 
𝐸𝑝𝑝4 The center of a 2D contour 
𝐸𝑝𝑝5 A node on the structure  
𝐸𝑝𝑝6 A interpolated node the structure 
𝐸𝑝𝑝7 A vertex of a mesh  
𝐸𝑝𝑝8 A point on the mesh surface 
𝐸𝑝𝑝9 The center of a 3D geometry 
𝐸𝑝𝑙1 An edge on the contour 
𝐸𝑝𝑙2 An arc of a structure 
𝐸𝑝𝑙3 The middle axis of the MBB 
𝐸𝑝𝑎 An array of other key entities 
Table 1. Different types of Key Entity 
𝑬𝒈𝑹𝒇 ≔ 𝑟𝑓, that is the local reference frame 𝑟𝑓. 
𝑬𝒈𝒑 ≔ (𝑟𝑓, 𝑃), 𝑤ℎ𝑒𝑟𝑒 𝑃 ∈ 𝑷, that is a point in the local reference frame. 
𝑬𝒈𝒍 ≔ (𝑟𝑓, 𝑃𝑙, 𝑛𝑙⃑⃑  ⃑), 𝑤ℎ𝑒𝑟𝑒 𝑃𝑙 ∈ 𝑷 𝑎𝑛𝑑 𝑛𝑙⃑⃑  ⃑ 𝑖𝑠 𝑣𝑒𝑟𝑠𝑜𝑟 
pl is one point on the line with direction 𝑛𝑙⃑⃑  ⃑ . 
𝑬𝒈𝒇 ≔ (𝑟𝑓, 𝑃𝑓, 𝑛𝑓⃑⃑ ⃑⃑  ), 
𝑤ℎ𝑒𝑟𝑒 𝑃𝑓 ∈ 𝑷 𝑎𝑛𝑑 𝑛𝑙⃑⃑  ⃑ 𝑖𝑠 𝑎 𝑣𝑒𝑟𝑠𝑜𝑟 
Pf is one point on the plane with 𝑛𝑓⃑⃑ ⃑⃑  normal. 
𝑬𝒈𝒈 ≔ (𝑟𝑓, 𝑔𝑒𝑜) 
Similarly for the parametric key entities of a 2D component we have: 
𝑬𝒑𝒑𝟏 ≔ (𝑟𝑓, 𝑔𝑒𝑜2𝐷 , 𝜇) → (𝑃𝜇 , ?⃑? 𝜇) 
𝑃𝜇  is the position of the μ
th point on the contour 
?⃑? 𝜇1 = ‖
(𝑃𝜇−𝑃𝜇+1)+(𝑃𝜇−𝑃𝜇−1)
2
‖  is the normal of the μth point on the contour which is very useful because for the 
2D component, the contour represents the surface of this component. And the normal of the contour point is 
actually the normal of the surface of a shape in 2D situation. 
𝑬𝒑𝒑𝟐 ≔ (𝑟𝑓, 𝑔𝑒𝑜2𝐷 , 𝜇, 𝑓) → (𝑃, ?⃑? ) 
𝑃 = 𝑃𝜇 + 𝑓 ∙ (𝑃𝜇+1 − 𝑃𝜇) 
?⃑? = (1 − 𝑓) ∙ ?⃑? 𝜇 + 𝑓 ∙ ?⃑? 𝜇+1 
𝑬𝒑𝒑𝟑 ≔ (𝑟𝑓, 𝑔𝑒𝑜2𝐷 , 𝑥, 𝑦) 
           → 𝑃 =
1
𝑁
∑ 𝑃𝑖
𝑖=𝑁−1
𝑖=0
+ (𝑥, 𝑦, 0) 
𝑬𝒑𝒑𝟒 ≔ (𝑟𝑓, 𝑔𝑒𝑜2𝐷) → 𝑃 =
1
ℎ
∑ 𝑃𝑖
𝑖=ℎ−1
𝑖=0
  
𝑬𝒑𝒑𝟓 ≔ (𝑟𝑓, 𝑠𝑡𝑟, 𝜇) → 𝑃 = 𝑛𝑑𝜇 
𝑬𝒑𝒑𝟔 ≔ (𝑟𝑓, 𝑠𝑡𝑟, 𝜇, 𝑓) 
          → 𝑃 = 𝑛𝑑𝜇 + 𝑓 ∙ (𝑛𝑑𝜇+1 − 𝑛𝑑𝜇) 
 
Fig. 2 Examples of 2D Key Entity 
 
Fig.3 Examples of 3 3D Key Entity 
𝑬𝒑𝒍𝟏 ≔ (𝑟𝑓, 𝑔𝑒𝑜2𝐷 , 𝜇) → (𝑃, ?⃑? ),  
𝑃 = 0.5 ∙ (𝑃𝜇+1 + 𝑃𝜇), 
 ?⃑? =
𝑃𝜇+1 − 𝑃𝜇
‖𝑃𝜇+1 − 𝑃𝜇‖
,  
𝑤ℎ𝑒𝑟𝑒 𝑃𝜇 , 𝑃𝜇+1 ∈ 𝑔𝑒𝑜2𝐷 , 𝜇 ∈ [0, ℎ − 1] ⊆ 𝐍,   
𝑬𝒑𝒍𝟐 ≔ (𝑟𝑓, 𝑠𝑡𝑟, 𝜇) → (𝑃, ?⃑? 𝜇) 
𝑃 = 0.5 ∙ (𝑛𝑑𝜇1 + 𝑛𝑑𝜇0); 
 ?⃑? 𝜇 =
𝑛𝑑𝜇1 − 𝑛𝑑𝜇0
‖𝑛𝑑𝜇1 − 𝑛𝑑𝜇0‖
,  
𝑤ℎ𝑒𝑟𝑒  𝜇 is the index of the arc in the structure and 𝑛𝑑𝜇0, 𝑛𝑑𝜇1 are the index of the node at the two edges of this 
arc. 
𝑬𝒑𝒍𝟑 ≔ (𝑟𝑓, 𝑔𝑒𝑜, 𝜇) → (𝑃, ?⃑? 𝜇),  
𝑖s one of  middle axis of the minimum  
bounding box (MBB) of the component, 𝜇 ∈ [0,2] ∈ 𝐍, P is the center of the MBB. 
𝑬𝒑𝒂 ≔ {𝐸𝑖}𝑖∈[0,𝑛], 𝑤ℎ𝑒𝑟𝑒 𝑖, 𝑛 ∈ 𝐍, 𝐸𝑖  is one of the other key entity described above. 
 
For a 3D component,   for the parametric key entities we consider the correspondent in 3D For sake of space we 
only list them in table 1 and present graphical examples in figure 3. 
Although the key entities apply to geometry of different dimensions and are all calculated in the local reference 
frame, they are anyhow immersed in the same 3D global coordinate system. 
Another important point we can see here is that for one single key entity, sometimes we can get more than one 3D 
elements. For e.g. the 𝑬𝒑𝒑𝟖 , we have 6 parameters: 𝑟𝑓, 𝑔𝑒𝑜3𝐷 , 𝜇, 𝑑0, 𝑑1 and 𝑑1. Form those six parameters we 
can obtain two 3D elements. The first 3D element we can get is the position of this vertex on the mesh, and the 
second 3D element is the normal of this vertex. In this sense, key element has its own dimension. 𝑬𝒑𝒑𝟖 has two 
dimensions. According to the dimension, we can classifier all kinds of key entities in the table 2. We have one 
type of 1D key entity, three types of 2D (line, plane, and point-vector) we use 2D1, 2D2, 2D3 to separate the 
different types, which will be used in the next section to classify the different combination of two key entities. 
 
CONSTRAINTS 
Constraints actually are equations built between different key entities. So to define a constraint, we need to define 
which are the key entities involved, and also what equations to be applied. According to the number of equations 
we classified constraints into two levels. Low level with only one equation and high level with more than one 
equation.  
 
 
 
 
 
 
 
 
 
 
 
1D A Point 
𝐸𝑔𝑝 , 𝐸𝑝𝑝3, 𝐸𝑝𝑝4, 
𝐸𝑝𝑝5, 𝐸𝑝𝑝6, 𝐸𝑝𝑝9 
2D 
2D1 A Line 𝐸𝑔𝑙 , 𝐸𝑝𝑙1, 𝐸𝑝𝑙2, 𝐸𝑝𝑙3 
2D2 A Plane 𝐸𝑔𝑓 
2D3 A Point-Vector 
𝐸𝑝𝑝1, 𝐸𝑝𝑝2, 𝐸𝑝𝑝7, 
𝐸𝑝𝑝8 
3D Reference frame 𝐸𝑔𝑅𝑓 
nD 
nD1 
The whole 
geometry 
𝐸𝑝𝑔 
nD2 
A list of Key 
Entities 
𝐸𝑝𝑎 
Table 2. Classification of Key Entities 
 
In this paper, we are considering that constraints are built only between two key entities (if there are more than 
two key entities we can use 𝐸𝑝𝑙). So the possible combinations of two key entities for one constraint are indicated 
in Table 3. We can see there are 28 different numbered situations. 
Constraints could be applied to one or more of those situations. In different situations, the equations of the 
constraint might be different. In table 4. We list all the constraints that we are considering, with the possible 
situations of combination of key entities (see Table 3). 
 
 1D 2D1 2D2 2D3 3D nD1 nD2 
1D 1       
2D1 2 3      
2D2 4 5 6     
2D3 7 8 9 10    
3D 11 12 13 14 15   
nD1 16 17 18 19 20 21  
nD2 22 23 24 25 26 27 28 
Table 3 Combination of key entities for one constraint 
 
Before defining all the constraints, we need to put the key entities in a same space: the global space, we indicate 
the transformation matrix applied to a key entity I as 𝑀𝑖  . 
In the following definitions we use 𝐸1, 𝐸2 to present the two key entities in a constraint, the order is from the row 
to the column as presented in Table 3. For e.g. for Combination 7,  𝐸1 is a key entity of type 2D3 and 𝐸2 is a key 
entity of type 1D. Then we use 𝐸1
0, 𝐸1
1, 𝐸1
3 to present the first, second and third 3D element of key entity 𝐸1. For 
e.g. if  𝐸1 is of type 2D3 then, 𝐸1
0 presents the position of this vertex and 𝐸1
1 presents the normal of this vertex. 
Table 4 contains the list of the considered constraints; Cl indicates a low level constraint and Ch indicates a high 
level constraint. In the following description of the constraints, the indices specify the key entity combination 
considered. : 
 
 
 
 
 
 
  
No. Name Acceptable Key entity  
Combination 
Cl1 Distance 1,2,4,7,8,9,10,11,12,13,1
4,15,16,18,19,20,21 
Cl2 Angle 3,5,6,8,9,10 
Cl3 Coincidence 1,7,10,11,14,15,16,20 
Cl4 Parallel 3,5,6,8,9,10 
Cl5 Perpendicular 3,5,6,8,9,10 
Cl6 Collinear 2,8,12 
Cl7 Coplanar 4,9,13 
Ch1 Coaxial 3 
Ch2 Tangent 5,6,8,9,10, 
Ch3 Insert 3 
Ch4 Contact 18,19,21 
Ch5 Pattern 22,23,25,26 
Table 4. Constraints 
𝐶𝑙11,7,10,11,14,15 ≔ ‖𝑀2 ∙ 𝐸2
0 − 𝑀1 ∙ 𝐸1
0‖  == 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡 > 0 
𝐶𝑙12 ≔
‖(𝑀2 ∙ 𝐸2
0 − 𝑀1 ∙ 𝐸1
0) × ([𝑀1
−1]
𝑇
∙ 𝐸1
1)‖
‖[𝑀1
−1]
𝑇
∙ 𝐸1
1‖
== 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡 > 0 
𝐶𝑙14 ≔
‖(𝑀2 ∙ 𝐸2
0 − 𝑀1 ∙ 𝐸1
0) ∙ ([𝑀1
−1]
𝑇
∙ 𝐸1
1)‖
‖[𝑀1
−1]
𝑇
∙ 𝐸1
1‖
 
                                 == 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡 > 0 
𝐶𝑙18,12(𝐸1, 𝐸2) ≔ 𝐶𝑙12(𝐸2, 𝐸1) 
𝐶𝑙19,13(𝐸1, 𝐸2) ≔ 𝐶𝑙14(𝐸2, 𝐸1) 
𝐶𝑙116,18,19,20 ≔ ‖𝑀2 ∙ 𝐸2
0 − 𝑀1 ∙ 𝐸1
𝑖‖ == 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡 > 0 
𝑤ℎ𝑒𝑟𝑒 ∃ 𝑖 ∈ 𝑁, 𝑓𝑜𝑟 ∀𝑝 ∈ 𝑁, 𝑝 ≠ 𝑖, 𝐸1
𝑖 , 𝐸1
𝑝 ∈ 𝐸1, 
𝑖, 𝑝 ∈ [0, 𝑛] ⊆ 𝑁, 
𝑛 is the number of geometrc elements 
 of the component  
→ ‖𝑀2 ∙ 𝐸2
0 − 𝑀1 ∙ 𝐸1
𝑖‖ ≤ ‖𝑀2 ∙ 𝐸2
0 − 𝑀1 ∙ 𝐸1
𝑝‖ 
𝐶𝑙121 ≔ ‖𝑀2 ∙ 𝐸2
𝑖 − 𝑀1 ∙ 𝐸1
𝑗‖ == 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡 > 0 
𝑤ℎ𝑒𝑟𝑒 ∃ 𝑖, 𝑗 ∈ 𝑁, 𝑓𝑜𝑟 ∀𝑝, 𝑞 ∈ 𝑁, 𝑝 ≠ 𝑖, 𝑞 ≠ 𝑗, 
𝐸2
𝑖 , 𝐸2
𝑝 ∈ 𝐸2, 𝐸1
𝑗 , 𝐸1
𝑞 ∈ 𝐸1, 
, 𝑖, 𝑝 ∈ [0, 𝑛] ⊆ 𝑁, 𝑗, 𝑞 ∈ [0,𝑚] ⊆ 𝑁, 
𝑛,𝑚 is the number of geometrc elements 
 of the component 2 and component 1 
→ ‖𝑀2 ∙ 𝐸2
𝑖 − 𝑀1 ∙ 𝐸1
𝑗‖ ≤ ‖𝑀2 ∙ 𝐸2
𝑝 − 𝑀1 ∙ 𝐸1
𝑞‖ 
𝐶𝑙23,6,9,10 ≔ 
cos−1
[𝑀2
−1]𝑇 ∙ 𝐸2
1 ∙ [𝑀1
−1]𝑇 ∙ 𝐸1
1
‖[𝑀2
−1]𝑇 ∙ 𝐸2
1‖ ∙ ‖[𝑀1
−1]𝑇 ∙ 𝐸1
1‖
 
                                            == 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡 ∈ [0, 𝜋] 
𝐶𝑙25,8 ≔ 
𝜋 − cos−1
[𝑀2
−1]𝑇 ∙ 𝐸2
1 ∙ [𝑀1
−1]𝑇 ∙ 𝐸1
1
‖[𝑀2
−1]𝑇 ∙ 𝐸2
1‖ ∙ ‖[𝑀1
−1]𝑇 ∙ 𝐸1
1‖
 
                                                 == 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡 ∈ [0, 𝜋] 
𝐶𝑙3 ≔ 𝐶𝑙1 == 0 
𝐶𝑙43,6,9,10 ≔ 𝐶𝑙23,6,8,9,10%𝜋 == 0 
𝐶𝑙45,8 ≔ 𝐶𝑙25,8 ==
𝜋
2
  
𝐶𝑙53,6,8,9,10 ≔ 𝐶𝑙23,6,8,9,10 ==
𝜋
2
 
𝐶𝑙55 ≔ 𝐶𝑙25%𝜋 == 0 
𝐶𝑙6 ≔  𝐶𝑙1 == 0 
𝐶𝑙7 ≔ 𝐶𝑙1 == 0 
𝐶ℎ1 ≔  𝐶𝑙4 + 𝐶𝑙6 
𝐶ℎ2 ≔ 𝐶𝑙4 + (𝐶𝑙1 == 0) 
𝐶ℎ3 ≔ 𝐶ℎ1 + 𝐶𝑙1 
𝐶ℎ4 ≔ 𝐶ℎ2 
𝐶ℎ522,25,26 ≔ (𝐶𝑙2 == 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡1) + (𝐶𝑙1 == 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡2) 
Here means the pattern of key entities around a circle 
𝐶ℎ523 ≔ (𝐶𝑙1 == 𝑐𝑜𝑛𝑠𝑡𝑎𝑛𝑡) + 𝐶ℎ1 
Here means the pattern of key entities along a line. 
 
We can see from all the constraints presented above that there are two most basic constraints on which all other 
constraints are built: Distance (Cl1) and Angle (Cl2). We cannot build any numbers of constraints between any 
two components, because as we increase the number of constraints there will be a moment that one component is 
over constraint. So in our approach we decided to consider it as a constraint satisfaction problem. How to solve 
this problem will be presented in the following section. 
 
CONSTRAINT SATISFACTION PROBLEM (CSP) 
As presented in [Bra99], A CSP consists of: 
 A set of variables 𝑋 = {𝑥1, … , 𝑥𝑛}; 
 For each variable𝑥𝑖, a finite set 𝐷𝑖of possible values (its domain); 
 A set of constraints restricting the values that the variables can simultaneously take. 
In our case, the CSP could be defined as below: 
𝑪𝑺𝑷 ≔ (𝑋, 𝐷, 𝐶),𝑤ℎ𝑒𝑟𝑒  
𝑋 = {𝑟𝑓𝑖} 𝑖⁄ ∈ [0, 𝑛], 𝑖, 𝑛 ∈ 𝐍,𝑤ℎ𝑒𝑟𝑒  
    𝑟𝑓𝑖 = (𝑃𝑖 , 𝑅𝑖 , 𝑆𝑖)  
𝐷 = {𝑑𝑗}𝑗∈[0,𝑛], 𝑗 ∈ 𝐍,𝑤ℎ𝑒𝑟𝑒  
    𝑑𝑗 = (𝑅
3, [0, 𝜋]3, 𝑅3) 
𝐶 = {𝑐𝑘}𝑘∈[0,𝑚], 𝑘,𝑚 ∈ 𝐍,𝑤ℎ𝑒𝑟𝑒  
    𝑐𝑘 ∈ 𝐶𝑜𝑛𝑠𝑡𝑟𝑎𝑖𝑛𝑡𝑠 
Different algorithms could be applied to solve the problem as presented in [Rob]. In general, there are three types 
of solution: 
 Just one solution, with no preference as to which one; 
 All solutions; 
 An optimal, or at least a good, solution, given some objective function defined in terms of some or all of the 
variables. 
In this paper, we are using the third type of solution, in this case, we proposed a set of objective functions. 
𝐹 = (𝐹𝑝, 𝐹𝑟, 𝐹𝑠), 𝑤ℎ𝑒𝑟𝑒 
    𝐹𝑝 = ∑𝜇𝑝𝑖 ∙ ‖𝑃𝑖
𝑓 − 𝑃𝑖
0‖
2
𝑖=𝑛
𝑖=0
, 𝜇𝑝𝑖 ∈ 𝐑, 𝑖 ∈ 𝐍 
    𝐹𝑟 = ∑𝜇𝑟𝑖 ∙ ‖𝑅𝑖
𝑓 − 𝑅𝑖
0‖
2
𝑖=𝑛
𝑖=0
, 𝜇𝑟𝑖 ∈ 𝐑, 𝑖 ∈ 𝐍 
    𝐹𝑠 = ∑𝜇𝑠𝑖 ∙ 𝑆𝑖
2
𝑖=𝑛
𝑖=0
, 𝜇𝑟𝑖 ∈ 𝐑, 𝑖 ∈ 𝐍 
     𝑆𝑖 =
{
 
 
 
 ‖
𝑆𝑖
𝑓
𝑆𝑖
0‖ , 𝑖𝑓 ‖
𝑆𝑖
𝑓
𝑆𝑖
0‖ > 1
‖
𝑆𝑖
0
𝑆𝑖
𝑓
‖ , 𝑖𝑓 ‖
𝑆𝑖
𝑓
𝑆𝑖
0‖ ≤ 1 
 
Fp is the positioning energy of all the component from the initial position 𝑃𝑖
0 to the final position 𝑃𝑖
𝑓
. 
Fr is the rotation energy of all the component from the initial rotation 𝑅𝑖
0 to the final rotation 𝑅𝑖
𝑓
. 
Fs is the scaling energy of all the component from the initial 𝑆𝑖
0 scale to the final scale 𝑆𝑖
𝑓
. 
Our objective is to minimize these three energies. And 𝜇𝑝𝑖 , 𝜇𝑟𝑖  𝑎𝑛𝑑 𝜇𝑠𝑖  are the three energy factors for each 
component. If we don’t want one specified component change too much its position we can set 𝜇𝑝 a very large 
value. In this sense, we build a link of the transformation of reference frame of each component with a semantic 
meaning. In another word, our CSP is more meaningful compared with typical CAD CSP. The importance of 
semantics for the constraints could be found in [Tut08]. We can use different factors for different components, we 
could also use a global factors for all component. The factors actually limit the flexibilities of positioning, rotating 
and scaling of each component. 
With the objective function, the solution of our CSP becomes a numerical optimization problem. We are using a 
numerical software called Mathmatica to solve the optimization problem, the result could be found in the next 
section. 
 
RESULTS  
The approach presented in this paper has been implemented in a 3D application called Unity3D, which is a famous 
tool to develop 3D environment. The inputs of our system are different types of multimodal data which has already 
the geometry (mesh for 3D data, contour for 2D data) and structure information associated. The aim of the test is 
to evaluate our approach and to see how the three energy factors will affect the final result of the CSP. 
Objective: Create a table from multimodal data 
Components: 
We considered three components to be tested: a leg of a dog from a 3D data, the upper part of a pillar from a 2D 
data and a cube generated in Unity3D. 
Component 1:  2D image with structure– upper part of a pillar. (Fig. 4) 
Component 2: 3D mesh with structure - One leg of a dog (Fig.5)  
Component 3: 3D mesh without structure- Cube (Fig. 6) 
Key entities:  
e1 ∈ 𝐸𝑝𝑝5, e2 ∈ 𝐸𝑝𝑙2, (See Fig. 5) 
e3 ∈ 𝐸𝑝𝑝5, e4 ∈ 𝐸𝑝𝑙2, (See Fig. 6) 
e5 ∈ 𝐸𝑝𝑝5, e6 ∈ 𝐸𝑝𝑝8, (See Fig. 5 and 6) 
 
Fig. 6 Key Entity e6 (Epp8) 
 
Constraints: 
𝑐1 = 𝐶𝑙3(𝑒1, 𝑒5); 𝑐2 = 𝐶𝑙4(𝑒2, 𝑒4); 
𝑐3 = 𝐶𝑙3(𝑒3, 𝑒6); 𝑐4 = 𝐶𝑙5(𝑒6, 𝑒4); 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 4 Key Entity e1 (Epp5) and e2 (Epl2) 
 
Fig. 5 Key Entity e3 (Epp5), e4 (Epl2) 
and e5 (Epp5) 
 Results:  
 
Fig. 7 Result 
 
With the same constraints, we have tested three different configurations of the three energy factors. (Fig. 7) We 
can see that different configurations of those three factor will allow the components to be rescaled in different 
ways to satisfy all the constraints. 
 
CONCLUSION 
In this paper, we presented our constraint setting and solver engine to be included in our under development system 
for the specification of objects and scenes from multimodal data using either a traditional keyboard and mouse or 
a multi-touch UI In the final application the specification of most of the key elements will be derived by the user 
actions.  To facilitate the interaction constraints have been named using semantically meaningful terms. They have 
been distinguished in low level and high level constraints. Low level constraints are expressed by a single equation, 
and are then combined to build the high level ones. 
Future work will also focus on the integration of deformation possibilities during the constraint satisfaction and 
on the specification of more meaningful and complex relation between components such as group, father-child 
and use the constraints to describe those relations.  
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