Bug localization refers to the process of identifying source code files that contain defects from descriptions of these defects which are typically contained in bug reports. There have been many bug localization techniques proposed in the literature. However, often it is hard to compare these techniques since different evaluation datasets are used. At times the datasets are not made publicly available and thus it is difficult to reproduce reported results. Furthermore, some techniques are only evaluated on small datasets and thus it is not clear whether the results are generalizable. Thus, there is a need for a platform that allows various techniques to be compared with one another on a common pool containing a large number of bug reports with known defective source code files. In this paper, we address this need by proposing our Bug lOcalization experimental plATform (BOAT ). BOAT is an extensible web application that contains thousands of bug reports with known defective source code files. Researchers can create accounts in BOAT, upload executables of their bug localization techniques, and see how these techniques perform in comparison with techniques uploaded by other researchers, with respect to some standard evaluation measures. BOAT is already preloaded with several bug localization techniques and thus researchers can directly compare their newly proposed techniques against these existing techniques. BOAT has been made available online since October 2013, and researchers could access the platform at: http://www.vlis.zju.edu.cn/blp.
INTRODUCTION
Bugs are inevitable during software development and maintenance. To improve the reliability of software systems, many software projects allow end users to report bugs that they encounter. For a large software system, the project team can receive hundreds of bug reports every day [1] . Once a bug report is received, a developer often needs to spend much effort to locate the defective program code and fix it. To reduce this effort, a number of techniques have been proposed to automatically return program files that are likely to contain defects given a bug report [8, 3, 6] .
Despite advances in bug localization studies, there are a few challenges that potentially hamper the development of this field:
1. Many bug localization techniques are tested on different datasets and thus it is hard to compare their effectiveness. 2. To make matter worse, at times the datasets used are not publicly released, e.g., [8] , and thus it is hard to replicate the results of the study. 3. Furthermore, a number of techniques have only been tested on small number of bug reports (less than 50), e.g., [5] . Thus it is not clear if the results reported for these techniques are generalizable across a wide variety of projects and bug reports.
Based on these observations, there is a need for a platform that researchers can use to compare various techniques, replicate the results of various techniques, and reduce the threats to external validity. In this work, we provide such platform named Bug lOcalization experimental plATform (BOAT ). This web-based platform allows researchers to upload their bug localization techniques, check the effectiveness of their techniques on a large bug report dataset, and compare the effectiveness of their techniques with other techniques. Currently, BOAT contains thousands of bug reports Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from Permissions@acm.org. and the implementations of several popular bug localization approaches.
In the remainder of this paper, we first describe the details of our platform in Section 2. We describe the datasets contained and techniques implemented in the current version of BOAT in Section 3. Next, we describe related work in Section 4. We conclude and describe future work in Section 5. Figure 1 presents the architecture of BOAT. BOAT contains 3 components: data collection component, local debugging component, and remote execution component. The data collection component analyzes software projects to find bug reports, the code before the corresponding bugs are fixed, and the corresponding buggy files that get fixed. The local debugging component supports researchers during the development of BOAT -compatible executables of their bug localization techniques in their own local environments. Its goal is to reduce the debugging effort when researchers eventually upload their executable files in BOAT. The remote execution component runs the uploaded executables of bug localization techniques against the dataset that are extracted by the data collection component and returns the results to developers. In the following paragraphs, we describe the details of these 3 components. The data collection component processes software projects and for each project it analyzes its bug tracking system (e.g., JIRA, Bugzilla, etc.) and version control system (e.g., git, SVN, etc.). BOAT extracts commit logs from the version control system. For each log, it analyzes whether the corresponding commit fixes a bug report. BOAT performs regular expression checks to identify whether a bug report identifier exists in the log. If there is an identifier, BOAT would get the details of the bug (i.e., a bug report) with that identifier from the bug tracking system. BOAT would group commits that fix a defect reported in the same bug report. From these pieces of information, for each bug report whose identifier exists in the commit logs, BOAT recovers the code before the fix, and the files that are changed or deleted to fix the bug. These extracted data is stored in a database to be used by the other components of BOAT. Note that there is no need to process a huge number of projects at once. BOAT 's administrators can incrementally add more bug reports and their corresponding buggy files. Thus, over time BOAT would contain more and more reports. System.err.println("Invalid options.");
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4:
System.err.println("<url> <user> <password> <project root>");
5:
System.exit (2) 
14:
List<String> relevantFileLists = service.getBugLocation(bug);
15:
List<String> fileList = predictBugs(objMap, new File(project));
16:
...
17:
} 18: } Figure 2 : Sample Java Code for Local Debugging.
Using the local debugging component, researchers can interact with BOAT in their own local environments. BOAT allows registered researchers to fetch a limited number of bug reports (with the contents of all their fields), the code before these bugs are fixed, and the defective source code files via a restful web service. This web service can be accessed by programs written in many programming languages and thus BOAT does not put much restriction in the environment in which researchers can develop their own bug localization techniques. Figure 2 presents an example of Java code that interacts with BOAT 's local debugging component. At Line 11, the code creates a connection to BOAT 's local debugging component. At Lines 12-14, the code iterates through the bug reports, code before the bugs are fixed, and the corresponding buggy files that BOAT 's local debugging component allows researchers to fetch. After a researcher completes the development of a bug localization technique, he/she can upload the executable of the technique to BOAT via BOAT 's web interface. Each registered researcher is given a working directory which con-tains executables that he/she uploads and data collected by BOAT 's data collection component. An example of a working directory is shown in Figure 3 . In the figure, under "projects" subfolder is collected bug reports, and under "programs" subfolder is uploaded executables. Researcher can then set some configuration options that would govern how BOAT runs the uploaded executables. Figure 4 presents an example of a configuration setting. In this configuration, several jobs are specified. Each job specifies a bug localization algorithm that would be run and a software project whose bug reports would be used to evaluate the algorithm. After a configuration is specified, the remote execution component would then run selected executables against bug reports from selected projects. An email would be sent to the researcher to inform whether each of the jobs is successful or not. If a job fails, the researcher could find a detailed information of the failure in an execution log file that is sent with the email. If a job is successful, the remote execution component evaluates the ranked lists of potentially buggy files returned by the bug localization algorithm in terms of standard measures such as: recall-rate@1 1 (top1), recall-rate@5 (top5), recall-rate@10 (top10), mean reciprocal rank (mrr) and mean average precision (map) -c.f., [8, 3, 6] . The experiment results are displayed in the researcher's dashboard in BOAT 's web interface. Figure 5 shows an example experiment results that is displayed in a researcher's dashboard. After a successful completion of a job, the remote execution component also computes/updates a list of top-10 researchers with best performing bug localization techniques. This list would be made available in the dashboards of registered researchers. With this list, researchers can compare the performances of various bug localization techniques on various datasets. Figure 6 shows a snapshot of B OAT's interface which shows lists of top-10 researchers (users) for various datasets and various evaluation metrics (top1, top5, top10, mrr, or map).
CURRENT DATASET AND TECHNIQUES
BOAT currently contains 6,080 bug reports and their corresponding fixes from 29 open-source projects. To ensure the quality of the data, we have manually sampled a subset of the bug reports (i.e., 300 bugs), and checked their corresponding fixes. We find that these bug reports are of good quality. Table 1 presents the statistics of bug reports collected from the projects. The columns correspond to the project name (Project), the number of bug reports (# Bugs), the 1 It is also known as top n rank in [8] We have used BOAT to evaluate a popular and a stateof-the-art bug-localization technique, namely VSM proposed by Marcus et al. [4] , and BugLocator proposed by Zhou et al. [8] . BOAT runs these two techniques on the bug reports from various projects. Table 2 shows the recall-rate@1 (top1), recall-rate@5 (top5), recall-rate@10 (top10), mrr and map of the two techniques for several projects as evaluated by BOAT. The implementations of these two techniques are made available in BOAT and researchers can easily compare the effectiveness of their techniques against these two techniques.
RELATED WORK
In this section, we first compare and contrast BOAT with a related experimental platform and a related benchmark.
We then briefly describe some existing studies on bug localization. [3] . Rao and Kak perform a comparative study of different bug localization techniques, such as Unigram Model (UM), Vector Space Model (VSM), LSI, LDA, and Cluster-Based Document Model (CBDM). They conclude that UM and VSM achieve the best performance. Zhou et al. propose BugLocator which ranks source code files based on textual similarity between bug reports and files using revised Vector Space Model (rVSM), and also based on similar bug reports which are fixed before [8] . Our experimental framework makes it easier for researchers to compare bug localization techniques over a large number of bug reports and thus supports future research in this area.
CONCLUSION AND FUTURE WORK
In this paper, we describe BOAT which is a web-based experimental platform to enable researchers to comparatively and reproducibly evaluate the performance of bug localization techniques over a large dataset of bug reports. BOAT currently contains 6,080 bug reports from 29 projects and the implementations of a popular and a state-of-the-art bug localization technique. BOAT can be publicly accessed from: http://www.vlis.zju.edu.cn/blp. In the future, we plan to add more datasets into BOAT, implement more bug localization algorithms, integrate more evaluation metrics, support bug localization at additional levels of granularity (e.g., method or basic block granularity), and organize a bug localization competition using BOAT.
