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ABSTRAKT
Që nga fillimi i historisë së njerëzimit, njeriu është ballafaquar me menaxhimin e kohës.
Gjuetia, kujdesi për familje, mbrojtja nga rreziqet e jashtme, nga fatkeqësitë natyrore, dhe
përgatitjet për stinët e ftohta, kanë qenë nga sfidat e para të njerëzimit qe kanë kërkuar
menaxhimin e kohës. Me zhvillimin e teknologjisë dhe socializimin e njerëzve ka lindur
nevoja për të menaxhuar kohen më saktë. Kështu kanë filluar të përdoren mjete të ndryshme
ndihmuese për menaxhimin e kohës. Më parë janë përdorur shkrimet, shënimet, fletoret,
mjete të ndryshme që ndihmojnë kujtesën, kalendarët dhe së fundmi teknologjinë
informative. Krahas menaxhimit individual, rendësi te veçante ka edhe menaxhimi grupor, i
cili zhvillohet në një forme më të komplikuar, varësisht prej madhësisë dhe specifikave të
tjera të grupeve përkatëse. Si rezultat, efektiviteti dhe efikasiteti në punë rritet relativisht mirë
me përdorimin e teknologjisë informative. Kjo gjen zbatim në shkolla, në markete, në
kompani të transportit apo në fabrika. Pra përdorimi i programeve/aplikacioneve të ndryshme
kompjuterike

për

këtë

qëllim,

do

të

rritë

produktivitetin

e

grupit.

Në këtë punim kryesisht do të bëhet fjalë për zhvillimin e një web aplikacioni për
menaxhimin e punëve, i quajtur TASMA – Task Management Application. Do të tregohen
avantazhet që do ti sjell ky aplikacion, fushat e përdorimit të këtij aplikacioni dhe krahasimet
me aplikacionet tjerë ekzistuese. Do të ketë shpjegime për gjuhet programuese të përdorura
dhe arsyet e përdorimit të këtyre gjuhëve. Shembuj nga aplikacioni, serveri dhe baza e të
dhënave. Shpjegime për metoda të ndryshme të përdorur në kod të aplikacionit dhe pamje të
ndryshme nga ndërfaqja e përdoruesit.
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HYRJE

Kompjuterët në vitet e fundit kanë ndikuar jashtëzakonisht mënyrat e operimeve të
kompanive. Teknologjia është zhvilluar aq shumë saqë kompanitë që nuk përdorin
kompjuterët në zyrat e tyre janë në një disavantazh të madh kundër konkurrentëve të tyre.
Kompjuterët mundësojnë programet të funksionojnë dhe të ruajnë shënime të ndryshme për
dosjet e nevojshme për të. Gjithashtu mundësojnë bizneset të organizojnë të gjitha informatat
e tyre në një mënyrë të lehtë arritshëm. Falë shkathtësisë në organizimin e shënimeve apo
dosjeve, kompjuterët mundësojnë që kompanitë të organizojnë punët më efikas, të kanë
menaxhim të kohës më të mirë dhe produktivitet më të lartë.
Teknologjia në zhvillim vazhdimisht sjellë mjete dhe shërbime të reja më të volitshme dhe
mundëson kompanitë të kursejnë në listën e pagave dhe në pajisjet e zyrës. Shkaku që
kompjuterët mundësojnë punët të kryhen më shpejtë dhe më efikas, është e mundshme për
kompanitë të punësojnë më pak punëtorë. Përveç kësaj me kompjuterët të lidhura në rrjetë
lokale të zyrës, kompanitë mund të ruajnë dhe shkëmbejnë të dhënat më lehtë, duke kursyer
koston e ruajtjes të dhënave fizikisht dhe të shmangin blerjen e shumë printerëve, kopjuesve
dhe mjeteve të tjera të përdorura më parë se të bëhen kompjuterët të përhapur.
Një nga arsyet e përdorimit të kompjuterëve në biznese janë aplikacionet për menaxhimin e
punëve. Këto siç kuptohet edhe nga emri, lehtësojnë, thjeshtësojnë procesin e menaxhimit të
punëve në grupe. Përdoruesit mund të jenë punëtorë të thjeshtë, menaxherë, drejtorë.
Shkurtimisht këto aplikacione ofrojnë profile të veçanta për secilin individ, me privilegje të
bazuar në pozitën e tyre në punë. Ofrojnë krijimin, dhënien e punëve për punëtorë,
kontrollimin apo mbikëqyrjen e këtyre punëve, shënimin e punëve te kryer nga punëtorët apo
dërgimin e kërkesave për këto punë. Gjithashtu mundësojnë qasje në raporte dhe statistika të
ndryshme të punëtorëve dhe punëve.
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2

SHQYRTIMI I LITERATURËS

Aplikacionet për menaxhimin e punëve mund të zhvillohen për platforma të ndryshme si,
Web, Windows, MacOS, Linux, Android, iOS, etj. Platformat më të përhapura për zhvillimin
e aplikacioneve janë platformat Web, sepse mund të përdorën në të gjitha platformat
ekzistuese, pra kanë fushëveprim më të madh krahas platformave tjerë.
Web aplikacionet mund të ndërtohen me gjuhë programuese të ndryshme si JavaScript,
Python, Ruby, Php, etj. JavaScript është gjuha programuese më e përdorur nga përdoruesit e
GitHub [1]. JavaScript është një gjuhë programuese e interpretuar, peshë lehtë apo
përndryshe një gjuhë që përpilohet menjëherë, drejtpërdrejtë. Më së shumti njihet si gjuhë
skriptuese për web faqet por krahas saj mund të përdoret edhe jashtë mjedisit të shfletuesit
me teknologji të ndryshme si Node.js, Apache CouchDB dhe Adobe Acrobat.
2.1

Përzgjedhja e Teknologjive

Aplikacioni TASMA – Task Management Appliaction është zhvilluar për platformën Web.
Kjo platformë është përzgjedhur që të mos ketë varësi të platformave, pra në zyre të kenë
mundësi të qasjes përdoruesit e platformave të ndryshme, si MacOS, Windows apo
përdoruesit e tabletave dhe telefonave. Aplikacioni kryesisht është ndërtuar me gjuhën
programuese JavaScript.
JavaScript si një gjuhë programuese e shumë-përdorur në tërë botën ofron mundësinë të
përdoret jashtë mjedisit të shfletuesit. Pra kjo mundëson përveç programimit të faqes që
shohin përdoruesit gjithashtu edhe programimin e serverit, pjesës që nuk shihet nga
përdoruesi. Përdorimi i të njëjtës gjuhë në Front-End dhe Back-End të aplikacionit dukshëm
lehtëson punën e programuesit dhe shpejtëson procesin e zhvillimit të aplikacionit. Gjithashtu
në bazë të dhënave të aplikacionit është përdorur MongoDB, një lloj i bazës të dhënave që
klasifikohet si NoSQL, e cila mundëson përdorimin e JavaScript në kërkime dhe përdor një
strukture të ngjashëm me JSON në skema të dokumenteve.
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2.2

Rëndësia e Aplikacioneve për Menaxhimin e Punëve

Aplikacionet për menaxhimin e punëve janë tejet të rëndësishëm në funksionimin e
kompanive. Dukshëm ndikojnë në produktivitet dhe efikasitet të kompanisë. Këto
aplikacione mundësojnë automatizimin e shumë proceseve që marrin kohë dhe rrjedhimisht
kompanitë kursejnë kohë dhe pare. Organizojnë punët në mënyrë më të sigurte që mos të
kenë konflikte të orareve. Përveç anës organizative këto aplikacione mundësojnë krijimin e
raporteve në mënyre të automatizuar. Përmes këtyre raporteve mund të shihet produktiviteti
i punëtorëve për data specifike apo për punë specifike. Kjo mundëson menaxherët të kenë
një pikëpamje më të qartë rreth punëtorëve.

2.3

Aplikacionet Ekzistuese

Aplikacionet për menaxhimin e punëve janë shumë të kërkuara në treg, pra ekzistojnë me
qindra aplikacione të tillë. Secila nga këto kanë karakteristikat e veta. Disa më të përdorurat
nga këto janë:

2.3.1 Smartsheet
Smartsheet përdorë një formë tabelore për organizimin e punëve, pra ka dukje të përafërt me
aplikacionet Spreadsheet, që vështirëson përdorimin për punëtorë që nuk janë shumë
përdorues profesional të kompjuterëve, dhe kjo njihet si mangësi e këtij aplikacioni.
Karakteristika që e veçon këtë aplikacion nga të tjerët është mënyra e organizimit të raporteve
të kërkuar nga përdoruesit. Përdor paraqitje grafike të ndryshme të statistikave përmes
grafeve dhe skicave. Kushton 22€ për punëtorë në muaj dhe së paku duhet të janë 3 punëtorë
në biznes për të blerë këtë aplikacion.
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2.3.2 Trello
Trello është një aplikacion që përveç menaxhimit të punëve grupore mund të përdoret edhe
për punët personale apo menaxhimin e orarit personal. Do të thotë që nuk e ka fokusin vetëm
në menaxhimin e grupeve dhe si mangësi e kësaj, dukshëm vështirësohet përdorimi i
aplikacionit kur janë në fjalë grupet e mëdha. Për kompanitë kushton 9.99$ për punëtorë në
muaj.

2.3.3 Redbooth
Redbooth është pothuajse programi më i avancuar i këtij llojit. Është Përveç menaxhimit të
punëve, ofron video konferenca me punëtorë. Por në një botë ku ekzistojnë kompanitë
gjigande si Skype dhe Google që sjellin aplikacione të shkëlqyeshme të tille, sa mund ta
përdorim këtë funksionalitet të këtij programit.
Redbooth kushton 15$ në muaj për punëtorë.

2.3.4 Asana
Asana është ndër aplikacionet më të njohura të këtij llojit. Është ndër më të thjeshtat në treg.
Ka një ndërfaqe të përdoruesit tejet të thjeshtë në krahasim me aplikacionet tjerë. Ofron
përdorim pa pagesë por në mungesë të disa funksioneve të aplikacionit, për ekipe që kanë
maksimumi 15 punëtore. Për qasje të pa limituar duhet të paguhet 9.99$ për person në muaj.
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DEKLARIMI I PROBLEMIT

Ekzistojnë shumë aplikacione për menaxhimin e punëve, disa prej tyre janë të përdorura
shumë. Shumica janë të ngjashëm në strukturë dhe kanë funksionalitete pothuajse të njëjtë.
Pra në përzgjedhje të aplikacionit të duhur për kompani, do të jetë vështirë nëse dëshirojmë
të vendosim duke u bazuar në funksionalitet apo në popullaritetin e tij.
Pas vitit 2000, kompjuterët personal janë bërë financiarisht dhe praktikisht më të volitshëm
për shumicën e njerëzve, si rrjedhoje e kësaj shumica janë njoftuar me kompjuterët në këtë
periudhë. Krahas kësaj nëse në këtë periudhë kanë qenë në një moshë më të vjetër kjo ka
shkaktuar vështirësi në aftësimin e tyre profesionale në teknologji informative. Aplikacionet
ekzistuese të menaxhimit të punëve janë tejet të komplikuar për përdoruesit e kësaj moshe,
ndodhë edhe për përdoruesit të aftë në kompjuter shkaktojnë humbje kohe të paarsyeshëm
vetëm për të mësuar dhe ambientuar me këto aplikacione. Aplikacionet që synojnë të rrisin
produktivitetin e një kompanie, të shpejtojnë punët në kompani, sikur të ishin në konflikt me
qëllimet e veta, kërkojnë nga përdoruesit të trajnohen para se të fillojnë ti përdorin ato. Për
një punë shumë të thjeshtë, kërkojnë me dhjetëra klikime, shumë opsione për t’u mbushur,
shumë pyetje për t’u përgjigjur. Një drejtor apo punëtorë përveç punëve që duhet ti kryej,
duhet të mendon edhe për përdorimin e aplikacionit, krijimin e punëve në të apo menaxhimin
e punëve të tij në aplikacion. Kështu aplikacionet bëhen të pakëndshëm për përdoruesit e
tyre.

Figura 1 Tasma Logo
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TASMA – Task Management Application sjellë një ndërfaqe përdoruesi të thjeshtësuar
maksimalisht por me funksionalitete të njëjtë me aplikacionet tjerë. TASMA synon që
përdoruesit të humbin sa më pakë kohë në aplikacion dhe të punojnë më shumë në punët e
tyre. TASMA ofron që përdoruesit në 2 klikime të përfundojnë punët e tyre në aplikacion.
Ka një ndërfaqe të pastër, e dizajnuar që mos ti bezdis përdoruesit.
Në pika të shkurta, me këtë aplikacion synohet të ofrohet një ndërfaqe e përdoruesit për të
gjithë llojet e njerëzve, për njerëz të aftë dhe jo të aftë me teknologji informative, të
mbingarkuar me punë, që dëshirojnë të përdorin sa më pakë kompjuterë, etj.
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4

METODOLOGJIA

Për të zhvilluar aplikacionin e lartë përmendur duhet të përdoret një metodologji e duhur e
cila do të ofron rezultate të mira, kosto të ulët dhe të shpenzojmë kohë më pak në zhvillim.
Fillimisht është bërë një shqyrtim për aplikacionet e menaxhimit të punëve në përgjithësi,
pastaj për platformat dhe gjuhen programuese e përdorur me arsye. Kemi treguar përparësitë
dhe mangësitë e aplikacioneve ekzistuese. Përfundimisht kemi treguar dallimet e aplikacionit
TASMA nga aplikacionet ekzistues dhe se çfarë zgjidhje ofron ky aplikacion. Për këto
sqarime, të gjithë aplikacionet të lartë përmendur janë testuar, dhe janë marrë parasysh
vlerësimet e përdoruesve për këto aplikacione. Nga këto hulumtime janë vendosur qëllimet
e aplikacionit, ndërfaqja e përdoruesit dhe detajet tjera të aplikacionit.
Ky aplikacion në thelb funksionon me dy aplikacione të ndara, front-end apo pjesa e
aplikacioni që e shohin përdoruesit dhe back-end apo serveri. Aplikacioni tërë kohën
komunikon me serverin, për të marrë të dhënat, për të bërë përditësime në bazë të dhënave,
për autentifikim, etj.

4.1

Teknologjitë e Përdorura

Gjuha e përdorur për të ndërtuar këtë aplikacion, në te dy, front-end dhe back-end është gjuha
JavaScript dhe për bazën e të dhënave është përdorur MongoDB. Përveç këtyre janë përdorur
framework dhe mjete ndihmues të ndryshëm që lehtësojnë programimin dhe kursejnë kohë
dhe janë të sigurte.

4.1.1 JavaScript
JavaScript duke mos e ngatërruar me Java, është gjuha programuese më e përhapur dhe me
popullaritet shumë të lartë në tërë botën. Është një high-level gjuhë programuese e
interpretuar që përputhet me specifikimet e ECMAScript. ECMAScript është specifikë për
gjuhë skriptuese e standardizuar nga ECMA International në ECMA-262 dhe ISO/IEC
16262, është krijuar për të standardizuar JavaScript, dhe për të pranuar implementime të
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pavarura nga komuniteti i programerëve. JavaScript më shumë njihet si gjuhë skriptuese për
web faqe, por tash më plot mjedise jo-shfletuese janë duke përdorur atë, si në rastin tonë
Node.js. Si fakt interesante për këtë gjuhë është që në vitin 1995 Brendan Eich ka shkruar
versionin e parë te JavaScript brenda 10 dite kur ishte duke punuar në kompaninë Netscape
[2]. 10 vitet e para nga krijimi i tij, JavaScript ishte shumë gjuhë e nënvlerësuar sepse
audienca e planifikuar e kësaj gjuhe ishin amatoret. Kjo kështu vazhdoi deri me vitin 2004,
kur Google e lansoi web aplikacionin konkurruese për Yahoo! dhe Hotmail, Gmail-in. Gmail
është web aplikacioni i parë i popullarizuar që në të vërtetë tregoi se çka mund të arrihet me
client-side JavaScript. Gmail kishte përdorur JavaScript në mënyrë të lartë interaktive, për të
ikur nga limitimet e HTML [3]. Deri në këtë moment Yahoo! dhe Hotmail ishin duke
përdorur server-side render gati se në të gjithë funksionet e aplikacioneve të tyre dhe kjo
merrte kohë jashtëzakonisht shumë në krahasim me JavaScript, sepse të gjithë kohen
dërgonin kërkesë në server, merrnin përgjigje dhe e rifreskonin faqen në atë mënyrë që të
përditësohen elementet në faqe [2]. Sot Gmail është mail aplikacioni më i përdorur dhe më i
shpejtë në botë dhe është shembulli konkret për një single-page JavaScript app klasik. Me
një mënyrë kjo tregon njërën ndaj përparësitë e JavaScriptit. Versioni i fundit i JavaScript
është ES6 apo ECMAScript 2016, dhe është ende duke u zhvilluar.
Me një analizë më të thellë në JavaScript mund të shohim plot përparësitë që i ka krahas
gjuhëve tjerë. JavaScript përkrah programimin e fokusuar në ngjarje, lejon të kemi faqe
interaktive, të ndërhyjmë çdo moment në faqe pa pasur nevojë të rifreskojmë atë. Pasi që
ngarkohet faqja, JavaScript fillon të pret për ngjarje, ose me një mënyrë tjetër, të dëgjon
ngjarjet dhe në vijim kryen kërkesat e caktuar. JavaScript është një gjuhë që përkrah
programimin funksional. Programimi funksional është përafërsisht e njëjtë me funksionet në
matematikë. Përmes programimit funksional, shmangim përsëritjet në kod dhe përdorim e
kodin e njëjtë në kushte të ndryshme rrjedhimisht prej kësaj ne kem kod më të lexueshëm
dhe mund të analizojmë kodin më lehtë. Gjithashtu përkrah kodimin e bazuar në objekte dhe
në prototipe. Përveç këtyre, ka edhe first-class funksionet, që do të thotë mundëson të
caktojmë funksionet si parametra për funksione, apo edhe të kthejmë si rezultat i funksioneve
ndonjë funksion tjetër. JavaScript kodet ekzekutohen dhe punojnë në motorët JavaScript.
Këto zakonisht janë të implementuara në shfletues apo mjedise të ndryshme për desktop apo
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mobil aplikacione. Disa nga më të përhapurat nga këto motorët janë Chrome V8 është më e
shpejta [4] dhe përdoret nga Google Chrome dhe Node.js, SpiderMonkey që përdoret nga
Firefox dhe JavaScriptCore që përdoret nga Safari.

4.1.2 Vue.js
Vue.js është një JavaScript framework që përdoret për të krijuar ndërfaqe të përdoruesit.
Ndërfaqja e përdoruesit në aplikacionin TASMA është krijuar me Vue.js. Ndryshe nga
frameworket tjerë Vue është krijuar nga fillimi si një framework që mundëson
implementimin gradual. Lehtë mund të implementohet bashkë me librari tjerë apo në projekte
ekzistuese. Është një framework i ri dhe është lansuar nga Evan You në vitin 2014. Vue.js
është një framework e lehtë për përdorim dhe shumë e shpejtë. Ideja e zhvillimit e Vue.js ka
qenë mbledhja e karakteristikave më të mira të frameworkeve tjerë në një framework, dhe
konsiderohet si përzierje e framworkeve të shumë njohur si React.js dhe Angular.js [5]. Një
nga karakteristikat më atraktive të Vue.js është përdorimi i DOM-it virtual. Me fjalë të
thjeshta DOM-i virtual është një kopje e lehtë e DOM-it, e cila lejon manipulimin me objekte
pa pasur nevojë t’i kem ato në ekran. Në secilën herë që shfaqim një element, secili objekt i
DOM-it virtual përditësohet. Kur përditësojmë DOM-in virtual, Vue krahason atë me
versionet e vjetër. Ky krahasim mundëson Vue-n të dallojë specifikisht cilët objekte kanë
ndryshuar dhe përfundimisht Vue përditëson vetëm ato objekte në DOM-in real. Ky
framework ofron përdorimin e komponentëve, të cilët janë të instancat të ripërdorëshëm të
Vue.js, si për shembull nëse krijojmë një buton dhe do të kem plot butone të ngjajshme në
faqe, për të mos përsëritur kodin, butonin e krijojmë si komponent dhe e përdorim në disa
vende në faqe.
Bërthama e Vue.js përmban vetëm karakteristikët bazike. Kjo kompaktësi e lehtëson
integrimin e Vue.js me libraria dhe frameworka të ndryshëm duke përfshirë jQuery-n.
Nuk është vetëm kaq, Vue.js ofron edhe shërbime shtesë që mundësojnë qasje më të mirë në
zhvillimin e web-it. Për shembull frameworku Vuex, që mundëson menaxhimin e gjendjes
së aplikacioneve të Vue. Ofron qasje në një memorie të përbashkët dhe lehtëson
komunikimin mes komponentet apo objektet e aplikacionit dhe në krahasim me frameworket
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tjerë ofron një integrim shumë më të thellë dhe të mire me Vue.js. Vue.js është e shpejtë, e
sigurte dhe e lehtë për përdorim, por nuk është e popullarizuar sa React.js dhe Angular.js,
por kjo nuk do të jetë kështu gjithë, sepse Vue.js është një framework shumë i ri, dhe
komuniteti tij tërë kohen është në rritje që do të thotë edhe mbështetja e komunitetit po rritet
në proporcion.
Përveç Vuex-it në këtë aplikacion është përdorur edhe Vue-Router, që lehtëson ndryshimin
e faqeve në mënyrë qe aplikacioni të jetë Single-Page aplikacion. Vue-Router është një
shërbim framework shtesë e zhvilluar nga Vue.js por nuk është e integruar direkt në
framework. Mund të integrohet sipas dëshirës.

4.1.3 Node.js
Node.js është një cross-platform mjedis që ekzekuton JavaScript jashtë shfletuesve. Në
aplikacionin tonë është përdorur në server-side, dhe në menaxhimin e paketave në clientside. Është softuer me burim të hapur. Lejon zhvilluesit të zhvillojnë aplikacione për desktop
apo për servere të aplikacioneve që janë online. Si rezultat i kësaj Node.js përfaqëson
paradigmën “Javascript gjithandej” [6], duke bashkuar të gjithë zhvillimin e një web
aplikacionit në një gjuhë të vetëm programues, që do të thotë përdorimi i gjuhës të njëjtë në
front-end dhe back-end.
Node.js fillimisht është zhvilluar nga Ryan Dahl, në vitin 2009, përafërsisht pas trembëdhjetë
vite nga paraqitja e parë e server-side JavaScript enviroment, LiveWire Pro Web e NetScapeit. Versioni i parë ka përkrahur vetëm platformat e Linux dhe Mac OS X.
Node.js ka pruar programimin e fokusuar në ngjarje në web serverë, ka mundësuar zhvillimin
e serverëve tejet të shpejtë me JavaScript. Node.js është zhvilluar mbi motorin për JavaScript
Google V8, dhe është një softuer me burim të hapur. Është shumë i aftë në përdorimin e
bazave të internetit si HTTP, DNS, TCP.
Node.js lejon krijimin e web serverëve, desktop aplikacioneve dhe mjeteve të rrjetit duke
përdorur JavaScript dhe një koleksion të moduleve që merren me raste të ndryshme. Modulet
përdoren për file system I/O, në rrjet (DNS, HTTP, TCP, TLS/SSL apo UDP), në të dhënat
binarë, në transmetimin e të dhënave dhe në funksione tjera bërthamore. Këto module
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përdorin një API të dizajnuar për të zvogëluar kompleksitetin e zhvillimit të një server
aplikacionit.
Node.js operon në unazë të ngjarjeve single-thread, duke përdorur thirrjet I/O asinkrone,
mundëson të përkrah me mijëra lidhje të njëkohshme pa shkaktuar kosto ekstra për
menaxhimin e threadeve. Për të akomoduar unazën e ngjarjeve single-thread Node.js përdorë
librarinë Libuv, e cila përdorë shporta të threadeve me madhësi fikse që trajton disa nga
operacione asinkrone I/O. Shporta e threadeve merret me ekzekutimin e kërkesave apo
punëve paralele në Node.js. Në ekzekutimin e Node.js secila lidhje është një shpërndarje e
memories dinamike apo me një tjetër fjalë shpërndarje e grumbullit. Node.js për dallim me
mjediset tjerë përdor unazë të ngjarjeve në vend të proceseve apo threadeve, dhe kjo i sjellë
Node.js regjistrohet me sistemin operativ dhe sistemi operativ vazhdimisht kontaktohet për
lidhjet dhe i kthen përgjigje.
Kjo platformë mund të kombinohet me një shfletues, JSON për një pako të zhvillimit të
unifikuar të JavaScript dhe bazë të dhënave që përkrahë të dhënat JSON si MongoDB,
Postgres apo CouchDB. Me adaptimin e strukturave thelbësore të zhvillimit server-side,
Node.js mundëson ripërdorimin e modeleve dhe ndërfaqeve të serviseve të njëjtë ndërmjet
përdoruesit dhe serverit.
Node.js ka një shërbim shtesë për menaxhimin e paketave për Node.js platformën i cili
emërtohet Node Package Manager – NPM. Ky shërbim instalon programet e Node.js nga
npm-regjistrat, organizon instalimin dhe menaxhimin e programeve të Node.js të palëve të
tretë. Së fundmi më në NPM ekzistojnë mbi 350,000 paketa të ndryshme dhe është më i
madhi në këtë treg.
4.1.4 MongoDB
MongoDB është një cross-platform sistem i menaxhimit të bazave të dhënave e orientuar në
dokumente. Është përzgjedhur në aplikacionin tonë sepse përdor sintaksë të ngjashme me
JavaScript.E klasifikuar si NoSQL program i bazave të dhënave, MongoDB përdorë
dokumente me skema, të ngjashme me JSON. Është zhvilluar nga MongoDB Inc..
Është një nga sistemet të menaxhimit të bazave të dhënave që janë NoSQL. NoSQL
programet përdoren për aplikacionet që kanë të dhëna të mëdha dhe për aplikacionet që kanë
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të dhëna jo-të parashikueshëm që nuk mund të përshtatën në modelet të rreptë relacionare
[7]. Në vend të përdorimit tabelave, rreshtave dhe të shtyllave si në bazat e dhënave
relacionare, arkitektura e MongoDB është e përbërë nga koleksionet dhe dokumentet.
Një shenim në MongoDB është një dokument, e cila është e strukturuar në atribute dhe vlera
të këtyre atributeve. Dokumentet e MongoDB janë të ngjashme me objektet e JavaScript, por
përdorin një variant të quajtur Binary JSON (BSON), që pranon më shumë tipe të dhënave.
Atributet në këto dokumente janë të njejtë si shtyllat në ato relacionare, dhe vlerat e këtyre
mund të jenë tipe të ndryshme të dhënave duke përfshirë dokumentet, vargjet dhe vargjet e
dokumenteve [8]. Dokumentet në MongoDB duhet të inkorporojnë qelës primar si
identifikues unik. Koleksionet përmbajnë sete të dokumenteve dhe janë të ngjashme me
tabelat në bazat e dhënave relacionar. Mongo Shell është një ndërfaqe interaktive që përdor
JavaScript dhe mundëson përdoruesit të bëjnë kërkesa dhe të përditësojnë, të fshijnë të
dhënat, dhe të përdorin sjelljet e operacioneve administrative.
Në dallim me bazat e dhënave jo-relacionare MongoDB nuk kërkon skema të caktuar
paraprakisht dhe mund të ruan çfarëdo tipa të dhënave. Kjo i sjellë përdoruesit fleksibilitet
duke mundësuar shtimin e atributeve të ndryshme në dokumentet e një koleksionit të njejtë.
Gjithashtu një nga përparësitë e përdorimit e dokumenteve me MongoDB është se këto
objekte marrin formën e tipave të dhënave amtare të disa gjuhëve programuese, si për
shembull të JavaScript. Një funksion themelor i JavaScript është shkallëzueshmëria
horizontale, që e bën atë një bazë e të dhënave e përdorshme për kompanitë që përdorin të
dhëna të mëdha. Përveç kësaj mundëson ruajtjen e dhënave në pajisje të ndryshme. Versionet
e reja mundësojnë edhe krijimin e zonave të dhënave duke u bazuar në qelës të thyerjeve.
Përveç Mongo Shell që përdor ndërfaqe të linjës komanduese, ekziston edhe mundësia e
përdorimit të ndërfaqës grafike së përdoruesit përmes MongoDB Compass. MongoDB është
krijuar nga Dwight Merriman dhe Eliot Horowitz, të cilët kanë hasur me vite të tëra probleme
me bazat e dhënave tradicionale relacionare duke krijuar web aplikacione dhe janë frymëzuar
për të krijuar një bazë të dhënave jo-tradicionale dhe MongoDB-në e kanë publikuar në fillim
të vitit 2009 [7].
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4.1.4.1 MongooseJS
MongooseJS është një librari për modelimin e të dhënave të objektit për MongoDB. Pasi që
MongoDB nuk përdor skema në databazë, në aplikacionin tonë MongooseJS është përdorur
për krijimin dhe validimin e skemave të dokumenteve dhe menaxhimin e lidhjeve mes
koleksioneve [9]. MongooseJS ofron një sintaksë tejet të lehtë për përdorim në kod dhe
shkurton kodin dukshëm. Mund të bashkëpërdoret edhe me sintaksën e MongoDB pa
shkaktuar kurrfar interference.
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5
5.1

REZULTATET
Struktura e Kodit të Aplikacionit

Në këtë kapitull do të shqyrtojmë strukturën e kodit të aplikacionit dhe mënyrën e
funksionimit të moduleve të aplikacionit. Pasi që shpjegimi dhe analiza i të gjithë kodit do të
jetë shumë e gjatë, do të shqyrtojmë vetëm modulin për login-autentifikim dhe modulin e
taskave.
Kodi i aplikacionit TASMA – “Task Management Application” strukturalisht ndahet në dy
pjesa. Ana e përdoruesit dhe ana e serverit. Këto dy pjesa funksionojnë si aplikacione të
ndarë. Ana e përdoruesit dërgon kërkesë në anën e serverit dhe merr përgjigje nga ai. Pastaj
e përpunon këtë përgjigje dhe ja shfaq përdoruesit. Këto kërkesa dhe përgjigje dërgohen
përmes HTTP-së.
Te dy pjesët e aplikacionit para se të funksionojnë kërkojnë instalimin e moduleve të duhur
nga Node.js, këto module quhen varësitë e aplikacionit apo dependencies, dhe ndahen në dy:
Varësitë(Dependencies) dhe Varësitë e Zhvillimit(Dev Dependencies). Varësitë e zhvillimit
na nevojitën vetëm kur jemi duke zhvilluar kodin e aplikacionit. Varësitë dhe informatat tjera
të nevojshme për aplikacionin mund të shihen në fajllet “package.json” që përmbajnë JSON
objekte. Këto JSON objekte shohim emrin e aplikacionit, versionin, detajet të ndryshme,
skriptet që përdorim në ndërfaqe të linjës së komanduese, modulet që na nevojitën për
aplikacion dhe versionet e tyre dhe konfigurime tjera. Këtu shohim nga një pjesë të
package.json fajlleve për të dy pjesët e aplikacionit.
Client-Side / tasma-app / package.json
{
"name" : "tasma-app" ,
"version" : "0.1.0" ,
"private" : true ,
"scripts" : {
"serve" : "vue-cli-service serve",
"build" : "vue-cli-service build",
"lint" : "vue-cli-service lint"
},
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"dependencies" : {
"core-js" : "^2.6.5" ,
"html2canvas" : "^1.0.0-rc.3" ,
"jspdf" : "^1.5.3" ,
"vue" : "^2.6.10" ,
"vue-custom-scrollbar" : "^1.0.0" ,
"vue-html2canvas" : "0.0.4" ,
"vue-router" : "^3.0.3" ,
"vue-session" : "^1.0.0" ,
"vuejs-datepicker" : "^1.5.4" ,
"vuex" : "^3.0.1"
} ,
"devDependencies" : {
"@vue/cli-plugin-babel" : "^3.6.0" ,
"@vue/cli-plugin-eslint" : "^3.6.0" ,
"@vue/cli-service" : "^3.6.0" ,
"babel-eslint" : "^10.0.1" ,
"eslint" : "^5.16.0" ,
"eslint-plugin-vue" : "^5.0.0" ,
"vue-template-compiler" : "^2.5.21"
}

Në pjesën e dependencies shohim frameworket dhe modulet të ndryshme, si Vue, Vuex dhe
Vue Router, të përmendur në metodologji të kësaj dokumentimi.
Përveç këtyre shohim;
Html2canvas – mundëson përkthimin e html në canvas grafikë.
Jspdf – gjeneron pdf file nga canvasi i gjeneruar.
Vue-custom-scrollbar – një shirit për navigim më të lehtë në komponentë që kalojnë
madhësinë e caktuar.
Vuejs-datepicker – kalendar i dizajnuar për Vue,js për të zgjedhur datën më lehtë.

Në devDependencies shohim Eslint që përdoret për të kontrolluar kodin nëse ka gabime, apo
edhe nëse është jashtë kornizave që kem caktuar për stilin e të koduarit. Për shembull mund
të caktojmë që të na lajmëron nëse kemi variabla të deklaruar dhe të pa përdorur dhe kështu
mund të pastrojmë më shpejtë kodin dhe të ruajmë memorie të kompjuterit të shfrytëzuesve.
Ndërsa Babel-Eslint, është si ndihmës për Eslint, sepse Eslint nuk përkrah metodat e
JavaScript ES6+ dhe përmes Babel-Eslint e përkthejmë kodin për Eslint.
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Në pjesën Scripts shohim Serve, Build. Komand npm run serve na mundëson përdorimin e
serverit për zhvillimin e aplikacionit. Ndryshimet që bëjmë në kod ri-përpilohen pa pasur
nevojë të ndalet dhe të startohet serveri manualisht. Kurse npm run build përdoret për të
krijuar versionin e përfunduar të aplikacionit, për të u ngarkuar në një host. Ky version është
më i lehtë se versioni i zhvillimit, pasi që instalon vetëm modulet e duhura për të punuar
aplikacioni.
Server-Side / tasma-server / package.json
{
"name" : "tasma-server" ,
"version" : "1.0.0" ,
"description" : "tasma - task management app (server)" ,
"main" : "index.js" ,
"scripts" : {
"start" : "node index.js" ,
"dev" : "nodemon index.js"
} ,
"author" : "tnjsrf" ,
"license" : "ISC" ,
"devDependencies" : {
"nodemon" : "^1.18.11"
} ,
"dependencies" : {
"bcrypt" : "^3.0.6" ,
"express" : "^4.16.4" ,
"jsonwebtoken" : "^8.5.1" ,
"mongoose" : "^5.5.4"
}
}

Në pjesën e serverit në dependencies ekzistojnë këto varësi:
Bcrypt: e përdorur për të enkriptuar të dhënat e nevojshme.
Express: një framework e përdorur për të krijuar server dhe API të aplikacionit.
Jsonwebtoken: një modul që mundëson krijimin e tokenëve të enkriptuar sipas objekteve të
dhënë, për të ruajtur në shfletues të aplikacionit, përdoret për autentifikim në aplikacion.
Mongoose: librari apo mjet ndihmëse për modelimin e të dhënave të objektit për MongoDB.
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5.1.1 Login Module

Figura 2 - Tasma Login Page

Për të loguar në aplikacion përdoruesi shkruan emailin e regjistruar dhe fjalëkalimin, dhe në
klikimin në login thirrim metoden “login” (@submit=”login”).
Kjo metodë mbledhë të dhënat në një objekt dhe dërgon ato në metodën komunikues
loginServer.
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Client-Side /tasma-app/src/views/Login.vue
<form @submit="login" class="login-form">
<img class="logo-login" src="../assets/photos/logo.png" alt srcset />
<hr />
<input
v-model="loginUser.email"
type="text" placeholder="email" name="email" required />
<input
v-model="loginUser.password"
type="password" placeholder="password" name="password" required />
<button class="btn btn-info btn-block" type="submit">login</button>
<p class="message">
Forgot your account-info?
<a href="#">Contact system admin.</a> </p>
</form>

Client-Side / tasma-app / src / store / modules / login.js
async loginServer( { commit, dispatch }, loginUser ) {
const user = await {
email: loginUser.email,
password: loginUser.password
};
axios
.post( TASMA_SERVER + "/api/login", { user } )
.then( response => {
const token = response.data.token;
const loggedUser = response.data.userToPass;
localStorage.setItem( "access_token", token );
commit( "setUser", loggedUser );
commit( "retreiveToken", token );
commit( "setRole", token );
dispatch( "resetMsgError" );
router.push( { name: "home" } );
})
.catch( err => {
dispatch( "setError", Wrong email/password combination!
If you forgot your details, contact system administrator."
);
} );
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Në metodën loginServer japim një objekt me email dhe fjalëkalimin e përdoruesit. Pastaj
këto të dhëna përmes metodave të paketës AXIOS dërgohen në server, në login api. Përgjigja
që merret nga serveri nëse nuk ka error përmban një ACCESS_TOKEN që do ta ruajmë te
shfletuesi për komunikime të radhës me serverin. Në të gjithë funksionet që kërkojnë
komunikim me serverin, do të përdorim këtë token për autentifikim.

Server-Side / tasma-server / routes / api / login.js
router.post( "/", ( req, res ) => {
const email = req.body.user.email;
const pass = req.body.user.password;
User.findOne ( { email: email } )
.select ( "name role email _id password" )
.exec ( )
.then ( foundUser => {
if ( foundUser ) {
let userToPass = {
_id: foundUser._id,
name: foundUser.name,
role: foundUser.role,
email: foundUser.email
} ;
bcrypt
.compare( pass, foundUser.password )
.then( function( valid ) {
// res == true
if ( valid == true ) {
jwt.sign( { userToPass }, "0mayistheday", function( err, token ){
if ( err ) throw err;
res.status( 200 ).json( {
token,
userToPass
} );
});
} else {
res.status(500).json({
err: "Password doesn't match"
});
}
})
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.catch(err => {
res.status(200).json({ err }); });
} else {
res.status(500).json({ err: "user not found" }); }
});
});

Në server, në përgjuesin e lokacionit “/api/login/” pranojmë kërkesën nga aplikacioni. Së pari
kontrollojmë a ekziston përdoruesi me emailin e dhënë. Nëse ekziston enkriptojmë
fjalëkalimin me paketën BCRYPT dhe e krahasojmë me fjalëkalimin e enkriptuar të
përdoruesit e gjetur.

Bcrypt.compare(pass, foundUser.password).then(function(valid){})

Metoda bcrypt.compare() pranon dy parametra, parametri i parë duhet të jetë fjalëkalimi i
dhënë nga përdoruesi, kurse i dyti fjalëkalimi i enkriptuar më parë, nga baza e të dhënave.
Kjo kthen një të dhënë të tipit boolean, që mund të jetë true(e vërtetë) apo false(jo e vërtetë).
Nëse janë të njëjtë na do të kthen vlerën true dhe ne vazhdojmë të krijojmë një token dhe
kthejmë përgjigje në aplikacion me statusin 200 dhe token-in e krijuar. Kështu aplikacioni e
ruan atë në shfletues dhe përdoruesi logohet në aplikacion.
Tokenin e krijojmë përmes JSON Web Token – jwt.

jwt.sign( { userToPass }, "0mayistheday", function( err, token ){}…)

Duke ja dhënë objektin që dëshirojmë të përdorim në token dhe çelësin që duhet të jetë një
fjalë, në këtë rast “0mayistheday”, kjo metodë mund të kthejë error nëse ndodhë ndonjë
fatkeqësi apo kthen një token, dhe këtë token përdorim sipas dëshirës, në rastin tonë ja
dërgojmë përdoruesit.
Nëse nuk ka përdorues me email të tillë apo emaili nuk e ka fjalëkalimin e njejtë e dhënë nga
përdoruesi, kthejmë përgjigje në server me statusin 500, duke e bashkangjitur informatën e
duhur.
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5.1.2 Task Module
Tasket apo përndryshe punët, qe janë fokusi primar i këtij aplikacioni kanë një model për
ruajtje në bazë të dhënave. Ky model është bërë përmes MongooseJS.

Server-Side / tasma-server / routes / api / models / Task.js

const taskSchema = mongoose.Schema( {
_id: { type: mongoose.Types.ObjectId, default: mongoose.Types.ObjectId },
name: { type: String, required: true },
description: { type: String, required: true },
createdBy: {
type: mongoose.Schema.Types.ObjectId, required: true, ref: "User"
},
startTime: { type: Date, default: Date.now },
expectedEndTime: { type: Date, required: true },
endTime: { type: Date, default: null },
status: { type: String, required: true },
requests: [Request]
} ) ;

Në task modelin shohim të gjithë atributet e një taske. Të gjithë tasket kanë një ID të veçantë,
që i identifikon atë. Kanë emër, detaje, koha e fillimit, koha që kërkohet të mbaron, statusin,
informatat e adminit që ka krijuar atë, kërkesat që janë dërguar për atë taskë, etj.

5.1.2.1 Krijimi i Taskëve
Për të krijuar një task, përdoruesi duhet të ketë privilegj, të jetë admin apo superadmin.
Superadmini mund të caktojë taska për të gjithë përdoruesit. Kurse admini mund të caktojë
taska vetëm për përdoruesit që nuk jan admin apo superadmin. Përdoruesi përmes formës
dërgon të dhënat në metodën createTask().
Në këtë metodë fillimisht caktohet një fushë për autentifikim në HTTP kërkesën që do të
dërgojmë. Në këtë fushë të autentifikimit ruajmë tokenin që e kemi të ruajtur në shfletues.
Client-Side / tasma-app / src / store / modules / tasks.js
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async createTask ( { commit }, data ) {
const headers = {
Authorization: window.localStorage.getItem( " access_token " ) || null
};
const response = await axios.post( TASMA_SERVER + "/api/tasks", data, {
headers
});
if ( response.status === 200 ) {
setTimeout( () => {
commit( "setMessage", "Task added successfully!" );
}, 1000 );
} else {
commit( "setError", "An error occured, please try again later." );
}
}

Këtu dërgojmë informatat për taskën dhe përdoruesin që do të ketë këtë task në server,
përmes paketës AXIOS.
Deklarojmë një variabël me emrin response dhe ja japim një vlerë që marrim nga metoda
Axios.post(). Kjo do të dërgon një http request të tipit post në adresën e caktuar.
Metoda axios.post() pranon 3 parametra. Parametri i parë është adresa apo URL e api-it të
serverit, e dyta të dhënat që do të dërgohen në server, dhe e treta fushat apo atributet që do të
caktohen për këtë request, në rastin tonë fusha për autentifikim. Kjo metodë do të kthen në
objekt që ka statusin, të dhënat dhe detajet tjera. Në rastin tonë do të kontrollojmë vetëm
statuset e këtyre objekteve, dhe do të përdorim të dhënat. Përmes fjalës AWAIT, i tregojmë
funksionit që mos të vazhdon më tutje para se të merret përgjigja nga serveri.

Server-Side / tasma-server / routes / api / tasks.js
router.post("/", ( req, res ) => {
jwt.verify(req.headers.authorization, "0mayistheday", (err, authData) => {
if (err) {res.status(500).json({ err });}
else {
const createdBy = authData.userToPass._id;
const taskUserId = req.body.user._id;
const task = req.body.newTask;
Board.findOne({ userId: taskUserId })
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.populate("User") .exec( function( err, board ) {
if (err) { res.status(404).json({ err });}
else {
let newTask = new Task({
name: task.name,
description: task.description,
expectedEndTime: task.date,
createdBy: createdBy,
status: "In Progress"
});
board.tasks.push(newTask);
board.save().then(function() {
Board.findOne({ userId: taskUserId })
.populate("User")
.then(function(result) {
let tempDate = new Date(task.date);
const newNotification = new Notification({ … });
Notifications.update(
{ userId: taskUserId },
{ $push: { notifications: newNotification } },
(err, writeResult) => {} );
res.status(200).json({
message: "Task Successfully Added!"
});
.catch(err => { res.status(500).json({ err });
});
}); }
}); }
}); });

Në anën e serverit, metoda që e përgjon adresën “api/task” për post metodat pranon kërkesën.
Pastaj verifikon tokenin e dërguar nga përdoruesi për autentifikim, nëse nuk është valid,
kthen përgjigje me status 500 dhe error. Nëse është tokeni valid, kthen përdoruesin përkatës
të këtij tokeni. Pastaj me ndihmën e MongooseJs kërkojmë tabelën e taskeve të përdoruesit
që do t’ju vendoset taska.
Board.findOne({ userId: taskUserId })
Kjo metodë na kthen tabelën e taskeve të përdoruesit. Pastaj shtojmë taskën në këtë tabelë
përmes board.tasks.push(newTask), dhe e ruajmë me board.tasks.save().
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Pas vendosjes të taskës në tabelën e përdoruesit, i dërgojmë një lajmërim që taska është
krijuar, përmes modelit “notification”.

5.1.2.2 Shkarkimi i taskëve të përdoruesit
Për të shkarkuar tasket e përdoruesit, automatikisht në hyrje të përdoruesit në aplikacion
thirret metoda fetchMyBoard(). Kjo metodë kërkon tabelën e taskeve të përdoruesit nga baza
e të dhënave, dhe ruan ato në një varg.
Client-Side / tasma-app / src / store / modules / tasks.js
async fetchMyBoard({ commit, dispatch }) {
const headers = {
Authorization: window.localStorage.getItem( "access_token" ) || null
};
const response = await axios.get(TASMA_SERVER + "/api/tasks/myBoard", {
headers
});
if ( response.status === 200 ) {
let tasksArray = await dispatch(
"isoDateToJsDate",
response.data.board.tasks
);
commit( "setMyBoardId" , response.data.board._id );
commit( "setMyBoard", tasksArray );
} else {
commit( "setError", "An error ocurred, please try again later" );
}},

Server-Side / tasma-server / routes / api / tasks.js
router.get( "/myBoard", ( req, res ) => {
jwt.verify( req.headers.authorization, "0mayistheday", (err, authData) =>
{
if (err) {
res.status( 500 ).json({
err,
tokenError: "Token Error"
});
} else {
const taskUserId = authData.userToPass._id;
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Board.findOne({ userId: taskUserId })
.populate( "tasks.createdBy" )
.exec( function( err, board ) {
if ( err ) {
res.status( 500 ).json({
err,
boardError : "Board Error"
});
} else {
res.status( 200 ).json({
board
});
}
}); }
});
});

Në server pranojmë kërkesën përmes metodës get me HTTP request, dhe marrim token’in e
dërguar nga përdoruesi. Në objektin e deshifruar nga tokeni, marrim ID-në të përdoruesit,
dhe kërkojmë nga baza e të dhënave tabelën e taskëve përkatëse për këtë ID.
5.1.2.3 Shënimi i Taskëve të Përfunduara
Për të shënuar një task si të përfunduar me sukses, përdorim metodën MarkAsDone dhe japim
ID-në e taskës si parametër. Pastaj përmes axios dërgojmë një HTTP Request të tipit post në
server në, url-në “api/tasks/markAsDone”.
Pastaj nga kjo kërkesë marrim si përgjigje nga serveri tabelën e përditësuar, dhe e ruajmë në
vargun tonë të taskeve.
Client-Side / tasma-app / src / store / modules / tasks.js
async MarkAsDone( { commit, dispatch } , taskId ) {
const headers = {
Authorization: window.localStorage.getItem( "access_token" ) || null
};
const response = await axios.post(
TASMA_SERVER + "/api/tasks/markAsDone",
{ taskId },
{ headers }
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);
if ( response.status === 200 ) {
let tasksArray = await dispatch(
"isoDateToJsDate",
response.data.board.tasks
);
commit( "setMyBoard", tasksArray );
} else {
commit( "setError", "An error ocurred, please try again later" );
}
},

Server-Side / tasma-server / routes / api / tasks.js
router.post("/markAsDone", (req, res) => {
jwt.verify(req.headers.authorization, "0mayistheday", (err, authData) => {
if (err) {
res.status(500).json({ err });
} else {
const ownerId = authData.userToPass._id;
const taskId = req.body.taskId;
Board.findOne({ userId: ownerId })
.populate("userId")
.exec(function(err, board) {
if (err) {
res.status(404).json({ err });
} else {
const thisTask = board.tasks.id(taskId);
board.tasks.id(taskId).endTime = new Date();
const adm = thisTask.createdBy;
board.tasks.id(taskId).status = "Done";
board.tasks.id(taskId).requests.forEach(el => {
el.status = "Rejected";
});
board.save(function(err) {
if (err) {
res.status(500).json({
err
});
} else {
Board.findOne({ userId: ownerId })
.populate("userId")
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.exec(function(err, board) {
if (err) {
res.status(500).json({
err
});
} else {
const newNotificationToAdmin = new Notification({…
});
Notifications.update(
{ userId: adm._id },
{ $push: { notifications: newNotificationToAdmin }
},
(err, writeResult) => {…}
);
res.status(200).json({ board, message: "success"});
}
});
}});}});}});});

Në server, së pari verifikojmë tokenin dhe marrim nga tokeni i deshifruar ID-në e përdoruesit.
Përmes kësaj ID-je gjejmë tabelën e taskeve dhe nga parametri i dhënë gjejmë taskën për të
përditësuar. Mongoose na mundëson qasje në bazën e të dhënave sikur të jenë objekte te
JavaScriptit. Shohim nga shembulli, përmes metodës id() : board.tasks.id(taskId) gjejmë
taskën e kërkuar, dhe e përditësojmë atë sikur të ishte një JavaScript objekt.
Së pari shënojmë datën e përfundimit: board.tasks.id(taskId).endTime = new Date(); me këtë
metodë ja japim si kohë të përfundimit datën momentale. Ndërrojmë statusin nga In Progress,
në Done, i cili do të thotë e përfunduar. Dhe së fundmi të gjithë kërkesat e taskës për
kohëzgjatje që janë në pritje, i shënojmë si kërkesa të refuzuar.
Pas këtyre procedurave, e lajmërojmë adminin që ka krijuar taskën se përdoruesi ka
përfunduar taskën e dhënë nga ai përmes një njoftimit me modelin Notification.
Nëse të gjithë këto kanë përfunduar me sukses, kthejmë përgjigje nga serveri me statusin 200
dhe tabelën e përditësuar të dhënave.
5.1.2.4 Dërgimi i kërkesave për kohëzgjatje të taskëve
Për të dërguar kërkesë për kohëzgjatje të taskëve krijojmë një objekt me informatat e duhura
për Request Modelin. Pastaj dërgojmë atë në api – url’in “api/requests/send”.
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Server-Side / tasma-server / routes / api / models / Request.js
const requestSchema = mongoose.Schema({
_id: { type: mongoose.Types.ObjectId, default: mongoose.Types.ObjectId },
title: { type: String, required: true },
requestText: { type: String, required: true },
requestDate: { type: Date, required: true },
dateCreated: { type: Date, required: true },
taskId: { type: mongoose.Types.ObjectId, required: true },
userId: { type: mongoose.Types.ObjectId, required: true, ref: "User" },
status: { type: String, default: "Waiting" }
});

Client-Side / tasma-app / src / store / modules / tasks.js
async sendRequest( { commit, dispatch }, info ) {
const headers = {
Authorization: window.localStorage.getItem( "access_token" ) || null
};
const response = await axios.post(
TASMA_SERVER + "/api/requests/send", info, { headers } );
if ( response.status === 200 ) {
commit( "setMyBoard", response.data.board.tasks );
} }

Server-Side / tasma-server / routes / api / requests.js
router.post("/send", (req, res) => {
const requestData = req.body.request;
const boardId = req.body.boardId;
const taskId = req.body.taskId;
const userInfo = req.body.reqUser;
const adminId = req.body.adminId;
Board.findById(boardId, (err, board) => {
if (err) { res.status(500).json({ dberr: true, err }); }
else {
const userId = board.userId;
const newRequest = new Request({
title: requestData.title,
requestText: requestData.text,
requestDate: requestData.date,
dateCreated: new Date(),
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taskId: taskId,
userId: userId
});
board.tasks.id(taskId).requests.push(newRequest);
board.save((err, board) => {
if (err) {
res.status(500);
} else {
const newNotification = new Notification({…});
Notifications.update(
{ userId: adminId },
{ $push: { notifications: newNotification } },
(err, writeResult) => {…}
);
const thisTask = board.tasks.id(taskId);
res.status(200).json({ board, thisTask });
}
});
}
});
});

Në server, pasi që pranojmë kërkesën nga përdoruesi, e krijojmë një objekt nga request
modeli. Pastaj këtë objekt e ruajmë në vargun e kërkesave në taskën përkatës. Në fund
adminit që ka krijuar taskën, i dërgojmë një njoftim për kërkesën që është dërguar nga
shfrytëzuesi. Nëse të gjithë këto kanë sukses kthejmë përgjigje në aplikacionin me statusin
200 duke bashkangjitur tabelën e taskëve dhe taskën në fjalë. Pastaj në aplikacion
zëvendësojmë taskën në fjalë me taskën e përditësuar me kërkesën në vargun e kërkesave.
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5.2

Ndërfaqja e përdoruesit

Në ndërfaqe të aplikacionit shihni një pamje tejet të thjeshtë. Në këtë pjesë të dokumentimit
do të ketë shpjegime se si duken disa pjesë të aplikacionit.
Në faqen e parë të aplikacionit në të majtë shihni të rreshtuar taskat më të fundit, dhe në të
djathtë njoftimet e përdoruesit që na njoftojnë për ngjarjet e fundit dhe na ndihmojnë për
navigacion në aplikacion.

Figura 3 - Home Page

Nëse përdoruesi është admin, atëherë
merr edhe njoftime rreth taskave që
ka krijuar ai. Për kërkesat për
kohëzgjatje të punëve, përfundimin e
taskave me sukses, dështimin e tyre,
etj.

Figura 4 - Notification Panel (Admin)
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Këto taska të listuar në faqen e parë mund ti gjejmë gjithashtu bashkë me taskat tjerë në faqen
Task Board. Këtu taskat mund të rendisim, filtrojmë apo ti kërkojmë sipas nevojës.
Taskat në aplikacionin tonë sipas statuseve grupohen në 4: në progres, kritike, të përfunduar,
të dështuar.

Figura 5 - Task Board

Nëse klikojmë njërën nga
taskat na hapet një pamje me
detajet e kësaj taske, shohim
datën e krijimit, kohën për
përfundim,

nëse

ka

përfunduar kohen se kur ka
përfunduar, etj. Nga këtu
mund të dërgojmë ndonjë
kërkesë të lidhur me taskën
tonë

drejtë

krijuesit

të

taskës.

Figura 6 - Task Card
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Nëse kemi privilegje të adminit, kemi qasje në faqen Adminpanel. Nga këtu mund të kryejmë
të gjithë shërbimet të përdoruesit admin.
Kemi opsionin për krijimin e taskave, ku në anën e majtë duhet të zgjedhim përdoruesin që
dëshirojmë të ja caktojmë taskën, kurse në anën e djathtë mbushim informatat për taskën, siç
janë emri, përshkrimi dhe data e mbarimit.

Figura 7 - Admin Panel: Create Task

Nga Adminpanel mund të kontrollojmë kërkesat që janë dërguar nga përdoruesit.
Këtu mund ti shohim të gjithë kërkesat që janë dërguar për kohëzgjatje. Këto mund ti
filtrojmë sipas statusit të tyre.
Gjithashtu kemi edhe opsionin për statistika/raporte të punëtorëve rreth punëve që kanë kryer.
Në këtë ndërfaqe kemi mundësinë që të zgjedhim se për të cilët përdorues dëshirojmë të
marrim raportin, dhe për të cilët data dëshirojmë të jenë këto statistika.
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Pastaj në faqen e radhës i shohim statistikat dhe na ofrohet mundësia ti shkarkojmë këto
statistika në kompjuterin tonë në versionin PDF.

Figura 8 - Admin Panel: Get Stats

Figura 9 - Admin Panel: Stats
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6

DISKUTIME DHE PËRFUNDIME

Qëllimi kryesorë i temës ishte sqarimi i rëndësisë së përdorimit të aplikacioneve të
menaxhimit të punëve, shpjegimi i ndërtimit të një aplikacioni të tillë dhe arsyetimi i
teknologjive të përdorura në atë. Nga kjo teme përveç zhvilluesve të aplikacionit benefite
mund të kenë edhe bizneset private që përdorin apo ende nuk përdorin këto aplikacione, për
të përzgjedhur apo ndërtuar një aplikacion të tillë për kompaninë e tyre.
Fillimisht kemi treguar për rëndësinë e këtyre aplikacioneve, fushat e përdorimit të tyre,
aplikacionet ekzistuese me shpjegime për përparësitë dhe mangësitë e tyre dhe krahasimin e
aplikacionit tonë me këto aplikacione. Gjithashtu kemi treguar të gjithë proceset e ndërtimit
të këtij aplikacionit. Përzgjedhjen e teknologjive, platformave të përdorur në aplikacionin
tonë me arsyetime. Përfundimisht kemi hyrë në kodin dhe ndërfaqen e përdoruesit të
aplikacionit. Në pjesën e kodit i kemi shpjeguar disa module dhe funksionimin e tyre.
Gjithashtu edhe në ndërfaqen e përdoruesit kemi shpjeguar disa paraqitje grafike të
aplikacionit tonë, TASMA.
Përdorimi i aplikacioneve për menaxhimin e punëve gjen një zbatim të madh në tregun
botërorë. Pothuajse të gjithë kompanitë përdorin aplikacione të tillë. Pra përdorimi i këtyre
do të sjellë shumë benefite për kompanitë por gjithashtu edhe zhvillimi i tyre do të sjellë
shumë benefite për zhvilluesit. Për arsye se është tregu i gjerë, do të sjellë benefite materiale
dhe profesionale sepse ndërtimi i një aplikacioni të tillë është një punë sfiduese.
Si një person qe nuk ka menaxhuar kurrë punë të tjerëve përveç të mijat dhe i sapo punësuar
në një kompani që përdorë aplikacione të ndryshme të tillë, si konkludim kam nxjerrë se
menaxhimi i punëve nuk është e lehtë si ç’tingëllon, dhe nuk mund të kryhet pa mjete
ndihmëse, si në këtë rast aplikacioni jonë. Gjithashtu kam kuptuar se sa mund të rritë
produktivitetin dhe shpejtëson proceset në një kompani.
Përveç kësaj ane kam kuptuar rëndësinë e përzgjedhjes të teknologjive në trend për ndërtimin
e aplikacioneve. Përzgjedhja e gjuhës programuese në trend më ka ndihmuar edhe në jetë
profesionale sepse kam përfituar eksperiencë nga të dhe kjo ka pasur efekt në punësimin tim.
Kodi jo-përsëritës, i pastër dhe i komentuar, ndërfaqja e pastër e thjeshtë e përdoruesit,
menaxhimi për qasje të lehtë në module janë disa nga përfitimet tjerë të mia nga ky punim.
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