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A b s trac t
T he graph provides a powerful methodology to solve a lot of
real- w orld problems . T here has been much research on graph
representations and algorithms . But , there are still many
difficult ies to apply graphs to practical domains .
T his paper proposes a graph library developed on the relational
database. Graphs are represented in the form of relational tables
and then saved in a database. Graph operations are coded in
term s of database languages such as the SQL. User s of the
graph library can efficiently manage a large amount of graph
data . Furthermore, graphs saved in the database can be
concurrently shared among many users . T he proposed graph
library will be useful to represent and solve real world problems
efficiently .
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제 1 장 서 론
1.1 연 구배 경 및 목적
그래프는 수학의 한 분야로 네트워크, 데이터 구조, 프로세스 스
케줄링 설계 등의 시스템 역뿐만 아니라 항로설계, 화학적 분자의
표현, 사회과학 등의 분야에서 발생하는 많은 문제를 해결하는 강력
한 방법을 제공한다. 이러한 이유로 그래프를 효과적으로 표현하기
위한 자료구조와 그래프 연산에 대한 알고리즘이 개발되어 왔다. 하
지만 이렇게 개발된 그래프 자료구조와 그래프 알고리즘들을 실세
계에 적용하는 것은 간단한 작업이 아니다. 특히 그래프에 대한 전
문적인 지식을 갖춘 개발자가 아닌 다른 분야의 전문가들이 실세계
문제 해결을 위해 그래프를 직접 적용하는 것은 더욱 간단한 작업
이 아니다 [8- 10].
그래프는 인접 행렬, 인접 리스트 또는 인접 다중 리스트를 이용
하여 표현 가능하다. 그래프 설계자는 설계하고자 하는 그래프의 설
계 목적과 그래프 종류에 따라 어떠한 형태로 그래프를 표현하는
것이 가장 효과적인 그래프 설계인가에 대해 많은 고민을 하게 된
다. 또한 실제로 메모리 상에서 수행될 수 있는 데이터의 양은 아주
적기 때문에 메모리 용량을 초과하는 그래프 데이터가 존재할 경우
도 고려해야 한다. 많은 그래프 데이터의 저장과 관리를 위해서 파
일처리 시스템(file- processing system )의 도입이 가능하다. 하지만
여전히 그래프 데이터 구조 설계의 어려움과 데이터의 중복
(redundancy ), 데이터 비일관성(inconsistency ), 데이터 액세스상의
난점, 데이터 고립, 동시 액세스 시 모순점, 비 보호 문제와 무결
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성 문제 등의 단점을 가지고 있다.
본 논문의 목적은 관계형 데이터베이스를 이용하는 그래프 라이
브러리(graph library )의 설계를 제안함으로써 실세계에서 발생하는
문제에 좀 더 효과적으로 그래프를 적용하는 것이다. 즉, 그래프 정
보를 관계형 데이터베이스(relational database)화 함으로써 방대한
양의 그래프 데이터의 저장 및 효과적인 관리가 가능하고 파일 처
리 시스템이 가지는 단점을 극복할 수 있다. 그뿐만 아니라 데이터
추상화 및 다수 사용자들 사이에 효율적인 그래프 데이터 공유가
가능하다 [11]. 그래프 연산 및 알고리즘의 라이브러리(library ) 설계
는 그래프에 관해서 비전문가들도 쉽게 라이브러리를 실제 문제에
적용할 수 있기 때문에 그래프를 보다 효과적으로 적용하는 것이
가능하다.
본 논문에서 제안한 관계형 데이터베이스의 테이블 설계 방법은
그래프를 저장 방식에 따라 두 가지로 제안한다. 첫 번째 방법은 통
합된 그래프 테이블 설계이다. 그래프 데이터베이스에 vertex 테이
블, edge 테이블 그리고 attributes 테이블을 하나씩 두고 여러 그래
프에 대한 정보를 함께 저장하는 것이다. 두 번째 방법은 분리된 그
래프 테이블 설계이다. 그래프 데이터베이스에 각 그래프에 대해서
독립된 vertex 테이블, edge 테이블을 두고 해당 그래프 데이터를
저장하는 방법이다.
그리고 제안한 그래프 라이브러리(graph library )는 그래프 데이터
베이스에 연결 설정을 통해서 그래프에 대한 알고리즘 및 연산 등
의 작업이 수행되고 그래프 데이터베이스 연결 해제를 통해 그래프
에 대한 모든 작업을 종료한다. 그래프 라이브러리의 구성은 그래프
데이터베이스 연결 설정 및 해제 라이브러리(connect/ disconnect
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library ), 그래프 생성 (graph creation library ), 삽입 라이브러리
(insertion library ), 갱신 라이브러리(update library ), 검색 라이브러
리(searching library ), 삭제 라이브러리(deletion library ) 그리고 복
구와 저장 라이브러리(recovery and commission library )로 구성된
다.
1.2 관 련연 구
객체지향 데이터베이스(object oriented database)[1- 4]와 관계형
데이터베이스(relational database)[5- 7]를 이용하여 그래프를 데이터
베이스화하고 이것을 응용하는 연구가 많이 있어왔다.
T ony 등 [1]은 프로토콜 검증(protocol verification )을 위해 관계
형 데이터베이스를 이용하여 하나의 finite- state machine을 트랜잭
션(transaction) 테이블로 표현하여 시스템의 global- state 트랜잭션
을 추론함으로써 프로토콜의 논리적 결함(logical error )을 관계형 대
수(relational algebra)의 형태로 표현했다. 이 논문은 그래프를 프로
토콜 검증이라는 특정 분야에 대해서만 적용했기 때문에 그래프를
일반적인 실세계 문제에 적용하는 데 어려움이 있다.
Joachuim 등 [2]은 기존의 관계형 질의 언어들이 지식기반 응용
이 요구되어지는 것을 표현하는 힘이 약하기 때문에 확장된 SQL
형태를 제시했다. 그래프 관계(graph relation )에 바탕을 두는 계보
(genealogies ), 네트워크, 개념 조직(concept hierarchies ), 그래프 이
론 등의 다양한 타입의 query 예를 제시하고 확장된 SQL로써 그래
프 관리의 요점을 정의했다. 이 논문은 그래프를 일반적인 실세계
문제에 적용할 수 있다는 장점이 있다. 하지만 기존의 질의 언어를
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응용해서 사용하는 것이 아니라 새롭게 확장된 질의 언어를 제안한
것이기 때문에 설계에 어려움이 많고 사용자가 적용하기 위해서도
새로운 질의 언어에 대한 학습이 필요하다는 단점이 있다.
Lei 등 [5]은 그래프의 객체지향 질의어(OQL:Object - oriented
Query Language)의 성격을 가지는 객체지향 그래프 데이터 모델
(Object - oriented Graph Data Model)인 GOQL (Graph Object - oriented
Query Language)을 제안했다. 멀티미디어 애플리케이션 역에서
표현되어진 데이터 모델과 언어는 그래프의 형태로 나타난다.
O- Algebra에 GOQL을 적용시킴으로써 경로(paths)와 수열(sequence)
등의 좀더 확장된 연산을 수행 가능하게 했다.
Guting [6]은 객체지향 데이터베이스를 기반으로 그래프의 명확한
모델링과 질의가 표준 데이터베이스 환경으로 원만하게 융합될 수
있는 데이터 모델과 질의 언어를 제안했다. 표준 애플리케이션에 대
한 객체지향 모델링 객체들의 클래스들은 object identity , attributes
referencing object s로 계층적으로 조성된다. [5]와 [6]은 객체지향
데이터베이스를 기반으로 하는 질의어 개발이므로 관계형 데이터베
이스의 질의어와 차이가 있다.
관련연구들을 통해서 현재의 데이터베이스 관리 시스템(DBMS :
DataBase Management System )의 추세가 관계형 데이터베이스
(Relational Database)를 사용하고 있으며 새로운 질의어의 생성이
아니라 관계형 데이터베이스에서 기본적으로 제공하는 질의어의 응
용을 통해서 실세계에서 발생하는 일반적인 문제에 그래프를 적용
시키고자 본 논문을 제안하게 되었다.
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1.3 연 구 내 용 및 구성
본 논문은 총 6개의 장으로 구성되어 있으며, 그 구성 및 주요 내
용은 다음과 같다. 제 2 장에서는 그래프 라이브러리에서 적용된 주
요 그래프 이론을 정리하고 실제로 그래프가 실세계에 응용된 사례
를 들어본다. 제 3 장에서는 앞에서 언급한 그래프 데이터베이스 구
축의 두 가지 방법에 대해 살펴본다. 제 4 장은 그래프 라이브러리
의 구성을 살펴보고 제 5 장에서는 그래프를 관계형 데이터베이스
로 구축하고 그래프 라이브러리의 적용 예제를 제시하며 마지막으
로 제 6 장에서는 본 논문의 결론 및 추후 과제를 제시한다.
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제 2 장 그래 프 이 론
그래프는 실세계에서 일어나는 문제나 현상들의 수학적 모형이다.
그래프 이론은 금세기에 전산학, 경 과학 뿐만 아니라 경제학, 언
어학, 화학에까지 확대되면서 연구가 활발히 진행되고 있다. 이 장
에서는 그래프 이론의 기본적인 개념과 용어정리 및 잠재적인 응용
범위에 대해 간단히 소개한다.
2 .1 그 래프 이론 의 기 본 개 념
이 절에서는 그래프 테이블 설계와 그래프 라이브러리(graph
library ) 설계에 이용되었던 그래프의 정의와 분류 그리고 그 밖의
개념을 다음과 같이 정리하여 소개한다 [8- 19]. 그림 2.1은 그래프의
예를 도식화해서 나타낸다.
그래프 Graph G = ( V , E )는 공집합이 아닌 vertex들의 유한집합
V ( G )와 두 개의 vertex 쌍으로 구성되는 edge의 집합 E ( G )로
구성되어 있다. 그래프에는 vertex 사이에 방향성이 없는 edge로 연
결된 무방향 그래프(undirected graph)와 edge가 화살표로 표현되어
방향성을 가지는 방향 그래프(directed graph)가 있다. 무방향 그래
프는 edge를 나타내는 vertex 쌍에 순서가 없다. 즉, ( v i , v j )와
( v j , v i)는 같은 edge를 나타낸다. 방향 그래프는 edge가 방향성을
지니므로 vertex 쌍에 나타난 vertex의 순서가 중요하다. 일반적으
로 방향 그래프의 edge을 나타내는 vertex의 쌍은 < v i , v j >로 표시하
며 v i는 edge의 꼬리(tail)이고 v j는 edge의 머리(head)이다. 따라서
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< v i , v j >와 < v j , v i >는 같은 edge가 아니다. 일반적으로 그래프라고
하며 무방향 그래프를 나타내며 방향성 그래프를 다이그래프
(digraph )라고도 한다.
혼합 그래프(mixed graph )는 무방향 edge와 방향 edge가 함께 있
는 그래프를 의미한다. 그래프에서 동일한 edge를 여러 개 허용하며
이러한 그래프를 다중 그래프(multigraph )라고 한다. 다중 그래프의
다중성을 한 개의 edge에 할당된 가중 값(w eight )으로 볼 수 있으
며 edge에 가중 값을 할당한 그래프를 가중 그래프(weighted graph)
또는 네트워크(network )라고 한다. 그래프에서 어떤 다른 vertex와
도 연결되지 않은 vertex를 독립된 vertex (isolated vertex )라고 하는
데 이러한 독립된 vertex들만을 갖는 그래프를 널 그래프(null
graph)라고 하고 모든 vertex에 대해 edge가 연결되어 있는 그래프
를 완전 그래프(complete graph )라고 한다.
그림 2.1 그래프의 예
Fig . 2.1 T he Examples Of Graph
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edge e E 가 vertex의 쌍 ( v i , v j )일 때 vertex v i와 v j는 edge e
에 의해 연결(incident )되었다고 하며 이때 edge에 의해 연결된 두
vertex를 인접(adjacent )되었다고 한다.
방향 그래프에서 진입 차수(indegree)는 주어진 vertex로 향한
edge의 개수를 말하며 진출 차수(outdegree)는 주어진 vertex에서
시작하는 edge의 개수를 말한다. vertex에서 진출 차수와 진입 차수
의 합을 전체 차수(total degree)라고 한다. 무방향 그래프에서의 차
수는 그 vertex에 연결된 edge들의 수이다.
2 .2 그 래프 이론 의 응 용
이 절에서는 실세계에서 발생하는 그래프 응용을 분야 별로 살펴
본다 [2]. 각 응용에 대한 데이터는 vertex와 edge 및 추가적인 정보
를 가지는 node 가중치 값과 edge 가중치 값을 가지는 그래프로 직
접 적용되어 설계 될 수 있다. 질의는 그래프 탐색과정과 가중치 값
의 계산과정을 통해 처리된다. 그리고 질의에 대한 준비된 처리 결
과가 출력된다.
1) 가족 관계
가족 관계에서 vertex들은 가족구성원을 나타내고 edge들은
부모자식 관계를 나타낸다. 그림 2.2는 가족 구성원들의 관계
를 보여준다.
- 질 의: 특정 인물의 조상과 후손을 모두 찾아라.
- 탐색과정: 특정 인물에 해당하는 vertex에서 시작하여 모든
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상위 관계와 하위 관계의 경로들을 찾는다.
- 계 산: none.
- 출 력: 속성 ANCEST OR , DESCENDANT ,
RELAT IONSHIP을 가지는 binary 관계.
그림 2.2 가족관계
Fig . 2.2 T he Family Relationship
2) 작업 계획
비행 계획, 판매 사원의 정기 출장계획, 작업계획 등의 다양한
형태의 작업 계획으로 표현가능하며 그림 2.3은 각 도시간의
거리를 기준으로 작업계획을 적용하는 예를 보여준다.
- 질 의: 대전 주위 200 키로 미터 이내의 모든 도시들을 찾
아라.
- 탐색과정: vertex 대전에서 시작하여 한계 값에 도달할 때까
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지 경로를 찾는다.
- 계 산: 대전으로부터 거리를 계산한다.
- 출 력: 속성 CIT Y, INHABIT ANIS, 그리고 DIST ANCE와
의 관련성.
그림 2.3 도로의 길이
Fig . 2.3 T he Length Of Loads
3) 개념의 계층구조
개념의 계층구조는 지식베이스 표현이나 개념적인 지식베이스
스키마 등의 다양한 형태로 표현된다. 그림 2.4는 동물 생태계
의 계층 구조를 나타낸다.
- 질 의: 토끼와 사람의 공통된 상위 개념을 찾아라.
- 탐색과정: 토끼와 사람에 관련한 개념으로부터 루트에 도착할
때까지의 공통된 상위 개념이 나올 때까지 경로를
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찾는다.
- 계 산: none.
- 출 력: 한 개의 상위개념.
그림 2.4 동물 생태계의 계층구조
Fig . 2.4 T he Hierarchies Of Animal Concept On Ecology
그림 2.5는 본 논문에서 제안한 그래프 데이터베이스 및 라이브러
리의 응용 대상이 되는 그래프 응용 사례이다. 각 도시와 인접한 도
로의 관계를 나타내고 있으며 각 주요 도시는 vertex , 각 주요 도로
는 edge로 대응시켰다. 그리고 각 vertex와 edge들에는 도시 정보와
도로 정보에 대한 추가 데이터가 저장되어 있다.
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그림 2.5 도시와 도로의 관련성
Fig . 2.5 T he Relationship Of Cities And Roads
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제 3 장 그 래프의 관계형 데이 터베이 스 설계
그래프의 관계형 데이터베이스의 설계 방법은 하나의 vertex 테이
블, edge 테이블 그리고 각 속성들의 테이블을 두고 통합해서 저장
하는 방법과 각각의 그래프마다 독립적인 vertex 테이블과 edge 테
이블 및 각 속성 테이블을 두고 그래프 정보를 분리하여 저장하는
방법을 제안한다. 이 장에서는 각 방법에 대한 테이블 구성 및 적용
예를 살펴본다.
3 .1 통 합된 그래 프 테 이블
통합된 그래프 테이블은 모든 그래프의 vertex와 edge 데이터를
각각 하나의 vertex 테이블과 edge 테이블 및 속성 테이블에 저장
한다. 그러므로 데이터베이스에 저장되는 그래프의 수가 증가해도
전체 테이블의 수는 변하지 않는다. 모든 그래프가 각각 하나의 테
이블에 저장되기 때문에 그래프의 구별을 위해 각 테이블에 해당
그래프의 ID가 위치하게 되며 이 ID는 g rap h_inf o 테이블에 존재하
는 그래프의 ID이다. 각 테이블의 상호 관계는 그림 3.1에서 보여준
다. 실선 ㉮는 그래프 ID의 참조 관계를 나타내며 g rap h_inf o 테이
블에 존재하는 그래프 ID를 모든 테이블들이 참조한다. 점선 ㉯는
vertex ID의 참조 관계를 나타내며 vertex 테이블에 존재하는
vertex ID를 vertex_att 테이블과 edg e 테이블이 참조한다. 절선 ㉰
는 edge ID의 참조 관계를 나타내며 edg e 테이블에 존재하는 edge
ID를 edg e_att 테이블이 참조한다.
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그림 3.1 통합된 그래프 테이블의 상호관계
Fig . 3.1 T he Relationship Of Integrated Graph T ables
3 .1 .1 그래프 테이블 의 구조
통합된 그래프 테이블은 모두 5개로 구성된다. 그래프 전체에 대
한 정보를 저장하는 g rap h_inf o 테이블, vertex를 저장하는 vertex
테이블, edge를 저장하는 edg e 테이블, vertex와 edge의 추가적인
데이터를 저장하는 vertex_att 테이블과 edg e_att 테이블이 있다. 이
절에서는 각 테이블의 구조와 역할에 대해 자세히 살펴본다. 각 테
이블의 구조는 표 3.1에서 보여준다.
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표 3.1 통합된 그래프 테이블의 구조
T able 3.2 T he Structure Of Integrated Graph T ables
· g rap h_ inf o
A ttribute D ata T y pe 설 명
g _ id VARCHAR 그래프 ID, PK(Primary key)
g _nam e VARCHAR 그래프 이름
k ey _w or d VARCHAR 키워드
s ta r t_day VARCHAR 그래프 작성 시작일
up da t e_day VARCHAR 그래프 최종 수정일
e tc VARCHAR 기타정보
· v e r t ex
A ttribute 설 명
g _ id vertex v_id가 소속한 그래프의 ID, PK(Primary key )
v _ id vertex id , PK(Primary key)
· e d g e
A ttribute 설 명
g _ id edge e_id가 소속한 그래프의 ID, PK(Primary key )
e_ id edge ID, PK(Primary key )
vx_ id e_id가 연결하는 두개의 vertex v 1_id와 v2_id
vy _ id
d ir
·true/ y : x → y , digraph
·fals e/ n : x — y, graph
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· v e r t ex_a t t
A t t r ib ut e 설 명
g _ id v_id가 소속한 그래프의 ID, PK(Primary key)
v_ id vertex ID, PK(Primary key )
va t t_nam e vertex 속성 이름
va t t_va lue vertex 속성 값
· e d g e_a t t
A t t r ib ut e 설 명
g _ id e_id가 소속한 그래프의 ID, PK(Primary key)
e_ id edge ID, PK(Primary key )
ea t t_nam e edge 속성 이름
ea t t_va lue edge 속성 값
1) g rap h_inf o 테이블
g rap h_inf o 테이블은 그래프 데이터베이스에 그래프를 등록하고
그래프에 대한 전체적인 정보를 저장하고 있는 메타 데이터 테이블
의 역할을 한다. 테이블의 속성은 고정되어 있으며 그래프 작성자가
임의로 변경이 불가능하다. 테이블의 구성은 그래프 ID(g_id ), 그래
프 이름(g_nam e ), 키워드(k ey_word ), 그래프를 처음으로 작성한 날
짜(s tart_day ), 최종 수정한 날짜(up date_day )로 구성되어 있다.
g rap h_inf o 테이블의 속성이 고정되어 있기 때문에 그래프 작성자가
추가하기를 원하는 데이터는 기타정보(etc)에 기록하면 된다.
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2) vertex 테이블
vertex 테이블은 해당 그래프에 vertex를 등록하는 역할을 하며
그래프 ID(g _id )와 vertex ID (v_id )를 기본 키로 가진다. 그러므로
동일한 그래프에 같은 ID를 가지는 vertex가 삽입되는 것을 방지할
수 있다.
3) edg e 테이블
edg e 테이블은 해당 그래프에 edge를 등록하고는 역할을 하며 그
래프 ID(g_id )와 edge ID(e_id )를 기본 키로 가진다. 그러므로 동일
한 그래프에 같은 아디를 가지는 edge가 삽입되는 것을 방지할 수
있다. vx_id와 vy_id는 e_id가 연결하는 연결점 vertex를 의미하며
이 vertex는 vertex 테이블에 존재하는 것이어야 한다. 그리고 그래
프의 방향성 유무를 나타내는 방향(dir) 속성이 있다.
4) vertex_att 테이블
vertex_att 테이블은 vertex의 추가적인 속성 데이터를 저장하기
위한 테이블이다. 그래프 ID (g_id )와 vertex ID (v_id), 속성 이름
(vatt_nam e)를 기본 키로 가진다. 그러므로 하나의 vertex에 대해
특정 속성 이름이 중복된 속성 값(vatt_value )을 가지는 것을 방지할
수 있다.
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5) edg e_att 테이블
edg e_att 테이블은 edge의 추가적인 속성 데이터를 저장하기 위
한 테이블이다. 그래프 ID(g_id )와 edge ID(e_id), 속성 이름
(eatt_nam e )를 기본 키로 가진다. 그러므로 하나의 edge에 대해 특
정 속성 이름이 중복된 속성 값(eatt_value)을 가지는 것을 방지할
수 있다.
3 .1 .2 그래프 테이블 의 적용
이 절에서는 그림 2.5의 도식화된 그래프 응용 사례를 통합된 그
래프 테이블의 조에 적용하여 본다. 이 그래프의 이름은 수송계획이
며 각 도시로 물품을 수송하기 위한 목적으로 설계되었다. 각 도시
는 vertex에 대응시키고 각 도시를 연결하는 도로의 이름은 edge에
대응시켜 설계한다. 각 도시와 도로의 추가 정보데이터는 각 속성테
이블에 대응시킨다. 표 3.2는 그림 2.5를 통합된 그래프 테이블에 적
용시킨 예를 보여준다.
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표 3.2 통합된 그래프 테이블의 적용
T able 3.2 T he Application Of Integrated Graph T ables
· g rap h_ inf o
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· v e r t ex_a t t
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G1 서울 면적 20
G1 서울 인구 50
G1 서울 차수 30













· e d g e_a t t
g _ id e_ id ea t t_nam e ea t t_va lue
G1 도로1 거리 50
G1 도로1 통행량 3
G1 도로1 요금 3













3 .2 분 리된 그래 프 테 이블
분리된 그래프 테이블은 그래프의 vertex와 edge의 데이터를 그
래프마다 독립적으로 분리하여 저장한다. 그러므로 데이터베이스에
저장되는 그래프의 수가 증가하게 되면 vertex와 edge 및 각 속성
의 테이블의 수도 증가하게 된다. 모든 그래프가 독립적으로 저장되
기 때문에 각 그래프를 구별하기 위한 그래프 ID가 각 테이블마다
존재할 필요가 없다. 그림 3.2는 분리된 그래프 테이블에서 각 테이
블간의 상호관계를 보여준다.
통합된 그래프 테이블과 동일한 기능을 하는 g rap h_table의 그래
프 ID와 해당 그래프에 소속한 vertex와 edge의 테이블이 어떤 것
인지 구별하기 위해 g rap h_table의 vertex_table 과 edg e_table 속성
을 지정한다. 즉, 이 속성들은 그래프에 소속된 vertex와 edge 데이
터가 저장되어 있는 테이블을 참조하는 역할을 한다. 여기서 지정한
vertex_table과 edg e_table의 속성 값이 실제로 vertex와 edge 테이
블의 이름이 된다.
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그림 3.2 분리된 그래프 테이블의 상호관계
Fig . 3.2 T he Relationship Of Separated Graph T ables
3 .2 .1 그래프 테이블 의 구조
분리된 그래프 테이블은 모두 3개로 구성된다. 그래프 전체에 대
한 정보를 저장하는 g rap h_table , vertex와 edge 그리고 속성 데이
터를 저장하는 vertex_table과 edg e_table이 있다. 이 절에서는 각
테이블의 구조와 역할에 대해 자세히 살펴본다. 각 테이블의 구조는
표 3.2에서 보여준다.
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1) g rap h_table 테이블
g rap h_table 테이블은 통합된 그래프 테이블의 g rap h_inf o 테이블
과 구조와 역할 면에서 매우 유사하다. 차이점은 그래프 ID(g_id )에
소속한 vertex 테이블 edge 테이블을 지정하는 vertex_table와
edg e_table 속성이다. 이 속성의 역할은 각 그래프마다 독립적인
vertex 테이블과 edge 테이블이 존재하기 때문에 어떤 테이블이 그
래프에 소속되는 것인지를 구별하기 위한 것이다. 여기서 정해주는
속성 값은 해당 그래프의 vertex와 edge 테이블의 이름으로 사용된
다.
2) vertex_table 테이블
vertex_table 테이블은 g rap h_table의 vertex_table 속성 값을 이
름으로 가진다. 그래프 ID(g_id )에 소속되는 vertex의 데이터를 저
장한다. vertex ID(v_id )와 vertex 속성 이름(v_att_nam e)으로 구성
된다. v_att_nam e 속성은 그래프 작성자의 그래프 설계 목적 및 용
도에 따라 그 속성의 이름 및 속성의 수가 매우 유동적으로 바뀔
수 있기 때문에 vertex_table 테이블은 vertex를 등록만 할 수도 있
고 1개 이상의 vertex 속성 데이터를 가질 수도 있다.
3) edg e_table 테이블
edg e_table 테이블은 g rap h_table의 edg e_table 속성 값을 이름으
로 가진다. 그래프 ID(g _id )에 소속되는 edge의 데이터를 저장한다.
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edge ID(e_id )와 e_id가 연결하는 연결점 vertex vx_id와 vy_id 및
방향성을 나타내는 dir를 속성으로 가진다. edge_table 테이블은
vertex_table 테이블과 마찬가지로 그래프 작성자의 그래프 설계 목
적 및 용도에 따라 그 속성의 이름 및 속성의 수가 매우 유동적으
로 바뀔 수 있기 때문에 edg e_table 테이블은 edge를 등록만 할 수
도 있고 1개 이상의 edge 속성 데이터를 가질 수도 있다.
표 3.2 분리형 그래프 테이블의 구조
T able 3.2 T he Structure Of Separated Graph T ables
· g raph_ ta b le
A t t r ib ut e D ata T y pe 설 명
g _ id VARCHAR 그래프 ID, PK(Primary key)
g _nam e VARCHAR 그래프 이름
v e r t ex_ tab le VARCHAR 그래프에 속하는 vertex 정보 테이블 이름
e dg e_ ta b le VARCHAR 그래프에 속하는 edge 정보 테이블 이름
k ey _w or d VARCHAR 키워드
s ta r t_day VARCHAR 그래프 작성 시작일
up da t e_day VARCHAR 그래프 최종 수정일
e tc VAT CHAR 기타정보
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· v e r t ex_ ta ble
A t t r ib ut e 설 명
v _ id vertex ID, PK(Primary key )
v _a t t_nam e (1) vertex 속성 이름(1)







v _a t t_nam e (n) vertex 속성 이름(n)
· e d g e_ ta ble
A t t r ib ut e 설 명
e_ id edge ID, PK(Primary key)
vx_ id e_id가 연결하는 두개의 vertex
vx_id 와 vy_idvy _ id
d ir
·true/ y : x → y
·false/ n : x — y







e_a t t_nam e (n) edge 속성 이름(n)
3 .2 .2 그래프 테이블 의 적용
이 절에서는 그림 2.5의 도식화된 그래프 응용 사례를 분리된 그
래프 테이블의 구조에 적용하여 본다. 이 그래프의 내용은 통합된
그래프 테이블에서 적용한 것과 동일하다. 표 3.3은 분리된 그래프
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테이블에 적용시킨 예를 보여준다.
표 3.3 분리된 그래프 테이블의 적용
T able 3.3 T he Application Of Separated Graph T ables
· g rap h_ ta b le

































































v _id 면적 인 구 차량
서울 20 50 30
인천 25 40 30
광주 15 20 10
대전 15 10 9
부산 10 30 12
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· 도로 정 보
e_id v x _id v y _id dir 거리 통 행량 요 금 소요시 간
도로1 서울 인천 n 50 3 3 2
도로2 서울 광주 n 30 4 4 4
도로3 서울 부산 n 60 4 5 4
도로4 광주 대전 n 80 6 7 8
도로5 인천 부산 n 40 2 3 3
도로6 인천 부산 n 50 3 3 2
도로7 대전 부산 n 30 6 2 3
본 논문에서는 제안한 그래프 테이블 설계 방법 중에서 통합된
그래프 테이블의 이용하여 그래프 라이브러리를 설계한다. 그 이유
는 통합된 그래프 테이블은 그래프의 속성의 개수와 종류에 상관없
이 각 테이블들의 구조가 정해져 있지만 분리된 그래프 테이블은
그래프의 속성의 개수와 종류에 따라 각 테이블의 구조가 바뀌게
된다. 이러한 특성 때문에 분리된 그래프를 실제로 구현하는 것은
통합된 그래프 테이블을 구현하는 것과 비교하여 많이 복잡하다. 그
리고 그래프 테이블은 실세계에서 발생하는 모든 문제에 대한 적용
이 가능해야 하기 때문에 분리된 그래프 테이블의 유동적인 테이블
구조보다 통합된 그래프 테이블의 고정된 테이블 구조가 더 효과적
이다. 이러한 이유로 본 논문에서는 통합된 그래프 테이블을 기반으
로 하는 그래프 라이브러리를 설계하 고 다음 장에서 각 라이브러
리의 기능 및 구성에 대해 알아보기로 한다.
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제 4 장 그래 프 라이 브러리
이 장에서는 3.1절에서 구축한 통합형 그래프 관계형 데이터베이
스를 이용하여 그래프 라이브러리(graph library )를 설계한다. 그래
프 라이브러리에서 사용하는 그래프 알고리즘 및 연산은 2장에서
살펴본 그래프 정리를 이용했다. 그림 4.1은 그래프 라이브러리의
사용 흐름을 플로우차트로 도식화했으며 모든 작업은 데이터베이스
연결로 시작하여 데이터베이스 연결해제로 마무리된다.
그림 4.1 그래프 라이브러리 흐름도
Fig . 4.1 T he Flowchart Of Graph Library
그래프, vertex , edge 그리고 vertex 속성과 edge 속성 데이터에
대해서 생성, 갱신, 검색, 삭제 그리고 복구 및 저장 라이브러리로
구분하여 수행 가능하다. 각각의 그래프 라이브러리에 대하여 개념
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적으로 알아보고 각 라이브러리에 대한 자세한 설명은 부록으로 다
룬다.
4 .1 그 래프 데이 터베 이스 생성 (g raph dat abas e cre ation )
그래프 데이터베이스를 생성하는 테이블을 생성한다. 이 때 생성
되는 그래프 테이블은 3.1절에서 살펴 본 g rap h_inf o 테이블, vertex
테이블, edg e 테이블, vertex_att 테이블, edg e_att 테이블이다. 그래
프 데이터베이스는 관리자 모드에서 한번 수행된다.
4 .2 그 래프 데이 터베 이스 연결 / 해제 라이 브러 리
(g raph dat abas e connection / dis connection library )
그래프 데이터베이스에 대한 작업을 수행하기 위해 관계형 데이
터베이스에 연결을 설정하고 연결 해제하는 라이브러리이다. 기본적
으로 관계형 데이터베이스로 저장되어 있는 그래프 테이블을 이용
해야 하기 때문에 개발자의 DBMS에 대한 계정과 암호를 이용하여
접속한다. DBMS와의 연결을 해제함으로써 그래프 데이터베이스에
대한 작업이 종료된다.
4 .3 그 래프 생성 라이 브러 리 (g raph cre ation library )
그래프 작성자는 DBMS와 연결이 이루어졌으면 새로운 그래프를
작성할 것인지 기존의 그래프를 불러와서 작업을 할 것인지를 결정
하게 된다. 새로운 그래프를 생성 할 경우에 g rap h_inf o 테이블에
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새로운 그래프에 대한 그래프 ID (g_id )와 그래프 이름(g_nam e ) 및
기타 속성에 대한 값을 입력한다. 그래프에 대한 모든 작업은
g rap h_inf o 테이블에 등록되어 있는 그래프에 대해서만 가능하기 때
문에 새로운 그래프 ID 등록은 매우 중요한 작업이며 새로운 그래
프 ID를 생성할 때 중복된 그래프 ID인지 확인할 필요가 있다.
4 .4 삽 입 라 이브 러리 (in s ertion library )
g rap h_inf o 테이블에 등록된 그래프에 대해서 vertex와 edge 그리
고 각 속성 데이터를 삽입하는 라이브러리이다.
vertex 삽입은 그래프 ID와 vertex ID를 이용해서 이루어지며
vertex 테이블에 저장된다. 이미 존재하는 vertex ID와 중복된
vertex ID는 삽입할 수 없으므로 vertex ID를 확인할 필요가 있다.
삽입한 vertex에 대해 추가 데이터를 삽입 위해서는 그래프 ID,
vertex ID, vertex의 속성 이름 그리고 vertex의 속성 값을 이용하
여 이루어지며 vertex_att 테이블에 저장된다. 해당 vertex 속성은
같은 속성 이름으로 한 개 이상의 속성 값을 가질 수 없다. 그러므
로 해당 vertex에 어떤 속성들이 존재하는 확인할 필요가 있다.
edge 삽입은 그래프 ID, edge ID, 연결점 vertex들 그리고 방향성
을 이용해서 이루어지며 edg e 테이블에 저장된다. 이미 존재하는
edge ID와 중복되는 edge ID는 삽입할 수 없으므로 edge ID를 확
인할 필요가 있다. 연결점 vertex들은 vertex 테이블에 존재하는
vertex들이어야 한다. 삽입한 edge에 대해 추가 데이터를 삽입하기
위해서는 그래프 ID, edge ID, edge의 속성 이름 그리고 edge의 속
성 값을 이용하여 이루어지며 edg e_att 테이블에 저장된다. vertex
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삽입과 마찬가지로 같은 속성으로 한 개 이상의 속성 값을 가질 수
없다. 그러므로 해당 edge에 어떤 속성들이 존재하는지 확인할 필요
가 있다.
4 .5 갱 신 라 이브 러리 (update library )
그래프 데이터베이스에 이미 존재하는 그래프 데이터를 새로운
데이터 값으로 바꾸는 라이브러리이다. 이 라이브러리는 그래프 정
보, vertex 및 vertex 속성, edge 및 edge 속성에 대한 데이터를 한
번에 갱신할 수도 있고 속성 정보에 대해서 부분적으로 갱신할 수
도 있다.
그래프 정보는 그래프 ID(old_g rap h_id )를 기준 값으로 두고 새로
운 그래프 ID(new_g rap h_id ), 그래프 이름(new_g rap h_nam e ), 키워
드(new_keyword), 작업 시작일(new_s tart), 최종 수정 일(new_up date)
그리고 기타 정보(new_etc)로 한번에 갱신할 수 있다. 부분 정보를
갱신할 경우 그래프 ID와 갱신하고자 하는 속성 정보를 이용한다.
그래프 ID를 갱신할 경우 g rap h_inf o 테이블의 해당 그래프 ID가 새
로운 그래프 ID(new_g rap h_id )로 갱신된다. 그리고 그래프 데이터베
이스의 모든 테이블에 대해 그 결과를 적용시킨다. 결과적으로
vertex 테이블, edg e 테이블, vertex_att 테이블, edg e_att 테이블에
저장된 해당 그래프 ID (old_g rap h_id )는 새로운 값(new_g rap h_id )
으로 갱신된다. 그 밖의 그래프 이름, 키워드, 작업 시작일, 최종 수
정 일, 기타 정보의 갱신은 g rap h_inf o 테이블에만 적용된다.
vertex 갱신은 그래프 ID, vertex ID(old_vertex_id ) 그리고
vertex 속성 이름(old_vatt_nam e)을 기준 값으로 두고 새로운
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vertex ID (new_vertex_id ), vertex 속성 이름(new_vatt_nam e ) 그리
고 vertex 속성 값(new_vatt_value)으로 한번에 갱신할 수 있다. 부
분 정보를 갱신할 경우 그래프 ID, vertex ID 그리고 갱신하고자 하
는 속성 정보를 이용한다. vertex ID를 갱신할 경우 vertex 테이블
과 vertex_att 테이블 그리고 edg e 테이블에서 연결점 vertex로 존
재하는 해당 vertex ID에 대해 그 결과를 적용시킨다. vertex 속성
이름과 속성 데이터 값의 갱신은 vertex_att 테이블에만 적용된다.
edge 갱신은 그래프 ID, edge ID (old_edg e_id ) 그리고 edge 속성
이름(old_vatt_nam e)을 기준으로 두고 새로운 edge ID(new_edge_id),
edge 연결점 vertex (new_vx_id, new_vy_id ), 방향성(new_dir)으로
한번에 갱신할 수 있다. 부분 정보를 갱신할 경우 그래프 ID, edge
ID 그리고 갱신하고자 하는 속성 정보를 이용한다. edge ID를 갱신
할 경우 edg e 테이블과 edg e_att 테이블에 존재하는 해당 edge ID
에 대해 그 결과를 적용시킨다. 그 밖의 연결점 vertex와 방향성 속
성의 갱신 결과는 edg e 테이블에 적용되고 edge 속성 이름과 속성
데이터 값의 갱신 결과는 edg e_att 테이블에 적용된다.
존재하지 않는 데이터에 대해서 갱신을 시도하거나 새롭게 갱신
된 기준 값들이 이미 그래프 데이터베이스에 존재하는 값이라면 오
류 메세지를 발생한다. 그러므로 갱신 라이브러리를 수행 이전에 다
음절에서 살펴 볼 검색 라이브러리를 이용하여 갱신 하고자 하는
대상에 대한 정보를 미리 살펴보는 것도 필요하다.
4 .6 검 색 라 이브 러리 (s earching library )
그래프 데이터베이스에 존재하는 그래프 데이터를 찾는 라이브러
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리이다. 검색 연산은 그래프 데이터베이스에 존재하는 한 개 이상의
테이블에 대해 많은 죠인(join )을 통해서 이루어진다. 각 검색 결과
는 임시 테이블에 저장되며 그래프 사용자의 요구가 있을 때 임시
테이블에서 데이터는 한 행씩 읽어오게 된다. 임시 테이블은 라이브
러리를 빠져 나오면 자동적으로 삭제된다. 그래프 사용자는 검색된
결과를 이용하여 그래프 연산과 알고리즘을 적용하여 작업을 수행
할 수 있다.
그래프 정보는 그래프 ID를 이용하여 g rap h_inf o 테이블에 저장되
어 있는 전체 정보 데이터뿐만 아니라 각 속성에 대한 부분 정보를
검색할 수 있다. 그리고 해당 그래프에 소속되어 있는 vertex와
edge에 대한 정보도 검색할 수 있다.
vertex 검색은 그래프 ID와 vertex ID를 이용하여 vertex 테이블
과 vertex_att 테이블에 저장되어 있는 해당 vertex에 대한 전체 데
이터 검색이 가능하다. 부분 정보를 검색할 경우 그래프 ID, vertex
ID 그리고 vertex 속성 이름을 이용하여 해당 속성의 데이터 값을
검색 가능하다.
edge 검색은 그래프 ID와 edge ID를 이용하여 edg e 테이블과
edg e_att 테이블에 저장되어 있는 해당 edge에 대한 전체 데이터
검색이 가능하다. 부분 정보를 검색 할 경우 그래프 ID, edge ID 그
리고 edge 속성 이름을 이용하여 해당 속성의 데이터 값을 검색 가
능하다.
그밖에 vertex와 vertex들 사이, vertex와 edge 사이의 관련성을
검색하기 위한 검색 라이브러리가 있다. vertex들 사이의 인접성 여
부를 검색하는 인접성 검색 라이브러리(adjacency searching library)
와 vertex에 연결된 edge의 개수를 검색하는 차수 검색 라이브러리
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(degree searching library )가 있다.
4 .7 삭 제 라 이브 러리 (deletion library )
그래프 데이터베이스에 존재하는 그래프 데이터를 삭제하는 라이
브러리이다. 삭제 라이브러리는 그래프 ID, vertex ID, edge ID 그
리고 각 속성 이름을 이용하여 그래프 데이터를 삭제할 수 있다.
그래프 삭제는 그래프 ID를 이용하여 g rap h_inf o 테이블에 저장된
그래프 데이터를 삭제할 수 있다. 이 삭제 결과는 vertex 테이블,
edg e 테이블, vertex_att 테이블 그리고 edg e_att 테이블에 적용되
며 해당 그래프 ID에 소속되는 모든 데이터가 삭제된다.
vertex 삭제는 그래프 ID와 vertex ID를 이용하여 삭제 가능하다.
vertex ID를 삭제할 경우 vertex 테이블과 vertex_att 테이블 그리
고 edg e 테이블에서 연결점 vertex로 존재하는 해당 vertex에 대해
그 결과를 적용시킨다. vertex 속성 삭제는 그래프 ID와 vertex ID
그리고 해당 속성 이름(vatt_nam e )을 이용하여 vertex_att 테이블에
저장된 vertex 속성 데이터를 삭제할 수 있다.
edge 삭제는 그래프 ID와 edge ID를 이용하여 삭제 가능하다.
edge ID를 삭제할 경우 edg e 테이블과 edg e_att 테이블에 존재하는
해당 edge에 대해 그 결과를 적용시킨다. edg e 테이블의 연결점 속
성과 방향성 속성은 단독으로 삭제가 불가능하며 edge ID와 함께
삭제된다. edge 속성 삭제는 그래프 ID와 edge ID, 그리고 해당 속
성 이름(eatt_nam e)을 이용하여 edg e_att 테이블에 저장된 edge 속
성 데이터를 삭제할 수 있다.
잘못된 삭제 라이브러리 사용으로 필요한 데이터를 삭제했을 경
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우에는 다음절에서 살펴 볼 복구 라이브러리(recovery library )를 이
용하면 매우 유용하다.
4 .8 복 구와 저장 라이 브러 리
(recov ery and comm it library )
복구 라이브러리는 잘못 수행한 작업을 작업 수행 이전 상태로
복구하는 라이브러리이다. 복구할 위치(save p oint)를 지정하면 그
이후 작업에 대해서 잘 못된 작업을 수행을 했을 경우 복구 위치
설정 이전 상태로 작업을 전환한다. 이 라이브러리는 갱신 라이브러
리와 삭제 라이브러리를 함께 사용하면 매우 유용하다.
저장 라이브러리는 작업 내용을 저장(com m it)하는 라이브러리이
다. 데이터베이스 연결을 해제할 때 묵시적으로 저장 작업을 수행하
지만 저장 라이브러리를 이용하여 그래프 작업을 명시적으로 저장
할 수도 있다. 한번 저장된 작업에 대해서 save point를 설정하여도
그 이전의 작업으로 복구가 불가능하다.
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제 5 장 그래프 라이브 러리의 사용
이 장에서는 3장에서 제안한 통합된 그래프 테이블 설계 방법과
4장에서 제안한 그래프 라이브러리를 이용한 응용 프로그램의 예를
살펴본다.
5 .1 그 래프 라이 브러 리의 사용 예
그림 2.5에 대한 그래프 데이터베이스를 구축하고 데이터 탐색하
는 과정과 그래프 데이터베이스에 저장되는 모습을 보여준다. 그래
프 데이터베이스는 이미 구축되어 있다고 가정한다.
그래프 데이터베이스 연결 설정 라이브러리를 이용하여 데이터베
이스에 연결하고 새로운 그래프 G1 을 생성한다.
1) 그래프 데이터베이스 연결 설정
connect( myfall , myfall ) ;
2) 그래프 생성
create_g rap h( G1 , 수송계획 , 수송,도시,도로 , 05- D E C- 00 ,
15- DE C- 00 , 물품 수송을 위해서 도시와 인접도
로의 정보저장 ) ;
· g rap h_ inf o









생성된 그래프 G1에 도시와 도로를 삽입한다. 각 도시는 vertex
각 도로는 edge로 대응시키다. 도시와 도로의 추가적인 정보 데이터
를 삽입한다.
3) ins ert_vertex ( G1 , 서울 ) ;
ins ert_vertex ( G1 , 인천 ) ;
ins ert_vertex ( G1 , 광주 ) ;
ins ert_vertex ( G1 , 대전 ) ;
ins ert_vertex ( G1 , 부산 ) ;
· v e r t ex






4) insert_edg e( G1 , 도로1 , 서울 , 인천 , n );
insert_edg e( G1 , 도로2 , 서울 , 광주 , n );
insert_edg e( G1 , 도로3 , 서울 , 부산 , n );
insert_edg e( G1 , 도로4 , 광주 , 대전 , n );
insert_edg e( G1 , 도로5 , 인천 , 대전 , n );
insert_edg e( G1 , 도로6 , 인천 , 부산 , n );
insert_edg e( G1 , 도로7 , 대전 , 부산 , n );
5) insert_vertex_attribute( G1 , 서울 , 면적 , 20 );
insert_vertex_attribute( G1 , 서울 , 인구 , 50 );
insert_vertex_attribute( G1 , 서울 , 차량 , 30 );
insert_vertex_attribute( G1 , 인천 , 면적 , 25 );
insert_vertex_attribute( G1 , 인천 , 인구 , 40 );
insert_vertex_attribute( G1 , 인천 , 차량 , 30 ;
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6) insert_edg e_attribute( G1 , 도로1 , 거리 , 50 );
insert_edg e_attribute( G1 , 도로1 , 통행량 , 3 );
insert_edg e_attribute( G1 , 도로1 , 요금 , 3 );
insert_edg e_attribute( G1 , 도로1 , 소요시간 , 2 ) ;
insert_edg e_attribute( G1 , 도로2 , 거리 , 30 );
insert_edg e_attribute( G1 , 도로2 , 통행량 , 4 ;
insert_edg e_attribute( G1 , 도로2 , 요금 , 4 );
insert_edg e_attribute( G1 , 도로2 , 소요시간 , 4 ) ;
· e d g e
g _ id e_ id vx_ id vy _ id d ir
G1 도로1 서울 인천 n
G1 도로2 서울 광주 n
G1 도로3 서울 부산 n
G1 도로4 광주 대전 n
G1 도로5 인천 대전 n
G1 도로6 인천 부산 n
G1 도로7 대전 부산 n
· v e r t ex_a t t
g _ id v _ id va t t_nam e va t t_va lue
G1 서울 면적 20
G1 서울 인구 50
G1 서울 차량 30
G1 인천 면적 25
G1 인천 인구 40
G1 인천 차량 30
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· e d g e_a t t
g _ id e_ id ea t t_nam e ea t t_va lue
G1 도로1 거리 50
G1 도로1 통행량 3
G1 도로1 요금 3
G1 도로1 소요시간 2
G1 도로2 거리 30
G1 도로2 통행량 4
G1 도로2 요금 4
G1 도로2 소요시간 4
1)∼6)의 과정을 통해서 그래프 G1 '에 대한 그래프 데이터베이스
가 완성되었다. 그래프 작성자는 완성된 그래프 데이터를 이용하여
갱신, 검색, 삭제 및 복구와 저장에 관한 라이브러리를 이용 가능하
다. 다음은 각 라이브러리를 이용하는 간간한 예를 보여준다.
7) 서울 인구가 55만 명으로 증가 시켜라.
up date_vertex_attribute( G1 , 서울 , 인구 , 55 );



























8) 도로2는 어떤 도시를 연결하는지 찾아라.
g et_edg e_connection( G1 , 도로2 );
==> 서울, 광주
9) 도시에서 서울을 제거하여라.
del_vertex ( G1 , 서울 ) ;
· v e r t ex





· e d g e
g _ id e_ id vx_ id vy _ id d ir
G1 도로4 광주 대전 n
G1 도로5 인천 대전 n
G1 도로6 인천 부산 n
G1 도로7 대전 부산 n
· v e r t ex_a t t
g _ id v _ id va t t_nam e va t t_va lue
G1 인천 면적 25
G1 인천 인구 40
G1 인천 차량 30
G1 광주 면적 15
G1 광주 인구 20
G1 광주 차량 10
· e d g e_a t t
g _ id e_ id ea t t_nam e ea t t_va lue
G1 도로4 거리 80
G1 도로4 통행량 6
G1 도로4 요금 7
G1 도로4 소요시간 8
G1 도로5 거리 40
G1 도로5 통행량 2
G1 도로5 요금 3
G1 도로5 소요시간 3
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5 .2 개 발된 그래 프 라 이브 러리 를 이 용한 응용 프로 그램
다음은 개발된 그래프 라이브러리를 이용하여 실제로 간단한 응
용 프로그램을 구현한 것이다.
/ * 그래프 라이브러리 헤더파일 선언 */
#inclu de graph .h
#defin e ES C 27
m ain ()
{
/ * 그래프 데이터 베이스에 연결 설정 */
conn ect ( myfall", m yfall");
/ * 그래프 생성*/
c r e a t e _ g r a p h ( g 1 " , 수 송 계 획 " , 도 시 , 도 로 , 수 송 "
, 2000/ 10/ 11", 2000/ 11/ 22", 도시와 인접 도
로의 관계를 바탕으로 한 수송계획 설정");
w hile (key !=ES C) / * v ertex 삽입 루프 */
{
scanf ( % s % s", graph_id , v ertex_id);
in sert_v ertex (graph_id , v ertex _id );
}
w hile (key !=ES C) / * edg e 삽입 루프 */
{
scanf ( % s % s % s % s % s", graph_id, edge_id , vx _id , vy_id ,
dir );
in sert_edg e (graph_id , edg e_id , v x_id, vy_id , dir );
}
w hile (key !=ES C) / * v ert ex 속성 삽입 루프 */
{





w hile (key !=ES C) / * edge 속성 삽입 루프 */
{
scanf ( % s % s % s % s",graph_id ,edge_id,eatt_nam e,eatt_v alue);
in sert_v ertex _at tr ibut e (graph_id ,edge_id,eat t_nam e,eat t_v alu e);
}
/ * 그래프 ID g 1에 소속된 모든 v ert ex ID를 검색*/
r esult =get_all_v ert ex ( g 1");
w hile (row =graph_fet ch_row (result )) {




v ertex list : 서울 인천 광주 대전 부산
- 4 1 -
제 6 장 결론 및 향후 과제
그래프는 실세계에서 발생하는 문제들을 해결하는 데 강력한 방
법을 제공하지만 실제 적용에는 많은 어려움이 있다. 본 논문에서는
이러한 문제점을 극복하기 위한 방법을 제안하 다.
본 논문은 그래프를 관계형 데이터베이스로 구축하는 방법으로
통합된 그래프 테이블 방법과 분리된 그래프 테이블 방법을 제안했
으며 그 중 통합된 그래프 테이블을 가지는 그래프 데이터베이스를
중심으로 연구하 다. 그리고 그래프 기본 개념 및 알고리즘을 이용
하여 그래프 라이브러리의 개발을 제안하 다. 그 결과 관계형 데이
터베이스를 이용하기 때문에 그래프의 데이터 구조 설정에 대한 어
려움을 해결하고 방대한 그래프 데이터를 효과적으로 저장하고 관
리할 수 있었다. 또 그래프 라이브러리를 이용함으로서 그래프를 실
세계 문제에 쉽게 적용할 수 있었다.
향후 부족한 그래프 라이브러리의 보강 및 사용자 인터페이스를
위한 그래픽 부분을 추가할 것이다. 그리고 분리된 그래프 테이블과
통합된 그래프 테이블의 성능을 비교 분석하고 객체 지향 데이터베
이스를 이용한 그래프 라이브러리를 개발을 통해서 관계형 데이터
베이스를 이용한 그래프 라이브러리와의 성능 분석을 할 예정이다.
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A ppendix
1 그래 프 데 이터 베이 스 생 성 (g raph dat abas e cre ation )
2 그래 프 데 이터 베이 스 연 결 / 해 제 라 이브 러리
(g raph dat abas e connection / dis connection library )
3 그래 프 생 성 라 이브 러리 (g raph cre ation library )
4 삽입 라이 브러 리 (in s ertion library )
5 갱신 라이 브러 리 (update library )
6 검색 라이 브러 리 (s earching library )
7 삭제 라이 브러 리 (deletion library )
8 복구 와 저 장 라 이브 러리 (recov ery and commit library )
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1 . 그래프 데이 터베이스 생성 (g raph dat ab a s e c re at ion )
- create_g rap h_db();
그래프 데이터베이스에 g rap h_inf o 테이블, vertex 테이블, edg e
테이블, vertex_att테이블, edg e_att 테이블을 생성한다.
2 . 그래프 데이 터베이스 연결 / 해제 라이브러리
(g raph dat ab a s e c onn e ct ion / di s c onn e c t ion library )
- connect(char *id, char *p asswd);
인자로 지정한 사용자 계정(id )과 암호(p asswd )로 그래프 데이
터베이스에 연결한다.
- d isconnect() ;
connect 라이브러리에 의해 설정된 데이터베이스 연결을 종료한
다.
3 그 래프 생성 라이브러 리 (g raph c re ation library )
- create_g rap h(char *g rap h_id, char *g rap h_nam e, char *k ey ,
char*s tart, char *up date, char *descrip tion) ;
새로운 그래프를 생성한다. 그래프 ID, 이름, 키워드, 작성시작
일, 갱신일, 추가정보들을 인자로 가진다.
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4 삽 입 라이브러리 (in s e rt ion library )
- ins ert_vertex (char *g rap h_id, char *vertex_id);
vertex를 삽입한다. vertex를 삽입할 그래프(g rap h_id )와 새롭게
삽입되는 vertex (vertex_id )를 인자로 가진다.
- ins ert_vertex_attribute(char *g rap h_id, char *vertex_id, char
*vatt_nam e, char *vatt_value) ;
vertex에 속정 데이터를 삽입한다. 그래프(g rap h_id )와 vertex
(vertex_id ), 그리고 속성이름과 해당 속성 값을 인자로 가진다.
- ins ert_edg e(char *g rap h_id, char *edg e_id, char *vertex_x id,
char *vertex_y id, char *direction) ;
edge를 삽입한다. edge를 삽입할 그래프(g rap h_id )와 새롭게 삽
입되는 edge(edg e_id ) 그리고 연결점(vertex_x id, vertex_y id )
및 방향성(direction )을 인자로 가진다.
- insert_edg e_attribute(char *g rap h_id, char *edg e_id, char
*edg e_attnam e, char *edg e_attvalue);
edge에 속정 데이터를 삽입한다. 그래프(g rap h_id )와 edge
(edg e_id ), 그리고 속성이름과 해당 속성 값을 인자로 가진다.
5 갱 신 라이브러리 (updat e library )
1) 그래프 정보 갱신
- up date_g rap h_inf ormation(char *old_g rap h_id,
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char *new_g rap h_id, char *new_g_nam e,
char *new_k ey_word, char *new_s tart,
char *new_up date, char *new_etc);
그래프(old_graph_id)의 전체 정보를 새로운 그래프 ID(new_
graph_id), 이름, 키워드, 시작일, 수정일, 기타정보로 갱신한다.
- up date_g rap h_id (char *old_g rap h_id, char *new_g rap h_id);
그래프 ID(old_g rap h_id )를 새로운 값(new_g rap h_id )으로 갱신
한다.
- up date_g rap h_nam e(char *g rap h_id, char *new_g rap h_nam e);
그래프의 이름을 갱신한다.
- up date_g rap h_keyword(char *g rap h_id, char *new_k eyword);
그래프의 키워드를 갱신한다.
- up date_g rap h_s tartday (char *g rap h_id, char *new_day);
그래프의 작성 시작일을 갱신한다.
- up date_g rap h_up eateday (char *g rap h_id, char *new_day);
그래프의 최종 수정일을 갱신한다.
- up date_g rap h_com m ent(char *g rap h_id, char *new_etc);
그래프의 기타정보를 갱신한다.
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2) vertex와 vertex 속성 갱신
- up date_vertex_inf ormation(char *graph_id, char *old_vertex_id,
char *new_vertex_id, char *old_vatt_nam e,
char *new_vatt_nam e, char *new_vatt_value);
vertex (old_vertex_id )의 전체 정보를 새로운 vertex ID(new_
vertex_id ), 속성 이름, 속성 값으로 갱신한다.
- up date_vertex_id(char *g rap h_id, char *old_vertex_id, char
*new_vertex_id);
vertex ID(old_vertex_id )를 새로운 값(new_vertex_id )으로 갱신
한다.
- up date_vertex_attnam e(char *grap h_id, char *vertex_id, char
*old_vatt_nam e, char *new_vatt_nam e);
vertex의 속성 이름을 갱신한다.
- up date_vertex_attvalue(char *g rap h_id, char *vertex_id,
char *vatt_nam e, char *new_vatt_value) ;
vertex의 속성 이름(vatt_nam e)에 해당하는 vertex 속성 값을
갱신한다.
3) edge와 edge 속성 갱신
- up date_edg e_inf ormation(char *g rap h_id, char *old_edg e_id,
char *new_edg e_id, char *new_vx_id,
char *new_vy_id, char *new_direction,
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char *old_edg e_attnam e,
char *new_edg e_attnam e,
char *new_edg e_attvalue );
edge(old_edg e_id )의 전체 정보를 새로운 edgID(new_edg e_id),
연결점, 속성 이름, 속성 값으로 갱신한다.
- up date_edg e_id(char *g rap h_id, char *old_edg e_id, char
*new_edg e_id);
edge ID(old_edg e_id )를 새로운 값(new_edg e_id )으로 갱신한
다.
- up date_edg e_connection(char *g rap h_id, char *edg e_id,
char *new_vx_id, char *new_vy_id);
edge의 연결점을 갱신한다.
- up date_edg e_direction(char *g rap h_id, char *edg e_id, char
*new_dir) ;
edge의 방향성을 갱신한다.
- up date_edg e_attnam e(char *g rap h_id, char *edg e_id, char
*old_edge_attnam e,char *new_edg e_attnam e);
edge의 속성 이름을 갱신한다.
- up date_edg e_attvalue(char *g rap h_id, char *edg e_id,
char *edg e_attnam e, char *new_edg e_attvalue);
edge의 속성 이름(eatt_nam e)에 해당하는 edge 속성 값을 갱신
한다.
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6 검 색 라이브러리 (s e arc h in g library )
1) fetch 라이브러리
- g rap h_f etch_row(char *res ult) ;
결과 테이블의 레코드 세트에서 한 행(레코드)의 데이터를 가져
온다.
2) 그래프 정보 검색
- g et_all_g rap h();
그래프 데이터베이스에 저장된 모든 그래프의 ID를 검색한다.
- g et_all_g rap h_nam e();
그래프 데이터베이스에 저장된 모든 그래프의 이름을 검색한다.
- g et_g rap h_inf ormation(char *g rap h_id);
인자로 주어진 그래프 ID (g rap h_id )의 그래프 정보를 검색한다.
(그래프이름, 그래프 작성일 시작일, 최종 수정일, 기타정보)
- g et_g rap h_nam e(char *g rap h_id);
인자로 주어진 그래프 ID (g rap h_id )의 그래프 이름을 검색한다.
- g et_g rap h_sartday (char *g rap h_id);
인자로 주어진 그래프 ID(g rap h_id )의 그래프 작성 시작일을 검
색한다.
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- g et_g rap h_up dateday (char *g rap h_id);
인자로 주어진 그래프 ID(g rap h_id )의 그래프 최종 수정일을 검
색한다.
- g et_g rap h_com m ent(char *g rap h_id);
인자로 주어진 그래프 ID (g rap h_id )의 그래프 기타정보를 검색
한다.
3) vertex와 vertex 속성 검색
- g et_all_vertices (char *g rap h_id);
인자로 주어진 그래프 ID(g rap h_id )에 소속된 모든 vertex의 ID
를 검색한다.
- g et_vertex_inf orm ation(char *g rap h_id, char *vertex_id);
인자로 주어진 그래프 ID(g rap h_id )의 vertex ID(vertex_id )에
해당하는 모든 속성 정보를 검색한다.
(vertex 속성이름, vertex 속성 값)
- g et_all_vertex_attributes (char *g rap h_id, char *vertex_id);
인자로 주어진 그래프 ID(g rap h_id )의 vertex ID(vertex_id )에
해당하는 모든 속성 이름을 검색한다.
- g et_vertex_attribute(char *g rap h_id, char *vertex_id, char
*vatt_nam e);
인자로 주어진 그래프 ID(g rap h_id )의 vertex ID(vertex_id )과
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속성 이름에 해당하는 속성 값을 검색한다.
4) edge와 edge 속성 검색
- g et_all_edg es (char g rap h_id);
인자로 주어진 그래프 ID(g rap h_id )에 소속된 모든 edge의 ID
를 검색한다.
- g et_edg e_inf orm ation(char *g rap h_id, char *edg e_id);
인자로 주어진 그래프 ID (g rap h_id )의 edge ID (edg e_id )에 해
당하는 모든 속성 정보를 검색한다.
(edge 연결점, 방향성, edge 속성이름, edge 속성 값)
- g et_all_edg e_attributes (char *g rap h_id, char *edg e_id);
인자로 주어진 그래프 ID (g rap h_id )의 edge ID (edg e_id )에 해
당하는 모든 속성 이름을 검색한다.
- g et_edg e_attribute(char *g rap h_id, char *edg e_id, char
*eatt_nam e) ;
인자로 주어진 그래프 ID (g rap h_id )의 edge ID (edg e_id )과 속
성 이름에 해당하는 속성 값을 검색한다.
- g et_edg e_connection(char *g rap h_id, char *edg e_id);
인자로 주어진 그래프 ID (g rap h_id )의 edge ID (edg e_id )가 연
결하는 두 vertex의 ID를 검색한다.
- g et_edg e_xy connection(char *g rap h_id, char *vx_id, char
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*vy_id);
인자로 주어진 그래프 ID (g rap h_id )의 두 vertex vx와 vy를 연
결하는 edge ID(edg e_id )를 검색한다.
- g et_edg e_direction(char *g rap h_id, char *edg e_id);
인자로 주어진 그래프 ID (g rap h_id )의 edge ID (edg e_id )에 해
당하는 방향성을 검색한다.
5) 인접성(adjacent )와 차수(degree) 검색
- g et_is olated(char *g rap h_id);
인자로 주어진 그래프 ID(g rap h_id )에서 독립된 vertex의 ID를
검색한다.
- g et_adj acent(char *g rap h_id, char *vertex_id);
인자로 주어진 그래프 ID(g rap h_id )의 vertex ID(vertex_id )에
인접한 vertex의 ID를 검색한다.
- g et_deg ree(char *g rap h_id, char *vertex_id);
인자로 주어진 그래프 ID(g rap h_id )의 vertex ID(vertex_id )에
대한 전체 차수를 검색한다.
- g et_indeg ree(char *g rap h_id, char *vertex_id);
인자로 주어진 그래프 ID(g rap h_id )의 vertex ID(vertex_id )에
대한 입력 차수를 검색한다.
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- g et_outdeg ree(char *g rap h_id, char *vertex_id);
인자로 주어진 그래프 ID(g rap h_id )의 vertex ID(vertex_id )에
대한 출력 차수를 검색한다.
7 삭 제 라이브러리 (de le t ion library )
1) 그래프 삭제
- del_g rap h(char *g rap h_id);
그래프 데이터베이스에 저장된 그래프 중에서 인자로 주어진
그래프 ID를 삭제한다.
2) vertex 와 vertex 속성 삭제
- del_vertex (char *g rap h_id, char *vertex_id) ;
인자로 주어진 그래프 ID(g rap h_id )의 vertex ID(vertex_id )를
삭제한다.
- del_vertex_attribute(char *g rap h_id, char *vertex_id, char
*vatt_nam e);
인자로 주어진 그래프 ID(g rap h_id )의 vertex ID(vertex_id )에
대해서 해당 속성을 삭제한다.
3) edge 와 edge 속성 삭제
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- del_edg e(char *g rap h_id, char *edg e_id) ;
인자로 주어진 그래프 ID (g rap h_id )의 edge ID (edg e_id )를 삭
제한다.
- del_edg e_attribute(char *g rap h_id, char *edg e_id, char
*eatt_nam e) ;
인자로 주어진 그래프 ID (g rap h_id )의 edge ID (edg e_id )에 대
해서 해당 속성을 삭제한다.
8 복 구와 저장 라이브러 리 (re c ov ery an d c om m it library )
1) 복구
- save_p oint() ;
복구할 위치를 지정한다.
- undo();
복구 위치 설정 이전 상태로 작업을 전환한다.
2) 저장
- com m it() ;
수행 작업을 명시적으로 저장한다.
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