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1 Johdanto 
Insinöörityössä perehdytään pelinkehityksen eri tuotantovaiheisiin rakentamalla lähtö-
taso tai kenttä Metropolia Ammattikorkeakoulun mediatekniikan koulutusohjelman pe-
linkehitysopintojaksoa varten. Pelinkehityskurssi keskittyy Metropolia Online -nimisen 
massiivisen monen pelaajan (MMO engl. Massive multiplayer online game) verkkopelin 
ympärille, jossa opiskelijat luovat itse suurimman osan pelin sisällöstä TODO-tyyppisen 
listan mukaan. Kurssin läpäistäkseen opiskelijan on suoritettava listan antamia pieniä 
tehtäviä, joista rakentuu suurempi kokonaisuus. Kurssin tehtävät suorittaneilla opiskeli-
joilla on pelissä muun muassa oma pelitaso ja pelihahmo. Insinöörityössä tehtävänä on 
rakentaa taso, johon pelaajat syntyvät ensimmäistä kertaa liityttyään peliin. Tason on 
tarkoitus olla visuaalisesti miellyttävä ja tarjota mahdollisesti myös pohjamateriaalia, 
jota opiskelijat voivat käyttää omissa tasoissaan. 
Tason suunnittelun ja toteutuksen lisäksi työhön kuuluu rakentaa pelissä esiintyviä ma-
teriaaleja eli asseteja ja parantaa lopullisen tason toimivuutta optimoimalla sen suori-
tuskykyä, mihin myös työn taustaosuus luvussa 5 painottuu. Insinöörityö toteutetaan 
käyttäen Unity-pelimoottoria, sillä se on valikoitunut myös opetuksessa käytettäväksi 
pelimoottoriksi.  
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2 Pelimoottorit ja pelinkehitysalustat 
Vanhoissa videopelituotannoissa peliä ja sen toiminnallisuuden ydinalueita ei juurikaan 
eroteltu, vaan pelit rakennettiin yhteen pakettiin ilman, että jatkokäyttöä sen suuremmin 
ajateltiin. Ensimmäisen kerran termi pelimoottori nousi esiin 1990-luvun puolivälissä 
suositun Doom-pelin yhteydessä. Doom oli rakennettu tavalla, jossa pelin toiminnalli-
suuden ydinominaisuudet, kuten grafiikan renderöinti ja törmäysten havaitseminen, oli 
rakennettu erilleen käyttäjille näkyvästä pelin materiaalista, kuten pelin säännöistä, -
tasoista, ja -hahmoista. Tämä erottelu mahdollisti sen, että pelinkehittäjät pystyivät li-
sensoimaan uusia pelejä tekemättä suuria muutoksia itse ydinominaisuuksiin eli peli-
moottoriin. Pelimoottorin lisensoinnilla pystyttiin nopeuttamaan pelinkehitykseen kulu-
vaa aikaa, sillä pelimoottorit ovat erittäin monimutkaisia sovelluksia ja niiden tekeminen 
tyhjästä on haastavaa ja aikaa vievää. Lisensointi mahdollisti myös, että pelinkehittäjät 
pystyivät erikoistumaan ja panostamaan voimavaransa muihin asioihin, kuten pelin 
sisältöön, jolloin pelien laatu alkoi myös parantua. [1, s. 11.] 
Myös 1990-luvun loppupuolella ilmestyneiden Quake 3 Arenan ja Unreal-pelien peli-
moottorit suunniteltiin tavalla, jossa oli selkeä erottelu pelin toiminnallisuuden ja muun 
sisällön välillä. Näiden pelien pelimoottorit olivat joustavasti muokattavissa ohjelmointi-
kielillä ja kehittäjien tarjoamilla työkaluilla, ja lisensoinnin kautta suurta osaa pelimootto-
rin ominaisuuksista pystyttiin käyttämään uudelleen uusissa peleissä. Tästä seurasi, 
että pelimoottorin rakentajat alkoivat saamaan suuren osan pääomastaan pelimoottorin 
lisensoinnista syntyvillä tuotoilla. Esimerkiksi Quake3 Arenan pelimoottorina toimineen 
idTech 3:n pohjalta on tehty lukuisia menestyneitä pelejä, kuten Return to Castle Wol-
fenstein ja Call of Duty. [1, s. 11.] 
Nykypäivänä on satoja erilaisia pelimoottoreita, ja enää vain harvat pelinkehittäjät ra-
kentavat oman pelimoottorin alusta loppuun itse. Yksi syy tähän voivat olla nykyisten 
pelimoottorien ympärille rakennetut pelinkehitysalustat, joihin on koottu suuri määrä 
erilaisia työkaluja, koodikirjastoja ja lisäosia, joiden avulla pelien tekemisestä on tullut 
entistä helpompaa ja lähestyttävämpää. Nykyaikaisten pelinkehitysalustojen kattavat 
ominaisuudet, hyvä yhteensopivuus ja suuri vuorovaikutteinen käyttäjäkunta houkutte-
lee entistä enemmän niin itsenäisiä pelinkehittäjiä kuin suuriakin pelitaloja valmiiden 
pelimoottorien pariin. Esimerkiksi suomalaiset pelitalot GrandCru ja Rovio ovat raken-
taneet pelejä Unityn avulla, jolla myös tämä työ on toteutettu. [2; 3.] 
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Taulukkoon 1 on kerätty vertailu kolmen pelimoottorin, Unityn, UDK:n ja CryEnginen 
pääominaisuuksista. Pelimoottoreita yhdistää muun muassa se, että jokaisesta on saa-
tavilla ilmaisversio ja kaikki pelimoottorit sisältävät myös laadukkaan ohjelmakohtaisen 
pelinkehitysalustan, jonka avulla pelin rakentaminen voidaan suorittaa. 
Taulukko 1. Pelimoottorien vertailu [4; 5; 6]. 
Peli- 
moottori 
Julkaisualustat Grafiikan 
API 
(uusin) 
Fysiika 
moot- 
tori 
Hinta (kaupalliset/pro) 
CryEngine 3 Windows, Xbox360, PS3 DirectX 11 oma ilmainen 
(tapauskohtaista) 
UDK 
(Unreal 3) 
Windows, Mac, Android, 
iOS, Xbox360, PS3, Wii 
DirectX 11, 
OpenGL 
PhysX ilmainen 
(99 dollaria + 25% teki-
jänoikeusmaksuja tuot-
teista, jotka ylittää 50 000 
$ myynnin) 
Unity 4.2 Windows, Mac, Android, 
iOS, Xbox360, PS3, Wii 
DirectX 11, 
OpenGL 
PhysX ilmainen 
(1 500 $) 
Vertailua katsoessa näyttää siltä, ettei pelimoottoreissa olisi suuria eroja, sillä niissä on 
paljon samoja ominaisuuksia, kuten sama grafiikan API tai fysiikkamoottori, mutta jo-
kaisella pelimoottorilla on kuitenkin omat vahvuudet ja heikkoudet, jotka löytyvät vasta 
tarkemmalla tutkimisella. Suunniteltaessa mitä tahansa tehokasta ohjelmaa, tässä ta-
pauksessa pelimoottoria, on tehtävä uhrauksia sen mukaan, mihin käyttöön lopullinen 
ohjelma sijoitetaan. Esimerkiksi pelimoottori, joka on suunniteltu tuottamaan mahdolli-
simman laadukkaita ulkoilmaan sijoittuvia tasoja, kuten CryEngine, ei välttämättä ole 
paras vaihtoehto mobiilipelejä varten ja niin edelleen. [1, s. 12; 6.] 
Metropolia Ammattikorkeakoulun pelinopetus toteutetaan käyttäen Unityä, ja se toimii 
myös tämän insinöörityön päätyökaluna. Unity on pelimoottori ja pelinkehitysalusta, 
jonka on kehittänyt Unity Technologies. Sen ensimmäinen versio julkaistiin vuonna 
2005, ja nyt Unity on yksi suosituimmista 3D-pelimoottoreista. Sitä käytetään pääasias-
sa mobiili- ja selainpelien kehityksessä, mutta sillä voidaan tehdä myös konsoli- ja PC-
pelejä. Unity-pelikehitysalustan merkittävin yksittäinen piirre on Unity Editor, jonka avul-
la varsinainen pelin rakentaminen tehdään. Unity Editor on käyttöliittymä, johon tuo-
daan kaikki pelissä tarvittava materiaali aina 3D-malleista skripteihin ja äänitiedostoi-
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hin. Sen avulla asetellaan objektit ja valot paikoilleen sekä testataan ja julkaistaan peli. 
[4.] Editorin käyttöliittymä on jaettu viiteen pääikkunaan, jotka näkyvät kuvassa 1. 
 
Kuva 1. Unity Editorilla voidaan rakentaa peli [4]. 
Unityn kautta pääsee myös käsiksi sen omaan assets-kauppaan, jossa voi ostaa ja 
myydä peleissä tarvittavia materiaaleja, joiden avulla voi nopeuttaa pelin rakennuspro-
jektia. 
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3 Pelitason suunnittelu ja toteutus 
3.1 Suunnittelun vaiheet ja projektin määrittely 
Nykyisissä pelituotannoissa kuljetaan pitkä tie, ennen kuin käyttäjän näkemä maailma 
saadaan valmiiksi peliä varten. Pelitasot vaativat paljon suunnittelua ja työtä, niin tekni-
sellä kuin taiteellisellakin puolella, jotta lopputuloksesta saadaan käyttäjälle miellyttävä 
ja jotta pelaaja viihtyy sen parissa. Tasojen täytyy sopeutua pelin tarinaan, niiden on 
pystyttävä tarjoamaan pelin edetessä jotain uutta ja mielenkiintoista lisäten samalla 
vaikeusastetta, jotta pelaaja saadaan houkuteltua jatkamaan peliä. Pelitasojen on 
myös näytettävä visuaalisesti laadukkailta tasapainoillen samalla suorituskyvyn kans-
sa. Muun muassa näihin asioihin kiinnitetään huomiota tasojen rakennus- ja suunnitte-
luvaiheissa. Kaupallisissa pelituotannoissa työryhmään voi kuulua useita kymmeniä tai 
jopa satoja henkilöitä, jotka työskentelevät pelitason parissa eri tehtävissä, joten on 
sanomattakin selvää, että tätä projektia tehtäessä lähtökohdat tason rakentamiseen 
olivat hieman vaatimattomammat. Suurimpana eroavaisuutena kaupallisiin tuotantoihin 
oli kuitenkin lopullisen pelin säädösten ja rajoituksien totaalinen puuttuminen, jotka peli 
tasoa varten usein asettaa. Tasot rakennetaan pelin pelattavuutta silmällä pitäen, mut-
ta Metropolia Online -peli ei sisällä vielä lainkaan varsinaisia tehtäviä ja insinöörityössä 
rakennettu taso toimii enemmän visuaalisena maamerkkinä kuin pelin palattavuutta 
täydentävänä kokonaisuutena. [7, s. 343; 8, s. 12–20; 9.] 
Projektia varten pidetyssä palaverissa keskusteltiin yleisellä tasolla siitä, miltä pelitason 
tulisi näyttää tai mihin historialliseen ajanjaksoon sen tulisi kuulua. Tasosta haluttiin 
ennemmin keskiaikainen kuin futuristinen, mutta tarkkoja rajoja ei kuitenkaan asetettu 
minkään aikakauden tai tyylisuunnan väliin, ja sainkin hyvin vapaat kädet työn raken-
tamiseen. Yksi lopullisen pelin avainasioista oli veneellä paikasta toiseen liikkuminen, 
joten tason olisi hyvä sijoittua veden äärelle. [9.] Näiden ohjeiden pohjalta sain muuta-
mia ideoita, jotka halusin tasoa varten toteuttaa. 
Pelitasoa suunniteltaessa tehdään sitä varten tyypillisesti hahmotelmia ja konseptiku-
via, joiden avulla saadaan yleiskäsitys tason tyylistä ja joita käytetään mallina, kun ta-
soa lähdetään rakentamaan [8, s. 14]. Yhden miehen työryhmässä turvauduttiin kuiten-
kin käyttämään pelkkiä kuvahakuja, sillä aika ja taidot eivät konseptikuvien tekemiseen 
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olisi riittäneet. Kuvassa 2 on esitetty muutamia pelitason suunnitteluun vaikuttaneita 
kuvia, sekä asioita ja esineitä, jotka halusin toteuttaa.  
 
Kuva 2. Pelitason suunnitteluun vaikuttaneita kuvia. 
Varsinaisen pelitason rakentaminen aloitettiin toteuttamalla ensin kentässä esiintyvät 
suuren skaalan piirteet, kuten maasto. Unityn pelinkehitysalusta sisältää Terrain Engi-
nen, jonka työkaluilla peliympäristön peruselementit pystytään toteuttamaan sisäisesti, 
tarvitsematta ulkopuolisia ohjelmia. Näitä peruselementtejä ovat muun muassa edellä 
mainittu maasto, puut ja kasvillisuus. [10.] 
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3.2 Maaston mallinnus ja teksturointi 
Maasto toimii avoimissa peliympäristöissä kentän pohjana, jonka päälle varsinainen 
maailma rakennetaan ja jossa pelaajat sekä mahdolliset viholliset liikkuvat. Nykyisissä 
pelinkehitysalustoissa, kuten UDK:ssa ja CryEnginessä, maasto voidaan luoda tyhjästä 
levystä, johon aletaan lisätä yksityiskohtia manuaalisesti tai erilaisten generaattorien 
avulla. Sama periaate toimii myös Unityssä, jossa maastolevyyn maalataan erilaisia 
korkeuseroja ja tällä tavoin luodaan halutut vuoret, kuilut, laaksot ja niin edelleen. Tä-
mä työvaihe voi kuitenkin viedä paljon aikaa, jos sen haluaa toteuttaa yksityiskohtai-
sesti, ja siksi maaston rakentamisessa käytettiin apuna World Machinea. World Machi-
ne on oma erillinen ohjelma, jolla voidaan luoda nopeasti suuria ja yksityiskohtaisia 
maastokokonaisuuksia erilaisten proseduraalisten kohinasuotimien avulla, ja sitä onkin 
käytetty apuna useissa eri pelituotannoissa. [11.] Kuvassa 3 voidaan nähdä World 
Machinen käyttöliittymä, josta käy ilmi ohjelman noodipohjaisuus. Jokainen noodi 
muokkaa lopputulosta omalla tavallaan, ja näitä noodeja yhdistelemällä voidaan luoda 
hyvin monimutkaisia maastokokonaisuuksia. 
 
Kuva 3. World Machinen käyttöliittymä [11]. 
World Machinessa toteutettu maasto voidaan tuoda Unityyn korkeuskartan avulla. Kor-
keuskartta on mustavalkoinen kuva, johon on tallennettu data pinnan korkeuseroista 
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[12]. Kuvassa 4 näkyy World Machinessa luotu korkeuskartta, jossa valkoinen esittää 
maaston korkeinta kohtaa ja musta matalinta. 
 
Kuva 4. World Machinessa luotu korkeuskartta. 
Korkeuskartat ovat hyvin ideaali tapa toteuttaa maastoja peliympäristöihin, sillä ne ku-
luttavat huomattavasti vähemmän pelilaitteen suorituskykyä kuin esimerkiksi samalla 
tarkkuudella tehty polygonimaasto. Kuvassa 5 voidaan nähdä statistiikkavertailu kah-
den muodoltaan identtisen maaston välillä, joista toinen on puhdas polygonimalli ja 
toinen korkeuskartan avulla rakennettu maasto.  
 
Kuva 5. Suorituskykyvertailu identtisten polygonimaaston ja korkeuskartan avulla tehdyn 
maaston välillä. 
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Statistics-ikkuna näyttää polygonimaaston tris-lukemaksi yli 500 000, joka on liian suuri 
lukema pelkkää maastoa ajatellen [13]. Huomattavaa myös on, että tässä tilanteessa 
polygonimalli ei ole tarkkuudeltaan kuin neljäsosa korkeuskartan avulla tehdyn maas-
ton parhaasta resoluutiosta, sillä täydellä resoluutiolla varustettua mallia ei pystynyt 
edes tuomaan Unityyn liian suuren polygonimäärän takia. 
Maaston suorituskykyä polygonimaastoon verrattuna parantaa tapa, jonka avulla lähes 
kaikki nykyaikaiset pelimoottorit käsittelevät maastoja. Siinä kaukaisemmat kohteet ja 
yksinkertaiset muodot näytetään huonommalla tarkkuudella ja tarkkuutta lisätään aina 
maksimiin asti, mitä lähemmäs kohdetta päästään. Tämä periaate on esitetty kuvassa 
6, jossa nähdään, kuinka maaston polygonimäärä kasvaa, kun lähestytään monimut-
kaisempaa muotoa. 
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Kuva 6. Maaston tarkkuutta lisätään, kun lähestytään monimutkaisia kohteita. 
Korkeuskartan avulla luotua maastoa voidaan vielä tarvittaessa muokata Unityssä, jos 
siitä halutaan esimerkiksi tasoittaa alueita rakennuksia varten. Kuvassa 7 on esitetty 
korkeuskartan avulla luotu maasto. 
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Kuva 7. Korkeuskartan avulla luotu maasto 
Jotta maasto ei olisi vain harmaa levy, se pitää myös teksturoida. Teksturointi asettaa 
myös etulyöntiaseman käyttää Unityn omaa maastotyökalua polygonimaaston sijasta, 
koska silloin voidaan käyttää toistettavia, korkearesoluutioisia tekstuureja, joita monis-
tetaan peräjälkeen, ja tällä tavoin voidaan peittää suuria alueita maastosta ja pitää sa-
malla tekstuurien laatu korkeana, vaikka maaston koko on suuri suhteessa tekstuurin 
kokoon. [14, s. 158; 15.] 
Maaston teksturoinnissa käytettiin kuutta erilaista tekstuurikarttaa, joiden pääpaino oli 
nurmen tekstuureissa, sillä maasto on suurimmalta osaltaan nurmen peitossa. Tämän 
takia käytin kolmea erilaista nurmitekstuuria, jotta maaston pinnassa ei alkaisi näkyä 
huomattavaa toistuvuutta, vaan pystyisin sotkemaan niitä tarvittaessa. Tärkeää oli 
myös, että nurmen alta pilkistävä kallio ja hiekka olisivat värisävyltään samanlaisia 
nurmen kanssa, jotta maasto pysyisi yhtenäisenä ja kentän tekstuureista tulisi 
uskottava paketti. Kuudentena tekstuurina toimi kulkupoluille tarkoitettu tiiliyhdistelmä. 
Kuvassa 8 on esitetty kuusi tekstuurikarttaa maalattuna maaston pinnalle. 
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Kuva 8. Tekstuurikartat, joita käytettiin maaston teksturoinnissa. 
Maaston tekstuurit erotellaan Unityssä alpha mapien avulla, jotka syntyvät samalla, kun 
käyttäjä maalaa tekstuureja maaston pinnalle. Alpha mapin avulla voidaan kertoa peli-
moottorille, missä kohtaa tiettyä tekstuuria käytetään ja missä kohtaa se vaihtuu toi-
seen. Kuvassa 9 voidaan nähdä Unityn luomat alpha mapit. 
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Kuva 9. Alpha Maps. 
Yhteen alpha mapiin mahtuu enintään neljä tekstuuria, joita se voi käyttää maaston 
teksturointiin. Insinöörityössä maaston teksturointiin käytettiin kuitenkin kuutta tekstuu-
ria, mikä tarkoittaa, että pelimoottori tarvitsee yhden ylimääräisen alpha mapin, jotta 
kaikki tekstuurit saadaan näkymään. Tämä nostaa pelin tekstuurien kokonaismäärää, 
mutta sitä ei nähty ongelmaksi pelin suorituskykyä ajatellen. [15; 10.] 
3.3 Pelitason valaisu ja skyboxit 
Kun ollaan luomassa haluttua tunnelmaa tai ilmipiiriä pelitasoa varten, ovat valaisu ja 
taivaan teksturointi silloin tärkeimmät yksittäiset avainkohdat. Laadukas taivaan tekstu-
rointi ja siihen sopiva valaistus voi viedä pelin visuaalisuuden uudelle tasolle ja luoda 
siitä vaikuttavan. Valaistuksen avulla voidaan myös esimerkiksi tuoda esiin asioita, joita 
pelissä suoritettava tehtävä vaatii, tai luoda erikoisefektejä, kuten räjähdyksiä, tai simu-
loida taskulampun valokeilaa. [16.] 
Insinöörityötä varten rakennettu pelitaso sijoittui ulkoilmaan, ja sen pääasiallisena va-
lonlähteenä oli aurinko. Tämä on yksi helpoimmista lähtökohdista valaistuksen toteu-
tusta ajatellen, koska silloin kentän valaisu pystytäisiin haluttaessa toteuttamaan vain 
yhden valon avulla. Valot on jaettu Unityssä neljään eri luokkaan (taulukko 2), ja jokais-
ta valoryhmää pystytään muokkaamaan käyttäjän vaatimusten pohjalta, kuten värin ja 
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intensiteetin mukaan. Osaan valoista voidaan myös lisätä keksejä tekstuurien avulla, 
jolloin valoon syntyy erimuotoisia kuvioita. 
Taulukko 2. Valot jaetaan Unityssä neljään eri kategoriaan [16]. 
Valon tyyppi Kuvaus 
Suuntaava (directional) 
Suuntaavia valoja käytetään tyypillisesti simuloimaan 
aurinkoa. Se vaikuttaa pelin kaikkiin objekteihin ja on 
myös suorituskykyä ajatellen kevyin valaisutapa. 
Piste (point) 
Pistevalot toimivat 3D-ohjelmista tuttujen omni-
valojen tapaan: yksi piste hohtaa valoa kaikkiin suun-
tiin. 
Spotti (spot) Spottivalot luovat nimensä mukaisesti kartion muo-
toisen valokeilan, jota voidaan käyttää esimerkiksi 
taskulampun kaltaisten valojen simulointiin. Spottiva-
lot ovat raskain valotyyppi suorituskykyä ajatellen. 
Alue (area) Aluevalot ovat vähiten käytetty valotyyppi, sillä niitä 
ei pysty käyttämään reaaliaikaisesti, vaan beikkaa-
malla ne valokarttoihin. Aluevalot hohtavat valoa 
suorakaiteen muotoisen tason pinnalta. 
Valaistuksen värityksen löytämiseen käytettiin väriopin menetelmää, joka on näkynyt jo 
satoja vuosia eri taidemaalareiden töissä: auringon värinä toimivan kirkkaan oranssin 
tai keltaisen sävylle haetaan sen vastaväri sininen, joka toimii ympäristön vallitsevana 
värinä. Sävyt sopivat myös kentän taivaan tekstuuriin, jolloin värien välille syntyy har-
monia. Auringon ja ympäristön värisävyt on esitetty kuvassa 10. 
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Kuva 10. Pelitason valaistuksen väreinä toimineet vastavärit. 
Eri pelimoottoreissa on useita tapoja, joilla pyritään muodostamaan pelitasoa ympäröi-
vä taivas ja horisontti. Unityssä tätä osa-aluetta hoitavat skyboxit. Ne koostuvat kuu-
desta erillisestä, saumattomasta tekstuurista, joilla ympäröidään pelitaso kuution muo-
toisesti. Kun pelaaja liikkuu pelitasossa, pysyy taivas paikoillaan, mikä luo suuren pa-
rallaksin pelaajan ja taivaan välille. Tämä aiheuttaa illuusion kaukaisuudessa olevasta 
taivaasta. Kuvassa 11 näkyy, kuinka taivaan kuusi tekstuuria ikään kuin projisoidaan 
kuution pinnalle, joka ympäröi pelitasoa. 
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Kuva 11. Skyboxilla ympäröidään pelitaso. 
Skyboxien tekstuurien tulee olla huolellisesti valmistettu, sillä erilaiset epätäydellisyy-
det, kuten tekstuurien saumat, rikkovat efektin helposti [14, s. 290]. Unity tarjoaa ole-
tuksena joukon erilaisia skyboxeja, mutta mielestäni ne olivat laadultaan heikkoja tai 
eivät sopineet haluamaani tunnelmaan, joten skyboxi rakennettiin itse. Kuvassa 12 on 
skyboxien vertailu, jossa vasemmalla yksi Unityn oletus-skyboxeista ja oikealla itse 
tehty. 
 
Kuva 12. Erilaisten skyboxien vertailu. 
Skybox-tekstuurien tekeminen olemassa olevista kuvista voi manuaalisesti olla hyvin 
työlästä tai lähes mahdotonta, ja toistaiseksi Unityssä ei ole niiden tekemiseen tarvitta-
vaa työkalua. Projektissa käytetyt skybox-tekstuurit tehtiin käyttäen 3ds Max 
-ohjelmaa, jonka avulla saatiin tekstuurit tehtyä nopeasti. 
Pelitason valaistuksen suunnittelussa tulee myös ottaa huomioon pelin suorituskyky, 
sillä valojen ominaisuuksilla on suuri vaikutus siihen. Valojen laskentaan Unityssä 
käytetään kahta vaihtoehtoista tapaa, verteksi- tai pikselivalaisu. Verteksi-pohjaisessa 
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valaistuksessa lasketaan valaisudata vain pelissä olevien objektien pisteissä eli 
vertekseissä. Pisteiden välinen valaistus toteutetaan interpoloimalla alue pisteistä 
saatujen arvojen mukaan, ja näin saadaan koko objekti valaistua. Tämä on kevyempi 
tapa valojen laskentaan, ja vanhat näytönohjaimet ja rajoittuneet mobiililaitteet pystyvät 
laskemaan valoja väin tällä tavalla. Pikselipohjainen valaistus on raskaampi tapa 
laskea valaistus, sillä siinä lasketaan valaisudata näytön jokaisessa pikselissä. 
Pikselivalaistuksella voidaan kuitenkin toteuttaa näyttävämpiä efektejä, kuten vaikuttaa 
objektien pintoihin normaalikarttojen avulla ja luoda reaaliaikaiset varjot. [16; 14, s. 
366.] Pikselivalojen määrän ei muun muassa mobiilipeleissä kannata ylittää yhtä, sillä 
pelissä esiintyvät objektit renderöidään yhtä monta kertaa, kuin pikselivalot niitä 
valaisevat. Tämä voi johtaa suorituskyvyn alenemiseen, jos pelin objektit joudutaan 
renderöimään esimerkiksi kolmeen kertaan jokaista kehystä kohden. [17.] 
Jos valaistuksen toteuttaminen osoittautuu ongelmaksi pelin suorituskyvyssä, voidaan 
valaistuksen aiheuttamaa taakkaa keventää käyttämällä valaisukarttoja. Valaisukartan 
avulla voidaan laskea staattisten objektien valaisudata etukäteen ja liittää se 
tekstuureihin. Unityssä on valaisukarttojen tekoon työkalu, Beast Lightmapper, jonka 
avulla voidaan valaisukartat tehdä helposti. Valaisukarttojen avulla peli toimii 
mutkikkaammin, ja niiden avulla valaisu voi näyttää myös paremmalta, koska 
valaisukarttoihin voidaan liittää muun muassa global illumination -dataa. [17.] 
3.4 Puusto ja kasvillisuus 
Kun pelitason peruspilarit ovat paikoillaan, voidaan siirtyä yksityiskohtaisempiin 
elementteihin ja mitä olisikaan ulkoilmaan sijoittuva taso ilman kasvillisuutta? Tämä 
kysymys on otettu hyvin huomioon Unityssä, sillä erilaisten puiden ja kasvillisuuden 
tekeminen on tehty hyvin yksinkertaiseksi. 
Terrain Engine sisältää puiden ja pensaiden mallintamiseen tarkoitetun Tree Creatorin, 
jonka avulla voidaan tehdä yksittäisiä puita tai pensaita nopeasti. Tree creator toimii 
proseduraalisen generaattorin avulla ja sillä on helppo rakentaa puusto ilman erillistä 
mallinnusohjelmaa. Kuvassa 13 on esitetty Tree Creatorin käyttöliittymä. 
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Kuva 13. Tree creatorin avulla on helppo rankentaa yksittäisiä puita tai pensaita. 
Tree Creatorin avulla rakennetut puut voidaan myöhemmin ripotella haluttuihin paikkoi-
hin tai luoda kokonaisia metsiä Terrain Enginen sijoitustyökalun avulla. Puusto on hyvä 
rakentaa sijoitustyökalun avulla, koska silloin pelimoottori osaa renderöidä kameran tai 
pelaajan läheisyydessä olevat puut oikeina 3D-objekteina ja muuttaa kaukana olevat 
puut mainostauluiksi (billboard) (kuva 14). 
19 
  
 
Kuva 14. Mainostaulut. 
Mainostaulu on 3D-objektista muodostettu 2D-kuva, joka osaa kääntää aina asentonsa 
katsojan suuntaan, niin että näyttää kaukaa siltä, kuin se olisi oikea 3D-objekti. Tämä 
parantaa pelin suorituskykyä huomattavasti, kun kaikkia puita ei tarvitse renderöidä 
kokoajan, vaan ne, jotka ovat läheisyydessä. [18, s. 216; 19.] 
Ruohon ja muun kevyen kasvillisuuden toteuttaminen on myös tehty hyvin 
yksinkertaiseksi, sillä ne pystytään toteuttamaan pelkillä tekstuureilla, joissa on 
läpinäkyvyyskanava mukana. Unity osaa luoda näistä tekstuureista tasot, joihin se 
projisoi kuvan kasvista läpinäkyvyyden avulla. Tällä tavoin toteutettu kasvillisuus reagoi 
myös pelimoottorin tuuli-ominaisuuksiin, ja niiden muita arvoja, kuten yleistä värisävyä 
ja taipuisuutta, pystytään muokkaamaan Terrain Enginen asetuksien avulla. [20.] 
Kuvassa 15 on esitetty kukkatekstuurin vaiheet alkuperäiskuvasta aina peliin asti. 
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Kuva 15. Alkuperäinen kuva syvätään ja tallennetaan läpinäkyvyyskanavan kanssa, minkä jäl-
keen se on suoraan käytettävissä Unityssa. 
Voi kuitenkin olla tilanteita, että kasvillisuudesta halutaan laadukkaampaa, sillä edellä 
mainittu tapa voi näyttää liian yksinkertaiselta ja se ei esimerkiksi luo kasveista 
lainkaan varjoja. Tällöin kasvillisuus pitää tehdä perinteiseen tapaan mallintamalla 
kasvi alusta loppuun. Kuvassa 15 nähdään, kuinka mallinnettu ja tekstuurien pohjalta 
luotu kasvi eroavat toisistaan. 
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Kuva 16. Eri tavalla luodut kasvit eroavat toisistaan. 
On kuitenkin muistettava, että puuston ja kasvillisuuden toteutus on jo oletuksena 
raskasta, eikä sitä toistaiseksi suositella mobiililaitteille ollenkaan. Yksityiskohtaisen 
kasvillisuuden tuottaminen rasittaa pelin suorituskykyä entisestään. Yksityiskohtaisen 
kasvillisuuden tekemisen pitää olla perusteltua, sillä muuten se voi aiheuttaa 
pullonkaulan pelin suorituskyvylle. 
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4 Assetien luominen tasoa varten 
Videopeleissä tarvitaan paljon erilaisia materiaaleja, jotta peliin saadaan toteutettua 
varsinaista sisältöä. Nämä materiaalit tunnetaan pelinkehityksessä paremmin 
englanninkielisellä nimellä assets. Asseteja voivat olla esimerkiksi pelihahmot, 
tekstuurit, äänitiedostot, skriptit, 3D-mallit ja niin edelleen. Lähes kaikkea 
pelinkehityksessä tarvittavaa materiaalia voidaan siis nimittää asseteiksi. Nykyisten 
pelien laajuus ja korkea vaatimustaso tarkoittaa, että eri assetien rakentamiseen 
käytetään omien alojen ammattilaisia: esimerkiksi pelin musiikista vastaa 
ammattisäveltäjä, sen sijaan, että kaiken hoitaisi esimerkiksi pelin ohjelmoija. 
Kaupallisten videopelien rakennustiimiä voidaankin verrata elokuvien tuotantotiimiin, 
jossa eri alojen ammattilaiset luovat yhteistä, mahdollisimman laadukasta lopputulosta. 
[8, s. 12.] 
Insinöörityössä assetien rakentaminen koostui pääasiassa pelissä esiintyvien 
objektien, kuten veneen, talojen ja tuulimyllyn mallintamisesta ja teksturoinnista. 
 
Kuva 17. Vielä osittain rakennusvaiheessa olevia asseteja eli pelin materiaaleja. 
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4.1 Mallinnus 
Peli- ja yleisesti 3D-ympäristöissä käytettäviä objekteja mallinnettaessa käytetään 
yleensä kahta vaihtoehtoista tapaa, joko perinteinen polygonimallinnus tai skulptaus eli 
veistäminen. Veistämällä voidaan luoda 3D-malliin yksityiskohtia, jotka olisi 
polygonimallinnuksella lähes mahdotonta saavuttaa. Veistämisestä onkin tullut erittäin 
suosittua erilaisten hahmojen mallinnuksessa, jossa tarvitaan paljon pieniä 
yksityiskohtia. Tulevaisuudessa mallinnuksessa voidaan mahdollisesti käyttää apuna 
myös 3D-skannausta, mutta tekniikka on sen osalta vielä liian puutteellista, jotta sen 
kautta pystyisi tekemään suoraan peleissä toimivia 3D-malleja. [21.] 
Insinöörityössä mallintamisen nopeuttamiseksi käytettiin apuna Google Warehousen 
3D-kirjastoa, jossa on tuhansittain SketchUpilla tehtyjä ilmaisia malleja. Nämä mallit 
ovat kuitenkin lähes poikkeuksetta käyttökelvottomia sellaisenaan, mutta toimivat 
hyvinä referensseinä esimerkiksi mittasuhteissa, ja niiden päälle on nopea rakentaa 
varsinainen malli. [22.] Suurin osa pelin objekteista tehtiin kuitenkin perinteiseen 
tapaan rakentamalla ne kuvien pohjalta. Kuvassa 18 on esitetty peliä varten 
mallinnettuja objekteja. 
 
Kuva 18. Peliä varten mallinnettuja objekteja. 
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Pelejä varten tehtävä mallinnus eroaa esimerkiksi animaatioelokuvien mallinnuksesta 
huomattavasti, sillä pelien on pystyttävä tuottamaan reaaliaikainen renderöintidata 
pelialustasta riippuen vähintään 30–60 kertaa sekunnista, jotta se katsojan mielestä 
pyörisi luonnollisesti. Tämä on suuri urakka tietokoneen suorituskyvylle, kun otetaan 
huomioon, että sen pitää käsitellä muun muassa pelin geometria, valaistus, tekstuurit, 
ääniefektit, pelin toiminnallisuus ja niin edelleen, kaikki reaaliaikaisesti. Siksi peleissä 
käytettävien objektien polygonimäärä on pidettävä huomattavasti pienempänä kuin 
animaatioelokuvien 3D-mallit, jotta ne ovat kevyempiä käsitellä. Pelimoottoreilla onkin 
niin kutsuttu polygonibudjetti, joka kuvaa suurinta määrää polygoneja, jota peli pystyy 
käsittelemään. Budjetin suuruus riippuu laadusta, jota peli lähtee tavoittelemaan, ja 
lopullisen käyttölaitteen suorituskyvystä, joten on mahdotonta asettaa yhtä yleistä lukua 
budjetin suuruudeksi. Nykyisissä mobiilipeleissä käytetään noin 300–1500 polygonia 
objektia kohden ja PC- ja konsolipeleissä 1500–4000. Esimerkiksi pelihahmoihin 
voidaan kuitenkin käyttää enemmän polygoneja, sillä ne ovat keskeisemmässä 
asemassa lopullisessa pelissä ja tarvitsevat enemmän yksityiskohtia. [17; 23.] Pienen 
polygonimäärän takia objektien yksityiskohtia huijataan käyttämällä erilaisia 
tekstuureja, kuten normaalikarttoja. 
4.2 Teksturointi ja UV-kartoitus 
Teksturoinnilla tarkoitetaan kaksiulotteisen kuvan projisoimista 3D-objektin pinnalle UV-
koordinaattien avulla. Tekstuureilla voidaan kertoa, mistä materiaalista 3D-objekti on 
tehty: onko esimerkiksi mallinnusohjelmassa rakennetun veneen tarkoitus olla puuta 
vai metallia. Objektien teksturointi alkaa perinteisesti UV-kartoituksella, jossa valmiista 
3D-mallista tehdään esitys 2D-kuvan muodossa. UV-kartan avulla voidaan aloittaa 
varsinaisen pintatekstuurin tekeminen käsin maalaamalla tai esimerkiksi muokkaamalla 
valokuvien pohjalta. Valmis pintatekstuuri saadaan käärittyä takaisin 3D-objektin 
pinnalle, jolloin 3D-objektille muodostuu pintamateriaali. [18, s. 206–207; 14, s. 70.] 
Kuvassa 19 on esitetty UV-kartta, jonka avulla saatiin rakennettua veneen rungon lo-
pullinen tekstuuri. 
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Kuva 19. Veneen rungon UV-kartta ja lopullinen pintatekstuuri. 
Tekstuurien laatu ratkaisee pitkälle sen, kuinka hyvältä pelissä olevat objektit näyttävät, 
sillä hyväkin 3D-malli voi näyttää surkealta ilman laadukkaita tekstuureja. 
Pelkän pintatekstuurin lisäksi objektin pinnan ominaisuuksista voidaan kertoa 
tarkemmin erilaisilla lisätekstuureilla, joita voivat olla muun muassa normaali-, 
specular- tai läpinäkyvyyskartat. Kuvassa 20 voidaan nähdä, kuinka käyttämällä pelkän 
pintatekstuurin kanssa normaali-, displace-, specular- ja occulusion-karttoja, pinnasta 
saadaan realistisemman ja paremman näköinen. 
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Kuva 20. Käyttämällä useampia tekstuureja pinnasta saadaan aidomman näköinen [24]. 
Erilaisia tekstuureja yhdistelemällä voidaan tehdä monimutkaisia pintoja, jotka 
näyttävät entistä laadukkaimmilta ja realistisemmilta. [14, s. 94–97.] 
4.3 Tekstuurien rajoitukset ja vaatimukset 
Pelimoottoreissa käytettäviin tekstuureihin liittyy paljon erilaisia vaatimuksia ja 
rajoituksia, joista lopullinen käyttölaite asettaa merkittävimmät ehdot tekstuurien 
ominaisuuksille. Mobiililaitteet ovat huonomman suorituskykynsä ansiosta PC- ja 
konsolipelejä rajoittuneempia tekstuurien ominaisuuksien suhteen, mutta säädöksistä 
poikkeamien voi aiheuttaa ongelmia myös jälkimmäisten suorituskyvylle. 
Pelimoottoreissa tyypillisesti käytettävät tekstuurit ovat kooltaan kahden potenssiin 
(POT, power of two). Esimerkiksi tässä projektissa käytetyt tekstuurit ovat kooltaan 
1024 x 1024 pikseliä, jossa 210 = 1024. Tekstuurit ovat useasti neliön muotoisia, mutta 
voidaan käyttää myös esimerkiksi 512 x 128 -kokoisia suorakaiteita. Tärkeintä on, että 
kahden potenssiin -sääntö toteutuu. Tekstuurien koot on rajattu tarkasti, koska 
pelimoottorit ja grafiikkalaitteet pystyvät näyttämään, käsittelemään ja pakkaamaan ne 
nopeammin, jos ne ovat POT-muodossa. Tekstuurit, joiden koko ei satu kahden 
potenssiin, kutsutaan nimellä non power of two (NPOT). NPOT-tekstuurien käyttö on 
27 
  
peliympäristöissä harvinaista, koska tämänkaltaiset tekstuurit aiheuttavat ongelmia 
muistin kulutuksessa, mikä näkyy erityisesti mobiililaitteissa suorituskykyä 
huonontavana tekijänä. PC-ympäristöissä enää harva pelimoottori kuitenkaan pakottaa 
käyttämään pelkkiä POT-tekstuureja: esimerkiksi Unity ei varoita väärän kokoisista 
tekstuureista lainkaan, ja onkin helppo erehtyä käyttämään ”vääriä” tekstuureja 
peliprojekteissa. Kuitenkin on hyvä pitää tekstuurit kahden potenssiin -muotoisina, 
koska sillä varmistaa niiden paremman toimivuuden eri laitteiden kanssa. [25, s. 51; 14, 
s. 63.] 
Peleissä käytettäviä tekstuureja tehtäessä työskennellään yleensä paljon 
suuremmassa formaatissa, kuin lopullisen tekstuurin koko tulee olemaan. Tämä 
tehdään, koska on helppo pienentää tekstuurien kokoa tarvittaessa, mutta niitä ei saa 
skaalattua suuremmiksi menettämättä laatua. Tätä projektia varten kaikki tekstuurit on 
toteutettu 2K-formaatissa, josta ne on pienennetty 1024-muotoon. On myös hyvä 
muistaa, että kahden potenssi-järjestelmässä yhden pykälän hyppäys tarkoittaa aina 
neljä kertaa isompaa tekstuuria. Tämä ei pienemmillä tekstuureilla tarkoita juuri mitään, 
mutta jos halutaan siirtyä esimerkiksi 2K-formaatista 4K:n, se luo paljon enemmän 
vaatimuksia alkuperäisille tekstuureille, joista pelissä käytettävää tekstuuria lähdetään 
tekemään. [14, s. 63.] 
Peleissä tarvitaan myös toistettavia tekstuureja. Tekstuurien toistettavuudella 
tarkoitetaan sellaista tekstuuria, jota pystytään monistamaan peräjälkeen ilman näkyviä 
saumoja. Esimerkiksi tämän projektin kaikki maaston tekstuurit ovat toistettavia, mikä 
mahdollisti suurien alueiden peittämisen yhden tekstuurikartan avulla. [14, s. 158.] 
Toistettavien tekstuurien tekemiseen on useita eri kikkoja artistista riippuen, mutta 
tyypillinen tapa on ottaa tekstuurin lopusta pala ja siirtää se alkuun. Palojen välinen 
sauma pyritään hävittämään kokonaan, jolloin tekstuurista tulee yhden akselin 
suuntaan toistettava. Kun sama työvaihe tehdään myös vastakkaiselle akselille, 
saadaan tekstuuri, joka on toistettavissa kaikkiin suuntiin. Toistettavuuden 
saavuttaminen voi tietyissä tekstuureissa olla erittäin vaikeaa ja aikaa vievää puuhaa: 
esimerkiksi monimutkaiset tiiliseinät tai orgaaniset pinnat ovat lähes poikkeuksetta 
vaativampia kuin vaikkapa nurmikko. [14, s. 158.] 
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5 Pelin suorituskyvyn optimointi 
5.1 Reaaliaikaisen renderöinnin vaatimukset 
Jotta peliä varten toteutettu 3D-maailma saadaan näkymään pelaajan käyttölaitteella, 
pitää 3D-maailma muuttaa 2D-kuvien muotoon. Tätä prosessia, jossa 3D-ympäristöstä 
tehdään esitys 2D-kuvan muodossa, kutsutaan renderöinniksi. Peleissä renderöinti on 
toteutettava reaaliaikaisesti, jotta pelaaja voi olla vuorovaikutuksessa pelin kanssa. 
Pelin tapahtumat riippuvat siitä, minkälaisia komentoja pelaaja antaa pelille, ja tämän 
palautteen perusteella määritetään, mitä pelaaja näkee seuraavaksi eli mitä myös ren-
deröidään seuraavaksi. Tämän kiertokulun on tapahduttava tarpeeksi monta kertaa 
sekunnissa, jotta pelaaja ei näe yksittäisiä kuvia, vaan uppoutuu pelin liikkeeseen. [26, 
s. 1.] Reaaliaikaisen renderöinnin toteuttaminen voi olla pelin suorituskyvylle hankalaa, 
sillä pelilaitteen on käsiteltävä valtava määrä informaatiota tämän saavuttamiseksi 
useita kertoja sekunnissa. Pelin suorituskykyä kuvataan tyypillisesti sen kuvataajuuden 
kautta, joka kertoo, kuinka monta kertaa kuva päivitetään sekunnissa. Liian matala tai 
aaltoileva kuvataajuus vie pelissä esiintyvästä liikkeestä luonnollisuuden ja voi häiritä 
käyttäjän vuorovaikutusta pelin kanssa. [14, s. 77–78.] Pelin hyvä suorituskyky on tär-
keässä roolissa sen menestyvyyden kannalta, sillä jotta pelaaja saa valmiista pelistä 
kaiken mahdollisen huvin, sen on toimittava hyvin eri käyttäjien laitteilla. Siksi pelin on 
syytä käydä läpi optimointivaihe, jossa parannetaan sen suorituskykyä ja varmistetaan 
sen toimivuus hieman huonommallakin laitteella. [17.] 
Pelien suorituskyvyn optimoinnissa ei ole yksiselitteisiä ohjesääntöjä, joita seuraamalla 
saadaan aina suorituskykyinen peli, vaan optimointi on aina oma uniikki prosessi. On 
kuitenkin tärkeää etsiä ensin pelissä esiintyvät ongelmakohdat, jotka useasti liittyvät 
prosessorin tai näytönohjaimen liialliseen kuormitukseen, sillä ne myös tuottavat pelin 
grafiikan ja toiminnallisuuden. Ongelmakohtien kartoitus on hyvä tehdä aluksi, sillä op-
timointi näytönohjaimen tai prosessorin puolelle on hyvin erilaista, ja onkin mahdollista, 
että ottaa ongelman toiselta ja siirtää sen toiselle, jos ongelmakohtiin ei tutustu tarkasti. 
Jos optimointi tehdään prosessorin suorituskykyä silmälläpitäen, on tyypillistä laittaa 
näytönohjain tekemään enemmän työtä kuin prosessori ja päinvastoin. [17.] 
Unityssä on joukko hyviä työkaluja, joiden avulla pelin suorituskyvyn mittaaminen ja 
siinä esiintyvien pullonkaulojen etsiminen on helppoa. Tällaisia ovat muun muassa ku-
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vassa 21 esiintyvät profiler- ja statistics-ikkunat, joista näkee pelin suorituskyvyn reaa-
liaikaisesti. [27.] 
 
Kuva 21. Unityn profiler- ja statistics-työkalut, joilla voidaan seurata pelin suorituskykyä. 
Profiler-työkalulla voidaan tutkia pelin suorituskykyä statistics-työkalua laajemmin, kos-
ka sillä voidaan nähdään pelkän reaaliaikaisen renderöintidatan lisäksi muun muassa, 
kuinka paljon pelin suorituskyvystä kuluu skriptien tai fysiikkaominaisuuksien toteutta-
miseen. Profilerin tulokset saadaan myös tallennettua trendimuodossa, jolloin niitä voi-
daan myöhemmin analysoida tarkemmin. [27.] 
Tässä luvussa käsitellään joukkoa eri tekniikoita, joita käytettiin insinöörityössä paran-
tamaan lopullisen pelin suorituskykyä. Osa tekniikoista on hyvin Unity-keskeisiä, eivät-
kä ne ole välttämättä käännettävissä muihin pelimoottoreihin. 
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5.2 Laatuasetukset 
Laatuasetuksilla voidaan määrittää grafiikan laatutaso, jota peli pyrkii toteuttamaan. 
Näihin asetuksiin tutustumalla voidaan päästä pitkälle pelin suorituskyvyn parantami-
sessa. Laatuasetuksiin kuuluu joukko eri tietokonepeleissä tyypillisesti esiintyviä sää-
tömahdollisuuksia, kuten reunanpehmennyksien taso sekä tekstuurien ja varjojen laatu. 
[28.] Laatuasetusten valintaruutu on esitetty kuvassa 22. 
 
Kuva 22. Unityn laatuasetusten valintaruutu. 
Tätä projektia varten suoritetussa optimoinnissa löytyi kolme avainkohtaa, joita säätä-
mällä pelin suorituskykyä saatiin parannettua huomattavasti. Ensimmäinen avainkohta 
oli laatuasetuksista löytyvät varjot ja niiden säätömahdollisuudet. 
Varjojen reaaliaikainen renderöinti on nykyisissä peleissä lähes arkipäivää, mutta 
ylimitoitettuna ne tuottavat paljon turhia ongelmia pelin suorituskyvylle. Varjoja 
rakentaessaan pelimoottori käy läpi monimutkaisen prosessin, joka on parhaiten 
kuvattu seuraavassa lainauksessa. 
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“For each light to render its shadows, first any potential shadow casters must be 
rendered into the shadow map, then all shadow receivers are rendered with the 
shadow map.” [29.] 
Varjojen laskenta suoritetaan täysin näytönohjaimessa, eikä se saa siinä apua proses-
sorilta. Jos varjojen määrä on ylimitoitettu, eli varjoja renderöidään sielläkin, mihin pe-
laaja ei näe, käytetään näytönohjaimen laskentatehoa turhaan. Varjojen etäisyys kan-
nattaa siksi pitää mahdollisimman pienenä, jotta saadaan paras suorituskyky. [29.] In-
sinöörityössä tämä pystyttiin toteuttamaan laatuasetusten kautta säätämällä shadow 
distance -arvoa pienemmäksi. Tämä arvo kuvaa juuri sitä etäisyyttä, kuinka kauas var-
jot piirretään. Kuvasta 23 voidaan todeta, kuinka shadow distance -arvon ollessa tar-
peettoman suuri pelissä piirrettäviä varjoja on lähes 700. 
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Kuva 23. Varjojen etäisyyttä pienentämällä piirrettävien varjojen määrä laski huomattavasti. 
Pienentämällä tätä arvoa pystytään piirrettävien varjojen määrä lähes puolittamaan 
huonontamatta pelin ulkonäköä, sillä varjoja ei tarvita siellä, mihin pelaaja ei näe. 
Jos peliympäristössä on paljon staattisia objekteja eikä valaistus muutu, on paras tapa 
sammuttaa varjot kokonaan ja liittää ne valmiiksi tekstuureihin. Tätä tapaa kutsutaan 
beikkaamiseksi (baking), jossa staattisten objektien valaisudata ja varjot lasketaan etu-
käteen ja liitetään, eli beikataan kiinni tekstuureihin. Tällä tavoin renderöitävien varjojen 
lukumäärä voidaan pitää minimissä ja laitteen suorituskykyä voidaan käyttää tehok-
kaammin hyödyksi. [17.] 
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5.3 Draw call -pyynnöt 
Aina kun halutaan piirtää jokin objekti tai asia pelissä, on pelimoottorin tehtävä draw 
call -pyyntö grafiikan ohjelmointirajapinnalle. Grafiikan ohjelmointirajapinta tekee suu-
ren työmäärän jokaista draw call -pyyntöä kohden, ja jos pyyntöjen lukumäärä on suuri, 
se aiheuttaa ongelmia prosessorin suorituskyvylle. Tätä varten on kehitetty batching-
mahdollisuus, jossa Unity pystyy yhdistämään objektijoukon draw call -komennot yh-
deksi. Mitä enemmän objektien draw call -pyyntöjä voidaan yhdistää, sitä kevyemmäksi 
prosessorin laskentataakka käy. [25, s. 3; 17.] 
Draw call batching voidaan toteuttaa kahdella eri tavalla, dynaamisesti tai staattisesti. 
Dynaaminen batching suoritetaan automaattisesti kaikille liikkuville objekteille, jos niillä 
on sama materiaali. Dynaamisessa metodissa on kuitenkin rajoituksia, sillä se pysty-
tään toteuttamaan vain objekteille, joissa on alle 900 verteksiä. Staattinen taas voidaan 
toteuttaa vain objekteille, jotka eivät liiku, mutta se ei sisällä minkäänlaisia 
verteksirajoituksia. Staattinen on huomattavasti tehokkaampi tapa ja, se on hyvä 
toteuttaa esimerkiksi pelissä esiintyville taloille, kiville ja niin edelleen. Staattinen 
batching on helppo toteuttaa klikkaamalla static -valintaruutu objektin inspector-
valikosta, joka on esitetty kuvassa 24. [25, s. 5–6; 17.] 
 
Kuva 24. Static batching -ominaisuuden mahdollistava valintaruutu. 
Insinöörityön optimoinnissa toisena avainkohtana olivat juuri draw call -pyynnöt ja 
niiden lukumäärä. Lopullisen pelin draw call -pyynnöille asetettiin enimmäismääräksi 2 
000, jota ei haluttu ylittää, sillä se tuntui olevan vedenjakaja, jonka jälkeen pelin 
suorituskyky alkoi heiketä. Jotta pelin draw call -pyynnöt saatiin pidettyä 2 000:n 
alapuolella, toteutettiin static batching -ominaisuus kaikille peliä varten tehdyille 
objekteille, jotka olivat staattisia, kuten rakennukset, laituri, kaivo ja niin edelleen. 
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Kuvassa 25 voidaan nähdä, kuinka tämä operaatio laski draw call -pyyntöjen määrää 
huomattavasti. Ilman batching-ominaisuutta pyyntöjen lukumäärä olisi ollut lähes 3 000. 
 
Kuva 25. Saved by batching kertoo, kuinka paljon draw call -pyyntöjä on pelastettu batching-
omaisuuksilla. 
On kuitenkin muistettava, että 2 000 on asetettu rajaksi PC-peliä varten ja se on 
esimerkiksi mobiililaitteelle toistaiseksi aivan liian suuri määrä [30]. 
5.4 Kasvillisuuden optimointi 
Suurin osa lopullisen pelin draw call -pyynnöistä aiheutui kasvillisuudesta ja näin 
voidaan todeta, että kasvillisuus on suurin yksittäinen ongelmakohta pelin 
suorituskykyä ajatellen. Kuvassa 26 voidaan nähdä, kuinka puuston ja kasvillisuuden 
poistaminen parantaa koko pelin suorituskykyä niin draw call -pyyntöjen kuin kaikkien 
muidenkin ominaisuuksien osalta. 
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Kuva 26. Puuston ja kasvillisuuden poistaminen parantaa pelin suorituskykyä. 
Kasvillisuuden draw call -pyyntöjä ei pystytä lainkaan pienentämään luvussa 5.3 
mainittujen batching-ominaisuuksien avulla, mutta kasvillisuutta voidaan kuitenkin 
optimoida hieman odottamattomasti maaston asetusten avulla, muuttamalla detail 
resolution per patch -asetusta. Erikoista oli huomata, että tätä osiota ei ollut lainkaan 
dokumentoitu Unityn muuten hyvin kattavissa ohjeissa, ja ilman Unityn aktiivista 
käyttäjäfoorumia tämä ominaisuus olisi luultavasti jäänyt huomaamatta. Detail 
resolution per patch -asetus kuvaa, kuinka monta bittiä kasvillisuuden datasta mahtuu 
yhteen draw call -pyyntöön. Kuvasta 27 voidaan nähdä, kuinka nostamalla tätä 
asetusta oletusarvosta 8 suurempaan 128:aan pelin draw call -määrät saatiin laskettua 
alle tuhanteen. 
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Kuva 27. Kasvillisuuden draw call -pyyntöjä saatiin vähennettyä detail per patch -asetuksella. 
Ennen kasvillisuuden optimointia pelin kuvataajuus aaltoili välillä 48–65 riippuen siitä, 
missä kohtaa tasoa pelaaja liikkui. Kasvillisuuden optimoinnin jälkeen pelin kuvataajuus 
saatiin stabiloitua 60:n yläpuolelle, jolloin pelin liikkeet välittyvät tasaisesti ja sulavasti. 
Asetuksen vaihdon yhteydessä ei myöskään havaittu merkittävää muutosta 
kasvillisuuden laadussa huonompaan suuntaan. 
5.5 Tarkkuustasot 
Peliympäristöjen kasvaessa ja esimerkiksi kaupunkeihin sijoittuvissa peleissä voi ren-
deröitävien objektien määrä kasvaa liian suureksi. Tämä tarkoittaa, että pelissä olevien 
3D-mallien polygonimäärä on niin suuri, että se alkaa jarruttaa suorituskykyä. Kerralla 
renderöitävien polygonien määrää voidaan pienentää erilaisilla tarkkuustasoilla (LOD, 
level of detail). Tarkkuustasoilla tarkoitetaan tapaa, jossa monimutkaisista 3D-malleista 
muodostetaan yksinkertaisempia versioita, joissa polygonimäärä on pienempi. Kun 
kamera on objektin lähellä, se piirretään täydellä tarkkuustasolla, ja kun kamera menee 
kauemmas objektista, muuttuu tarkkuustaso pienemmäksi. Kaikkein pienimmällä tark-
kuustasolla objekti voidaan hävittää kokonaan. Näin toteutettuna tarkkuustasoilla voi-
daan huomattavasti pienentää pelin polygonimäärää huonontamatta pelin visuaalista 
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ilmettä, sillä kaukaisuudessa olevista objekteista ei yksityiskohtia erota tarkasti. [18 s. 
327; 31.] 
Kuvassa 28 näkyy, kuinka kameran ollessa objektin lähellä pelimoottori piirtää LOD 0:n 
eli objektin parhaalla tarkkuudella. Kameran liikkuessa kauemmas muuttuu LOD 1:ksi 
pienentäen objektin polygonimäärää. 
 
Kuva 28. Tarkkuustasoilla voidaan pienentää pelin polygonimäärää. 
Eri tarkkuustasoja tehtäessä on 3D-objektin silhuetti pidettävä samana, sillä muuten 
tason vaihtuessa objekti muuttaa muotoaan ja pelaaja voi huomata tasojen vaihtumi-
sen. 
Insinöörityötä varten mallinnetuille objekteille ei tehty lainkaan eri tarkkuustasoja, sillä 
objektien ja samalla pelin polygonimäärä oli hyvin pieni enkä nähnyt tarpeelliseksi pie-
nentää sitä tarkkuustasojen avulla. 
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6 Yhteenveto 
Insinöörityössä toteutettiin taso Metropolia Ammattikorkeakoulun mediatekniikan koulu-
tusohjelman pelinkehitysopintojaksoa varten. Työn laajuus kasvoi pelkästä tason suun-
nittelusta ja toteutuksesta tasossa tarvittavien assetien mallintamisen ja teksturoinnin 
kautta aina lopullisen tason suorituskyvyn optimointiin, johon myös insinöörityöraportti 
lopulta keskittyi. 
En ennen insinöörityötä ollut lainkaan työskennellyt pelinkehityksen tai pelimoottorien 
parissa, joten aikaa kului paljon tutkimis- ja testaamistöihin, jotta työtä varten rakenne-
tusta materiaalista saatiin julkaisukelpoista ja jotta pelimoottoreiden rajoitukset tulivat 
tutuiksi. Myös insinöörityön laajuus osoittautui odotettua suuremmaksi, minkä takia en 
pystynyt kiinnittämään huomiota yksityiskohtiin niin paljon kuin olisin halunnut. Tämä 
näkyy erityisesti peliä varten luotujen objektien tekstuureissa, joista puuttuvat niin nor-
maali- kuin specular-kartat, jotka olisivat mielestäni tärkeässä asemassa objektien ul-
konäön kannalta. Myös kokemattomuus peliympäristöistä näkyi ajoittain tyhminä rat-
kaisuina, jotka olisi pystytty paremmalla taustatyöllä ja tietotaidolla välttämään. Paran-
tamiskohteita esitellään seuraavassa. 
Talojen rakenne olisi kannattanut tehdä modulaariseksi eli mallintaa pieniä osia talois-
ta, jotka sopivat yhteen keskenään. Tällä tavoin taloista olisi voinut rakentaa uusia va-
riaatioita suoraan Unityssä, hieman Lego-palikoiden tapaan. En kuitenkaan kiinnittänyt 
tähän asiaan huomiota, ennen kuin olin omat rakennukset jo mallintanut, jolloin en ha-
lunnut enää lähteä rakentamaan alusta. 
Projektin alkupuolella toteutetuissa 3D-malleissa on liikaa irrallisia osia eikä kaikkea ole 
koottu yhden objektin alle: esimerkiksi yksi vene voi tarvita 5 tekstuuria. Tämä näkyy 
tekstuurien suuressa kappalemäärässä, joka heijastuu aina pelin suorituskykyyn asti. 
Suurempia tekstuurikokonaisuuksia olisi myös voinut koota yhteen tekstuuri-atlaan 
kanssa, joka sekin pienentäisi tarvittavien tekstuurien määrää. 
Ongelmista huolimatta taso saatiin rakennettua ja olen lopputulokseen tyytyväinen. 
Pelin suorituskyvyn ongelmakohdat saatiin poistettua optimoinnin kautta, ja lopullinen 
peli toimi ongelmitta testilaitteella. Laajamittaisempaa useamman laitteen testausta 
tasolle ei kuitenkaan tehty, ja onkin syytä harkita sitä, ennen kuin taso voidaan julistaa 
ongelmattomaksi. 
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Insinöörityötä tehdessä vuorovaikutus ohjaavan opettajan kanssa ja tässä tilanteessa 
myös ”asiakkaan” kanssa jäi hyvin vähäiseksi: se rajoittui vain muutamiin palavereihin 
ja sähköposteihin. Tämä johtui osittain omasta epäaktiivisuudesta, ja siksi työn tekemi-
nen tuntui osittain etäiseltä. Insinöörityö toimi kuitenkin hyvänä tutkimusmatkana pelin-
kehityksen pariin, jota opinnoissa suoritetut kurssit eivät kattaneet. Insinöörityössä vas-
taan tulleista asioista ja ongelmista on varmasti hyötyä myös tulevaisuudessa. 
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