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Käytetyt termit ja lyhenteet 
SQL SQL eli Stuctured Query Language on relaatiotietokanto-
jen datan käsittelyyn ja hallintaan kehitetty kieli. 
T-SQL Microsoft SQL Server-tietokantajärjestelmän käyttämä 
laajennus SQL-kieleen. 
C# Microsoft-yhtiön kehittämä ohjelmointikieli .NET-konseptia 
varten. 
DBMS DBMS eli Database Management System tarkoittaa tieto-
kannan hallintajärjestelmää. 
CLR CLR eli Common Language Runtime on Microsoftin kehit-
tämä .NET-pohjaisten kielten ajoympäristö. 
Säännöllinen lauseke Säännöllinen lauseke (engl. Regular Expression) tarkoit-
taa yksinkertaisilla operaatioilla muodostettua lauseketta, 
joka kuvaa merkkijonojen joukkoa tai säännöllistä relaatio-
ta. 
HTTP HTTP eli Hypertext Transfer Protocol on selainten ja 
WWW-palvelimien protokolla tiedonsiirtoon. 
JSON JSON eli JavaScript Object Notation on tiedonvälitykseen 
käytetty avoimen standardin tiedostomuoto. 
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1 JOHDANTO 
1.1 Työn tausta 
Relaatiotietokanta on yleisin nykyään käytössä oleva tietokantatyyppi. Nykyiset 
relaatiotietokantajärjestelmät mahdollistavat toiminnallisuuksien kehittämisen ja 
ohjelmakoodin suorittamisen myös suoraan tietokannassa. Osa sovellusten toi-
mintalogiikasta voidaan siirtää suoritettavaksi suoraan tietokannassa, mikä paran-
taa suorituskykyä ja helpottaa datan hakemista ja tulosten muotoilua. Tästä syntyi 
idea tutkia SQL Serverin CLR-integraatioksi kutsuttua ominaisuutta, joka mahdol-
listaa .NET-kielillä kirjoitetun ohjelmakoodin ajamisen tietokannassa. 
1.2 Työn tavoite 
Työn tavoitteena on perehtyä Microsoft SQL Server -tietokantajärjestelmän CLR-
integraatioon. Tavoitteena on myös tutkia CLR-integraation soveltuvuutta perintei-
sen tietokannassa suoritettavan T-SQL-kielen korvaamiseen sekä uusien toimin-
nallisuuksien mahdollistamiseen tietokantajärjestelmässä. Työssä tutkitaan CLR-
integraation ominaisuuksia ja suorituskykyä ohjelmallisin testein ja esimerkein. 
Näiden testien perusteella arvioidaan CLR-integraation soveltuvuutta esimerkkiso-
velluksessa. 
1.3 Työn rakenne 
Luvussa 2 esitellään teoriaa tietokannoista ja SQL-kielestä, sekä perehdytään 
.NET Framework -luokkakirjastoon ja CLR-integraatioon. Luvussa 3 tehdään muu-
tamia suorituskyky- sekä toiminnallisuustestejä, joissa hyödynnetään CLR-
integraatiota. Suorituskykytesteissä vertaillaan T-SQL-toimintoja ja CLR-toimintoja 
keskenään. Toiminnallisuustesteissä tutkitaan, millaisia mahdollisuuksia CLR-
integraatio tuo mukanaan. Luvussa 4 pohditaan kolmannen luvun testien tuloksia 
ja tehdään yhteenveto ja päätelmä työn suorittamisesta. Luvussa 5 arvioidaan 
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CLR-integraation soveltuvuutta ja kannattavuutta toiminnallisuuksien kehittämi-
seen SQL Serverissä.  
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2 TIETOKANNAT JA CLR-INTEGRAATIO 
Tässä luvussa esitellään perusteet tietokannoista, SQL-kielestä, sekä Microsoft 
.NET Framework -alustasta. Luvussa perehdytään myös CLR-integraation teori-
aan ja ominaisuuksiin. 
2.1 Tietokanta 
Tietokannoilla on merkittävä rooli tietotekniikan ja tietokoneiden käytön lisääntyes-
sä jatkuvasti. Tietokantoja käytetään lähes kaikkialla missä tietotekniikkaakin käy-
tetään. Tietokanta määritelläänkin yleisesti kokoelmaksi toisiinsa liittyvää dataa. 
Datalla tarkoitetaan tässä yhteydessä tiedettyjä taltioitavia asioita, joilla on impli-
siittinen eli epäsuora sisältö. Yksinkertaisimmillaan tietokanta voi olla esimerkiksi 
puhelinluettelo, joka on tallennettu tietokoneen kovalevylle Excel-dokumentiksi. 
Tällainen tietokokoelma täyttää tietokannan määritelmän. (Elmasri & Navathe 
2011, 4.) 
Yleensä tietokannalla on kuitenkin tarkempi määritelmä: 
– Tietokanta on loogisesti yhtenäinen kokoelma dataa, jolla on johonkin 
asiakokonaisuuteen liittyvä tarkoitus. Satunnaista datakokoelmaa ei voida 
määritellä tietokannaksi. 
– Tietokanta on suunniteltu, rakennettu ja täytetty datalla tarkasti määritel-
tyä tarkoitusta varten. Datalla on ennalta määritelty joukko käyttäjiä, jotka 
ovat kiinnostuneet datasta ennalta määritellyn käyttötarkoituksen vuoksi. 
(Elmasri & Navathe 2011, 5.)  
Tietokannoilla on siis jokin lähde, josta dataa haetaan, jonkinasteista vuorovaiku-
tusta reaalimaailman tapahtumien kanssa, sekä käyttäjäkunta, joka on kiinnostu-
nut datasta ja sen sisällöstä. Tietokannan koko ja kompleksisuus voi vaihdella aina 
yksinkertaisesta muutaman sadan tietueen rakenteesta monimutkaiseen, tarkasti 
organisoituun miljoonien tietueiden järjestelmään, jonka pitää pystyä käsittele-
mään, hallinnoimaan ja organisoimaan suuria tietokokonaisuuksia. (Elmasri & Na-
vathe 2011, 5.) 
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2.1.1 DBMS 
DBMS eli Database Management System tarkoittaa tietokannan hallintajärjestel-
mää, joka on kokoelma ohjelmia, joiden avulla käyttäjät voivat luoda ja hallita tie-
tokantoja. Tietokannan hallintajärjestelmä on ohjelmisto, jonka tarkoitus on helpot-
taa tietokantojen määrittelyyn, rakennukseen, manipulointiin ja jakamiseen liittyviä 
prosesseja. 
Tietokannan määrittely tarkoittaa tietokantaan säilöttävän datan datatyyppien, ra-
kenteiden ja rajoitteiden määrittelemistä. Tietokannan rakentaminen tarkoittaa tie-
tokannan datan tallentamista ja säilömistä jollekin tiedontallennusvälineelle, jota 
hallintajärjestelmä ohjaa ja hallitsee. Tietokannan manipulointi tarkoittaa data-
kyselyjä, datan päivittämistä, sekä erilaisten raporttien luomista datasta tietokan-
nassa. Tietokannan jakaminen sallii useiden käyttäjien ja ohjelmistojen yhtäaikai-
sen tietokannan hyödyntämisen. (Elmasri & Navathe 2011, 5.) 
Erilaiset ohjelmasovellukset pääsevät käsiksi tietokannan dataan lähettämällä ky-
selyjä tai pyyntöjä tietokannan hallintajärjestelmälle. Muita tietokannan hallintajär-
jestelmän tärkeitä tehtäviä on tietokannan suojaaminen ja ylläpito. Tietokannan 
suojaamisella tarkoitetaan järjestelmän suojaamista laite- ja ohjelmistovirheiltä, 
sekä suojaamista haitallisia ohjelmistoja ja luvatonta käyttöä vastaan. Tietokannan 
ylläpidolla taas tarkoitetaan vastaamista tietokannan elinkaaren aikana tapahtuvi-
en muutosten ja kehityksen mukanaan tuomiin vaatimuksiin. Tietokannaksi määri-
tellään yleensä itse datan sisältävä tietokanta, sekä tietokannan hallintajärjestelmä 
yhdessä. (Elmasri & Navathe 2011, 5-6.) 
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Kuvassa 1 näkyy tietokannan yleinen rakenne tiivistettynä. DBMS eli tietokannan 
hallintajärjestelmä hallinnoi datan viemistä ja tuomista itse tietokantaan, sekä da-
tan toimittamista asiakasohjelmistoille, joiden kautta käyttäjät kyselevät dataa. 
2.1.2 Relaatiotietokanta ja relaatiomalli 
Vuonna 1970 Edgar Frank Codd esitteli relaatiomallin datan esittämiseen kirjoit-
tamassaan artikkelissa ”A relational model for large shared data banks”, joka jul-
kaistiin Communications of the ACM -julkaisussa. Niihin aikoihin suurimmassa 
osassa tietokantajärjestelmiä oli käytössä joko hierarkinen malli tai verkkomalli. 
Relaatiomalli herätti välittömästi suurta kiinnostusta ja nykyään siihen pohjautuva 
relaatiotietokanta onkin yleisin käytössä oleva tietokantamalli. Relaatiomallin suu-
rin etu verrattuna muihin malleihin on sen yksinkertainen tapa esittää dataa, mikä 
mahdollistaa monimutkaisetkin kyselyt ja datan käsittelyn. Relaatiomalli määritte-
lee relaatiotietokannan kokoelmaksi relaatioita. Jokainen relaatio on taulu, jossa 
on rivejä ja sarakkeita. (Sumathi & Esakkirajan 2007, 5-6.) 
  
Kuva 1. Tietokannan yleinen rakenne (Sumathi & Esakkirajan, 2007, 9) 
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Kuvassa 2 on yksinkertainen esimerkki kerrostalon relaatiomallista. Tietokannassa 
on viisi eri taulua, joilla on relaatioita toisiinsa. Talo-taulussa on talon osoite, posti-
numero, toimipaikka, sekä rakentamisvuosi. Huoneisto-taulussa on huoneiston 
numero. Yhdessä talossa voi olla yksi tai useampia huoneistoja, mutta huoneisto 
voi kuulua vain yhteen taloon. Vikailmoitus-taulussa on ilmoituksen ajankohta, vi-
kakuvaus sekä ilmoittajan nimi. Vikailmoitukseen voi olla kirjattuna yksi huoneisto, 
mutta yhtä huoneistoa kohden voi olla useampia vikailmoituksia. Huoltotapahtu-
ma-taulussa on tapahtuman ajankohta sekä huoltotapahtuman toimenpidekuvaus. 
Yhdellä vikailmoituksella voi olla useita eri huoltotapahtumia. Yhdellä huoneistolla 
voi myöskin olla useita eri huoltotapahtumia. Yhteen huoltotapahtumaan voi sisäl-
tyä yksi huoneisto tai useampia huoneistoja. Huoltohenkilö-taulussa on huoltohen-
kilön nimi. Yhdellä huoltohenkilöllä voi olla yksi huoltotapahtuma tai useampia 
huoltotapahtumia. 
  
Kuva 2. Relaatiomalli kerrostalosta 
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Relaatiomallissa datan esittämiseen käytettyä rakennetta kutsutaan relaatioksi. 
Relaatio koostuu mallista ja ilmentymästä. Relaation ilmentymä on tietokantataulu 
ja relaation malli määrittelee taulun sarakkeiden nimet ja tyypit. 
Esimerkiksi henkilöä kuvaava tietokantataulu voitaisiin määritellä seuraavasti: 
 
Kuvan 3 Henkilö-taulussa on neljä saraketta:  
– ID: suuri kokonaisluku 
– Nimi: 128 merkkiä pitkä tekstikenttä 
– Ikä: kokonaisluku 
– Osoite: 512 merkkiä pitkä tekstikenttä. 
Henkilö-relaation ilmentymä on joukko rivejä, tässä tapauksessa henkilöitä. Riveil-
lä on sama määrä kenttiä, jotka on kuvattu relaation mallissa sarakkeina. Useam-
malla henkilöllä voi olla sama nimi, joten jokaisella rivillä on uniikki ID-kenttä, jolla 
rivit identifioidaan. 
  
Kuva 3. Henkilö-taulu 
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2.1.3 Structured Query Language 
Structured Query Language eli SQL on relaatiotietokantojen datan käsittelyyn ja 
hallintaan kehitetty kieli, josta on tullut laajimmin käytetty kieli tietokantajärjestel-
mien luomiseen, hallintaan ja kyselyihin. SQL-kieli koostuu englannin kielen omai-
sista lausekkeista, joita käytetään datan kyselemiseen sekä datan lisäämiseen, 
poistamiseen ja muokkaamiseen. Structured Query Language kehitettiin alun perin 
IBM:n tutkimuslaboratoriossa 1970-luvulla. Kehitysprojektin tavoitteena oli kehittää 
kaupallinen relaatiotietokantajärjestelmä, jonka kieleksi kehitettiin SQL. Ensimmäi-
nen SQL-kieltä käyttävä kaupallinen toteutus relaatiotietokantajärjestelmästä on 
vuonna 1979 julkaistu Oracle-tietokanta. Ensimmäinen IBM:n toteutus on vuonna 
1981 julkaistu SQL/DS. SQL-kieli on sittemmin muodostunut standardikieleksi 
muissakin relaatiotietokantajärjestelmissä. Kielen standardisoi alun perin American 
National Standards Institute (ANSI) vuonna 1986. Standardia on sittemmin päivi-
tetty vuosina 1989, 1992 ja 1999.  Standardisoinnin ansiosta tietokantajärjestel-
mästä toiseen vaihtaminen ei vaadi muutoksia käyttäjäohjelmiin, sillä peruskieli on 
sama. Standardisoitu kieli pysyy myöskin perusrakenteeltaan muuttumattomana, 
jolloin tarvetta vanhempien ohjelmistojen uudelleenkirjoitukselle ei yleensä ole. 
(Sumathi & Esakkirajan 2007, 112-113.) 
SQL on ei-proseduraalinen kieli. Ei-proseduraalinen tarkoittaa SQL-kielen tapauk-
sessa, että kun dataa halutaan hakea tietokannasta, kerrotaan järjestelmälle, mitä 
dataa halutaan hakea sen sijaan että kerrottaisiin miten ja mistä data halutaan ha-
kea. Tietokannan hallintajärjestelmä päättelee kyselyn pohjalta parhaan tavan ha-
kea dataa. (Sumathi & Esakkirajan 2007, 111.) 
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SQL-kielen komennot voidaan luokitella kolmeen eri luokkaan: 
– Data Definition Language (DDL): Käytetään tietokannan määrittelyssä 
eli taulujen ja riippuvuussuhteiden luomisessa, muokkaamisessa ja pois-
tamisessa. 
– Data Manipulation Language (DML): Käytetään tietokantakyselyissä eli 
datan muokkaamisessa, lisäämisessä, poistamisessa ja kyselemisessä 
– Data Control Language (DCL): Käytetään tietokannan hallinnassa eli 
asetuksien ja käyttäjäoikeuksien määrittelyssä. DCL-komennoilla määri-
tellään esimerkiksi käyttäjälle sallitut operaatiot. (Sumathi & Esakkirajan 
2007, 114.) 
 
Kuvassa 4 havainnollistetaan eri komentoluokkien sisältämiä komentoja. 
 
  
Kuva 4. SQL-kielen komentotyypit (Sumathi & Esakkirajan, 2007, 114) 
18 
 
Yleisimmät tietokantajärjestelmät sallivat SQL-kielen käytön kahdella eri tavalla: 
– Interaktiivinen SQL: SQL-komennot kirjoitetaan suoraan komentoriville 
tai hallintaohjelmaan ja tietokannan hallintajärjestelmä prosessoi ne välit-
tömästi ja palauttaa tulokset 
– Ohjelmallinen SQL: SQL-komennot upotetaan toiseen isäntäkieleen, 
esimerkiksi C-, C#- tai Java-ohjelmaan jne. SQL-kieli tarjoaa tarvittavat 
komennot tietokannan kanssa kommunikointiin. Isäntäkieli käyttää näitä 
komentoja datan hakemiseen tietokannasta. 
(Sumathi & Esakkirajan 2007, 111.) 
2.1.4 SQL-kielen laajennukset 
Useat relaatiotietokantajärjestelmät käyttävät laajennettuja versioita tavallisesta 
SQL-kielestä. Laajennukset lisäävät yleensä normaalin SQL-kielen päälle monia 
toimintoja helpottamaan tietokannan käsittelyä. Näitä laajennuskieliä ei ole yleen-
sä sisällytetty SQL-kielen ANSI-standardiin, eivätkä ne yleensä ole keskenään 
yhteensopivia. (Elmasri & Navathe 2011, 473.) 
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Kuvassa 5 on esitelty SQL-kielen eri laajennuksia. Osana SQL-standardia on 
määritelty laajennus tavalliseen SQL-kieleen. Tätä laajennusosaa kutsutaan nimel-
lä SQL/PSM (SQL/Persistent Stored Modules). SQL/PSM sisältää määrittelyt tal-
lennettujen proseduurien ja funktioiden luomiseen, sekä useita erilaisia ehto- ja 
toistorakenteita. Tietokantajärjestelmäkohtaiset laajennukset, kuten T-SQL, 
PL/SQL yms. toteuttavat standardin joko osittain tai kokonaan. (Elmasri & Navathe 
2011, 475.) 
  
Kuva 5. SQL-kielen laajennukset 
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2.2 Tallennetut proseduurit ja funktiot 
Relaatiotietokantajärjestelmissä on yleensä mahdollisuus luoda aliohjelmia eli tal-
lennettuja proseduureja sekä funktioita. Sekä proseduureilla että funktioilla pitää 
olla uniikki nimi, jonka avulla niitä voidaan kutsua tietokannassa. (Sumathi & 
Esakkirajan 2007, 243.) 
2.2.1 Proseduurien ja funktioiden hyödyt 
Proseduurien ja funktioiden avulla voidaan vähentää verkon liikennettä asiakasoh-
jelmien operaatioissa, jotka vaativat paljon tietokantakyselyitä. Tällaisissa tapauk-
sissa osa toiminnasta voitaisiin siirtää tietokannassa suoritettavaksi ja palauttaa 
asiakasohjelmalle vain tarvittava data. (Sumathi & Esakkirajan 2007, 243). 
Proseduurit ja funktiot vähentävät myös tietokantajärjestelmän kuormitusta kutsut-
taessa, koska niiden sisältö on jäsennetty jo käännettäessä, jolloin erillistä jäsen-
tämistä ei enää kutsuttaessa tarvita (Sumathi & Esakkirajan 2007, 243). 
2.2.2 Tallennetut proseduurit 
Tallennetut proseduurit ovat tietokantajärjestelmässä suoritettavia ohjelmarutiine-
ja, joiden avulla voidaan kapseloida useampia SQL-komentoja samaan proseduu-
riin, jota voidaan kutsua myöhemmin. Proseduureissa voidaan määritellä muuttu-
jia, luoda ohjelmasilmukkoja, sekä rakentaa ehtolausekkeita kuten tavallisissakin 
ohjelmointikielissä. Proseduureilla voi olla sisään- ja ulos-tyyppisiä parametreja. 
Ne voivat myös palauttaa tulosjoukkoja normaalin kyselyn tapaan. Proseduureja ei 
voida sisällyttää kyselyyn, vaan niitä pitää erikseen kutsua. Proseduuria luotaessa 
tietokantajärjestelmä kääntää proseduurin ja tallentaa sen tietokantaan. Jos pro-
seduuria ei pystytä kääntämään, ei sitä myöskään voida tallentaa. (Sumathi & 
Esakkirajan 2007, 245.) 
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2.2.3 Funktiot 
Tietokantafunktiot ovat proseduurien tapaan tietokantaan tallennettavia kokoelmia 
SQL-komentoja. Funktiot voivat ottaa sisään yhden parametrin tai useampia pa-
rametreja, mutta niiden täytyy palauttaa vain yksi paluuarvo. Paluuarvo voi olla 
joko skalaari- tai taulutyyppinen. Proseduureista poiketen funktioita voidaan käyt-
tää SQL-kyselyn osana. (Sumathi & Esakkirajan 2007, 247-248.) 
 
 
Kuvassa 6 on havainnollistettu erilaiset parametrityypit tallennetuille proseduureille 
sekä funktioille. Tallennetut proseduurit ja funktiot voivat ottaa sisään-tyyppisinä 
parametreina joko skalaarityyppisiä tietotyyppejä tai käyttäjän itse määrittelemiä 
tyyppejä. Tallennettu proseduuri voi palauttaa tuloksia ulos joko ulos-tyyppisinä 
parametreina tai tulosjoukkoina. Funktion paluuarvo voi olla joko skalaarityyppiä 
tai käyttäjän itse määrittelemää tyyppiä. 
Kuva 6. Proseduurien ja funktioiden parametrit ja paluuarvot 
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2.3 Microsoft SQL Server 
Microsoft SQL Server on Microsoftin relaatiotietokantajärjestelmä. Se on osa Mic-
rosoft Data Platform -tuotealustaa.  
 
Kuvassa 7 on esitelty SQL Serverin eri teknologiat. Alla on lyhyesti selitetty jokai-
sen osan tarkoitus: 
– Database Engine: Tietokantamoottori. Tietokantajärjestelmän ydin, joka 
hoitaa tiedon säilömisen, prosessoinnin ja suojaamisen.  
– Integration Services: SQL Serverin tietojen integrointityökalu. Sisältää 
ETL-työkalun, jonka avulla voidaan hallita, siirtää ja muokata eri lähteistä 
tulevaa erimuotoista dataa tietokantajärjestelmässä. 
– Analysis services: Datan analysointityökalu. Sisältää OLAP (Online 
Analytical Processing) -palvelun sekä tiedonlouhintaominaisuudet. 
Kuva 7. SQL Serverin eri teknologiat 
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– Reporting services: Raportointityökalu, jonka avulla voidaan generoida 
raportteja esimerkiksi web- ja mobiiliympäristöön. 
– Machine Learning Services: Koneoppimiskomponentti. Käyttää R- ja 
Python-ohjelmointikieliä. Komponentin avulla voidaan integroida R- ja 
Python-kielillä kirjoitettuja komponentteja SQL-Serveriin. 
– Replication: Työkalut datan ja tietokantaobjektien kopiointiin ja jakelemi-
seen eri tietokantojen välillä. 
– Master Data Services: Työkalu niin kutsutun Master Datan hallintaan. 
Tarjoaa hallintatyökalut datan organisointiin ja mallintamiseen. (Microsoft 
[Viitattu 11.4.2018].) 
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2.4 Microsoft SQL Serverin historia 
Kuvassa 8 on esitelty SQL Serverin eri versiot aikajanalla. Vihreällä korostetut 
versiot ovat Sybasen kehittämiä ja sinisellä korostetut Microsoftin kehittämiä versi-
oita. 
 
 
Ensimmäinen versio SQL Serveristä julkaistiin vuonna 1989 nimellä Ashton-
Tate/Microsoft SQL Server 1.0. Sen kehittivät yhteistyössä Microsoft, Sybase sekä 
Ashton-Tate. Se pohjautui Sybasen DataServer-tietokantajärjestelmään ja se jul-
kaistiin IBM:n ja Microsoftin yhteistyössä kehittämälle OS/2-käyttöjärjestelmälle. 
Microsoftin osuus SQL Server 1.0:n kehityksessä oli melko rajoittunut. Joukko Sy-
basen kehittäjiä teki tarpeelliset ohjelmointityöt, jotta DataServer-tietokanta saatai-
Kuva 8. SQL Server -versiot aikajanalla 
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siin tukemaan MS-DOS- ja OS/2-käyttöjärjestelmiä. Microsoftin hoidettavaksi jäi 
testaaminen ja projektin johtaminen. (SQL Server Internals [Viitattu 20.4.2018].) 
Seuraava versio SQL Serveristä julkaistiin vuonna 1991. Sen nimi oli SQL Server 
1.1 ja sen kohdealustana oli Windows 3.0. Versio 1.1 oli myöskin täysin Sybasen 
tuottama, eikä Microsoftilla ollut pääsyä edes ohjelmiston lähdekoodiin. Seuraava 
isompi julkaisu oli SQL Server 4.2. Alun perin versiosta 4.2 piti tulla 32-bittinen 
versio kehitteillä olevaa OS/2 2.0 -käyttöjärjestelmää varten, mutta OS/2 2.0 -
version julkaisun viivästymisen takia versiosta 4.2 päädyttiin kehittämään 16-
bittinen versio. Valmis 4.2-versio julkaistiin vuonna 1992.  
Viimeinen Sybasen kanssa yhteistyössä kehitetty SQL Server julkaistiin vuonna 
1993 nimellä SQL Server 4.2.1a. Se oli ensimmäinen Windows NT -alustalle jul-
kaistu versio SQL Serveristä. Seuraava versio oli jo kokonaan Microsoftin kehittä-
mä. Se julkaistiin vuonna 1995 ja kantoi nimeä SQL Server 6.0. Nykyinen uusin 
versio kantaa nimeä SQL Server 2017. (SQL Server Internals [Viitattu 20.4.2018].) 
 
  
26 
 
2.5 .NET Framework 
.NET Framework on kehitysalusta ohjelmistojen rakentamiseen eri Windows-
alustoille. Ohjelmistoja voidaan rakentaa esimerkiksi: 
– Web-sovelluksiin 
– Windows-käyttöjärjestelmälle 
– Windows Phone -puhelimelle 
– Windows Server -käyttöjärjestelmälle 
– Microsoft Azure –pilvipalveluun. (Microsoft [Viitattu 24.4.2018].) 
.NET Framework koostuu kahdesta osasta: 
– Common Language Runtime (CLR) 
– .NET Framework –luokkakirjastosta. (Microsoft [Viitattu 24.4.2018].) 
.NET Framework sisältää useita ohjelmointia helpottavia ominaisuuksia, kuten au-
tomaattisen muistinhallinnan sekä tyyppitarkistukset. Tuettuja ohjelmointikieliä 
ovat muun muassa C#, F# ja Visual Basic. .NET Framework -luokkakirjasto sisäl-
tää useita luokkia, rajapintoja sekä tietotyyppejä sovellusten kehittämiseen. .NET 
Framework -luokkakirjasto sisältää pohjatoiminnallisuuden kaikille .NET-
sovelluksille,  
-komponenteille ja -käyttöliittymille. (Microsoft [Viitattu 24.4.2018].) 
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2.6 CLR 
Common Language Runtime eli CLR on .NET Framework -järjestelmän osa, jonka 
tehtävä on suorittaa .NET-ohjelmakoodia ja tarjota erilaisia kehitys- ja diagnostiik-
katyökaluja (Microsoft Docs [Viitattu 25.4.2018]). 
 
Kuvassa 9 on esitelty, miten .NET-kielellä kirjoitettua ohjelmaa suoritetaan. Ohjel-
makoodi käännetään välikielelle, josta käytetään joko nimitystä Intermediate Lan-
guage (IL) tai Microsoft Intermediate Language (MSIL). Common Language Run-
time suorittaa välikielelle käännettyä ohjelmakoodia hallitussa ympäristössä. Väli-
kielelle käännetyt ohjelmat koostuvat kahdesta osasta: 
– IL-ohjelmakoodi: CLR-ajoympäristön suorittama välikielelle käännetty 
ohjelmakoodi 
– Metadata: Kääntäjän luoma kuvaus välikielelle käännetystä koodista ja 
sen rakenteesta. Metadatan avulla välikielelle käännetty koodi voidaan 
tarvittaessa kääntää takaisin .NET-kieliseksi ohjelmakoodiksi. (Microsoft 
Docs [Viitattu 25.4.2018].) 
 
Koodin kääntäminen suorittimella suoritettavaksi konekieleksi tapahtuu Just-In-
Time-kääntäjällä. Tällöin CLR tietää tarkalleen, mitä ohjelmakoodi tekee ja pystyy 
Kuva 9. Net. Framework -ohjelman kääntäminen ajettavaksi koodiksi (Sunderic, 2005, 317) 
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hallitsemaan sitä tehokkaasti. Yksi merkittävä ominaisuus CLR-ympäristössä on 
automaattinen roskienkeruu (Garbage collection). Roskienkeruun tehtävä on mää-
rittää, jakaa ja vapauttaa ohjelman tarvitsemat muistiresurssit. Automaattisen ros-
kienkeruun ansiosta ohjelmakoodissa ei tarvitse erikseen vapauttaa resursseja 
käytön jälkeen, vaan ajoympäristö pitää siitä huolen. (Microsoft Docs [Viitattu 
25.4.2018].) 
2.7 CLR-integraatio SQL Serverissä 
Microsoft SQL Server on tarjonnut versiosta 2005 saakka tavan integroida .NET 
Framework -pohjaista ohjelmakoodia SQL Server -tietokantaan. Tätä toiminnalli-
suutta kutsutaan CLR-integraatioksi. Ohjelmakoodia ajetaan normaalin .NET-
koodin tapaan hallitussa ympäristössä. (Sunderic 2005, 318.) 
CLR-integraation avulla voidaan luoda esimerkiksi tallennettuja proseduureja, 
funktioita, sekä omia tietotyyppejä SQL Server -tietokantaan (Sunderic 2005, 318).  
CLR-integraatio tuo mukanaan useita etuja verrattuna SQL Serverin käyttämään 
T-SQL-kieleen: 
– .NET-kielien monipuolisemmat ohjelmarakenteet: T-SQL-kielestä poi-
keten CLR-integraatio mahdollistaa esimerkiksi taulukoiden, luokkien ja 
kokoelmien käytön 
– .NET Framework -luokkakirjasto: CLR-integraatio mahdollistaa .NET 
Framework -luokkakirjaston käyttämisen koodissa. Tämä helpottaa esi-
merkiksi merkkijonojen käsittelyä ja tuo mahdollisuuden lukea tiedostojär-
jestelmästä tiedostoja. 
– Useiden kielien käyttäminen: CLR-integraatio tukee kaikkia .NET-
pohjaisia kieliä ja eri .NET-kielillä kirjoitetut funktiot ovat keskenään yh-
teensopivia. 
– Parempi turvallisuus ja vakaus: CLR-ajoympäristö hallinnoi suoritetta-
vaa ohjelmakoodia. Tämä suojaa monilta turvallisuusriskeiltä ja parantaa 
järjestelmän vikasietokykyä. 
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– Objektin elinajan hallinta: CLR-ajoympäristön mukana tulee automaatti-
nen roskienkeruu ja ohjelmamuistin hallinta. 
– Mahdollisesti parempi suorituskyky ja skaalautuvuus: Tietyt tehtävät, 
kuten merkkijonon käsittely, kryptografia, sekä tiedostojen luku ja kirjoitus 
toimivat useissa tilanteissa nopeammin, kun niitä suoritetaan CLR-
ajoympäristössä. (Sunderic 2005, 318.) 
CLR-integraatio ei kuitenkaan ole automaattisesti parempi vaihtoehto verrattuna 
Transact-SQL-kielen käyttöön. Erilaiset dataintensiiviset operaatiot ovat todennä-
köisesti nopeampia SQL-kielellä kirjoitettuna. T-SQL kielen DML-komento on 
yleensä nopeampi kuin tiedon päivitys rivi kerrallaan CLR-koodissa silloin, kun 
dataa on paljon. CLR-integraation mukanaan tuoma mahdollisuus määritellä omia 
tietotyyppejä saattaa myös pahimmassa tapauksessa monimutkaistaa järjestel-
mää tarpeettomasti verrattuna siihen, että sama data säilöttäisiin tietokantatauluun 
omiin sarakkeisiinsa. CLR-integraatio ei myöskään tue säikeistystä, server-
sockettien kuuntelua tai destruktorien käyttöä. (Sunderic 2005, 319-320.) 
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2.7.1 CLR-objektien kehittäminen ja julkaiseminen tietokantaan 
CLR-objekteja voidaan kehittää kaikilla kehitysympäristöillä, joilla voidaan kehittää 
tavallisiakin .NET-ohjelmia. Tässä opinnäytetyössä CLR-objektien kehittämiseen 
käytetään Microsoft Visual Studio 2017 -ympäristöä, sillä se mahdollistaa CLR-
kokoonpanotiedostojen käyttöönoton automatisoinnin tietokannassa. CLR-
objektien testaamiseen ja virheiden etsimiseen löytyy myöskin laajat työkalut. 
CLR-integraation tuki ei ole oletusarvoisesti päällä SQL Server -asennuksessa, 
vaan se täytyy erikseen ottaa käyttöön, jotta tietokantajärjestelmä voi käyttää CLR-
objekteja. Tällä pyritään varmistamaan, että CLR-integraation käyttöönottaminen 
on tietoinen valinta. (Sunderic 2005, 328.) 
 
Kuvassa 10 on esitelty tarvittavat T-SQL-komennot CLR-integraation käyttöönot-
tamiseksi SQL Serverissä. Käyttöönottaminen tapahtuu kutsumalla sp_configure-
proseduuria, jonka avulla voidaan muuttaa valitun tietokantapalvelimen konfigu-
raatiota. 
  
Kuva 10. CLR-integraation käyttöönottaminen SQL Serverissä 
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CLR-objektien kehittämistä varten Visual Studio -ympäristössä luodaan SQL Ser-
ver Database Project -pohjaa käyttävä projekti. Pohjan käyttö tuo mahdollisuuden 
tuoda jo olemassa oleva tietokanta objekteineen Visual Studio -ympäristöön, jol-
loin CLR-objektien kehittäminen helpottuu ja kehitysympäristö osaa ehdottaa val-
miiksi oikeita nimikkeitä. 
 
Kuvassa 11 on esillä kehitysympäristön uuden projektin luomiseen tarkoitettu ik-
kuna. Ikkunassa voidaan valita projektille ja projektikokonaisuudelle nimi, sekä 
projektin sijainti. 
  
Kuva 11. Projektin luominen Visual Studio -kehitysympäristöllä 
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Tässä opinnäytetyössä esitellyissä esimerkeissä käytetään .NET-kielenä C#-
kieltä. CLR-objektien luominen tapahtuu valitsemalla projektipuussa Add New Item 
-toiminto. Toiminnon takaa löytyy myös muiden tietokantaobjektien luomismahdol-
lisuudet.  
Seuraavaksi esitellään yksinkertainen CLR-funktio, joka muuttaa sille annetun 
merkkijonon kirjaimet isoiksi kirjaimiksi ja palauttaa tuloksen. 
 
 
Kuvassa 12 näkyy SQL Server -objektien tekemiseen tarkoitettu ikkuna. Ikkunassa 
objektin tyypiksi on valittu SQL CLR C# User Defined Function eli käyttäjän määrit-
telemä funktio. Tässä vaiheessa funktiolle voidaan antaa nimi alapalkissa näky-
vään nimikenttään. 
Kun valittu objekti luodaan, se tulee näkyviin projektipuuhun ja tiedoston päätteenä 
on .cs. Tämä tarkoittaa, että kyseessä on C#-lähdekooditiedosto. 
  
Kuva 12. Esimerkkifunktion luominen 
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Kuvassa 13 näkyy CLR-funktion perusrakenne. Jokaisen objektin pitää laajentaa 
luokkaa, joka määrää sen tyypin. Funktion tapauksessa laajennetaan UserDe-
finedFunctions-luokkaa. Varsinaisen kutsuttavan funktion yläpuolella määritellään 
SqlFunction-attribuutti. Attribuutille on lisäksi annettu parametrina enumeraattori 
DataAccessKind.None. Tämä kertoo kääntäjälle, että funktio ei tarvitse pääsyä 
tietokannan dataan.  
CLR-objektit käyttävät tietokannan tyyppejä vastaavia tietotyyppejä. Esimerkki-
funktiossa ToUpperCase-funktiolle annetaan parametrina SqlString-tyyppinen 
muuttuja, joka vastaa tietokannan varchar/nvarchar-tietotyyppiä. Funktion paluuar-
vo on myös SqlString-tyyppinen. ToUpperCase-funktiossa annetun merkkijonon 
kirjaimet muunnetaan isoiksi kirjaimiksi käyttäen .NET Framework -kirjaston string-
tietotyypin ToUpper()-metodia.  
  
Kuva 13. Esimerkkifunktio 
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Kun CLR-funktio on valmis, täytyy se kääntää DLL-luokkakirjastoksi. Tämä tapah-
tuu Visual Studio -kehitysympäristössä Build Project -toiminnolla. Jos ohjelman 
kääntäminen onnistuu, ilmestyy projektin työkansioon käännetty .dll-päätteinen 
tiedosto.  
 
 
Kuvassa 14 näkyy projektin työkansioon luodut tiedostot: .dacpac-päätteinen tie-
dosto sisältää tietokannan rakenteeseen liittyvää metadataa, .pdb-päätteinen tie-
dosto sisältää kehitysympäristön omaa testaus- ja diagnostiikkadataa, .dll-
päätteinen tiedosto on varsinainen luokkakirjasto, joka sisältää kaikki projektiin 
luodut CLR-objektit. 
Jotta luokkakirjaston objekteja voidaan käyttää SQL Serverissä, täytyy luokkakir-
jasto ensin rekisteröidä tietokantajärjestelmässä. Tämä voidaan tehdä joko manu-
aalisesti T-SQL-komentona tai Visual Studio -kehitysympäristön julkaisutyökalua 
käyttäen. 
 
 
 
Kuvassa 15 on esitelty SQL-komento, jonka avulla luokkakirjasto voidaan rekiste-
röidä manuaalisesti tietokantajärjestelmässä. Rekisteröitäessä annetaan lisämää-
re WITH PERMISSION_SET = SAFE, joka kertoo luokkakirjaston olevan turvalli-
nen suorittaa. Tämä tarkoittaa, että luokkakirjaston funktiot käyttävät vain turvalli-
seksi määriteltyjä .NET Framework-luokkakirjastoja, eikä niillä ole pääsyä tiedosto-
järjestelmään. 
 
Kuva 14. Välikielelle käännetty luokkakirjasto 
Kuva 15. Luokkakirjaston rekisteröinti 
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Tämän jälkeen tietokantaan luodaan vielä varsinainen funktio, joka käyttää rekiste-
röityä luokkakirjastoa. Funktio luodaan automaattisesti, kun luokkakirjasto julkais-
taan Visual Studio -kehitysympäristön julkaisutyökalulla. Jos luokkakirjasto on kui-
tenkin rekisteröity manuaalisesti, täytyy myös sen funktiot luoda manuaalisesti. 
 
 
 
 
Kuvassa 16 on esitelty SQL-komento, jonka avulla luokkakirjaston funktiokutsu 
luodaan tietokantaan. EXTERNAL NAME -määre viittaa luokkakirjaston funktioon. 
Luokkakirjaston rekisteröinti ja funktion luominen tietokantaan tapahtuu helpoim-
min kehitysympäristön julkaisutyökalulla. 
 
 
Kuvassa 17 on esitelty julkaisutyökalun yleisnäkymä. Työkalussa valitaan kohde-
tietokanta, johon luokkakirjastot halutaan julkaista, sekä julkaisuskriptitiedoston 
Kuva 16. CLR-funktion luonti kannassa manuaalisesti 
Kuva 17. Visual Studio -kehitysympäristön julkaisutyökalu 
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nimi. Työkalu luo valmiiksi SQL-komennot luokkakirjastojen rekisteröimiseen sekä 
tarvittavien tietokantaobjektien luomiseen.  
 
 
 
 
 
 
Kuvassa 18 on esitelty julkaisutyökalun informaatioikkuna onnistuneen tietokan-
taan julkaisun jälkeen. Jos CLR-integraatio ei ole käytössä kohdetietokannassa, 
tai jokin muu asetus estää luokkakirjaston rekisteröinnin, ei julkaisutyökalu pysty 
julkaisemaan CLR-objekteja, vaan palauttaa virheen. 
  
Kuva 18. Onnistunut julkaisuoperaatio 
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Kuvassa 19 näkyy tietokantapuu kohdetietokannasta luokkakirjaston rekisteröinnin 
ja funktion luomisen jälkeen. Assemblies-kansion alta löytyy tietokannassa rekiste-
röidyt luokkakirjastot. Microsoft.SqlServer.Types-luokkakirjasto on oletuksena aina 
rekisteröity, ja se sisältää CLR-ympäristön käyttämät tietotyypit. 
Scalar-valued Functions -kansion alta löytyy luotu ToUpperCase-funktio. Luotua 
funktiota voidaan kutsua samalla tavalla kuin T-SQL-funktiotakin. 
  
Kuva 19. Tietokantapuu onnistuneen julkaisun jälkeen 
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Kuvassa 20 näkyy esimerkki funktion kutsumisesta. Funktiolle annetaan paramet-
rina merkkijono, jonka se muuntaa käyttämään isoja kirjaimia. Luotua funktiota 
voidaan nyt käyttää tavallisen tietokantafunktion tapaan kaikkialla tietokannassa. 
2.7.2 CLR-integraation turvallisuusmäärittelyt 
CLR-objekteja ajetaan CLR-ajoympäristössä, jota hallinnoi SQL Serverin tietokan-
tamoottori. Tällä tavoin SQL Server pystyy hallinnoimaan, mitä CLR-objekteilla on 
oikeus tehdä ja mitä ei. CLR-objekteja voidaan kutsua joko T-SQL-komennoilla tai 
toisesta CLR-objektista. Tietokantamoottori tekee erilaisia turvallisuustarkisteluja 
riippuen siitä, millaisia kutsuja mikäkin objekti tekee. 
CLR-integraation suojausmallissa määritellään CLR-objekteille seuraavat tavoit-
teet: 
– CLR-objektit eivät normaalisti saa vaikuttaa SQL Serverin eheyteen ja va-
kauteen.  
– Operaatiot, jotka mahdollisesti voivat vaikuttaa eheyteen, täytyy suojata 
käyttäjätasojen tarkalla määrittelyllä. 
– CLR-koodilla ei ole mahdollisuutta luvattomaan pääsyyn tietokannan da-
taan, tai muuhun ohjelmakoodiin SQL Serverillä. 
– CLR-koodi ei pysty hyödyntämään SQL Serverin käyttöoikeustasoja luvat-
tomaan pääsyyn järjestelmän resursseihin. (Microsoft Docs [Viitattu 
30.4.2018].) 
Kuva 20. Esimerkkifunktion kutsuminen 
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CLR-objekteja luotaessa käytettävät luokkakirjastot määrittävät objektin tarvitse-
mat käyttöoikeudet. Taulukossa 1 on esitelty eri suojaustasot CLR-objekteille, se-
kä niiden oikeudet ja pääsy ulkoisiin resursseihin 
Taulukko 1. CLR-objektien suojaustasot 
 SAFE EXTERNAL_ACCESS UNSAFE 
Sallitut toiminnot Ainoastaan ohjelma-
koodin suoritus 
Suoritus, sekä pääsy 
ulkoisiin resursseihin 
Rajoittamaton pääsy 
mihin tahansa resurs-
siin 
Rajoitteita ohjel-
mointimallissa 
Kyllä Kyllä Ei 
Ohjelmakoodi täytyy 
olla todennettavissa 
Kyllä Kyllä Ei 
Pääsy tietokannan 
dataan 
Kyllä Kyllä Kyllä 
Mahdollisuus kutsua 
natiivikoodia tai ul-
koisia resursseja 
Ei Ei Kyllä 
 
Normaalit CLR-objektit, jotka käyttävät ainoastaan tietokannan dataa, sekä turval-
liseksi määriteltyjä .NET Framework -luokkakirjastoja, toimivat SAFE-määritteellä. 
Jos objektilla on pääsy esimerkiksi tiedostoihin tietokoneen kiintolevyllä, tarvitaan 
käyttötarpeesta riippuen joko EXTERNAL_ACCESS- tai UNSAFE-määrite. (Mic-
rosoft Docs [Viitattu 30.4.2018].) 
Jos SQL Serverillä halutaan ajaa EXTERNAL_ACCESS- tai UNSAFE-määriteltyä 
koodia, pitää se erikseen sallia asettamalla tietokannan TRUSTWORTHY-
ominaisuus päälle. Tämän avulla pyritään varmistamaan, että tietokannan käyttäjä 
on tietoinen tietoturvariskeistä, joita pääsy tietokannan ulkopuolisiin resursseihin 
tuo tullessaan. Jos käyttäjä päättää hyödyntää CLR-objekteja tietokannassa, pitää 
käyttäjän olla varma siitä, että CLR-objekti on luotettava. (Microsoft Docs [Viitattu 
30.4.2018].) 
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3 CLR-INTEGRAATION OMINAISUUDET JA SUORITUSKYKY 
Tässä luvussa perehdytään CLR-integraation mukanaan tuomiin mahdollisuuksiin, 
sekä tehdään muutamia testejä, joissa vertaillaan CLR-objekteja ja T-SQL-
operaatioita keskenään. Testien avulla selvitetään, voidaanko CLR-integraatiota 
hyödyntää esimerkiksi suorituskykyä vaativissa sovelluksissa. 
Testit tehtiin SQL Server 2014 -versiolla, sillä se oli uusin versio, jota Windows 7 
tukee. .NET Framework -kohdealustaversiona käytettiin versiota 4.6. 
3.1 CLR-integraation suorituskyky matemaattisissa operaatioissa 
Ensimmäisessä testissä vertailtiin suorituskykyä tietokantatauluun kohdistuvissa 
yksinkertaisissa matemaattisissa operaatioissa. Testiä varten luotiin tietokantatau-
lu, joka sisälsi XY-koordinaattipareja. Arvot pareille luotiin SQL Serverin RAND()-
satunnaislukufunktiolla.  
Testiä varten luotiin kaksi User Defined Table-valued -funktiota, joista toinen oli 
kirjoitettu CLR-integraation avulla C#-kielellä ja toinen T-SQL-kielellä. Molemmat 
funktiot laskivat jokaisen taulun rivin XY-parin etäisyyden funktioparametrina an-
nettuun XY-pariin. T-SQL-kielellä kirjoitetussa funktiossa hyödynnettiin SQL Ser-
verin SQRT()- ja POWER()-funktioita. C#-kielellä kirjoitetussa funktiossa taas hyö-
dynnettiin .NET Framework-luokkakirjaston Math.Sqrt()- ja Math.Pow()-funktioita. 
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Kuvassa 21 näkyy funktioiden suoritusajat suhteessa käsiteltävien rivien määrään. 
Tietokantatauluun luotiin satunnaisesti generoituja XY-pareja. Pienin testattu mää-
rä oli 50000 riviä ja suurin 2000000 riviä. Jokaista mittausta varten luotiin aina uu-
det rivit tauluun. Tuloksista voidaan havaita, että T-SQL-kielellä kirjoitettu funktio 
on huomattavasti suorituskykyisempi, kuin CLR-funktio. Pisimmillään 2000000 
rivin käsittely kesti T-SQL-kielellä 1103 millisekuntia, kun C#-kielellä kirjoitetun 
funktion kesto oli yli 43 sekuntia. Testin tulos oli odotettavissa, sillä CLR-
integraatio ei välttämättä ole parhaimmillaan suurien datamäärien käsittelyssä, 
jossa ei vaadita paljoa laskentatehoa. Tällaisissa laskentaoperaatioissa datan ha-
keminen tietokannasta vie todennäköisesti laskutoimitusta huomattavasti pidem-
män ajan. 
 
 
Kuva 21. Funktioiden suoritusajat matemaattisessa operaatiossa 
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3.2 CLR-integraation suorituskyky merkkijonon käsittelyssä 
Toisessa testissä vertailtiin suorituskykyä tietokantatauluun kohdistuvissa merkki-
jonon käsittelyoperaatioissa. Testiä varten luotiin tietokantataulu, johon generoitiin 
muuttuvanmittaisia lauseita. Testissä luotiin T-SQL- sekä CLR-funktiot, jotka laski-
vat jokaisen tietokantataulun rivin sanamäärät.  
 
 
Kuvassa 22 näkyy funktioiden suoritusajat suhteessa käsiteltävien rivien määrään. 
Kuvasta voidaan havaita, että funktioiden suoritusaika on lähes sama. CLR-funktio 
toimi aavistuksen nopeammin, mutta merkittävää eroa ei ole. 
 
 
Kuva 22. Funktion suoritusajat merkkijonon käsittelyoperaatiossa 
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3.3 CLR-integraation suorituskyky parametrina annetun merkkijonon 
käsittelyssä 
Kolmannessa testissä vertailtiin suorituskykyä funktioparametrina annetun merkki-
jonon käsittelyssä. Testi eroaa aiemmista siten, että tässä funktion ei tarvitse teh-
dä minkäänlaisia tietokantahakuja, vaan käsitellä ainoastaan skalaarityyppistä 
muuttujaa. 
Testiä varten luotiin ns. StringSplit()-funktio, joka ottaa parametrinaan merkkijonon 
sekä erottimen. Funktio palauttaa merkkijonon pilkottuna erotinmerkin mukaan. 
 
 
Kuvassa 23 näkyy funktioiden suoritusajat suhteessa käsiteltävien rivien määrään. 
Kuvasta voidaan havaita, että CLR-funktio suoriutuu parametrimuuttujan käsitte-
lystä huomattavasti T-SQL-funktiota nopeammin. Funktiossa ei jouduta tekemään 
mitään tietokantahakuja, jolloin CLR-funktio ainoastaan käsittelee sille annetun 
Kuva 23. Funktion suoritusajat merkkijonomuuttujan käsittelyssä 
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merkkijonon ja palauttaa tuloksen. Tällaisessa tapauksessa CLR-integraatio erot-
tuu selvästi edukseen. 
SQL Server 2016 -versio tuo mukanaan oman STRING_SPLIT()-funktion, jolloin 
CLR-integraation hyödyntäminen ei tässä tapauksessa ole välttämättä enää tar-
peellista. Kuitenkin SQL Server 2014 -versio sekä sitä vanhemmat versiot voivat 
hyödyntää CLR-integraatiota huomattavasti suorituskykyisemmän merkkijonon 
pilkkomistoiminnon aikaansaamiseksi. 
3.4 CLR-integraation hyödyntäminen tiedostojen lukemisessa 
Neljännessä testissä testattiin, miten CLR-integraatiota voidaan hyödyntää tiedos-
tojen lukemiseen tietokoneelta. T-SQL-kieli ei sisällä ominaisuuksia tiedostojen 
lukemiseen, joten tällaisessa käytössä CLR-integraatio on hyvä apuväline. 
Testiä varten luotiin C# -kielellä kirjoitettu tallennettu proseduuri. Proseduurille an-
netaan parametrina luettava tiedosto ja se palauttaa tiedoston sisällön rivi kerral-
laan.  
 
 
 
 
 
 
 
 
 
Kuva 24. CLR-proseduurin määrittely 
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Kuvassa 24 näkyy CLR-proseduurin perusmäärittely C#-kielellä. Metodin alussa 
on parametrina annetun tiedostopolkumuuttujan sisältöön liittyvät tarkistelut. 
Kuvassa 25 on esitelty rivien palauttaminen proseduurin kutsujalle. Rivien palaut-
tamisessa hyödynnetään SqlContext-luokkaa, jonka kautta rivit voidaan palauttaa 
takaisin kutsujalle luomatta uutta yhteyttä. Rivien palauttamista varten määritellään 
SqlDataRecord-tyyppinen muuttuja, jolle määritellään palautettavien rivien tyypit ja 
otsikot. Tämän jälkeen tulokset palautetaan rivi kerrallaan kutsujalle, jonka jälkeen 
ilmoitetaan rivien lähetyksen olevan valmis SendResultsEnd()-metodin avulla. 
 
 
 
 
 
 
 
 
 
Koska CLR-proseduurilla on pääsy tietokoneen tiedostojärjestelmään, pitää sille 
määritellä suojaustaso EXTERNAL_ACCESS. Tietokannassa pitää myös asettaa 
TRUSTWORTHY-parametri käyttöön, jotta tietokanta hyväksyy EXTER-
NAL_ACCESS-suojaustason CLR-objektien rekisteröimisen. Testissä tarvittavat 
parametrit määriteltiin suoraan Visual Studio -kehitysympäristön projektin asetuk-
siin, jolloin erillisiä SQL-komentoja ei tarvittu. 
  
Kuva 25. Tulosten lähettäminen takaisin kutsujalle. 
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Kuvassa 26 näkyy proseduurin palauttamat tulokset luetusta tiedostosta. Tiedosto 
on luettu rivi kerrallaan ja CLR-proseduurissa mukaan on lisätty rivinumero. Jos 
parametrina antaa tyhjän tekstikentän tai arvoa ei anna ollenkaan, palauttaa pro-
seduuri kutsujalle takaisin virheilmoituksen. 
Tiedostojen lukemiseen ja tiedostoihin kirjoittamiseen CLR-integraatio on hyvin 
soveltuva ratkaisu. .NET Framework -luokkakirjasto tarjoaa valmiit toiminnot lu-
kuun ja kirjoitukseen, joten tällaisten toiminnallisuuksien toteuttaminen on melko 
yksinkertaista. 
3.5 CLR-integraation hyödyntäminen säännöllisissä lausekkeissa 
Viidennessä testissä testattiin, miten CLR-integraatiota voidaan hyödyntää sään-
nöllisten lausekkeiden käytössä. T-SQL-kieli ei sisällä toiminnallisuuksia säännöl-
listen lausekkeiden käyttöön, mutta .NET Framework -luokkakirjasto tuo muka-
naan System.Text.RegularExpressions-luokan säännöllisiä lausekkeita varten.  
Testiä varten luotiin CLR-funktio, jolle annetaan parametrina merkkijonosyöte, se-
kä kaava, jonka perusteella merkkijonosyöte validoidaan. Funktio palauttaa nume-
roarvon, joka kertoo, vastaako merkkijonosyöte kaavan määrittelyä. 
 
Kuva 26. Luettu tiedosto 
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Kuvassa 27 on esitelty testiä varten kirjoitettu CLR-funktio. Molemmille paramet-
reille tehdään ensin perustarkistelut, joilla varmistetaan, ettei funktion suoritus ai-
heuta virhettä. Tämän jälkeen syöte validoidaan annetun kaavan mukaan ja palau-
tetaan tulos.  
 
 
Kuvassa 28 näkyy funktion toiminta tapauksessa, jossa halutaan validoida sarja 
IP-osoitteita. Funktio palauttaa arvon 1, jos IP-osoite on validi.  
Kuva 27. Merkkijonosyötteen validointi säännöllisten lausekkeiden avulla 
Kuva 28. IP-osoitteiden validointi säännöllisten lausekkeiden avulla 
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Säännöllisiä lausekkeita voidaan hyödyntää esimerkiksi käyttäjäsyötteen validoin-
nissa, sekä etsittäessä tietyn tekstin tai merkkijonon esiintymiä tietokannasta. 
Edellä esitelty testi kertoo ainoastaan yhden käyttötavan säännöllisille lausekkeille. 
.NET Framework -luokkakirjasto tuo mukanaan myös monia muita toimintoja 
säännöllisten lausekkeiden käyttöön, kuten mahdollisuuden muotoilla merkkijonoja 
halutun kaavan mukaiseksi.  
3.6 CLR-integraation hyödyntäminen tiedon hakemiseen palvelimilta 
Kuudennessa testissä tutkittiin CLR-integraation hyödyntämistä datan hakemiseen 
verkkopalvelimilta. Testissä tehtiin HTTP-pyyntö avoimeen JsonVat-rajapintaan, 
jonka kautta voidaan hakea eri maiden arvonlisäveroprosentit.  
 
 
 
 
 
 
 
 
 
 
 
Kuvassa 29 näkyy JsonVat-rajapinnan palauttama viesti. Viesti on JSON-
muotoinen lista maista ja niiden arvonlisäveroprosenteista. HTTP-pyynnön lähetys 
Kuva 29. JsonVat-rajapinnan paluuarvo 
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toteutettiin .NET Framework -luokkakirjaston System.Net-kirjaston HttpWebRe-
quest ja HttpWebResponse-luokilla. 
 
 
 
 
 
 
Kuvassa 30 näkyy HTTP-pyynnön lähetys CLR C# -koodissa. Pyyntö on GET-
tyyppinen, ja vastauksen palauttama viesti luetaan feedBack-
merkkijonomuuttujaan. Lopuksi avoimet yhteydet suljetaan ja resurssit vapaute-
taan. 
 
Kuvassa 31 näkyy HTTP-pyynnön palauttama viesti SQL Serverissä. SQL Server 
2014 -versio ei sisällä työkaluja JSON-muotoisen viestin parsimiseen, mutta uu-
demmista versioista tuki löytyy. CLR-integraatio ei tarjoa suoraan mahdollisuuksia 
JSON-viestin parsimiseen. Mahdollisuus hakea HTTP-pyyntöjen avulla dataa tar-
joaa kuitenkin monia mahdollisuuksia esimerkiksi tiedonkeruuseen, sillä erillistä 
asiakasohjelmaa tietokantapalvelimelle ei välttämättä tarvita. 
 
 
Kuva 30. HTTP-pyynnön lähettäminen 
Kuva 31. HTTP-pyynnön tulokset SQL Serverissä 
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4 YHTEENVETO JA POHDINTAA 
Opinnäytetyön pääasiallisena tavoitteena oli tutkia SQL Serverin CLR-integraation 
soveltuvuutta perinteisten T-SQL-proseduurien ja funktioiden korvaajana, sekä 
perehtyä CLR-integraation mukanaan tuomiin mahdollisuuksiin. Työ alkoi pereh-
tymisellä CLR-integraatioon kirjallisuuden avulla sekä muutamilla käytännön tes-
teillä.  
Työn edetessä CLR-integraation hyödyistä ja haitoista alkoi muodostua entistä 
tarkempi mielikuva. Perinteiset T-SQL-kielen DML-operaatiot tarjoavat paremman 
suorituskyvyn tietokantataulujen datan käsittelemisessä, sillä dataa ei tarvitse erik-
seen siirtää CLR-ajoympäristöön käsiteltäväksi. Toisaalta ehto- ja toistolausekkei-
den toteuttaminen sekä taulukoiden käsittely on CLR-integraation avulla helpom-
paa kuin DML-operaatioilla. T-SQL-kielen kursorit ja toistorakenteet eivät myös-
kään ole erityisen suorituskykyisiä CLR-integraation vastaaviin toimintoihin verrat-
tuna. Suurien merkkijonomuuttujien käsittely osoittautui huomattavasti suoritusky-
kyisemmäksi CLR-integraation avulla toteutettuna. 
Suurimmat CLR-integraation mukanaan tuomat hyödyt ovat selkeästi .NET Fra-
mework -luokkakirjaston mukanaan tuomissa mahdollisuuksissa päästä käsiksi 
tietokannan ulkopuoliseen dataan. Esimerkiksi tiedostojen luku ja kirjoitus ovat 
toimintoja, joissa CLR-integraatio pääsee loistamaan. Myös Web-kirjaston muka-
naan tuomat mahdollisuudet erilaisiin HTTP-pyyntöihin tuovat mukanaan monia 
mahdollisuuksia. 
Vaikka käsittelylogiikka usein toteutetaan asiakasohjelmissa, tuovat tallennetut 
proseduurit ja funktion mahdollisuuden siirtää osia käsittelylogiikasta suoraan tie-
tokannassa suoritettavaksi. Tätä mahdollisuutta CLR-integraatio ei pysty korvaa-
maan, sillä suorituskykyhyödyt jäävät vähäisiksi ja CLR-objektit ovat huonommin 
ylläpidettävissä. Työssä tehtyjen testien perusteella tultiin siihen johtopäätökseen, 
että CLR-integraatio soveltuukin parhaiten apuvälineeksi lisäämään toiminnalli-
suuksia ja mahdollisuuksia tietokantaproseduurien tueksi. 
Työn alkaessa kävi nopeasti ilmi, että kyseessä ei ole erityisen laajasti suosiota 
saanut ominaisuus. Syynä tähän on todennäköisesti osittain se, että CLR-
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integraatio on tuettuna ainoastaan Microsoft SQL Serverissä, jolloin CLR-objektit 
eivät ole yhteensopivia muiden tietokantajärjestelmien kanssa. CLR-integraatio 
lisää myös monimutkaisuutta järjestelmään, kun CLR-objektien kehittämiseen käy-
tetään eri kehitysympäristöä ja kieltä. 
CLR-integraatioon tutustuminen oli mielenkiintoinen aihe, jonka ohessa oppi paljon 
lisää myös relaatiotietokannoista sekä .NET Framework -luokkakirjastosta.  
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