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Abstrakt
Tato práce se zabývá fyzikální simulací kapaliny. Je zde popsána výchozí teorie Navier-
Stokesových rovnic a jejich numerické řešení pomocí metody Smoothed particle hydro-
dynamics. Dále jsou rozebrány algoritmy jednotlivých principů (viskoelasticita, zachování
dvojí hustoty) a je uvedena jejich implementace. Na závěr bylo provedeno obsáhlé testování
pro hledání stabilních parametrů simulace.
Abstract
This works deals with a physical simulation of liquid. The initial theory of Navier-Stokes
equations and their numeric solution via the Smoothed particle hydrodynamics method are
both described. Also, the algorithms of individual principles (viscoelasticity, double density
preservation) are analysed and their implementations are stated. Work was concluded by
extensive testing whose aim was to find stable simulation parameters.
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Kapitola 1
Úvod
Kapaliny jsou nedílnou součástí našeho světa. Setkáváme se s nimi každý den, když se chceme
napít, natankovat benzín do auta nebo si jdeme zaplavat. Proto je důležité pochopit, jak
tyto látky vypadají a jak se chovají. Simulace a vizualizace kapalin však není jednoduchá
i přes dostupný výkon výpočetní techniky. Dnes mají využití v různých odvětvích. Ve fil-
mech, kde se používají speciální efekty, nebo v herním průmyslu.
Základem pro modelování kapalin jsou Navier-Stokesovy rovnice, které popisují proudění
nestlačitelné newtonské tekutiny. Tyto rovnice je možné řešit analyticky jen v několika jed-
noduchých případech. Pro jejich numerické řešení máme na výběr Eulerovu nebo Langran-
geovu metodu. V Eulerově metodě máme předem definovanou mřížku v prostoru a počítáme
změny tlaku a rychlosti v jednotlivých bodech této mřížky. Langrangeova metoda určuje
vlastnosti v jednotlivých částicích, není zde žádná mřížka a částice jsou unášeny pohybem
kapaliny. Tato metoda je vhodná pro simulaci reálném čase. Dále se využívá metoda SPH
(Smoothed particle hydrodynamics). Základní myšlenka této metody je, že každá částice je
nositelkou určitých vlastností (hmotnost, rychlost, poloha, tlak. . .).
Bakalářskou práci můžeme rozdělit do několika částí. V 2. kapitole se budeme zabývat
teoretickou přípravou. Prostudujeme základní principy pro modelování kapalin. Popíšeme
si, jaké síly musíme aplikovat na částice, abychom dosáhli reálného zobrazení kapaliny. Ve 3.
kapitole se seznámíme s implementací programu. Jakými datovými strukturami jsou defi-
novány částice a jejich vzájemná interakce. Způsob řešení vyhledávání sousedních částic
v prostoru a celkový popis průběhu simulace. Kapitola 4 je zaměřena na testování s vý-
sledným programem. Zde je důležité nalezení hodnot jednotlivých konstant, se kterými je
počítáno tak, aby výsledná kapalina odpovídala vzhledu, který požadujeme. V poslední
kapitole shrneme dosažené výsledky a zamyslíme se nad dalším možném pokračování této
práce.
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Kapitola 2
Simulace kapalin
2.1 Navier-Stokesovy rovnice
Navier-Stokesovy rovnice jsou jedním z nejvíce užitečných souborů rovnic. Popisují velké
množství jevů z mnoha oborů. Používají se například pro modely počasí, proudění v oceánu,
pohyb hvězd uvnitř galaxie atd. Nás bude zajímat, jak charakterizují chování kapalin.
Navier-Stokesovy rovnice [3] jsou základním stavebním kamenem simulace kapalin. Jedná
se o sadu diferenciálních rovnic, které pro většinu reálných situací přecházejí v nelineární
parciální diferenciální rovnice. Jejich řešení je značné obtížné. Analyticky je můžeme řešit
jen v jednoduchých případech, obecně se uplatňují numerické metody.
Tyto rovnice popisují chování nestlačitelných newtonských kapalin. Znakem newton-
ské kapaliny je, že dynamická viskozita je konstanta úměrnosti mezi napětím a rychlostí
deformace.
τ = −ηdu
dt
(2.1)
τ je tečné napětí v tekutině, u je rychlost toku a η je dynamická viskozita. Pro tyto kapaliny
dostáváme Navier-Stokesovy rovnice
ρ(
∂v
∂t
+ v · ∇v) = −∇p+ µ∇2v + f (2.2)
∇ · v = 0, (2.3)
kde ρ je hustota kapaliny, v vektor rychlosti, · operace skalární součin, ∇ značí gradient,
p tlak, µ viskozita, f vektor externích sil. Rovnice vychází ze zákona zachování energie
pro kapaliny. Na levé straně je součin hustoty a zrychlení. Zrychlení se skládá ze dvou
složek, nerovnoměrné ∂v∂t závisející na čase a konvektivní v · ∇v. Konvektivní složka v sobě
zahrnuje zrychlení způsobené tlakovým spádem (gradientem), zrychlení z objemových sil
a zrychlení potřebné k překonání třecích sil.
2.2 Smoothed particle hydrodynamics (SPH)
Smoothed particle hydrodynamics [2] se používá pro simulaci tekutin. V této kapitole se
podíváme na matematické a fyzikální vztahy, které pro SPH platí. Seznámíme se s pojmy
kernel function a smoothing length a odvodíme rovnice potřebné pro modelování kapalin.
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Jde o model proudění slačitelné kapaliny. SPH pracuje s částicemi, kde každá částice
je nositelkou určitých vlastností, jako hustota, tlak, rychlost, pozice atd. Příspěvky od jed-
notlivých částic jsou v daném bodě prostoru interpolovány pomocí jádra (kernel function).
To znamená, že vzdálenější častice mají menší vliv než částice bližší, jádro tedy rozprostře
působení částice z jednoho bodu do jejího okolí.
SPH je založena na integrální interpolaci. Funkce A(r) je definována vztahem
A(r) =
∫
A(r)W (r − r′, h)dr′, (2.4)
kde r je bod, kde vyhodnocujeme funkci A, W je jádro, h je parametr jádra (smoothing
length) a r′ je nová nezávislá proměnná. Jádro musí být normalizované∫
W (r − r′, h)dr′ = 1 (2.5)
Pokud zmáme funkci A(r) jen v diskrétních bodech N, můžeme rovnici 2.4 přepsat do tvaru
A(r) =
N∑
j=1
VjA(rj)W (r − rj , h), (2.6)
kde Vj je objem částice j a rj je její pozice. Objem Vj vyjádříme z hustoty a hmotnosti
částice
Vj =
mj
ρj
(2.7)
Rovnici 2.7 dosadíme vztahu 2.6 a dostaneme
A(r) =
N∑
j=1
mj
ρj
A(rj)W (r − rj , h) (2.8)
V rovnici 2.2 se objevují derivace, proto musíme definovat, jak se tyto derivace počítají
v SPH. Zderivujeme obě strany rovnice 2.8
∇A(r) = ∇
N∑
j=1
mj
ρj
A(rj)W (r − rj , h) (2.9)
Můžeme si všimnout, že na pravé straně rovnice závisí na r jen jádro W , tudíž upravíme
vztah
∇A(r) =
N∑
j=1
mj
ρj
A(rj)∇W (r − rj , h) (2.10)
Analogicky odvodíme vztah pro laplacián
∇2A(r) =
N∑
j=1
mj
ρj
A(rj)∇2W (r − rj , h) (2.11)
Nyní již máme popsány základní vztahy pro modelování kapalin a můžeme se zabývat
principy používanými pro realizaci takovéto simulace.
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2.3 Principy
Kapitola se zabývá čtyřmi principy (viskozita, plasticita, elasticita, zachování hustoty)
pro simulaci kapalin. Informace jsem čerpal z článku 2, ve kterém byly tyto postupy srozu-
mitelně popsány.
2.3.1 Viskoelasticita
Viskoelastické chování je v modelu kapaliny zavedeno pomocí tří postupů elasticity, plas-
ticity a viskozity. Elasticitu dosáhneme vložením pružin mezi částice. Plasticita vznikne
modifikací klidových délek pružin a viskozita (vaskost) je způsobena impulsy určenými
rozdílem rychlostí částic.
Viskozita
Viskozita je fyzikální veličina, která ovlivňuje rychlost částic tekutin. Pod pojmem viskozní
kapalina si představíme látku s vnitřním třením. Pro představu například voda má nízkou
viskozitu a proto teče, naproti tomu gel má vyšší viskozitu a spíše se táhne,
Pro výpočet viskozity vycházíme z toho, že na sebe působí dvě částice. Jejich vzájemnou
rychlost dostaneme jako skalární součin rozdílu rychlostí s jednotkovým vekterem rˆij , který
reprezentuje jejich spojnici. Pohybují-li se částice v kolmém směru nebo od sebe vzhledem
k jejich spojnici, tak žádné síly nepůsobí. Výsledná změna rychlosti, která je aplikovaná
na částice je dána vztahem
I = dt(1− q)(σu + βu2)rˆij . (2.12)
Její hodnota je škálováná lineárním jádrem (1− rijh ). Vzájemná rychlost u je rovna
u = (vi − vj)rˆij . (2.13)
S viskozitou pracujeme pomocí faktoru (σu + βu2). Nastavováním konstant v tomto vý-
razu dosahujeme požadovaných výsledků. Chceme-li kapalinu s vysokou viskozitou, musíme
zvýšit parametr σ. Naopak pro méně viskozní kapalinu pracujeme jen s parametrem β, σ je
nastavena na nulu.
Elasticita
Elasticita (pružnost) studuje vztahy mezi deformacemi těles a vnějšími silami. V úlohách
pružnosti se potom reší, zda deformace nepřesáhla dovolenou hodnotu.
Efekt elasticity dosahujeme vložením pružin mezi sousední částice (obrázek 2.1). Pružina
působí na obě částice. Toto posunutí je dáno vztahem
D = dt2kspring(1− Lij
h
)(Lij − rij)rˆij . (2.14)
Velikost posunutí je přímo úměrné výrazu Lij − rij , kde rij je vzdálenost mezi dvěma
částicemi a Lij je klidová délka pružiny. Když je tento výraz kladný, vzdálenost částic je
malá, tak se pružina snaží roztáhnout. Při větších vzdálenostech je výraz záporný, pružina
se smršťuje. Dále je posunutí škálováno jádrem (1− Lijh ). To nám zajistí, že při klidové délce
pružiny není na částice aplikována žádná síla a delší pružiny mají menší vliv na posunutí.
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Obrázek 2.1: Pružiny drží částice ve tvaru kostky.
Plasticita
Plasticita je děj, který nastává již při samotném zavedení pružin. U klasického plastického
tělesa se projevuje trvalá deformace, částice zaujímají nový tvar. Kapaliny se však chovají
jinak, po posunutí nebo jiném působení sil, mají snahu opět vytvořit původní tvar (kapku).
Toto chování je způsobeno upravováním klidových délek pružin mezi částicemi (roztaho-
vání, smršťování). Pokud délka pružiny přesáhne interakční poloměr, je odstraněna. Naopak
pokud se částice dostatečně přiblíží, vznikne nová pružina.
Míra změny klidové délky pružiny je úměrná její deformaci.
∆L = dtα(r − L), (2.15)
kde α je konstanta plasticity. Dále tolerujeme deformaci samotné pružiny. To znamená,
že pružina se bude měnit, když |r−L| bude větší než γL. γ je konstanta, která nám určuje
míru deformace pružiny, obvykle je nastavována v rozmezí 0 - 0.2. Rovnici 2.15 upravíme
∆L = dtαsign(r − L)max(0, |r − L| − γL). (2.16)
Výraz sign(r − L) vrací 1 nebo -1. Při kladném znaménku budeme pružinu natahovat,
při záporném pružinu stlačíme. Pokud je vzdálenost částic stejná jako délka pružiny, tak ne-
dochází k žádné změně pružiny (funkce max).
2.3.2 Zachování dvojí hustoty
Zachování dvojí hustoty je nejdůležitější postup při modelování kapaliny. Díky němu jsme
schopni dosáhnout efektů charakteristických pro kapaliny, např. povrchové napětí, zacho-
vání objemu.
Nejdříve spočítáme pseudohustotu v bodě ri na základě příspěvků od sousedních částic
rj , které jsou ve vzdálenosti menší než h
ρi =
∑
j
(1− rij
h
)2 (2.17)
Tato podoba hustoty není skutečnou fyzikální vlastností. Jedná se o číslo, které nám říká,
jak na částici působí její sousedé, tzv. smoothing kernel.
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Definujeme pseudotlak Pi, který je úměrný rozdílu mezi aktuální hustotou ρi a hustotou
ρ0, kterou chceme zachovat.
Pi = k (ρi − ρ0) (2.18)
Konstanta k určuje, jak velký tlak daný rozdíl hustot vyvolá. Je-li pseudotlak kladný
(ρi > ρ0), částice se snaží posunout z tohoto místa. Při záporném pseudotlaku (ρi < ρ0) se
částice snaží posunout do tohoto místa. Velikost posunutí, které je vyvoláno pseudotlakem,
je dána vztahem
Dij = dt2Pi(1− rij
h
)rˆij , (2.19)
kde rij je jednotkový vektor směřující z částice i do částice j. Vztah vychází z rovnoměrně
zrychleného pohybu. Síla je integrována dvakrát, abychom dostali změnu polohy (dt
2
2 ). Tlak
je škálován funkcí −2(1− rijh ), která je rovna derivaci jádra pro hustotu.
Popsaný postup však vede k nechtěným efektům, kdy se částice shlukují v malých poč-
tech a výtvářejí více nezávislých shluků. Řešením je zavedení nových proměnných, které
nazveme blízkostní hustota a blízkostní tlak. Tento tlak bude vždy kladný, síly budou jen
odpudivé, a tím zabráníme neblahým efektům. Blízkostní hustotu, podobně jako předešlou
hustotu, spočítáme pomocí jádra, jen použijeme jiné.
ρneari =
∑
j
(1− rij
h
)3 (2.20)
Blízkostní tlak je přímo úměrný blízkostní hustotě
Pneari = k
nearρneari (2.21)
Nyní rovnici 2.19 dostáváme ve tvaru
Dij = dt2(Pi(1− rij
h
) + Pneari (1−
rij
h
)2)rˆij . (2.22)
Částici i posuneme o −Dij , její sousední částici j o Dij .
Použitím kvadratického jádra dosahujeme takového chování, že vzdálenější částice jsou
méně ovlivněny odpudivým blízkostním tlakem. Více na ně působí přitažlivé zachování
hustoty a tím mají částice snahu vytvářet tvar kapky nebo koule. Simulaci je možno založit
pouze na tomto postupu a bude vypadat realisticky.
Obrázek 2.2: Oscilující kapka
7
Kapitola 3
Popis implementace
V této části si ukážeme, jak je simulace implementována. Popíšeme si datové struktury,
které bylo potřeba vytvořit, a funkce, které jsou součástí simulačního kroku. Poznatky byly
čerpány z článku [1].
Simulace je implementována pomocí jazyka C++. Projekt je podle hlavních tříd roz-
dělen do hlavičkových souborů. V souboru main.cpp je implementováno vykreslování čás-
tic, inicializace a simulační krok. Pro vizualizaci dat jsem použil knihovnu OpenGL a její
doplněk GLUT. Simulace.cpp obsahuje algoritmy výše popsaných principů modelování ka-
paliny. Využívá hlavičkových souborů se třídami Molekula.h (popis částice) a Krychle.h
(vyhledávání sousedů v prostoru).
3.1 Datové struktury
3.1.1 Vector3D
Pro pohodlnější pracování s vektory jsem si vytvořil třídu Vector3D. Tato třída snadno
umožňuje definovat jakýkoli vektor v trojrozměrném prostoru se souřadnicemi s pohybli-
vou řádovou čárkou. Dále jsem si definoval základní operace s vektory, jako je např. kopíro-
vání vektorů, sčítání, odčítání, skalární součin, násobení vektoru skalárem, dělení vektoru
skalárem, délka vektoru a vytvoření jednotkového vektoru.
3.1.2 Molekula
Tato třída popisuje jednotlivé částice kapaliny. U každé částice si uchovávám její hmotnost,
pozici, rychlost a sílu, která na ni působí. Je zde využita třída Vector3D pro reprezen-
taci vektorových veličin. Pro usnadnění práce s částicemi jsem si definoval vektor objektů
Molekula.
Hlavní proměnné třidy:
• m - hmotnost částice
• pozice - vektor určující pozici částice
• rychlost - vektor definující rychlost částice
• pozice pred pruzinami - pomocný vektor pro uložení pozice, na konci simulačního
kroku využit k výpočtu nové rychlosti částice
• puvodni pozice - pomocný vektor pro uložení pozice z předcházející fáze výpočtu
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3.1.3 Krychle
Tato datová struktura je využívána pro vyhledávání částic v prostoru. Této problema-
tice věnuji zvláštní kapitolu. Obsahuje pole vektorů, do kterého si ukládám indexy mole-
kul. Počet krychlí, které reprezentují rozdělení prostoru, si volím podle rozmístění částic.
Hlavní metoda najdi sousedy() prohledává okolí daného bodu a vrací pole, obsahující
indexy sousedů. Funkce uloz pozici(), která je volána v třídě Simulace, využívá me-
tody smaz indexy() (smazání předchozího rozmístění částic) a prirad indexy() (uložení
aktuálního rozmístění).
Hlavní proměnná třidy:
• krychle - trojrozměrné pole vektorů
3.1.4 Simulace
Třída Simulace provádí většinu výpočtů simulace. Vytvořím si objekt třídy Krychle, po-
mocí kterého budu vyhledávat sousedy. Pro řešení pružin mezi částicemi jsem použil dvou-
rozměrné pole pole pruzin. Velikost tohoto pole N x N, kde N je počet částic. V tomto
poli si pro každou dvojici částic uchovávám jejich klidovou délku pružiny (nula znamená,
že pružina neexistuje).
Následující proměnné jsou závislé na vytvořeném objektu třídy Simulace. Jedná se
o tuhost pružiny, vektor gravitační síly a délku hrany krychle (neboli interakční poloměr).
V konstruktoru této třídy proběhne inicializace pružin mezi částicemi (nastavím je na nulu,
tzn. částice na začátku nemají žádné pružiny).
Funkce této třídy popisují jednotlivé kroky simulace, a proto se jim budu věnovat zvlášt.
Hlavní proměnné třidy:
• krychle - objekt třídy Krychle
• pole pruzin - pole, ve kterém se uchovávají klidové délky pružin
• gravitace - vektor gravitace
• hrana krychle - vyjadřuje interakční poloměr
• tuhostPruziny - konstanta
• alfa - konstanta plasticity
3.2 Vyhledávání sousedních částic v prostoru
Při aplikování principů, které využíváme k modelování kapalin, se setkáváme s problémem
vyhledávání sousedních částic daného místa. Obecně bychom postupovali tak, že bychom
určili vzdálenosti částic od daného bodu. Částice, jejichž vzdálenosti jsou větší než interakční
poloměr hrana krychle, bychom neuvažovali. Podle SPH příspěvky od těchto částic jsou
nulové. Vzhledem k tomu, že vzdálenosti bychom počítali pro každou částici, dostali bychom
tím kvadratickou složitost O(n2), kde n je počet částic. Pro větší množství molekul by se
simulace stala neupočitatelnou. Proto rozdělíme prostor, kde se částice mohou nacházet,
do pomyslné trojrozměrné mřížky. Buňky této mřížky jsou krychle o hraně hrana krychle.
Každá krychle v sobě uchovává indexy částic, které se v ní právě nachází.
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Obrázek 3.1: Mřížka pro hledání sousedních částic. Tmavě šedě jsou označeny buňky, které
představují interakční okolí červené částice. Světlé šedé buňky označují prostor, který ne-
musíme prohledávat.
Vyhledávání v trojrozměrné mřížce ilustrativně doplňuje obrázek 3.1. Vidíme, že pro ka-
ždou částici je třeba projít 27 okolních krychlí. Krychle, ve kterých nejsou žádné částice,
nemusíme procházet.
Postup jsem realizoval ve funkci najdi sousedy(). Fuknce jako parametr přijme index
částice, vektor její pozice a délku hrany krychle. Pomocí jednoduchého vzorce určíme indexy
krychle, do které částice patří.
x = floor((pozice.x+ 50)/hrana krychle)
y = floor((pozice.y + 50)/hrana krychle)
z = floor((pozice.z + 50)/hrana krychle). (3.1)
Proměnné x, y, z představují indexy krychle. Při vyhledávání musím projít všechny kombi-
nace indexů x+ 1, x, x− 1 s y + 1, y, y − 1 a z + 1, z, z − 1. Souřadnice upravuji přičtením
hodnoty 50, kvůli rozsahu pole krychle a eliminaci záporných hodnot. Tuto funkci si volá
každá částice a jejím výsledkem je naplnění pole, které obsahuje aktuální indexy okolních
částic.
3.3 Krok simulace
Krok simulace si můžeme představit jako posloupnost funkcí, které jsou volány ve stanove-
ném pořadí.
Simulační krok je realizován ve funkci IdleFunction(), která je zaregistrována jako
glutIdleFunc (je volána v nekonečné smyčce). Nejprve je spočítán časový krok a počet
iterací. Poté se již volají jednotlivé metody simulace.
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Jako první na částice působí zrychlení udávané gravitační silou. Jedná se o přímočarý
zrychlený pohyb, tudíž novou rychlost dostáváme na základě původní rychlosti, ke které
přičteme součin gravitačního zrychlení a časového kroku.
Následuje aplikace viskozity. V principu je jedno, zda aplikujeme nejdříve gravitaci
nebo viskozitu. Viskozita je závislá jen na vzájemné rychlosti všech částic. Změna rychlostí
o stejnou hodnotu (gravitační zrychlení) nebude mít na výsledek vliv. Po upravení rych-
losti částic je provedeno uložení pozic do pomocné proměnné. Tato poloha bude využita
na konci simulačního kroku k vypočtení nové rychlosti. Po uložení jsou částice posunuty
na základě aktuální rychlosti. Nyní může být provedeno uložení pozic všech částic pomocí
funkce uloz pozici(). Na základě aktuální polohy jsou částice přiřazovány do jednotlivých
krychlí trojrozměrné mřížky v prostoru. Ukládání pozic je třeba dělat proto, že v každé fázi
algoritmu je vhodné počítat posuny na základě poloh stanovených v předchozí fázi. Tato
funkce se v algoritmu opakuje několikrát, zpravidla po každém posunu částic.
Dalším principem pro simulaci kapaliny je aplikace pružin mezi částicemi. Pružiny je
třeba nejdříve vytvořit. Pokud jsou již vytvořené, přepočítává se délka klidové pružiny
a může dojít k jejich následnému odstranění (funkce uprav pruziny()). Po jejich upravení
je volána fuknce aplikuj pruziny(). Zde na částice působí síly vzniklé působením pružin.
Aplikace pružin má vliv na polohu částic, proto poté dochází k uložení pozic.
Jako poslední použijeme princip zachování dvojí hustoty (funkce aplikuj hustotu()).
Právě tato funkce nám vytváří efekt kapaliny.Na konci kroku spočítáme novou hodnotu
rychlostí všech částic na základě změny jejich polohy v simulačním kroku.
Funkce uloz pozici(), která je několikrát volána, pracuje s aktuálními pozicemi částic.
Nejprve je smazáno předchozí rozmístění částic. Poté se pro každou částici zjistí , do jaké
krychle v prostoru patří a částici uložím do pole dané krychle. Zároveň se zde uloží pozice
částic do pomocné proměnné. To z toho důvodu, že při výpočtech v dané fázi se data mění,
my však chceme počítat s původními daty.
Krok simulace je shrnut v tabulce 3.1.
pro každou částici i
// aplikuj gravitaci
rychlost i = rychlost i + dt * gravitace
aplikuj viskozitu
pro každou částici i
// uložíme pozici do pomocné proměnné
pozice i pred pruzinami = pozice i
// posun částic na základě aktuální rychlosti
pozice i = pozice i + dt * rychlost i
ulož polohu všech částic
uprav pružiny
aplikuj pružiny
ulož polohu všech částic
aplikuj zachování dvojí hustoty
pro každou částici i
vyřeš kolize
rychlost i = (pozice i - pozice i pred pruzinami) / dt
Tabulka 3.1: Krok simulace
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3.4 Viskozita
V této části se budeme zabývat způsobem implementace viskozity. Slovně si popíšeme jed-
notlivé kroky algoritmu, které je třeba provést. Na závěr je popis graficky dokreslen pseu-
dokódem 3.2.
Pro každou částici jsou nalezeny její sousední částice. Ze sousedů jsou vybrány jen ty,
které mají vyšší index než částice, která je právě procházena. Tím je splněna podmínka,
že viskozita je počítána pro každý sousední pár. Pokud například částice i narazí na částici
j, již není třeba počítat se situací, kdy částice j narazí na i. Dalším úkonem je zjištění vzdá-
lenosti daných molekul. Vzdálenost je podělena interakčním poloměrem (hrana krychle),
pokud bude výsledek větší než jedna, znamená to, že daný soused nebude zahrnut do vý-
počtu. Podle SPH je taková částice za daným poloměrem a její příspěvek je roven nule.
Pokud je výsledek menší než jedna, soused ovlivňuje částici. Jejich vzájemná rychlost se
spočítá jako skalární součin rozdílu jejich rychlostí s jednotkovým vektorem ve směru spoj-
nice. Skalární součin musí být větší než nula. Pokud není, částice se pohybují buď kolmo
ke své spojnici nebo od sebe. Výsledné posunutí je škálováno lineárním jádrem a závisí
na první a druhé mocnině vzájemné rychlosti částic. Na původní částici je aplikováno po-
sunutí -I/2, na sousední I/2.
pro každé dvě sousední částice i,j (i < j)
q = r / hrana krychle
pokud q < 1
u = (rychlost i - rychlost j) * jednotkovy vektor
pokud u > 0
I = dt*(1-q)*(sigma*u + beta*u*u) * jednotkovy vektor
rychlost i = rychlost i - I/2
rychlost j = rychlost j + I/2
Tabulka 3.2: Pseudokód algoritmu viskozity
3.5 Pružiny
Pro realizaci pružin jsou využity elastické a plastické vlastnosti. Nejprve si popíšeme vy-
tvoření a úpravu pružin, poté samotné působení pružin na částice. Slovní objasnění imple-
mentace je opět doplněno pseudokódem 3.3.
Funkce uprav pruziny() požaduje jako vstupní parametr časový krok dt. Pro každou
částici najde její sousedy. Opět jako u viskozity počítá každý pár jen jednou. Známým po-
stupem zjistime, zda se soused nachází dostatečně blízko. Pokud ano, tak pomocí indexu
obou částic (i, j) zjistíme, jestli mají mezi sebou pružinu. Učiníme tak pomocí dvourozměr-
ného pole pole pruzin[i][j]. Hodnoty, které pole vrací, jsou klidové délky pružin. Takže
pokud je hodnota rovna nule, znamená to, že žádná pružina neexistuje. Pak je nutné pru-
žinu vytvořit. Do pole pole pruzin[i][j] vložíme podle odpovídajících indexů hodnotu,
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která reprezentuje klidovou délku pružiny (při vytváření je tato hodnota rovna velikosti
hrany krychle). Pokud již pružina byla vytvořena, přejde se rovnou k její úpravě. Ta závisí
na vzdálenosti částic. Pokud jsou částice daleko od sebe (jejich vzdálenost je větší než ak-
tuální délka pružiny), tak pružinu upravíme tím, že ji natáhneme. V opačném případě,
kdy jsou molekuly blízko sebe, pružinu stlačíme. U pružin počítáme navíc s koeficientem d,
který představuje deformaci samotné pružiny. Získáme jej vynásobením klidové délky pru-
žiny konstantou v rozmezí 0 - 0,2. Po upravení pružiny se může stát, že její délka přesáhne
vzdálenost interakčního poloměru, z toho plyne její odstranění. V poli pole pruzin[i][j]
se na příslušném místě podle indexů částic i, j nastaví hodnota na nulu.
pro každé dvě sousední částice i,j (i < j)
q = r / hrana krychle
pokud q < 1
pokud delka pruziny == 0
delka pruziny = hrana krychle
d = 0,1 * delka pruziny
pokud r > delka pruziny + d
delka pruziny += dt*alfa*(r-delka pruziny-d)
pokud r < delka pruziny - d
delka pruziny -= dt*alfa*(delka pruziny-d-r)
pokud delka pruziny > hrana krychle
delka pruziny = 0
Tabulka 3.3: Pseudokód pro tvorbu a úpravu pružin
Po úpravě pružin je volána fuknce aplikuj pruziny(). U každé dvojice částic se zjistí,
zda je mezi nimi pružina (pole pruzin[i][j] > 0). Pokud existuje, je na částice apliko-
váno posunutí vzniklé působením pružin. Vycházíme ze vztahů pro přímočarý rovnoměrně
zrychlený pohyb.
v = v0 + adt
s = s0 + v dt. (3.2)
Příčinou kmitání je síla, jejíž velikost je přímo úměrná výchylce a směřuje stále do rovno-
vážné polohy
F = −ky. (3.3)
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pro každé dvě částice i,j
pokud delka pruziny > 0
posunuti=dt*dt*k*(1-delka pruziny/hrana krychle)*(delka pruziny-r)
posunuti=posunuti*jednotkovy vektor
pozice i = pozice i - posunuti/2
pozice j = pozice j + posunuti/2
Tabulka 3.4: Pseudokód aplikace pružin na částice
3.6 Zachování dvojí hustoty
Nyní se podíváme na realizaci nejdůležitější části simulace. Celý algoritmus je shrnut pseu-
dokódem 3.5.
Implementace se nachází ve funkci aplikuj hustotu(), hlavní parametr je opět časový
krok. Pro každou částici musíme projít dvakrát její pole sousedů. Poprvé je vypočtena pseu-
dohustota a blízkostní hustota pomocí příspěvků od těch sousedů, kteří jsou ve vzdálenosti
menší než hrana krychle. Podruhé již spočítáme posunutí, vzniklé působením blízkostního
a normálního tlaku a aplikujeme je na částice.
pro každou částici i
pro každou částici j sousedící s i
q = r / hrana krychle
pokud q < 1
hustota = (1-q)*(1-q)
blizkostni hustota = (1-q)*(1-q)*(1-q)
tlak = k*(hustota - hustota0)
blizkostni tlak = k bliz * (blizkostni hustota)
dx = 0
pro každou částici j sousedící s i
q = r / hrana krychle
pokud q < 1
posunuti = dt*dt*(tlak*(1-q)+blizkostni tlak(1-q)*(1-q))
posunuti = posunuti * jednotkovy vektor
pozice j = pozice j + posunuti/2
dx = dx - posunuti/2
pozice i = pozice i + dx
Tabulka 3.5: Pseudokód algoritmu zachování dvojí hustoty
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Kapitola 4
Testování a výsledky
Stabilita a funkčnost simulace je ovlivněna mnoha parametry. Hlavní parametrem je ča-
sový krok simulace dt. Ten je poměrně obtížné nastavit, protože jednotlivé principy (plasti-
cita, elasticita, zachování hustoty) vyžadují jiné hodnoty. Podobné problémy nastávají také
při nastavení konstant, jako tuhost pružiny nebo hustota. Tento proces byl velice zdlouhavý
a v mé práci zabral většinu času. Nyní si shrneme poznatky z jednotlivých částí simulace.
4.1 Povrchové napětí, zachování objemu
Testování funkčnosti povrchového napětí a zachování objemu je spjato s principem za-
chování dvojí hustoty. Při výpočtech se upravují pozice částic, to znamená, že zachování
hustoty můžeme testovat samostatně. Pro experimentování není potřeba speciálního roz-
místění částic. Já jsem náhodně generoval částice kolem jednoho bodu, abychom nemuseli
čekat, až se navzájem potkají (obrázky 4.1 a 4.2).
U zachování hustoty je třeba nastavit tři konstanty. Všechny mají přímý vliv na posunutí
částice. k a k bliz určují velikost tlaku, jaký hustota vyvolá. Pro připomenutí se jedná
o vztahy 2.18 a 2.21. Hodnoty jsem zjišťoval experimentálně a jako nejlepší se mi osvědčily
k = 0,004, k bliz = 0,01.
k bliz má menší vliv na stabilitu než k. Tato úvaha vychází ze vztahu pro posu-
nutí na základě zachování hustoty. Blízkostní tlak P bliz je násoben faktorem (1 − q)2
(kde q < 1), tudíž jeho celkový příspěvek nebude tak velký. Tlak P je v součinu s fakto-
rem (1− q), z čehož vyplývá jeho větší vliv na výsledné posunutí. Proto musíme konstantu
k volit dostatečně nízkou.
Hlavní konstantou je ro0, představující hustotu, kterou chceme zachovat. Výpočetní
vztah je již uveden výše. Pokud zvolíme ro0 příliš velké, částice se budou snažit shluk-
nout do jednoho bodu. Naopak při malé hodnotě nebudou shluky vůbec vytvářet. Jako
stabilní hodnotu této konstanty jsem nalezl ro0 = 50. Zde jsem se neshodl s doporučenými
hodnotami z referenčního článku [1]. Doporučená hodnota v mém prostředí nevykazovala
přesvědčivé výsledky. Částice netvářely tvar kapky a při kontaktu s podložkou se kapka
rozbila. Proto jsem byl nucen tuto proměnnou dále zkoumat a podrobit ji mnoha experi-
mentům.
Stěžejním parametrem celé simulace je časový krok dt. Pro modelování zachování hus-
toty je potřeba nastavit krok řádově v desetinách sekundy. Stabilní hodnoty, které byly
zjištěny testováním, se pohybují v intervalu 0,09 - 0,3.
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Ukázkový příklad pro demonstraci zachování dvojí hustoty se spouští s parametrem -h.
Názvy proměnných odpovídají značení v programu.
• pocet castic = 125
• dt = 0,3
• k = 0,004
• kbliz = 0,01
• ro0 = 50
Příklad spuštění: ./main -hustota
Obrázek 4.1: Částice vytvářejí
kulovitý tvar
Obrázek 4.2: Spojení dvou ka-
pek
4.2 Plasticita, elasticita
Plastické a elastické vlastnosti vytváříme pomocí pružin. Pro testování pružin je dobré
promyslet vhodné rozmístění částic, abychom lépe poznali, zda pružiny opravdu fungují. Já
jsem se rozhodl vytvořit krychly, jejíž hrana je rovna počtu pěti částic (obrázek 4.3). Navýšil
jsem interakční poloměr, aby se vytvořil dostatečný počet pružin. Poté jsem na krychli
působil vnějšími silami a sledoval, jak pružiny reagují (obrázek 4.4).
Chování pružin můžeme ovlivnit třemi parametry. Konstanta plasticity alfa nám udává,
jak se budou pružiny deformovat. V podstatě se jedná o to, jestli deformace bude trvalá nebo
dočasná. Provedl jsem pokus, kdy jsem částice uspořádal do tvaru krychle. Poté jsem na ně
působil ze dvou stran silamy. Sledoval jsem situaci, která nastala po ukončení působení sil.
Při velmi malých hodnotách alfa (řádově desetitisíciny až stotisícini) se částice vrátily zpět
do tvaru krychle (dočasná deformace). Trvalá defomace nastávala v případech, kdy alfa
nabývala hodnot řádově desetin.
Další konstanta, která se u pružin nastavuje, vyjadřuje deformaci samotné pružiny.
V programu má označení ratio. Touto hodnotou je násobena klidová délka pružiny a vý-
sledek uložen do proměnné d (d = ratio * pole pruzin[i][j]). Pokud se má pružina na-
táhnout nebo stlačit, musí být vzdálenost mezi dvěma částicemi větší nebo menší, než součet
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nebo rozdíl klidové délky pružiny a proměnné d. Konstanta ratio se obvykle volí v rozmezí
0 - 0,2. Já jsem zvolil hodnotu d = 0,1.
Asi to nejdůležitější, co nás u pružin zajímá, je tuhostPruziny. Tato fyzikální veličina
určuje odolnost pružiny proti stlačení. Čím větší hodnotu nastavíme, tím více se částice
snaží držet daný tvar. Pro testování je vhodné nastavit vyšší hodnotu, aby byl vliv pružin
viditelný. V ukázce jsem nastavil tuhostPruziny = 50.
Jako u zachování hustoty je nejdůležitější nastavit časový krok dt. Pro správné fungování
pružin musí být krok dostatečně malý, při velkých hodnotách by změny poloh byly až příliš
skokové. Což vede k nestabilitě a pádu programu. Vhodné hodnoty se pohybují v řádu
milisekund, já jsem zvolil dt = 10 ms.
Ukázkový přílad pro pružiny se spouští s parametrem -p. Kvůli stabilitě při inicializaci
částic je natavena proměnná hrana krychle = 3. Pro lepší demonstraci působení pružin
je doporučeno tuto hodnotu po spuštění programu zvětšit hrana krychle = 10. Dále je
možné měnit konstantu plastici a pozorovat dočasnou deformaci (alfa = 0,00003) nebo
trvalou (alfa = 0,4). Názvy proměnných odpovídají značení v programu.
• pocet castic = 125
• dt = 0,01
• tuhostPruziny = 50
• alfa = 0,4
Příklad spuštění: ./main -pruziny
Obrázek 4.3: Ukázka půso-
bení pružin. Částice drží tvar
krychle
Obrázek 4.4: Deformace
pružin na základě působení
vnějších sil
4.3 Viskozita
Samotná viskozita se nedá testovat, protože v algoritmu se provádí změny jen s rychlostmi
částic. Pro testovaní jsem se rozhodl využít i zachování dvojí hustoty, aby byly výsledky
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lépe patrné. Obrázky ze simulace ukazují kapalinu podobnou vodě (obrázek 4.5) a gelu nebo
medu (obrázek 4.6).
Viskozitu můžeme měnit nastavením hodnot konstant σ a β. Pro připomenutí se jedná
o vzorec I = dt(1−q)(σu+βu2)rˆij . Pokud chceme simulovat vysoce vazkou kapalinu, pracu-
jeme s parametrem σ. Pokud zvyšujeme jeho hodnotu, tření mezi částicemi roste a kapalina
se chová jako med. Pro kapalinu podobnou vodě, méně vazkou, můžeme nastavit σ na ma-
lou nebo nulovou hodnotu. Parametr β nemá tak značný vliv na viskozitu. Při testování se
mi nejlépe osvědčily σ = 0, 03, β = 0, 03.
Ukázkový přílad pro viskozitu je shodný s příkladem pro zachování hustoty. Názvy
proměnných odpovídají značení v programu.
• pocet castic = 125
• dt = 0,01
• sigma = 0,03
• beta = 0,03
Příklad spuštění: ./main -hustota
Obrázek 4.5: Kapalina s níz-
kou viskozitou (σ = 0, 03)
Obrázek 4.6: Kapalina s vyso-
kou viskozitou (σ = 10)
4.4 Výsledná aplikace
Pro simulování kapaliny zkombinujeme viskozitu, pružiny a zachování hustoty. Jako příklad
je dobré vytvořit si pomocí kolizních stěn nádobu s malými rozměry a sledovat, jak se
kapalina chová (obrázky 4.7 a 4.8).
Viskozitu lze provádět s ostatními dvěma postupy s uspokojivými výsledky. Problémo-
vou částí mé práce se stala kombinace pružin s hustotou. Jak již bylo experimentováním
zjištěno, pružiny potřebují časový krok dt v jednotkách až desítkách milisekund, kdežto
u hustoty se dt pohybuje ve stovkách milisekund.
Dálší komplikace nastává při nastavení konstant jako jsou tuhostPruziny a ro0. Vý-
sledkem algoritmu hustoty i pružin je určité posunutí aplikováno na částice. Toto posunutí
je závislé na výše uvedených konstantách, a proto jejich volba výrazně ovlivňuje simulaci.
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Z těchto důvodů se vývoj výsledné aplikace stal nekonečným testováním všech možných
kombinací parametrů. Bohužel se mi nakonec nepodařilo najít vhodné hodnoty, při kterých
by simulace odpovídala požadavkům. Pro ukázku jsem zvolil takové parametry, které z mého
zkoumání vyšly jako nejpřijatelnější.
Pro spuštění příkladu doporučuji zvýšit parametr hrana krychle. Ten je inicializován
na nižší hodnotu kvůli stabilitě pružin. Názvy proměnných odpovídají značení v programu.
• pocet castic = 125
• hrana krychle = 3
• dt = 0,3
• tuhostPruziny = 0,03
• ro0 = 50
• alfa = 0,3
• sigma = 0,03
• beta = 0,03
Příklad spuštění: ./main -hustota -pruziny
Obrázek 4.7: Kapalina v ná-
době
Obrázek 4.8: Kapalina pada-
jící na podložku
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Kapitola 5
Závěr
Cílem mé práce bylo vytvořit vzorovou aplikaci, která demonstruje algoritmy pro simulaci
kapaliny. Pro implementaci těchto algoritmů jsem musel prostudovat přístupy a principy,
které se využívají při modelování kapalin. Setkal jsem se s pojmy Navier-Stokesovy rovnice
a Smoothed particles hydrodynamics, což jsou základní stavební kameny simulace.
Samotná implementace algoritmů nebyla příliš složitá. Metoda SPH je poměrně snadná
cesta k funkční simulaci kapalin.
Jednotlivé principy (viskoelasticita, zachování dvojí hustoty) pro modelování tekutin se
povedlo implementovat a při testování vykazovaly uspokojivé výsledky. Vzorová aplikace
podle parametrů umí demonstrovat jen tyto samotné principy. Při spojení všech postupů
jsem však narazil na problémy s nastavováním konstant, jak je uvedeno v kapitole o testo-
vání. Obecně je známo, že nalezení těch správných parametrů patří mezi největší problémy
simulací a mnohdy se zúží na experimentální zjištění. Vhodnou kombinaci parametrů se
mi i přes mnohé experimenty nepodařilo nalézt. V ukázkovém příkladu jsem tedy zvolil
parametry, které nejsou ideální, ale vykazují nejlepší stabilitu jaké jsem dosáhl.
”
Špatné“
parametry si však vyžádaly svoji daň v podobě rychlosti simulace. Byl jsem nucen zvětšit
interakční poloměr částic, tudíž počet snímků za sekundu se pohybuje okolo 10.
V případě dalšího pokračování na této práci bych se zaměřil hlavně na zkvalitnění
parametrů simulace. Aplikace by mohla být více uživatelsky přístupná, aby bylo možné
měnit konstanty za běhu programu. Při simulacích se nezanedbatelná část výpočetního času
využívá pro vyhledávání sousedních částic v prostoru. Tento problém jsem řešil pokrytím
prostoru mřížkou, ve které vyhledávání probíhá. Lepším řešením by mohlo být použití
oktalového stromu, ve které probíhá hledání rychleji. Dalším vylepšením by mohla být
implementace jednoho z vykreslovacích algoritmů. Například algoritmus Marching Cubes
uvažuje jako vstup množinu bodů v prostoru, které představují danou izoplochu. Výstupem
mé aplikace je právě tato množina částic, a proto se takové spojení nabízí.
Díky architektuře programu, která odděluje simulaci od vizualizace, není problém přidat
další vizualizační prvky. Do modelu kapaliny lze přidat další algoritmy pro simulaci kapalin
(například podpora více nemísitelných tekutin).
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Dodatek A
Ovládání programu
• w,s,a,d - posun všemi částicemi
• šipky - posun kolizními stěnami
• o,p - zvětšování/zmenšování interakčního poloměru
• k,l - změna konstanty plasticity u pružin
• g - zapnutí gravitace
• b - vypnutí gravitace
• + - generování částic
• F1 - fullscreen
• myš - rotace a přiblížení pohledu
• ESC - konec aplikace
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