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Zusammenfassung. In dieser Diplomarbeit wird die Konstruktion von Prototypen auf der Basis
von Modellen, die im Rahmen eines objektorientierten Entwicklungsprozesses erstellt werden, an-
hand dreier Fallbeispiele untersucht. Diese Fallbeispiele spiegeln unterschiedliche Eigenheiten von
Datenbankanwendungen wider. F

ur die Implementierung der Prototypen wird die Prototyping-
Sprache ProSet verwendet. Die Prototypen nutzen den ProSet-Persistenzmechanismus. Bei den
Fallbeispielen werden unterschiedliche Arten von Prototypen implementiert. Die Art des implemen-
tierten Prototyps ist abh

angig von dem Ziel, das mit dem Prototyping verfolgt wird. Bei dem be-
trachteten Entwicklungsproze handelt es sich um den Objectory-Entwicklungsproze. Erg

anzend





orter:Objectory, Objektorientierte Software-Entwicklung, OOSE, Persistenz, ProSet,
Prototyping, WAM
Summary. In this master's thesis the construction of prototypes based on models that are de-
veloped in an object-oriented development process is investigated for three dierent case studies.
The case studies highlight dierent aspects of database applications. The prototyping language
ProSet is used for the implementation of prototypes. The prototypes use the persistence mech-
anism of ProSet. The consideration of the development of prototypes is related to dierent goals
of prototyping. The object-oriented development process is based on Objectory. In addition to
Objectory parts of the WAM approach are used.
Key words: Object-oriented software development, Objectory, OOSE, Persistence, ProSet, Pro-
totyping, WAM
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In diesem Kapitel werden zun

achst im Abschnitt 1.1 die Motivation und der Kontext dieser Di-
plomarbeit vorgestellt. Anschlieend wird im Abschnitt 1.2 die Aufgabenstellung der Arbeit be-




uber diese Arbeit. Im Abschnitt
1.4 werden die Rahmenbedingungen, die f

ur diese Diplomarbeit wichtig sind, aufgef

uhrt.
1.1 Motivation und Kontext
Bei der Entwicklung von Software-Systemen haben sich in den letzten Jahren sowohl die objektori-
entierte Systementwicklung als auch das Software-Prototyping als Alternativen oder Erg

anzungen
zu traditionellen Formen der Software-Entwicklung etabliert. Diese Ans

atze sind bisher jedoch
noch nicht auf die Eigenheiten von Datenbankanwendungen hin angepat worden. Der Begri Pro-
totyping wird in dieser Arbeit gem

a der Beschreibung von Floyd [Flo84] verwendet. Demnach
bezieht sich das Prototyping auf eine wohldenierte Phase im Produktionsproze von Software,
in der ein Modell erzeugt wird, das bereits alle wesentlichen Eigenschaften des zu entwickelnden
Software-Systems besitzt. Anhand des Modells werden diese Eigenschaften getestet und der weitere
Software-Produktionsproze bestimmt. Ein ausf

uhrbares Modell, das im Rahmen des Prototyping
erstellt wird, wird im folgenden als Prototyp bezeichnet.
In der vorliegenden Diplomarbeit wird die Verbindung der objektorientierten Vorgehensweise
bei der Systementwicklung im Zusammenhang mit dem Prototyping untersucht, wobei die Ent-
wicklung von Anwendungen mit persistenten Daten im Mittelpunkt steht.
Das in dieser Diplomarbeit betrachtete Prototyping bezieht sich speziell auf das Prototyping
mit der mengenorientierten Prototyping-Sprache ProSet [DFG+92, DFKS93, DFH+95].ProSet
erm

oglicht die Modellierung von Programmenund Daten. Hierzu stellt ProSet neben den

ublichen
primitiven Datentypen, wie z.B. Zahlen oder Zeichenketten, noch Mengen, Tupel, Funktionen,
Moduln und Modulinstanzen als grundlegende Datentypen zur Verf

ugung. Des weiteren bietet
ProSet die M











ur die objektorientierte Systementwicklung ist die Software-
Entwicklungsmethodik Objectory [Ory95], die auf dem OOSE-Konzept nach Jacobson et al.
[JCJ





Prototyping kann in verschiedenen Phasen eines Software-Entwicklungsprozesses eingesetzt wer-
den. Umfassende Darstellungen hierzu geben Kieback et al. [KLSZ92] und Budde et al. [BKKZ92].
Abh

angig davon, welche Aktivit

aten im Software-Entwicklungsproze durch das Prototyipng un-
terst

utzt werden sollen, schlagen Kieback et al. beispielsweise eine Unterscheidung zwischen De-
monstrationsprototypen, Prototypen im engeren Sinne, Labormustern und Pilotsystemen vor.
In dieser Diplomarbeit wird das Prototyping in verschiedenen Phasen des Software-












Zum Prototyping im Rahmen einer objektorientierten Systementwicklung werden in dieser Arbeit
Vorgehensweisen entwickelt, die auf verschiedene Fallbeispiele angewendet werden. Als Fallbeispiele
werden Anwendungen betrachtet, die unterschiedliche Eigenheiten von Datenbankanwendungen
widerspiegeln. Im einzelnen handelt es sich dabei um die folgenden Fallstudien:
Bibliotheksverwaltung: Ein System zur Bibliotheksverwaltung repr

asentiert eine traditionelle
Datenbankanwendung. Das System ist charakterisiert durch die Verwaltung groer Mengen
von Daten, zwischen denen vielf

altige Beziehungen bestehen, durch die Unterst

utzung ver-
schiedener Benutzergruppen und durch eine groe Anzahl von Benutzern. Die meisten Daten
haben eine lange Lebensdauer und werden nur selten modiziert. Unter der Lebensdauer eines
Datums wird hier der Zeitraum von dem Erzeugen des Datums bis zum L

oschen verstanden.
Die Denition der Anforderungen an das zu modellierende System orientiert sich an den
Anforderungen der Bereichsbibliothek Informatik der Universit

at Dortmund.
E-Mail-System: Bei einem E-Mail-System werden Daten zwischen verschiedenen Benutzern aus-
getauscht. Das System ist durch eine hohe Anzahl von Modikationen des Datenbestandes
gekennzeichnet (z.B. Erzeugen und L

oschen von Nachrichten). Es werden wesentlich weniger
Daten ben

otigt als beim System zur Bibliotheksverwaltung.
Pegedienst- und Terminplanung im station

aren Krankenhausbereich: Das System zur
Pegedienst- und Terminplanung im station

aren Krankenhausbereich besteht aus mehre-
ren miteinander kooperierenden Komponenten. Ein erster Prototyp soll ein System zur Un-
terst

utzung der Pegedienstplanung modellieren. Als Erweiterung dieses Systems soll an-
schlieend ein Terminplanungssystem des Krankenhauspersonals entwickelt werden.
Jedes der drei Fallbeispiele wird im Zusammenhang mit einer anderen der bei Floyd [Flo84]
beschriebenen Prototyping-Arten
 exploratives Prototyping,





Das System zur Bibliotheksverwaltung wird im Zusammenhang mit explorativem Prototyping
betrachtet. Im Rahmen eines
"
realen\ Projektes sollte der zu erstellende Prototyp dazu dienen
k

onnen, die Anforderungen an ein zu entwickelndes System zwischen Anwendern und Software-
Entwicklern zu kl

aren. Ein solcher Prototyp wird bei Kieback et al. [KLSZ92] als Prototyp im
engeren Sinne bezeichnet. Der Ausdruck
"
reales\ Projekt wird in dieser Arbeit zur Bezeichnung
f





achlichen Einsatz in der Praxis
entwickelt werden soll.
Das E-Mail-System wird als Beispiel zum experimentellen Prototyping untersucht. Anhand des




onnen, die sich f

ur Software-
Entwickler im Rahmen eines
"
realen\ Projektes ergeben k

onnten. Einen solchen Prototyp bezeich-
nen Kieback et al. als Labormuster.
Das System zur Pegedienst- und Terminplanung im Krankenhausbereich wird im Zusammen-
hang mit evolution

aremPrototyping betrachtet. Hierbei wird zun

achst ein Prototyp als Pilotsystem
[KLSZ92, BKKZ92] entwickelt, das bereits grundlegende Funktionen f

ur die Arbeit der Endanwen-
der bereitstellt. Das Pilotsystem wird anschlieend erweitert.
8 KAPITEL 1. EINLEITUNG
Auf der Basis von Modellen, die im Rahmen des Objectory-Entwicklungsprozesses erstellt wer-
den, werden die geforderten ProSet-Prototypen implementiert. Erg

anzend zu Objectory werden
grundlegende Ideen des bei Gryczan und Z

ullighoven sowie bei B






ubernommen und in den Objectory-Entwicklungsproze inte-
griert.
Die Modellierung der Benutzerschnittstellen spielt in der Arbeit eine untergeordnete Rolle.
Die Benutzerschnittstellen werden jedoch gekapselt, um sp





In dieser Diplomarbeit sollen die entwickelten Vorgehensweisen zum Prototyping, die Sprach-
mittel von ProSet f

ur das Prototyping mit persistenten Daten und die verf

ugbaren Werkzeuge





thoden, Techniken und Werkzeuge f





Im Mittelpunkt dieser Arbeit steht die Erstellung von ProSet-Prototypen auf der Grundlage von
Objectory-Modellen unter Verwendung von Konzepten des WAM-Ansatzes (siehe Abschnitt 1.2).
Der zu einem Fallbeispiel betrachtete Entwicklungsproze wird in dieser Diplomarbeit immer dann
beendet, wenn die zu diesem Fallbeispiel zu implementierenden ProSet-Prototypen erstellt sind.
Eine Untersuchung der vollst

andigen Entwicklungsprozesse bei allen betrachteten Fallbeispielen







uberstiege zum einen den Umfang der Diplomarbeit, zum anderen fehlt in dieser
Diplomarbeit der Bezug zu den Anwendern. So w

are beim explorativen und beim evolution

aren
Prototyping eine Diskussion zwischen Anwendern und Entwicklern

uber die erstellten Prototypen
n

otig. Anwender, mit denen

uber die zu entwerfenden Systeme diskutiert werden k

onnte, stehen
bei dieser Diplomarbeit jedoch nicht zur Verf

ugung.
Bei den einzelnen Fallbeispielen geht es nicht darum, Systeme zu entwerfen, die in speziel-
len Anwendungsbereichen tats

achlich eingesetzt werden sollen. Die Ist-Analysen der Anwendungs-
bereiche nehmen in dieser Diplomarbeit daher weniger Raum ein, als dies

ublicherweise bei der
Software-Entwicklung der Fall ist. Dieser Kompromi ist n








ur jedes Fallbeispiel und die damit verbundene notwendige intensive Einarbeitung in
die Anwendungsbereiche der betrachteten Fallbeispiele zus

atzlich zu den sonstigen Arbeiten, die
in den betrachteten Entwicklungsprozessen durchgef






ur die Diplomarbeit zur Verf

ugung steht.
Die Diplomarbeit ist in sechs Kapitel unterteilt. Im ersten Kapitel nach der Einleitung (Ka-




ur die Bearbeitung der Fallbeispiele in dieser Diplomarbeit
beschrieben. Anschlieend werden die Arbeiten zu den drei Fallbeispielen in getrennten Kapiteln
vorgestellt. Dabei wird imKapitel 3 auf das System zur Bibliotheksverwaltung eingegangen. ImKa-
pitel 4 sind die Ausf

uhrungen zum E-Mail-System enthalten. Kapitel 5 enth

alt die Beschreibungen
zum System zur Pegedienst- und Terminplanung im station

aren Krankenhausbereich. Im Kapitel
6 werden zus






die geforderten abschlieenden Bewertungen (siehe Abschnitt 1.2) vorgenommen.
Zus

atzlich wird zu dieser Diplomarbeit ein separates Dokument erstellt, in dem Glossare und
Objectory-Modelle zu den betrachteten Fallbeispielen, sowie der ProSet-Quellcode und Hinweise
zur Installation und zum Start der implementierten Prototypen aufgef

uhrt sind. Dieses Dokument
wird im folgenden als Zusatzdokument bezeichnet.
1.4 Rahmenbedingungen
In dieser Arbeit wird die Kenntnis von ProSet und von Objectory vorausgesetzt. Die Befehle
von ProSet werden bei Doberkat et al. [DFH+95] beschrieben. Die Grundlagen von Objectory
werden bei Jacobson et al. [JCJ

O93] vorgestellt (siehe Jacobson et al. [JCJ





uhrungen von Jacobson et al. bilden die theoretische Basis f

ur die Erstellung der Objectory-
Modelle in dieser Diplomarbeit. Abweichungen zwischen den Ausf

uhrungen von Jacobson et al. und
den Beschreibungen in der Objectory-Dokumentation [Ory95, Ory94a, Ory94b, Ory94c] in Bezug
auf die zu erstellenden Modelle treten nur in Ausnahmef

allen auf. Falls Abweichungen auftreten,
die f

ur diese Diplomarbeit relevant sind, wird hierauf bei der Beschreibung der entsprechenden
Modelle eingegangen.
Die Begrie, die in dieser Arbeit im Zusammenhang mit der objektorientierten Systementwick-
lung verwendet werden, werden, soweit es nicht anders angegeben ist, gem

a der Begrisbestim-
mungen verwendet, die bei Jacobson et al. gegeben werden. Insbesondere gilt dies f

ur die Begrie
Objekt, Klasse und Instanz. Demnach ist ein Objekt durch eine Anzahl von Operationen und einen




O93, S. 44]. Eine
Klasse repr

asentiert eine Schablone f

ur mehrere Objekte und beschreibt, wie diese Objekte intern
strukturiert sind. Sowohl die Denition der Operationen als auch die Dention der Strukturen, in
denen Informationen gespeichert werden, sind bei allen Objekten, die zur selben Klasse geh

oren,
gleich. Instanzen sind Objekte, die von einer Klasse erzeugt werden [JCJ

O93, S. 50]. Da nach
Jacobson et al. in objektorientierten Systemen jedes Objekt zu einer Klasse geh

ort, werden die
Begrie Objekt und Instanz in dieser Arbeit synonym verwendet.
F

ur die Implementierung der Prototypen wurde der ProSet-Compiler in der Version 0.6 be-
nutzt. Dabei wurde der von ProSet zur Verf

ugung gestellte Persistenzmechanismus verwendet.
Neben dem ProSet-Compiler wurden die folgenden ProSet-spezischen Hilfsmittel benutzt:
 der in der Diplomarbeit von Kappert [Kap95] vorgestellte H-PCTE-Server,
 die graphische ProSet-Compiler-Benutzerober

ache xpst,
 die Hilfsprogramme xpfed und xpft zum Anlegen, Bearbeiten und L

oschen von P-Files.
Alle Prototpen wurden auf einer SUN-SPARCstation unter SunOS 4.1.3 implementiert. Bei der
Erstellung der Prototypen wurden neben den ProSet-spezischen Hilfsmitteln noch die Werkzeu-
ge ar, axe, emacs, gcc, gzip, tar, vi und xg benutzt. Beim zweiten Fallbeispiel (siehe Abschnitt 1.2)
wurde zus

atzlich das Software-System PVM [GAJ+94] verwendet. Zur Unterst

utzung der Erstel-
lung der Objectory-Modelle war urspr

unglich die Verwendung des Werkzeugs Objectory SE in der
Version 3.6 vorgesehen. Die Lizenz f

ur dieses Werkzeug lief jedoch kurz nach dem Beginn dieser Ar-
beit aus und wurde nicht verl

angert. Bei der Bearbeitung des zweiten und des dritten Fallbeispiels






In diesem Kapitel werden Grundlagen vorgestellt, die f

ur die Diplomarbeit ben

otigt werden. Da-




uber Grundlagen von Objectory gegeben. Abschnitt 2.2
stellt Konzepte des WAM-Ansatzes zur objektorientierten Analyse und zum objektorientierten
Systementwurf vor. Im Abschnitt 2.3 wird auf das Prototyping eingegangen. Anschlieend wird




uber grundlegende Konzepte zur Bearbeitung der in dieser Di-
plomarbeit betrachteten Fallbeispiele gegeben. Dabei werden zum einen die geplanten Vorgehens-





Uberlegungen zur Integration von Konzepten des WAM-Ansatzes in den Objectory-
Entwicklungsproze und zur Abbildung von Modellen, die im Rahmen einer objektorientierten
Systementwicklung erstellt werden, auf ProSet-Implementierungen vorgestellt.
2.1 Objectory
Objectory basiert auf dem OOSE-Konzept nach Jacobson et al. [JCJ

O93]. In diesem Abschnitt
werden nur grundlegende Ideen von Objectory bzw. OOSE skizziert. F

ur eine umfassende Beschrei-
bung sei auf die oben angegebene Literatur verwiesen.









Komponenten, aus denen Objectory besteht, geben Jacobson et al. [JCJ

O93, S. 515.]. In Objec-
tory wird mit f

unf verschiedenen Modellen gearbeitet. Dabei wird davon ausgegangen, da eine Be-
schreibung der Anforderungen bereits existiert, bevor mit den Modellen gearbeitet wird [JCJ

O93,
S. 110]. Die Objectory-Modelle werden im folgenden kurz vorgestellt.
Anforderungsmodell: Aus der Beschreibung der Anforderungen wird das Anforderungsmodell
(requirements model) entwickelt. Das Anforderungsmodell besteht aus den folgenden drei
Teilen:
 Im Anwendungsfallmodell (use case model) werden die Anforderungen an das zu ent-







ahlte Arbeitssituationen durch das zu entwickelnde System ausgef

uhrt
werden sollen. Die geforderte Funktionalit






atzlich wird im Anwendungsfallmodell festgelegt, welche Akteure
(z.B. Menschen, Computer) Aktionen des Systems veranlassen k

onnen.
 Schnittstellenbeschreibungen spezizieren wichtige Schnittstellen des Systems nach au-
en. Hierzu geh

oren Bildschirmmasken und Protokolle mit anderen Systemen.




ur das System wichtigen
Objekte (zur Beschreibung des Begris Objekt siehe Abschnitt 1.4), f

ur die eine direkte












ande. Die internen Strukturen der Objekte Buch und
Zeitschriftenband sind in den Klassen Buch und Zeitschriftenband beschrieben.





uhrlich sein. So kann bereits die Funktionalit

at des zu entwickelnden Systems
vollst

andig oder teilweise beschrieben werden. Es ist aber auch m

oglich, sich auf die
Beschreibung wesentlicher Begrie aus dem Anwendungsbereich und die Darstellung





Analysemodell: Das Anforderungsmodell bildet die Grundlage f

ur das Analysemodell (analysis
model). Hier werden alle f

ur das System ben

otigten Objekte und deren Beziehungen zueinan-
der beschrieben. Im Gegensatz zum Problembereichsmodell werden auch Objekte verwendet,
denen keine direkte Entsprechung aus dem Anwendungsbereich zugeordnet werden kann.
Das Ziel bei der Erstellung des Analysemodells ist der Entwurf einer

anderungsfreundlichen
und einfach erweiterbaren Systemstruktur. Dies soll dadurch erreicht werden, da

Anderun-
gen oder Erweiterungen des Systems durch lokale

Anderungen oder Erweiterungen einzel-
ner Objekte vorgenommen werden k

onnen. Bei der Erstellung des Analysemodells wird von
idealen Umgebungsbedingungen ausgegangen. Das bedeutet, da spezielle Erfordernisse und
Einschr

ankungen, die sich durch die verwendete Software und Hardware ergeben, noch nicht
beachtet werden.






Entwurfsmodell: Das Entwurfsmodell (design model), wird auf der Grundlage des Analysemo-
dells und des Anforderungsmodells erstellt. Es beschreibt das zu entwickelnde System unter
Ber

ucksichtigung der verwendeten Hard- und Software. Die Struktur des Analysemodells soll
soweit wie m

oglich erhalten bleiben. Analog zum Analysemodell k

onnen auch neue Erkennt-
nisse bei der Entwicklung des Entwurfsmodells zu





Implementierungsmodell: Auf der Basis des Entwurfsmodells wird das Implementierungsmo-
dell (implementation model) entwickelt. Dieses Modell besteht aus dem Code in der Program-
miersprache, in der das System entwickelt wird. Bei der Implementierung k

onnen Fehler im
Entwurfsmodell deutlich werden. In diesem Fall m

ussen das Entwurfsmodell und evtl. auch
vorhergehende Modelle verbessert werden.
Testmodell: Zum Test der Implementierung wird das Testmodell (testing model) entworfen. Die-
ses Modell besteht aus der Spezikation der durchzuf

uhrenden Tests und aus den Tester-
gebnissen. Abh





uher erstellte Modelle zu

uberarbeiten.
Jacobson et al. favorisieren bei der Erstellung der einzelnen Modelle eine inkrementelle Vorge-









ur die Erstellung des Anforde-
rungsmodells erw

ahnen Jacobson et al. dabei die Identikation aller Anwendungsf

alle des zu ent-





uberlappen. Als Richtwert f

ur den Umfang der Inkremente geben
Jacobson et al. f

unf bis 20 Anwendungsf

alle an. Wenn alle Anwendungsf

alle vom Anwendungsfall-
modell in alle anderen Modelle

ubertragen sind, ist die erste Version des zu entwickelnden Systems
erstellt. Zur Erg





Die in der Diplomarbeit betrachteten Beispiele f

ur experimentelles und evolution

ares Proto-
typing, besitzen weniger als 20 Anwendungsf

alle. Der Prototyp beim experimentellen Prototy-






onnen deshalb innerhalb eines
Objectory-Inkrements entwickelt werden. Der Prototyp zum Fallbeispiel f

ur exploratives Prototy-
ping wird als Erg

anzung zu einem vollst

andigen Anforderungsmodell entworfen. Eine inkrementelle
Entwicklung das Prototyps wird auch in diesem Fall nicht betrachtet.
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2.2 WAM-Ansatz
Im folgenden werden Konzepte des WAM-Ansatzes zur objektorientierten Analyse und zum ob-
jektorientierten Entwurf, die bei Gryczan und Z

ullighoven [GZ92] und bei B

aumer et al. [BGZ95]
beschrieben werden, zusammengefat. Konzepte des WAM-Ansatzes werden im Rahmen der Di-
plomarbeit als Erg

anzung zu Objectory (siehe Abschnitt 2.1) betrachtet.




aumer et al. ist es bei der Entwicklung eines Software-
Systems wichtig, da sich Anwender und Software-Entwickler auf eine gemeinsame Projektsprache
einigen. Unter einer gemeinsamen Projektsprache wird die einheitliche Verwendung von Begrien
zwischen allen an der Software-Erstellung beteiligten Personen verstanden. Um dies zu erreichen,
wird ein Glossar erstellt, in dem Begrie aus dem Anwendungsbereich und Begrie, die bei der
Software-Entwicklung neu entstehen, eindeutig und f

ur alle Beteiligten verbindlich deniert werden.
Bei der Denition von Begrien aus dem Anwendungsbereich werden in erster Linie die verwende-
ten Gegenst

ande betrachtet. Dabei werden im folgenden unter Gegenst

anden nicht ausschlielich




onnen auch abstrakt sein, wie z.B. ein Konto oder ein







bei der Erstellung von Szenarien identiziert werden. In Szenarien werden typische Arbeitssitua-
tionen des Anwendungsbereichs beschrieben. Die Beschreibung von Szenarien ist ein Hilfsmittel
f

ur die Software-Entwickler, um sich in den Anwendungsbereich einzuarbeiten. Bei Diskussionen
zwischen Entwicklern und Anwendern des Software-Systems





uft, ob die Entwickler die beschriebenen Situationen richtig erfat haben.
Nach der Beschreibung der Szenarien werden die gefundenen Gegenst

ande in Werkzeuge und
Materialien eingeteilt. Diese Begrie werden im folgenden gem

a der Beschreibungen verwendet,
die bei B

aumer et al. gegeben werden [BGZ95, S. 48]:
"
Ein Material ist ein Gegenstand, der imArbeitszusammenhang in das Ergebnis unserer
Arbeit eingeht. Materialien zu bearbeiten bedeutet, mit Werkzeugen zu hantieren. Je-
des Material hat seine anwendungsspezische Funktionalit

at und kann durch geeignete








Wir verwenden Werkzeuge, um eine Aufgabe zu erledigen, d.h. ein Arbeitsergebnis




Unter dem Arbeitszusammenhang wird dabei die Situation verstanden, in der ein Gegenstand als
Werkzeug oder als Material identiziert wird. Dem Arbeitszusammenhang kommt deshalb eine
wesentliche Bedeutung zu, weil sich nach B

aumer et al. nicht kontextfrei entscheiden l

at, ob ein





et al. einen Bleistift, der beim Schreiben ein Werkzeug, beim Anspitzen jedoch ein Material ist.
Anhand von Beziehungen zwischen Gegenst

anden des Anwendungsbereichs werden Klassen-
hierarchien erzeugt. Diese Hierarchien werden als fachliche Klassenhierarchien bezeichnet. Das
Erzeugen der fachlichen Klassenhierarchien wird als fachlicher Klassenentwurf bezeichnet. Ziel des
fachlichen Klassenentwurfs ist die Erstellung eines zyklenfreien Begrisger

usts der Anwendungs-
welt, in dem alle Gegenst

ande des Anwendungsbereichs, die f

ur die betrachtete Anwendung als
wichtig angesehen werden, aufgef

uhrt sind. Der fachliche Klassenentwurf orientiert sich vor al-









onnen. Ein Beispiel f

ur einen Ausschnitt aus einer Begrishierarchie
eines fachlichen Klassenentwurfs zur Beschreibung des Problembereichs eines Studenten bei einer
Pr

ufungsvorbereitung, ist in der Abbildung 2.1 dargestellt. Dieses Beispiel soll die grunds

atzliche
Idee des fachlichen Klassenentwurfs veranschaulichen und erhebt keinen Anspruch auf Vollst

andig-
keit. Die Lernmittel werden hier in private und

oentliche Lernmittel eingeteilt. Bei den privaten














Abbildung 2.1: Beispiel f

ur einen Ausschnitt aus einer fachlichen Klassenhierarchie.
Nach der Erstellung fachlicher Klassenhierarchien werden Systemvisionen erstellt. Systemvi-
sionen beschreiben, wie ausgew

ahlte Arbeitssituationen mit Hilfe des zu entwickelnden Software-




Anschlieend wird der technische Klassenentwurf durchgef

uhrt. Beim technischen Klassenent-
wurf werden unter Verwendung der
"





andnishierarchien\ des fachlichen Klassenentwurfs die Klassen entworfen, aus
denen das zu entwickelnde System bestehen soll. Unter den Mitteln der objektorientierten Pro-
grammierung verstehen Gryczan und Z

ullighoven hier Ein- und Mehrfachvererbung, den Entwurf
von abstrakten Datentypen und Zusicherungen. Dabei k

onnen die im fachlichen Klassenentwurf
entworfenen Hierarchien noch ver

andert werden. Als Beispiel erw

ahnen Gryczan und Z

ullighoven
die Zusammenfassung von Klassen aus verschiedenen fachlichen Klassenhierarchien.
Die Werkzeugklassen und die Materialklassen f

ur das zu erstellende Software-System werden ge-
trennt voneinander entworfen. W

ahrend Materialien bei der Entwicklung eines Software-Produktes
in der Regel bereits beim fachlichen Klassenentwurf aus der realen Welt direkt

ubernommen und
auf Klassen abgebildet wurden, m

ussen Werkzeugklassen meist vollst

andig neu entwickelt werden.







onnen. Diese Methoden sind jedoch nicht f

ur den Benutzer des
Software-Produktes sichtbar. Er kann Materialien nur mit Hilfe von Werkzeugen bearbeiten. Um





Klassen entwickelt, die die Schnittstelle zwischen Werkzeug- und Materialklassen bilden. Diese
Klassen werden als Aspektklassen bezeichnet.
Wegen der Trennung vonWerkzeug-, Aspekt- undMaterialklassen, wird der in diesem Abschnitt
beschriebene Ansatz zur Software-Entwicklung auch als WAM(Werkzeug, Aspekt, Material)-
Ansatz bezeichnet. Erg

anzt werden die beschriebenen Klassen noch um Automatenklassen. Durch
Automaten k

onnen Arbeitsroutinen abgearbeitet werden, die immmer nach dem gleichen Schema
ablaufen und ein vorher festgelegtes Ergebnis hervorbringen. Im Gegensatz zu Werkzeugen k

onnen






















aft von Banken oder bei der Zahlung von Dauerauftr

agen an [BGZ95, S. 48].
2.3 Prototyping
In diesem Abschnitt werden zun

achst verschiedene Arten des Prototyping vorgestellt (zur Erl

aute-





onnen unterschiedliche Ziele verfolgt werden. Abh

angig vom verfolgten Ziel
werden nach Floyd [Flo84]
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 exploratives Prototyping,




unterschieden. Die wesentlichen Kennzeichen dieser Prototyping-Arten werden bei Budde et al. zu-





Exploratives Prototyping: Beim explorativen Prototyping (exploratory prototyping) sollen mit
Hilfe von Prototypen die Anforderungen an ein zu entwickelndes System zwischen Anwendern
und Entwicklern gekl

art werden. Die erstellten Prototypen sind ein Teil der Spezikation f

ur
das zu entwickelnde Software-Produkt.
Experimentelles Prototyping: Beim experimentellen Prototyping (experimental prototyping)
steht die technische Umsetzung eines Problems im Vordergrund. Experimentelles Prototy-




atzlichen Anforderungen an das zu
entwickelnde System zwischen Anwendern und Entwicklern Einvernehmen besteht und noch














ares Prototyping: Beim evolution

aren Prototyping (evolutionary prototyping) wird
zun

achst ein Kern eines gr

oeren Anwendungssystems erstellt, der grundlegende Funktionen
bereitstellt und bereits von den Anwendern genutzt werden kann. Dieser Kern wird als Pi-
lotsystem bezeichnet. In weiteren Schritten wird das Pilotsystem st






ProSet [DFG+92, DFKS93, DFH+95] ist eine mengentheoretisch orientierte imperative Pro-
grammiersprache zur Erstellung von Prototypen in der Nachfolge von SETL [DF89]. ProSet ist
ein Akronym f






ur eine umfassende Einf

uhrung sei auf die oben angegebene Literatur verwiesen.
ProSet erm

oglicht die Modellierung von Programmen und Daten und stellt hierzu neben pri-
mitiven Datentypen, die von anderen imperativen Programmiersprachen her bekannt sind, wie z.B.
ganze Zahlen oder Zeichenketten, noch Tupel, Mengen, Funktionen, Moduln und Modulinstanzen
als grundlegende Datentypen zur Verf

ugung. Funktionen sind hierbei Prozeduren, bei denen die
zum Zeitpunkt der Anwendung g

ultigen Werte nicht-lokaler Variablen durch die Benutzung des
closure-Konstrukts [DFH+95, S. 27f.]
"
eingefroren\ wurden. Moduln sind Schablonen, die die Ar-





onnen, die in einem Modul deniert sind, mu zun

achst eine Modulinstanz des entspre-
chenden Moduls erzeugt werden. Anschlieend kann die Ausf







uber Kontrollstrukturen, die von den g

angigen imperativen Pro-
grammiersprachen her bekannt sind: for, loop, repeat, while, if und case. Kontrollanweisungen lassen
sich in ProSet insbesondere auch auf zusammengesetzte Datentypen (Tupel und Mengen) anwen-
den. So sind beispielsweise Iterationen








der whilefound-Anweisung [DFH+95, S. 45] Konstrukte erzeugt werden, die speziell auf zusammen-
gesetzte Datentypen abgestimmt sind.









uhrung eines Programms hinaus zu
erhalten und anderen Programmen zug

anglich zu machen. Diese Archive werden P-Files genannt.
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Um Fehlersituationen abfangen zu k

onnen, ist in ProSet ein Mechanismus zur Ausnahme-
behandlung integriert. Zur Behandlung von Ausnahmesituationen k

onnen Routinen (Ausnahme-
Handler) deniert werden, in denen festgelegt ist, wie auf m

ogliche Ausnahmesituationen reagiert
werden soll. Nach der Behandlung einer Ausnahmesituation kann das Programm, das die Aus-
nahme erzeugt hat, beendet oder an der Stelle, an der die Ausnahme aufgetreten ist, fortgesetzt
werden.





onnen bei den bisherigen Compilerversionen jedoch nicht gleichzeitig mit
dem Persistenzmechanismus benutzt werden. Da in dieser Arbeit das Prototyping mit persistenten
Daten betrachtet wird, werden die M

oglichkeiten zur Parallelprogrammierung nicht genutzt.
2.4 Vorgehensweisen und grundlegende Konzepte zur Be-
arbeitung der Fallbeispiele
Die zu erstellenden ProSet-Prototypen werden auf der Basis von Objectory-Modellen entwickelt.
Zus

atzlich sollen Konzepte des WAM-Ansatzes (siehe Abschnitt 2.2) bei der Systementwicklung
ber

ucksichtigt werden. Im folgenden wird zun






planten Vorgehensweisen in den betrachteten Objectory-Entwicklungsprozessen bis zur Erstellung
der geforderten Prototypen gegeben. Im Abschnitt 2.4.2 wird auf die Einbeziehung von Konzep-
ten des WAM-Ansatzes (siehe Abschnitt 2.2) in die Objectory-Entwicklungsprozesse eingegangen.
Anschlieend werden im Abschnitt 2.4.3

Uberlegungen zur Abbildung von Modellen, die im Rah-
men einer objektorientierten Systemenwicklung erstellt werden, auf ProSet-Implementierungen
vorgestellt.
2.4.1 Der Objectory-Entwicklungsproze bis zum Prototyping
Abh

angig von der betrachteten Art des Prototyping werden die Prototypen in verschiedenen Pha-
sen des Objectory-Entwicklungsprozesses erstellt. Im folgenden soll betrachtet werden, wie weit der
Entwicklungsproze bei der Betrachtung der verschiedenen Prototyping-Arten durchlaufen werden
soll, bis die geforderten Prototypen erstellt werden.
Exploratives Prototyping: Prototypen, die beim explorativen Prototyping erstellt werden, sind
ein Hilfsmittel, um Anforderungen an ein System zu spezizieren. Der Prototyp des Systems
zur Bibliotheksverwaltung, der im Kapitel 3 betrachtet wird, soll als Prototyp im engeren
Sinne (siehe Abschnitt 1.2) das Objectory Anforderungsmodell erg

anzen.
Wegen des groen Umfangs des betrachteten Fallbeispiels wird jedoch vor der Implemen-
tierung des Prototyps neben dem Objectory-Anforderungsmodell noch ein Teil des Analy-
semodells erstellt, in dem die ben

otigten Datenobjekte und ihre Beziehungen zueinander
modelliert werden. Dadurch soll die Implementierung des Prototyps vereinfacht werden.
Experimentelles Prototyping: Experimentelles Prototyping dient zur Kl

arung technischer
oder software-ergonomischer Fragen, nachdem die grundlegenden Anforderungen an ein
Software-Produkt speziziert sind. Der zu erstellende Prototyp wird parallel zum Entwurfs-
modell entwickelt. Dabei sollen anhand des Prototyps erstellte Teile des Entwurfsmodells
getestet werden k

onnen. Des weiteren soll der Prototyp Anregungen f

ur die Weiterentwick-
lung des Entwurfsmodells geben.
Evolution

ares Prototyping Das Pilotsystem, das beim evolution

aren Prototyping erstellt wird,
wird so entworfen und implementiert, wie es im Objectory-Entwicklungsproze f

ur Systeme,
mit denen Endanwender arbeiten sollen, vorgesehen ist. Zur Erweiterung eines Pilotsystems
wird der Objectory-Entwicklungsproze ein weiteres Mal durchlaufen.
Zus

atzlich sollen in dieser Diplomarbeit Konzepte des WAM-Ansatzes in die zu den einzel-
nen Fallbeispielen betrachteten Entwicklungsprozesse integriert werden. Hierauf wird im folgenden
Abschnitt eingegangen.
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2.4.2 Einbeziehung von Konzepten des WAM-Ansatzes in den Entwick-
lungsproze
Die in der Diplomarbeit zu entwickelnden ProSet-Prototypen werden auf der Basis von Model-
len implementiert, die im Objectory-Entwicklungsproze erstellt werden (siehe Abschnitt 2.4.1).
Die im Abschnitt 2.2 vorgestellten Konzepte des WAM-Ansatzes sind im Gegensatz dazu Teile
des Software-Entwicklungsprozesses, der der Systementwicklung, die bei Gryczan und Z

ullighoven
[GZ92] sowie bei B

aumer et al. [BGZ95] beschrieben wird, zugrunde liegt. Dieser Entwicklungs-
proze unterscheidet sich von dem Objectory-Entwicklungsproze.
Die im Abschnitt 2.2 vorgestellten Konzepte k

onnen Objectory jedoch an einigen Stellen
erg

anzen. Im folgenden wird beschrieben, welche Konzepte des WAM-Ansatzes im Zusammenhang
mit Objectory bei den zu bearbeitenden Fallbeispielen genutzt werden sollen:
Szenarien: Bei der Entwicklung von Software-Systemen k

onnen Szenarien im Rahmen der Ist-
Analyse zus

atzlich zu den Objectory-Modellen erstellt werden. Objectory bietet kein Modell,
das mit Szenarien vergleichbar w

are. In der Diplomarbeit m

ussen bei der Bearbeitung der




urzt werden. Deshalb wird bei den




uber den betroenen Anwendungsbereich anstelle der Beschreibung einzelner Szenarien ge-
geben.
Glossare: Glossare werden in der Diplomarbeit zus

atzlich zu den Objectory-Modellen erstellt. Das
Werkzeug Objectory SE, das die Erstellung von Objectory-Modellen unterst

utzt und das zum
Beginn dieser Diplomarbeit noch zur Verf






onnen alle wichtigen Begrie aufgef

uhrt und deniert werden.
Systemvisionen: Systemvisionen entsprechen den Objectory-Anwendungsf

allen, die im Rahmen
dieser Diplomarbeit erstellt werden.
Verwendung der Metaphern Werkzeug und Material: Bei der Erstellung der ben

otigten
Problembereichsmodelle sollen die gefundenen Objekte Werkzeugen oder Materialien zu-
geordnet werden. Sofern es sich bei der Bearbeitung der Fallbeispiele als sinnvoll erweist,
werden die Metaphern Werkzeug und Material auch f

ur Objekte der Analysemodell und der
Entwurfsmodelle verwendet. Evtl. wird zus

atzlich die Metapher Automat (siehe Abschnitt
2.2) verwendet, falls sich dies als sinnvoll erweist.
Fachlicher Klassenentwurf: Die Aufgaben eines fachlicher Klassenentwurfs | die Erfassung
der Gegenst

ande des Anwendungsbereichs und die Darstellung von Beziehungen zwischen
diesen Gegenst

anden | werden in der Diplomarbeit von den Problembereichsmodellen, die





es sich auch um abstrakte Dinge, wie z.B. Zinss

atze, handeln, siehe hierzu Abschnitt 2.2).
Wenn es bei der Bearbeitung der Fallbeispiele sinnvoll erscheint, werden in den betrachteten
Problembereichsmodellen im Gegensatz zu fachlichen Klassenentw

urfen neben Beziehungen
zwischen Klassen auch Beziehungen zwischen Instanzen dargestellt.
Technischer Klassenentwurf: Beim Fallbeispiel zum explorativen Prototyping spielt der tech-
nische Klassenentwurf keine Rolle, da der Prototyp zum explorativen Prototyping ein Hilfs-
mittel zur Spezikation der Anforderungen an das zu erstellende System sein soll und deshalb
vor einem technischen Klassenentwurf implementiert werden w

urde.
Bei der Betrachtung des experimentellen Prototyping und des explorativen Prototyping im





den Systeme bei der Erstellung Analysemodelle (ohne Ber

ucksichtigung der verwendeten
Soft- und Hardware) und bei der Erstellung der Entwurfsmodelle (unter Ber

ucksichtigung
der verwendeten Soft- und Hardware) entworfen. Diese Modelle ersetzen den technischen
Klassenentwurf, der in dieser Arbeit nicht weiter ber

ucksichtigt wird.
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ahrend im Rahmen von Objectory eine objektorientierte Analyse des Anwendungsbereichs und
ein objektorientierter Systementwurf durchgef

uhrt werden, handelt es sich bei ProSet [DFG+92,
DFH+95] um eine imperative Programmiersprache. ProSet bietet jedoch Konzepte an, die in
Teilbereichen eine objektorientierte Programmierung zulassen.
Im folgenden werden die Konzepte, die nach Jacobson et al. von einer objektorientierten Pro-
grammiersprache gefordert werden [JCJ

O93, S. 84], im Zusammenhang mit ProSet betrachtet.
Bei den geforderten Konzepten handelt es sich um
 Objekte, in denen Operationen gekapselt sind und die einen Zustand besitzen,
 Klassen und Instanzen,
 Vererbung und
 Polymorphie.





dargestellt werden. Die Operationen werden in Form von Prozeduren implementiert. Die
Zust

ande werden in Variablen gespeichert.
Klassen und Instanzen: Klassen entsprechen ProSet-Moduln. Die Instanzen der Klassen ent-
sprechen den Modulinstanzen.
Vererbung: Die Vererbung wird durch ProSet nicht unterst

utzt.
Polymorphie: Nach Jacobson et al. bedeutet Polymorphie, da der Initiatior einer Kommunika-
tion mit einem beliebigen Objekt A nicht die Klasse dieses Objektes A kennt [JCJ

O93, S.
























O93, S. 190]. Das Objekt B ist der Initiator einer
Kommunikationmit dem Objekt A. Um Aktionen im
Objekt A zu veranlassen, sendet das Objekt B einen





rungen zum Stimuluskonzept siehe Jacobson et al.
[JCJ

O93, S. 47]). Im Rahmen der dargestellten Kom-
munikationsbeziehung kann eine Reaktion auf diesen




Wenn Polymorphie genutzt werden soll, darf das Ob-
jekt A zu einer beliebigen Klasse geh

oren. Diese Klas-






ullen, wird im folgenden vorgestellt.
Das Objekt A wird im ProSet-Programm durch ei-
ne Modulinstanz A repr

asentiert. Das Objekt B wird
durch eine ProSet-Modulinstanz B dargestellt. Die
ProSet-Modulinstanz A wird persistent gemacht.
Zur Simulation des Sendens eines Stimulus vom Ob-
jekt B an das Objekt A l

adt die Modulinstanz B des
ProSet-Programms zun

achst innerhalb einer Pro-
zedur die persistente Modulinstanz A. Anschlieend
wird in der Prozedur der Modulinstanz B, in der die
persistente Modulinstanz A geladen wurde, eine Pro-
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nes Stimulus.
Der Stimulus, der vom Objekt B an das Objekt A
gesendet werden k

onnte z.B. die Bezeichnung stimu-
lus von A nach B haben. In diesem Fall k

onnte Imple-




-- Hier koennten sich noch
-- Schnittstellendefinitonen
-- fuer den Export und den














-- Der Variablen Parameter wurde vor dem
-- Aufruf der Prozedur
-- stimulus_senden_und_reaktion_empfangen






hidden persistent A: "P_File_mit_Instanz_A";
-------------------------------------------
-- Das P-File "P_File_mit_Instanz_A"




-- Jetzt wird der Stimulus von A nach B







Weder der Modul zu A noch die Instanz A m

ussen
bei der hier vorgestellten M

oglichkeit zur Abbildung
der Polymorphie auf ein ProSet-Program in der Im-




Damit stellt die Vererbung das einzige von Jacobson et al. f

ur eine objektorientierte Program-
miersprache geforderte Konzept dar, das durch ProSet nicht unterst

utzt wird. Die fehlende Un-
terst

utzung bei der Abbildung von Vererbungsbeziehungen durch ProSet wirkt sich bei den in
dieser Diplomarbeit betrachteten Fallbeispielen, abh

angig von der betrachteten Art des Prototy-
ping, unterschiedlich aus:
Exploratives Prototyping: Der Prototyp f

ur exploratives Prototyping basiert in der Diplomar-
beit auf demAnwendungsfallmodell, dem Problembereichsmodell und einem Teil des Analyse-
modells, in dem die ben

otigten Datenobjekte und die Beziehungen zwischen den Datenobjek-
ten dargestellt werden (siehe Abschnitt 2.4.1). Hier kann es vorkommen, da Vererbungsbezie-





durch die verwendete Software oder Hardware ergeben, erst im Objectory-Entwurfsmodell
ber






otigten Vererbungsbeziehungen auf ein ProSet-Programm wird bei der
Beschreibung des Fallbeispiels eingegangen (siehe Abschnitt 3.5).
Experimentelles Prototyping: Der Prototyp zum experimentellen Prototyping wird als
Erg

anzung des Entwurfsmodells erstellt. Im Entwurfsmodell werden bereits Einschr

ankun-





Welche objektorientierten Konzepte im Entwurfsmodell benutzt werden, h

angt davon ab,
in welcher Zielsprache das Software-System implementiert werden soll. Die Zielsprache ist
die Programmiersprache, in der das System, mit dem die Anwender arbeiten, implementiert
wird. Diese Sprache kann sich von der Sprache, in der Prototypen des Anwendungssystems
erstellt werden, unterscheiden. Bei dem betrachteten Fallbeispiel wird davon ausgegangen,
da auch die Zielsprache des Software-Systems keine Vererbung anbietet.





angt davon ab, ob anhand des Prototyps erstellte Teile des Entwurfsmodells getestet werden
sollen oder ob anhand des Prototyps auf der Basis des Analysemodells Erkenntnisse f

ur die
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Entwicklung des Entwurfsmodells gewonnen werden sollen. W

ahrend bei dieser Diplomar-




Auf die in der Diplomarbeit zum experimentellen Prototyping ben

otigten Konzepte wird im
Abschnitt 4.6 detailliert eingegangen.
Evolution

ares Prototyping: Die Einschr

ankungen, die durch ProSet vorgegeben sind, werden
bereits im Objectory-Entwurfsmodell ber

ucksichtigt. Das Problem, Konzepte auf ProSet-
Programme abzubilden, die durch ProSet nicht unterst






In diesem Kapitel wird die Modellierung eines Systems zur Bibliotheksverwaltung als Beispiel zum
explorativen Prototyping betrachtet. Im Rahmen eines
"
realen\ Projektes sollte der zu erstellen-
de Prototyp dazu dienen k

onnen, die Anforderungen an das zu entwickelnde System zwischen
Anwendern und Software-Entwicklern zu kl






Vorgehensweise bei diesem Fallbeispiel gegeben. Die darauf folgenden Abschnitte beschreiben die
einzelnen Phasen bis zur Erstellung des Prototyps detaillierter. Abschnitt 3.2 beschreibt die der-
zeitige Praxis bei der Verarbeitung der anfallenden Daten in einer Bibliothek. Im Abschnitt 3.3
werden die Anforderungen vorgestellt, die an das zu modellierende System und an den Prototyp ge-
stellt werden. Im Abschnitt 3.4 wird auf den Objectory-Entwicklungsproze bis zur Erstellung des
ProSet-Prototyps eingegangen. Abschnitt 3.5 beschreibt die Erzeugung des ProSet-Prototyps
aus den erstellten Objectory-Modellen. Eine Zusammenfassung der gewonnenen Erkenntnisse be-
ndet sich im Abschnitt 3.6.
3.1 Vorgehensweise
Prototypen, die beim explorativen Prototyping erstellt werden, sind Hilfsmittel, um die Anforde-
rungen an ein System zu spezizieren (siehe Abschnitt 2.3.1). Der zu erstellende Prototyp soll als
Prototyp im engeren Sinne (siehe Abschnitt 1.2) als Erg

anzung zumObjectory-Anforderungsmodell
(siehe Abschnitt 2.1) erstellt werden.
Das Vorgehen im Entwicklungsproze bis zur Erstellung des ProSet-Prototyps, das bei diesem
Fallbeispiel angewendet wird, wird im folgenden vorgestellt.





aumer et al. [BGZ95] die Beschreibung von Szenarien, in denen typische Situationen aus dem
Anwendungsbereich dargestellt werden, vor (siehe Abschnitt 2.2). In dieser Diplomarbeit wird auf
die Beschreibung einzelner Szenarien verzichtet. Stattdessen wird eine allgemeine Beschreibung des
Ist-Zustandes im Abschnitt 3.2 gegeben. Eine vollst

andige Analyse des Anwendungsbereichs und
eine ausf

uhrliche Beschreibung von Szenarien h

atte wesentlich mehr Zeit erfordert, als im Rahmen
dieser Diplomarbeit zur Verf

ugung stand. Begrie, die f

ur die weitere Software-Entwicklung als





sich im Zusatzdokument zu dieser Diplomarbeit.
Die Beschreibung des Ist-Zustandes bildet die Grundlage f

ur eine informelle Beschreibung
der Anforderungen, die an das zu entwickelnde System gestellt werden. Anschlieend werden die
ben






Modelle erfolgt, wird auf diese Modelle im folgenden nur kurz eingegangen.
Anwendungsf

alle (siehe Abschnitt 2.1) beschreiben in der Terminologie des Glossars, wie mit
dem zuk





Im Problembereichsmodell werden Objekte aus dem Problembereich jedes einzelnen Anwen-
dungsfalls und ihre Beziehungen zueinander dargestellt. Das Problembereichsmodell unterscheidet
sich von dem Glossar. W

ahrend im Glossar s

amtliche Begrie beschrieben werden, die zur Her-
ausbildung einer einheitlichen Projektsprache (siehe Abschnitt 2.2) notwendig sind, umfat das






ur ein Objekt kann eine Entsprechung im Problembereich des betrachteten Fallbeispiels
gefunden werden.
 Die durch ein Objekt repr

asentierte Information wird nicht in einem Attribut zu einem ande-
ren Objekt gespeichert. Der Begri Attribut wird gem

a der Beschreibung von Jacobson et al.
verwendet [JCJ

O93, S. 185.]. Attribute werden demnach von Objekten benutzt, um Infor-
mationen zu speichern. Unter welchen Bedingungen f

ur eine Information ein eigenst

andiges
Objekt modelliert werden soll bzw. unter welchen Bedingungen Informationen in Attributen
gespeichert werden sollen, wird bei Jacobson et al. diskutiert [JCJ

O93, S. 188].
So wird im Glossar des betrachteten Fallbeispiels z.B. die ISBN eines Buches, mit deren
Hilfe B







ahrend sie im Problembereichsmodell
vernachl





ankung des Problembereichsmodells auf die Objekte, die die oben beschrie-
benen Bedingungen erf

ullen, soll verhindert werden, da das Problembereichsmodell durch






Attribute von Objekten werden im Problembereichsmodell noch nicht dargestellt. Die Menge der










atzlich zum Anwendungsfallmodell und zum
Problembereichsmodell noch Schnittstellenbeschreibungen (siehe Abschnitt 2.1). Da Benutzer-
schnittstellen in dieser Diplomarbeit jedoch nur eine untergeordnete Rolle spielen (siehe Abschnitt
1.2) und Schnittstellen zu fremden Systemen nicht existieren, wird auf Schnittstellenbeschreibun-
gen im Anforderungsmodell verzichtet.
Obwohl der zu erstellende ProSet-Prototyp in erster Linie das Objectory-Anforderungsmodell
erg

anzen soll, wird wegen des groen Umfangs dieses Fallbeispiels vor der Implementierung des
Prototyps noch ein Teil des Analysemodells erstellt, in dem die Beziehungen zwischen den ben

otig-
ten Datenobjekten bzw. zwischen den Klassen dieser Objekte dargestellt sind (Abschnitt 3.4.2.
Hier werden im Gegensatz zum Problembereichsmodell auch Attribute von Objekten modelliert.
Anschlieend wird der Prototyp erstellt (siehe Abschnitt 3.5).
3.2 Ist-Analyse
Die folgende Beschreibung des Ist-Zustandes einer Bibliothek orientiert sich an der Bereichsbiblio-
thek Informatik der Universit





In der Bereichsbibliothek Informatik sind B






ur den Fachbereich Informatik der Universit






zern der Bibliothek ausgeliehen werden. Zeitschriftenhefte und Zeitschriftenb

ande werden nicht
verliehen. Es gibt drei Gruppen von Benutzern, die berechtigt sind, B

ucher aus der Bibliothek
auszuleihen:
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ur maximal ein Semester ausleihen.









ur maximal vier Wochen ausleihen.









Ausgenommen von dieser Regelung sind B


















ussen einen Benutzerausweis der Zentralbibliothek der Uni-
versit

at Dortmund besitzen. Eine eigene Kartei oder Datenbank der Bereichsbibliothek, in der die
Namen der zum Ausleihen berechtigten Personen abgelegt sind, existiert nicht. Die Daten die-
ser Personen sind in einer Datenbank der Zentralbibliothek gespeichert. Entliehene B

ucher und





Mahnungen manuell erstellt werden.
Der B

ucherbestand der Bereichsbibliothek wird zentral in einer Datenbank des Hochschul-
Bibliotheksinformationszentrums (HBZ) in K













ucher werden in der Bereichsbibliothek mit Hilfe eines Software-Systems kata-
logisiert. Unter dem Begri Katalogisierung wird im Bibliotheksbereich das Erfassen der Daten von
B

uchern oder Zeitschriften verstanden. Die Daten werden elektronisch an das HBZ gesendet. Wenn
ein neues Buch bereits im Datenbestand einer weiteren an das HBZ angeschlossenen Bibliothek
katalogisiert ist, k

onnen die bereits gespeicherten Daten

ubernommen werden. Der Bibliothekar
mu nur die Daten eingeben, die von den

ubernommenen Daten abweichen.
Der Katalog, in dem Bibliotheksbenutzer per Computer nach B

uchern der Bereichsbibliothek
Informatik sowie aller anderer Bibliotheken der Universit






at Dortmund bereitgestellt. Hierzu verwaltet das Hochschul-




anden der Bibliotheken der Universit

at
Dortmund. Die Daten hierf





Der Zeitschriftenbestand der Bereichsbibliothek ist in der zentralen Zeitschriftendatenbank





theken und von anderen groen Bibliotheken gespeichert. Die Erfassung von Zeitschriften funk-
tioniert analog zu der Erfassung von B

uchern. Es existiert jedoch kein Publikumskatalog, in dem














der ZDB erfaten Zeitschriften auf Mikroches.
Die Daten der Mitarbeiter und der Ger

ate sind in Datenbanken der Zentralbibliothek der Uni-
versit

at Dortmund gespeichert. Unter Ger






atzlich vorhandenene Inventar der Bibliothek verstanden (z.B. Computer, Tische).
3.3 Beschreibung der Anforderungen an das System und an
den Prototyp
Bei der Beschreibung der Anforderungen dient die Ist-Analyse aus dem Abschnitt 3.2 als Grundlage.
Zugunsten einer umfangreicheren Datenmodellierung wird bei dem zu erstellenden System an den
folgenden Stellen von den in der Ist-Analyse beschriebenen Grundlagen abgewichen.
Verwaltung des Personals und der Ger

ate: Das zu entwerfende System soll die M

oglichkeit
bieten, Daten des Personals und der Ger

ate der Bibliothek zu verwalten. Diese M

oglichkeit
wird von der Bereichsbibliothek Informatik nicht ben

otigt, weil Daten des Personals und der
Ger

ate von der Zentralbibliothek der Universit

at Dortmund verwaltet werden.
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Verwaltung der Daten der Benutzer: Im Gegensatz zur Bereichsbibliothek Informatik wer-
den Namen und Adressen der Benutzer der Bibliothek gespeichert.
Online-Literaturrecherche f

ur Zeitschriften: Das zu entwerfende System soll die M

oglichkeit




Insgesamt sollen die folgenden Leistungen eines Bibliotheksverwaltungssystems durch den er-
stellten Prototyp simuliert werden:
Verwaltung des B





onnen in einer Daten-







Verwaltung des Zeitschriftenbestandes: Daten von Zeitschriften k

onnen in einer Datenbank
aufgenommenwerden. Es ist m

oglich, alte Daten zu

andern oder zu l

oschen. Es werden sowohl
die zu einer Zeitschrift vorhandenen einzelnen Hefte als auch Zeitschriftenb

ande verwaltet.
Verwaltung der Benutzer: Daten

uber die Benutzer der Bibliothek werden gespeichert. Dabei
soll es m

oglich sein, verschiedene Benutzergruppen mit unterschiedlichen Rechten zu ver-





einzelnen Gruppen gespeichert werden, k

onnen exibel an die Erfordernisse der Bibliothek
angepat werden. Sie sind nicht starr durch das Programm vorgegeben.
Verwaltung der ausgeliehenen B

ucher, Zeitschriftenhefte und Zeitschriftenb

ande: Es
wird gespeichert, wer welche B

ucher, Zeitschriftenhefte und Zeitschriftenb

ande ausgeliehen
hat und bis wann die B










atzlich wird die M

oglichkeit angeboten, die Fristen f

ur einzelne Entleihungen




















onnen ermittelt werden. Eine solche Funktion kann bei einer sp

ateren Erweiterung des Pro-
totyps dazu ausgebaut werden, direkt Mahnungen zu erstellen.
Suchen von B






und Zeitschriften zu suchen. Dabei k

onnen sowohl die Best

ande der eigenen Bibliothek durch-
sucht werden als auch die Best











onnen nicht manipuliert werden. Wird nach einer Zeitschrift gesucht, zeigt das
Programm, welche Hefte und welche B

ande zu der gesuchten Zeitschrift in der Bibliothek
vorhanden sind.
Verwaltung des Personals und der Ger

ate: Das System bietet an, die Daten der Ger

ate und
des Personals zu speichern, abzufragen, zu ver








andigen System zur Bibliotheksverwaltung weist der zu erstellende Pro-
totyp die folgenden Einschr

ankungen auf:
Keine automatische Bestellung von B

uchern: Die automatische Bestellung von neuen
B

uchern wird nicht durch den Prototyp simuliert, da kein Modell eines Systems existiert,





ankungen bei den erfaten Daten: Bei der elektronischen

Ubermittlung von Daten
an das HBZ gibt es feste Regeln, nach denen die B

ucher katalogisiert worden sein m

ussen.
Diese Regeln schreiben vor, welche Informationen in welcher Form zu verschiedenen Arten
von B

uchern erfat werden. Jedem Datum, das zu einem Buch erfat werden kann, ist eine
eindeutige Nummer zugeordnet (die Nummer 520 steht z.B. f

ur den Verlag eines Buches).
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Hierbei gibt es mehrere hundert verschiedene Nummern. Bei der Katalogisierung eines ein-
zelnen Buches werden von diesen Nummern immer nur wenige ben

otigt.
Da eine Modellierung der Daten der B

ucher mitmehreren hundert Attributen f

ur exploratives
Prototyping zu umfangreich w












ur das System zur Bibliotheksverwaltung wird auf der Basis des Objectory-
Anforderungsmodells sowie einer zus

atzlichen Beschreibung der Beziehungen zwischen den ben

otig-
ten Datenobjekten erstellt. Hierf

ur wird bereits das Analysemodell verwendet. Das erstellte Anfor-
derungsmodell und der erstellte Teil des Analysemodells werden in diesem Abschnitt vorgestellt.
3.4.1 Das Anforderungsmodell
Das Anforderungsmodell besteht im allgemeinen aus dem Anwendungsfallmodell, dem Problem-
bereichsmodell sowie aus Schnittstellenbeschreibungen (siehe Abschnitt 2.1). Da Schnittstellenbe-
schreibungen bei dem hier betrachteten Fallbeispiel nicht ber

ucksichtigt werden (siehe Abschnitt
3.1), besteht das Anforderungsmodell nur aus dem Anwendungsfallmodell und aus dem Problem-
bereichsmodell.
Das Anwendungsfallmodell
Das Anwendungsfallmodell besteht aus 32 verschiedenen Anwendungsf

allen und den vier Akteuren
Bibliothekar, Verwaltungsangestellter, Systemverwalter und Bibliotheksbenutzer. Die Vererbungshier-















Zwischen den Akteuren und den Anwendungsf

allen sind in dieser Abbildung gerichtete Kanten
eingetragen. Diese Kanten zeigen an, da zwischen Instanzen der Akteure und Anwendungsfallin-
stanzen Stimuli ausgetauscht werden (zur Erl

auterung des Stimuluskonzeptes siehe [JCJ

O93, S.
47]). In Objectory werden diese Beziehungen bereits als
"
communication\-Beziehungen [Ory94b,
S. 10] bezeichnet. Hier zeigen sich leichte Abweichungen zwischen der Terminologie, die in der
Objectory-Dokumentation benutzt wird, und der Terminologie, die Jacobson et al. verwenden.





ur die Kommunikation zwischen Objekten [JCJ

O93,
S. 190], aber nicht f

ur die Kommunikation zwischen Anwendungsfallinstanzen und Instanzen von
Akteuren.
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Neues Buch aufnehmen
Daten eines Buches modifizieren
Löschen der Daten eines Buches
Neues Zeitschriftenheft aufnehmen




















Einhaltung der Leihfristen kontrollieren
Daten eins Zeitschriftenbandes löschen
Daten eines Zeitschriftenbandes modifizieren




Daten eines Bibliotheksbenutzers löschen
Bibliothekar





































In der Diplomarbeit wird f

ur die in der Abbildung 3.2 dargestellten Beziehungen die Bezeich-
nung
"
communication\-Beziehung verwendet, wie es in Objectory vorgesehen ist. Eine Kante, die
bei einem Akteur beginnt und bei einem Anwendungsfall endet, zeigt an, da eine Instanz des
Akteurs Stimuli an eine Instanz des Anwendungsfalls senden kann, um dort die Ausf

uhrung von
Operationen zu veranlassen (z.B. zum Start einer Anwendungsfallinstanz). Eine Kante, die bei
einem Anwendungsfall beginnt und bei einem Akteur endet, zeigt an, da eine Instanz des Anwen-
dungsfalls Stimuli an eine Instanz des Akteurs senden kann (z.B. zur Ausgabe einer Fehlermeldung).
Zus

atzlich kann zu einer
"





communication\-Beziehung, die bei einem Akteur beginnt und bei einem Anwendungs-
fall endet, gibt die Kardinalit

at an, mit wievielen Instanzen des betroenen Anwendungsfalls eine
Instanz des Akteurs gleichzeitig kommunizieren kann. Bei einer
"
communication\-Beziehung, die
bei einem Anwendungsfall beginnt und bei einem Akteur endet, gibt die Kardinalit

at an, an wie-
viele Instanzen dieses Akteurs Stimuli gesendet werden, wenn eine Instanz dieses Anwendungsfalls
ausgef








tion\-Beziehungen, die zwischen Akteuren und Anwendungsf

allen modelliert sind, vorausgesetzt,
sofern in dem Textteil, in dem eine Kommunikationsbeziehung erl

autert wird, keine anderen An-
gaben hierzu gemacht werden.
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Im folgenden ist exemplarisch die Beschreibung des Anwendungsfalls Neues Buch aufnehmen
aufgef








alle bendet sich aus Platzgr








alle wird in Tabelle 3.1 gegeben.




oglicht die Aufnahme der Da-
ten eines neu angeschaten Buches.
Auswahl der Art der Katalogisierung





gesucht werden soll, um Daten zu

ubernehmen oder ob
die Katalogisierung des neuen Buches durchgef

uhrt wer-
den soll, ohne alte Daten zu

ubernehmen. Alternativ
kann er die Ausf

uhrung dieses Anwendungsfalls vorzei-
tig abbrechen. Soll nach B

uchern gesucht werden, um
Daten zu

ubernehmen, wird eine Liste der Kataloge aus-
gegeben, in denen nach Daten gesucht werden kann. Der
Bibliothekar w








ahlt wurde, da bereits gespeicherte Daten

ubernommen werden sollen, werden die Suchkriterien,
nach denen B











angegeben werden. Alternativ kann auf die Suche ver-
zichtet oder die Katalogisierung vorzeitig abgebrochen
werden. Durch die Auswahl des Befehls Zur

ucksetzen
werden alle Eingaben gel

oscht. Die Suchkriterien k

onnen
dann noch einmal neu eingegeben werden.
Anzeige der B







Die Anzeige von B

uchern wird nur dann durchgef

uhrt,





ucherkataloge durchsucht werden sollen.
Der Bibliothekar kann
sich die Daten der gefundenen B

ucher anzeigen lassen,
die Daten eines gefundenen Buches f











den gesamten Katalogisierungsvorgang abbrechen.
Wenn die Anzeige der B

ucherdaten beendet und mit der
Katalogisierung begonnen werden soll oder wenn die Ka-
talogisierung vollst

andig abgebrochen werden soll, wird
vorher zun

achst noch eine Abfrage durchgef

uhrt, bei der




Die Daten des Buches, das katalogisiert werden soll,
werden eingegeben. Jeder m

oglichen Datenart (z.B. Au-
tor, Titel) ist eine Zahl eindeutig zugeordnet. Diese Zahl
wird zuerst eingegeben, um die Art des einzugebenden
Datums auszuw

ahlen. Anschlieend wird der Wert des
Datums eingegeben. Wurden f

ur die Katalogisierung be-






ussen nur die Daten eingegeben wer-
den, die von den







ubernehmen. Alternativ kann er den
Befehl Abbrechen w

ahlen und damit auf die Aufnahme
der neuen Daten verzichten und die Ausf

uhrung die-
ses Anwendungsfalls vorzeitig beenden. Wird Abbrechen
gew

ahlt, mu der Bibliothekar seine Entscheidung in ei-
ner zus












uchern festzulegen. Zu jeder Benutzergruppe
werden alle erlaubten Leihfristen angezeigt. Der Biblio-
thekar w






gen der Leihfristen f





ufung der eingegebenen Daten
Die Daten, die dem neuen Buch zugeordnet wurden,
werden angezeigt. Der Bibliothekar kann
noch einmal zur Stelle Katalogisierung zur

uckkehren,
um einzelne Daten zu ver

andern,








ubernehmen und die Katalogisierung
beenden.
Wenn die Katalogisierung beendet werden soll, ohne
die eingegebenen Daten zu

ubernehmen, wird noch ei-
ne Abfrage durchgef








ur das katalogisierte Buch wird vom Programm ei-
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zugeordnet sind. Wurde versucht, ein Buch aufzuneh-
men, bei dem ein Teil dieser Angaben fehlt, wird eine
Fehlermeldung ausgegeben. Das Programm springt an-






Wenn der Anwender des Programms kein Zugrisrecht
f






wird eine Fehlermeldung ausgegeben. Dieser Anwen-
dungsfall kann dann nicht ausgef

uhrt werden.
Die Suche nach B

uchern (Stelle Suche nach B

uchern) ist auch im Anwendungsfall Literaturre-
cherche B










uchern, der von den Anwendungsf

allen Neues Buch aufnehmen und Literaturrecherche
B






uses\-Beziehungen an, um Beziehungen zwi-
schen Anwendungsf

allen zu beschreiben. Eine detaillierte Beschreibung dieser Beziehungsarten, ih-
rer Unterschiede und eine Gegen

uberstellung der Vor- und Nachteile, die sich durch die Nutzung
dieser Beziehungen ergeben, wird bei Jacobson et al. [JCJ

O93, S. 163., S. 170.] gegeben. Gem

a
der Empfehlung von Jacobson et al. wird bei dem vorgestellten Beispiel die Erstellung eines um-
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Anwendungsfall Beschreibung
Ausleihobjekt reservieren Der Bibliothekar reserviert Ausleihobjekte f

ur einen Bibliotheksbenutzer.
Ausleihobjekte ausgeben Ausleihobjekte werden an einen Bibliotheksbenutzer verliehen. Daten der











Der Systemverwalter legt fest, auf welche externen Datenbanken, die
B

ucherkataloge enthalten, lesend zugegrien werden kann.
Beschreibung erreichbarer Zeitschrif-
tenkataloge
Der Systemverwalter legt fest, auf welche externen Datenbanken die Zeit-
schriftenkataloge enthalten, lesend zugegrien werden kann.
Bibliotheksbenutzerdaten ansehen Die zu einem Bibliotheksbenutzer gespeicherten Daten werden angezeigt.
Bibliotheksbenutzerdaten
modizieren













Die zu einem Bibliotheksbenutzer gespeicherten Daten werden gel

oscht.









Der Bibliothekar entfernt einen Zeitschriftenband aus dem Bestand der
Ausleihobjekte der Bibliothek. Die Ausleihnummer dieses Zeitschriften-
bandes wird aus dem Datenbestand gel

oscht.
Daten eines Zeitschriftenbandes mo-
dizieren
Der Bibliothekar kann die Leihfristen, die f

ur einen Zeitschriftenband ein-
getragen sind, oder die Signatur eines Zeitschriftenbandes modizieren.
Daten eines Zeitschriftenheftes mo-
dizieren





den. Neben den spezischenDaten zu einemZeitschriftenheft k

onnenauch
die allgemeinen Daten der zugeh

origen Zeitschrift modiziert werden.
Einhaltung der Leihfristen kontrollie-
ren






























oschen Die zu einem Ger

















angern Die Leihfrist f






ucher Der Bibliothekar oder ein Bibliotheksbenutzer sucht nach B

uchern.
Literaturrecherche Zeitschriften Der Bibliothekaroder ein Bibliotheksbenutzersucht nach einer Zeitschrift,
nach einem Zeitschriftenheft oder nach einem Zeitschriftenband.
L






oschen der Daten eines Zeitschrif-
tenbandes





oschen der Daten eines Zeitschrif-
tenheftes
Daten eines Zeitschriftenheftes werden gel

oscht.




oschen Die Daten eines Mitarbeiters werden aus der Personaldatenbank gel

oscht.
Mitarbeiterdaten modizieren Der Verwaltungsangestellte





Daten eines neuen Bibliotheksbenutzers werden gespeichert.
Neuen Mitarbeiter aufnehmen Die Daten eines Mitarbeiters werden gespeichert.
Neues Buch aufnehmen Die Daten eines neu angeschaten Buches k

onnen gespeichert werden.
Neues Zeitschriftenheft aufnehmen Daten eines Zeitschriftenheftes werden in den Zeitschriftenkatalog aufge-
nommen. Wenn es sich bei dem Zeitschriftenheft um das erste Heft einer
Zeitschrift handelt, werden auch die Daten der Zeitschrift eingegeben.
Reservierungen stornieren Reservierungen von Ausleihobjekten werden storniert.
Zeitschriftenband als Ausleihobjekt
aufnehmen
Der Bibliothekar nimmt einen Zeitschriftenband in den Bestand der Aus-
leihobjekte der Bibliothek auf.
Tabelle 3.1: Beschreibung der Anwendungsf

alle.
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Das Problembereichsmodell
Bei der Identikation von Objekten f

ur das Problembereichsmodell werden zun

achst nur die Ma-
terialien des Anwendungsbereichs erfat. Bei den Materialien kann es sich sowohl um konkrete
als auch um abstrakte Dinge, wie z.B. Leihfristen, handeln (siehe Abschnitt 2.2). Werkzeuge sind
nicht aufgef






den Anwendungsbereich gegeben wird, w

ahrend auf eine detaillierte Beschreibung einzelner Sze-
narien (siehe Abschnitt 2.2) verzichtet wird. Bei einer detaillierten Beschreibung von Szenarien,
h

atten auch benutzte Werkzeuge identiziert werden k






unden im Rahmen der Diplomarbeit jedoch nicht m

oglich. Da nach Gryczan und
Z










ange\ geben, jedoch nur
"





onnen, sollte das Fehlen der Werkzeuge im Problembereichsmodell keinen Einu auf
die weitere prinzipielle Vorgehensweise bei der Systementwicklung haben.
Zus

atzlich werden die handelnden Personen als Objekte erfat. Obwohl Personen bei einer stren-




aumer et al. (siehe Abschnitt 2.2) keine Materialien
sind, werden auch diese Objekte bei der weiteren Beschreibung dieses Fallbeispiels als Materialob-
jekte angesehen. Der Grund f

ur die Modellierung der handelnden Personen als Objekte wird im
folgenden dargestellt:
Die Metaphern Werkzeug und Material werden bei der Entwicklung von Systemen
benutzt, die zur Unterst






gedacht sind. Bei dem betrachteten Fallbeispiel soll jedoch ein System entworfen wer-




utzt werden, die in der Bereichsbibliothek
nicht durchgef

uhrt werden (siehe Abschnitt 3.3). Insbesondere f

ur die Verwaltung der
Daten von Mitarbeitern und Bibliotheksbenutzern k

onnen daher keine Materialien ge-
funden werden. Da diese Daten jedoch ben

otigt werden, werden die Personen direkt als
Objekte in das Problembereichsmodell aufgenommen. Auch durch eine Orientierung
am Ist-Zustand der Zentralbibliothek k

onnen die fehlenden Materialien nicht gewon-
nen werden, weil hier bereits computergest

utzte Systeme eingesetzt werden, die aber
nicht auf den Metaphern Werkzeug und Material basieren. Dies soll am Beispiel der
Bibliotheksbenutzer verdeutlicht werden:
Beispiel: Ein typisches Material, das bearbeitet
wird, um Bibliotheksbenutzerdaten aufzunehmen,
w

are ein Aufnahmebogen. In der Bereichsbiblio-
thek Informatik sind jedoch weder ein Aufnah-
mebogen noch andere Materialien vorhanden, die
bearbeitet werden, um Daten von Bibliotheksbe-
nutzern aufzunehmen.Dies liegt daran, da Daten




ur die Aufnahme von Bibliotheksbe-
nutzerdaten relevant sind, werden bei diesem Fall-
beispiel deshalb aus dem Problembereich der Zen-
tralbibliothek entnommen. Hier werden die Daten
der Benutzer der Bibliothek mit Hilfe eines com-
putergest

utzten Systems erfat und gespeichert.
Durch den im Rahmen der Diplomarbeit zu er-
stellenden Prototyp wird dieses System simuliert.
Das System zur Erfassung und Speicherung der
Benutzerdaten in der Zentralbibliothek wurde je-




oglicht die Erstellung von unterschiedlich detaillierten Problembereichsmodellen
(siehe Abschnitt 2.1). Bei dem hier betrachteten Fallbeispiel wird ein sehr ausf

uhrliches Problembe-
reichsmodell erstellt. Dabei werden zus

atzlich zur Beschreibung der Objekte des Problembereichs
die Beziehungen dieser Objekte zueinander separat f

ur jeden modellierten Anwendungsfall (sie-
he Abschnitt 3.4.1) beschrieben. Diese ausf

uhrliche Variante des Problembereichsmodells wurde
gew

ahlt, weil der zu erstellende Prototyp in einer sehr fr

uhen Phase des Entwicklungsprozesses
erstellt wird, in der das Analysemodell nur teilweise und nachfolgende Modelle noch nicht erstellt
sind. Durch das ausf

uhrliche Problembereichsmodell soll das Fehlen der nicht erstellten Modelle





alle identizierten Objekten imProblembereichsmodell soll Zusammenh

ange zwischen
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diesen Objekten verdeutlichen.

Uber den im Abschnitt 2.2 vorgestellten fachlichen Klassenentwurf
geht das erstellte Problembereichsmodell weit hinaus.
Das vollst

andige Problembereichsmodell bendet sich im Zusatzdokument, das zu dieser Di-
plomarbeit erstellt wurde. Im folgenden wird aus Platzgr

unden nur der Teil des Problembereichs-
modells, der zum Anwendungfall Neues Buch aufnehmen (siehe Abschnitt 3.4.1) erstellt wurde,
detailliert beschrieben. Die Beziehungen zwischen Objekten aus dem Problembereich dieses An-
wendungsfalls sind in der Abbildung 3.3 skizziert. Die Namen der hier verwendeten Objekte sollten
die Bedeutung dieser Objekte bereits erkl

aren. Eine kurze zus

atzliche Beschreibung zu den Objek-












Abbildung 3.3: Beziehungen zwischen den Objekten aus dem Problembereich des Anwendungsfalls
Neues Buch aufnehmen.
Vererbungsbeziehungen und Objekte vererbender Klassen sind in dieser Abbildung nicht ber

ucksichtigt (die Klasse
des ObjektesBuch erbt z.B. von der Klasse eines ObjektesAusleihobjekt, zur Beschreibung des ObjektesAusleihobjekt
siehe Tabelle 3.2). Die Vererbungshierarchien des Problembereichsmodells sind in der vollst

andigen Beschreibung
des Anforderungsmodells des hier betrachteten Fallbeispiels im Zusatzdokument zur Diplomarbeit enthalten.





Acquaintance\-Beziehungen sind statische Beziehungen zwischen Instanzen,
die beschreiben, da ein Objekt, von dem eine Kante ausgeht, Kenntnis von dem Objekt, auf das
die Kante zeigt, besitzt [JCJ

O93, S. 178]. Die Beschriftung einer Kante gibt an, welche Rolle das
Objekt, auf das die gerichtete Kante zeigt, in Bezug auf das Objekt, von dem die Kante aus-
geht, spielt. Diese Art der Kantenbeschriftung wird von Jacobson et al. anstelle einer Beschriftung
der Kanten mit Verben empfohlen [JCJ

O93, S. 179.]. Durch die Angabe einer Kardinalit

at wird
beschrieben, wieviele Instanzen dem Objekt, von dem die Kante ausgeht, bekannt sind.





ucherdatensammlung: Diese Kante beschreibt eine Instanzbeziehung zwischen dem




ucherkatalog werden alle neuen
B










ucherkatalog und aus B








ubernommen werden, um die Katalogisierung zu erleichtern. Es ist dem






Ubernahme von Daten nutzt.
0..M-Beziehung Grundlage f












uber alle im Problembereichsmodell verwendeten Objekte wird in der Tabelle 3.2





uhrt. Diese Datenbanken sind in der Bereichsbibliothek Informatik nicht vorhanden,
weil die Verwaltung von Daten Ger

aten, Mitarbeiten und Benutzern in der Zentralbibliothek, und
nicht in der Bereichsbibliothek, durchgef

uhrt wird. Da das zu modellierende Bibliotheksverwal-
tungssystem in diesem Bereich

uber die Anforderungen der Bereichsbibliothek hinausgeht, wurden
die Objekte Benutzerdatenbank, Personaldatenbank und Ger

atedatenbank aus dem Problembereich
der Zentralbibliothek

ubernommen. Dies gilt analog f

ur das Objekt Verwaltungsangestellter.
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Objekt/Klasse Beschreibung
Ausleihkarte Entleihungen von Ausleihobjektenwerdenmanuell mit Hilfe von Karteikarten
verwaltet. Diese Karteikarten werden im folgenden als Ausleihkarten bezeich-
net. Mit einer Ausleihkarte werden zu jedem entliehenen Ausleihobjekt die
Daten des Ausleihobjektes und des Entleihers, sowie das Datum der Entlei-
hung erfat.
Ausleihkartei Mit Hilfe der Ausleihkartei werden verliehene Ausleihobjekte und Entleiher
verwaltet.
Ausleihobjekt Ein Ausleihobjekt ist ein Gegenstand, der an Benutzer der Bibliothek verlie-
hen wird.
Benutzerdatenbank In der Benutzerdatenbank sind Daten der Bibliotheksbenutzer gesammelt.
Bibliothekar Der Bibliothekar ist f

ur die Verwaltung der Ausleihobjekte der Bibliothek und
der Daten der Bibliotheksbenutzer zust

andig.
Bibliotheksbenutzer Der Bibliotheksbenutzer f

uhrt mit dem BibliotheksverwaltungssystemLitera-
turrecherchen durch. Er entleiht Ausleihobjekte aus der Bibliothek und mu









ucherkatalog In einem B








ate sind die Inventargegenst





atedatenbank In der Ger







ande,die zum Inventar der Bibliothek geh

oren, werden hier unter
dem Begri Inventargegenstand zusammengefat.
Katalog In einem Katalog sind Daten von Ausleihobjekten erfat.
Leihfrist Die Leihfrist ist der Zeitraum, in dem ein entliehenes Ausleihobjekt vom Bi-
biliotheksbenutzer an die Bibliothek zur

uckgegeben werden mu.
Mitarbeiter Ein Mitarbeiter ist eine Person, die in der Bibliothek arbeitet.
Person Eine Person arbeitet in der Bibliothek oder nutzt die Dienstleistungen der
Bibliothek.
Personaldatenbank In der Personaldatenbank sind die Daten der Mitarbeiter der Bibliothek
gespeichert.
Systemverwalter Der Systemverwalter sorgt f

ur die Einrichtung und Wartung der eingesetzten
Soft- und Hardware.




Zeitschrift Eine Zeitschrift bezeichnet eine Menge aller Zeitschriftenhefte mit demsel-
ben Titel, die zu dem Themenbereich der Zeitschrift herausgegeben werden.




alt den Inhaltmehrerer verschiedenerZeitschriften-
hefte einer Zeitschrift. Die Menge der Zeitschriftenb

ande ist eine Teilmenge
der Menge der Ausleihobjekte. Ein Zeitschriftenband kann einer Zeitschrift
eindeutig zugeordnet werden.
Zeitschriftenheft Die Menge der Zeitschriftenhefte ist eine Teilmenge der Menge der Ausleihob-
jekte einer Bibliothek. Es enth

alt mehrere Artikel und kann einer Zeitschrift
eindeutig zugeordnet werden.
Zeitschriftenkatalog In einem Zeitschriftenkatalog sind Daten von Zeitschriften und den zugeh

ori-







uber Objekte bzw. Klassen des Problembereichsmodells.
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3.4.2 Das Analysemodell
Der zu erstellende Prototyp dient als Erg

anzung des Objectory-Anforderungsmodells. Wegen des
groen Umfangs dieses Fallbeispiels wird zus

atzlich zu den Modellen des Anforderungsmodells noch
ein Teil des Analysemodells erstellt. Hier werden alle Objekte ber

ucksichtigt, die zur Speicherung




O93, S. 184]. Diese
Objekte werden weitgehend aus dem Problembereichsmodell

ubernommen. An einigen Stellen wird
jedoch vom Problembereichsmodell abgewichen. So benden sich im Analysemodell Objekte, die






ur die Abweichungen vom Problembe-
reichsmodell werden im Verlauf dieses Abschnitts noch erl

autert.
Analog zum Abschnitt 3.4.1 werden auch bei der Beschreibung des erstellten Teil des Ana-
lysemodells zun

achst exemplarisch die Objekte, die zum Anwendungsfall Neues Buch aufneh-
men geh

oren, beschrieben. Diese Objekte sind in den Abbildungen 3.4 und 3.5 dargestellt. Das
vollst







Abbildung 3.4: Ein Teil der Vererbungsbeziehungen im Analysemodell.
In der Abbildung 3.4 wird eine Vererbungshierarchie dargestellt. F

ur den Anwendungsfall Neues





ussen jedoch auch die vererbenden Klassen der Objekte Ausleihobjekt und Inventargegenstand
beachtet werden. Die Klassen der Objekte Ger

at, Zeitschriftenband und Zeitschriftenheft sind im
Zusammenhang mit dem hier betrachteten Anwendungsfall unwichtig. Objekte erbender Klassen
besitzen immer alle Attribute und Verweise auf andere Objekte, die bereits f

ur die Objekte der
Vorg

angerklassen deniert wurden (Attribute werden von Objekten zur Speicherung von Informa-
tionen benutzt, siehe Abschnitt 3.1).
Die Verweise und Attribute der Objekte Buch, Ausleihobjekt und Inventargegenstand sind in der
Abbildung 3.5 skizziert. Die in dieser Abbildung aufgef

uhrten Objekte werden im folgenden vor-
gestellt. Dabei wird insbesondere die Modellierung des Objektes Leihfristenkombination motiviert.
Das Objekt Inventargegenstand: Zu jedem Gegenstand, der zum Inventar der Bibliothek geh

ort,
werden eine eindeutige Inventarnummer und das Inventarisierungsdatum gespeichert.
Die Objekte Ausleihobjekt und Leihfristenkombination: Die Menge der Ausleihobjekte ist eine
Teilmenge der Menge des gesamten Inventars der Bibliothek. Sie umfat alle Gegenst

ande, die





ublicherweise mit einer bibliotheksinternen Nummer, der Signatur,
versehen. Ausleihobjekte d

urfen nur eine begrenzte Zeit ausgeliehen werden. Diese Zeit wird







der Leihfrist. Dabei l

age es nahe, die Leihfristen und die Verl

angerungen von Leihfristen
















































Objekt A mit einem Attribut vom Typ B
Attribut eines Objektes
B












uhrung des Objektes Leihfristenkombination siehe Beschreibung der Objekte Ausleihobjekt
und Leihfristenkombination.
als Attribute zum Objekt Ausleihobjekt zu speichern, wie es Abbildung 3.6 skizziert ist. Die
Leihfristen und die Verl

angerungen werden nach der Darstellung in der Abbildung 3.6 als
Tupel mit ganzen Zahlen gespeichert. F

ur jede Benutzergruppe der Bibliothek existiert ein
Eintrag im Tupel, in dem die Anzahl der Tage angegeben ist, die ein Ausleihobjekt von An-
geh

origen dieser Gruppe entliehen werden darf. Bei einer Modellierung gem

a Abbildung 3.6
wird jedoch nicht ber






leihobjekt individuell festgelegt werden. Ausleihobjekte werden in Gruppen eingeteilt (siehe
auch Abschnitt 3.2). Probleme, die bei der individuellen Festlegung von Leihfristen f

ur jedes
einzelne Ausleihobjekt entstehen k

onnen, sollen anhand eines Beispiels verdeutlicht werden:
Beispiel: Grundlage dieses Beispiels ist die Festle-
gung der Leihfristen, wie sie derzeit in der Bereichsbi-
bliothek Informatik der Universit

at Dortmund (siehe
Abschnitt 3.2) zu nden ist. Es gibt drei Benutzer-
gruppen: die Mitarbeiter im Fachbereich Informatik,
die Mitarbeiter anderer Fachbereiche und Studenten.
Verl

angerungen von Leihfristen sind in der Bereichs-







unde daher ausschlielich aus Nullen und
wird in diesem Beispiel nicht weiter betrachtet. Ein-
tr






erster Eintrag: Leihfrist f

ur die Mitarbeiter im
Fachbereich Informatik.
zweiter Eintrag: Leihfrist f

ur die Mitarbeiter an-
derer Fachbereiche.





uchern (ein Buch ist ein Ausleihobjekt,





unde der zweite Eintrag also aus der Zahl 28, weil
Mitarbeiter fremder Fachbereiche diese B

ucher ma-





ur die Benutzergruppe der Mitarbeiter an-





ur die Leihfristen bei jedem Buch, das
in der Bibliothek vorhanden ist und verliehen werden
darf, ge






Anderung sehr viele Daten betroen.
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Ausleihobjekt
Zeichenfolge
Tupel mit ganzen Zahlen






Abbildung 3.6: Nicht realisierter Ansatz zur Modellierung eines Ausleihobjektes.









ogliche Kombination von Leihfristverl

angerungen genau ein Objekt Leihfristenkom-
bination eingef

uhrt (siehe Abbildung 3.5). Ein Objekt Leihfristenkombination besitzt genau
ein Attribut, das so aufgebaut ist, wie es f

ur die Attribute f






angerungen aus Abbildung 3.6 bereits beschrieben wurde. Die Ausleihobjekte be-
sitzen jeweils zwei Referenzen auf Objekte Leihfristenkombination. Eine Referenz zeigt auf




oglichen Entleihergruppen gespeichert sind. Die









oglichen Entleihergruppen gespeichert sind. Bei einer

Anderung von Leihfristen
oder von erlaubten Verl

angerungen der Leihfristen mu jetzt nur noch das Attribut des be-
troenen Objektes Leihfristenkombination ge

andert werden. Die Ausleihobjekte werden nicht
mehr manipuliert.
Das Objekt Buch: Ein Objekt der Klasse Buch besitzt mehrere Attribute. Die Attribute sind
in der Abbildung 3.5 dargestellt. Die Bedeutung der einzelnen Attribute wird durch die
Bezeichnungen der Pfeile beschrieben.
Bei dem dargestellten Modell kann zwischen Attributen, die in jedem Fall vorhanden sein
m

ussen (1-Beziehungen und 1..M-Beziehungen) und Attributen, die weggelassen werden
k

onnen (0..1-Beziehungen und 0..M-Beziehungen), unterschieden werden. Bei dieser Eintei-
lung wurden die folgenden Entscheidungsgrundlagen angewendet:
1. Attribute, nach deren Inhalt nicht im Rahmen einer Literaturrecherche gesucht werden
kann, sind immer frei w

ahlbar. Dies betrit die Attribute zur Ausgabe, zum Umfang,
zur Art und zum Verlagsort des Buches.
2. Attribute, nach deren Inhalt im Rahmen einer Literaturrecherche gesucht werden kann,





ahlbar (die Bezeichnung real existierendes Buch soll den Unterschied zum
Analysemodellobjekt Buch verdeutlichen).
Dies betrit die Attribute, in denen die ISBN und der Verlag gespeichert werden. Bei
internen Ver





aren z.B. keine Da-
ten f

ur diese Attribute vorhanden. Zum anderen m

ussen Schlagworte, mit denen die
Literatursuche unterst

utzt werden kann, nicht notwendigerweise vorhanden sein.






ucherkatalog: In einem B

ucherkatalog sind Daten von B

uchern enthalten.





onnen. In einigen F

allen ist es sinnvoll, von den Vorgaben des
Problembereichsmodells abzuweichen. Dies soll beispielhaft anhand der Abbildung 3.7 dargestellt
werden.
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Objekt B mit einem Attribut vom 
Zwei Objekte sind durch eine
miteinander verbunden
miteinander verbunden







Abbildung 3.7: Objekte, mit Daten f

ur Zeitschriften, Zeitschriftenheften und Zeitschriftenb

anden.
Das Fehlen statischer Beziehungen zwischen den Objekten Zeitschriftenheft und Zeitschriftenband ist beabsichtigt
(die Erl

auterung hierzu wird auf Seite 36 gegeben).
In dieser Abbildung sind wiederum einige Objekte des Analysemodells und ihre statischen





ur Objekte verwendet (z.B. die Bezeichnung Zeitschrift). Dies wird von Jacob-
son et al. ausdr

ucklich zugelassen und sogar positiv bewertet [JCJ






acquaintance\-Beziehungen, die bereits bei der Beschreibung des Problembereichsmodells f

ur
das betrachtete Fallbeispiel vorgestellt wurden (siehe Abschnitt 3.4.1), werden hier auch
"
con-
sists of\-Beziehungen benutzt. Mit Hilfe von
"
consists of\-Beziehungen wird beschrieben, da sich
ein Objekt aus mehreren anderen Objekten zusammensetzt. Eine Beschreibung der
"
consists of\-
Beziehungen geben Jacobson et al. [JCJ

O93, S. 181].
Eine Zeitschrift besteht also nach der Skizze aus der Abbildung 3.7 aus Zeitschriftenheften
(Objekt Zeitschriftenheft) und aus Zeitschriftenb

anden (Objekt Zeitschriftenband). Ein Zeitschrif-
tenheft setzt sich aus Daten, die sich speziell auf dieses Heft beziehen und aus Daten, die sich auf
den gesamten Zeitschriftenband beziehen, zu dem das Heft geh

ort, zusammen (Objekte Heftdaten
und Banddaten). Ein Zeitschriftenband setzt sich aus Daten, die sich auf die Hefte beziehen, deren
Inhalte in dem Zeitschriftenband enthalten sind und aus Daten, die sich auf den Band selbst be-
ziehen, zusammen. W

ahrend die Objekte Zeitschrift, Zeitschriftenheft und Zeitschriftenband direkt
aus dem Problembereichsmodell

ubernommen werden, existieren zu den Objekten Heftdaten und
Banddaten keine entsprechenden Objekte imProblembereichsmodell (siehe Tabelle 3.2 imAbschnitt
3.4.1). Die Objekte Heftdaten und Banddaten werden zur Speicherung der Informationen benutzt,




otigt werden. Die Einf

uhrung der neuen
Objekte soll im folgenden begr

undet werden. Dabei wird auch darauf eingegangen, warum die Ob-
jekte Zeitschriftenheft und Zeitschriftenband im Analysemodell nicht unmittelbar durch statische
Beziehungen miteinander verbunden sind.
Zun

achst werden hierzu einige Forderungen an die Ausleihobjekte Zeitschriftenheft und Zeit-
schriftenband in einer Bibliothek betrachtet:
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andige Ausleihobjekte vorhanden sein, ohne
da der zugeh

orige Zeitschriftenband als Ausleihobjekt verf

ugbar ist.
Forderung 2: Ein Zeitschriftenband kann in der Bibliothek als eigenst

andiges Ausleihobjekt vor-
handen sein, ohne da die Zeitschriftenhefte, deren Inhalte im Zeitschriftenband enthalten
sind, noch als eigenst

andige Ausleihobjekte existieren.
Eine Speicherung der Bandnummer in einem Attribut des Objektes Zeitschriftenband und die
Modellierung eines Verweises vom Objekt Zeitschriftenheft auf das Objekt Zeitschriftenband bietet
sich nicht an, weil in diesem Fall die Nummer eines Bandes, zu dem ein Zeitschriftenheft geh

ort
nicht gespeichert werden k

onnte, wenn dieser Band nicht als eigenst

andiges Ausleihobjekt in der
Bibliothek vorhanden ist (siehe Forderung 1).
Eine Speicherung der Heftnummer und des Erscheinungsjahres in Attributen des Objektes Zeit-
schriftenheft und die Modellierung eines Verweises vom Objekt Zeitschriftenband auf das Objekt
Zeitschriftenheft bietet sich nicht an, weil in diesem Fall die Heftnummern und die Erscheinungsjah-
re der Hefte, deren Inhalte in einem Zeitschriftenband enthalten sind, nicht zu dem entsprechenden
Zeitschriftenband gespeichert werden k

onnen, wenn diese Hefte nicht als eigenst

andige Ausleihob-
jekte in der Bibliothek vorhanden sind (siehe Forderung 2).
W

ahrend die Objekte Zeitschriftenheft und Zeitschriftenband immer Ausleihobjekte repr

asen-
tieren, die in der tats

achlich Bibliothek vorhanden sind (siehe Abbildung 3.4), beziehen sich die
Objekte Heftdaten und Banddaten nicht auf konkrete Ausleihobjekte. Sie dienen lediglich als Da-
tenspeicher. Deshalb k

onnnen hier auch Daten zu Zeitschriftenheften bzw. zu Zeitschriftenb

anden
gespeichert werden, wenn diese Hefte bzw. B





ur das erste Fallbeispiel erstellte Teil des Analysemodells enth

alt noch weitere Objekte,
auf die im folgenden aus Platzgr

unden nicht mehr ausf

uhrlich eingegangen werden kann. Sie sind









andige Analysemodell ist im Zusatzdokument zu dieser Diplomarbeit aufgef

uhrt.
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Objekt/Klasse Beschreibung
Ausleihkarte Im Objekt Ausleihkarte werden die Daten eines verliehenen Ausleihobjektes,
des Entleihers und einer m

oglichen Reservierung erfat.
Ausleihkartei In der Ausleihkartei werden Ausleihkarten gesammelt.
Ausleihobjekt Das Objekt Ausleihobjekt enth

alt die Daten, die allen Ausleihobjekten (siehe
Glossar) gemeinsam zugeordnet werden k

onnen.




atzliche Informationen zu einem Zeitschriftenband.
Im Objekt Banddaten werden die Daten zusammengefat, die f

ur alle Exem-
plare eines Zeitschriftenbandes mit einer bestimmten Bandnummer gemein-
sam gelten (siehe auch Objekt Zeitschriftenband).
Benutzerdatenbank In der Benutzerdatenbank werden die zu den Bibliotheksbenutzern erfaten
Daten verwaltet.
Bibliotheksbenutzer Das Objekt Bibliotheksbenutzer enth

alt die Daten, die zu einem Bibliotheks-
benutzer erfat werden.
Buch Das Objekt Buch enth











atedatenbank In der Ger

atedatenbank werden Daten, die zu den in der Bibliothek vorhan-
denen Ger

aten erfat sind, verwaltet.
Ger









Heftdaten Dieses Objekt enth

alt neben dem Objekt zus

atzliche Informationen zu einem
Zeitschriftenheft. Im Objekt Heftdaten werden die Daten zusammengefat,
die f

ur alle Exemplare eines Zeitschriftenheftes mit einer bestimmten Heft-
nummer gemeinsam gelten (siehe auch Objekt Zeitschriftenheft).
Inventargegenstand Alle Gegenst

ande, die zum Inventar der Bibliothek geh

oren, werden hier unter
dem Begri Inventargegenstand zusammengefat. In der Klasse Inventarge-




Katalog Die Klasse Katalog dient als gemeinsame Oberklasse f










ur jede Benutzergruppe der Bibliothek gespeichert.
Mitarbeiter Das Objekt Mitarbeiter enth

alt die Daten, die zu einem Mitarbeiter der Bi-
bliothek erfat sind.
Person Die Klasse Person enth

alt die Attribute, die sowohl f

ur die Daten der Mitar-
beiter der Bibliothek als auch f





Personaldatenbank In der Personaldatenbank werden die Daten der Mitarbeiter der Bibliothek
verwaltet.
Zeitschrift Das Objekt Zeitschrift enth

alt die Daten, die zu einer Zeitschrift erfat sind.
Zeitschriftenband Das Objekt Zeitschriftenband enth

alt die Daten, die zu einem Zeitschriften-
band erfat sind. F

ur jedes in der Bibliothek vorhandeneExemplar eines Zeit-
schriftenbandes existiert ein solches Objekt (siehe auch Objekt Banddaten).
Zeitschriftenheft Das Objekt Zeitschriftenheft enth

alt die Daten, die zu einem Zeitschriftenheft
erfat sind. F

ur jedes in der Bibliothek vorhandeneExemplar eines Zeitschrif-
tenheftes existiert ein solches Objekt (siehe auch Objekt Heftdaten).
Zeitschriftenkatalog Im Zeitschriftenkatalog werden Daten von Zeitschriften sowie von den zu der
Zeischrift geh

orenden Zeitschriftenheften und Zeitschriftenb

anden verwaltet.
Tabelle 3.3: Objekte (bzw. Klassen) im erstellten Teil des Analysemodells.
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3.5 Abbildung der erstellten Objectory-Modelle auf ProSet
Im folgenden wird die Entwicklung des ProSet-Prototyps auf der Basis der erstellten Objectory-
Modelle beschrieben. Dabei wird im Abschnitt 3.5.1 wird zun

achst auf die Implementierung der
Materialien eingegangen. Abschnitt 3.5.2 beschreibt die Vorgehensweise bei der Implementierung
der Werkzeuge. Im Rahmen der Diplomarbeit werden die Werkzeugklassen zeitlich nach den Mate-
rialklassen entwickelt. Die Schnittstellen der Werkzeugklassen orientieren sich an den Schnittstellen,
die von den Materialklassen angeboten werden. Auf die Implementierung von Aspektklassen (siehe
Abschnitt 2.2) wird verzichtet.




uber die erstellten Programme f

ur den
Prototyp des Systems zur Bibliotheksverwaltung sowie






Die Klassen aller Objekte, die im erstellten Teil des Analysemodells aufgef

uhrt sind, werden im
folgenden als Materialklassen bezeichnet. Die Abbildung dieser Materialklassen auf ein ProSet-
Programm wird in diesem Abschnitt betrachtet. Dieser Abschnitt ist in zwei Teilabschnitte unter-
teilt. Im ersten Teil wird die grunds

atzliche Vorgehensweise bei der Implementierung der Material-
klassen festgelegt und motiviert. Im zweiten Teilabschnitt wird anhand der Klasse Buch beispielhaft
auf die Umsetzung der vorgestellten Konzepte eingegangen.
Konzepte zur Abbildung der Materialklassen auf ProSet







ubergestellt und bewertet. Die Implementierung von Beziehungen zwischen
Klassen bzw. zwischen Instanzen wird anschlieend betrachtet.
Variante 1: F

ur jede Materialklasse aus dem Analysemodell wird ein ProSet-Modul erstellt. In
diesem Modul sind die Datenstrukturen und Operationen zum Zugri auf gespeicherte Daten




otigte Datenobjekt wird eine Modulinstanz
erzeugt und persistent gemacht.





achst ein Modul Buch deniert, in dem die
Datenstrukturen zum Speichern der Attribute und
die Zugrisoperationen auf die Daten deniert sind.
F

ur jedes Buch in der Bibliothek wird anschlieend






otigte Datenobjekt wird eine Variable eines zusammengesetzten Da-
tentyps persistent gemacht. M

ogliche zusammengesetzte Datentypen sind in ProSet Tupel
(tuples) und Mengen (sets), mit denen auch Abbildungen (maps) realisiert werden k

onnen. In
einer solchen persistenten Variablen sind die Daten eines Objektes gespeichert, nicht jedoch
die Zugrisoperationen auf die Daten. Damit von Instanzen der Werkzeugklassen aus nicht
direkt auf die Daten zugegrien werden mu, wird zu jeder Materialklasse ein Modul imple-
mentiert, in dem die Zugrisoperationen f

ur alle Daten der Objekte dieser Klasse deniert
sind. F

ur alle Daten einer Materialklasse existiert nur ein Modul mit Zugrisoperationen.
Instanzen der Werkzeugklassen greifen auf die Daten

uber die bereitgestellten Zugrisope-
rationen zu. Beim Aufruf einer Zugrisoperation mu immer angegeben werden, auf welches
Datenobjekt der betroenen Klasse sich der Zugri bezieht.
Beispiel: Um die Daten der in der Bibliothek vor-
handenen B






eine Variable, in der die Daten f

ur die Attribute der
jeweiligen B

ucher gespeichert sind, deniert und per-
sistent gemacht werden. Hierbei k

onnte es sich um
ein Tupel handeln, in dem die Daten f

ur alle Attri-
bute eines Buches in einer vorgegebenen Reihenfolge









Attribute eines Buches seien in diesem Beispiel der
Titel, der Verlag und die ISBN. Um dieses Beispiel zu
vereinfachen, werden

ubrigen Attribute aus der Ab-





ur jedes in der Bibliothek vorhandeneBuch wird ein
3-Tupel der folgenden Form persistent gemacht:
[Buchtitel, Buchverlag, ISBN des Buches].
Zus

atzlich wird ein Modul Buch implementiert, in
dem die Zugrisoperationen f

ur die gespeichertenDa-
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ten der B

ucher deniert sind. Wenn die Daten ei-
nes Buches gelesen werden sollen, wird eine Prozedur
buchdaten lesen einer Instanz des Moduls Buch aufge-
rufen. Beim Aufruf dieser Prozedur wird eine eindeu-




Auf die Speicherung der persistenten Variablen, das
Erzeugen eindeutiger Kennzeichnungen und die ent-
stehenden Probleme wird weiter unten im Abschnitt
3.5.1 noch detailliert eingegangen.
Die erste vorgestellte Realisierungsalternative erscheint aus software-technologischer Sicht sau-
berer, weil hier jeder Instanz einer Objektklasse des Analysemodells eine Instanz eines ProSet-
Moduls zugeordnet wird. Dies ist bei der zweiten vorgestellten Realisierungsalternative nicht der
Fall. Die zweite Variante bietet demgegen

uber den Vorteil, da im persistenten Speicher nur die




onnen. Dadurch wird der Platz im persistenten
Datenspeicher ezienter genutzt. So m

uten bei einer Realisierung der zuerst vorgestellten Al-
ternative zu jedem Buch, das in den Datenbestand aufgenommen wird, alle Zugrisoperationen
abgespeichert werden.
Bei der Implementierung des ProSet-Prototyps f

ur das betrachtete Fallbeispiel wird die zweite
vorgestellte Alternative realisiert, weil die Menge der in einer Bibliothek anfallenden Daten als so
gro eingesch

atzt wird, da der Aspekt einer ezienten Nutzung des persistenten Datenspeichers
bei dem zu erstellenden ProSet-Prototyp nicht vernachl

assigt werden kann, obwohl

Uberlegun-
gen zur Ezienz ansonsten beim explorativen Prototyping weniger wichtig sind. Ein Eintrag im
persistenten Datenspeicher bzw. der Bestandteil eines Eintrags im persistenten Datenspeicher, in
dem die Daten genau eines Materialobjektes des Analysemodells gespeichert sind, wird bei der
weiteren Beschreibung dieses Fallbeispiels als Datensatz bezeichnet.
Im erstellten Teil des Analysemodells sind neben den Datenobjekten auch Beziehungen zwi-
schen Klassen dieser Objekte und Beziehungen zwischen Instanzen aufgef

uhrt. Die Darstellung
dieser Beziehungen im ProSet-Programm soll im folgenden betrachtet werden. Dabei wird immer
vorausgesetzt, da die Implementierung der Materialklassen bzw. -instanzen des Analysemodells
gem

a der oben vorgestellten Variante 2 erfolgt. Die Instanzen implementierter Moduln stellen also
ausschlielich Zugrisoperationen f

ur persistente Daten bereit, besitzen selbst aber keine eigenen
Variablen, um interne Zust

ande abzuspeichern.
Abbildung der Beziehungen zwischen Instanzen: Jedem Datensatz wird ein Schl

usselattri-
but zugeordnet, durch das der zugeh






ur ein eindeutiges Attribut, das im Objectory-Analysemodell auf-
gef

uhrt ist, genommen werden. In anderen F

allen mu ein Schl

usselattribut neu erzeugt
werden. So ist z.B. jeder Datensatz, in dem die Daten des Datenobjektes Inventargegenstand
(siehe Abbildung 3.5 im Abschnitt 3.4.2) gespeichert sind, durch die Inventarnummer bereits
eindeutig gekennzeichnet, w

ahrend das Analysemodellobjekt Banddaten (siehe Abbildung 3.7




ur jeden Datensatz, in dem die Daten





Mit Hilfe der Schl

ussel werden Beziehungen zwischen Instanzen implementiert. Jeder Da-
tensatz enth








ussel der Objekte gespeichert sind, zu denen eine Instanzbeziehung besteht. F

ur die
Sicherung der Konsistenz des Datenbestandes sind die Prozeduren in den Werkzeugklassen
zust

andig. Wenn ein Datensatz mit Daten eines Materialobjektes gel

oscht wird, sorgt die
Prozedur der Werkzeugklasseninstanz, die das L

oschen veranlat hat, daf

ur, da auch die
ung

ultig gewordenen Verweise in anderen Datens

atzen entfernt werden.
Abbildung der Beziehungen zwischen Klassen: Die Beziehungen zwischen den im erstellten
Teil des Analysemodells dargestellten Materialklassen dienen dazu, ausgehend von allgemei-
nen Klassen, Spezialisierungen vorzunehmen, wie es in der Abbildung 3.4 im Abschnitt 3.4.2






ur die Modellierung von Beziehungen
zwischen Klassen werden bei Jacobson et al. [JCJ

O93, S. 64f.] beschrieben).
Ausgehend von der Klasse Inventargegenstand werden bei diesem Beispiel die spezielleren
Klassen Ger

at und Ausleihobjekt abgeleitet. Die Klasse Ausleihobjekt dient als Oberklasse f

ur
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die spezielleren Klassen Buch, Zeitschriftenheft und Zeitschriftenband. Um die Spezialisierun-





S. 59.] benutzt. Im folgenden werden zun

achst die grundlegenden Ideen zweier verschiedener
Ans

atze zur Abbildung der Vererbungsbeziehungen beschrieben und miteinander verglichen.
Anschlieend wird die bei der Bearbeitung dieses Fallbeispiels realisierte Umsetzung der vor-
gestellten Konzepte auf eine ProSet-Implementierung vorgestellt.
Zur Vereinfachung der Beschreibung werden Moduln, in denen die Zugrisoperationen f

ur die
Daten erbender Klassen deniert sind, im folgenden als erbende Moduln oder Nachfolger be-
zeichnet. Moduln mit Zugrisoperationen f

ur die Daten vererbender Klassen werden als ver-
erbende Moduln oder Vorg

anger bezeichnet. Sind zwei Klassen im Objectory-Analysemodell
direkt durch eine Kante verbunden, werden die zugeh

origen Moduln als direkter Vorg

anger






Abbildung 3.8: Beispiel f

ur eine Vererbungsbeziehung im Analysemodell.












atzlich werden in den erbenden Moduln Prozeduren deniert, die
die gleichen Namen besitzen wie die von den direkten Vorg

angern importierten Prozedu-
ren. In diesen Prozeduren werden zum einen die gleichnamigen Prozeduren der direkten
Vorg

anger aufgerufen, zum anderen werden Anpassungen an die Bed

urfnisse des erben-
den Moduls vorgenommen. Die wesentlichen Grundlagen sollen anhand des folgenden
Beispiels verdeutlicht werden:
Beispiel: Bei einer Vererbungsbeziehung gem

a
Abbildung 3.8 gibt es einen Modul A und einen







atze, in denen die Daten f

ur die
Attribute Datum 1 und Datum 2 gespeichert sind.
Dabei soll es sich um die Prozeduren aufnehmen












-- Implementierung der Prozedur auf-
-- nehmen; Bearbeitung der P-File-
-- Eintraege mit den Daten der









-- Implementierung der Prozedur loe-
-- schen; Bearbeitung der P-File-
-- Eintraege mit den Daten der





Der Modul B besitzt in jedem Fall auch die Pro-
zeduren aufnehmen und loeschen. W

ahrend diese
Prozeduren beim direkten Vorg

anger, dem Modul
A, nur die Daten der Attribute Datum 1 und Da-
tum 2 manipulieren, sollen diese Prozeduren im
Modul B die Daten der Attribute Datum 1, Da-
tum 2, Datum 3 und Datum 4 manipulieren. Der
prinzipielle Aufbau des Moduls B sieht dann fol-
gendermaen aus:










-- Instanzen besitzen hier
-- nur Zugriffsoperationen,














-- zusaetzliche Befehle zur Bear-
-- beitung der P-File-Eintraege mit
-- den Daten der Attribute Datum 3










-- zusaetzliche Befehle zur Bear-
-- beitung der P-File-Eintraege mit
-- mit Daten der Attribute Datum 3









onnen im Modul B weitere Prozedu-




Variante 2: Bei dieser Variante wird die folgende Besonderheit des f

ur das Bibliotheksver-
waltungssystem erstellten Teils des Analysemodells ausgenutzt: Bei vererbenden Klas-
sen handelt es sich ausschlielich um abstrakte Klassen, d.h. es werden keine Instanzen
vererbender Klassen ben

otigt. Dies soll exemplarisch am Beispiel der Abbildung 3.4 ver-




Es gibt keinen Inventargegenstand, der weder Ger

at noch Ausleihobjekt ist. Ist ein
Inventargegenstand ein Ausleihobjekt, dann ist er entweder ein Buch, ein Zeitschrif-
tenband oder ein Zeitschriftenheft. Bei der folgenden Beschreibung einer Realisie-
rungsm

oglichkeit wird die Besonderheit, da es sich bei vererbenden Klassen immer
um abstrakte Klassen handelt, vorausgesetzt.
Alle Prozeduren der Vorg

anger werden in den erbenden Moduln erneut deniert und,
falls n

otig, erweitert. Es wird nicht auf Prozeduren, die in den vererbenden Moduln
deniert sind, zur

uckgegrien. Ein Datensatz besitzt neben den Attributen des Ana-
lysemodellobjektes, dem er zu geordnet ist, zus

atzlich alle Attribute der Analysemodell-
objekte vererbender Klassen. Auf die Implementierung s

amtlicher Klassen, von denen
geerbt wird, kann verzichtet werden, weil von diesen Klassen keine Instanzen ben

otigt
werden. Die grundlegende Idee wird anhand eines Beispiels demonstriert.
Beispiel: Grundlage dieses Beispiels bildet wie-
derum die in der Abbildung 3.8 skizzierte Verer-
bungsbeziehung. Es wird vorausgesetzt, da keine
Instanz der Klasse A erforderlich ist.
Auf die Implementierung eines Moduls zur Klasse
A kann nun vollst

andig verzichtet werden. Der Da-
tensatz, auf den durch die Prozeduren aufnehmen
und loeschen des Moduls zur Klasse B zugegrien
wird, enth

alt jetzt nicht mehr auschlielich Daten
f

ur die Attribute Datum 3 und Datum 4, sondern
zus






te Datum 1 und Datum 2. Bei der Implementierung


















-- Implementierung der Prozedur auf-
-- nehmen; Bearbeitung der P-File-
-- Eintraege mit den Daten der
-- Attribute Datum 1, Datum 2,










-- Implementierung der Prozedur
-- loeschen; Bearbeitung der
-- P-File Eintraege mit den Daten
-- der Attribute Datum 1, Datum 2,






Im weiteren Verlauf dieses Abschnittes wird das zuerst vorgestellte Konzept abk

urzend als
Variante 1 und das zweite Konzept als Variante 2 bezeichnet.
Die vorgestellten Alternativen stellen nicht die einzigen m








atze bei der Abbildung der
Vererbungsbeziehungen betrachtet. W

ahrend bei der Variante 1 Vererbungsbeziehungen da-
durch dargestellt werden, da auf bereits bestehende Moduln zur

uckgegrien wird, wird bei
der Variante 2 jeder Modul so implementiert, da er von anderen Moduln unabh

angig ist.
Bei der Entscheidung, auf welchem Konzept die Abbildung der Vererbungsbeziehungen auf
einen ProSet-Prototyp basieren soll, m






ucksichtigt werden, die durch die verwendete Version 0.6 des
ProSet-Compilers vorgegeben sind. So bricht der Compiler einen

Ubersetzungsvorgang mit
der Fehlermeldung internal assembler error: out of memory ab, wenn die folgenden Vorausset-
zungen gleichzeitig gegeben sind:
 In mindestens einem Modul sind Prozeduren implementiert, die persistente Variablen
benutzen. Auf diesen Modul wird das closure-Konstrukt [DFH+95, S. 72] angewendet.
 Die Anzahl der Prozeduren in Moduln, auf die das closure-Konstrukt angewendet wird,




assige Anzahl und den erlaubten
Umfang der Prozeduren wurde aus Zeitgr

unden im Rahmen dieser Diplomarbeit nicht
durchgef

uhrt. Bei dem betrachteten Fallbeispiel liegt die obere Grenze bei einem Modul
mit ca. 22 Prozeduren. Die Zahl 22 gibt hierbei nur einen Richtwert an. Je nach Umfang














onnen anschlieend bei Bedarf geladen und instanziiert werden. Bei einer Realisierung der
Variante 2 bereitete dies keine Probleme. Die Variante 1 k

onnte jedoch nur in abgewandelter






anger als globale persistente
Konstanten in erbenden Moduln zu deklarieren, weil ProSet keine globalen persistenten





umgehen, wird im folgenden vorgestellt:
Der persistente Vorg

angermodul mit den Zugrisoperationen wird lokal in einer Prozedur
eines direkten Nachfolgers, die direkt nach der Instanziierung dieses direkten Nachfolgers
aufgerufen wird, geladen und instanziiert. Die Instanz des vererbenden Moduls wird einer
globalen Variable im erbenden Modul

ubergeben. Diese modizierte Variante 1 wird wieder-
um anhand eines Beispiels auf Basis der Abbildung 3.8 erl

autert.
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sion der Variante 1 nicht. Der Modul A wird in ei-
nem P-File gespeichert. Der Name des zugeh

origen
P-File-Eintrags sei bei diesem Beispiel P A. Bevor
der Modul A als P-File-Eintrag P A gespeichert wird,
wird das closure-Konstrukt auf den Modul A ange-
wendet. Der Name des P-Files mit dem Eintrag P A
sei P File mit persistenten Moduln.
Die Implementierungdes ModulsB unterscheidet sich
von der urspr

unglichen Version. Nach der Instanziie-
rung des erbenden Moduls B wird bei der modizier-
ten Version die Prozedur vererbung realisieren aufge-
rufen, in der der P-File-EintragP A geladenwird. Der
gespeicherte Modul wird instanziiert und anschlie-





-- Die Importschnittstelle des








a := instantiate P_A
-- das closure-Konstrukt wurde
-- bereits auf den Modul A an-
-- gewendet, bevor A als P-File-






























Bei einem Vergleich der beiden vorgestellten Varianten zur Abbildung der Vererbungsbezie-
hungen, erscheint der Implementierungsaufwand bei der Variante 2 geringer, weil hier auf
die Implementierung von vererbenden Moduln verzichtet werden kann. Bei der Variante 1
kann zwar in erbenden Moduln auf den Code vererbender Moduln zur

uckgegrien werden,
jedoch wird aus den folgenden Gr









 Es reicht bei der Variante 1 nicht aus, in erbenden Moduln nur die Prozeduren zu
implementieren, die zus

atzlich zu geerbten Prozeduren ben

otigt werden. Es mu f

ur
jede Prozedur, die geerbt wird, eine neue Prozedur implementiert werden, in der auf die
zugeh

orige Prozedur des direkten Vorg

angers verwiesen wird (siehe Beschreibung der
Variante 1).
Da bei einer Vererbungsbeziehung immer s

amtliche Prozeduren der Vorg

anger geerbt
werden, ist die Anzahl der Prozeduren, die in erbenden Moduln deniert sein m

ussen, bei
einer Realisierung der Variante 1 nicht geringer als bei einer Realisierung der Variante
2. In erbenden Moduln mu bei der Variante 1 sogar noch eine zus

atzliche Prozedur
zum Laden und zur Instanziierung der vererbenden Moduln implementiert werden.
 Wenn innerhalb einer bereits implementierten Prozedur eines vererbenden Moduls eine

Anderung vorgenommen werden soll, bietet die Variante 1 zwar den Vorteil, da es hier
ausreicht, diese















uber bietet die Variante 2 jedoch Vorteile, wenn neue Prozeduren in vererben-
de Moduln eingef

ugt oder aus vererbenden Moduln entfernt werden sollen oder wenn
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Prozeduren vererbender Moduln umbenannt werden sollen. So reicht es bei der Vari-
ante 2 aus, diese

Anderungen in den erbenden Moduln durchzuf

uhren, die selbst keine










amtlichen Nachfolgern | also auch in den Nachfolgern, die selbst
wieder weitere Nachfolger besitzen | nach sich. Dabei m

ussen sowohl die Exportlisten










in denjenigen Prozeduren vorgenommen werden, in denen die geerbten Prozeduren di-
rekter Vorg

anger aufgerufen werden (bei diesen Anpassungen kann es sich z.B. um die

Anderung des Namens der aufgerufenen Prozedur handeln).
Da nach den oben aufgef

uhrten Argumenten die Variante 1 keine wesentlichen Vorteile ge-
gen

uber der Variante 2 in Bezug auf die

Anderungsfreundlichkeit der implementiertenModuln
bietet und andererseits bei einer Realisierung der Variante 2 auf die Implementierung der Mo-
duln zur Repr

asentation abstrakter Klassen verzichtet werden kann, wird eine abgewandelte
Form der Variante 2 realisiert, die im folgenden Teilabschnitt beschrieben wird.
Umsetzung der vorgestellten Konzepte
Die im Rahmen dieses Fallbeispiels realisierte Abbildung der Vererbungsbeziehungen weicht da-
durch von der beschriebenen Variante 2 ab, da nicht die Moduln mit den Zugrisoperationen auf
Datens

atze persistent gemacht werden, sondern Instanzen dieser Moduln. Dies hat den Nachteil,
da in Programmen bzw. Prozeduren, in denen diese persistenten Instanzen ben

otigt werden, die
Importschnittstelle nicht mehr frei gew

ahlt werden kann. Die Importschnittstelle wird bereits fest-
gelegt, wenn die Instanzen erzeugt werden. Sie umfat bei den erstellten Moduln alle Prozeduren,
die in der Exportschnittstelle dieser Moduln aufgef

uhrt sind. Diese Abweichung der realisierten
Implementierung von der beschriebenen Variante kommt dadurch zustande, da die Entwicklung
eines Konzeptes zur Implementierung der Materialien und zum Teil auch die Implementierung
selbst parallel zur Entwicklung einer stabilen Version des verwendeten ProSet-Compilers verlie-
fen. Dadurch waren die Testm

oglichkeiten in Bezug auf die Nutzung der Persistenz vor Beginn
der Implementierung eingeschr

ankt. Bei der Implementierung wurde zun

achst davon ausgegangen,
da die beschriebenen Speicherplatzprobleme des Assemblers durch die Instanziierung von Moduln
und nicht durch die Anwendung des closure-Konstrukts ausgel

ost werden. Erst durch Experimente
mit einer stabilen Version des ProSet-Compilers wurde die Fehleinsch

atzung deutlich. Da ein
Prototyp zur Gewinnung neuer Erkenntnisse gedacht ist und sich im Verhalten des Prototyps
nach auen keine Unterschiede dadurch ergeben, ob persistente Moduln oder persistente Instanzen





Bei der Betrachtung der konkreten Implementierung des Prototyps f

ur das System zur Bi-
bliotheksverwaltung wird aus Platzgr

unden exemplarisch auf die Abbildung der Klasse Buch auf
ProSet eingegangen. Die Implementierung der Datenstrukturen und Moduln zu den anderen
Klassen verl

auft analog zum vorgestellten Beispiel.
Die Vererbungshierarchie und die Attribute zum Analysemodellobjekt Buch wurden bereits bei
den Beschreibungen der Abbildungen 3.4 und 3.5 im Abschnitt 3.4.2 vorgestellt. Bei der gew

ahlten
Art der Implementierung m

ussen in einem Datensatz sowohl die Attribute des Analysemodellob-
jektes Buch als auch die Attribute der Analysemodellobjekte der vererbenden Klassen Ausleihob-
jekt und Inventargegenstand ber

ucksichtigt werden. Insgesamt sind also in einem Datensatz f

ur ein
Buch die Daten folgender Attribute enthalten: Inventarnummer, Inventarisierungsdatum, Signatur,





ussen zwei Referenzen auf Objekte der Klasse Leihfristenkombination gespeichert wer-
den. Das Schl

usselattribut eines Buchdatensatzes ist die Inventarnummer. Als Datenstruktur zur
Speicherung der Daten der Attribute der Verweise werden endliche Abbildungen (maps) genutzt.
Dabei war urspr

unglich geplant, endliche Abbildungen zu denieren, bei denen

uber Atome (atoms)
[DFH+95, S. 23] auf die Daten eines Datensatzes zugegrien werden kann. F

ur einen Datensatz
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zum Objekt Buch w

are dann die Abbildung buchdatensatz(x) gem

a Tabelle 3.4 deniert worden.
x buchdatensatz(x)
inventarnummer Inventarnummer des Buches
inventarisierungsdatum Inventarisierungsdatum des Buches










ur Datensatz zum Objekt Leihfristenkombination








isbn ISBN des Buches
Tabelle 3.4: Der Datensatz buchdatensatz, Zugri

uber Atome.
Bei der Benennung der Atome h






are eine sehr elegante Programmierung
m

oglich gewesen. Bei Testl

aufen erwies sich der Zugri auf Daten

uber Atome jedoch aus dem
folgenden Grund als problematisch:
 Da f

ur ProSet noch kein Debugger existiert, mit dem die Inhalte verwendeter Variablen
angezeigt werden k

onnen, ist es zur Fehlersuche h

aug notwendig, Variableninhalte w

ahrend
des Programmablaufs auf dem Bildschirm auszugeben. Insbesondere die Ausgabe des In-
halts endlicher Abbildungen war in dieser Diplomarbeit wichtig, weil neben Fehlern in der
eigenen Implementierung noch Fehler des ProSet-Compilers und des H-PCTE-Servers bei
der Benutzung endlicher Abbildungen deutlich wurden, die parallel zur Implementierung des
Prototyps f

ur das betrachtete Fallbeispiel durch Mitglieder der ProSet-Entwicklergruppe
behoben wurden (H-PCTE ist das Datenbanksystem, das zur Realisierung der Persistenz
benutzt wird).
Die endlichen Abbildungen k

onnen mit Hilfe des ProSet-Befehls putf [DFH+95, S. 76.]
ausgegeben werden. An den Stellen, an denen Atome vorkommen, werden bei einer Benut-
zung des Befehls putf auf dem Bildschirm 28-stellige Zeichenfolgen angezeigt. Durch diese
langen Zeichenfolgen werden die Bildschirmausgaben zum einen bei groen endlichen Abbil-
dungen un

ubersichtlich. Zum anderen kann von den ausgegebenen Zeichenfolgen nicht direkt
auf die Atome geschlossen werden, die durch die Zeichenfolgen repr

asentiert werden. Durch
die Benutzung von ganzen Zahlen anstelle von Atomen konnte die Fehlersuche vereinfacht
werden.
Anstelle von Atomen wird bei der realisierten Implementierung

uber ganze Zahlen (Datentyp
integer) auf die ben

otigten Daten zugegrien. Die Abbildung buchdatensatz(x) ist in der Tabelle











age Lesezugrie (Nr. 1) und Schreibzugri (Nr. 2) erl

autert
werden. Diese Punkte werden im folgenden behandelt:
Inventarnummer: Die Inventarnummer ist das Schl

usselattribut zum Datensatz buch. Ein ge-
suchter Datensatz wird anhand seines Schl






usselattribut eine besondere Position, um die Zugrie auf einen Datensatz zu beschleu-
nigen. Zun

achst war dabei die folgende Art der Realisierung geplant:




atze gespeichert sind. F

ur jeden
Datensatz existiert ein P-File-Eintrag. Der Name eines solchen P-File-Eintrags besteht aus
dem Namen des Objektes, zu dem dieser Datensatz geh






usselattribut gebildet wird. Der Datensatz zum Buch mit der In-
ventarnummer 25 h

atte also zum Beispiel im P-File die Bezeichnung buch25 (vor Beginn
der Implementierung wurde festgelegt, Variablennamen grunds

atzlich klein zu schreiben).



















10 Ausgabe des Buches string
11 Umfang des Buches string




16 ISBN des Buches string
Tabelle 3.5: Der Datensatz buchdatensatz, Zugri

uber ganze Zahlen.




age in einem Datensatz durch den Benutzer kein Wert speziziert wird
(z.B. f

ur die Signatur). Diese Eintr

age besitzen dann den (undenierten) Wert om. Die verwendeten Datentypen
und der undenierte Wert om werden bei Doberkat et al. beschrieben [DFH+95, S. 19.].
Diese Vorgehensweise l











Ubersetzung eines Programms festgelegt werden. Zu diesem Zeitpunkt sind die Daten
der Schl







ur jede implementierte Objektklasse existiert ein P-File-Eintrag mit dem Namen dieser
Klasse. Bei einem solchen P-File-Eintrag handelt es sich um eine persistente Variable, die










Bei dem hier exemplarisch betrachteten Beispiel, der Klasse Buch, existiert demnach ein P-
File-Eintrag buch. Dabei handelt es sich um eine Abbildung, bei der

uber die Inventarnummer
auf jeden einzelnen Datensatz mit den Daten eines Buches gem







Diese Art der Implementierung hat den Nachteil, da bei einem Zugri auf den Datensatz
eines Buches auch immer die Datens

atze aller anderen B

ucher geladen werden m

ussen. Dies




-- Beschreibung: Durch diese Prozedur wird der Eintrag eines Buches
-- entfernt.







buch := buch lessf inventarnummer;
---------------------------------------------------------------------
-- Die Kurzschreibweise buch lessf := inventarnummer wurde zum
-- Zeitpunkt der Implementierung dieser Prozedur vom ProSet-Compiler
-- noch nicht akzeptiert.
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---------------------------------------------------------------------
end ausmusterung;












ucher, die in der endlichenAb-
bildung buch gespeichert sind, geladen werden. Da
sich die Prozedur ausmusterung in einem Modul be-
ndet, mu die Abbildung buch als lokale persistente
Variable geladen werden. Globale persistente Varia-
blen sind in Moduln verboten.





ucher geladen werden m

ussen, sind die M

oglichkeiten zum parallelen Datenzu-
gri eingeschr

ankt. Auf diese Problematik wird im Abschnitt 3.6 noch genauer eingegangen.
Da die Namen der P-File-Eintr

age nicht dynamisch zur Laufzeit des Programms festgelegt
werden k

onnen, liee sich das Problem, da die Daten aller B

ucher geladen werden m

ussen,
wenn auf die Daten eines Buches zugegrien werden soll, nur dadurch umgehen, da mit
einem entsprechenden Werkzeug f

ur jedes Buch ein eigenes P-File angelegt wird, in dem sich
die Daten dieses Buches benden. Die Namen der P-Files, auf die zugegrien wird, k

onnen im
Gegensatz zu den Namen der P-File-Eintr

age zur Laufzeit des Programms bestimmt werden.
Diese Art der Implementierung erschien f

ur eine Realisierung jedoch zu praxisfern.
Dennoch hat sich durch die Entwicklung des Prototyps gezeigt, da das realisierte Konzept
verbesserungsf

ahig ist. So w

are es zur Steigerung der Geschwindigkeit sinnvoll gewesen, Zu-
grisprozeduren und Datenstrukturen im selben Modul zu kapseln. F

ur jede Materialklasse
existierte in diesem Fall eine genau eine persistente Modulinstanz, in der Zugrisprozeduren
und alle ben

otigten Daten der Objekte dieser Klasse gespeichert w

aren. Die Geschwindig-
keit wird bei dieser Art der Realisierung deshalb verbessert, weil h

aug mehrere Prozeduren
zum Datenzugri, die sich im selben Modul benden, innerhalb einer Prozedur einer Werk-
zeugklasseninstanz aufgerufen werden (auf die Implementierung der Werkzeugklassen wird







atze des P-File-Eintrags, auf den zugegrien werden
soll, bei jedem Aufruf einer Zugrisoperation vom persistenten Datenspeicher geladen wer-
den, weil globale persistente Variablen und Konstanten in Moduln verboten sind. Bei der
vorgestellten Verbesserung werden diese Datens

atze nur einmal beim Start der Prozedur der
Werkzeugklasseninstanz geladen.
Beispiel: Wenn innerhalb einer Prozedur, in der
der Ablauf eines Anwendungsfalls kontrolliert wird,
hintereinander die Prozedur buchdaten lesen und die







ucher sowohl beim Aufruf der
Prozedur buchdaten lesen als auch beim Aufruf der
Prozedur ausmusterung vom Datenspeicher geladen
werden, obwohl sich die Instanz des Moduls Buchmit
den Zugrisoperationen die gesamte Zeit im Haupt-
speicher bendet (auf die Abarbeitung der Anwen-
dungsf





aren die Daten der B

ucher zusammen mit den Zu-
grisoperationen in einer Instanz des Moduls Buch
gespeichert, w

aren diese Daten zusammen mit den
Zugrisoperationen geladen worden. Beim Aufruf der
Prozedur buchdaten lesen und der Prozedur ausmu-
sterung m

ute dann nicht mehr auf den persistenten
Datenspeicher zugegrien werden. Da die Daten, auf





abe sich eine Zeitersparnis.
Diese

Uberlegungen wurden vor der Implementierung des Prototyps nicht angestellt, da zu
diesem Zeitpunkt noch nicht ber

ucksichtigt wurde, da die Namen der P-File-Eintr

age bereits
vor der Laufzeit des Prototyps festgelegt werden m

ussen. Die Kriterien, die zur Entscheidung
gef

uhrt haben, Daten separat zu speichern, wurden im Teilabschnitt Konzepte zur Abbildung
der Materialklassen auf ProSet vorgestellt.
Lesezugrie und Schreibzugri: Diese Eintr

age waren zur Vermeidung von Zugriskonikten
geplant, falls mehrere Benutzer gleichzeitig mit denselben Daten arbeiten.
Durch die Eintr













ur Lese- und Schreibzugrie sperren k

onnen. Wenn ein Benutzer
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einen Datensatz liest, um Daten zu ver

andern, kann so sichergestellt werden, da der be-
troene Datensatz nicht durch einen zweiten Benutzer mainipuliert wird, bevor der erste
Benutzer die Daten wieder freigegeben hat.
Die Entwicklung des Prototyps hat jedoch gezeigt, da sich das im folgenden vorgestellte
Konzept zur

Uberwachung paralleler Zugrie durch den erstellten Prototyp nicht realisieren
l










ankt sind, als dies urspr

unglich angenommen wurde. Hierauf wird im Anschlu an
die Beschreibung des Konzeptes eingegangen.









age Lesezugrie und Schreibzugri mit Hilfe der Prozeduren lesen anmelden,
lesen abmelden, schreiben anmelden und schreiben abmelden manipuliert. Die Prozeduren le-
sen anmelden und schreiben anmelden werden von Instanzen der Werkzeugklassen heraus
aufgerufen, wenn ein Datensatz gelesen bzw. manipuliert werden soll. Die Prozeduren le-
sen abmelden und schreiben abmelden werden von Instanzen der Werkzeugklassen heraus auf-
gerufen, wenn die Lesevorg

ange bzw. die Manipulationen eines Datensatzes abgeschlossen
sind. Die Prozeduren erf

ullen im einzelnen die folgenden Aufgaben:
lesen anmelden
Beschreibung: In dem Tupel, in dem sich die Leseeintr

age benden, wird ein
neuer Eintrag erzeugt. Durch den Eintrag wird angezeigt, da ein
Datensatz gelesen wird. Dieser Eintrag kann nur dann eingef

ugt
werden, wenn auf den ausgew

ahlten Datensatz nicht zur selben
Zeit bereits schreibend zugegrien wird. Gegenseitiger Ausschlu










uckgabewert: 0: Auftrag ausgef

uhrt.
1: Eintrag nicht m

oglich, weil gesuchter Datensatz nicht existiert.




ur diesen Datensatz bereits ein
Eintrag zum Schreiben besteht.
lesen abmelden





oscht. Wenn das Tupel bereits leer
ist, wird das Tupel nicht ver

andert. Gegenseitiger Ausschlu wird








uckgabewert: 0: Auftrag ausgef

uhrt.
1: Inventarnummer nicht gefunden.
schreiben anmelden
Beschreibung: Durch diese Prozedur wird eingetragen, da ein Datensatz
ge

andert oder modiziert wird. Gegenseitiger Ausschlu wird










uckgabewert: 0: Auftrag ausgef

uhrt.
1: gesuchter Datensatz wurde nicht gefunden.
2: Eintrag ist nicht m

oglich, weil noch Leseeintr

age vorhanden
sind. Der Aspekt der
"
Fairness\ zwischen verschiedenen Prozessen
wird bei der Implementierung des Prototyps vereinfachend auer
acht gelassen. Bei einer Implementierung des Systems, mit dem
die Endanwender arbeiten sollen, m










3: Eintrag ist nicht m

oglich, weil ein Schreibeintrag bereits
existiert.
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schreiben abmelden
Beschreibung: Der Schreibeintrag wird wieder auf
"
frei\ gesetzt. Gegenseiti-









uckgabewert: 0: Auftrag ausgef

uhrt.
1: Datensatz nicht gefunden.
Da ein Datensatz von mehreren Programinstanzen gleichzeitig gelesen aber nur von einer Pro-
gramminstanz gleichzeitig beschrieben werden darf, besteht der Eintrag f

ur die Lesezugrie aus
einem Tupel, w

ahrend der Eintrag f

ur die Schreibzugrie aus einer einzelnen Zahl besteht (siehe
Tabelle 3.5).












die durch das ProSet-Laufzeitsystem verwaltet werden (siehe hierzu Doberkat et al.[DFH+95, S.
59.]), bei der Ausf

uhrung von Prozeduren der Materialinstanzen l

anger gesetzt bleiben, als dies
urspr






Da Materialinstanzen vor ihrer Ausf

uhrung vom persistenten Datenspeicher geladen werden
m

ussen (siehe Seite 42), wird in den Prozeduren, die auf Operationen in den Materialinstanzen








age, die bei der Ausf

uhrung der Opera-
tionen der Materialinstanzen durch das ProSet-Laufzeitsystem gesetzt werden, bei Beendigung
dieser Operationen an die aufrufenden Prozeduren (genauer: an die Elterntransaktionen) weiter-
gegeben werden.
Beim Entwurf des Prototyps wurde davon ausgegangen, da die Sperren nicht weitergege-
ben werden. Es wurde erwartet, da eine ProSet-Lese- oder Schreibsperre bereits zur

uckgesetzt
wird, wenn die Materialinstanzoperation, bei deren Ausf

uhrung das Setzen dieser Sperre durch das
ProSet-Laufzeitsystem veranlat wurde, beendet wird.
Beispiel: In der persistenten Materialinstanz buch
bendet sich die Prozedur buchdaten modizieren. In die-
ser Prozedur wird schreibend auf den Datensatz buch
zugegrien. Die persistente Variable f

ur den Datensatz
buch und die persistente Modulinstanz buch benden
hier sich in verschiedenen P-Files. Wenn die Proze-
dur buchdaten modizieren ausgef

uhrt wird, wird durch
das ProSet-Laufzeitsystem f

ur den Datensatz buch eine
Schreibsperre gesetzt.
Damit die Prozedur buchdaten modizieren von ei-
ner Prozedur eines fremden Moduls aufgerufen werden
kann, wird in der Prozedur des fremden Moduls, die auf
die Prozedur buchdaten modizieren zugreift, zun

achst
die Materialinstanz buch vom persistenten Datenspei-
cher geladen. Diese Nutzung des Persistenzmechanismus
in der aufrufenden Prozedur f

uhrt jedoch dazu, da die
Schreibsperre f

ur den Datensatz buch durch dasProSet-
Laufzeitsystem bei der Beendigung der Prozedur buch-
daten modizieren nicht zur

uckgenommen wird, was ur-
spr

unglich erwartet wurde. Die Schreibsperre wird statt-






uber alle Zugrisoperationen des Moduls Buch auf die ben

otigten Daten wird
in der Tabelle 3.6 gegeben. Der ProSet-Code dieses Moduls bendet sich neben dem Code der
anderen implementierten Moduln im Zusatzdokument zur Diplomarbeit. Die Vorgehensweise bei
der Implementierung der anderen Moduln verl

auft analog zu der hier vorgestellten Vorgehensweise.
Die Tabelle 3.3 dient als Grundlage f

ur die zu implementierenden Moduln. Nicht implementiert
werden Moduln mit Zugrisoperationen f

ur Daten von Objekten vererbender Klassen. Hiervon sind





ussen keine Moduln implementiert werden, weil keine Instanzen dieser Klassen
ben

otigt werden. Hierauf wurde bereits im Teilabschnitt Konzepte zur Abbildung der Materialklas-
sen auf ProSet eingegangen.
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Name Beschreibung
lesen anmelden Es wird eingetragen, da ein Datensatz gelesen wird.
schreiben anmelden Es wird eingetragen, da ein Datensatz modiziert oder gel

oscht werden soll.
lesen abmelden Ein Leseeintrag wird entfernt.
schreiben abmelden Der Schreibeintrag wird wieder zur

uckgesetzt.
inventarisierung Ein neues Buch wird aufgenommen.
ausmusterung Ein Buch wird ausgemustert.
inventarisierungsdatum lesen Das Inventarisierungsdatum eines ausgew

ahlten Buches wird gelesen.
fristen lesen Die Verweise auf Objekte der Klasse Leihfristenkombination, in denen die die Leih-










fristen modizieren Die Verweise auf Objekte der Klasse Leihfristenkombination, in denen die die Leih-










signatur lesen Die Signatur eines ausgew

ahlten Buches wird gelesen.
signatur modizieren Die Signatur eines ausgew

ahlten Buches wird modiziert.
buchdaten lesen Die Daten der Attribute eines ausgew

ahlten Buches, die nicht von Vorg

angern
geerbt wurden, werden gelesen.
buchdaten modizieren Die Daten der Attribute eines ausgew







suche Es werden Bucheintr






den mehrere Suchkriterien angegeben, wird UND-Verkn

upft. Es kann nach den
folgenden Kriterien gesucht werden: Signatur, Verfasser, Titel, Erscheinungsjahr,














atte auch ausschlielich auf Prozeduren der Werkzeugklassen verlagert
werden k






utzt, um die Geschwindigkeit bei der Suche zu erh

ohen.
Tabelle 3.6: Prozeduren des Moduls Buch.
3.5.2 Werkzeuge
Werkzeugklassen werden auf der Grundlage des Objectory-Anwendungsfallmodells (siehe Abschnitt
3.4.1) entwickelt. Dabei orientieren sich die Werkzeugklassen an den Schnittstellen, die von den Ma-




















allen bearbeitet werden. Im folgenden wird die gew

ahlte Einteilung vorgestellt. Da-




uhrt, die einer Klasse zugeordnet wurden (siehe auch
Tabelle 3.1 im Abschnitt 3.4.1).
Bibliotheksbenutzerdaten bearbeiten: Neuen Bibliotheksbenutzer aufnehmen, Bibliotheksbe-
nutzerdaten ansehen, Bibliotheksbenutzerdaten modizieren, Daten eines Bibliotheksbenutzers
l

oschen, Einhaltung der Leihfristen kontrollieren.































Literaturrecherche Zeitschriften: Literaturrecherche Zeitschriften.
Mitarbeiterdaten bearbeiten: Neuen Mitarbeiter aufnehmen, Mitarbeiterdaten modizieren, Mit-
arbeiterdaten ansehen, Mitarbeiterdaten l

oschen.
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Zeitschrift bearbeiten: Neues Zeitschriftenheft aufnehmen, Daten eines Zeitschriftenheftes modi-
zieren, L

oschen der Daten eines Zeitschriftenheftes, Zeitschriftenband als Ausleihobjekt aufneh-










uhrten Anwendungsfall wird eine Prozedur implementiert,
durch die die Durchf

uhrung dieses Anwendungsfalls gesteuert wird. In einer solchen Prozedur wer-
den die Zugrie auf die ben

otigten Materialien (siehe Abschnitt 3.5.1) und die Interaktionen mit
dem Benutzer koordiniert. Der Anwendungsfall Neues Buch aufnehmen wird z.B. durch die Prozedur
neue aufnahme ausgef

uhrt, die sich im Werkzeugmodul Buch bearbeiten bendet.
S

amtliche Ein-/Ausgabeoperationen, die Prozeduren in den Werkzeugmoduln f

ur die Kommu-
nikation mit dem Benutzer ben

otigen, sind in einem Modul Benutzerschnittstelle gekapselt.
3.5.3 Aufbau des Prototyps
Zu jeder der im Abschnitt 3.5.2 beschriebenen Werkzeugklasssen ist ein Programm implementiert,
in dem abgefragt wird, welcher Anwendungsfall ausgef

uhrt werden soll. Anschlieend wird aus









origen Werkzeugmoduls aufgerufen. Die Namen der Programme und die Anwendungsf

alle,










bibliotheksbenutzer bearbeiten Neuen Bibliotheksbenutzer aufnehmen, Bibliotheksbenutzerdaten ansehen, Bi-
bliotheksbenutzerdaten modizieren, Daten eines Bibliotheksbenutzers l

oschen,
Einhaltung der Leihfristen kontrollieren
























literaturrecherche buecher Literaturrecherche B

ucher
literaturrecherche zeitschriften Literaturrecherche Zeitschriften








zeitschrift bearbeiten Neues Zeitschriftenheft aufnehmen, Daten eines Zeitschriftenheftes modizieren,
L

oschen der Daten eines Zeitschriftenheftes, Zeitschriftenband als Ausleihobjekt









Zur Speicherung der ben














otigten Daten implementiert sind.






ussen vor der Ausf

uhrung des Prototyps er-
zeugt werden. Die P-Files k






age der P-Files k

onnen mit Hilfe von zus

atzlichen ProSet-Programmen
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onnen weitere P-Files erzeugt werden, um die Literatursuche in den Datenbest

anden





dulinstanzen mit Prozeduren vorhanden sein, die zur Literatursuche und zum Lesen von Daten
gefundener B

ucher oder Zeitschriften die gleichen Schnittstellen anbieten, wie die Prozeduren der
Instanzen im P-File Bibliothek Materialinstanzen. Modulinstanzen zur Suche nach Zeitschriften ha-
ben den Namen zeitschrift, Modulinstanzen zur Suche nach B

uchern haben den Namen buch. Die
Namen der Zugrisoperationen m

ussen mit den Namen der Operationen aus den Instanzen des
P-Files Bibliothek Materialinstanzen

ubereinstimmen. Um die simulierten fremden Datenbanken
dem Prototyp zur Literatursuche zug

anglich zu machen, mu der Anwendungsfall Beschreibung
erreichbarer B





Beispiel: Um eine Literaturrecherche im B

ucherbe-
stand einer fremden Bibliothek zu simulieren, wird ein
neues P-File erzeugt. Dieses P-File soll im folgendenNeu-
es P File heien. Im P-File Neues P File mu sich ein
Eintrag buch benden, in dem eine Modulinstanz ge-
speichert ist. Die Prozeduren zum Zugri auf die Da-
ten der fremden Bibliothek besitzen die gleichen Na-
men und bieten die gleichen Schnittstellen an wie die
Prozeduren in der Modulinstanz buch im P-File Biblio-
thek Materialinstanzen.





ur die Beschreibung dieses Fallbeispiels innerhalb der Diplomarbeit zur Verf

ugung
steht. Auf die Prozeduren und auf die Spezikation der Schnittstellen wird im folgenden deshalb
nicht weiter eingegangen. Der ProSet-Code der implementierten Programme und Moduln ist im




In diesem Abschnitt werden zum Abschlu dieses Fallbeispiels die gewonnen Erkenntnisse zusam-
mengefat. Dazu werden zun

achst noch einmal wesentliche Punkte, die bereits in den Abschnitten
3.4 und 3.5 erw

ahnt wurden, kurz wiederholt:
Analyse und Entwurf (Abschnitt 3.4)
 Die Metaphern Werkzeug und Material sollten nach der urspr

unglichen Planung zur
Strukturierung des Problembereichsmodells verwendet werden. Bei der Erstellung des
Problembereichsmodells wurde deutlich, da die Identizierung von Werkzeugen eine
ausf

uhrlichere Ist-Analyse vorausgesetzt h

atte, als dies zeitlich im Rahmen der Diplom-
arbeit m

oglich war. Das Fehlen von Werkzeugobjekten im Problembereichsmodell hat
sich jedoch nicht negativ auf die Entwicklung des Prototyps ausgewirkt.





uhrt werden sollen, die im betrachteten Anwendungsbereich bislang nicht
ausgef





ur diese neuen T

atigkeiten keine Materiali-
en aus dem bisherigen Anwendungsbereich identiziert werden, die bearbeitet werden
k

onnen (z.B. um Informationen

uber Personen oder Ger

ate zu speichern).




atigkeiten, die mit Hilfe des
zu entwickelnden Systems durchgef

uhrt werden sollen, im betrachteten Anwendungsbe-
reich bereits computergest

utzte Systeme bestehen, die selbst jedoch nicht auf der Basis
der Metaphern Werkzeug und Material entwickelt wurden (siehe Abschnitt 3.4.1).
Implementierung (Abschnitt 3.5)
 Probleme ergeben sich bei der

Ubersetzung vonModuln, in deren Prozeduren persistente
Variablen benutzt werden, wenn auf diese Moduln das closure-Konstrukt angewendet
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wird. Bei dem betrachteten Fallbeispiel kann immer nur ein solcher Modul gleichzeitig

ubersetzt werden. Andernfalls wird der

Ubersetzungsvorgang mit der Fehlermeldung
internal assembler error: out of memory abgebrochen.
 Es w

are bei die Implementierung des Prototyps n








age erst zur Programmlaufzeit festgelegt werden k

onnten.
Die Auage, diese Namen bereits bei der Implementierung zu bestimmen, f

uhrt bei dem
implementierten Prototyp dazu, da die Daten aller Objekte einer Klasse im selben
P-File-Eintrag gespeichert werden. So werden z.B. die Daten aller B

ucher im P-File-
Eintrag buch gespeichert. Dadurch ergibt sich der Nachteil, da sich die Daten s

amtlicher
Objekte einer Klasse im Hauptspeicher benden m

ussen, wenn auf die Daten eines
Objektes dieser Klasse zugegrien werden soll.
 Weil sich bei dem betrachteten Prototyp die Daten s

amtlicher Objekte einer Klasse in
einem P-File-Eintrag benden m

ussen (siehe Abschnitt 3.5.1), sind die M

oglichkeiten
zum parallelen Datenzugri eingeschr

ankt. Dies soll im folgenden erl

autert werden:
Wenn eine Instanz eines Programms schreibend auf die Daten eines Objektes zugreift,
k

onnen keine Daten eines beliebigen anderen Objektes dieser Klasse mehr von einer
zweiten Programminstanz gelesen werden, solange die erste Instanz die Schreibsperre
beh

alt. Ebenso kann eine Programminstanz erst dann schreibend auf die Daten eines
Objektes einer Klasse zugreifen, wenn keine andere Instanz eines Programms, von dem
aus bereits lesend auf ein beliebiges Objekt derselben Klasse zugegrien wurde, eine
Lesesperre f

ur die Objekte dieser Klasse mehr besitzt. Dies soll anhand des P-File-
Eintrags buch verdeutlicht werden:
Beispiel: Im P-File Eintrag buch werden die
Daten aller B

ucher gespeichert. Wenn eine Pro-
gramminstanz die Daten eines beliebigenBuches x
ver

andert, kann keine weitere Instanz auf die Da-
ten eines anderen Buches y zugreifen, solange die





ahnliches Problem ergibt sich, wenn bereits
Daten eines Buches gelesen wurden. Eine Pro-
gramminstanz kann erst dann die Daten eines Bu-
ches x ver

andern, wenn keine Programminstanz,
in der schon einmal lesend auf die Daten eines
beliebigen anderen Buches y zugegrien wurde,
mehr eine Lesesperre f

ur den betreenden P-File-
Eintrag besitzt.
 Unter den gegebenen Voraussetzungen erweist sich die bei der Implementierung des Pro-
totyps vorgenommene Trennung von Daten und Zugrisoperationen als unzweckm

aig.
Die Geschwindigkeit beim Datenzugri k

onnte gesteigert werden, wenn die Datenstruk-
turen f

ur alle Daten einer Klasse und die ben












unglich angenommen. Wenn in einer Prozedur A eine ProSet-
Lese oder Schreibsperre gesetzt wird, wird diese Sperre an die Prozedur B, durch
die die Prozedur A aufgerufen wurde, weitergegeben, wenn in B bereits der ProSet-
Persistenzmechanismus benutzt wurde. Dies gilt auch dann, wenn sich die Prozeduren
A und B in verschiedenen Modulinstanzen benden.
Zus





 In der Abbildung 3.7 im Abschnitt 3.4.2 ist ein Teil des Analysemodells skizziert. Dabei sind
die Objekte zeitschrift, zeitschriftenheft, zeitschriftenband, heftdaten und banddaten dargestellt.
Bei der Implementierung des Prototyps wurde deutlich, da es zur Steigerung der Zugris-
geschwindigkeit auf die zugeh





atzlich zu den in der Abbildung
3.7 dargestellten Beziehungen, Objectory-
"
acquaintance\-Beziehungen zwischen den Objek-
ten Heftdaten und Zeitschrift sowie zwischen den Objekten Banddaten und Zeitschrift (jeweils
Beziehungen in beiden Richtungen) einzuf

ugen.
 Bei Versuchen, parallel auf dieselben persistenten Daten schreibend zuzugreifen, erwies sich




ur Deadlocks. Deadlocks verursachten nicht die er-
wartete Ausnahmemeldung p deadlock occured sondern die Ausnahmemeldung p fatal error.
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 Die Behandlung von Ausnahmen, die im Zusammenhang mit der Persistenz auftreten, durch
Ausnahme-Handler funktioniert nicht, wenn die persistenten Variablen oder Konstanten, auf
die sich die Ausnahmen beziehen, innerhalb von Prozeduren deklariert werden. In diesem Fall
wird die Ausf





In diesem Kapitel wird die Modellierung eines E-Mail-Systems als Fallbeispiel zum experimentellen
Prototyping betrachtet. Es wird ein Prototyp als Labormuster (siehe Abschnitt 1.2) erzeugt, der
die experimentelle Erprobung des Entwurfs eines E-Mail-Systems erm

oglichen soll.
Mit einem E-Mail-System k

onnen Benutzer Nachrichten verschicken und empfangen. Die Akti-
vit

aten der verschiedenen Benutzer sind weitgehend unabh






uhrt werden. Deshalb b

ote es sich an, bei der Implementierung des ProSet-
Prototyps die M

oglichkeiten zur Parallelprogrammierung, die von ProSet zur Verf

ugung gestellt
werden [DFH+95], zu nutzen. Mit den ProSet-Compiler-Versionen, die bei dieser Diplomarbeit
zur Verf

ugung stehen, ist es jedoch nicht m

oglich, den ProSet-Persistenzmechanismus und die
M

oglichkeiten zur Parallelprogrammierung gleichzeitig zu verwenden. Da in dieser Diplomarbeit
das Prototyping mit persistenten Daten betrachtet wird, wird auf die Nutzung der M

oglichkeiten
zur Parallelprogrammierung verzichtet (siehe auch Abschnitt 2.3.2). Dies f

uhrt dazu, da Daten
bei dem zu erstellenden Prototyp h







atzliche Idee, ein E-Mail-System als Beispiel f

ur eine Anwendung, in der persistente
Daten benutzt werden, zu betrachten, wurde von Gamerman et al. [GLV92]

ubernommen. Das
in der Diplomarbeit betrachtete E-Mail-System unterscheidet sich jedoch von dem bei Gamer-
man et al. zugrunde gelegten System. Hierauf wird in den Abschnitten 4.3 und 4.7 noch genauer
eingegangen.
Im Vergleich zum System zur Bibliotheksverwaltung (siehe Kapitel 3) werden beim E-Mail-
System weniger verschiedene Daten ben

otigt. Die Daten des E-Mail-Systems haben meist eine
geringere Lebensdauer. Zwischen den beim E-Mail-System ben

otigten Daten bestehen weniger
Beziehungen, die zur Erhaltung der Konsistenz des Datenbestandes beachtet werden m

ussen, als
beim System zur Bibliotheksverwaltung.
Die Modellierung des E-Mail-Systems wird in diesem Kapitel in sieben Abschnitten vorgestellt.





uber den Aufbau von E-Mail-Systemen und eine Beschreibung
Anforderungen an das zu modellierende System und den Prototyp geben die Abschnitte 4.2 und
4.3. In den Abschnitten 4.4 und 4.5 werden das Anforderungsmodell und das Analysemodell be-
schrieben. Auf die Erstellung des Objectory-Entwurfsmodells und des Prototyps wird im Abschnitt
4.6 eingegangen. Abschnitt 4.7 enth

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4.1 Vorgehensweise
Die Vorgehensweise bei der Ist- und bei der Anforderungsanalyse ist mit der Vorgehensweise, die bei
der Erstellung des Prototyps f

ur ein System zur Bibliotheksverwaltung angewendet wurde (siehe
Abschnitt 3.1), vergleichbar.





aumer et al. [BGZ95] f

ur die Ist-Analyse vorgeschlagen wird (siehe Abschnitt 2.2), h

atte
mehr Zeit in Anspruch genommen, als bei der Bearbeitung dieses Fallbeispiels im Rahmen der
Diplomarbeit f

ur die Ist-Analyse zur Verf

ugung steht. Deshalb wird analog zum ersten Fallbeispiel
bei der Ist-Analyse nur eine allgemeine Beschreibung bestehender E-Mail-Systeme gegeben. Danach




Anschlieend wird das Objectory-Anforderungsmodell entwickelt. Parallel zur Ist-Analyse, der
Beschreibung der Anforderungen und der Erstellung des Anforderungsmodells wird ein Glossar mit
Denitionen verwendeter Begrie erstellt. Dieses Glossar bendet sich im Anhang der Diplomar-
beit.
Aufbauend auf dem Anforderungsmodell wird das Analysemodell f

ur das betrachtete E-Mail-
System entwickelt. Das Analysemodell bildet die Grundlage f

ur die Erstellung des Entwurfsmodells





ur die weitere Entwicklung des Entwurfsmodells liefern. Hierauf wird detailliert
im Abschnitt 4.6 eingegangen.
4.2 Ist-Analyse
Ein E-Mail-System dient dazu, elektronisch Nachrichten zwischen Computerbenutzern zu versen-
den. Wenn ein Sender und ein Empf






otigen Informationen zum Nachrichtentransfer zwischen den entsprechenden Computern aus-





lange gespeichert, bis sie weiterverarbeitet werden.
Die folgende Beschreibung eines E-Mail-Systems orientiert sich an der vom CCITT 1984 ent-
wickelten und 1988

uberarbeiteten Empfehlung X.400, die sich nach Tanenbaum immer mehr zum
Standard f

ur alle elektronischen Postsysteme entwickelt [Tan92, S. 663]. CCITT ist eine Kurzform
f

ur Comite Consultatif International de Telegraphique et Telephonique. Das CCITT erarbeitet als
internationaler beratender Ausschu Empfehlungen zur Telefon- und Datenkommunikation. Die
Begrie E-Mail und elektronische Post werden in dieser Diplomarbeit synonym verwendet. Der
Text in diesem Abschnitt ist auf die Darstellung wesentlicher Eigenschaften und auf die Beschrei-
bung von Leistungen, die auch von einfachen E-Mail-Systemen erbracht werden, beschr

ankt.
X.400 orientiert sich an der Funktionsweise der Briefpost (
"
gelbe Post\). Bei den zu

ubertra-
genden Daten wird zwischen dem Umschlag (envelope) und dem Inhalt (content) einer Nachricht
unterschieden. F

ur den Transport einer Nachricht vom Absender zum Empf

anger sorgt das Nach-
richten

ubertragungssystem. Hierzu interpretiert das Nachrichten

ubertragungssystem die Informa-
tion des Umschlags. Neben den E-Mail-Adressen des Empf

angers und des Absenders kann der
Umschlag zus

atzliche Informationen, wie z.B. Angaben

uber die Art des Nachrichteninhalts (Text,
Grak, digitalisierte Stimme, ...) oder Informationen

uber die Vertraulichkeitsstufe des Nachrich-







atzliche Angaben auf dem Umschlag gibt Tanenbaum [Tan92, S. 677].
Der Nachrichteninhalt kann in den Kopf (heading) und in den K

orper (body) unterteilt werden.
Der Kopf enth

alt in standardisierter Form alle wesentlichen Verwaltungsinformationen, die zur




otig sind. Hierzu geh

oren


































Abbildung 4.1: Modell eines Nachrichtenaustauschsystems.
Ein Beispiel f

ur ein System, mit dem die Nachrichten verarbeitet und ausgetauscht werden
k

onnen, ist in Abbildung 4.1 skizziert. Zur Beschreibung dieses Systems werden zun

achst die Be-
grie Benutzeragent (user agent) und Transferagent (message transfer agent) erl

autert.
Benutzeragent: Ein Benutzeragent ist ein Programm, das die Schnittstelle zwischen dem Be-
nutzer und dem Nachrichten

ubertragungssystem bildet [Tan92, S. 667]. X.400 beschreibt die
folgenden Mindestanforderungen an einen Benutzeragenten [BBP90, S. 27]:











und evtl. besondere W








Angaben zur Versandart (

Ubertragungsgeschwindigkeit, Anforderung einer Quittung
f

ur die Auslieferung, ...) sein, falls das E-Mail-System in diesem Zusammenhang ver-
schiedene Optionen anbietet.
 Der Benutzeragent kann den Nachrichteninhalt zusammen mit dem Umschlag an das
Nachrichten











 Der Nachrichteninhalt und der Absender k






onnen sowohl mit weiteren Transferagenten als auch mit meh-





ubernimmt die Nachrichten von seinen
jeweiligen Benutzeragenten oder von anderen Transferagenten.






uft, ob die Nachricht
an einen anderen Transferagenten weitergeleitet werden mu oder ob der Benutzeragent des
Empf

angers der Nachricht dem Transferagenten A zugeordnet ist. Ist der Benutzeragent des
Empf

angers dem Transferagenten A zugeordnet, wird die Nachricht nicht weitergeleitet.
Um Nachrichten zu speichern, kann der Transferagent f

ur jeden Benutzeragenten, der ihm
zugrordnet ist, einen Nachrichtenspeicher besitzen. Die Nachrichtenspeicher sind in der Emp-
fehlung X.400 optional. Wenn f

ur einen Benutzer kein Nachrichtenspeicher existiert, m

ussen
Nachrichten an diesen Benutzer sofort vom entsprechenden Benutzeragenten im Empfang ge-
nommenwerden k

onnen, damit sie nicht verloren gehen. F

ur das betrachtete Fallbeispiel wird
die Existenz der Nachrichtenspeicher f

ur alle Benutzer des E-Mail-Systems vorausgesetzt. Auf
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oscht [Tan92, S. 667f.].
Allgemein ist jeder Benutzeragent genau einem Transferagenten zugeordnet. Ein Transferagent
kann entweder gar keinen, genau einen oder mehrere Benutzeragenten bedienen. Eine

ubliche Abbil-
dung des Modells auf reale Computersysteme besteht darin, die Transportagenten auf leistungsf

ahi-
gen Grorechnern zu installieren, die von






ahrend die Benutzeragenten auf PCs oder Workstations eingerichtet sind, die sich
in den B

uros der Benutzer benden. Dennoch ist diese Art der Abbildung nicht zwingend durch
X.400 vorgeschrieben. Es sind beliebige weitere Kongurationen m

oglich. Zum Beispiel k

onnen





uber verschiedene Abbildungen des Modells nach X.400 auf reale
Computersysteme geben z.B. Babatz et al. [BBP90, S. 30].
4.3 Beschreibung der Anforderungen an das System und an
den Prototyp
Das zu modellierende E-Mail-System ist so aufgebaut, wie es im Abschnitt 4.2 beschrieben wurde.





ben. Von dort aus werden sie zum Empf

anger transportiert. Das Nachrichten

ubertragungssystem
besteht aus Transferagenten, die miteinander verbunden sind.
Die im Abschnitt 4.2 beschriebenen Regeln f

ur die Zuordnung von Benutzer- und Transferagen-
ten werden beachtet. Ein Benutzeragent nimmt also die Leistungen genau eines Transferagenten
in Anspruch, w

ahrend ein Transferagent mehrere, genau einen oder gar keinen Benutzeragenten
bedienen kann. An einen Transferagenten werden die folgenden Anforderungen gestellt:
 Die Transferagenten sorgen f

ur die Weiterleitung von Nachrichten zum Empf

anger.
 Ein Transferagent richtet f

ur jeden ihm zugeordneten Benutzer einen Nachrichtenspeicher
ein. Dort werden Nachrichten f






oscht der Transferagent Nachrichten aus einem Nachrich-
tenspeicher. Auerdem bietet der Transferagent die M

oglichkeit, ein Inhaltsverzeichnis eines
Nachrichtenspeichers an einen Benutzeragenten zu

ubergeben.
Die Schnittstelle zwischen Nachrichten

ubertragungssystem und den Benutzern wird durch die
Benutzeragenten gebildet. Ein Benutzeragent soll die folgenden Anforderungen erf

ullen:
 Ein Inhaltsverzeichnis des Nachrichtenspeichers eines Benutzers kann angezeigt werden.
 Der Inhalt von Nachrichten kann gelesen werden.
 Nachrichteninhalte k

onnen in einer Datei gespeichert werden.
 Auf Nachrichten kann direkt geantwortet werden. Die Adresse des Empf

angers der Antwort-





onnen erzeugt und an das Transportsystem weitergegeben werden.
 Eingetroene Nachrichten k

onnen an andere Benutzer weitergeleitet werden.
Bei den in diesem Fallbeispiel betrachteten Nachrichten handelt es sich immer um Texte. Ne-
benbedingungen beim Versenden einer Nachricht vom Absender zum Empf






urzesten Weg zum Empf

anger, werden nicht vorgegeben.
F






ur einen Transfergenten erstellt. Durch die gleichzeitige Ausf

uhrung mehrerer
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Instanzen des Benutzer- und des Transferagentenprogramms wird ein Modell eines Netzwerks auf-
gebaut. Die Anzahl der Benutzeragenten und Transferagenten sowie die bestehenden Verbindungen
sind nicht fest vorgegeben. Das zu simulierende Netzwerk kann exibel konguriert werden.
In der Einleitung zum Kapitel 4 wurde bereits erw

ahnt, da die grundlegende Idee, ein E-
Mail-System als Beispiel f

ur eine Anwendung, bei der persistente Daten benutzt werden, zu be-
trachten, von Gamerman et al.

ubernommen wurde [GLV92]. Bei Gamerman et al. werden jedoch
ausschlielich Komponenten implementiert, die in etwa die Funktionalit

at der hier betrachteten Be-
nutzeragenten besitzen. Nachrichten werden von diesen Komponenten in einer Datenbank abgelegt
und k

onnen aus dieser Datenbank wieder gelesen und gel

oscht werden. Das in der Diplomarbeit
betrachtete E-Mail-Modell ist wegen der zus

atzlichen Modellierung eines aus mehreren Trans-
feragenten bestehenden Nachrichten

ubertragungssystems komplexer aufgebaut. Die Modellierung
von Transferagenten im Rahmen des experimentellen Prototyping erscheint jedoch sinnvoll, weil
die Transferagenten wesentliche Bestandteile des in der Ist-Analyse (siehe Abschnitt 4.2) zugrunde
gelegten E-Mail-Systems sind.
4.4 Das Anforderungsmodell
Das Anforderungsmodell besteht analog zum Anforderungsmodell des ersten Fallbeispiels aus
dem Anwendungsfallmodell und aus dem Problembereichsmodell (vgl. Abschnitt 3.4.1). Benutzer-
schnittstellen spielen bei dem zu erstellenden Prototyp nur eine untergeordnete Rolle. Auerdem
nden keine Interaktionen mit fremden System statt. Das E-Mail-System besteht zwar aus ver-
schiedenen Prozessen, die miteinander kommunizieren. Diese Prozesse werden jedoch als ein zusam-
menh

angendes System betrachtet. Schnittstellenbeschreibungen werden in dem hier betrachteten
Anforderungsmodell deshalb nicht erstellt.
4.4.1 Das Anwendungsfallmodell
Bei der Erstellung des Anwendungsfallmodells wird auf die Begrie zur

uckgegrien, die bereits im
Glossar (siehe Zusatzdokument zur Diplomarbeit), das parallel zur Ist-Analyse und zur Anforde-
rungsdenition erstellt wurde, deniert sind. Bei der Erstellung des Anwendungsfallmodells wird
das Glossar um weitere Begrie erg

anzt. Ein Beispiel f

ur einen Begri, der erst bei der Erstellung
des Anwendungsfallmodells im Glossar deniert wird, ist der Begri Bezugsnummer:
"
Die Bezugsnummer kennzeichnet eine Nachricht im Nachrichtenspeicher eines Benut-
zers des Nachrichtenaustauschsystems eindeutig.\










ur die Transferagenten bendet sich im zweiten Teil des Anwendungsfallmodells.
Auf die Kongurierung des Benutzeragenten und des Transferagenten wird im Anwendungs-
fallmodell nicht eingegangen. Hierdurch unterscheidet sich das Anwendungsfallmodell des E-Mail-
Systems vom Anwendungsfallmodell des Biliotheksverwaltungssystems. Beim Bibliotheksverwal-





alle Beschreibung erreichbarer B

ucherkataloge und Beschreibung erreichbarer Zeitschriftenkata-
loge, siehe Abbildung 3.2 im Abschnitt 3.4.1).
Der Einu einer Beschreibung von Anwendungsf

allen, in denen die Einrichtung des zu ent-
wickelnden Systems dargestellt wird, auf die weitere Systementwicklung wird nach den Erfahrun-
gen, die beim ersten Fallbeispiel gemacht wurden, als so gering eingesch






assigt werden kann, ohne die weitere Software-Entwicklung da-
durch negativ zu beeinussen.
Im folgenden wird das Anwendungsfall des E-Mail-Systems, getrennt nach Benutzeragent und
Transferagent, vorgestellt.
Der Benutzeragent: Das Teilmodell des Benutzeragenten ist in den Abbildungen 4.2 und 4.3
skizziert. In der Abbildung 4.2 sind der Benutzer des E-Mail-Systems als einziger Akteur
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und die noch nicht erweiterten Anwendungsf

alle skizziert. In der Abbildung 4.3 wird die






























Abbildung 4.3: Erweiterung des Anwendungsfalls Nachricht versenden
Im folgenden ist die Beschreibung des Anwendungsfalls Nachricht versenden aufgef

uhrt.












Der Benutzer gibt die Adressen der Empf

anger
der Nachricht ein. Anschlieend w

ahlt er den Be-
fehl Nachricht erzeugen. Alternativ kann er die
Ausf

uhrung durch Auswahl des Befehls Abbruch vor-
zeitig abbrechen.
Eingabe des Betres
Der Benutzer gibt den Betre der Nachricht ein.
Erzeugen und Verschicken der Nachricht
Der Benutzer gibt den Namen der Datei ein, in der
der Text des Nachrichtenk

orpers gespeichert ist.
Alternativ kann der Benutzer den Befehl Abbruch
w






eine Nachricht zu versenden.
Wenn nicht Abbruch gew

ahlt wurde, wird die Nach-





Keine Verbindung zum Transferagenten
Wenn keine Verbindung zu einem Transferagenten
existiert, wird die FehlermeldungTransferagent nicht
gefunden ausgegeben.
Datei kann nicht gelesen werden
Wenn die ausgew






onet werden kann, wird die




Nachricht kann nicht zugestellt werden
Wenn die Nachricht an einen angegebenenEmpf

anger
nicht zugestellt werden konnte, wird die Fehlermel-
dung Nachricht konnte nicht zugestellt werden zu-
sammen mit der Adresse, an die die Nachricht nicht
ausgeliefert werden konnte, ausgegeben.

Uberschreitung einer maximalen Wartezeit
Wenn nach dem Ablauf einer maximalen Warte-
zeit noch keine Quittung vom Nachrichtenempf

anger
eingegangen ist, wird die Fehlermeldung Timeout
ausgegeben.
Beim Anwendungsfall Nachricht versenden wird zun

achst davon ausgegangen, da der Text
des Nachrichtenk

orpers einer zu versendenden Nachricht bereits in einer Datei gespeichert





O93, S. 163.], die den Anwendungsfall Nachricht
erzeugen mit dem Anwendungsfall Nachricht versenden verbindet (siehe Abbildung 4.3), wird
bei der Ausf

uhrung des Anwendungsfalls Nachricht versenden die Option geboten, den Anwen-




uhren. Dadurch hat der Benutzer die M

oglich-




orper direkt einzugeben, anstatt ihn aus einer Datei zu
laden.
Sowohl bei dem Anwendungsfall Nachricht versenden als auch bei dem Anwendungsfall Nach-
richt erzeugen handelt es sich um Anwendungsf

alle, die in einem anderen Kontext auch un-
abh

angig voneinander verwendet werden k

onnten.
Der Anwendungsfall Nachricht erzeugen ist folgendermaen beschrieben:





uckt auf die Frage nach dem Na-










Der Benutzer gibt den Text des Nachrichtenk

orpers
ein. Wenn die Eingabe beendet ist, w







Wenn der Befehl Ende ausgew

















ur den Benutzeragenten speziziert wurden, werden







alle wurden aus Platzgr

unden nicht in dieses Kapitel aufgenommen. Sie benden sich
im Zusatzdokument zu dieser Diplomarbeit.
Anwendungsfall Beschreibung
Auf Nachricht antworten Der Benutzer antwortet auf eine eingegangene Nachricht direkt.
Nachricht erzeugen Der Benutzer erzeugt einen Nachrichtenk

orper.
Nachricht lesen Eine Nachricht wird ausgew







oschen Der Benutzer w

ahlt eine Nachricht, die gel

oscht werden soll, aus seinemNach-
richtenspeicher aus.
Nachricht speichern Der Inhalt einer Nachricht wird in einer Datei gespeichert.
Nachricht versenden Eine Nachricht wird versendet.
Nachricht weiterleiten Eine eingegangene Nachricht wird an andere Benutzer weitergeleitet.
Nachrichtenspeicherinhalt lesen Es wird angezeigt, welche Nachrichten sich im Nachrichtenspeicher des Be-
nutzers benden.







ahrend im Teilmodell des Benutzeragenten nur der Benutzer als einziger
Akteur existiert, besitzt das Teilmodell des Transferagenten die beiden Akteure Benutzer-
agent und Transferagent, da der Transferagent sowohl mit Benutzeragenten als auch mit
fremden Transferagenten Informationen austauscht. Die Anwendungsf

alle und die Akteure
des Transferagenten sind in der Abbildung 4.4 dargestellt.









alle des Transferagenten ben-







des Transferagenten gibt die Tabelle 4.2.






Nachricht aus Nachrichtenspeicher entfernen


















Ein Benutzeragent oder ein anderer Transferagent








anger der Nachricht bzw. Quit-
tung ein Nachrichtenspeicher verwaltet wird, wird
kontrolliert, ob es sich bei den empfangenen Informa-
tionen um eine Quittung f

ur eine andere Nachricht
oder um eine Nachricht zum Informationsaustausch
zwischen Benutzern handelt. Handelt es sich um eine
Quittung, wird die Quittung an den Benutzeragenten
des Quittungsempf

angers weitergegeben. Wenn es
sich um eine Nachricht zum Informationsaustausch
zwischen Benutzern handelt, wird die empfangene
Nachricht im Nachrichtenspeicher des Benutzers ab-
gelegt. Zus

atzlich wird eine positive Quittung er-
zeugt, die an den Absender der im Nachrichtenspei-







anger der Nachricht bzw. Quit-
tung kein Nachrichtenspeicher verwaltet wird, wird
ein Transferagent gesucht, an den die Nachricht bzw.
Quittung weitergeleitet werden kann. Anschlieend
wird die Nachricht bzw. Quittung an den gefundenen
Transferagenten weitergeleitet.
Bei dem Versenden einer Nachricht vom Absender
zum Empf

anger sind keine Nebenbedingungen, wie








Wenn das Format der Nachricht bzw. Quittung nicht
dem erwarteten Format entspricht, wird die Fehler-
meldung Falsches Format an den Benutzeragenten
bzw. Transferagenten, von dem die Nachricht bzw.
Quittung empfangen wurde, zur

uckgeschickt. An-

















uft, ob es sich bei diesen Infor-
mationen um eine Quittung oder um eine Nachricht
zum Informationsaustausch zwischen Benutzern han-
delt. Handelt es sich um eine Quittung, wird die
Ausf

uhrung dieses Anwendungsfalls abgebrochen.
Handelt es sich um eine Nachricht zum Informati-
onsaustausch zwischen Benutzern, wird eine negative
Quittung erzeugt und an den Absender der Nachricht,







uber den Inhalt des Nachrichtenspeichers eines
Benutzers werden an den Benutzeragenten

ubergeben.
Nachricht aus Nachrichtenspeicher entfernen Eine Nachricht wird aus dem Nachrichtenspeicher eines Be-
nutzers entfernt.
Nachricht aus Nachrichtenspeicher holen Der Transferagent





ubergeben Ein Benutzeragent oder ein fremder Transferagent

ubergibt
eine Nachricht oder eine Quittung an einen Transferagenten,
um sie an einen Empf

anger weitersenden zu lassen.
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4.4.2 Das Problembereichsmodell
Im Problembereichsmodell werden Materialien und Werkzeuge aus dem Problembereich des E-
Mail-Systems und ihre Beziehungen zueinander beschrieben. Weil die Problembereiche des Benut-
zeragenten und des Transferagenten identisch sind, wird das Problembereichsmodell im Gegensatz
zum Anwendungsfallmodell (siehe Abschnitt 4.4.1) nicht in ein Teilmodell f

ur den Benutzeragenten
und in ein zweites Teilmodell f

ur den Transferagenten aufgeteilt. Es existiert nur ein Problembe-
reichsmodell, das gleichermaen f

ur den Benutzeragenten und f






ahrend im Problembereichsmodell des Systems zur Bibliotheksverwaltung die Beziehungen
zwischen Objekten f

ur jeden einzelnen Anwendungsfall separat dargestellt wurden (siehe Abschnitt
3.4.1), wird bei der Darstellung der Beziehungen zwischen den Problembereichsmodellobjekten des
E-Mail-Systems nicht mehr zwischen verschiedenen Anwendungsf






ur die Erstellung unterschiedlich ausf

uhrlicher Problembereichsmodelle in den beiden Fallbeispie-
len werden im folgenden vorgestellt.
 Beim Bibliotheksverwaltungssystem wurde der Prototyp in einer sehr fr

uhen Phase des
Software-Entwicklungsprozesses erstellt. Von den Objectory-Modellen wurden nur das An-
wendungsfallmodell und das Problembereichsmodell vollst

andig entwickelt. Das Analysemo-
dell wurde nur teilweise erstellt. Durch ein detailliertes Problembereichsmodell sollte, soweit
m

oglich, ein Ausgleich f

ur nicht erstellte Objectory-Modelle bzw. Modellteile geschaen wer-
den.
Der Prototyp des E-Mail-Systems wird hingegen in einer relativ sp

aten Phase des Software-
Entwicklungsprozesses implementiert. Das Entwurfsmodell existiert bei der Implementierung
des Prototyps bereits teilweise. Das Anwendungsfallmodell, das Problembereichsmodell und
das Analysemodell existieren vollst

andig. Ein Ausgleich f

ur fehlende Modellteile wird bei der
Erstellung des Prototyps f

ur das E-Mail-System deshalb als nicht n

otig angesehen.
 Bei dem System zur Bibliotheksverwaltung handelt es sich um eine Anwendung, bei der viele
unterschiedliche Daten, zwischen denen vielf

altige Beziehungen bestehen, anfallen. Diese Be-
ziehungen m

ussen bei einer Manipulation von Daten beachtet werden, um die Konsistenz des
Datenbestandes zu erhalten. Die separate Darstellung von Beziehungen zwischen Objekten
f

ur jeden Anwendungsfall dient dazu, die Anzahl der Beziehungen, die gleichzeitig beachtet
werden m

ussen, zu begrenzen und so die

Ubersichtlichkeit des Problembereichsmodells zu
verbessern.
Beim E-Mail-System werden zum einen wesentlich weniger Daten ben

otigt, zum anderen be-
stehen zwischen den Daten wesentlich weniger Beziehungen als beim System zur Bibliotheks-
verwaltung (auf die Beziehungen zwischen Objekten des Problembereichsmodells des E-Mail-
Systems wird weiter unten in diesem Abschnitt noch genauer eingegangen). Die Beziehungen
zwischen den Daten lassen sich bei dem in diesem Kapitel betrachteten Fallbeispiel auch
dann noch






Uber einen fachlichen Klassenentwurf (siehe Abschnitt 2.2) geht auch das bei diesem Fallbei-
spiel erstellte Problembereichsmodell hinaus. So werden neben einer Darstellung der Beziehungen
zwischen Klassen auch statische Beziehungen zwischen Instanzen aufgef

uhrt. Beziehungen zwischen
Instanzen werden beim fachlichen Klassenentwurf nicht ber

ucksichtigt.




consists of\-Beziehungen. Durch die Darstellung die-
ser Beziehungen sollen Zusammenh

ange zwischen den modellierten Objekten verdeutlicht werden.
Des weiteren unterscheidet sich das Problembereichsmodell des E-Mail-Systems durch die Auf-
nahme von Werkzeugen vom Problembereichsmodell des Systems zur Bibliotheksverwaltung. Das
Problembereichsmodell des Systems zur Bibliotheksverwaltung enth

alt keine Werkzeuge, weil sie






uhrt werden konnte, nicht
aufgef

uhrt sind. Die Ist-Analyse des E-Mail-Systems konnte aus Zeitgr

unden zwar ebenfalls nur





uhrt werden. Hier werden jedoch z.B. Benutzeragenten beschrieben, die im




ur, da Werkzeuge in der Ist-




ahrend sie in der Ist-Analyse des Systems zur Bi-
bliotheksverwaltung nicht enthalten sind, wird im folgenden aufgef

uhrt:
 In der Ist-Analyse des E-Mail-Systems werden viele Grundlagen von der CCITT-Empfehlung
X.400

ubernommen. Die Empfehlung X.400 beschreibt den Aufbau eines E-Mail-Systems aus
verschiedenen Komponenten bereits sehr detailliert. Dabei sind auch bereits Werkzeuge, wie
z.B. Benutzeragenten, als wesentliche Bestandteile eines E-Mail-Systems beschrieben. Werk-




onnen direkt in das zu entwickelnde
System

ubernommen werden. Sie werden deshalb im Problembereichsmodell ber

ucksichtigt.





ur den Aufbau eines Systems zur Bibliotheksverwaltung zur

uckge-
grien werden, in der auch bereits Werkzeuge aufgef

uhrt sind, die f









Im folgenden wird auf die Materialien und auf die Werkzeuge des E-Mail-Systems eingegangen.
Im Gegensatz zum Abschnitt

uber das Problembereichsmodell des Systems zur Bibliotheksver-
waltung (Abschnitt 3.4.1) beziehen sich die Skizzen, die zum Problembereichsmodell des E-Mail-
Systems aufgef

uhrt werden, immer auf das gesamte System und nicht nur auf einzelne Anwen-
dungsf

alle, da im Problembereichsmodell des E-Mail-Systems die einzelnen Anwendungsf

alle nicht

























































Abbildung 4.5: Materialien im Problembereichsmodell.
Gleiche Bezeichnungen f

ur Beziehungen und Objekte werden bei Jacobson et al. ausdr

ucklich zugelassen (vgl. Ab-
bildung 3.7 im Abschnitt 3.4.2).
Ein zentrales Objekt ist hier das Objekt Nachrichtenspeicher. Ein Nachrichtenspeicher wird
als Material angesehen, das von einem Transferagenten bearbeitet wird. In einem Nachrich-
tenspeicher k

onnen beliebig viele Nachrichten f

ur einen Benutzer gespeichert sein. Dies wird
in der Abbildung 4.5 durch die 0..M-
"
acquaintance\-Beziehung Inhalt dargestellt. Anstelle
einer
"
acquaintance\-Beziehung zwischen dem Objekt Nachrichtenspeicher und dem Objekt












ahlt, weil die Nachrichten als eigenst

andige Objekte angesehen
werden, die zwar in einem Nachrichtenspeicher gespeichert werden k

onnen, aber kein direkter
Bestandteil eines Nachrichtenspeichers sind, wie es z.B. Speicherbereiche im Hauptspeicher
oder Festplattensektoren w

aren. Speicherbereiche im Hauptspeicher und Festplattensekto-
ren sind nicht im Problembereichsmodell aufgef

uhrt, weil sie keinen Einu auf die weitere
Entwicklung des E-Mail-Systems haben.
Jeder Nachrichtenspeicher ist einem Benutzer des E-Mail-Systems fest zugeordnet. Dies wird
durch die Beziehung Besitzer zwischen dem Objekt Nachrichtenspeicher und dem Objekt
Adresse dargestellt (der Begri Material umfat nicht ausschlielich materielle Dinge, eine
Adresse wird daher bei diesem Fallbeispiel als Material angesehen, siehe Abschnitt 2.2).
Die
"





schreiben, da eine Nachricht aus einem Umschlag (Objekt Umschlag) und aus einem







otigt, um eine Nachricht vom Absender zum
Empf

anger zu schicken. Deshalb ist die Empf

angeradresse ein Bestandteil des Umschlags.
Damit eine Quittung an den Absender einer Nachricht zur

uckgeschickt werden kann, enth

alt
der Umschlag auch die Adresse des Absenders.





alt ebenfalls eine Absenderadresse, um dem Nachrichtenempf

anger
das Einordnen einer Nachricht zu erleichtern. Die Absenderangaben des Umschlags und des
Nachrichtenkopfes m

ussen nicht in jedem Fall identisch sein. Zum Beispiel hat ein Benutzer
die M

oglichkeit, eine an ihn adressierte Nachricht zus

atzlich an einen oder an mehrere ande-
re Benutzer weiterzuleiten (siehe Tabelle 4.1 im Abschnitt 4.4.1). Beim Weiterleiten bleibt
der Nachrichteninhalt einschlielich der Absenderangabe im Nachrichtenkopf unver

andert.
Im Gegensatz dazu wird die Absenderadresse auf dem Nachrichtenumschlag vor dem Weiter-
leiten der Nachricht ausgetauscht. Der Nachrichtenumschlag einer weitergeleiteten Nachricht
enth

alt als Absender die Adresse des Benutzers, der die Nachricht weiterleitet. Der Grund,
im Nachrichtenkopf und auf dem Umschlag unterschiedliche Absenderadressen zuzulassen,
soll im folgenden anhand eines Beispiels veranschaulicht werden.
Beispiel: In diesem Beispiel erzeugt ein Benutzer
A des E-Mail-Systems eine Nachricht und verschickt
sie an einen Benutzer B. Der Benutzer B m

ochte die
Nachricht an einen anderen Benutzer C weiterleiten,
gibt jedoch eine falsche Adresse ein. Die eingegebene
Adresse existiert im E-Mail-System nicht.
Das Nachrichten

ubertragungssystem reagiert auf die
fehlerhafte Empf

angeradresse mit dem Verschicken
einer negativen Quittung an den Absender, dessen
Adresse auf dem Umschlag der Nachricht angegeben
ist (siehe Beschreibung des Anwendungsfalls Nach-
richt

ubergeben im Abschnitt 4.4.1). W

are auf dem
Umschlag noch Benutzer A als Absender angegeben,
erhielte der Benutzer A eine negative Quittung, ob-





anger B angekommen ist. Empf

anger B er-
hielte hingegegen keine R

uckmeldung, da die Nach-
richt, die er an Benutzer C weiterleitenwollte, ihr Ziel
nicht erreicht hat.
Die Adresse des BenutzersA im Nachrichtenkopf gibt
an, da Benutzer A (und nicht Benutzer B) der Ver-
fasser des Textes des Nachrichtenk

orpers ist. Da der
Nachrichtenk

orper beim Weiterleiten der Nachricht
nicht ver

andert wird, bleibt die Adresse im Nachrich-
tenkopf erhalten.
Bei dem hier vorgestellten Problembereichsmodell wird zwischen einer positiven und einer
negativen Quittung unterschieden (Objekte Positive Quittung und Negative Quittung). Eine
positive Quittung zeigt an, da eine Nachricht beim Empf

anger angekommen ist. Eine ne-





ausgeliefert werden konnte. In der Abbildung 4.5 soll durch die 1-Beziehung Nachricht zwi-
schen dem Objekt Quittung und dem Objekt Nachricht angedeutet werden, da sich eine
Quittung immer auf eine Nachricht bezieht. Jede Quittung enth

alt die Adresse des Benut-
zers, f

ur den die Quittung bestimmt ist. Dies wird durch die Beziehung Empf

anger zwischen
den Objekten Quittung und Empf

angeradresse symbolisiert.
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atzlich zu den oben beschriebenen Objekten k

onnten weitere Materialobjekte aufgef

uhrt
werden. Zum Beispiel h

atte ein Materialobjekt Betre f

ur den Betre einer Nachricht in
das Problembereichsmodell aufgenommen und mit dem Objekt Nachrichtenkopf durch eine
"
consists of\-Beziehung verbunden werden k












Abbildung 4.6: Modellierung eines zus

atzlichen Objektes im Problembereichsmodell.
Die Beschr

ankung der im Problembereichsmodell modellierten Materialobjekte auf die in der
Abbildung 4.5 dargestellten Objekte soll im folgenden beschrieben und motiviert werden.
Ein Material A, das Bestandteil eines anderen Materials B ist, wird nur dann in das Problem-
bereichsmodell aufgenommen,wenn das MaterialA auch unabh

angig vomMaterial B ben

otigt
wird. Dies ist bei dem Betre einer Nachricht nicht der Fall. Der Betre einer Nachricht wird
bei dem betrachteten E-Mail-System immer im Zusammenhang mit den restlichen Informa-
tionen des Nachrichtenkopfes, aber niemals allein, benutzt. Im Gegensatz dazu wird z.B. eine
Adresse nicht ausschlielich als Bestandteil einer Nachricht ben






otigt, wenn ein Benutzeragent gestartet wird.
Der Benutzeragent mu die Adresse des Benutzers, der ihn gestartet hat, erfragen, um dem
Transferagenten mitteilen zu k

onnen, auf welchen Nachrichtenspeicher sich die vergebenen
Auftr

age (z.B. das Anfordern von Informationen

uber den Inhalt eines Nachrichtenspeichers)
beziehen sollen. Informationen, die nicht unabh

angig sind, werden erst im Analysemodell als
Attribute modelliert. Das Analysemodell wird im Abschnitt 4.5 beschrieben.
Durch diese Regelung f

ur die Aufnahme von Materialobjekten soll verhindert werden, da
das Problembereichsmodell mit Objekten

uberladen wird, die keine Informationen liefern, die
nicht bereits in anderen Objekten enthalten sind. So soll die

Ubersichtlichkeit des Problembe-






ur die Aufnahme von Objekten
in das Problembereichsmodell wurde bereits bei der Modellierung des Systems zur Biblio-






ankung der Aufnahme von Objek-





ur das E-Mail-System angegeben wurden, vergleichbar. Sie wurden bei der Beschreibung




at sich nicht in allen F

allen eindeutig entscheiden, ob Informationen eines Objektes un-
abh

angig von den Informationen eines anderen Objektes ben

otigt werden. Diese Problematik
wird bei den Objekten Umschlag, Nachrichteninhalt, Nachrichtenkopf und Nachrichtenk

orper
deutlich. Auf diese Objekte wird im folgenden genauer eingegangen:





ge Nachrichten an einen Transferagenten, und ein Transferagent leitet nur vollst

andige





Umschlag und Nachrichteninhalt nicht als Materialobjekte in das Problembereichsmodell
aufzunehmen.
Andererseits liest das Nachrichten

ubertragungssystem beim Weiterleiten einer Nach-
richt ausschlielich die Informationen des Umschlags, w

ahrend die Informationen des
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Nachrichteninhalts durch das Nachrichten

ubertragungssystem nicht interpretiert wer-
den. Der Benutzer des Nachrichtenaustauschsystems ben

otigt hingegen die Informatio-
nen des Nachrichteninhalts, w

ahrend die Informationen des Umschlags f

ur ihn unwichtig
sind. Die Trennung von Umschlag und Nachrichteninhalt soll auch im Problembereichs-
modell dargestellt werden. Deshalb werden die Materialobjekte Umschlag und Nachrich-
teninhalt aufgenommen.
Die Objekte Nachrichtenkopf und Nachrichtenk








orper eigene Materialobjekte erzeugt werden sollen,
ist noch schwieriger als bei den Objekten Umschlag und Nachrichteninhalt. Die Objekte
Nachrichtenkopf und Nachrichtenk

orper wurden aufgenommen, weil die Aufteilung des
Nachrichteninhalts in den Nachrichtenkopf und in den Nachrichtenk

orper in der CCITT-
Empfehlung X.400 stark betont wird (siehe Abschnitt 4.2). Der Nachrichtenkopf enth

alt










lich durch den Benutzer erzeugt wird. Ob die Aufnahme des Nachrichtenkopfes und des
Nachrichtenk

orpers als Materialobjekte im Problembereichsmodell f

ur die Implementie-
rung notwendig ist, l


























Abbildung 4.7: Werkzeuge im betrachteten Problembereich.
Werkzeuge: Zur Vorstellung der im Problembereichsmodell dargestellten Werkzeuge soll
zun

achst die Abbildung 4.7 erl

autert werden. Bei der Erl

auterung werden die in dieser Abbil-
dung dargestellten Objekte zun

achst nur als Problembereichsmodellobjekte, aber noch nicht
speziell als Repr

asentation von Werkzeugen, angesehen. Der Werkzeugbegri im Zusammen-






auterung der Abbildung: Das System zumNachrichtenaustausch besteht aus (mehre-





tragungssystem setzt sich aus Transferagenten und aus Verbindungen zusammen. Das
Objekt Verbindung repr

asentiert die physikalischen Verbindungen (z.B. elektrische Lei-
tungen) zwischen einem Benutzeragenten und einem Transferagenten bzw. zwischen zwei
Transferagenten. Diese physikalischen Verbindungen zwischen zwei Orten werden nicht
durch die eingezeichneten Kanten symbolisiert. Die Kanten zeigen ausschlielich an, da
ein Objekt Kenntnis davon besitzt, da ein anderes Objekt existiert.
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So mu beispielsweise ein Benutzeragent, der eine Nachricht an einen Transferagen-
ten

ubergeben soll, wissen, da dieser Transferagent existiert. Dies wird durch die
"
ac-
quaintance\-Beziehung zwischen dem Benutzeragenten und dem Transferagenten aus-
gedr

uckt. Damit die Nachricht versendet werden kann, mu noch eine physikalische






ubertragungssystem und Verbindung wurden zus

atzlich zu den
Objekten Benutzeragent und Transferagent in diese Abbildung aufgenommen,weil sowohl
das Nachrichten

ubertragungssystem als auch Verbindungen gem

a Abbildung 4.1 (siehe
Abschnitt 4.2) Bestandteile des Problembereichs eines E-Mail-Systems sind.
Diskussion des Werkzeugbegris: S

amtliche in der Abbildung 4.7 aufgef

uhrten Objek-
te werden im folgenden als Werkzeugobjekte angesehen. Der Begri Werkzeugobjekt
umfat dabei sowohl Objekte, die einzelne Werkzeuge darstellen, als auch ein Objekt,
das eine Sammlung von Werkzeugen repr






asentiert eine Sammlung mehrerer Werkzeuge. Die Objekte Benutzeragent,
Transferagent und Verbindung stellen einzelne Werkzeuge dar.
W

ahrend ein Benutzeragent oensichtlich ein Werkzeug zum Bearbeiten von Nachrich-
ten ist, ist die Benutzung der Metapher Werkzeug f

ur die Transferagenten und f

ur die
Verbindungen jedoch problematisch. Dies wird im folgenden diskutiert:
 Mit einem Transferagenten werden Nachrichtenspeicher bearbeitet und Nachrich-
ten zum Weitersenden vorbereitet. Eine Verbindung dient dazu, eine Nachricht von
einem Ort zu einem anderen Ort zu transportieren. Weil bei dieser Interpretation
sowohl Transferagenten als auch Verbindungen dazu dienen, Nachrichtenspeicher
bzw. Nachrichten zu bearbeiten, sind Transferagenten und Verbindungen keine Ma-
terialien.
Andererseits sind Transferagenten und Verbindungen strenggenommen auch keine
Werkzeuge, weil Aktionen der Transferagenten und der Verbindungen nicht direkt
von Menschen veranlat werden. B














aumer et al. noch Automaten, mit
denen Prozesse, die immer nach einem gleichen Schema ablaufen, abgearbeitet wer-




aumer et al. menschliche Hand-
lungsweisen ersetzen. Die Bef

orderung einer Nachricht mit Hilfe von Verbindungen
und Transferagenten k






orderung einer Nachricht von einem Ort zu einem anderen Ort angesehen wer-
den. Andererseits handelte es sich nicht mehr um ein E-Mail-System, wenn Nach-








Da bereits der Ist-Analyse ein E-Mail-System, und kein traditionelles Postsystem,
zugrunde liegt, k

onnen die Verbindungen und die Transferagenten bei dem betrach-
teten Fallbeispiel jedoch keine menschlichen Handlungsweisen ersetzen. Sie sind
deshalb auch keine Automaten.
Weitere Metaphern stehen bei dem hier betrachteten WAM-Ansatz nicht zur
Verf

ugung. Um Transferagenten und Verbindungen trotzdem mit den Metaphern,
die durch den betrachteten WAM-Ansatz zur Verf

ugung gestellt werden, beschrei-
ben zu k

onnen, werden sie den Werkzeugen zugeordnet. Ein Transferagent wird als
Werkzeug angesehen, mit dem Nachrichtenspeicher bearbeitet und Nachrichten zum
Weitersenden vorbereitet werden. Eine Verbindung wird als Werkzeug angesehen,
mit dem Nachrichten zwischen zwei Orten transportiert werden k

onnen.
Die beschriebene Aufteilung der Objekte aus der Abbildung 4.7 in die Werkzeugsamm-
lung Nachrichten

ubertragungssystem und in die Werkzeuge Benutzeragent, Transferagent
und Verbindung ist nicht die einzige M

oglichkeit zur Strukturierung der gefundenen
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Objekte. Alternativ k

onnte z.B. auch das Nachrichten

ubertragungssystem als Werk-
zeug zum Versenden von Nachrichten betrachtet werden, das aus Transferagenten und
Verbindungen besteht. Diese Aufteilung h

angt weitgehend von subjektiven Kriterien ab.
Bei dem hier betrachteten Beispiel erscheinen die Aufgaben, die durch Benutzeragenten,
Transferagenten und Verbindungen bew

altigt werden, jeweils ausreichend unterschied-




Die Objekte aus der Abbildung 4.7 und ihre Beziehungen werden im folgenden noch einmal
detailliert vorgestellt:
Das Objekt Benutzeragent




1-Beziehung Transferagent: Ein Benutzeragent ist genau einem Transferagenten zugeord-
net.
1-Beziehung Verbindung: Der Benutzeragent kann


















1..M-Beziehung Verbindung: Verbindungen sind Bestandteile des Nachrichten

ubertra-
gungssystems. Es mu mindestens eine Verbindung zwischen einem Benutzeragenten
und einem Transferagenten bestehen.
Das Objekt Transferagent





ubernehmen Nachrichten von Benutzeragenten oder von anderen Transferagenten
und leiten sie zum Empf

anger weiter.
0..M-Beziehung Schnittstelle zum Benutzer: Der Transferagent kann mit mehreren Benut-
zeragenten verbunden sein.
0..M-Beziehung Transferagent: Ein Transferagent kann mit anderen Transferagenten ver-





Uber Verbindungen verschickt der Transferagent Nachrichten.
Das Objekt Verbindung
Eine Verbindung transportiert Daten zwischen zwei Transferagenten oder zwischen einem
Benutzeragenten und einem Transferagenten.
Zus

atzlich zu den bisher beschriebenen Beziehungen existiert noch die in der Abbildung 4.8
dargestellte
"
acquaintance\-Beziehung zwischen dem Werkzeugobjekt Transferagent und dem Ma-
terialobjekt Nachrichtenspeicher.
Analog zum ersten Fallbeispiel stellen die Objekte des Problembereichsmodells des E-Mail-
Systems eine Teilmenge der im Glossar denierten Begrie dar (vgl. Abschnitt 3.1). So ist z.B. die
bei der Ist-Analyse verwendete Bezeichnung X.400 (siehe Abschnitt 4.2) im Glossar erkl

art. Sie
wird jedoch nicht als Objekt in das Problembereichsmodell aufgenommen.







Abbildung 4.8: Beziehung zwischen den Objekten Transferagent und Nachrichtenspeicher.
4.5 Das Analysemodel
Im Gegensatz zum ersten Fallbeispiel (siehe Kapitel 3) wird bei der Entwicklung des Prototyps f

ur
das E-Mail-System ein vollst

andiges Analysemodell mit Entit

atsobjekten (siehe Abschnitt 3.4.2),
Schnittstellenobjekten [JCJ

O93, S. 176] und Kontrollobjekten [JCJ
































Objekt B besitzt ein Attribut vom Typ A
Ganze Zahl








































Abbildung 4.9: Materialien im Analysemodell.
Die Entit

atsobjekte sind in der Abbildung 4.9 dargestellt. Sie entsprechen weitgehend den im
Problembereichsmodell dargestellten Materialobjekten (siehe Abbildung 4.5 im Abschnitt 4.4.2).
Zus

atzlich zu den Materialobjekten des Problembereichsmodells wird das Objekt Verbindungsinfor-
mationen aufgenommen. Dieses Objekt beinhaltet Informationen, die ein Transferagent ben

otigt,
um Nachrichten oder Quittungen weiterzuleiten. Im Gegensatz zum Problembereichsmodell wer-
den im Analysemodell auch Attribute von Objekten aufgef

uhrt. Die Darstellung von Attributen
und die Modellierung des Objektes Verbindungsinformationen wird im folgenden erl

autert:
Darstellung von Attributen: Attribute werden von Objekten benutzt, um Informationen zu
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speichern (siehe Abschnitt 3.1).
Bei dem hier vorgestellten Analysemodell w






gewesen, anstelle von Attributen Entit

atsobjekte zu modellieren, die selbst eigene Attribute
haben.
Beispiel: Das Objekt Umschlag besitzt ein Attribut
vomTyp Ganze Zahl (sieheAbbildung 4.9). Dieses At-
tribut dient dazu, eine Zahl zu speichern, durch die











onnen. Dies gilt analog f

ur das Absendedatum,
das in einem Atttribut vom Typ Zeichenkette gespei-
chert ist. Die hier beschriebene alternative Modellie-
rung der Nachrichtenidentikationsnummer und des























Abbildung 4.10: Alternative Realisierung.
Bei der Entscheidung, f

ur welche Informationen Objekte im Analysemodell erzeugt wer-
den und welche Informationen in Attributen zu Objekten gespeichert werden, geben die im
Problembereichsmodell enthaltenen Materialobjekte eine Hilfe. Bei diesem Fallbeispiel wer-





atzliche Informationen werden in Attributen gespeichert. Die einzige Ausnah-




ur das kein entsprechendes
Materialobjekt im Problembereichsmodell existiert, dar. Dieses Objekt wird im folgenden
beschrieben.
Modellierung des Objektes Verbindungsinformationen: Das Objekt Verbindungsinformationen
ist Bestandteil eines Transferagenten. In diesem Objekt werden Informationen, die zum Wei-
terleiten einer Nachricht oder einer Quittung ben

otigt werden, verwaltet.
Weil sich das Objekt Verbindungsinformationen bereits auf den internen Aufbau eines Transfer-
agenten bezieht, aber z.B. im Gegensatz zum Nachrichtenspeicher kein allgemeines Konzept
eines E-Mail-Systems darstellt, ist dieses Objekt nicht im Problembereichsmodell aufgef

uhrt.
Die im Objekt Verbindungsinformationen gespeicherten Daten sind im Problembereichsmodell
ein Bestandteil des Werkzeugobjektes Transferagent (siehe Abbildung 4.7 imAbschnitt 4.4.2).
Das Objekt Verbindungsinformationen verwaltet eine Tabelle, in der alle Benutzer aufgef

uhrt
sind, deren Nachrichtenspeicher fremden Transferagenten zugeordnet sind. In dieser Tabelle
wird zu den aufgef

uhrten Benutzern jeweils die n

achste Zwischenstation angegeben, an die
Nachrichten und Quittungen weitergeleitet werden sollen. Bei den Zwischenstationen handelt
es sich immer um fremde Transferagenten. Zu den angegebenen Transferagenten mu eine
Verbindung bestehen. Die hier beschriebene Tabelle wird im folgenden als Routing-Tabelle
bezeichnet. Der Aufbau und der Zweck der Routing-Tabelle soll anhand eines Beispiels ver-
deutlicht werden:
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Beispiel: In der Abbildung 4.11 ist ein einfaches
Netzwerk skizziert. Dieses Netzwerk besteht aus den
drei Transferagenten TA a, TA b und TA c. Mit Hilfe
dieses Netzwerks k

onnen die Benutzer Ben X, Ben Y
und Ben Z Nachrichten austauschen. Der Nachrich-
tenspeicher des Benutzers Ben X ist dem Transfer-
agenten TA a zugeordnet. Die Nachrichtenspeicher
der Benutzer Ben Y und Ben Z sind dem Transfer-
agenten TA b zugeordnet. Der Transferagent TA c
verwaltet keinen Nachrichtenspeicher. Die Transfer-
agenten TA a und TA c sowie die Transferagenten
TA b undTA c sindmiteinanderverbunden.Zwischen
den Transferagenten TA a und TA b besteht keine
Verbindung. Die Routing-Tabellen, die von den Ob-
jekten Verbindungsinformation der drei Transferagen-
ten verwaltet werden, sind in der Tabelle 4.3 darge-
stellt.
Wenn z.B. der Benutzer Ben X eine Nachricht an
den Benutzer Ben Z senden m

ochte, wird diese Nach-
richt zun

achst vom Benutzeragenten des Benutzers
Ben X an den Transferagenten TA a

ubergeben. Die-
ser Transferagent sendet die Nachricht an den Trans-
feragenten TA c weiter. TA c entnimmt aus seiner
Routing-Tabelle, da er die Nachricht an den Trans-
feragenten TA b

ubergeben mu. TA b nimmt die
Nachricht in Empfang und legt sie im Nachrichten-








Abbildung 4.11: Beispiel f

ur ein einfaches Netzwerk.




Ben Y TA c








Ben X TA a
Ben Y TA b
Ben Z TA b
Tabelle 4.3: Routing-Tabellen f

ur die Transferagenten aus Abbildung 4.11.
Ein Transferagent ben






Nachricht oder Quittung keinen Nachrichtenspeicher verwaltet. Die Adressen der Benutzer, f

ur die






ahrend das Objekt Verbindungsinformationen das einzige Entit

atsobjekt ist, dem kein Mate-
rialobjekt im Problembereichsmodell zugeordnet ist, zeigen sich bei der Modellierung der Werkzeu-
ge wesentlich gr

oere Unterschiede zwischen dem Analysemodell und dem Problembereichsmodell.
So geben die im Problembereichsmodell aufgef

uhrten Werkzeugobjekte (siehe Abbildung 4.7 im









Ubernahme von Objekten und Beziehungen in das
Analysemodell ist diese

Ubersicht jedoch nicht detailliert genug.
Bei der weiteren Beschreibung des Analysemodells wird zun

achst der Aufbau eines Benutzer-
agenten vorgestellt. Anschlieend wird der Aufbau eines Transferagenten erl

autert. Im letzten Teil
werden die Beziehungen betrachtet, die zwischen Benutzer- und Transferagenten bestehen m

ussen,
um ein Nachrichtenaustauschsystem aufzubauen. Verbindungen zwischen Agenten, die im Problem-
bereichsmodell noch als Werkzeuge modelliert wurden, werden bei der weiteren Systementwicklung
nicht mehr als Komponenten des Software-Systems ber

ucksichtigt. Verbindungen sind ein Teil der
Hardware, die f

ur die Einrichtung des zu modellierenden E-Mail-Systems vorausgesetzt wird.
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Aufbau des Benutzeragenten: Abbildung 4.12 beschreibt den Aufbau eines Benutzeragenten
des zu modellierenden E-Mail-Systems. Dabei wird f

ur jeden Anwendungsfall (siehe Abschnitt
4.4.1) ein Kontrollobjekt modelliert (siehe auch Jacobson et al. [JCJ

O93, S. 191]). Die Zuord-
nung von Kontrollobjekten zu Anwendungsf

allen ist in der Tabelle 4.4 dargestellt. Zus

atzlich

































Abbildung 4.12: Der Benutzeragent im Analysemodell.
Anwendungsfall Kontrollobjekt
Nachrichtenspeicherinhalt lesen BA Nachrichtenspeicher lesen
Nachricht lesen BA Nachricht lesen
Nachricht speichern BA speichern
Nachricht loeschen BA l

oschen
Nachricht weiterleiten BA weiterleiten
Auf Nachricht antworten BA antworten
Nachricht versenden BA versenden





ur den Benutzeragenten und zugeordnete Kontrollobjekte.
Mit Hilfe von
"
communication\-Beziehungen wird dargestellt, welche Objekte Stimuli aus-
tauschen k

onnen. Ein Objekt, von dem eine Kante zur Darstellung einer
"
communication\-
Beziehung ausgeht, kann Stimuli an das Objekt senden, auf das die Kante zeigt. Bei
"
com-
munication\-Beziehungen zwischen Objekten stimmt die in der Objectory-Dokumentation
benutzte Terminologie wieder mit der Terminologie

uberein, die Jacobson et al. verwenden
[JCJ

O93, S. 190] (im Gegensatz zur Bezeichnung von Beziehungen, die den Austausch von
Stimuli zwischen Anwendungsfallinstanzen und Instanzen von Akteuren anzeigen, siehe Ab-
schnitt 3.4.1). Eine Kante, die eine
"
communication\-Beziehung symbolisiert, geht immer von
dem Objekt aus, das Stimuli [JCJ

O93, S. 47] an ein anderes Objekt senden kann, um dort die
Ausf

uhrung von Operationen zu veranlassen. Die Kante zeigt auf das Objekt, das den Stimu-
lus empf










Informationen als Reaktion auf einen Stimulus wird keine neue
"
communication\-Beziehung
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eingetragen [Ory94a, S. 39]. Zur Unterscheidung, bei welchem Informationstransfer es sich
um einen eigenst

andigen Stimulus handelt bzw. welcher Informationstransfer als Reaktion auf
einen empfangenen Stimulus gilt, werden in der Dokumentation zu Objectory die folgenden
Regeln angegeben [Ory94c, S.22]:
 Informationen, die von Entit

atsobjekten an Kontrollobjekte oder an Schnittstellenob-
jekte gesendet werden, sind immer Reaktionen auf Stimuli. Es existiert also keine
"
com-
munication\-Beziehung, die von einem Entit

atsobjekt ausgeht und bei einem Kontroll-
objekt oder bei einem Schnittstellenobjekt endet.
 Informationen die von Schnittstellenobjekten oder von Kontrollobjekten an andere Ob-
jekte gesendet werden, werden immer als eigenst

andige Stimuli versendet. Dies gilt auch
dann, wenn ein Objekt A Informationen an ein Objekt B sendet, die vorher durch einen
Stimulus, der vom Objekt B an das Objekt A gesendet wurde, angefordert wurden.
Nach den Ausf

uhrungen in der Objectory-Dokumentation werden die von Schnittstellen-
objekten bzw. von Kontrollobjekten versendeten Informationen nicht als Reaktionen auf





oglichkeit haben, den Ereignisu eigenm

achtig zu bestimmen. Es
kann nicht vorausgesehen werden, ob ein Kontrollobjekt oder ein Schnittstellenobjekt,
das einen Stimulus empf

angt, so auf diesen Stimulus reagiert, wie es erwartet wird.
Eine Kante, mit der eine
"
communication\-Beziehung dargestellt wird, ist nicht exklusiv
einem bestimmten Stimulus zugeordnet. Auch dann, wenn von einem Objekt A verschieden-
artige Stimuli an ein Objekt B gesendet werden k

onnen, wird nur genau eine Kante zwischen
dem Objekt A und dem Objekt B eingetragen.
Die Anzahl der Instanzen, die im Rahmen einer
"
communication\-Beziehung Stimuli vom
Initiator einer Kommunikation empfangen k











communication\-Beziehungen in Anlehnung an Jacobson et al. nicht
explizit in den aufgef

uhrten Abbildungen angegeben. Falls die explizite Angabe der Anzahl
der Instanzen, die im Rahmen einer
"
communication\-Beziehung Stimuli von Initiator ei-






andnis einer Abbildung erforderlich
ist, wird diese Angabe in dem Textabschnitt gemacht, in dem die betroene Abbildung be-
schrieben wird. Zus

atzlich sind alle Kardinalit

aten in den Beschreibungen der Beziehungen
zu den erstellten Modellen im Zusatzdokument zu dieser Diplomarbeit aufgef

uhrt. Im folgen-




ur die Kommunikation mit dem Benutzer des Nachrichtenaustauschsystems ist das Objekt
BA Benutzerschnittstelle zust

andig. Wenn ein Benutzer des E-Mail-Systems einen Anwen-
dungsfall ausgew






ahlten Anwendungsfalls kontrolliert. Das Kontrollobjekt BA erzeugen ist
bei der Auswahl eines Anwendungsfalls durch den Benutzer noch als potentieller Empf

anger
eines Stimulus vom Objekt BA Benutzerschnittstelle ausgenommen, da der Anwendungsfall
Nachricht erzeugen, dem das Objekt BA erzeugen zugeordnet ist, nur als Erweiterung des An-
wendungsfalls Nachricht versenden ausgef












atzliche Eingaben des Benutzers, wie z.B. den Namens einer Datei, in der der Text eines
Nachrichtenk

orpers gespeichert ist (siehe Beschreibung des Anwendungsfalls Nachricht versen-






otige Kommunikation mit dem Benut-
zer werden ebenfalls vom Objekt BA Benutzerschnittstelle zur Verf






uhrt wird, sendet ein Kontrollobjekt einen Stimu-







wird durch die Kante dargestellt, die von dem Kontrollobjekt ausgeht und beim Objekt
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BA Benutzerschnittstelle endet. Das Objekt BA Benutzerschnittstelle sendet Eingaben des Be-
nutzers an das Kontrollobjekt zur

uck. Da es sich bei dem Objekt BA Benutzerschnittstelle
um ein Schnittstellenobjekt, und nicht um ein Entit












ur die Kommunikation mit dem Transferagenten stellt das Objekt
BA Client Kommunikation bereit. Dieses Objekt empf






alle kontrollieren. Diese Stimuli werden f

ur die Kommu-
nikation mit dem Transferagenten aufbereitet und an den Transferagenten weitergeschickt.
Antworten des Transferagenten werden vom Schnittstellenobjekt BA Client Kommunikation
empfangen und an die Kontrollobjekte zur

uckgegeben. Falls der Transferagent nicht inner-
halb einer maximalen Wartezeit auf einen weitergegebenen Stimulus geantwortet hat, wird
die Fehlermeldung Timeout an das entsprechende Kontrollobjekt zur

uckgegeben.
Aufbau des Transferagenten: Der Aufbau eines Transferagenten ist in der Abbildung 4.13 skiz-




oglichen Anwendungsfall ein Kontrollob-
jekt modelliert. Die Zuordnung von Kontrollobjekten zu Anwendungsf

























Abbildung 4.13: Der Transferagent im Analysemodell.
Anwendungsfall Kontrollobjekt
Nachrichtenspeicherinhalt holen TA Nachrichtenspeicher lesen
Nachricht aus Nachrichtenspeicher holen TA Nachricht lesen












ur den Transferagenten und zugeordnete Kontrollobjekte.
Zus

atzlich zu den Kontrollobjekten sind in der Abbildung 4.13 noch die Objekte Nachrich-
tenspeicher, TA Server Kommunikation und TA Client Kommunikation aufgef

uhrt. Das bei der
Erl

auterung der Abbildung 4.9 beschriebene Objekt Verbindungsinformationen wird erst bei
der Beschreibung der
"
communication\-Beziehung zwischen verschiedenen Agenten ben

otigt.
76 KAPITEL 4. ZWEITES FALLBEISPIEL
Das Entit

atsobjekt Nachrichtenspeicher wurde bereits bei der Erkl

arung der Abbildung 4.9
vorgestellt. Ein Transferagent besitzt f

ur jeden Benutzeragenten, der ihm zugeordnet ist,
jeweils ein Objekt Nachrichtenspeicher. Es ist also m

oglich, da ein Transferagent genau
einen, mehrere oder gar keinen Nachrichtenspeicher verwaltet. Gem

a den Festlegungen in der
Objectory-Dokumentation werden alle Informationen, die vom Entit

atsobjekt Nachrichten-
speicher an eines der Kontrollobjekte versendet werden, als Reaktionen auf Stimuli der Kon-
trollobjekte angesehen (siehe oben). Deshalb werden keine
"
communication\-Beziehungen
modelliert, die vom Objekt Nachrichtenspeicher ausgehen.
Die Objekte TA Server Kommunikation und TA Client Kommunikation dienen zur Kom-
munikation mit Benutzeragenten und mit anderen Transferagenten. Durch das Ob-
jekt TA Server Kommunikation werden Auftr

age von Benutzeragenten oder von ande-
ren Transferagenten empfangen. Bei Auftr

agen eines Benutzeragenten sorgt das Objekt






uckgabe der Ergebnisse des bearbeiteten Auf-
trags an den auftraggebenden Benutzeragenten. Das Objekt TA Client Kommunikation ist f

ur
die Weiterleitung von Nachrichten und Quittungen an fremde Transferagenten zust

andig.
Wenn ein Benutzeragent einen Auftrag empf

angt, wird ein Stimulus an eines der vier







uhrung des Anwendungsfalls, dem es nach der Tabelle 4.5 zugeordnet ist. Die Kon-
trollobjekte TA Nachrichtenspeicher lesen, TA Nachricht lesen und TA l

oschen senden bei der
Ausf

uhrung der jeweiligen Anwendungsf

alle Stimuli an ein Objekt Nachrichtenspeicher und
empfangen eine Reaktion von diesem Objekt. Diese Reaktion wird anschlieend mit Hilfe
eines neuen Stimulus an das Objekt TA Server Kommunikation weitergegeben. Das Objekt
TA Server Kommunikation schickt darauf eine Antwort an den Benutzeragenten oder Trans-
feragenten, der den Auftrag aufgegeben hat, zur

uck.
Beispiel:Wenn das ObjektTA Server Kommunikation
von einem Benutzeragenten den Auftrag erh

alt, ein
Inhaltsverzeichnis des Nachrichtenspeichers eines Be-
nutzers anzuzeigen, wird ein Stimulus an das Objekt
TA Nachrichtenspeicher lesen gesendet. Das Objekt
TA Nachrichtenspeicher lesen leitet den Stimulus an
das Objekt Nachrichtenspeicher, das den Nachrich-
tenspeicher des Benutzers enth

alt, weiter, sofern
dieser Nachrichtenspeicher existiert. Existiert der
gesuchte Nachrichtenspeicher, werden die Informa-
tionen, die sich auf den Umschl

agen der im Nach-
richtenspeicher gesammelten Nachrichten benden,
zusammengefat und als Reaktion an das Objekt
TA Nachrichtenspeicher lesen zur

uckgeschickt. Das
Objekt TA Nachrichtenspeicher lesen sendet anschlie-
end einen Stimulus an das Objekt TA Server Kom-
munikation und gibt dabei die empfangenen Informa-
tionen weiter. Vom Objekt TA Server Kommunikation
aus werden die erhaltenen Informationen an den Be-
nutzeragenten verschickt.
Existiert der gesuchte Nachrichtenspeicher nicht,

ubergibt das Objekt TA Nachrichtenspeicher lesen ei-
ne Fehlermeldungan das ObjektTA Server Kommuni-
kation. Das Objekt TA Server Kommunikation versen-
det die Fehlermeldung anschlieend an den Benutzer-
agenten, der Auftrag aufgegeben hat.
Das Kontrollobjekt TA

ubergeben, das die Ausf

uhrung des Anwendungsfalls Nachricht

uber-
geben kontrolliert, ist zus

atzlich noch durch eine
"
communication\-Beziehung mit dem Ob-
jekt TA Client Kommunikation verbunden. An das Objekt TA Client Kommunikation werden
Nachrichten oder Quittungen





ubergeben (siehe Abschnitt 4.4.1) wird ausgef

uhrt, wenn das
Objekt TA Server Kommunikation eine Quittung oder eine Nachricht empf

angt. Das Objekt
TA Client Kommunikation sorgt f

ur die Weiterleitung der Nachricht bzw. Quittung an einen
anderen Transferagenten, falls die Weiterleitung n

otig ist. Auf den Informationsu zwischen
Objekten und auf die Behandlung von Ausnahmen wird detailliert bei der Beschreibung des
Entwurfsmodells im Abschnitt 4.6 eingegangen.
Beziehungen zwischen Agenten: F

ur die Kommunikation des Benutzeragenten mit einem
Transferagenten ist das Objekt BA Client Kommunikation zust

andig (siehe Abbildung 4.12).
F

ur die Kommunikation eines Transferagenten sorgen die Objekte TA Server Kommunikation
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und TA Client Kommunikation (siehe Abbildung 4.13). Die Beziehungen zwischen Benutzer-












Abbildung 4.14: Beziehungen zwischen den Agenten.
Diese Abbildung wird im folgenden anhand der skizzierten Objekte erl

autert:
Das Objekt BA Client Kommunikation: Ein Benutzeragent vergibt

uber das Objekt
BA Client Kommunikation Auftr

age an einen Transferagenten und empf

angt Informatio-
nen des Transferagenten. Dies wird durch die
"
communication\-Beziehungen zwischen
den Objekten BA Client Kommunikation und TA Server Kommunikation dargestellt.
Das Objekt TA Server Kommunikation:

Uber das Objekt TA Server Kommunikation nimmt
ein Transferagent Auftr





onnen von einem Benutzeragen-
ten oder von einem anderen Transferagenten stammen. Bei den Auftr

agen kann es
sich um Befehle zum Weiterleiten von Nachrichten oder Quittungen oder um Befeh-
le zum Lesen bzw. zur Bearbeitung des Nachrichtenspeichers eines Benutzers han-
deln. Das Objekt TA Server Kommunikation kann auch Informationen an die Objekte
TA Client Kommunikation und BA Client Kommunikation senden (z.B. zur Angabe einer
Fehlermeldung, wenn das Format einer

ubergegebenen Nachricht nicht gelesen werden
konnte).





keinem, genau einem oder mehreren Objekten TA Client Kommunikation und
BA Client Kommunikation.
Das Objekt TA Client Kommunikation: Ein Transferagent leitet

uber das Objekt
TA Client Kommunikation Nachrichten oder Quittungen an fremde Transferagen-
ten weiter. Dies wird durch die
"
communication\-Beziehung zwischen den Objekten
TA Client Kommunikation und TA Server Kommunikation verdeutlicht. Die Objekte
TA Client Kommunikation und TA Server Kommunikation stammen von verschiedenen
Transferagenten. Die Information, an welchen Transferagent eine Nachricht oder eine
Quittung weitergeleitet werden mu, erh

alt das Objekt TA Client Kommunikation durch
das Objekt Verbindungsinformationen.





genau einem oder mehreren Objekten TA Server Kommunikation.





in der angegeben wird, wohin eine Nachricht bzw. Quittung weitergeleitet werden mu
(siehe Seite 71f.).
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4.6 Erstellung des Entwurfsmodells und des Prototyps
Durch den ProSet-Prototyp soll die Erstellung des Objectory-Entwurfsmodells unterst

utzt wer-
den. Die Interaktionen, die zwischen den einzelnen Systemkomponenten stattnden, sollen mit Hilfe
des zu erstellenden Prototyps simuliert werden k

onnen, wie es von Bischofberger und Pomberger
f

ur das experimentelle Prototyping gefordert wird [BP92, S. 17]. Die Systemkomponenten sind bei
dem betrachteten Fallbeispiel die Objekte im Entwurfsmodell.
Die Simulation der Interaktionen zwischen Entwurfsmodellobjekten soll zum einen zur Vali-








Anderungen der Systemarchitektur und f

ur die Weiterentwicklung des Entwurfsmodells erwar-
tet. F

ur Objekte im Entwurfsmodell schlagen Jacobson et al. die Bezeichnung Block (block) vor
[JCJ

O93, S. 146]. Die Bezeichnungen Block und Objekt werden im folgenden bei der Beschreibung
des Entwurfsmodells synonym benutzt.
Damit eine Validierung und Weiterentwicklung des Entwurfsmodells mit Hilfe eines ProSet-
Prototyps sinnvoll ist, wird vorausgesetzt, da es sich bei der Programmiersprache, in der das
System f

ur die Endanwender implementiert wird, um eine imperative Programmiersprache handelt,
die ein

ahnliches Modulkonzept anbietet wie ProSet. Die Entwicklung des Prototyps und des
Entwurfsmodells erfolgt bei dem betrachteten Fallbeispiel in drei Teilschritten:
 Zun

achst wird ein Entwurfsmodell erstellt, in dem nur der Benutzeragent ber

ucksichtigt wird.
Transferagenten und Beziehungen zwischen Benutzer- und Transferagenten werden nicht be-
achtet. Anschlieend wird ein Prototyp f



















 Im zweiten Schritt wird ein separates Entwurfsmodell f

ur den Transferagenten erstellt. Dabei
werden nur die Abl

aufe innerhalb eines Transferagenten betrachtet. Die Kommunikation mit










Uberarbeitung des betrachteten Entwurfsmodells f

uhren.
 Im letzten Schritt werden die Beziehungen, die zwischen Benutzeragenten und Transferagen-
ten, sowie zwischen verschiedenen Transferagenten bestehen, betrachtet. Dabei wird auf die
in den ersten beiden Phasen erstellten Entwurfsmodelle und Prototypen zur

uckgegrien. So-
bald ein Prototyp eines E-Mail-Systems mit Benutzer- und Transferagenten implementiert






uhrten Teilschritte werden im folgenden in separaten Abschnitten vorgestellt.
4.6.1 Modellierung des Benutzeragenten
Bei der Modellierung des Benutzeragenten werden die folgenden Schritte durchgef

uhrt:
Erster Schritt: Zuerst werden die Bl

ocke (Entwurfsmodellobjekte), aus denen der Benutzeragent
besteht, sowie ihre Beziehungen modelliert.
Zweiter Schritt: F

ur die einzelnen Anwendungsf

alle werden Interaktionsdiagramme (interaction
diagrams) erstellt (siehe Jacobson et al. [JCJ

O93, S. 215.]). In einem Interaktionsdiagramm
wird beschrieben, welche Arten von Stimuli in welcher Reihenfolge zwischen den Bl

ocken des
zu entwickelnden Systems bei der Ausf

uhrung eines Anwendungsfalls versendet werden und
welche Aktivit






Dritter Schritt: Der Prototyp des Benutzeragenten wird auf der Basis der entworfenen System-
struktur und der Interaktionsdiagramme implementiert.
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Vierter Schritt: Der Entwurf der Struktur des Benutzeragenten und die Interaktionsdiagramme
werden unter Ber

ucksichtigung der Ergebnisse des Prototyping

uberarbeitet.
Der Aufbau eines Benutzeragenten, der sich nach der Durchf

uhrung des oben vorgestellten
vierten Schrittes ergibt, ist in der Abbildung 4.15 dargestellt. Gem

a der Forderung von Jacobson
et al. bleibt die Systemstruktur, die bereits im Analysemodell modelliert wurde (siehe Abbildung




uber der im Analysemodell
vorgestellten Systemstruktur ergeben sich nur durch die Vorgaben, die durch die im Analysemodell
noch nicht ber






communication\-Beziehungen werden die gleichen Regeln, die bereits
bei der Modellierung dieser Beziehungen im Analysemodell angewendet wurden, benutzt. Um









ur Informationen, die als Reaktionen auf Stimuli versendet werden, keine
"
communica-
tion\-Beziehungen modelliert werden. Objekte, die f






ur die Kontrolle des Programmablaufs zust

andig sind und Objekte, die f

ur die Kommunikation
mit der Auenwelt zust

andig sind, versenden Informationen immer als eigenst

andige Stimuli. Im
Gegensatz dazu versenden Objekte, die zur Speicherung von Daten dienen (solche Objekte ent-
sprechen Entit

atsobjekten im Analysemodell), Informationen, die an Objekte, die zur Kontrolle
von Anwendungsf

allen bzw. zur Kontrolle des Programmablaufs oder f

ur die Kommunikation mit




































Abbildung 4.15: Der Benutzeragent im Entwurfsmodell.
Die Abweichungen der in der Abbildung 4.15 vorgestellten Modellierung des Benutzeragenten
von der Modellierung des Benutzeragenten im Analysemodell werden im folgenden erl

autert:






u) benutzt wird, wird dieser
Umlaut im Namen des Entwurfsmodellobjektes durch ae, oe oder ue ersetzt, weil auf der
der Tastatur der Computer, die zur Programmierung zur Verf

ugung stehen, keine Umlaute
vorhanden sind. Hiervon ist beim Benutzeragenten das Objekt BA loeschen (Schreibweise
f

ur das Entwurfsmodell) betroen. Die

Anderung der Objektnamen wurde bereits vor der
Erstellung des Prototyps durchgef

uhrt.
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 Zus

atzlich zu den Objekten des Anlysemodells wird das Objekt BA Start aufgenommen.
Wenn der Benutzer des E-Mail-Systems aufgefordert werden soll, einen Anwendungs-
fall auszuw

ahlen, sendet das Objekt BA Start zun

achst einen Stimulus an das Objekt
BA Benutzerschnittstelle, um abfragen zu lassen, welcher Anwendungsfall ausgef

uhrt werden
soll. Das Objekt BA Benutzerschnittstelle sendet die Eingabe des Benutzers anschlieend an




angig von der Auswahl des Benutzers wird ein Stimulus
an eines der Objekte, die f






Bei den Objekten, die f





andig sind, handelt es sich
um die Objekte BA Nachrichtenspeicher lesen, BA Nachricht lesen, BA speichern, BA loeschen,
BA weiterleiten, BA antworten und BA versenden. Wenn die Ausf

uhrung eines Anwendungs-
falls beendet ist, sendet das Objekt zur Kontrolle des Anwendungsfalls einen Stimulus an das
Objekt BA Start, um die Auswahl eines neuen Anwendungsfalls zu erm

oglichen.
Die Modellierung des Objektes BA Start beruht auf Erkenntnissen, die bei der Konstruktion
des Prototyps gewonnen wurden. Der Grund f

ur die Abweichung vom Analysemodell wird
im folgenden erl

autert. Exemplarisch sollen dabei die Objekte BA Benutzerschnittstelle und
BA versenden betrachtet werden. Das Objekt BA versenden k

onnte bei dieser Beschreibung
jedoch beliebig durch eines der anderen betroenen Objekte BA Nachrichtenspeicher lesen,
BA Nachricht lesen, BA speichern, BA loeschen, BA weiterleiten oder BA antworten ersetzt
werden.
Im ProSet-Programm wird sowohl ein Modul BA Benutzerschnittstelle als auch ein Modul
BA versenden implementiert. Das Versenden eines Stimulus wird im ProSet-Programm auf
eine der beiden folgenden Arten realisiert:
{ Das Versenden eines Stimulus wird durch einen Prozeduraufruf simuliert. Dies ist bei-
spielsweise der Fall, wenn ein Objekt zur Kontrolle eines Anwendungsfalls eine Operation
aufruft, die vom Objekt BA Benutzerschnittstelle zur Verf

ugung gestellt wird, um eine
Eingabe eines Benutzers zu lesen (z.B. zur Eingabe eines Dateinamens).
{ Das Versenden eines Stimulus wird durch einen ProSet-return-Befehl [DFH+95, S.
16f.] am Ende einer Prozedur simuliert. Dies ist beispielsweise der Fall, wenn das Objekt
BA Benutzerschnittstelle die Eingabe des Benutzers an das Objekt zur Anwendungsfall-
kontrolle zur

ucksenden soll. Da es sich bei dem Objekt BA Benutzerschnittstelle um ein
Objekt zur Kommunikation mit der Auenwelt handelt, wird zum Verschicken dieser
Informationen immer ein neuer Stimulus ben

otigt (siehe oben).
Wenn das Objekt BA versenden einen Stimulus an das Objekt BA Benutzerschnittstelle
verschickt, um Eingaben eines Benutzers einlesen zu lassen, wird in einer Prozedur ei-
ner Modulinstanz des Moduls BA versenden eine Prozedur einer Modulinstanz des Moduls
BA Benutzerschnittstelle aufgerufen. Dort werden die Benutzereingaben gelesen und anschlie-
end an das Objekt BA versenden mit Hilfe des return-Befehls zur

uckgegeben.







aben sich dadurch Probleme, da die Mo-
duln BA Benutzerschnittstelle und BA versenden sich gegenseitig instanziieren m

uten. Hierauf
wird im folgenden genauer eingegangen:
{ Zum Start des Anwendungsfalls Nachricht versenden m

ute eine Prozedur in einer Mo-
dulinstanz des Moduls BA Benutzerschnittstelle eine Prozedur in einer Modulinstanz des
Moduls BA versenden aufrufen.
{ Wenn bei der Ausf






ute von einer Prozedur einer Instanz des Moduls BA versenden
eine Prozedur in einer Instanz des Moduls BA Benutzerschnittstelle aufgerufen werden.
Damit die Instanz des Moduls BA Benutzerschnittstelle ben

otigte Prozeduren in einer Instanz
des Moduls BA versenden aufrufen kann, mu die Instanz des Moduls BA Benutzerschnittstelle
eine Instanz des Moduls BA versenden kennen. Dies kann dadurch erreicht werden, da bei
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der Instanziierung des Moduls BA Benutzerschnittstelle eine Instanz des Moduls BA versenden









instanz_modul_ba_versenden, -- Instanz des Moduls BA_versenden






Problematisch ist jedoch, da nicht nur von Prozeduren einer Instanz des Moduls
BA Benutzerschnittstelle Prozeduren in einer Instanz des Moduls BA versenden aufgerufen





ute die exportierte Instanz instanz modul ba versenden selbst bereits eine




achst wird eine Instanz des Moduls BA Benutzerschnittstelle erzeugt. An
diese Instanz wird noch keine Instanz des Moduls BA versenden exportiert (anstelle einer
Instanz des Moduls BA versenden kann eine Instanz eines beliebigen anderen Moduls
exportiert werden).
Zweiter Schritt: Eine Instanz des Moduls BA versenden wird erzeugt. Die im ersten Schritt
erstellte Instanz des Moduls BA Benutzerschnittstelle wird an die erzeugte Instanz des
Moduls BA versenden exportiert.
Dritter Schritt: Eine neue Instanz des Moduls BA Benutzerschnittstelle wird erzeugt. Die
im zweiten Schritt erstellte Instanz des Moduls BA versenden wird an die neue Instanz
des Moduls BA Benutzerschnittstelle exportiert.
Die dargestellten Ergebnisse lassen sich f

ur die anderen betroenen Objek-
te (BA Nachrichtenspeicher lesen, BA Nachricht lesen, BA speichern, BA loeschen,
BA weiterleiten, BA antworten) verallgemeinern. Die hier beschriebene Art der Imple-
mentierung ist zwar nicht falsch, jedoch erscheint die doppelte Instanziierung des Moduls
BA Benutzerschnittstelle unsauber, weil urspr

unglich vorgesehen war, jedem Objekt, das
Bestandteil eines Benutzeragenten ist, genau eine Instanz eines ProSet-Moduls zuzuordnen.




uhrung des Objektes BA Start erreicht. Jedem




ur das im Analysemodell aufgef

uhrte Kontrollobjekt BA erzeugen existiert im Entwurfsmo-
dell kein entsprechendes Objekt mehr. Die Aufgabe dieses Objektes war die Kontrolle der
Durchf

uhrung des Anwendungsfalls Nachricht erzeugen (siehe Abschnitt 4.4.1).
Die Klasse des Objektes BA erzeugen erweitert im Analysemodell die Klasse des Objektes
BA versenden. Dies wird im Analysemodell durch die
"
extends\-Beziehung zwischen dem
Objekt BA erzeugen und dem Objekt BA versenden beschrieben. Im Entwurfsmodell wird
hingegen bereits ber






















extends\-Beziehung im Entwurfsmodell und in der Implementierung durch eine Vererbungs-
beziehung ersetzt werden k

onnen (die Richtung des Pfeils, der die
"
extends\-Beziehung sym-
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bolisiert, h

atte dabei umgedreht werden m

ussen). Die Klasse (bzw. der Modul) BA versenden
w

are ein Nachkomme der Klasse (bzw. des Moduls) BA erzeugen.
Da ein Vererbungsmechanismus f








extends\-Beziehung im Analysemodell durch eine
"
communication\-
















Diese Skizze soll nur das Prinzip verdeutlichen. Da in dem betrachteten Fallbeispiel das Objekt BA erzeugen auch









tion\-Beziehung vom Objekt BA erzeugen zum Objekt BA versenden hinzugef

ugt werden.
Eine Beziehung zwischen Klassen (
"
extends\-Beziehung) wird so durch eine Beziehung zwi-
schen Instanzen (
"
communication\-Beziehung) ersetzt. Wenn im Objekt BA versenden auf
Routinen zugegrien werden soll, die im Objekt BA erzeugen enthalten sind, sendet das











extends\-Beziehung im Analysemodell in eine
"
communication\-










Um dies zu verdeutlichen, ist im folgenden die Implementierung des Moduls BA erzeugen f

ur















Bei dieser Implementierung wird deutlich, da die einzige Aufgabe der Instanz des Moduls
BA erzeugen darin besteht, die Prozedur eingabe nachrichtenkoerper in einer Instanz des Mo-
duls BA Benutzerschnittstelle aufzurufen. Die Implementierung eines eigenst

andigen Moduls
BA erzeugen, um diese relativ einfache Aufgabe auszuf

uhren, wird als unn

otiger Aufwand
angesehen. Der Aufruf der Prozedur eingabe nachrichtenkoerper wird daher bei einer

uberar-
beiteten Prototyp-Implementierung von einer Instanz des Moduls BA versenden durchgef

uhrt.
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 Die Modellierung der f

ur den Benutzeragenten ben

otigten Materialien weicht von der Mo-
dellierung der Materialien im Analysemodell (siehe Abbildung 4.9 im Abschnitt 4.5) ab.
Ben

otigte Materialien sind in der hier betrachteten Phase der Entwurfsmodellerstellung s

amt-
liche Materialien, die in der Abbildung 4.9 im Abschnitt 4.5 aufgef

uhrt sind mit Ausnahme
des Nachrichtenspeichers (Analysemodellobjekt Nachrichtenspeicher) und der Informationen
zum Weiterleiten von Nachrichten bzw. Quittungen (Analysemodellobjekt Verbindungsinfor-
mationen). Die Objekte Nachrichtenspeicher und Verbindungsinformationen werden erst beim
Entwurf des Transferagenten (Abschnitt 4.6.2) bzw. beim Entwurf des vollst

andigen E-Mail-
Systems (Abschnitt 4.6.3) ber

ucksichtigt.
Die Materialien, die beim Entwurf des Benutzeragenten ben

otigt werden, sind imAnalysemo-
dell noch als Objekte modelliert. Im Entwurfsmodell sind sie hingegen nicht mehr aufgef

uhrt.
Dies liegt daran, da eine Modellierung der vom Benutzeragenten bearbeiteten Materialien
(z.B. Nachrichten oder Quittungen) als eigenst

andige Objekte im Entwurfsmodell eine Re-
pr

asentation dieser Materialien als Modulinstanzen in der Implementierung des Prototyps




atte jedoch zu Problemen gef

uhrt,
weil die Materialien oft zwischen verschiedenen Prozessen ausgetauscht werden m

ussen. Der
Austausch von Daten zwischen Prozessen wird in der hier beschriebenen Phase der Entwurfs-
modellerstellung und des Prototyping zwar noch nicht im Detail betrachtet, jedoch wird hier
bereits ber

ucksichtigt, da zur Interprozekommunikation auf Funktionen zur

uckgegrien
werden mu, die in der Programmiersprache C [KR70] implementiert sind (hierauf wird im
Abschnitt 4.6.3 genauer eingegangen). Es ist daher nicht m

oglich, Modulinstanzen direkt
zwischen verschiedenen Prozessen auszutauschen. Eine Umwandlung von Modulinstanzen in
Zeichenketten, die zwischen verschiedenen Prozessen verschickt werden k

onnten und eine
anschlieende Wiederherstellung der Modulinstanzen wird f









otigte Materialien Datenstrukturen innerhalb von Moduln bzw.
innerhalb von Prozeduren benutzt, die sich m

oglichst einfach in Zeichenketten umwandeln
lassen und die m

oglichst einfach aus Zeichenketten wiederhergestellt werden k

onnen.
Beispiel: Im Modul BA antworten ist die Prozedur
start implementiert. Durch diese Prozedur wird die
Ausf

uhrung des Anwendungsfalls Auf Nachricht ant-
worten gestartet. Bei der Ausf

uhrung dieses Anwen-
dungsfalls wird eine Antwort f

ur eine empfangene
Nachricht erzeugt und verschickt (siehe Tabelle 4.1
im Abschnitt 4.4.1).
Das Analysemodellobjekt Nachrichteninhalt wird in











Der Nachrichtenkopf wird durch ein Tupel darge-





den Betre und das Erstellungsdatum besteht.
Der Nachrichtenk

orper wird durch ein Tupel darge-
stellt, in dem f

ur jede Zeile der Nachricht eine Zei-
chenkette gespeichert ist.
Die beschriebene Datenstruktur ist in der Abbildung
4.17 skizziert.
Diese Datenstruktur eines Nachrichteninhalts, kann
zwar,

ahnlich wie Modulinstanzen, nicht direkt an C-
Funktionen zum Versenden an einen anderen Proze

ubergeben werden, jedoch wird die Umwandlung in
eine Zeichenkette und eine Wiederherstellung der al-
ten Struktur aus einer Zeichenkette bei einer solchen




Die Speicherung des Nachrichteninhalts in einem Tu-
pel hat gegen

uber einer Speicherung in einer Zeichen-
kette den Vorteil, da einfacher auf einzelne Bestand-




[Absenderadresse, Datum, Betreff][ , ][Zeile 1, Zeile 2, Zeile 3, ...]
Abbildung 4.17: Beispiel f

ur eine Datenstruktur zur Speicherung des Nachrichteninhalts.
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Die beschriebenen

Anderungen bei der Modellierung der Materialien sind kein Ergebnis des
Prototyping. Sie wurden bereits vor der Erstellung des Prototyps vorgenommen.
Neben einer Skizze der Objekte des Benutzeragenten und einer Beschreibung der Beziehungen zwi-
schen den Objekten enth

alt das Entwurfsmodell des E-Mail-Systems noch Interaktionsdiagram-
me [JCJ





aufe innerhalb der Objekte des
Benutzeragenten und insbesondere der Austausch von Stimuli zwischen den Objekten dargestellt
werden. Die Entwicklung der Interaktionsdiagramme ist der letzte Schritt vor der Implementierung
des Prototyps f

ur den Benutzeragenten. Nach dem Prototyping werden die Interaktionsdiagramme





ur jeden Anwendungsfall ein Inter-













grammerzeugt. Nach der Entscheidung, aufgrund der Ergebnisse des Prototyping die Kontrolle des
Anwendungsfalls Nachricht erzeugen dem Objekt BA versenden zu

ubertragen, wurde die Zusam-
menlegung der Anwendungsf






alle Nachricht versenden und Nachricht erzeugen
werden gemeinsam in einem Interaktionsdiagramm beschrieben. Dieses Interaktionsdiagramm ist
in der Abbildung 4.18 beispielhaft f

ur alle Interaktionsdiagramme dargestellt. Die restlichen Inter-
aktionsdiagramme benden sich im Zusatzdokument zur Diplomarbeit.





und Nachricht erzeugen beteiligt ist, wird durch einen senkrechten Balken (bar) repr

asentiert. Sti-
muli werden durch Kanten dargestellt, die vom Initiator einer Kommunikation zum Empf

anger
gerichtet sind. Bei den eingetragenen Stimuli wird gem

a der Empfehlung von Jacobson et al.
zwischen Intraprozekommunikation (Kommunikation innerhalb eines Prozesses) und Interproze-






ur Informationen, die als Reaktion auf einen Stimulus an einen anderen Block zur

uckgesendet
werden, werden keine eigenen Stimulimodelliert.Grundlage f

ur die Unterscheidung, wann ein Infor-
mationsaustausch als Reaktion gilt und wann f

ur einen Informationsaustausch ein eigener Stimulus







uhrungen in der Objectory-Dokumentation (siehe Abschnitt
4.5). F

ur Informationen, die von einem Entwurfsmodellobjekt, das zur Speicherung von Daten
dient (ein solches Objekt w

are im Analysemodell als Entit

atsobjekt modelliert), an ein Objekt
zur Kontrolle eines Anwendungsfalls bzw. zur Kontrolle des Programmablaufs oder an ein Objekt
zur Durchf

uhrung der Kommunikation mit der Auenwelt geschickt werden, werden grunds

atzlich
keine Stimuli modelliert. Solche Informationen werden immer als direkte Reaktionen auf vorausge-
gangene Stimuli versendet. Ansonsten wird f

ur jeden Informationsaustausch ein eigener Stimulus
modelliert.
Bei der Intraprozekommunikation werden die eingezeichneten Stimuli im ProSet-Programm





uhrung des Objektes BA Start eingegangen). Die R

uckgabe von Informationen als direkte
Reaktion auf einen Stimulus wird in ProSet immer durch einen return-Befehl simuliert.
Wenn in einem Entwurfsmodellobjekt Aktionen ausgef

uhrt werden sollen oder wenn auf eine
direkte Reaktion eines Objektes, das ein Stimulus empfangen hat, gewartet wird, wird der ent-
sprechende Balken wei gezeichntet, ansonsten ist er schwarz. Ein zus

atzlicher Balken wird f

ur
die Systemgrenze gezeichnet. Die Systemgrenze repr

asentiert alles, was auerhalb des modellierten
Software-Systems liegt, wie z.B. die Ein-/Ausgabe-Operationen des Betriebssystems.




uhrt werden, sind am linken Rand beschrieben. Die
Beschreibung besteht aus strukturiertem Text. Alternativ h

atte hier auch bereits ein Pseudo-Code
der Programmiersprache, in der das System implementiert wird, verwendet werden k

onnen. Der
Pseudo-Programmiersprachen-Code wird bei dem betrachteten Fallbeispiel nicht verwendet, weil
die entworfenen Interaktionsdiagramme sowohl als Grundlage f

ur den ProSet-Prototyp als auch
als Grundlage f

ur die Implementierung eines Systems, mit dem die Endanwender arbeiten, dienen









Betreff der Nachricht holen
Aufforderung zur Eingabe
Dateiname für Nachrichtenkörper holen
Aufforderung zur Eingabe des Dateinamens,
der Datei, in der der Nachrichtenkörper
kein Dateiname eingeben, um Nachrichten-
körper neu zu erzeugen
FALLS kein Dateiname eingegeben wurde
          Nachrichtenkörper erstellen lassen
der Nachrichtenkörper wird erzeugt
Alternativ kann Befehl zum vorzeitigen
Abbruch gegeben werden
eingabe_nachrichtenkoerper
SONST (Dateiname wurde eingegeben)
Nachrichtenköper aus Datei lesen
FALLS Fehler beim beim Lesen der Datei ("Datei kann nicht goeffnet werden")
Ausführung des Anwendungsfalls starten
Emfängeradressen oder Befehl zum Abbruch holen
Aufforderung zur Eingabe, alternaitv
Möglichkeit zum vorzeitigen Abbruch
FALLS kein vorzeitiger Abbruch
FALLS noch nicht Abbrechen gewählt wurde
Nachrichten erzeugen und an die
Empfänger verschicken
FÜR ALLE NACHRICHTEN, DIE IHR
ZIEL NICHT ERREICHT HABEN
schnittstellenobjekt weitergeleitet
          wendungsfalls wird abgebrochen
          und die Ausführung dieses An-
          geoeffnet werden" wird ausgegeben,
          Fehlermeldung "Datei kann nicht
          Erzeuge Fehlermeldung





























          Ausgabe der Fehlermeldung und
          Abbruch der Ausführung
          dieses Anwendungsfalls
Interprozeßkommunikation
Intraprozeßkommunikation
gespeichert ist, alternative Möglichkeit:
Fehlermeldung wird an Benutzer-
ende
Auswahlmenü
Rückkehr zum Hauptmenü auswahl








onnen sollen. Bei der Programmiersprache, in der ein System f

ur die Anwender implementiert
wird, wird es sich in der Regel nicht um die Sprache ProSet handeln, die f

ur die Erstellung des
Prototyps verwendet wird.
Bei der ProSet-Implementierung des hier betrachteten Prototyps wird f

ur jede Klasse ei-
nes Entwurfsmodellobjektes eine Modulinstanz erstellt. Die Entwurfsmodellobjekte werden in der
ProSet-Implementierung durch Instanzen dieser Moduln dargestellt. Die Stimuli, die zwischen
den Objekten des modellierten Systems ausgetauscht werden, entsprechen immer Prozeduraufru-




uhrung des Objektes BA Start).
Es ist daher einfach m

oglich, auf der Basis der Interaktionsdiagramme, den ProSet-Prototyp
zu implementieren. Bei der Implementierung von Prototypen werden Fehler im Interaktionsdia-
gramm deutlich. Bei diesen Fehlern kann es sich sowohl um fehlende oder falsche Stimuli als auch
um Aktionen handeln, die im Interaktionsdiagramm nicht oder falsch beschrieben wurden.
Die Kommunikation mit dem Transferagenten wird beim vollst

andigen Prototyp des E-Mail-
Systems durch eine Instanz des Objektes BA Client Kommunikation durchgef

uhrt. Die Kommu-
nikation eines Benutzeragenten mit einem Transferagenten wird jedoch erst in einer sp

ateren
Phase der Entwurfsmodellerstellung und des Prototyping detailliert betrachtet. Zun

achst wird
die Kommunikation mit dem Transferagenten bei dem erstellten Prototyp durch das Objekt
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BA Client Kommunikation nur simuliert.
4.6.2 Modellierung des Transferagenten
Bei der Modellierung des Transferagenten wird die gleiche Vorgehensweise angewendet wie bei
der Modellierung des Benutzeragenten (siehe Abschnitt 4.6.1). Im einzelnen werden die folgenden
Phasen durchlaufen:
Erster Schritt: Zuerst werden die Bl







alle werden Interaktionsdiagramme erstellt.
Dritter Schritt: Der Prototyp des Transferagenten wird implementiert.
Vierter Schritt: Der Entwurf der Struktur des Transferagenten und die Interaktionsdiagramme
werden unter Ber

ucksichtigung der Ergebnisse des Prototyping

uberarbeitet.
Der Aufbau eines Transferagenten ist in der Abbildung 4.19 dargestellt. Im Gegensatz zum




ur den Aufbau des Trans-
feragenten ergeben. Der skizzierte Aufbau entspricht also sowohl dem Entwurf des Transferagenten





















Abbildung 4.19: Der Transferagent im Entwurfsmodell.
Im folgenden werden zun

achst die Abweichungen des hier modellierten Transferagenten ge-
gen

uber dem im Analysemodell dargestellten Transferagenten beschrieben.







den Objektnamen durch ae, oe und ue ersetzt (Beispiel: Objekt TA loeschen).
 Nach der Modellierung im Analysemodell besitzt ein Transferagent f

ur jeden Benutzeragen-
ten, der ihm zugeordnet ist, jeweils ein Objekt Nachrichtenspeicher (siehe Abbildung 4.9
im Abschnitt 4.5). Ein Transferagent, dem N Benutzeragenten zugeordnet sind, besitzt al-
so gem

a dem Analysemodell auch N Objekte Nachrichtenspeicher (auf die Zuordnung von
Benutzeragenten zu Transferagenten wird im Abschnitt 4.6.3 genauer eingegangen). Im Ent-
wurfsmodell besitzt jeder Transferagent genau ein Objekt Nachrichtenspeicher. Durch dieses
Objekt werden s








uber dem Analysemodell wurde vorgenommen, um die Imple-
mentierung zu vereinfachen. Eine Verwaltung einer eigenst

andigen Instanz des Moduls Nach-
richtenspeicher f

ur jeden zugeordneten Benutzeragenten w

are problematisch, weil der Aufbau
des zu simulierenden Netzwerks nicht starr vorgegeben ist (siehe Abschnitt 4.3). Zum Zeit-
punkt der

Ubersetzung des Transferagentenprogramms sind weder die ben

otigte Anzahl der
Nachrichtenspeicher noch die Adressen der Benutzer, f

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Wenn f

ur jeden Nachrichtenspeicher eine eigenst












otigte Modulinstanz eine eigene Variable im Transfer-
agentenprogramm vorzusehen, da bei der Implementierung noch nicht bekannt ist, wieviele
Instanzen dieses Moduls Nachrichtenspeicher | und wieviele verschiedene Variablen zur Spei-





are zwar prinzipiell m

oglich, im Transferagentenprogramm genau eine Variable zu de-




onnten zur Laufzeit des Programms bei
Bedarf neu erzeugte Instanzen des Moduls Nachrichtenspeicher eingef

ugt und eindeutig einem
bestimmten Benutzer zugeordnet werden. Jedoch erscheint diese Form der Implementierung
umst

andlicher als die Verwaltung genau einer Modulinstanz, in der alle Nachrichtenspeicher
eines Transferagenten verwaltet werden.
Da das Entwurfsmodellobjekt Nachrichtenspeicher analog zum Analysemodellobjekt Nach-
richtenspeicher zur Speicherung von Daten dient, werden keine
"
communication\-Beziehungen
modelliert, die beim Entwurfsmodellobjekt Nachrichtenspeicher beginnen und bei einem der
Objekte zur Kontrolle der Anwendungsf

alle enden (zur Beschreibung der Modellierung von
"
communication\-Beziehungen im Entwurfsmodell siehe Abschnitt 4.6.1).
 Bei den Materialien, die zus

atzlich zum Nachrichtenspeicher zur Modellierung des Trans-
feragenten ben

otigt werden, handelt es sich um dieselben Materialien, die auch durch den
Benutzeragenten bearbeitet werden (z.B. Nachrichten und Quittungen). Weil Objekte (bzw.
Modulinstanzen) nicht direkt versendet werden k

onnen und eine Umwandlung von Modulin-
stanzen in Zeichenketten nur schwer m

oglich ist, werden die restlichen ben

otigten Materialien
analog zum Entwurf des Benutzeragenten nicht als Objekte im Entwurfsmodell dargestellt
(siehe hierzu Beschreibung der Materialien f

ur den Benutzeragenten, Abschnitt 4.6.1, Seite
83).




atsobjekt Verbindungsinformationen (siehe Abbildung









alle des Transferagenten entworfen. Die Interaktionsdiagramme bilden eine wesentliche
Grundlage f

ur die Implementierung des Prototyps. Nach dem Prototyping werden Fehler in den
Interaktionsdiagrammen (z.B. fehlende oder falsche Stimuli) beseitigt. Die Interaktionsdiagramme
zum Transferagenten sind im Zusatzdokument zur Diplomarbeit aufgef

uhrt Ein Unterschied zwi-
schen dem modellierten Benutzeragenten und dem modellierten Transferagenten soll noch explizit
hervorgehoben werden:
Ein Benutzeragent, der bei dem hier modellierten E-Mail-System eine Nachricht an einen Trans-
feragenten

ubergibt, ist solange blockiert, bis er eine positive oder negative Quittung erh

alt, die
angibt, ob die verschickte Nachricht beim Empf

anger angekomment ist oder bis eine maximale
Wartezeit abgelaufen ist (Timeout). So kann der Benutzer sofort kontrollieren, ob eine von ihm
verschickte Nachricht ihr Ziel erreicht hat.
Der Transferagent wartet hingegen nach dem Weitergeben einer Nachricht nicht auf eine Quit-
tung, die anzeigt, ob eine Nachricht beim Nachrichtenspeicher des Empf

angers angekommen ist,




ogern. Quittungen werden vom
Transferagenten wie Nachrichten durch das Objekt TA Server Kommunikation empfangen. Wenn
der Benutzeragent des Quittungsempf

angers dem Transferagenten zugeordnet ist, wird die Quit-
tung

uber das Objekt TA Server Kommunikation an den wartenden Benutzeragenten

ubergeben.
Ansonsten wird die Quittung





Bei der Implementierung des ProSet-Prototyps f

ur den Transferagenten wird analog zur Im-
plementierung des Prototyps f

ur den Benutzeragenten jedes Entwurfsmodellobjekt durch eine
ProSet-Modulinstanz repr

asentiert. Das Versenden der in den Interaktionsdiagrammen darge-
stellten Stimuli wird durch Aufrufe von Prozeduren oder durch return-Befehle simuliert. Direkte
Reaktionen auf Stimuli werden immer durch return-Befehle simuliert.
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Die Moduln TA Server Kommunikation und TA Client Kommunikation des ProSet-Prototyps
haben bei dem hier betrachteten Prototyp noch nicht ihre endg

ultige Form. In der hier betrach-





andige E-Mail-System (siehe Abschnitt 4.6.3) ben

otigt werden. Benutzeragenten bzw.
fremde Transferagenten, von denen Nachrichten oder Quittungen empfangen werden, werden in
der hier betrachteten Prototyping-Phase durch den Entwickler, der mit dem erstellten Prototyp
arbeitet, simuliert. Das Objekt TA Server Kommunikation, das in einer sp

ateren Entwicklungspha-
se Nachrichten, Quittungen oder Befehle zur Verwaltung der Nachrichtenspeicher von fremden
Transferagenten oder von Benutzeragenten empf

angt, liest bei dem hier erstellten Prototyp die
Nachrichten, Quittungen oder Befehle zur Nachrichtenspeicherverwaltung, die der Entwickler

uber





Nachrichtenspeicher verwaltet werden sollen. Die Namen der Benutzer, f

ur die durch die Instanz des
Moduls Nachrichtenspeicher ein Nachrichtenspeicher eingerichtet wird, sind noch fest vorgegeben.
Bei der Implementierung des Prototyps b

ote es sich an, die Nachrichten, die im Objekt Nach-
richtenspeicher f

ur die verschiedenen Benutzer verwaltet werden, in persistenten Variablen zu spei-





allt. Das Erhalten der Nachrichtenspeicherinhalte bei einem Ausfall eines Trans-
feragenten ist f

ur ein System, mit dem die Anwender arbeiten sollen, unbedingt notwendig. Bei
der Implementierung des Prototyps wurde auf die Nutzung des Persistenzmechanismus verzichtet.
Auf die Gr

unde wird im folgenden eingegangen:
Die Namen der Variablen f

ur die Datenstrukturen, in denen Nachrichten gespeichert werden
sollen, h

atten bereits vor der

Ubersetzung des ProSet-Transferagentenprogramms festgelegt wer-
den m






onnen. Solange nur mit einem Transferagenten gearbeitet wird, k

onnte eine Datenstruktur
deniert werden, in der die zu speichernden Nachrichten nach Nachrichtenspeichern getrennt ab-
gelegt werden k

onnen. Eine solche Datenstruktur k

onnte relativ einfach mit Hilfe der von ProSet
angebotenen zusammengesetzten Datentypen Tuple und Set| und mit daraus erzeugten endlichen
Abbildungen (maps) | deniert werden. F

ur diese Datenstruktur k

onnte eine persistente Variable
erzeugt werden.
Das E-Mail-System, das durch den zu erstellenden Prototypen simuliert werden soll, soll je-
doch mehrere Transferagenten besitzen k

onnen. Die verschiedenen Transferagenten werden bei
der endg






are daher sehr einfach m

oglich, genau eine eine persistente Variable zu erzeugen, in
der die Inhalte s

amtlicher Nachrichtenspeicher aller simulierten Transferagenten abgelegt werden.
S

amtliche Instanzen des Transferagentenprogramms grien dann auf dieselbe persistente Variable
zu. Hier tr

aten jedoch die folgenden Probleme auf:
 Solange ein Transferagent die persistente Variable, die alle Nachrichtenspeicher enth

alt, mani-
puliert, kann kein weiterer Transferagent mehr auf seinen Nachrichtenspeicher zugreifen, weil
dies durch eine ProSet-Schreibsperre (siehe Doberkat et al. [DFH+95, S. 59.]) verhindert
wird.
 Die Erfahrungen mit dem ersten Fallbeispiel haben gezeigt, da bei einer Nutzung des Persi-
stenzmechanismus Deadlocks auftreten k

onnen, wenn mehrere Programminstanzen auf die-
selbe persistente Variable zugreifen (siehe Abschnitt 3.6). Da die Ausnahmebehandlung bei
der verwendeten ProSet-Compiler-Version 0.6 nicht innerhalb von Prozeduren funktioniert,
w





oglich gewesen, einen unerw

unschten Programmabruch beim
Auftreten eines Deadlocks zu vermeiden.
Alternativ k

onnten verschiedene persistente Variablen f

ur die Nachrichtenspeicher der verschie-





richtenspeicher eine eigene persistente Variable. Hierzu sollen zwei verschiedene Varianten betrachet
werden:
 Die persistenten Variablen verschiedener Transferagenten werden im selben P-File gespei-
chert.
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 Die persistenten Variablen verschiedener Transferagenten werden in verschiedenen P-Files
gespeichert.
Verschiedene Variablen im selben P-File: F

ur jeden zu simulierenden Transferagenten wird
eine Instanz desselben Transferagentenprogramms gestartet. Damit jede gestartete Instanz
eines Transferagentenprogramms eine eigene persistente Variable f

ur seine Nachrichtenspei-
cher besitzen kann, m

uten diese Variablen f

ur die verschiedenen Instanzen unterschiedliche
Namen haben. Diese Namen m

uten bereits bei der Implementierung des Transferagentenpro-
gramms festgelegt werden, weil Variablennamen im ProSet-Programm nicht dynamisch zur




onnen. Zum Zeitpunkt der Imple-
mentierung des Transferagentenprogramms ist jedoch noch nicht bekannt, wieviele verschie-
dene Instanzen dieses Programms zur Simulation eines Netzwerks gestartet werden m

ussen.
Deshalb ist auch nicht bekannt, wieviele verschiedene persistente Variablen zur Speicherung





Verschiedene Variablen in verschiedenen P-Files: Hier k

onnten die Namen der verschiede-
nen persistenten Variablen zur Aufnahme der Nachrichtenspeicherinhalte der verschiedenen
Transferagenten gleich sein. Der Name des P-Files, das einer Instanz des Transferagentenpro-
gramms zugeordnet ist, k

onnte beim Start dieser Instanz als Argument

ubergeben werden.
Gegen eine Realisierung dieser Variante sprechen die folgenden Argumente:
 Die Arbeit mit demPrototyp wird komplizierter.Weil zum Anlegen eines P-Files externe
Werkzeuge, wie z.B. der xpft, n

otig sind, ist kann eine Erweiterung der zu simulierenden
Netzwerkstruktur nicht mehr durch den erstellten Prototyp allein durchgef

uhrt werden.
Es mu immer auf externe Werkzeuge zur

uckgegrien werden.
 Auf einen Nachrichtenspeicher m






uten in den entsprechenden Prozeduren in den Moduln des





setzung des Transferagentenprogramms zu der Fehlermeldung internal assembler error:
out of memory, die bereits bei der Betrachtung des ersten Fallbeispiels beschrieben wurde




oglich, diese Fehlermeldung dadurch zu umgehen,
da Moduln getrennt voneinander

ubersetzt, persistent gemacht und anschlieend vom
persistenten Speicher geladen werden, wie dies bereits beim ersten Fallbeispiel gezeigt
wurde. Die Erstellung des Prototyps und insbesondere das nachtr

agliche Verbessern von








ate auch bei allen anderen bereits vorgestellten Realisierungsideen
f

ur persistente Nachrichtenspeicher im Prototyp zus

atzlich zu den dort bereits beschrie-
benen Problemen auf.
Um zu entscheiden, ob es sinnvoll ist, die Nachrichtenspeicher trotz der beschriebenen Schwie-
rigkeiten persistent zu machen, sollen noch einmal das Ziele betrachtet werden, die hier mit
dem Prototyping verfolgt werden: Durch den erstellten Prototyp sollen die Interaktionen
zwischen Entwurfsmodellobjekten simuliert werden k

onnen. Hierdurch soll eine Validierung













ogliche Weiterentwicklungen des Entwurfsmodells gegeben werden (siehe Seite 78).
Das Erreichen dieser Ziele wird nicht behindert, wenn die Nachrichtenspeicher beim erstell-
ten Prototyp nicht persistent sind. Deshalb werden die Nachrichtenspeicher nur in internen
Variablen der Objekte Nachrichtenspeicher, die zu den gestarteten Transferagenten geh

oren
verwaltet. Sie werden wegen der beschriebenen Schwierigkeiten nicht persistent gemacht.
4.6.3 Modellierung des vollst

andigen E-Mail-Systems
Im letzten Schritt werden die in den Abschnitten 4.6.1 und 4.6.2 beschriebenen Modelle zusammen-
gefat und erg

anzt, um ein vollst

andiges E-Mail-System zu modellieren. Dabei wird folgendermaen




achst werden die Objekte, die f

ur die Benutzer- und die Transferagenten ben

otigt werden,
sowie ihre Beziehungen zueinander beschrieben. Dabei wird auf die bereits in den Abschnitten
4.6.1 und 4.6.2 vorgestellten Modelle zur

uckgegrien.
 Anschlieend wird der Datenaustausch zwischen den Benutzeragenten und den Transferagen-
ten bzw. zwischen verschiedenen Transferagenten f

ur den Prototyp beschrieben.
 Im n

achsten Schritt wird der Prototyp implementiert.
 Nach der Implementierung des Prototyps wird die Arbeit an diesem Fallbeispiel mit einem








Die Ergebnisse dieser Phasen werden nun im einzelnen betrachtet.
Objekte und Beziehungen im E-Mail-System
Bei der Darstellung der Objekte und der Beziehungen zwischen Objekten des vollst

andigen E-Mail-
Systems werden die in den Abbildungen 4.15 (Abschnitt 4.6.1) und 4.19 (Abschnitt 4.6.2) darge-




atzlich wird der Transferagent um das Ob-







origen Transferagenten (siehe Abschnitt 4.5). Auf die Erstellung der Routing-
Tabellen wird bei der Beschreibung der Implementierung des Prototyps n

aher eingegangen. Wenn
ein Transferagent eine Nachricht oder eine Quittung an einen anderen Transferagenten weiter-
leiten mu, liefert das Objekt Verbindungsinformationen auf Anfrage die Adresse des n

achsten
Transferagenten. Die Objekte des vollst

andigen E-Mail-Systems und ihre Beziehungen zueinan-





uber das Objekt BA Client Kommunikation. Ein Transferagent





jekt TA Server Kommunikation. Des weiteren empf

angt ein Transferagent mit Hilfe des Objektes
TA Server Kommunikation Nachrichten und Quittungen, die ihm von fremden Transferagenten zu-
gesendet werden. Wenn Nachrichten oder Quittungen an andere Transferagenten weitergeleitet
werden m






















































Abbildung 4.20: Benutzeragent und Transferagent.








































Abbildung 4.21: Zwei Transferagenten.
Beschreibung des Datenaustauschs beim Prototyp
Bei den durch den Prototyp simulierten Benutzeragenten und den Transferagenten handelt es sich
immer um eigenst

andige Prozesse. Deshalb ist zur Simulation des Informationsaustauschs zwischen
den Netzwerkkomponenten Interprozekommunikation erforderlich.
Da das Prototyping mit persistenten Daten ein Schwerpunkt dieser Diplomarbeit ist,
erscheint es zun

achst naheliegend, die Interprozekommunikation mit Hilfe des ProSet-




oglich, eine persistente Variable zu erzeugen,
auf die s












ur jeden Benutzeragentenproze und f

ur jeden Transferagentenproze eine
eigene persistente Variable erzeugt werden, die als Empfangspuer f

ur eintreende Informatio-
nen von fremden Prozessen dient. Die Realisierung der Interprozekommunikation mit Hilfe des
Persistenzmechanismus h

atte jedoch zu zu den gleichen Problemen gef

uhrt, die bereits bei der Dis-
kussion

uber die Probleme, die Nachrichtenspeicher des Prototyps persistent zu machen, aufgef

uhrt
wurden (siehe Abschnitt 4.6.2, Seite 88f.). Es erscheint f

ur daher einfacher, f

ur die Interprozekom-
munikation C-Funktionen zu implementieren, die in ein ProSet-Programm eingebunden werden
und von dort aus aufgerufen werden k

onnen.
Bei der Kommunikation zwischen den Komponenten des E-Mail-Systems kann zwischen der
Kommunikation zwischen einem Benutzeragenten und einem Transferagenten und der Kommu-
nikation zwischen zwei Transferagenten unterschieden werden. Der hier vorgestellte Ablauf des
Datenaustauschs bezieht sich ausschlielich auf den Prototyp des E-Mail-Systems. F

ur das Sy-
stem, mit dem die Endanwender arbeiten, w






oeren Schutz vor Fehlern bei der Daten

ubertragung bietet.
Kommunikation zwischen Benutzer- und Transferagent: Ein Benutzeragent kann Auf-
tr

age an einen Transferagenten senden. Nach jedem vergebenen Auftrag wartet der Benut-
zeragent auf die Bearbeitung des Auftrags durch den Transferagenten. Wenn innerhalb einer
vorgegeben maximalen Wartezeit keine R

uckmeldung vom Transferagenten empfangen wird,
die die erfolgreiche Bearbeitung des Auftrags signalisiert, bricht der Benutzeragent das War-
ten ab.
Es kann zwischen Auftr

agen, die sich auf die Verwaltung des Nachrichtenspeichers eines
Benutzers beziehen, und Auftr





age zur Verwaltung eines Nachrichtenspeichers: Die folgenden Auftr

age sind




 Inhaltsverzeichnis eines Nachrichtenspeichers anzeigen,




Die Struktur der Befehle, die an den Transferagenten verschickt werden, ist bei diesen
drei Auftr

agen immer gleich. Ein Befehl besteht aus vier Feldern, in denen sich Infor-











Abbildung 4.22: Aufbau eines Befehls zur Verwaltung eines Nachrichtenspeichers.
Die einzelnen Felder eines Befehls werden im folgenden beschrieben:









 "Nachricht aus Nachrichtenspeicher holen",
 "Nachricht aus Nachrichtenspeicher entfernen".
Benutzer: Hier wird die Adresse des Benutzers angegeben, auf dessen Nachrichten-
speicher zugegrien werden soll.
Prozenummer des Benutzeragenten: Jedem Benutzeragentenproze und jedem
Transferagentenproze ist eine Nummer eindeutig zugeordnet, durch die der ent-
sprechende Proze identiziert werden kann. Diese Nummer wird als Prozenummer
bezeichnet. Das Feld Prozenummer des Benutzeragenten enth

alt die Prozenummer
des Benutzeragenten, der den Auftrag an einen Transferagenten

ubergeben hat.
Bezugsnummer: In einem Nachrichtenspeicher k

onnen sich mehrere Nachrichten be-
nden. Damit es m

oglich ist, sich auf spezielle Nachrichten in einem Nachrich-
tenspeicher zu beziehen, wird jeder Nachricht in einem Nachrichtenspeicher eine
Zahl eindeutig zugeordnet. Diese Zahl wird als Bezugsnummer bezeichnet. Durch
die Bezugsnummer kann sich der Benutzeragent bei den Auftr

agen Nachricht aus
Nachrichtenspeicher holen und Nachricht aus Nachrichtenspeicher entfernen eindeutig
auf eine bestimmte Nachricht beziehen. Wenn das Inhaltsverzeichnis eines Nach-
richtenspeichers ausgegeben werden soll, enth

alt dieses Feld den Zahlenwert Null.
Um die Struktur der Befehle, die sich auf die Verwaltung des Nachrichtenspeichers
beziehen, zu vereinheitlichen, wird dieses Feld auch dann an den Transferagenten





Versenden von Nachrichten: Wenn eine Nachricht versendet werden soll,

ubergibt der
Benutzeragent die zu versendende Nachricht an den Transferagenten. Die Felder einer
Nachricht sind in der Abbildung 4.23 dargestellt.






Abbildung 4.23: Aufbau einer Nachricht.
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Eine Nachricht enth

alt die Informationen, die bereits bei der Beschreibung der Mate-
rialien im Analysemodell f

ur eine Nachricht vorgesehen waren (siehe Abbildung 4.9 im
Abschnitt 4.5). Bestandteile einer Nachricht sind der Umschlag, der Nachrichtenkopf
und der Nachrichtenk

orper. Der Umschlag enth

alt die Adressen des Absenders und des
Empf

angers, sowie das Absendedatum und eine Kennzeichnung f






alt die Adresse des Verfassers, das
Datum und den Betre der Nachricht (Absender und Verfasser einer Nachricht m

ussen
nicht identisch sein, siehe Abschnitt 4.4.2, Beispiel auf Seite 65). Im Nachrichtenk

orper
sind die Textzeilen der Nachricht gespeichert. Da die Anzahl der Textzeilen bei den




Die Angabe des Absendedatums auf dem Umschlag wird bei dem modellierten E-Mail-
System zwar nicht ben

otigt. Dieses Feld k

onnte jedoch bei Erweiterungen des modellier-
ten Systems sinnvoll sein. Durch die Angabe des Absendedatums k

onnte z.B. kontrolliert
werden, ob eine Nachricht vor einer festgelegten Frist abgesendet wurde.
F

ur die Kennzeichnung einer Nachricht war im Analysemodell eine ganze Zahl vorge-
sehen. Das Umschlagsfeld Nachrichtenkennung besteht bei der in der Abbildung 4.23
vorgeschlagenen Nachrichtenstruktur im Gegensatz dazu aus zwei Teilen. Im ersten Teil
wird die Prozenummer des Benutzeragenten, der die Nachricht verschickt gespeichert.
Der zweite Teil des Feldes Nachrichtenkennung erlaubt dem Benutzeragenten eine ein-
deutige interne Kennzeichnung seiner Nachrichten. Die Speicherung der Prozenummer
ist n

otig, damit eine Quittung f

ur eine Nachricht an den richtigen Benutzeragenten
zur











einer Erweiterung des Systems erforderlich sein, wenn mehrere Nachrichten hintereinan-
der verschickt werden sollen, ohne da der Benutzeragenten nach jedem Senden bis zum
Eintreen einer Quittung blockiert ist. Durch die interne Nachrichtenkennzeichnung
k

onnten Quittungen eindeutig verschiedenen Nachrichten zugeordnet werden.
Wenn kein Fehler aufgetreten ist, haben die Reaktionen des Transferagenten, die an den
Benutzeragenten zur

uckgesendet werden, die in der Abbildung 4.24 dargestellten Formate.
Falls ein Fehler aufgetreten ist, sendet der Transferagent eine der in der Abbildung 4.25
dargestellten Fehlermeldungen an den Benutzeragenten.

















Nachricht aus Nachrichtenspeicher holen
Absender Absende-Empfänger datum
Nachrichten-






Bestätigung des Lösches einer Nachricht im Nachrichtenspeicher
"Löschen durchgeführt"
Positive Quittung als Reaktion auf den Befehl zum Versenden einer Nachricht
"Quittung"Quittungsempfänger die sich die Quittung bezieht
Nachrichtenkennung der Nachricht, auf
Abbildung 4.24: Antworten des Transferagenten, falls kein Fehler aufgetreten ist.
Kommunikation zwischen zwei Transferagenten: Zwischen zwei Transferagenten werden
Nachrichten und Quittungen ausgetauscht. Die Nachrichten bzw. Quittungen haben die-
selben Formate wie die Nachrichten bzw. die Quittungen, die zwischen Benutzeragenten
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Negative Quittung als Reaktion auf den Befehl zum Versenden einer Nachricht
Quittungsempfänger die sich die Quittung bezieht"Nachricht konnte nicht zugestellt werden"
Sonstige Fehlermeldungen als Reaktion auf einen nicht ausführbaren Auftrag
Fehlermeldung
mögliche Einträge des Feldes Fehlermeldung: "Nachrichtenspeicher nicht gefunden"
"Nachricht nicht gefunden"
"Nachricht nicht lesbar" (tritt nur während der Testphase des Prototyps auf)
Nachrichtenkennung der Nachricht, auf
Abbildung 4.25: Antworten des Transferagenten, falls ein Fehler aufgetreten ist.
und Transferagenten ausgetauscht werden (siehe Abbildungen 4.23, 4.24 und 4.25). Wenn
ein Transferagent eine Nachricht oder eine Quittung an einen anderen Transferagent gesen-
det hat, sendet der empfangende Transferagent eine Empfangsbest







atigung hat das in der Abbildung 4.26 dargestellte Format. Sie unter-
scheidet sich von den bisher betrachteten Quittungen. Die Bezeichnung Quittung wird in
dieser Arbeit f

ur Informationen verwendet, die angeben, ob eine Nachricht bis zum Nachrich-
tenspeicher des vorgesehenen Empf

angers weitergeleitet werden konnte. Die hier betrachtete
Empfangsbest

atigung bezieht sich im Gegensatz dazu nur auf den Informationsaustausch
zwischen zwei Transferagenten. Diese Empfangsbest

atigung wird von dem Transferagenten,
der Informationen empf

angt, an den sendenden Transferagenten geschickt.
F

ur das Warten eines sendenden Transferagenten auf die Reaktion eines empfangenden Trans-
feragenten wird bei der Einrichtung des Systems ein Zeitlimit vorgegeben.
Ein Transferagent bestätigt einem anderen Transferagenten den Empfang einer Nachricht oder einer Quittung
Empfangsbestätigung
mögliche Einträge des Feldes Empfangsbestätigung: "ok" (falls Format der Nachricht bzw. Quittung korrekt)
"Nachricht nicht lesbar" (tritt nur während der Testphase des
Prototyps auf und wird bei endgültiger
Version des Prototyps nicht mehr betrachtet)




Bei der Implementierung des Prototyps kann auf die bereits in den den Abschnitten 4.6.1
und 4.6.2 vorgestellten Prototypen f






ur die Klassen der Objekte BA Client Kommunikation, TA Client Kommunikation,







uberarbeitet werden. Der Modul f

ur die Klasse des Objektes Verbindungsinformationen,





erstellt werden, mit deren Hilfe der Entwickler, der im Rahmen des experimentellen Prototyping
mit dem erstellten Prototyp arbeitet, ein Netzwerk spezizieren und aktivieren kann. Auf die an-
gesprochenen Punkte wird in diesem Abschnitt in der folgenden Reihenfolge eingegangen:
 Zuerst wird beschrieben, wie das Netzwerk, das durch den Prototyp simuliert werden soll,
aufgebaut wird.
 Anschlieend wird auf die

Anderungen und Erweiterungen eingegangen, die in den Implemen-
tierungen des Benutzeragentenprogramms und des Transferagentenprogramms vorgenommen




Aufbau des Netzwerks: Damit der Entwickler, der mit dem Prototyp arbeitet, das Netzwerk,
das simuliert werden soll, spezizieren kann, wird das Programm Netzaufbau implementiert.
Durch dieses Programm werden die folgenden Informationen in persistenten Variablen abge-
legt:
Beschreibung einer Routing-Matrix: Es wird eine Matrix erstellt, in der angegeben
wird, an welche Transferagenten Nachrichten oder Quittungen f

ur die verschiedenen
Benutzer weitergeleitet werden m

ussen. Die Namen von Transferagenten und Benut-
zern des E-Mail-Systems werden durch den Entwickler, der das Programm Netzaufbau
benutzt, speziziert. F








anger einer Nachricht ist eine Spalte reserviert. Diese









Abbildung 4.27: Beispiel f

ur ein einfaches Netzwerk.
Beispiel: In der Abbildung 4.27 ist das Bei-
spielnetzwerk, das bereits bei der Beschreibung
des Analysemodells verwendet wurde, skizziert. Es
existieren die drei TransferagentenTA a, TA b und
TA c. Der TransferagentTA a verwaltet den Nach-
richtenspeicher des Benutzers Ben X. Der Trans-
feragent TA b verwaltet die Nachrichtenspeicher
der Benutzer Ben Y und Ben Z. Der Transferagent
TA c dient ausschlielich dazu, Nachrichten und
Quittungen weiterzuleiten.
Die Routing-Matrix dieses Netzwerks ist in der
Tabelle 4.6 dargestellt. Als Beispiel soll die Zeile
f

ur den Transferagenten TA c in dieser Routing-
Matrix betrachtet werden. In dieser Zeile wird be-
schrieben, wohin der TransferagentTA c Nachrich-
ten und Quittungen weiterleiten mu. Wenn ei-
ne Nachricht oder eine Quittung f

ur den Benut-
zer Ben X empfangen wird, mu diese Nachricht
bzw. Quittung an den Transferagenten TA a wei-
tergeleitet werden. Wenn eine Nachricht bzw. eine
Quittung f

ur den BenutzerBen Y oder f

ur den Be-
nutzer Ben Z empfangen wird, mu die Nachricht
bzw. Quittung an den Transferagenten TA b wei-
tergesendet werden.
Ben X Ben Y Ben Z
TA a | TA c TA c
TA b TA c | |
TA c TA a TA b TA b
Tabelle 4.6: Routing-Matrix f

ur das Beispielnetzwerk aus Abbildung 4.27.
Mit Hilfe der in der Routing-Matrix gespeicherten Daten werden die Routing-Tabellen
beim Start der verschiedenen Transferagenten erzeugt. Da ProSet keinen eigenen Da-
tentyp zur Darstellung einer Matrix anbietet, wird die Routing-Matrix im ProSet-
Programm durch geschachtelte endliche Abbildungen dargestellt. Die Repr

asentation
der in der Tabelle 4.6 dargestellten Routing-Matrix mit Hilfe endlicher Abbildungen ist
in der Tabelle 4.7 skizziert.
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Ben Y TA c










Ben X TA a
Ben Y TA b
Ben Z TA b
Tabelle 4.7: Darstellung der Routing-Matrix aus Tabelle 4.6 durch endliche Abbildungen.
Die Eintr

age in der Routing-Matrix m

ussen durch den Software-Entwickler, der mit dem
hier erstellten Prototyp experimentiert, selbst festgelegt werden. Es liegt in der Verant-









oglich, durch den Prototyp Netzwer-
ke zu simulieren, in denen Nachrichten zyklisch zwischen verschiedenen Transferagenten
weitergeleitet werden, ohne da die Nachrichten ihr Ziel erreichen.
Das

Ubertragen der Aufgabe, ein Netzwerk zu spezizieren, in denen die versendeten
Nachrichten ihr Ziel erreichen k

onnen, an den Benutzer, der den Prototyp konguriert,
wird als zul

assig betrachtet, weil der zu erstellende Prototyp noch kein System darstellt,
das bereits f

ur die Benutzung durch Endanwender konzipiert ist, wie es z.B. bei einem
Pilotsystem der Fall w

are (siehe Abschnitt 2.3.1). Mit dem erstellten Prototyp arbeiten
die Software-Entwickler selbst, um die Interaktionen zwischen den Komponenten eines
Software-Systems, das in der Praxis eingesetzt werden soll, zu simulieren (siehe Seite
78).
Zuordnung der Nachrichtenspeicher: Es wird eine persistente Tabelle angelegt, in der
jedem Transferagenten eine Menge mit den Namen der Benutzer zugeordnet ist, f

ur die
Nachrichtenspeicher verwaltet werden. Die persistente Tabelle f

ur das in der Abbildung
4.27 skizzierte Netzwerk ist in der Tabelle 4.8 skizziert. Diese Zuordnung der Nachrich-
tenspeicher zu den Transferagenten k

onnte auch aus der Routing-Matrix entnommen
werden. Die zus

atzliche Tabelle dient dazu, die Implementierung zu vereinfachen. So
mu z.B. ein neu gestarteter Transferagent erfragen, f

ur welche Benutzer er Nachrichten-
speicher einrichten mu. Diese Informationen k






TA a fBen Xg
TA b fBen Y, Ben Zg
TA c f g
Tabelle 4.8: Transferagenten und Nachrichtenspeicher des Beispielnetzwerks aus Abbildung 4.27.
Speicherung eines Zeitlimits: Hier wird festgelegt, wie lange ein Benutzeragent oder ein
Transferagent bei der Interprozekommunikation maximal auf Daten warten soll.
Speicherung des Pfads des Arbeitsverzeichnisses: Hier wird das Verzeichnis angege-
ben, in dem sich die ben

otigten ProSet-Programme zur Simulation des E-Mail-Systems
benden.
Die persistenten Variablen werden im P-File EMail Netzinformationen gespeichert.
Durch das Programm Netzaufbau wird das zu simulierende Netz nur speziziert. Um mit
dem spezizierten Netzwerk zu arbeiten, m

ussen die Transferagenten noch gestartet werden.
Hierf

ur wird das Programm Netzwerk aktivieren implementiert. Dieses Programm startet f

ur
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jeden ben

otigten Transferagenten eine Instanz des Transferagentenprogramms. Als Argu-




ur ihn mit Hilfe des
Programms Netzaufbau festgelegt wurde. Bei der Aktivierung des Beispielnetzwerks aus der
Abbildung 4.27 w

urden also drei Transferagenten gestartet. Diesen Transferagenten w

urden
die Namen TA a, TA b und TA c zugeordnet.
Zus

atzlich legt das Programm Netzwerk aktivieren eine persistente Tabelle an, in der jedem
Namen eines Transferagenten eine eindeutige Prozenummer zugeordnet ist.
Wenn die Simulation beendet werden soll, wird das Programm Netzwerk deaktivieren aufge-
rufen. Durch dieses Programm werden die Prozesse der Transferagenten wieder beendet.

Anderungen und Erweiterungen der bestehenden Programme: Die in den Abschnitten
4.6.1 und 4.6.2 vorgestellten Programme f






uberarbeitet werden, damit Informationen zwischen den einzelnen Komponen-
ten des zu simulierenden Netzwerks ausgetauscht werden k

onnen. Unter den Komponenten
eines Netzwerks werden hier die Benutzeragenten und die Transferagenten verstanden. Da
es sich bei den Benutzeragenten und Transferagenten um eigenst

andige Prozesse handelt,
ist zur Simulation des Informationsaustauschs zwischen den Netzwerkkomponenten Interpro-
zekommunikation erforderlich. Zur Interprozekommunikation werden C-Funktionen imple-
mentiert, die vom ProSet-Programm aus aufgerufen werden k

onnen. Die C-Funktionen zur
Interprozekommunikation erm

oglichen den Austausch von Zeichenketten zwischen verschie-
denen Prozessen. Eine Zeichenkette enth

alt die Informationen, die in den Abbildungen 4.22
bis 4.26 f

ur den Datenaustausch zwischen Prozessen beschrieben wurden. Zur Trennung der
Felder f

ur die verschiedenen Informationen wird beim implementierten Prototyp das Zeichen j
benutzt. Dieses Zeichen darf deshalb kein Bestandteil eines durch den Benutzer des Prototyps
eingegebenen Textes sein.
Beispiel: Die Zeichenkette, die der Benutzeragent
des Benutzers Ben X an den zugeordneten Transfer-
agenten sendet, wenn eine Nachricht aus dem Nach-
richtenspeicher seines Benutzers entfernt werden soll
(siehe Abbildung 4.22), wird im folgenden betrachtet.
Dem Proze des Benutzeragenten sei die eindeuti-
ge Identikationsnummer 9999 zugeordnet. Der zu
l

oschenden Nachricht sei die Nummer 2 zugeord-
net. Die Zeichenkette, die der Benutzeragent an den
Transferagenten versendet, hat das folgende Format:
"Nachricht aus Nachrichtenspeicher entfernenjBen Xj9999j2".
Zur Unterst

utzung der Interprozekommunikationwird das Software-System PVM [GAJ+94]
benutzt. PVM bietet die M

oglichkeit, einen Informationsaustausch zwischen verschiedenen
Prozessen durch
"
message passing\ sehr einfach zu realisieren.
Zus

atzlich zur Erstellung der C-Funktionen m

ussen auch die bereits implementierten
ProSet-Prototypen f

ur die Benutzeragenten und die Transferagenten noch

uberarbeitet







weiterungen werden im folgenden vorgestellt.
Der Benutzeragent: F

ur jeden Benutzeragenten, der simuliert werden soll, startet der Be-
nutzer des Prototyps eine Instanz des ProSet-Benutzeragentenprogramms.
Zuordnung eines Benutzers: Weil verschiedene Benutzeragenten bei dem hier er-
stellten Protoyp durch verschiedene Instanzen desselben Benutzeragentenpro-
gramms dargestellt werden, wird beim Start einer Instanz eines Benutzeragenten-
programmsder Name des Benutzers, der mit diesem Agenten arbeitet, als Argument

ubergeben. So wird einer gestarteten Instanz des Benutzeragentenprogramms ein
Benutzer zugeordnet. Der Benutzeragent verwendet den

ubergebenen Namen z.B.
zur Erstellung der Absenderadresse beim Versenden von Nachrichten.
98 KAPITEL 4. ZWEITES FALLBEISPIEL
Beispiel: Wenn ein Benutzeragent f

ur den Be-
nutzer Ben X gestartet werden soll, wird das
Kommando
Benutzeragent Ben X eingegeben.
Erweiterung des Moduls zur Kommunikation: Bei dem im Abschnitt 4.6.1 vor-
gestellten Prototyp wurde die Kommunikation des Benutzeragenten mit dem zuge-
ordneten Transferagenten durch eine Instanz des Moduls BA Client Kommunikation
nur simuliert. Die Implementierung dieses Moduls wird erweitert, um die Kom-




onnen. Zur Realisierung der
Interprozekommunikation werden die implementierten C-Funktionen ben

otigt.
Der Name und die Prozenummer des zugordneten Transferagenten wird in den
persistenten Tabellen gefunden, die durch die Programme Netzaufbau und Netz-
werk aktivieren angelegt wurden.
Der Transferagent: Die Transferagenten im Netzwerk werden durch mehrere Instanzen
eines Transferagentenprogramms repr

asentiert. Diese Instanzen werden durch das Pro-
gramm Netzwerk aktivieren gestartet. Die Ausf

uhrung der Instanzen wird durch das





at erhalten, werden an der im Abschnitt 4.6.2 vorgestellten Implementie-
rung noch die folgenden

Anderungen bzw. Erweiterungen vorgenommen:
Zuordnung eines Namens: Wenn eine Instanz des Transferagentenprogramms durch
das Programm Netzwerk aktivieren gestartet wird, wird der Name des Transferagen-
ten, der durch die neu gestartete Instanz repr

asentiert wird, als Argument zum
Programmaufruf erwartet.
Beispiel: Die Transferagenten des in der Abbil-
dung 4.27 skizzierten Netzwerks haben die Na-
men TA a, TA b und TA c. Der Transferagent
TA a wird z.B. durch den Programmaufruf
Transferagent TA a gestartet.
Kommunikation mit Benutzeragenten und fremden Transferagenten: Die
Kommunikation mit Benutzeragenten oder mit fremden Transferagenten wurde
bei dem im Abschnitt 4.6.2 vorgestellten Prototyp durch Instanzen der Mo-
duln TA Server Kommunikation und TA Client Kommunikation nur simuliert. Die
Implementierung dieser Moduln wird nun ge








ur die Interprozekommunikation wird auf




atzlich wird der Modul
Verbindungsinformationen implementiert. Jeder Transferagent besitzt eine Instanz
dieses Moduls zur Verwaltung seiner Routing-Tabelle. Die n

otigen Informationen
zum Aufbau der Routing-Tabelle liefern die persistenten Variablen, die durch die
Programme Netzaufbau und Netzwerk aktivieren angelegt wurden.
Erweiterung der Implementierung f

ur den Nachrichtenspeicher: Jeder Trans-
feragent verwaltet Nachrichtenspeicher f

ur eine festgelegte Menge von Benutzern.
Die Benutzermengen f

ur die verschiedenen Transferagenten k

onnen exibel mit Hil-
fe des Programms Netzaufbau festgelegt werden. Bei dem im Abschnitt 4.6.2 vor-
gestellten Prototyp war noch fest im Programm vorgegeben, f

ur welche Benutzer
Nachrichtenspeicher verwaltet werden. Der Modul Nachrichtenspeicher wird deshalb

uberarbeitet. Jeder gestartete Transferagent verwaltet bei dem erweiterten Proto-
typ die Nachrichtenspeicher, die ihm durch den Benutzer des Prototyps zugeordnet
sind.
Die Programme, aus denen die endg

ultige Version des Prototyps eines E-Mail-Systems besteht,
sind in der Tabelle 4.9 noch einmal dargestellt. Die ProgrammeNetzaufbau, Netzwerk aktivieren und
Netzwerk deaktivieren sind nur Hilfsprogramme um den Prototyp zu kongurieren, zu starten und
um die Ausf

uhrung des Prototyps zu beenden. Sie stellen im Gegensatz zu den Benutzeragenten
und den Transferagenten jedoch keine Bestandteile eines E-Mail-Systems dar und werden deshalb





Netzaufbau Die Struktur des zu simulierenden Netzwerks wird speziziert
Netzwerk aktivieren Die Transferagenten des spezizierten Netzwerks werden gestartet.
Transferagent Durch Instanzen dieses Programms werden die Transferagenten simuliert.
Benutzeragent Durch Instanzen dieses Programms werden die Benutzeragenten simuliert.
Netzwerk deaktivieren Die Ausf

uhrung der durch das Programm Netzwerk aktivieren gestarteten Instan-
zen des Programms Transferagent wird beendet.
Tabelle 4.9: Programme zur Simulation des E-Mail-Systems.
Ausblick auf weitere Arbeiten am Entwurfsmodell
Die Erstellung des im Abschnitt 4.6.3 beschriebenen vollst

andigen Prototyps ist nur ein Zwischen-









ussen die erstellten Interaktionsdiagramme noch erweitert werden. Bei den Interaktionsdiagram-
men wurde bisher nur die Kommunikation innerhalb eines Benutzeragenten bzw. innerhalb eines
Transferagenten beschrieben. Die Kommunikation zwischen Benutzeragenten und Transferagenten





ur eine Darstellung der Kommunikationsbeziehungen zwischen den verschiedenen Prozessen
des E-Mail-Systems in den Interaktionsdiagrammen bietet der Prototyp eine gute Grundlage. Die
Art und die Reihenfolge der zwischen den Prozessen auszutauschenden Stimuli kann zum Teil direkt
aus der Implementierung des Prototyps entnommen werden. Dabei mu jedoch ber

ucksichtigt
werden, da ein Protokoll f

ur ein in der Praxis eingesetztes E-Mail-Systemwesentlich umfangreicher
w










alle, wie z.B. Verf










In diesem Abschnitt werden die Erkenntnisse, die sich bei der Bearbeitung des betrachteten Fall-
beispiels ergeben haben, beschrieben. Dazu sollen zun

achst noch einmal wesentliche Punkte aus
den Abschnitten 4.4 bis 4.6 zusammengefat werden.
Anforderungsmodell und Analysemodell (Abschnitte 4.4 und 4.5)
 Eine Einteilung von Komponenten des E-Mail-Systems in Werkzeuge und Materialien
ist in einigen F

allen problematisch. So erf

ullen Transferagenten und die Verbindungen
zwischen verschiedenen Agenten weder die Kriterien f

ur Materialien noch die Kriterien
f

ur Werkzeuge. Auch die Ber

ucksichtigung der Metapher Automat hilft hier nicht weiter.
Um alle Objekte des Problembereichsmodells mit den Metaphern beschreiben zu
k

onnen, die durch den WAM-Ansatz zur Verf

ugung gestellt werden, werden die Transfer-
agenten und die Verbindungen bei der Betrachtung des E-Mail-Systems den Werkzeugen
zugeordnet.









ubernommen werden. Das Analysemodell enth

alt nur
ein Materialobjekt, das nicht im Problembereichsmodell aufgef

uhrt ist (das Objekt Ver-
bindungsinformationen).





uber den Aufbau eines E-Mail-Systems. Sie gibt im Gegensatz zur Modellierung
der Materialien im Problembereichsmodell f

ur die weitere Systementwicklung jedoch
keine wesentliche Hilfe, weil die Modellierung der Werkzeuge im Problembereichsmodell
noch nicht detailliert genug ist. So sind im Problembereichsmodell des E-Mail-Systems




Uber den inneren Aufbau
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von Benutzeragenten und Transferagenten gibt das Problembereichsmodell jedoch kei-
nen Aufschlu. Dar

uber hinaus werden bei der weiteren Systementwicklung nicht mehr





physikalische Verbindungen im Analysemodell bereits vernachl

assigt).
Entwurfsmodell und Prototyp (Abschnitt 4.6)
 Der Aufbau eines Benutzeragenten und eines Transferagenten, der im Analysemodell
beschrieben wird, bietet eine gute Grundlage f

ur die Modellierung des Benutzeragenten
und des Transferagenten im Entwurfsmodell. Trotz einiger

Anderungen, die bei der
Erstellung des Entwurfsmodells an der Struktur der Agenten vorgenommen werden,
bleiben groe Teile der im Analysemodell vorgestellten Struktur erhalten.
 Die Modellierung der Materialien im Analysemodell wird im Entwurfsmodell nur zu
sehr geringen Teilen

ubernommen. Dies liegt daran, da Entwurfsmodellobjekte in der
Implementierung durch Modulinstanzen repr

asentiert werden und bei vielen Materialien
eine Abbildung auf Modulinstanzen nicht erw

unscht ist. Hiervon sind die Materialien
betroen, die zwischen verschiedenen Prozessen ausgetauscht werden m

ussen. Ein Aus-




Trotzdem ist auch die Modellierung der nicht im Entwurfsmodell aufgef

uhrten Mate-
rialobjekte im Analysemodell sinnvoll, weil durch die Modellierung der Materialien im
Analysemodell dargestellt wird, aus welchen Bestandteilen sich Materialien (z.B. Nach-
richten und Quittungen) zusammensetzen. Die Informationen

uber die Zusammenset-
zung von Materialien k

onnen bei der Implementierung von Prozeduren des ProSet-
Prototyps genutzt werden, wenn Datenstrukturen deniert werden m






uber einzelne Bestandteile von Materialien vor

uber-
gehend gespeichert werden sollen. Dies wurde im Abschnitt 4.6.1 exemplarisch f

ur die
Speicherung des Inhalts einer Nachricht innerhalb einer ProSet-Prozedur mit Hilfe
eines Tupels beschrieben (siehe Beschreibung der Abbildung 4.17).
 Die enge Verzahnung zwischen der Erstellung des Entwurfsmodells und den Prototy-
pingphasen erwies sich als sehr zweckm

aig. Die Prototypen konnten anhand bestehen-









ogliche Weiterentwicklungen des Entwurfsmodells. Hierzu










andiges Objekt zur Kontrolle des Anwendungsfalls Nachricht erzeu-
gen wurde imEntwurfsmodell des Benutzeragenten aufgrund der Ergebnisse des
Prototyping entfernt.
{ Durch das Prototyping fallen Stimuli, die in den erstellten Interaktionsdiagram-
men fehlen oder falsch eingetragen wurden, sowie Aktionen, die in den Inter-





ahrend des Prototyping oder nach dem Prototyping
korrigiert werden.
Abschnitt 4.6.3:
{ Bei den in dieser Arbeit betrachteten Interaktionsdiagrammen wird die Kom-
munikation zwischen Benutzeragenten und Transferagenten bzw. zwischen ver-
schiedenen Transferagenten noch nicht ber

ucksichtigt. Bei einer entsprechenden
Erweiterung der Interaktionsdiagramme sollte zumindest ein Teil der Stimu-
li, die noch ben

otigt werden, und ein Teil der Aktionen, die noch beschrieben
werden m





Bei der Abbildung erstellter Entwurfsmodellteile auf ein ProSet-Programm ergaben
sich keine Schwierigkeiten.
Abschlieend sollen noch einige erg

anzende Betrachtungen zur Erstellung des Prototyps des
E-Mail-Systems angestellt werden.
 Bei der Erstellung des Prototyps f

ur das E-Mail-System traten weniger Schwierigkeiten auf
als bei der Erstellung des Prototyps f






die folgenden Ursachen angef

uhrt werden:
{ Der ProSet-Compiler und der H-PCTE-Server liefen bei der Implementierung des Pro-
totyps f

ur das E-Mail-System bereits sehr stabil. Fehler traten zwar weiterhin bei der
Ausnahmebehandlung f

ur innerhalb von Prozeduren deklarierte persistente Variablen
oder Konstanten auf (vgl. Abschnitt 3.6). Diese Probleme haben die Entwicklung des
Prototyps jedoch nicht behindert.
{ Einschr

ankungen und Probleme bei der Nutzung persistenter Variablen waren bereits
durch die Entwicklung des Prototyps f

ur das System zur Bibliotheksverwaltung be-
kannt (siehe Abschnitt 3.6). Sie wurden bei der Implementierung des Prototyps f

ur
das betrachtete E-Mail-System ber

ucksichtigt. So wurde z.B. die Idee, die Interpro-
zekommunikation mit Hilfe des Persistenzmechanismus zu realisieren, bereits vor der
Implementierung des Prototyps verworfen (siehe Abschnitt 4.6.3, Beschreibung des Da-
tenaustauschs beim Prototyp).
{ Die Benutzeragenten und die Transferagenten m

ussen nur lesend auf persistente Daten
zugreifen. Es reicht daher aus, in den Prozeduren der Moduln des Benutzeragentenpro-
gramms und des Transferagentenprogramms persistente Konstanten zu deklarieren. Die
Deklaration persistenter Variablen ist nicht erforderlich. Die

Ubersetzung eines ProSet-
Programms, in dem persistente Konstanten deklariert sind, ist unproblematisch. Bei
einer Nutzung persistenter Variablen kann dagegen die

Ubersetzung eines Programms
mit der Fehlermeldung internal assembler error: out of memory abgebrochen werden, wenn
das zu

ubersetzende Programm zu umfangreich wird (siehe hierzu Abschnitt 3.5.1).
Schreibend m

ussen nur die Hilfsprogramme Netzaufbau und Netzwerk aktivieren auf per-
sistente Daten zugreifen. Diese Programme besitzen jedoch nur einen geringen Umfang.
Eine

Ubersetzung dieser Programme f

uhrt nicht zu Problemen.
{ Im Entwurfsmodell wird bereits ber

ucksichtigt, da Beziehungen zwischen Klassen, wie
z.B. Objectory-
"
extends\-Beziehungen nicht direkt implementiert werden k

onnen. Bei
der Erstellung des Prototyps f

ur das E-Mail-System m

ussen deshalb auch keine Bezie-
hungen zwischen Klassen mehr beachtet werden.
Im Gegensatz dazu muten bei der Erstellung des Prototyps f

ur das System zur Biblio-
theksverwaltung die Vererbungsbeziehungen, die im erstellten Teil des Analysemodells
f

ur dieses Fallbeispiel dargestellt sind, auf ein ProSet-Programm

ubertragen werden.
 Persistente Daten spielen bei dem betrachteten E-Mail-System eine weniger wichtige Rolle
als urspr

unglich angenommen wurde. Dies hat die folgende Ursache:
{ In der Einleitung zum Kapitel 4 wurde bereits erw

ahnt, da die grundlegende Idee,
ein E-Mail-System als Beispiel f

ur eine Anwendung, in der persistente Daten ben

otigt
werden, zu betrachten, von Gamerman et al. stammt [GLV92]. Das in der Diplomarbeit
modellierte System unterscheidet sich jedoch von dem System, das bei Gamerman et
al. vorgestellt wird. Hierauf wurde bereits bei der Beschreibung der Anforderungen an
das in der Diplomarbeit zu modellierende System eingegangen (siehe Abschnitt 4.3).
W

ahrend in der Diplomarbeit ein Nachrichten

ubertragungssystem modelliert wird, das
aus beliebig vielen Transferagenten besteht, die untereinander Daten austauschen, wird
das Nachrichten

ubertragungssystem bei Gamerman et al. durch eine Datenbank simu-
liert. Die Arbeit, die bei Gamerman et al. durch die Datenbank erledigt wird, wird bei
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Da Transferagenten ein wesentlicher Bestandteil des E-Mail-Systems sind, das in der
Ist-Analyse (Abschnitt 4.2) und bei der Beschreibung der Anforderungen (Abschnitt
4.3) beschrieben wird, erschien es nicht zul

assig, die Transferagenten bei der Erstellung
der Objectory-Modelle oder beim experimentellen Prototyping zu vernachl

assigen.
Statt auf der Speicherung von Daten liegt der Schwerpunkt bei dem E-Mail-System, das in
diesem Kapitel betrachtet wurde, st

arker auf dem Austausch von Daten zwischen verschiede-
nen Prozessen, die weitgehend unabh

angig voneinander agieren. Hier w

are eine Nutzung der
M

oglichkeiten zur Parallelprogrammierung, die von ProSet angeboten werden, sinnvoll ge-
wesen. Die Nutzung dieser M

oglichkeiten war jedoch nicht m

oglich, weil die Verwendung des
ProSet-Persistenzmechanismus die Parallelprogrammierung bei den bislang zur Verf

ugung
stehenden Compilerversionen noch ausschliet. Die Implementierung des ProSet-Prototyps
unter Nutzung des Persistenzmechanismus war jedoch durch die Aufgabenstellung dieser
Diplomarbeit vorgegeben.
Kapitel 5











ares Prototyping mitProSet im Zusammenhangmit dem Objectory-
Entwicklungsproze untersucht werden. Zun

achst wird ein Pilotsystem implementiert, mit dem die
Diensteinteilung f

ur das Pegepersonal geplant werden kann. In einem zweiten Schritt soll dieses




Arzte und des Pegepersonals
erweitert werden.
Analog zu den Beschreibungen der bisher betrachteten Fallbeispiele (Kapitel 3 und 4) wird
zun

achst allgemein die Vorgehensweise f

ur die Bearbeitung dieses Fallbeispiels vorgestellt (Ab-
schnitt 5.1). Eine Beschreibung der derzeitigen Praxis bei der Pegedienst- und Terminplanung im
Krankenhaus, sowie zus

atzliche Informationen, die f

ur die Bearbeitung dieses Fallbeispiels relevant
sind, werden im Abschnitt 5.2 aufgef

uhrt. Im Abschnitt 5.3 werden anschlieend die Anforderun-
gen an das zu entwickelnde Pilotsystem vorgestellt. Die Beschreibungen der f

ur die Entwicklung
des Pilotsystems erstellten Objectory-Modelle, sowie eine Zusammenfassung der Implementierung
und des Tests des Pilotsystems benden sich in Abschnitten 5.4 und 5.5.
In den Abschnitten 5.6 bis 5.8 wird auf die Erweiterung des Pilotsystems eingegangen. Im Ab-
schitt 5.6 werden die Anforderungen an das erweiterte System informell beschrieben. Die Abschnitte
5.7 und 5.8 enthalten Beschreibungen der erstellten Objectory-Modelle und eine Zusammenfassung
der Implementierung und des Tests des erweiterten Systems.
Zum Abschlu dieses Kapitels werden im Abschnitt 5.9 noch einmal die Ergebnisse, die sich




achst soll eine Ist-Analyse durchgef

uhrt werden, bei der die Informationen, die f

ur die Be-
arbeitung dieses Fallbeispiels relevant sind, gesammelt werden. Wie bei den bisher betrachteten






achlicher als dies bei der Ent-
wicklung eines Software-Systems, das in der Praxis tats

achlich eingesetzt werden soll, der Fall
w

are. Im Anschlu an die Ist-Analyse werden zun

achst die Anforderungen an das Pilotsystem
informell beschrieben. Anschlieend wird ein Glossar mit Begrien aus dem Anwendungsbereich
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erg

anzt. Das Glossar zu dem betrachteten Fallbeispiel bendet sich im Zusatzdokument zu dieser
Diplomarbeit.
Im Pilotsystem wird nur die Pegedienstplanung ber






Arzte und der Pegekr

afte (z.B. die Planung von Urlaubsterminen oder von
Terminen f

ur Fortbildungsmanahmen) wird noch auer acht gelassen. Auf der Basis der Beschrei-







betrachteten Erweiterungen entwickelt. Das Pilotsystem wird in der Sprache ProSet implemen-
tiert (siehe Kapitel 1). Eine Transformation des ProSet-Quellcodes in den Code einer anderen
Programmiersprache wird im Rahmen dieser Diplomarbeit nicht mehr durchgef

uhrt.
Nachdem das Pilotsystem in der Sprache ProSet implementiert ist und die Tests abgeschlossen
sind, wird das Pilotsystem erweitert. Dazu werden zun

achst die Anforderungen an das erweiterte
System vorgestellt. Anschlieend werden die Objectory-Modelle, die bereits f

ur das Pilotsystem
erstellt wurden, erweitert. Ziel ist es, das Pilotsystem so zu erg

anzen, da neben der Planung
des Pegedienstes auch die individuelle Terminplanung der






Urlaube oder Fortbildungsmanahmen) unterst

utzt wird.
Durch die Trennung der Entwicklung des Pilotsystems und der Erweiterung des Pilotsystems
bei dem in diesem Kapitel betrachteten Beispiel wird ber

ucksichtigt, da Anforderungen von End-
benutzern an eine Erweiterung eines Software-Systems im Rahmen einer evolution

aren System-
entwicklung zum Teil erst dann entstehen, wenn erste praktische Erfahrungen mit dem System,





amtliche Anforderungen an ein Software-System vor der Erstellung des Systems vollst

andig zu





are Systementwicklung dar, die im Rahmen dieser Diplomarbeit jedoch nicht
mehr betrachtet wird.





onnten der Gegenstand einer sp

ateren Erweiterung des Systems im Rahmen der evolution

aren
Systementwicklung sein. Eine Diskussion

uber Schutzkonzepte imKontext vonProSet sowie deren
Realisierung auf Basis des Objektverwaltungssystems H-PCTE bendet sich in der Diplomarbeit
von Kappert [Kap95].
5.2 Ist-Analyse
In diesem Abschnitt wird die derzeitige Praxis bei der Pegedienst- und Terminplanung beschrie-




uhrt wird. Leichte Abweichungen bei
der Planung zwischen verschiedenen Krankenh

ausern sind dabei jedoch m

oglich. Grundlage der fol-
genden Beschreibung bildet die Pegedienst- und Terminplanung des St. Irmgardis Krankenhauses
in Viersen.
Jede Pegekraft ist einer Station (Abteilung im Krankenhaus) zugeteilt. Die Einteilung des
Pegedienstes wird in den einzelnen Stationen von der Stationsleitung durchgef

uhrt. Die Stati-
onsleitung besteht aus einer Krankenschwester oder aus einem Krankenpeger. Zur Unterst

utzung
der Pegedienstplanung existiert ein Formular. Die wichtigsten Felder dieses Formulars sind in











die Nachtschichten werden separat erstellt. Ein Dienstplan bezieht sich immer auf den Zeitraum






















ubergeordneten Stelle, der Pegedienstleitung, die f

ur
das gesamte Krankenhaus zust

andig ist, zur Genehmigung vorgelegt. Eine stations

ubergreifende
Koordinierung des Pegedienstes ndet jedoch nicht statt.
Bei der Erstellung des Dienstplans mu ber

ucksichtigt werden, da in jeder Schicht mindestens
eine ausgebildete Krankenschwester oder ein ausgebildeter Krankenpeger arbeitet.
Bei der Abrechnung der geleisteten Arbeitsstunden wird zwischen Dienst-Tagen, freien Tagen
und Urlaubstagen unterschieden. Freie Tage gehen nicht in die Berechnung der geleisteten Stunden
ein. F

ur Urlaubstage werden der Pegekraft Arbeitsstunden gutgeschrieben. Die Anzahl der Ar-
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Gut-
habenName Überst 7 93 4 5 6 8 10111213141516171819202122232425262728293031 Ist BemerkungenSoll1 2
Abbildung 5.1: Skizze eines Formulars zur Pegedienstplanung.








alt die Anzahl der

Uber-
stunden, die die Pegekr





onnen. Die folgenden 31 Spalten dienen
dazu, den Dienstplan f

ur alle Tage eines Monats aufzustellen. Falls der betrachtete Monat weniger als 31 Tage hat,
werden die nicht ben

otigten Spalten frei gelassen. F

ur jede Person existieren drei Zeilen. In der ersten Zeile wird










ur frei, u f

ur Urlaub).
Die anderen Zeilen werden genutzt, um zus







Uberstunden vermerkt. In die Spalte Ist wird nach Ablauf eines Monats die Anzahl
der abgeleisteten Stunden einschlielich der alten

Uberstunden aus der Spalte

Uberst eingetragen. Die Spalte Soll
enth

alt die Anzahl der Soll-Stundenzahlen der Pegekr

afte. Die Dierenz zwischen den Werten in der Ist- und in
der der Soll-Stunden-Spalte wird in der Spalte Guthaben eingetragen. In die Spalte Bemerkungen k

onnen weitere









ur einen Urlaubstag angerechnet werden, kann bei verschiedenen Pegekr

aften
unterschiedlich sein. So werden einer Vollzeitpegekraft mehr Stunden f

ur einen Urlaubstag ange-
rechnet als einer Pegekraft, die nur wenige Tage im Monat arbeitet.
Neben der Planung des Pegedienstes mu die Urlaubsplanung der Pegekr

afte abgestimmt
werden. Analog zur Pegedienstplanung wird auch die Planung der Urlaubstermine der Pegekr

afte
stationsintern geregelt. Eine stations

ubergreifende Koordinierung ndet auch hier nicht statt. Zur
Unterst

utzung der Planung bendet sich in jeder Station ein Terminkalender, der den Zeitraum
eines Jahres umfat. In diesem Terminkalender werden die geplanten Urlaubstermine der Pege-
kr

afte markiert. Das Aussehen dieses Terminkalenders ist in der Abbildung 5.2 skizziert. In diesen
Kalender werden nur Urlaubstermine eingetragen. Ein Hilfsmittel zur Koordination sonstiger Ter-
mine (z.B. f

ur Fortbildungsmanahmen) existiert nicht.
Einschr

ankungen bei der Urlaubsplanung ergeben sich dadurch, da die Bedingungen bei der
Planung des Pegedienstes (siehe oben) weiter eingehalten werden m

ussen, d.h. alle Schichten
m

ussen mit mindestens einer Krankenschwester oder einem Krankenpeger besetzt werden k

onnen.
Dabei mu ein m

oglicher Ausfall von Pegekr






Arzte im Krankenhaus ist unabh

angig von der Terminplanung des
Pegepersonals. Sie wird von den beteiligten

Arzten ohne Absprache mit den Stationsleitungen





ur die Verwaltung der Daten der

Arzte und der Pegekr






utzung der Verwaltungangestellten wird f

ur jeden An-









onlichen Daten des Angestellten enth

alt.




Abbildung 5.2: Skizze eines Terminkalenders.
5.3 Beschreibung der Anforderungen an das Pilotsystem
Zun

achst wird ein Pilotsystem implementiert, das die monatliche Pegedienstplanung und die Ab-











Arzte wird noch nicht ber

ucksichtigt. Das Pilotsystem erf

ullt die folgenden Aufgaben:





{ Bezeichnung der Station, auf der die Pegekraft arbeitet,
{ vorgesehene durchschnittliche Wochenarbeitszeit (im Krankenhaus wird h

aug mit Aus-
hilfen gearbeitet, die weniger Stunden arbeiten als Vollzeitkr

afte),
{ angerechnete Arbeitsstunden pro Schicht,
{ Stunden, die f

ur einen Urlaubstag angerechnet werden,





Die Daten der Personen k

onnen bei Bedarf ge

andert werden.





kann der Dienstplan (siehe Abbildung 5.1) erstellt werden.
 Dienstpl






ob bei der Dienstplanung ber

ucksichtigt worden ist, da in jeder Schicht mindestens eine
ausgebildete Pegekraft arbeiten mu.


















atzliche Informationen, wie z.B. der Besuch von Fortbildungs-
manahmen gespeichert werden.
 Am Ende eines Monats k

onnen die geleisteten Arbeitsstunden durch das Pilotsystem berech-




ur die einzelnen Pegekr

afte wird automatisch ermittelt und gespeichert.
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 Dienstpl














urfen, deren Daten gem

a den gesetzlichen Vor-
schriften ausreichend lange aufbewahrt wurden, werden bei dem in dieser Arbeit erstellten
System nicht beachtet.
5.4 Analyse und Entwurf des Pilotsystems
In diesem Abschnitt werden die Erstellung des Objectory-Anforderungsmodells, des Objectory-
Analysemodells und des Objectory-Entwurfsmodells f

ur das Pilotsystem beschrieben.
5.4.1 Das Anforderungsmodell
Im Anforderungsmodell werden wie bei den bereits in den Kapiteln 3 und 4 betrachteten Fallbei-
spielen nur das Anwendungsfallmodell und das Problembereichsmodell betrachtet. Da Benutzer-
schnittstellen f

ur diese Diplomarbeit nur eine untergeordnete Rolle spielen (siehe Abschnitt 1.2),
wird auf eine Beschreibung der Benutzerober

achen im Rahmen des Anforderungsmodells verzich-













atere Umstellung der Benutzerober

achen der bei diesem Fallbeispiel erstellten









ubrigen System entwickelt und
anschlieend angepat werden.
Das Anwendungsfallmodell
Die Akteure des Anwendungsfallmodells des Pilotsystems sind in der Abbildung 5.3 dargestellt.



















sich auf die Kongurierung des Systems beziehen, werden analog zum Anwendungsfallmodell des
E-Mail-Systems (siehe Abschnitt 4.4.1) und im Gegensatz zum Anwendungsfallmodell des Systems
zur Bibliotheksverwaltung (siehe Abschnitt 3.4.1) nicht aufgef

uhrt. Nach den Erfahrungen aus den









alle des Pilotsystems sollen im folgenden
kurz vorgestellt werden:
Der Anwendungsfall Personaldaten bearbeiten: Durch die Ausf

uhrung einer Instanz dieses An-
wendungsfalls k








































aften und der Pegedienstleitung das Lesen eines Dienstplans. Zus

atzlich wird angezeigt,
ob ein Dienstplan bereits durch Pegedienstleitung genehmigt wurde und ob die auf dem
Dienstplan eingetragenen Arbeitsstunden bereits abgerechnet wurden.
Der Anwendungsfall Dienstplan genehmigen: Durch die Ausf

uhrung einer Instanz des Anwen-
dungsfalls Dienstplan genehmigen kann die Pegedienstleitung einen Dienstplan genehmigen.









atere Abrechnung der geleisteten Arbeitsstunden n

otig sind, vorhanden
sind und ob alle Schichten mit mindestens einer Krankenschwester oder einem Krankenpe-
ger besetzt sind. Sind die Bedingungen nicht erf

ullt, wird ein Warnhinweis ausgegeben. Die




Der Anwendungsfall Dienstplan bearbeiten: Durch den Anwendungsfall Dienstplan bearbeiten













andert werden, bei denen die eingetragenen Arbeitsstunden noch nicht abgerechnet
wurden. Wenn eine

Anderung an einem bereits genehmigten Dienstplan durchgef

uhrt wer-
den soll (z.B. der Tausch der Dienste zweier Pegekr

afte), werden sowohl die urspr

unglichen
Eintragungen als auch die

Anderung gespeichert. Wenn ein neuer Dienstplan erstellt wer-




uber die betroenen Pegekr

afte
(z.B. Name, Anzahl der gutgeschriebenen

Uberstunden) auf dem Dienstplan eingetragen.
Der Anwendungsfall Arbeitsstunden abrechnen: Die Abrechnung der in einem Dienstplan ein-







afte gespeichert werden, wird erm

oglicht. Die in einem Dienstplan eingetragenen
Arbeitsstunden werden nur dann abgerechnet, wenn dieser Dienstplan bereits durch die Pe-
gedienstleitung genehmigt wurde.









durch die Pegedienstleitung gel

















onnen, deren Daten gem

a den gesetzlichen Vorgaben ausreichend
lange aufbewahrt wurden. In dieser Diplomarbeit werden diese gesetzlichen Vorgaben nicht
beachtet (siehe Abschnitt 5.3).
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Die Struktur der Anwendungsfallbeschreibungen entspricht der Struktur der Beschreibungen
der Anwendungsf

alle des Systems zur Bibliotheksverwaltung (siehe Abschnitt 3.4.1) und des E-










alle dieses Fallbeispiels benden sich im Zusatzdokument zur
Diplomarbeit.
Das Problembereichsmodell
Die Problembereichsmodelle der in den Kapiteln 3 und 4 betrachteten Fallbeispiele sind unter-
schiedlich ausf






ur die Entscheidung, das Problembereichsmodell des E-
Mail-Systems nicht so ausf

uhrlich zu gestalten wie das Problembereichsmodell des Systems zur
Bibliotheksverwaltung, waren zum einen die geringere Anzahl der f

ur das E-Mail-System ben

otig-
ten Daten und die geringere Komplexit

at der Beziehungen zwischen den Daten. Zum anderen
wurde ber

ucksichtigt, da bis zur Implementierung eines Prototyps f

ur das E-Mail-System noch
ein vollst

andiges Analysemodell und groe Teile des Entwurfsmodells erstellt wurden. Der Prototyp
des Systems zur Bibliotheksverwaltung basierte hingegen ausschlielich auf dem Anwendungsfall-
modell und auf einem Teil des Analysemodells.
Viele Rahmenbedingungen des Systems zur Pegedienst- und Terminplanung im station

aren
Krankenhausbereich gleichen den Rahmenbedingungen des E-Mail-Systems. Auch beim System
zur Pegedienst- und Terminplanung ist die Anzahl der verschiedenen ben

otigten Daten weitaus





Materialien im weiteren Verlauf dieses Abschnittes noch deutlicher werden). Zwischen den ver-
schiedenen Daten existieren da






ussen, um die Konsistenz des Datenbestandes zu erhalten. Des weiteren werden bis zur Imple-
mentierung des Programms das Anforderungsmodell, das Analysemodell und das Entwurfsmodell
erstellt.
Deshalb wird beim Problembereichsmodell des in diesem Kapitel betrachteten Fallbeispiels
analog zum E-Mail-System nicht jeder Anwendungsfall separat betrachtet. Es wird ein Problem-








In die Problembereichsmodelle des Systems zur Bibliotheksverwaltung und des E-Mail-Systems
wurden nur Objekte aufgenommen, die nicht als Attribute anderer Objekte angesehen werden. Dies
wurde bereits in den Abschnitten 3.1 und 4.4.2 diskutiert. Dieses Vorgehen hat sich als g

unstig
erwiesen und soll auch f






uber dem Problembereichsmodell des E-Mail-Systems weist das in diesem Abschnitt vor-
gestellte Problembereichsmodell die folgenden Abweichungen auf:
 Das Problembereichsmodell des E-Mail-Systems enth

alt neben den Materialien noch weite-
re Objekte, die als Werkzeuge interpretiert wurden. Im Gegensatz dazu werden Werkzeuge
im Problembereichsmodell des Systems zur Pegedienst und Terminplanung im Kranken-
haus nicht ber

ucksichtigt. Dies ergibt sich zwangsl

aug aus der Ist-Analyse des Systems zur







konnte und keine Werkzeuge enth

alt. Hier zeigt sich eine Analogie zwischen dem in diesem
Kapitel betrachteten System zur Pegedienst- und Terminplanung und dem System zur Bi-
bliotheksverwaltung. In der Ist-Analyse zum Bibliotheksverwaltungssystem (siehe Abschnitt
3.2) wurden ebenfalls keine Werkzeuge aufgef

uhrt.
Im Abschnitt 4.4.2 wurde begr

undet, warum in der Ist-Analyse des E-Mail-Systems im Ge-
gensatz zur Ist-Analyse des Systems zur Bibliotheksverwaltung Werkzeuge aufgef

uhrt sind,









ur einen Vergleich der Ist-Analysen des Systems zur Pegedienst- und Terminplanung
und des E-Mail-Systems

ubernommen werden. So kann bei der Entwicklung des Systems
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zur Pegedienst- und Terminplanung nicht auf eine detaillierte Empfehlung

uber den Auf-




uckgegrien werden. Bei der
Modellierung des E-Mail-Systems war eine solche Empfehlung durch X.400 vorhanden.
Nach den Erfahrungen, die bei der Entwicklung des Prototyps f

ur das E-Mail-System gemacht
wurden, bietet die Darstellung von Werkzeugen im Problembereichsmodell jedoch keine we-
sentliche Hilfe bei der Systementwicklung (siehe Abschnitt 4.7). Das Fehlen der Werkzeuge




ahrend im Problembereichsmodell des Systems zur Bibliotheksverwaltung noch statische
Beziehungen zwischen Instanzen dargestellt wurden, soll im Problembereichsmodell des Sy-
stems zur Pegedienst- und Terminplanung auf die Darstellung dieser Beziehungen verzichtet
werden. Nachteile f

ur die Implementierung des Systems werden nicht erwartet, da die stati-
schen Beziehungen zwischen Instanzen im Analysemodell aufgef

uhrt werden.
Die Darstellung von statischen Beziehungen zwischen Instanzen, die bei der Modellierung
des E-Mail-Systems noch bei der Erstellung des Problembereichsmodells durchgef

uhrt wurde,
wird somit verlagert. Sie wird erst bei der Erstellung des Analysemodells durchgef

uhrt.
Das Problembereichsmodell des betrachteten Pilotsystems ist in der Abbildung 5.5 skizziert.
Die modellierten Materialobjekte werden im folgenden beschrieben:
Objekt im Problembereichsmodell
Dienstplan Genehmigung StundenguthabenPersonalakte
Abbildung 5.5: Objekte im Problembereichsmodell des Pilotsystems.
Das Objekt Dienstplan: Dieses Objekt repr

asentiert einen Dienstplan zur Planung des Pege-
dienstes einer Station.
Das Objekt Genehmigung: Jeder Dienstplan mu durch die Pegedienstleitung genehmigt wer-
den. Das Objekt Genehmigung repr

asentiert eine Genehmigung eines Dienstplans.
Das Objekt Personalakte: Eine Personalakte enth

alt die Daten einer im Krankenhaus angestell-
ten Person, wie z.B. einer Pegekraft.
Das Objekt Stundenguthaben: F

ur jede Pegekraft werden die Arbeitsstunden ermittelt, die in
einem Monat geleistet wurden. Die f

ur eine Pegekraft ermittelte Stundenzahl wird mit
der Soll-Stundenzahl dieser Pegekraft verglichen. Die Abweichung der Ist-Stundenzahl von
der Soll-Stundenzahl wird als Stundenguthaben gespeichert. Das Stundenguthaben wird als




ubernommen und dort zur geleisteten Arbeitsstun-
denzahl hinzuaddiert. Ein negatives Stundenguthaben zeigt an, da die geleistete Arbeits-
stundenzahl unterhalb der Soll-Stundenzahl liegt.
Wenn anstelle der Objekte die Klassen der Objekte betrachtet werden, entspricht das hier
erstellte Problembereichsmodell dem im Abschnitt 2.2 vorgestellten fachlichen Klassenentwurf.
Bei dem betrachteten Fallbeispiel werden jedoch keine Vererbungsbeziehungen ben

otigt, mit deren
Hilfe bei umfangreicheren Systemen Hierarchien von Materialklassen erstellt werden.
5.4.2 Das Analysemodell







atzlich werden im Analysemodell auch die


































































Objekt B mit einem Attribut vom Typ A
Objectory-"acquaintance"-Beziehung
Abbildung 5.6: Materialien im Analysemodell des Pilotsystems.
statischen Beziehungen zwischen Materialobjekten und die Attribute dieser Objekte betrachtet.
Die Modellierung der Materialien im Analysemodell ist in der Abbildung 5.6 skizziert.
Zwischen den Materialobjekten ist hier genau eine statische Beziehung modelliert. Dabei han-
delt es sich um die
"
acquaintance\-Beziehung zwischen dem Objekt Genehmigung und dem Objekt
Dienstplan. Jedes Objekt Genehmigung repr

asentiert die Genehmigung eines Dienstplans durch die
Pegedienstleitung und ist durch die Beziehung genehmigter Dienstplan mit genau einem Objekt
Dienstplan verbunden, das den Dienstplan repr






onnen Objekte Dienstplan existieren, die nicht mit einem Objekt Genehmigung ver-




ane, die noch nicht von der
Pegedienstleitung genehmigt wurden.
Die Attribute, die in der Abbildung 5.6 modelliert sind, werden durch die Beschriftungen der
Kanten zwischen den Objekten und den jeweiligen Attributen charakterisiert. Bei der Betrachtung
des Materialobjektes Personalakte f

allt auf, das hier einige Attribute zwingend vorgeschrieben sind
(1-Beziehungen), w

ahrend andere Attribute optional sind (0..1-Beziehungen). Der Grund f

ur diese





onnen sich auf s

amtliche Personen beziehen, die im Krankenhaus arbeiten. Dabei k

onnen die In-
formationen, die zu den Angeh

origen verschiedener Personengruppen gespeichert werden m

ussen,
unterschiedlich sein. Beispielsweise wird den Pegekr

aften im Krankenhaus eine Station zugeord-
net, auf der diese arbeiten. Einem Angestellten der Krankenhausverwaltung kann im Gegensatz
dazu

ublicherweise keine Station zugeordnet werden. Attribute, die Informationen enthalten, die
nicht immer f





otig sind, sind in dem vorgestellten
Modell optional. Die restlichen Attribute sind vorgeschrieben.





otigt werden. Bei einem realen System, das in der Regel einen gr

oeren Umfang




aren noch weitere Attribute, wie z.B. die Angabe der
Adresse der Besch

aftigten, sinnvoll. Die anderen Materialobjekte besitzen keine optionalen At-
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tribute. Alle Attribute sind hier entweder genau einmal (1-Beziehungen) oder mindestens einmal
(1..M-Beziehung) vorhanden.
Neben den Materialien wird auch die Struktur des vollst

andigen Systems im Analysemodell
dargestellt. Die Modellierung des Pilotsystems ist in der Abbildung 5.7 skizziert. Um die Abbildung

ubersichtlicher zu gestalten, sind die Attribute und die statischen Beziehungen zwischen Instanzen









































Abbildung 5.7: Analysemodell des Pilotsystems ohne Ber

ucksichtigung von Attributen und stati-
schen Beziehungen zwischen Instanzen.
Bei der Modellierung des Pilotsystems wird analog zum Analysemodell des E-Mail-Systems
f

ur jeden Anwendungsfall genau ein Kontrollobjekt modelliert (siehe Abschnitt 4.5). Die Zuord-
nung von Kontrollobjekten zu Anwendungsf

allen ist in der Tabelle 5.1 dargestellt. Jedem Kon-
trollobjekt ist durch
"
communication\-Beziehungen ein Schnittstellenobjekt zugeordnet,

uber das
Interaktionen zwischen dem modellierten System und den Benutzern abgewickelt werden. Eine
solche Kombination aus einem Kontrollobjekt und einem Schnittstellenobjekt repr

asentiert jeweils






onnen (siehe Abschnitt 2.2). Beispielsweise besteht ein Werkzeug zum L

oschen
eines Dienstplans aus dem Kontrollobjekt Dienstplan l





Im Gegensatz zur Modellierung des Benutzeragenten des E-Mail-Systems (siehe Abbildung 4.12
im Abschnitt 4.5) sind in der Abbildung 5.7 mehrere Werkzeuge dargestellt. Bei der Modellierung
der
"
communication\-Beziehungen werden die Regeln eingehalten, die bereits bei der Beschreibung





uber alle Werkzeuge des Pilotsystems gibt die Tabelle 5.2. Mit Hilfe der Werk-
zeuge werden die in der Abbildung 5.6 dargestellten Materialien Personalakte, Genehmigung, Dienst-




uft. Die Materialien werden
mit Hilfe von Entit

atsobjekten dargestellt. Der Zugri von Werkzeugen auf Materialien wird im
Analysemodell durch
"





a den Vorschriften von Objectory sind die
"
communication\-Beziehungen
zwischen Kontrollobjekten und Entit

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Anwendungsfall Kontrollobjekt
Arbeitsstunden abrechnen Arbeitsstunden abrechnen
Dienstplan bearbeiten Dienstplan bearbeiten
Dienstplan genehmigen Dienstplan genehmigen






Personaldaten bearbeiten Personaldaten bearbeiten
Tabelle 5.1: Zuordnung von Kontrollobjekten zu Anwendungsf

allen.
Analysemodellobjekte Beschreibung des Werkzeugs
BS Personaldaten bearbeiten
Personaldaten bearbeiten















Ein Dienstplan kann gelesen werden.
BS Dienstplan genemigen
Dienstplan genehmigen
Ein Dienstplan kann genehmigt werden. Wenn der Dienstplan




ur eine Abrechnung der gelei-
steten Arbeitsstunden n

otig sind, oder wenn nicht alle Schich-
ten vorschriftsm

aig besetzt sind, wird ein Warnhinweis aus-
gegeben. Der Benutzer kann die Genehmigung des gew

ahl-
















Die geleisteten Arbeitsstunden der Pegekr

afte werden be-
rechnet und im Dienstplan eingetragen. Zus

atzlich werden
die Stundenguthaben der Pegekr

afte angepat. Bei Be-
darf k





Tabelle 5.2: Beschreibung der Werkzeuge des Pilotsystems und Angabe beteiligter Analysemodel-
lobjekte.
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5.4.3 Das Entwurfsmodell





















































Abbildung 5.8: Objekte und Beziehungen im Entwurfsmodell des Pilotsystems.
Die bereits bei der Beschreibung des Analysemodells vorgestellte Struktur (siehe Abbildung 5.7





ankungen, die durch die verwendete Soft- und Hardware vorgegeben sind, ergeben sich
jedoch auch einige

Anderungen, die im folgenden vorgestellt werden:
 Wie beim Entwurfsmodell des E-Mail-Systems kommen in den Namen der Entwurfsmodell-
objekte keine Umlaute mehr vor, weil Umlaute auf der Tastatur der Computer, die zur
Programmierung zur Verf

ugung stehen, nicht vorhanden sind (siehe auch Abschnitt 4.6.1).
 Die Namen der im Analysemodell vorgestellten Materialobjekte bleiben erhalten. Die Bedeu-
tungen dieser Objekte

andern sich jedoch leicht. Dies soll zun

achst exemplarisch anhand des
Objektes Personalakte beschrieben werden:
W






asentiert das Entwurfsmodellobjekt Personalakte s

amtliche im Krankenhaus vor-
handenen Personalakten. Diese Abweichung vom Analysemodell ist n

otig, weil es sich bei
Personalakten um Daten handelt, die persistent gemacht werden. Dabei mu die durch Pro-
Set gemachte Vorgabe, da Namen von P-File-Eintr

agen, die in einem ProSet-Programm
ben

otigt werden, vor der








Ubersetzung der ProSet-Programme, die auf die in den Personalakten ge-
speicherten Daten zugreifen, ist jedoch nicht bekannt, f

ur welche und f

ur wieviele Personen




Ahnliche Probleme wurden bereits bei der Modellie-
rung des Systems zur Bibliotheksverwaltung und bei der Modellierung des E-Mail-Systems









ur jede Personalakte ein eigenes P-File zu erzeugen.
Dann k

onnte in jedem dieser P-Files genau ein Eintrag (z.B. eine ProSet-Modulinstanz) mit





osung setzte jedoch voraus, da der Anwender zun

achst mit einem
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externen Werkzeug, wie z.B. dem xpft, ein neues P-File erzeugt, wenn er die Daten eines
neuen Angestellten eingeben m

ochte. Dieses P-File sollte er auch wieder entfernen, wenn die




ur ein praktisches Arbeiten mit dem
zu entwickelnden System erscheint diese L

osung als zu umst

andlich.
Deshalb ist im Entwurfsmodell nur genau ein Objekt Personalakte, das die Daten aller Perso-
nalakten enth

alt, vorgesehen. Die Personalakten der verschiedenen Personen sollen im Objekt
Personalakte mit Hilfe einer endlichen Abbildung gespeichert werden. Anhand der Personal-
nummern der einzelnen Personen k

onnen die in dieser Abbildung gespeicherten verschiedenen
Personalakten eindeutig identiziert werden.
Zum Entwurfsmodellobjekt Personalakte ist also nur noch genau ein Attribut modelliert. Der
Typ Map soll andeuten, da es sich bei diesem Attribut um eine endliche Abbildung handelt.





ussig. Diese Attribute stellen auch weiterhin die Daten dar, die zu einer
Personalakte gespeichert werden. Hierauf wird bei der Beschreibung der Implementierung im
Abschnitt 5.5.1 noch eingegangen.
Die Speicherung s

amtlicher Personalakten in einer Datenstruktur besitzt jedoch auch Nach-
teile, die in Kauf genommen werden m

ussen. So sind die M

oglichkeiten zum parallelen Daten-
zugri eingeschr

ankt. Die Daten s

amtlicher Personen sind f

ur einen Zugri gesperrt, solange
auf die Daten einer Person schreibend zugegrien wird. Daten einer beliebigen Person k

onnen
erst dann durch eine Instanz eines Programms manipuliert werden, wenn keine Daten einer
beliebigen (evtl. anderen) Person mehr von einer anderen Programminstanz gelesen werden.
Auerdem k

onnen Zeit- und Speicherplatzprobleme auftreten, weil immer die Daten s

amtli-
cher Personen geladen werden m

ussen, wenn auf die Daten einer Person zugegrien werden
soll.
Die hier beschriebenen Schwierigkeiten bei der Modellierung des Objektes Personalakte gelten
analog auch f






Personalakte beschrieben wurde, wird auch f

ur die Objekte Dienstplan und Stundenguthaben

ubernommen.
Das Objekt Genehmigung repr

asentiert im Analysemodell die Genehmigung genau eines
Dienstplans. Im Entwurfsmodell repr

asentiert das Objekt Genehmigung im Gegensatz da-





Dienstplan, die im Analysemodell die Objekte Genehmigung und Dienstplan verbindet (siehe
Abbildung 5.6 im Abschnitt 5.4.2), entf

allt im Entwurfsmodell, weil eine direkte Abbildung
statischer Beziehungen zwischen Entwurfsmodellobjekten auf ein ProSet-Programm, z.B.
durch die M

oglichkeit Zeigervariablen zu nutzen, nicht m

oglich ist. Stattdessen wird zum
Entwurfsmodellobjekt Genehmigung ein Attribut modelliert, in dem zu jedem genehmigten
Dienstplan ein Datum gespeichert wird, mit dem dieser Dienstplan eindeutig identiziert
werden kann. Auf die Zusammensetzung dieses Datums wird bei der Beschreibung der Im-
plementierung im Abschnitt 5.5.1 eingegangen.
Zus

atzlich zur Darstellung von Objekten, Attributen und Beziehungen zwischen Objekten
enth

alt das Entwurfsmodell noch Interaktionsdiagramme, in denen der Austausch der Stimuli
zwischen den Objekten f

ur jeden Anwendungsfall beschrieben wird. Der Aufbau der Interakti-
onsdiagramme entspricht dem Aufbau, der bereits bei der Beschreibung des Entwurfsmodells des
E-Mail-Systems vorgestellt wurde (siehe Abschnitt 4.6.1). Exemplarisch ist in der Abbildung 5.9





teraktionsdiagramme zu den restlichen Anwendungsf





atzlich zu den Interaktionsdiagrammen erm





Ubergangsdiagramme werden bei Jacobson et al. vorgestellt
[JCJ

O93, S. 233.]. Sie dienen zur Beschreibung des Verhaltens zustandskontrollierter Objekte.
Ein zustandskontrolliertes Objekt ist dadurch gekennzeichnet, da ein durch dieses Objekt emp-
fangener Stimulus die Ausf

uhrung unterschiedlicher Operationen ausl

osen kann. Welche Operation
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FALLS kein Argument bei Programmaufruf
















































Abbildung 5.9: Interaktionsdiagramm f






angt von einem in diesem Objekt gespeicherten Zustand ab [JCJ

O93, S. 239f.]. Da
bei dem hier betrachteten Entwurfsmodell die Stimuli, die von Objekten empfangen werden, immer
die gleichen Operationen ausl

osen, sind die hier modellierten Objekte nicht zustandskontrolliert.
Zustands-

Ubergangsdiagramme werden deshalb nicht ben

otigt.





oren in Objectory noch das Implementierungs- und
das Testmodell, in denen der Quellcode der Implementierung bzw. die Spezikation und die Er-
gebnisse der Tests dargestellt werden (siehe Abschnitt 2.1). Die Grundlagen zur Erstellung dieser
Modelle f

ur das betrachtete Fallbeispiel sollen im folgenden in den Abschnitten 5.5.1 und 5.5.2
beschrieben werden.
5.5.1 Implementierung
Im ersten Teil dieses Abschnitts wird auf die Implementierung des Pilotsystems in der Prototyping-
Sprache ProSet eingegangen. Bei der Entwicklung eines Systems, das in der Praxis tats

achlich
eingesetzt werden soll, ist es sinnvoll, das ProSet-Programm in eine andere ezientere, aber




uhren. Hierauf soll im zweiten
Teil dieses Abschnitts kurz eingegangen werden.
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Abbildung der Objectory-Modelle auf ProSet
Bei der Abbildung des Entwurfsmodells auf eine ProSet-Implementierung des Pilotsystems wird
auf die Grundlagen zur

uckgegrien, die bereits bei der Beschreibung der Implementierung des




ur jede Klasse eines Entwurfsmodellobjektes wird ein ProSet-Modul implementiert.
 Entwurfsmodellobjekte werden durch ProSet-Modulinstanzen dargestellt.
 Der Austausch von Stimuli zwischen Entwurfsmodellobjekten wird im ProSet-Programm
durch Prozeduraufrufe und durch return-Befehle nachgebildet.
Im Gegensatz zur Erstellung des Prototyps des E-Mail-Systems wird bei der Implementierung
des Pilotsystems des in diesem Kapitel betrachteten Fallbeispiels nun wieder st

arkerer Gebrauch
von persistenten Daten gemacht. F

ur die Entwurfsmodellobjekte Dienstplan, Genehmigung, Per-
sonalakte und Stundenguthaben werden ProSet-Modulinstanzen erzeugt und persistent gemacht.
Diese ProSet-Modulinstanzen speichern die Daten, die zu den jeweiligen Materialien ben

otigt
werden und stellen Operationen zum Zugri auf diese Daten bereit. Die Entscheidung, die Daten
f

ur die Materialien und die Zugrisoperationen im selben Objekt zusammenzufassen, wurde auf-
grund der Erfahrungen, die bei der Modellierung des Systems zur Bibliotheksverwaltung gemacht
wurden, getroen (siehe Abschnitt 3.5.1, Seite 47 und Abschnitt 3.6). Bei der Modellierung des
Systems zur Bibliotheksverwaltung wurden Daten und Zugrisoperationen getrennt.
Die ben

otigten persistenten Modulinstanzen werden in verschiedenen P-Files gespeichert, die
im folgenden beschrieben werden:
 F

ur jede Station im Krankenhaus wird ein eigenes P-File mit dem Namen dieser Station
erzeugt. In jedem dieser P-Files werden jeweils eine Modulinstanz zu den Entwurfsmodell-
objekten Dienstplan und Genehmigung gespeichert. Diese Modulinstanzen haben die Namen
dienstplan (f

ur das Entwurfsmodellobjekt Dienstplan) und genehmigung (f

ur das Entwurfsmo-
dellobjekt Genehmigung). Die Namen der ProSet-Modulinstanzen werden klein geschrieben,
weil im ProSet-Programm im Gegensatz zu den Objectory-Modellen bei der Namensge-
bung zwischen Klassen und Instanzen unterschieden werden mu. Namen von Moduln, die




ur ein Krankenhaus, das aus den drei Sta-
tionen Station1, Station2 und Station3 besteht, wer-
den drei P-Files eingerichtet. Diese P-Files werden
mit Station1, Station2 und Station3 bezeichnet. In je-
dem dieser P-Files wird eine ProSet-Modulinstanz




atzlich wird ein weiteres P-File erstellt, das Krankenhausdaten genannt wird. In dieses
P-File werden die ProSet-Modulinstanzen personalakte und stundenguthaben f

ur die Ent-
wurfsmodellobjekte Personalakte und Stundenguthaben aufgenommen. Diese personenbezo-
genen Daten werden nicht in den P-Files gespeichert, die den Stationen im Krankenhaus
zugeordnet sind, weil Pegekr








ussen mit einem externen Werkzeug, wie z.B. dem xpft, angelegt
werden. Um die ben

otigten Moduln zu initialisieren und um die Instanzen persistent zu machen,
sind die in der Tabelle 5.3 aufgef

uhrten Hilfsprogramme implementiert.
Obwohl die Attribute, die im Analysemodell zu den Materialobjekten modelliert wurden, im
Entwurfsmodell nicht mehr erkennbar sind (siehe Abbildungen 5.6 und 5.8 in den Abschnitten 5.4.2







ussig. Dies soll zun





Die Klasse des Entwurfsmodellobjektes Personalakte wird durch den ProSet-Modul Personal-
akte repr

asentiert. Das Entwurfsmodellobjekt Personalakte wird durch die (persistente) ProSet-
Modulinstanz personalakte dargestellt. Die endliche Abbildung, die als Attribut zum Entwurfsmo-
dellobjekt Personalakte modelliert ist (siehe Abbildung 5.8 im Abschnitt 5.4.3), wird unter dem
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Programm Argument bearbeiteter Modul
dienstplan initialisieren Stationsname Dienstplan
genehmigung initialisieren Stationsname Genehmigung
personalakte initialisieren "Krankenhausdaten" Personalakte
stundenguthaben initialisieren "Krankenhausdaten" Stundenguthaben
Tabelle 5.3: Hilfsprogramme, um Modulinstanzen zu erzeugen und persistent zu machen.
Variablennamen gepeicherte personaldaten direkt als Datenstruktur in den ProSet-Modul Perso-
nalakte










akten gespeichert. Auf die einzelnen Personalakten kann

uber das im Analysemodell als Attribut
modellierte Schl

usselelement Personalnummer zugegrien werden (siehe Abbildung 5.6 imAbschnitt
5.4.2). Die zu den ben

otigten einzelnen Personalakten geh

orenden Daten werden selbst wieder mit
Hilfe einer endlichen Abbildung gespeichert. Die endliche Abbildung gespeicherte personaldaten hat




personalnummer 7! einzelne personalakte:
Die Variable personalnummer enth

alt die Personalnummer der Person, auf deren Personalakte
zugegrien werden soll.
Die endliche Abbildung einzelne personalakte enth

alt die Daten genau einer Personalakte einer
Person. Diese Daten k

onnen aus dem Analysemodell entnommen werden. Jedes Attribut, das zum
Analysemodellobjekt Personalakte modelliert ist (siehe Abbildung 5.6 im Abschnitt 5.4.2), ent-
spricht einem Eintrag in der Abbildung einzelne personalakte. Die einzige Ausnahme hiervon stellt
das Attribut Personalnummer dar. Die Personalnummer wird bereits in der Abbildung gespeicher-
te personaldaten verwendet, um die einzelnen Personalakten identizieren zu k

onnen (siehe oben).
In der endlichen Abbildung einzelne personalakte wird die Personalnummer nicht mehr ben

otigt.
Bei der endlichen Abbildung einzelne personalakte bietet es sich an,

uber Atome auf die Daten
zuzugreifen, die zu einer gew

ahlten Personalakte gespeichert sind, wie es in der Tabelle 5.4 skizziert
ist (die Eintr

age in der Spalte x sind Atome).
x einzelne personalakte (x)
vorname Vorname der Person
nachname Nachname der Person
station Bezeichnung der Station oder om, falls kein Eintrag
ausbildung Bezeichnung der Ausbildung
tagschicht true = Tagschicht, false = Nachtschicht, om = kein Eintrag
arbeiturlaub bei Urlaub angerechnete Stunden oder om, falls kein Eintrag
urlaub zustehende Urlaubstage
arbeitszeit vorgesehene Wochenarbeitszeit oder om, falls kein Eintrag
sonstiges zus

atzliche Informationen oder om, falls kein Eintrag





ur eine einzelne Personalakte einer Person.
Bei der verwendeten ProSet-Compiler-Version 0.6 f

uhrt die Verwendung von Atomen inner-
halb einer persistenten ProSet-Modulinstanz jedoch noch zu einem Fehler bei der Programm-
ausf

uhrung (Fehlermeldung: Exception type mismatch could not be handled!). Die in der Tabelle 5.4
beschriebenen Atome,

uber die auf die Eintr

age in der Abbildung einzelne personalakte zugegrif-
fen werden soll, werden deshalb in der ProSet-Implementierung durch ganzzahlige Konstanten
ersetzt.
Die Implementierung der ProSet-Moduln Stundenguthaben und Dienstplan verl

auft analog
zur Implementierung des Moduls Personalakte. Als Schl

usselelement zum Zugri auf die einzelnen
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Stundenguthaben der verschiedenen Pegekr

afte dient wiederum die Personalnummer. Die gespei-
cherten Dienstpl

ane werden eindeutig anhand eines Tupels identiziert, das aus dem Monat des
Dienstplans, dem Jahr des Dienstplans und der Angabe, ob es sich bei dem Plan um die Einteilung





ane verschiedener Stationen in verschiedenen P-Files gespeichert werden
ist eine zus

atzliche Angabe der Station, auf die sich ein Dienstplan bezieht, nicht n

otig).
Um das Entwurfsmodellobjekt Genehmigung auf eine ProSet-Implementierung abzubilden,
wird wiederum zun

achst ein ProSet-Modul implementiert, der die Klasse des Entwurfsmodell-
objektes Genehmigung repr

asentiert. Die (endliche) Menge, die als Attribut zum Entwurfsmodell-
objekt Genehmigung modelliert wurde, wird als Datenstruktur direkt in diesen ProSet-Modul

ubernommen und kann in Instanzen des Moduls zur Aufnahme von Daten genutzt werden. In der





onnen. Bei diesen Daten handelt es sich um die gleichen Tupel, die bereits die Dienstpl

ane
eindeutig identizieren (siehe oben). Ein Tupel besteht aus dem Monat des Dienstplans, dem Jahr





ur die Tagschichten oder f

ur die Nachtschichten handelt.
Da die durch ProSet vorgegebenen Einschr

ankungen, wie z.B. Schwierigkeiten bei der Ab-
bildung von statischen Beziehungen zwischen Instanzen (siehe Beschreibung des Entwurfsmodel-





at sich die Umsetzung des Entwurfsmodells auf eine ProSet-





ahrend die Materialobjekte Dienstplan, Genehmigung, Personalakte und Stundenguthaben in
P-Files gespeichert werden, dienen die restlichen Objekte dazu, die f

ur den Benutzer sichtbaren
Werkzeuge zu implementieren. Die Namen der implementierten Werkzeuge, die Argumente, die




ussen und die beteiligten Entwurfsmodellobjekte































Tabelle 5.5: Werkzeuge des Pilotsystems und beteiligte Entwurfsmodellobjekte.
Einsatz anderer Programmiersprachen
In dieser Diplomarbeit wird die Erstellung des Pilotsystems mit der Implementierung und dem
Test (Abschnitt 5.5.2) der zugeh

origen ProSet-Programme beendet. Bei einer Entwicklung eines
Systems, das in der Praxis eingesetzt werden soll, ist es jedoch sinnvoll, die ProSet-Programme
in eine andere Programmiersprache zu transformieren. F

ur eine solche Transformation sprechen
die folgenden Argumente:







otigen im Vergleich zu
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Programmen mit gleicher Funktionalit

at, die in weniger komfortablen Programmiersprachen,
wie z.B. C, implementiert sind, jedoch







oglichkeiten zur Ausgabe von Daten auf dem Bildschirm und f

ur Eingaben des Benut-
zers sind in ProSet stark eingeschr

ankt. Die Integration einer graphischen Benutzerober-


ache ist bei einem Programm, das in einer anderen Programmiersprache erstellt wird, evtl.
einfacher.
 Die Verwaltung groer Datenmengen mit Hilfe des ProSet-Persistenzmechanismus ist pro-
blematisch, weil oft wesentlich mehr persistente Daten von der Datenbank, die f

ur den Per-







diesem Kapitel betrachtete System wurde dies im Abschnitt 5.4.3 erl

autert (Seite 114f.). Da-
durch ist zum einen die Zeitdauer f

ur einen Datenbankzugri relativ hoch, zum anderen sind
immer mehr Daten f





Es ist deshalb sinnvoll, ein Datenbanksystem zu nutzen, mit dem feingranularer auf einzelne
Eintr

age zugegrien werden kann, als dies bei einem ProSet-Programm der Fall ist.
 Die in ProSet vorgesehene M

oglichkeit zur Ausnahmebehandlung funktioniert bei den bis-
lang vorhandenen Compilerversionen nicht im Zusammenhang mit persistenten Variablen,
die lokal in Prozeduren deklariert werden (siehe Abschnitt 3.6). Auftretende Ausnahmen
k

onnen daher oft nicht abgefangen werden.





achst innerhalb des ProSet-Programms schrittweise Transformationen des
Programmcodes von h






onnen. Beispielsweise kann eine Iteration

uber Tupel oder Mengen schrittweise so
ver

andert werden, bis sie einer
"
for-Schleife\ eines C-Programms so weit angen

ahert ist, da der
Aufbau der entsprechenden C-Schleife direkt aus der ProSet-Implementierung ersichtlich wird.
5.5.2 Test




uber die bei diesem Fallbeispiel durchgef

uhrten Tests gegeben wer-
den. Diese Beschreibungen k

onnen als Grundlage f

ur die Erstellung eines Testmodells angesehen
werden, in dem nach Jacobson et al. die Spezikation und die Ergebnisse der Tests eines imple-
mentierten Systems dokumentiert werden [JCJ

O93, S. 114]. Da eine Transformation des ProSet-
Quellcodes in den Code einer anderen Programmiersprache im Rahmen dieser Diplomarbeit nicht
mehr durchgef

uhrt wird, beziehen sich die durchgef

uhrten Tests auf die inProSet implementierten
Programme.
Zur Planung und zur Durchf










unden nur einige der von
Jacobson et al. vorgeschlagenen Tests betrachtet werden. Dennoch sollten die durchgef

uhrten Tests
ausreichen, um eine stabile Version der ProSet-Implementierung des entwickelten Pilotsystems zu
erhalten, da der Umfang des hier betrachteten Fallbeispiels nicht mit dem Umfang eines Projektes,
auf das sich die Vorschl

age von Jacobson et al. beziehen, vergleichbar ist. So beschreiben Jacobson
et al., da Objectory bis zum Sommer 1993 f

ur Projekte mit einem Umfang von drei bis 50 Mann-
Jahren eingesetzt wurden [JCJ

O93, S. 436]. Das in der Diplomarbeit betrachtete Beispiel hat einen
wesentlich geringeren Umfang und sollte daher auch weniger potentielle Fehlerquellen besitzen.









uhrte Modultest kann drei in verschiedene Phasen aufgeteilt werden.
Diese Phasen werden im folgenden vorgestellt:





ur jeden Modul, der Prozeduren f

ur die Kommunikati-
on mit dem Benutzer enth

alt, ein Programm erstellt, mit dem jede Proze-
dur, die von dem zugeh

origen Modul exportiert wird, aufgerufen und gete-
stet wird. Bei den in dieser Phase getesteten Moduln handelt es sich um die
Moduln BS Arbeitsstunden abrechnen, BS Dienstplan bearbeiten, BS Dienstplan lesen,
BS Dienstplan genehmigen, BS Dienstplan loeschen und BS Personaldaten bearbeiten.
Phase 2: Im zweiten Schritt werden die Moduln getestet, die die Klassen der Materialob-
jekte repr

asentieren. Hierbei handelt es sich um die Moduln Dienstplan, Genehmigung,
Stundenguthaben und Personalakte. Das Testen verl

auft analog zum Testen der Benutzer-
schnittstellenmoduln. F

ur jeden zu testenden Modul wird ein Programm implementiert,





angig voneinander getestet werden. Dabei wird ber

ucksichtigt, da in den
Instanzen der Moduln zur Darstellung der Materialklassen ein Zustand gespeichert wird.
Ein Prozeduraufruf kann, abh





Phase 3: Im n






alle kontrolliert werden, getestet. Dabei handelt es sich um die Moduln Ar-
beitsstunden abrechnen, Dienstplan bearbeiten, Dienstplan genehmigen, Dienstplan lesen,
Dienstplan loeschen und Personaldaten bearbeiten. Diese Moduln besitzen jeweils nur ei-
ne von auen aufrufbare Prozedur. Beim Test werden die Moduln instanziiert, und die
entsprechende Prozedur wird aufgerufen.





sowohl Prozeduren, die in den Benutzerschnittstellenmoduln (siehe Phase 1) deniert
sind als auch Prozeduren, die in den Moduln, die die Materialklassen repr

asentieren
(siehe Phase 2), deniert sind, ben

otigt.
Um alle Moduln weitgehend unabh






Moduln zur Darstellung der Materialklassen Dienstplan, Genehmigung, Stundenguthaben
und Personalakte neue Moduln implementiert, die die Moduln zur Darstellung der Mate-





at der Prozeduren in den Originalmoduln, und die Instanzen







ur die Moduln, in denen die Operationen f

ur die Kommu-
nikation mit dem Benutzer deniert sind, Simulationsmoduln implementiert und beim
Modultest verwendet werden. Da die Modellierung der Benutzerschnittstellen bei die-
ser Diplomarbeit jedoch nur eine untergeordnete Rolle spielt (siehe Abschnitt 5.4.1),
sind die Prozeduren in den Benutzerschnittstellenmoduln bereits so einfach aufgebaut,
da eine Simulation dieser Prozeduren die vorhandenen Prozeduren kaum vereinfachen
w

urde und die Moduln zur Simulation der in der Phase 1 getesteten Moduln lediglich
zus

atzliche potentielle Fehlerquellen w

aren. Die im Rahmen dieses Fallbeispiels imple-
mentierten ProSet-Schnittstellenmoduln werden stattdessen selbst als Simulation ei-
ner komfortableren Benutzerschnittstelle angesehen, die imRahmen dieser Diplomarbeit
nicht betrachtet wird. Eine Implementierung von zus

atzlichen Moduln zur Simulation
der Benutzerschnittstelle wird daher nicht durchgef

uhrt.
Der Quellcode der Programme und der Moduln, die zum Test implementiert wurden, bendet
sich im Zusatzdokument zur Diplomarbeit.
Integrationstest: Der Integrationstest umfat nach Jacobson et al. eine Vielzahl von Testakti-
vit

aten, in denen sowohl einzelne Komponenten eines Software-Systems als auch das gesamte
System getestet werden [JCJ

O93, S. 330.]. Im Rahmen dieser Diplomarbeit werden beim
Integrationstest zum einen die einzelnen Anwendungsf

alle isoliert voneinander getestet. Zum
anderen werden Tests durchgef

uhrt, die sich auf das gesamte System beziehen. Zur Kontrolle
der Testergebnisse sind die Spezikation der Anwendungsf

alle im Anwendungsfallmodell (sie-
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he Abschnitt 5.4.1) und die Darstellung der Interaktionen zwischen den beteiligten Objekten
in den Interaktionsdiagrammen (siehe Abschnitt 5.4.3) wichtig.
Zus

atzlich beschreiben Jacobson et al. noch einen Systemtest (system test). Hier soll das erstellte
System aus der Sicht der Anwender getestet werden [JCJ

O93, S. 333]. Ein solcher Test des Systems
aus der Sicht der Anwender l

at sich im Rahmen dieser Diplomarbeit jedoch aus den folgenden
Gr

unden nicht korrekt nachbilden:
 Das entwickelte Pilotsystem dient zur Betrachtung des Prototyping mit persistenten Daten
mitProSet im Rahmen einer objektorientierten Vorgehensweise bei der Systementwicklung.
Es basiert jedoch nicht auf den Anforderungen einer speziellen Gruppe von Endanwendern,
wie dies bei der Entwicklung eines Systems, das in der Praxis eingesetzt werden soll, der
Fall w

are. Deshalb sind die Bedingungen, unter denen das erstellte System betrieben werden
w

urde (z.B. Anzahl der mit dem System arbeitenden Personen oder Gr

oe der zu verwalten-
den Datenmengen), nicht bekannt.
 In dieser Diplomarbeit k

onnen nur Ausschnitte aus einer vollst

andigen Systementwicklung










ache jedoch ein wesentlicher Bestandteil des Systems.
 In dieser Diplomarbeit wird eine Transformation des ProSet-Codes in den Code einer an-
deren Programmiersprache nicht mehr betrachtet. Zum Test steht in dieser Arbeit daher nur
die ProSet-Implementierung des Pilotsystems zur Verf

ugung. Durch ProSet kann zwar
die Programmerstellung verk






des zu entwickelnden Systems zu Verf

ugung steht, eine Implementierung eines Anwendungs-
systems mit ProSet als Zielsprache ist jedoch nicht realistisch (siehe Abschnitt 5.5.1, Un-
terabschnitt Einsatz anderer Programmiersprachen). Da beim Systemtest im Gegensatz zum





ankungen, die in ProSet noch bestehen, wie z.B. das Auftreten von Deadlocks
beim parallelen Datenzugri (siehe Abschnitt 3.6) im Zusammenhang mit der noch nicht
vollst

andig funktionierenden Ausnahmebehandlung oder lange Zugriszeiten bei der Verwal-
tung einer groen Anzahl persistenter Daten durch den grobgranularen Datenzugri (siehe
Beschreibung der Implementierung des Moduls Personalakte im Abschnitt 5.5.1) zu Proble-
men bei der Arbeit mit dem ProSet-System.
Der Systemtest wird in dieser Diplomarbeit daher nicht weiter betrachtet.
5.6 Beschreibung der Anforderungen an das erweiterte Sy-
stem
Das in den Abschnitten 5.3 bis 5.5 vorgestellte Pilotsystem wird nun erweitert. Das erweiterte
System stellt selbst wieder ein Pilotsystem f

ur nachfolgende Erweiterungen im Rahmen der evolu-
tion

aren Systementwicklung dar. Die weitere evolution

are Systementwicklung nach der Erstellung
des erweiterten Systems wird im Rahmen dieser Diplomarbeit jedoch nicht mehr betrachtet. Der
Begri Pilotsystem wird im folgenden ausschlielich f

ur das in den Abschnitten 5.3 bis 5.5 be-
schriebene System verwendet. Synonym zum Begri Pilotsystem wird im folgenden der Begri
Kernsystem benutzt. Das System, das aus der Erweiterung des Kernsystems hervorgehen soll, wird
im folgenden als erweitertes System bezeichnet. Die zus

atzlichen Anforderungen an das erweiterte
System werden im folgenden beschrieben.
Das erweiterte System stellt zus

atzlich zu den Funktionen des Pilotsystems Funktionen zur




Arzte bereit. Neben den Daten, die
bereits im Kernsystem zu den Pegekr

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 die Namen der im betrachteten Krankenhaus arbeitenden

Arzte und
 die Anzahl der zustehenden Urlaubstage f

ur jeden Arzt.




ur die Planung von Terminen (z.B. f

ur Ur-
laube oder Fortbildungsmanahmen) gespeichert:
 Anzahl der

Arzte, die im gesamten Krankenhaus immer mindestens erreichbar sein m

ussen
(eine Person gilt an den Tagen als erreichbar, an denen sie keinen Termin geplant hat),












ur die Nachtschichten, die pro Station immer minde-
stens erreichbar sein m

ussen.
Das erweiterte System soll die folgenden





 Die Tage, an denen eine Pegekraft oder ein Arzt nicht im Krankenhaus arbeiten kann, wer-
den in einem Terminkalender, der den Zeitraum eines Jahres umfat,markiert. Als Vorbild f

ur
diesen Terminkalender dient der Terminkalender, der bei der Beschreibung des Ist-Zustandes
im Abschnitt 5.2 in der Abbildung 5.2 f





Bei der Planung von Terminen soll zwischen Urlaubsterminen und sonstigen Terminen (z.B.
f

ur Fortbildungsmanahmen) unterschieden werden k

onnen. Wenn durch den Eintrag eines
Termins die Anzahl der

Arzte oder der Pegekr

afte, die mindestens erreichbar sein m

ussen,





















uft werden, ob die Anzahl der geplanten Urlaubstage die An-
zahl der zustehenden Urlaubstage

uberschreitet. Ist dies der Fall, wird eine Warnmeldung




erlaubten\ Zustand des Terminkalenders
wiederherzustellen.
Der Vergleich der Anzahl geplanter und der Anzahl zustehender Urlaubstage kann deaktiviert
werden. In diesem Fall wird keine Warnmeldung ausgegeben, wenn bei der Planung neuer
Urlaubstermine die Anzahl der zustehenden Urlaubstage

uberschritten wird.
Im Rahmen der Diplomarbeit werden bei der Terminplanung nur vollst

andige Tage betrach-
tet, an denen eine Person f

ur das Krankenhaus entweder erreichbar ist oder einen Termin im
Terminkalender eingetragen hat. Bei einem System, das in der Praxis eingesetzt werden soll,
k

onnte es sinnvoll sein, eine feingranularere Terminplanung zu erm

oglichen.
 Die eingetragenen Termine werden bei der Planung des Pegedienstes ber

ucksichtigt (siehe
Abschnitt 5.3). Wenn ein Dienstplan erstellt werden soll, werden die im Terminkalender
eingetragenen Termine einer Pegekraft auch auf Dienstplan dargestellt. Das zu erstellende
System sorgt daf





5.7 Erweiterung der Modelle zur Analyse und zum Entwurf
Um das Pilotsystem zu erweitern, wird auf die bereits zum Pilotsystem erstellten Objectory-
Modelle zur

uckgegrien. Diese Modelle werden anschlieend bei der Entwicklung des erweiter-
ten Systems erg

anzt. In diesem Abschnitt werden das erweiterte Anforderungsmodell (Abschnitt
5.7.1), das erweiterte Analysemodell (Abschnitt 5.7.2) und das erweiterte Entwurfsmodell (Ab-
schnitt 5.7.3) vorgestellt.
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5.7.1 Das Anforderungsmodell
Das erweiterte Anforderungsmodell basiert auf dem im Abschnitt 5.4.1 vorgestellten Anforderungs-
modell des Kernsystems. Das Anforderungsmodell des Kernsystems wird f

ur die Modellierung des
erweiterten Systems

ubernommen und anschlieend erg

anzt, um die im Abschnitt 5.6 vorgestellten
zus





onnen. Wie beim Pilotsystem werden auch beim er-
weiterten System im Rahmen dieser Diplomarbeit keine Schnittstellenbeschreibungen betrachtet,
da die Modellierung von Benutzerschnittstellen in dieser Diplomarbeit nur eine untergeordnete
Rolle spielt. Bei einem System das in der Praxis eingesetzt werden soll, w

are eine Beschreibung
der Benutzerschnittstellen im Gegensatz dazu erforderlich.
Im folgenden werden das Anwendungsfallmodell und das Problembereichsmodell des erweiterten
Systems vorgestellt.
Das Anwendungsfallmodell
Die Akteure des erweiterten Anwendungsfallmodells sind in der Abbildung 5.10 dargestellt. Zus

atz-
lich zu den Akteuren des im Abschnitt 5.4.1 vorgestellten Anwendungsfallmodells (siehe Abbildung
5.3) werden nun auch die

Arzte des Krankenhauses ber

ucksichtigt.







bereits im Anwendungsfallmodell des Kernsystems modelliert sind (siehe Abbildung 5.4 im Ab-






alle des erweiterten Systems
sind in den Abbildungen 5.11 und 5.12 dargestellt. Bei den neu modellierten Anwendungsf

allen






















 Terminkalender abfragen und
 Terminkalender anpassen,
die dazu dienen, andere Anwendungsf







Abbildung 5.10: Akteure f

ur das erweiterte System.









abfragen und Terminkalender anpassen interagieren, werden weiter unten in diesem Abschnitt bei
der Kurzbeschreibung dieser Anwendungsf





































alle des erweiterten Systems und Akteure.
















alle (siehe Abbildung 5.11)
Der Anwendungsfall Termineinschr

ankungen festlegen: Bei der Ausf

uhrung einer Instanz dieses
Anwendungsfalls werden die folgenden Festlegungen getroen und gespeichert:
 Es wird festgelegt, wieviele

Arzte des Krankenhauses immer mindestens erreichbar sein
m

ussen. Dabei wird eine Person immer dann als erreichbar angesehen, wenn diese Per-
son f

ur den Tag, f





uft werden soll, keinen Termin im
Terminkalender markiert hat.
 Es wird festgelegt, wieviele ausgebildete Krankenschwestern bzw. Krankenpeger f

ur die
Tagschichten pro Station des Krankenhauses immer mindestens erreichbar sein m

ussen.
 Es wird festgelegt, wieviele ausgebildete Krankenschwestern bzw. Krankenpeger f

ur









ur eine Pegekraft einen Warnhinweis ausgeben soll, wenn die Anzahl der
geplanten Urlaubstage die Anzahl der zustehenden Urlaubstage

uberschreitet.
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Der Anwendungsfall Terminkalender bearbeiten: Durch die Ausf

uhrung einer Instanz des An-
wendungsfalls Terminkalender bearbeiten werden die im Terminkalender markierten Termine
angezeigt (f








afte im Terminkalender weitere Tage markieren, an
denen sie nicht erreichbar sind. Dabei wird zwischen Urlaubsterminen und sonstigen Terminen
unterschieden.
Damit durch neue Eintr








onnen, kann eine Pegekraft nur in den Monaten Termine im Terminkalender mar-
kieren, an denen f

ur sie noch kein Dienstplan erstellt wurde.
Bei einem System, das in der Praxis eingesetzt werden soll, w

are ein Schutzmechanismus
sinnvoll, mit dessen Hilfe sichergestellt wird, da eine Person nur die eigenen Eintr

age im
Terminkalender manipulieren kann. Gem

a der im Abschnitt 5.1 beschriebenen Vorausset-
zung, Datenschutz- und Datensicherheitsaspekte im Rahmen dieser Diplomarbeit auer acht
zu lassen, wird ein solcher Schutzmechanismus hier nicht betrachtet.
Der Anwendungsfall Terminkalender l

oschen: Wenn ein Terminkalender eines Jahres nicht mehr
ben













oglicht, die in einem Terminkalender markierten Termine anzeigen zu lassen, ist nicht n

otig,
weil die Ausgabe von Terminen auf dem Bildschirm bereits ein Bestandteil des Anwendungsfalls
Terminkalender bearbeiten ist. Die Ausf

uhrung von Instanzen des Anwendungsfalls Terminkalender
bearbeiten kann sowohl durch




















ufen interagiert mit denselben Akteuren wie der Anwendungsfall
Terminkalender bearbeiten.










uft, ob durch die




ur die Planung von






ankungen verletzt, wird ein Warnhinweis ausgegeben. Der Benutzer kann
den Eintrag im Terminkalender, durch den der Warnhinweis ausgel

ost wurde, stornieren. Die
Ausgabe des Warnhinweises und die M

oglichkeit, die Markierung des Termins im Terminka-
lender zu stornieren, wird hier als Unterbrechung des normalen Ablaufs des Anwendungsfalls
Terminkalender bearbeiten aufgefat. Gem

a der Empfehlung Jacobson et al. wird der An-








extends\-Beziehung mit dem Anwendungsfall, der unterbrochen wird
(der Anwendungsfall Terminkalender bearbeiten), verbunden [JCJ

O93, S. 165].
Der Anwendungsfall Terminkalender abfragen: Der Anwendungsfall Terminkalender abfagen er-







ur die betroenen Pegekr

afte Termine im Terminkalender des be-
troenen Jahres eingetragen sind. Ist dies der Fall, werden diese Termine in den neu zu
erstellenden Dienstplan aufgenommen, bevor er durch die Stationsleitung nach den Vorga-
ben des AnwendungsfalllsDienstplan bearbeiten bearbeitet wird. Es nden keine Interaktionen
zwischen einem Akteur und dem Anwendungsfall Terminkalender abfragen statt.
Um den Anwendungsfall Dienstplan bearbeiten aus dem Pilotsystem unver








ur das Lesen des Terminkalenders ein eigenst

andi-
ger Anwendungsfall modelliert, der durch eine
"
extends\-Beziehung mit dem Anwendungsfall
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Der Anwendungsfall Terminkalender anpassen: Der Anwendungsfall Terminkalender anpassen er-
weitert den Anwendungsfall Dienstplan bearbeiten. Er interagiert wie der Anwendungsfall
Dienstplan bearbeiten mit dem Akteur Stationsleitung und dient dazu, die Konsistenz zwischen
erstellten Dienstpl

anen und den zu einem Terminkalender gespeicherten Daten sicherzustel-







onnen, wird analog zum Anwendungsfall Terminkalen-
der abfragen ein eigenst

andiger Anwendungsfall zum Sicherstellen der Konsistenz zwischen
einem Dienstplan und dem Terminkalender des betroenen Jahres modelliert und mit dem
Anwendungsfall Dienstplan bearbeiten durch eine
"
extends\-Beziehung verbunden.
Wenn ein Dienstplan gespeichert wird, sorgt der Anwendungsfall Terminkalender anpas-
sen daf

ur, da die Daten des betroenen Terminkalenders an die Daten des gespeicherten













ur die Planung von Terminen (siehe Beschreibung des Anwendungsfalls Ter-
mineinschr

ankungen festlegen) bei der Bearbeitung eines Dienstplans verletzt wurden. Wur-
den die Einschr

ankungen verletzt, wird ein Warnhinweis ausgegeben. Die Manipulationen,









angig gemacht werden. Die Konsistenz zwischen dem betroenen Terminkalender und
dem betrachteten Dienstplan wird in jedem Fall sichergestellt.
Die vollst

andigen Beschreibungen aller Anwendungsf






Das im Abschnitt 5.4.1 vorgestellte Problembereichsmodell des Kernsystems wird nun um die Ma-
terialien Termineinschr

ankungen und Terminkalender erg







Abbildung 5.13: Objekte im Problembereichsmodell des erweiterten Systems.
Die neuen Objekte Termineinschr

ankungen und Terminkalender werden im folgenden beschrieben:
Das Objekt Termineinschr










ur die Markierung von Terminen im Terminkalender vorgegeben sind (sie-
he Beschreibung des Anwendungsfalls Termineinschr

ankungen festlegen). Diese Einschr

ankun-
gen werden im einzelnen durch die folgenden Vorgaben bestimmt:
 Es ist Mindestanzahl von

Arzten festgelegt, die im Krankenhaus immer erreichbar sein
m

ussen (eine Person ist an den Tagen erreichbar, an denen sie keinen Termin im Ter-
minkalender markiert hat).
 Es ist eine Mindestanzahl von ausgebildeten Krankenschwestern und Krankenpegern
festgelegt, die pro Station f

ur die Tagschichten immer erreichbar sein m

ussen.
 Es ist eine Mindestanzahl von ausgebildeten Krankenschwestern und Krankenpegern
festgelegt, die pro Station f

ur die Nachtschichten immer erreichbar sein m

ussen.





uft werden soll, ob die Anzahl der geplanten Urlaubstage der

Arzte und der Pege-
kr

afte die Anzahl der zustehenden Urlaubstage

uberschreitet.
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Das Objekt Terminkalender: Das Objekt Terminkalender repr






afte die Tage markieren, an denen sie f

ur das Krankenhaus
nicht erreichbar sind. Als Vorbild dient der Terminkalender, der in der Abbildung 5.2 (siehe
Abschnitt 5.2) skizziert ist.
5.7.2 Das Analysemodell




amtliche Objekte, Attribute und
Beziehungen, die im Analysemodell des Kernsystems (siehe Abschnitt 5.4.2) modelliert sind,

uber-
nommen.Anschlieend wird das Modell erweitert. Im folgenden wird zun

achst auf die Modellierung




atzlich zu den in der Abbildung 5.5 (siehe Abschnitt 5.4.2) skizzierten Materialien des




























































































Abbildung 5.14: Materialien im Analysemodell des erweiterten Systems.
Das Materialobjekt Terminkalender besitzt zwei Attribute. In diesen Attributen wird zum einen
das Jahr gespeichert, auf das sich der Terminkalender, der durch das Objekt repr

asentiert wird,
bezieht. Zum anderen werden die markierten Termine der

Arzte und der Pegekr

afte gespeichert.
Zum Speichern der Termine der

Arzte und der Pegekr

afte ist eine endliche Abbildung vorgesehen.




ankungen besitzt insgesamt vier Attribute. In diesen Attribu-
ten werden die folgenden Daten gespeichert:


























Terminkalender abfragen Terminkalender abfragen
Terminkalender anpassen Terminkalender anpassen






Arzte, die im Krankenhaus immer mindestens erreichbar sein m

ussen,
 Anzahl der Krankenschwestern bzw. Krankenpeger f

ur die Tagschichten, die pro Station
immer mindestens erreichbar sein m

ussen,
 Anzahl der Krankenschwestern bzw. Krankenpeger f

ur die Nachtschichten, die pro Station
immer mindestens erreichbar sein m

ussen,




uft werden soll, ob die Anzahl
geplanter Urlaubstage der

Arzte und der Pegekr

afte die Anzahl der zustehenden Urlaubstage

uberschreitet.
Die Modellierung der Materialobjekte Dienstplan, Genehmigung, Personalakte und Stundengut-
haben wird unver

andert aus dem Analysemodell des Kernsystems

ubernommen (siehe Abbildung
5.6 im Abschnitt 5.4.2).
Die Modellierung des vollst

andigen erweiterten Systems ist in der Abbildung 5.15 skizziert.
Um die Abbildung 5.15

ubersichtlicher zu gestalten, sind statische Beziehungen zwischen Objekten
und Attribute hier nicht mehr aufgef

uhrt. Zur Modellierung des erweiterten Systems wird die





ubernommene Modell um zus






uber der im Abschnitt 5.4.2 beschriebenen Systemstruktur des Kernsystems





ubernommenen Materialobjekten Dienstplan, Genehmigung, Personalakte
und Stundenguthaben werden die in der Abbildung 5.14 dargestellten neuen Materialobjekte
Termineinschr






ur jeden Anwendungsfall des erweiterten Systems, der nicht im Anwendungsfallmodell des
bereits implementierten urspr

unglichen Systems enthalten ist (siehe Abschnitt 5.7.1), wird ein





















ufen und Terminkalender bearbeiten,
{ Terminkalender abfragen und Dienstplan bearbeiten sowie
{ Terminkalender anpassen und Dienstplan bearbeiten
modelliert sind (siehe Abbildung 5.12 im Abschnitt 5.7.1), werden im Analysemodell direkt
als
"





ubernommen. Die Namen der betroenen Kontrollobjek-
te k

onnen aus den Tabellen 5.1 (siehe Abschnitt 5.4.2) und 5.6 entnommen werden.





































































Abbildung 5.15: Analysemodell des erweiterten Systems ohne Ber

ucksichtigung von Attributen und
statischen Beziehungen zwischen Instanzen.
 Wenn die f

ur das Analysemodell des erweiterten Systems neu modellierten Kontrollobjek-







ur diese Kontrollobjekte neue
"
communication\-Beziehungen zu Schnittstellenobjek-
ten, durch die die Kommunikation zwischen dem System und dem Benutzer abgewickelt wird,
einzuf

ugen. Bei dem hier modellierten System k

onnen dabei zwei F

alle unterschieden werden:
Fall 1: Ein neu modelliertes Kontrollobjekt kann auf Operationen zur

uckgreifen, die von ei-
nem Schnittstellenobjekt bereitgestellt werden, das schon im Analysemodell des bereits
implementierten Pilotsystems modelliert ist. In diesem Fall werden Objectory-
"
commu-
nication\-Beziehungen zwischen dem Kontrollobjekt und dem entsprechenden Schnitt-
stellenobjekt modelliert.
Dies ist bei dem Kontrollobjekt Terminkalender anpassen der Fall. Zur Durchf

uhrung
der Kommunikation mit dem Benutzer des Systems sendet das Kontrollobjekt Termin-
kalender anpassen Stimuli an das Objekt BS Dienstplan bearbeiten, um in diesem Objekt
die Ausf

uhrung von Operationen zu veranlassen. Eingaben des Benutzers werden vom
Objekt BS Dienstplan bearbeiten an das Objekt Terminkalender anpassen gesendet.





ubernommen (siehe Abbildung 5.7 im Abschnitt 5.4.2).
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Analysemodellobjekte Beschreibung des Werkzeugs
BS Personaldaten bearbeiten
Personaldaten bearbeiten















Ein Dienstplan kann gelesen werden.
BS Dienstplan genemigen
Dienstplan genehmigen
Ein Dienstplan kann genehmigt werden. Wenn der Dienstplan




ur eine Abrechnung der gelei-
steten Arbeitsstunden n

otig sind, oder wenn nicht alle Schich-
ten vorschriftsm

aig besetzt sind, wird ein Warnhinweis aus-
gegeben. Der Benutzer kann die Genehmigung des gew

ahl-


















Die geleisteten Arbeitsstunden der Pegekr

afte werden be-
rechnet und im Dienstplan eingetragen. Zus

atzlich werden
die Stundenguthaben der Pegekr

afte angepat. Bei Be-
darf k







































age im Terminkalender werden
festgelegt.






ussen neue Schnittstellenobjekte modelliert werden. Dies ist
immer dann der Fall, wenn neue Kontrollobjekte kein bereits im Pilotsystem vorhan-
denes Werkzeug erweitern sondern Bestandteil eines neuen Werkzeugs sind. Dies ist



























alt das Analysemodell des erweiterten Systems noch das neu modellierte
Kontrollobjekt Terminkalender abfragen. Dieses Kontrollobjekt veranlat weder die Anzei-
ge von Daten, noch ben

otigt es Eingaben eines Benutzers (siehe hierzu Beschreibung des
Anwendungsfalls Terminkalender abfragen im Abschnitt 5.7.1). F

ur das Kontrollobjekt Ter-







communication\-Beziehung zwischen Kontrollobjekten und den Ma-
terialobjekten, auf die die Kontrollobjekte zugreifen, modelliert. Diese
"
communication\-
Beziehungen gehen immer von den Kontrollobjekten aus und enden bei den Materialobjekten
(siehe Abschnitt 4.5).
Die Werkzeuge des erweiterten Systems, die sich aus der in der Abbildung 5.15 skizzierten Mo-
dellierung ergeben, werden zusammen mit den zugeh

origen Objekten in der Tabelle 5.7 vorgestellt.
Diese Tabelle ist eine Erweiterung der Tabelle 5.2, die bei der Beschreibung des Analysemodells
des Pilotsystems vorgestellt wurde (siehe Abschnitt 5.4.2).
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5.7.3 Das Entwurfsmodell
Die Objekte, die Attribute und die Beziehungen zwischen Objekten des Entwurfsmodells des erwei-
terten Systems sind in der Abbildung 5.16 aufgef




































































































Abbildung 5.16: Objekte und Beziehungen im Entwurfsmodell des erweiterten Systems.





ubernommene Modell wird anschlieend folgendermaen erweitert:
 F

ur jedes Objekt, das im Analysemodell des erweiterten Systems vorhanden ist (siehe Abbil-
dung 5.15 im Abschnitt 5.7.2) und f

ur das noch kein entsprechendes Objekt im Entwurfsmo-
dell des erweiterten Systems modelliert ist, wird ein neues Objekt in das Entwurfsmodell des
erweiterten Systems aufgenommen. Die neu aufgenommenen Entwurfsmodellobjekte werden
so benannt wie die entsprechenden Analysemodellobjekte. Die einzige Ausnahme bilden hier






u werden bei Entwurfs-
modellobjekten durch ae, oe und ue ersetzt, weil Umlaute auf der Tastatur der Computer,
die zur Programmierung zur Verf

ugung stehen, nicht vorhanden sind. Die neu in das Ent-
wurfsmodell aufgenommenen Objekte und die zugeh









ankungen festlegen BS Termineinschraenkungen festlegen
BS Terminkalender bearbeiten BS Terminkalender bearbeiten
BS Terminkalender l
















Terminkalender abfragen Terminkalender abfragen
Terminkalender anpassen Terminkalender anpassen
Terminkalender bearbeiten Terminkalender bearbeiten
Tabelle 5.8: Neue Objekte im erweiterten Analysemodell und im erweiterten Entwurfsmodell.
 Zu den Objekten Termineinschraenkungen und Terminkalender werden Attribute modelliert.
F

ur das Objekt Termineinschraenkungen kann die Modellierung der Attribute direkt aus dem
Analysemodell (siehe Abbildung 5.14 im Abschnitt 5.7.2)

ubernommen werden. Nur die Na-
men der Attributtypen werden im Entwufsmodell ge

andert. Im Entwurfsmodell werden die
Bezeichnungen benutzt, die auch in der ProSet-Sprachbeschreibung verwendet werden.
Statt der Bezeichnung Ganze Zahl wird die Bezeichnung Integer verwendet. Statt der Be-
zeichnung Boole'scher Wert wird die Bezeichnung Boolean verwendet. Die Modellierung der
Attribute zum Objekt Terminkalender weicht hingegen von der Modellierung der Attribute
zum Objekt Terminkalender im Analysemodell ab. Dies liegt daran, da das Entwurfsmodel-
lobjekt Terminkalender zur Speicherung s

amtlicher vorhandener Terminkalender dient (z.B.
Terminkalender f

ur 1995, Terminkalender f










ur die Entscheidung, s

amtliche Terminkalender mit Hilfe genau eines Objek-
tes zu speichern, entspricht der Motivation, die im Abschnitt 5.4.3 f

ur die Speicherung aller
vorhanden Personalakten in nur einem Entwurfsmodellobjekt gegeben wurde (Seite 114f.).
Diese Diskussion soll in diesem Abschnitt nicht wiederholt werden.
In dem Attribut, das zum Entwurfsmodellobjekt Terminkalender modelliert ist, werden s

amt-





ultig ist, kann ein einzelner Terminkalender identiziert werden. Als
Attributtyp zur Speicherung der Terminkalender bietet sich daher eine endliche Abbildung
an, die im vorgestellten Entwurfsmodell als Map bezeichnet wird.




amtliche Beziehungen, die imAnalysemo-




extends\-Beziehungen nicht direkt auf eine ProSet-Implementierung abgebildet wer-
den k

onnen, werden anstelle der im Analysemodell modellierten
"
extends\-Beziehungen im
Entwurfsmodell nach der Empfehlung von Jacobson et al.
"
communication\-Beziehungen
modelliert. Die Grundlagen hierzu wurden bereits bei der Beschreibung der Erstellung des
Entwurfsmodells f

ur den Benutzeragenten des E-Mail-Systems vorgestellt (siehe Abschnitt





in der Abbildung 5.17 noch einmal exemplarisch f

ur die Objekte Terminkalender bearbeiten
und Termineinschraenkungen ueberpruefen (Schreibweise f

ur die Entwurfsmodellobjekte ohne
Umlaute) dargestellt.
Nach der Modellierung der Objekte und der Beziehungen zwischen Objekten werden die Inter-
aktionsdiagramme f

ur das erweiterte System erstellt. Abh

angig vom betrachteten Anwendungsfall
entstehen die Interaktionsdiagramme des Entwurfsmodells des erweiterten Systems auf eine der im
folgenden beschriebenen drei Arten:















Diese Skizze soll nur das Prinzip verdeutlichen.Da in dem betrachtetenFallbeispiel das Objekt Termineinschraenkun-















Ubernahme): Die Interaktionsdiagramme werden direkt aus dem im Abschnitt
5.4.3 beschriebenen Entwurfsmodell des Kernsystems

ubernommen und nicht ver

andert. Hier-






alle des Kernsystems mit
Ausnahme des Interaktionsdiagramms f

ur den Anwendungsfall Dienstplan bearbeiten betrof-







Anderungen): Das Interaktionsdiagramm des An-
wendungsfalls Dienstplan bearbeiten wird ebenfalls aus dem im Abschnitt 5.4.3 beschriebenen
Entwurfsmodell






age imTerminkalender bei der Erstellung von Dienstpl















wird das Interaktionsdiagramm f

ur den Anwendungsfall Dienstplan bearbeiten erweitert. Da-
bei werden neue Stimuli zwischen den Entwurfsmodellobjekten Dienstplan bearbeiten und
Terminkalender abfragen sowie zwischen den Entwurfsmodellobjekten Dienstplan bearbeiten
und Terminkalender anpassen (siehe Abbildung 5.16) in das Interaktionsdiagramm eingef

ugt.






alle, die beim Kernsystem noch nicht ber

uck-
sichtigt wurden (siehe Abschnitt 5.7.1), werden neue Interaktionsdiagramme erstellt.
Die Interaktionsdiagramme des Systems zur Pegedienst- und Terminplanung sind im Zusatz-




Ubergangsdiagramme werden nicht erstellt, weil
die modellierten Objekte nicht zustandskontrolliert sind (siehe Abschnitt 5.4.3).
5.8 Implementierung und Test des erweiterten Systems
In diesem Abschnitt soll auf die Implementierung und auf den Test des erweiterten Systems einge-




Im folgenden wird die Implementierung des erweiterten Systems in der Sprache ProSet betrach-
tet. Eine Transformation des ProSet-Codes in den Code einer anderen Programmiersprache w

are
bei der Entwicklung eines Systems, das in der Praxis tats

achlich eingesetzt werden soll, sinnvoll.
Eine solche Transformation wird im Rahmen dieser Diplomarbeit jedoch nicht mehr betrachtet.
Argmente f

ur Transformation des ProSet-Codes in eine andere Programmiersprache wurden be-
reits im Abschnitt 5.5.1 f

ur das Kernsystem vorgestellt. Die aufgef

uhrten Argumente gelten analog
f

ur das erweiterte System.
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Bei der Implementierung des erweiterten Systems in ProSet wird auf die ProSet-
Implementierung des Kernsystems zur

uckgegrien. Anschlieend wird diese Implementierung er-
weitert. Auf die Erweiterungen soll im folgenden eingegangen werden:
 F

ur jede Klasse eines Entwurfsmodellobjektes, das noch nicht im Entwurfsmodell des Kern-
systems modelliert ist, wird ein neuer ProSet-Modul implementiert. Dabei handelt es sich
um Moduln f

ur die Klassen der in der Tabelle 5.8 (siehe Abschnitt 5.7.3) aufgef

uhrten Ent-
wurfsmodellobjekte. Jeder neu implementierte ProSet-Modul erh

alt den Namen des Ent-
wurfsmodellobjektes, dessen Klasse er repr

asentiert. Instanzen der Moduln repr

asentieren die
Entwurfsmodellobjekte. Stimuli, die zwischen Entwurfsmodellobjekten ausgetauscht werden,
werden in der ProSet-Implementierung mit Hilfe von Prozeduraufrufen und return-Befehlen
nachgebildet (siehe auch Abschnitt 4.6).
In den Moduln f






atzlich die Attribute, die im Entwurfsmodell zu diesen Objekten skiz-
ziert sind, ber

ucksichtigt werden (siehe Abbildung 5.16 im Abschnitt 5.7.3). Hierzu wird in





eine globale Variable deklariert. Bei der Implementierung des Moduls Termineinschraenkungen
handelt es sich dabei um Variablen der ProSet-Datentypen Integer und Boolean. Bei der
Implementierung des Moduls Terminkalender handelt es sich dabei eine Variable des ProSet-
Datentyps Set, mit dessen Hilfe eine endliche Abbildung realisiert wird. In dieser endlichen
Abbildung kann

uber die Jahreszahl auf den zu diesem Jahr gespeicherten Terminkalender
zugegrien werden. Der Terminkalender eines Jahres wird nach den Vorgaben des Analyse-
modells selbst wieder mit Hilfe einer endlichen Abbildung realisiert, in der zu jeder Person
eine Liste aller geplanten Termine gespeichert ist (siehe Abbildung 5.14 und Beschreibung
des Objektes Terminkalender im Abschnitt 5.7.2).
 Der von der im Abschnitt 5.5.1 vorgestellten Implementierung des Kernsystems

ubernomme-







uberarbeiteten Version dieses Moduls
wird beachtet, da geplante Termine, die im Terminkalender eingetragen sind, bei der Er-















Anderungen werden mit Hilfe
des f

ur das erweiterte System modizierten Interaktionsdiagramms f

ur den Anwendungsfall
Dienstplan bearbeiten identiziert (zur Modikation des Interaktionsdiagramms zum Anwen-
dungsfall Dienstplan bearbeiten siehe Abschnitt 5.7.3, Seite 134).
 Bei der Implementierung des Kernsystems wurden ProSet-Modulinstanzen, die zur Spei-
cherung von Daten f

ur Materialien dienen, persistent gemacht (siehe Abschnitt 5.5.1). Dabei
handelte es sich um Modulinstanzen zu den Entwurfsmodellobjekten Dienstplan, Genehmi-
gung, Personalakte und Stundenguthaben. Im erweiterten System werden zus

atzlich ProSet-
Modulinstanzen zu den Entwurfsmodellobjekten Termineinschr

ankungen und Terminkalender
persistent gemacht. Diese Modulinstanzen werden im P-File Krankenhausdaten, das im Ab-
schnitt 5.5.1 vorgestellt wurde (Seite 117), gespeichert.
Um die Modulinstanzen persistent zu machen, werden die Hilfsprogamme termineinschraen-
kungen initialisieren und terminkalender initialisieren implementiert. Mit Hilfe dieser Hilfspro-
gramme k

onnen Instanzen des Moduls Termineinschraenkungen bzw. des Moduls Terminka-
lender erzeugt und in einem ausgew

ahlten P-File gespeichert werden.
Die Werkzeuge, aus denen das erweiterte System besteht, die n

otigen Argumente beim Aufruf
der Werkzeuge und die zugeh

origen Entwurfsmodellobjekte sind in der Tabelle 5.9 aufgef

uhrt.




ur das erweiterte System durchgef

uhrten Tests entsprechen den Tests, die f

ur das Kernsystem
bereits im Abschnitt 5.5.2 beschrieben wurden. Diese Tests werden f

ur das erweiterte System im








































Tabelle 5.9: Werkzeuge des erweiterten Systems und beteiligte Objekte.
folgenden noch einmal zusammengefat:
Beim Modultest werden zum einen die Moduln getestet, die bei der Erweiterung des Systems
neu implementiert wurden. Dabei handelt es sich um die Moduln, die die Klassen der in der Tabelle
5.8 (siehe Abschnitt 5.7.3) dargestellten Entwurfsmodellobjekte repr

asentieren. Zum anderen wird
der Modul Dienstplan bearbeiten noch einmal getestet, weil dieser Modul gegen

uber dem Modul
Dienstplan bearbeiten des Kernsystems ver

andert wurde (siehe Abschnitt 5.8.1). Zum Test der Mo-
duln Dienstplan bearbeiten und Terminkalender bearbeiten wird das im Abschnitt 5.5.2 beschriebene
Verfahren zum Modultest noch folgendermaen erg

anzt:
Neben Moduln zur Simulation der
"
Materialmoduln\ Dienstplan, Genehmigung, Personalak-
te, Stundenguthaben, Termineinschraenkungen und Terminkalender werden beim Test der Moduln
Dienstplan bearbeiten und Terminkalender bearbeiten noch Moduln implementiert, die die Moduln
f

ur die Klassen der Entwurfsmodellobjekte Terminkalender abfragen, Terminkalender anpassen und
Termineinschraenkungen ueberpruefen simulieren (siehe Abbildung 5.16 im Abschnitt 5.7.3).
Nachdem die einzelnen Moduln des erweiterten Systems getestet sind, werden die einzelnen
Anwendungsf

alle getestet. Diese Tests beschr






atzlich zu den Anwendungsf

allen des Pilotsystems aufgenommen wurden und auf den Test des





ander verbunden sind, werden dabei jeweils gemeinsam getestet. Abschlieend wird ein Test des
vollst





Im folgenden werden die Ergebnisse der Bearbeitung des betrachteten Fallbeispiels zusammenge-
fat:
 Analog zum System zur Bibliotheksverwaltung konnten in den betrachteten Problembereichs-







uhrten Ist-Analyse keine Werkzeuge identi-
ziert wurden. Auf die weitere Systementwicklung hat sich das Fehlen der Werkzeuge im
Problembereichsmodell jedoch nicht negativ ausgewirkt. Im Gegensatz zum System zur Bi-
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bliotheksverwaltung konnten anhand der Ist-Analyse s

amtliche Materialien identiziert wer-
den, die f

ur die Systementwicklung ben

otigt wurden (vgl. Abschnitt 3.6).
 W

ahrend in den Problembereichsmodellen des Systems zur Bibliotheksverwaltung und des
E-Mail-Systems (siehe Abschnitte 3.4.1 und 4.4.2) noch statische Beziehungen zwischen Pro-
blembereichsmodellobjekten dargestellt wurden, wurde auf die Darstellung der statischen
Beziehungen in den in diesem Kapitel betrachteten Problembereichsmodellen verzichtet (sie-
he Abschnitte 5.4.1 und 5.7.1). Dadurch wurde die Erstellung der Problembereichsmodelle
vereinfacht. Der Verzicht auf die Modellierung der statischen Beziehungen in den in betrach-
teten Problembereichsmodellen hat sich nicht negativ auf die weitere Systementwicklung
ausgewirkt.
 Die erstellten Objectory-Modelle des erweiterten Systems basieren auf den Modellen des
zun

achst erstellten Kernsystems. Diese Modelle wurden f

ur die Entwicklung des erweiterten
Systems erg

anzt. Bei der Erweiterung der bestehenden Modelle traten keine Probleme auf.
Auch die nachtr

agliche Erweiterung des bereits im Anwendungsfallmodell des Kernsystems





Terminkalender abfragen und Terminkalender anpassen (siehe Abbildung 5.12 im Abschnitt
5.7.1) bereitete keine Schwierigkeiten. Bei der

Uberarbeitung des Interaktionsdiagramms
zum Anwendungsfall Dienstplan bearbeiten waren nur einige Erg







Abschnitt 5.7.3, Seite 134).
Bei der

Uberarbeitung des ProSet-Moduls Dienstplan bearbeiten (siehe Abschnitt 5.8.1, Sei-
te 135) reichte es ebenfalls aus, zus






ugen. Eine neue Implementierung des ProSet-Moduls war nicht erforderlich.
 Da das System zur Pegedienst- und Terminplanung aus relativ kleinen Programmenbesteht,
ergaben sich im Gegensatz zur Erstellung des Prototyps des Systems zur Bibliotheksverwal-
tung keine Probleme durch die Beschr

ankung des Umfangs von Moduln, in denen persistente
Variablen deklariert sind und auf die das closure-Konstrukt angewendet wird (vgl. Abschnitt




 Obwohl die Modellierung von Attributen im Entwurfsmodell von der Modellierung der At-
tribute im Analysemodell abweicht, wurden beide Modellierungen f

ur die Festlegung der
ben

otigten Datenstrukturen in den implementierten ProSet-Moduln ben

otigt. Dies wurde
im Abschnitt 5.5.1 anhand des Moduls Personalakte veranschaulicht (Seite 117f.).
 Die Verwendung von Atomen innerhalb einer persistenten ProSet-Modulinstanz f

uhrt zu
einem Fehler bei der Ausf

uhrung eines Programms, wenn mit Hilfe der Atome auf Eintr

age in
einer endlichen Abbildung zugegrien werden soll (siehe Abschnitt 5.5.1). Die Fehlermeldung
Exception type mismatch could not be handled! wird ausgegeben.
Kapitel 6
Abschlieende Betrachtungen
Die wesentlichen Ergebnisse der Arbeiten an den betrachteten Fallbeispielen wurden bereits in
den Abschnitten 3.6, 4.7 und 5.9 zusammengefat. Im folgenden werden noch einige zus

atzliche




uhrt und die geforderten ab-
schlieenden Bewertungen (siehe Aufgabenstellung, Abschnitt 1.2) vorgenommen.
Hierzu wird im Abschnitt 6.1 auf Objectory eingegangen. Anschlieend wird im Abschnitt 6.2
die Erg

anzung des Objectory-Entwicklungsprozesses durch Konzepte des WAM-Ansatzes betrach-
tet. Im Abschnitt 6.3 wird auf die Erstellung der geforderten Prototypen in der Sprache ProSet




6.1 Die Arbeit mit Objectory
Bei allen betrachteten Beispielen erwiesen sich die in Objectory vorgesehenen Konzepte als geeignet,
um die betrachteten Systeme zu modellieren. Bei der Erstellung der Objectory-Modelle ergaben
sich keine Schwierigkeiten. Obwohl das Werkzeug Objectory SE f

ur die Arbeiten am zweiten und am
dritten Fallbeispiel nicht mehr zur Verf

ugung stand, lieen sich auch bei diesen Fallbeispielen alle
geforderten Objectory-Modelle ohne gr

oere Schwierigkeiten erstellen. Dabei sollte jedoch beachtet
werden, da die in der Diplomarbeit betrachteten Fallbeispiele im Vergleich zu Projekten, in denen
Software-Systeme erstellt werden, die in der Praxis tats

achlich eingesetzt werden sollen, einen
relativ geringen Umfang haben. Bei gr

oeren Projekten, an denen mehrere Personen arbeiten, w

are
ein Werkzeug wie Objectory SE sicher n

otig, um die Konsistenz der Modelle, an denen verschiedene
Personen arbeiten, zu erhalten.
Zur Modellierung der Daten wurden die Objectory-Analysemodelle genutzt. Ein Objectory-
Analysemodell dient zwar in erster Linie dazu, den Aufbau des zu entwickelnden Systems aus
verschiedenen Objekten zu beschreiben. Die zur Verf

ugung gestellten Konzepte erwiesen sich jedoch
auch f

ur eine Modellierung von Daten als geeignet. Datenobjekte wurden in den Analysemodellen












O93, S. 25f.]. Konkrete Sprachen oder Umgebungen f

ur
das Prototyping werden dabei jedoch nicht empfohlen. Mit der in dieser Diplomarbeit betrachteten




amtliche geforderten Prototypen auf der Basis von
Objectory-Modellen zu erstellen. Dabei war der Aufwand zur Abbildung von Objectory-Modellen
auf ProSet-Prototypen bei den betrachteten Fallbeispielen unterschiedlich. Hierauf wird im Ab-
schnitt 6.3 n

aher eingegangen. Als sehr hilfreich f

ur die Erstellung von Prototypen auf der Basis von
Objectory-Modellen erwies sich die M

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und zum objektorientierten Entwurf f

ur die Systementwicklung in den betrachteten Fallstudien
besser oder schlechter geeignet sind als Objectory. Eine solche Betrachtung ist jedoch nicht mehr




uberstellung verschiedener objektorientierter Methoden
sei auf Wilkie [Wil93, S. 106.] und auf Stein [Ste93] verwiesen.
6.2 Erg

anzung von Objectory durch Konzepte des WAM-
Ansatzes




Erstellung eines Glossars: Zu jeder betrachteten Fallstudie wurde ein Glossar erstellt. Die Glos-
sare benden sich im Zusatzdokument zu dieser Diplomarbeit.
Die erstellten Glossare haben einen geringeren Umfang als Glossare, die bei Projekten zur




echte\ Endanwender, erstellt werden. Dies liegt
daran, da ein Groteil der Eintr

age in einem Glossar bei der Ist-Analyse gefunden wird
(siehe hierzu Kilberth et al. [KGZ95, S. 98f.]) und die in dieser Diplomarbeit durchgef

uhr-




uhrt werden konnten. In der Diplomarbeit haben
die Glossare nur eine geringe Bedeutung f

ur die Bearbeitung der Fallbeispiele. Dies liegt
daran, da an der Bearbeitung der Fallbeispiele dieser Diplomarbeit im Gegensatz zu
"
rea-
len\ Projekten zur Software-Entwicklung nicht mehrere Personen beteiligt sind, die sich auf









Die Systemvisionen (bzw. Anwendungf

alle) sind bei den betrachten Fallstudien wesentliche
Bestandteile der Spezikation der Anforderungen an die zu modellierenden Systeme.
Verwendung der Metaphern Werkzeug und Material: In den meisten F

allen konnten die
Objekte in den Objectory-Modellen mit Hilfe der Metaphern Werkzeug und Material be-
schrieben werden. In einigen F

allen bei der Modellierung des Systems zur Bibliotheksverwal-
tung und bei der Modellierung des E-Mail-Systems gab es jedoch auch Schwierigkeiten (z.B.
bei der Einteilung des Transferagenten des E-Mail-Systems). Diese Probleme wurden bereits
in den Abschnitten 3.6 und 4.7 zusammengefat und sollen hier nicht wiederholt werden.
Eine abschlieende Bewertung der Einbeziehung von Konzepten des WAM-Ansatzes in den




 Der Umfang der in der Diplomarbeit betrachteten Fallbeispiele ist erheblich geringer als der
Umfang von Projekten, f

ur die der WAM-Ansatz konzipiert wurde (siehe hierzu B

aumer et
al. [BGZ95]). Bei den Fallbeispielen, die in der Diplomarbeit betrachtet wurden, w

are die
Erstellung der geforderten Objectory-Modelle und der Prototypen auch ohne eine Ber

uck-
sichtung von Konzepten des WAM-Ansatzes m










onnten die betrachteten Konzepte des WAM-Ansatzes
jedoch geeignete Hilfsmittel sein, um den Entwurf von Software-Systemen

ubersichtlicher zu
gestalten und so zu vereinfachen.
 ImWAM-Ansatz ist eine ausf

uhrliche Ist-Analyse des betrachteten Anwendungsbereichs vor-
gesehen, in der einzelne Szenarien (siehe Abschnitt 2.2) beschrieben werden. Da die Ist-
Analyse durch Objectory nicht unterst

utzt wird, kann insbesondere eine Ist-Analyse, wie sie
imWAM-Ansatz vorgesehen ist, eine sinnvolle Erg

anzung zu Objectory sein. Im Rahmen der
Diplomarbeit konnten Ist-Analysen aus Zeitgr






den. Einzelne Szenarien wurden hier nicht beschrieben. Die Vorteile, die die Integration einer
140 KAPITEL 6. ABSCHLIESSENDE BETRACHTUNGEN







onnen in dieser Diplomarbeit daher nicht betrachtet werden.
 Die Verwendung der Metaphern Werkzeug und Material soll zur Entwicklung von Software-
Systemen dienen, die die Anwender bei ihrer Arbeit unterst

utzen, ohne ihnen die Kontrolle

uber den Ablauf von Arbeitsvorg

angen zu entziehen. Gryczan und Z

ullighoven erwarten
hiervon eine Verringerung von Akzeptanzproblemen der Endanwender bei der Einf

uhrung
von Software-Systemen [GZ92]. Die Arbeit von Endanwendern mit entworfenen Software-
Systemen wird in dieser Diplomarbeit jedoch nicht betrachtet. Eine Aussage, ob durch die
Verwendung des WAM-Ansatzes bei den Entwicklung von Software-Systemen tats

achlich






ur eine fundierte Aussage, ob die Integration von Konzepten des WAM-Ansatzes in den
Objectory-Entwicklungsproze Vorteile beim Entwurf von Software-Systemen bietet, w

aren des-
halb weitere Studien n

otig, in denen die oben beschriebenen Beschr

ankungen der in der Diplom-
arbeit betrachteten Fallbeispiele nicht mehr bestehen. Als Ergebnis der Diplomarbeit in Bezug
auf die Verwendung von Konzepten des WAM-Ansatzes im Objectory-Entwicklungsproze kann
festgehalten werden, da sich die betrachteten Konzepte des WAM-Ansatzes problemlos in die zu
den einzelnen Fallbeispielen betrachteten Objectory-Entwicklungsprozesse integrieren lieen.
6.3 Prototyping mit ProSet
S

amtliche geforderten Prototypen konnten mit Hilfe von ProSet realisiert werden (bei der Model-
lierung des E-Mail-Systems wurden zus

atzlich noch C-Funktionen f

ur die Interprozekommunikati-
on benutzt). Die Implementierung der Prototypen auf der Basis erstellter Objectory-Modelle erwies
sich bei den betrachteten Fallbeispielen als unterschiedlich schwierig. W

ahrend bei der Erstellung
des ProSet-Prototyps zum ersten Fallbeispiel (siehe Kapitel 3) noch viele Probleme auftraten,




uckt sich vor allem in den Zeitdauern aus, die f

ur die Implementierung der geforderten
ProSet-Programme ben

otigt wurden. Beim ersten Fallbeispiel (siehe Kapitel 3) wurden ca. neun
Wochen f

ur die Implementierung des Prototyps ben

otigt, nachdem die geforderten Objecotory-
Modelle bereits erstellt waren (bei einer durchschnittlichen Arbeitszeit von ca. 40 Stunden pro
Woche). Bei den anderen beiden Fallbeispielen (siehe Kapitel 4 und 5) beschr

ankte sich die Zeit,
die f

ur die Implementierung von ProSet-Programmen aufgewendet werden mute, auf jeweils ca.
drei Wochen pro Fallbeispiel. F

ur diese unterschiedlichen Zeitdauern k







 Der ProSet-Persistenzmechanismus funktionierte w

ahrend der Einarbeitungsphase zu die-
ser Diplomarbeit noch nicht. Deshalb konnten vor der Bearbeitung des ersten Fallbeispiels
noch keine Erfahrungen mit der Benutzung des ProSet-Persistenzmechanismus gesammelt
werden.
Bei der Implementierung des Prototyps des Systems zur Bibliotheksverwaltung traten da-
durch unerwartete Schwierigkeiten auf. Diese Schwierigkeiten, wie z.B. das Auftreten des
Fehlers internal assembler error: out of memory bei der

Ubersetzung umfangreicher ProSet-
Programme, in den das closure-Konstrukt auf Moduln angewendet wird, in denen persistente
Variablen deklariert sind, wurden bereits im Abschnitt 3.6 zusammengefat.
Bei der Implementierung von ProSet-Programmen f

ur die anderen betrachteten Fallbeispie-
le konnte bereits auf die Erfahrungen, die bei der Bearbeitung des ersten Fallbeispiels mit
dem ProSet-Compiler gemacht wurden, zur

uckgegrien werden. Schwierigkeiten konnten
umgangen werden.
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 Bei der Bearbeitung des ersten Fallbeispiels traten noch Fehler im benutzten ProSet-
Compiler und im H-PCTE-Server auf, von denen die meisten parallel zur Bearbeitung des
ersten Fallbeispiels durch Mitglieder der ProSet-Entwicklungsgruppe behoben wurden. Der
ProSet-Compiler und der H-PCTE-Server liefen bei der Bearbeitung der anderen beiden
betrachteten Fallbeispiele bereits wesentlich stabiler (siehe auch Abschnitt 4.7).




 Bei der Bearbeitung des ersten Fallbeispiels muten noch Vererbungsbeziehungen auf Pro-
Set abgebildet werden. Die Abbildung von Beziehungen zwischen Klassen wird durch Pro-
Set jedoch nicht unterst

utzt.
Bei der Erstellung der ProSet-Programme, die zu den anderen beiden Fallbeispielen ge-
fordert wurden, konnte im Gegensatz zum ersten Fallbeispiel im Objectory-Entwurfsmodell
ber

ucksichtigt werden, da Klassenbeziehungen nicht direkt auf ProSet-Programme abge-
bildet werden k






are es bei den vorgestellten Fallbeispielen zur Verk

urzung der Zeitdauer des
Zugris auf ben

otigte persistente Daten sowie zur Verbesserung der M

oglichkeiten zum parallelen
Datenzugri von Vorteil gewesen, wenn entweder die Namen von P-File-Eintr

agen, auf die in ei-












are. Auf die Schwierigkeiten, die durch die statische









onnen, wurde z.B. bei der Beschreibung des Entwurfsmodellob-
jektes Personalakte im Kapitel zum dritten betracheten Fallbeispiel eingegangen (siehe Abschnitt
5.4.3, Seite 114f.). Diese Erl

auterungen sollen hier nicht wiederholt werden.
Des weiteren w

are es bei einer zuk

unftigen Erweiterung von ProSet sinnvoll, Operationen
bereitzustellen, die das Erzeugen und das L

oschen von P-Files aus ProSet-Programmen heraus
erm

oglichen. Bisher ist das Erzeugen und das L

oschen von P-Files nur mit Hilfe von externen
Werkzeugen m

oglich. Durch die M

oglichkeit, P-Files direkt aus ProSet-Programmen heraus zu
erzeugen, k






ProSet-Programm zu implementieren, das s

amtliche P-Files, die von einem Prototyp ben

otigt
werden, erzeugt und initialisiert. Das L

oschen von P-Files aus ProSet-Programmen heraus k

onnte










wenn die mit einem Prototyp nicht mehr gearbeitet werden soll.
Bei einer abschlieenden Betrachtung, ob es sinnvoll war, die Sprache ProSet zur Erstellung
von Prototypen auf der Basis von Objectory-Modellen zu nutzen, sollte zwischen den einzelnen
Fallbeispielen dierenziert werden. So w

are zur Erstellung des Prototyps des Systems zur Bi-
bliotheksverwaltung eine objektorientierte Sprache oder eine objektorientierte Erweiterung von
ProSet besser geeignet gewesen als die verwendete ProSet-Version, weil die fehlende M

oglich-
keit, Vererbungsbeziehungen in ProSet-Programmen zu verwenden, die Erstellung des Prototyps
behindert hat. Bei den anderen betrachteten Fallbeispielen bereitete die Erstellung der ProSet-
Prototypen hingegegen keine Schwierigkeiten. Die ProSet-Prototypen konnten sicher schneller
implementiert werden als vergleichbare Programme in konventionellen Programmiersprachen, wie
z.B. Pascal oder C. Die Verwendung der Sprache ProSet zur Erstellung von Prototypen hat sich
hier als sinnvoll erwiesen.
Sinnvoll w

are noch eine abschlieende Bewertung der G

ute der Prototypen. Da bei dieser Ar-
beit jedoch kein Ma zur Bestimmung der G

ute eines Prototyps vorgegeben wurde, wird diese
Bewertung in der Diplomarbeit nicht vorgenommen.
Des weiteren w

are eine Betrachtung, inwieweit erstellte ProSet-Prototypen die Kooperation




onnen, interessant. Die Betrachtung der Ko-
operation zwischen Anwendern und Entwicklern eines Software-Systems ist jedoch kein Bestand-
teil der Aufgabenstellung dieser Diplomarbeit und wurde deshalb nicht betrachtet. Eine solche
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Betrachtung k

onnte Thema nachfolgender Studien oder Diplomarbeiten sein. Hier w

are die Frage
interessant, inwiefern Prototypen, die im Rahmen des Prototyping mit ProSet erstellt werden,
dazu beitragen, die Anforderungen an ein System bzw. an eine Erweiterung eines Systems zwischen
Anwendern und Entwicklern festzulegen.






onnte die Automatisierung der Ab-





automatischen Generierung von ProSet-Code oder zumindest von ProSet-Coderahmen auf der
Basis von Objectory-Modellen untersucht werden.
Abschlieend soll noch auf die Hilfsmittel eingegangen werden, die f

ur die Arbeit mit ProSet
benutzt wurden. Dabei handelt es sich um die folgenden Komponenten:
 der ProSet-Compiler in der Version 0.6,
 der in der Diplomarbeit von Kappert [Kap95] vorgestellte H-PCTE-Server,
 die graphische ProSet-Compiler-Benutzerober

ache xpst,
 die Hilfsprogramme xpfed und xpft zum Anlegen, Bearbeiten und L

oschen von P-Files.
Auf diese Hilfsmittel wird im folgenden kurz eingegangen:
Der Compiler und der H-PCTE-Server: Auf den Compiler und auf den H-PCTE-Server soll
gemeinsam eingegangen werden, weil von auen nicht immer erkennbar ist, ob aufgetretene
Schwierigkeiten durch den Compiler oder durch den H-PCTE-Server verursacht werden.
Sowohl der ProSet-Compiler als auch der H-PCTE-Server liefen nach den Fehlerkorrek-
turen, die parallel zur Bearbeitung des ersten Fallbeispiels durch Mitglieder der ProSet-
Entwicklergruppe durchgef

uhrt wurden, relativ stabil. Die folgenden Fehler treten jedoch
weiterhin auf:
 Wenn Ausnahmen auftreten, die sich auf persistente Variablen oder persistente Konstan-
ten beziehen, die lokal in Prozeduren deklariert sind, wird das Programm abgebrochen.
Ausnahme-Handler werden dabei nicht korrekt ausgef

uhrt (siehe Abschnitt 3.6).
 Wenn beim Versuch, auf eine Datenbank zuzugreifen, ein Deadlock auftritt,
wird die Ausnahmemeldung p fatal error anstelle der erwarteten Ausnahmemeldung
p deadlock occured erzeugt (siehe Abschnitt 3.6).
 Die Verwendung von Atomen innerhalb einer persistenten ProSet-Modulinstanz f

uhrt
zu einem Fehler bei der Ausf

uhrung eines Programms, wenn mit Hilfe der Atome auf
Eintr

age in einer endlichen Abbildung zugegrien werden soll (siehe Abschnitt 5.9).
Des weiteren w

are es sinnvoll, den Persistenzmechanismus bei einer Nachfolgerversion des





in denen das closure-Konstrukt auf Moduln angewendet wird, in deren Prozeduren persistente
Variablen deklariert sind, nicht mit der Fehlermeldung internal assembler error: out of memory
abgebrochen wird (siehe Abschnitt 3.6).
Die graphische Ober










Die Hilfsprogramme xpfed und xpft: Auch diese Hilfsprogramme liefen w

ahrend der gesamten
Zeit stabil und konnten einfach bedient werden.
Verwirrend ist bei diesen Programmen noch die Zuordnung von Scroll-Balken zu Anzeige-
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6.4 Statistische Angaben
Im folgenden sind noch einige statistische Angaben zu den Objectory-Modellen und zu den
ProSet-Implementierungen aufgef

uhrt. Diese Angaben sollen die Diplomarbeit vervollst

andigen.
Die Zahlen werden hier nicht interpretiert. Bei einem Vergleich der Zahlen sollten in jedem Fall die































Tabelle 6.1: Statistische Angaben.
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