ABSTRACT With the widespread of E-commerce, the need of a trusted system to ensure the delivery of traded items is crucial. Current proof of delivery (PoD) systems lacks transparency, traceability, and credibility. These systems are mostly centralized and rely on trusted third parties (TTPs) to complete the delivery between sellers and buyers. TTPs can be costly, a single point of failure, and subject to hacking, privacy evasion, and compromise. The blockchain is an immutable, trusted, and decentralized ledger with logs and events that can be used for transparency, traceability, and tracking. In this paper, we present a solution and a general framework using the popular permissionless Ethereum blockchain to create a trusted, decentralized PoD system that ensures accountability, auditability, and integrity. The solution uses Ethereum smart contracts to prove the delivery of a shipped item between a seller and a buyer irrespective of the number of intermediate transporters needed. In our proposed solution, all participating entities are incentivized to act honestly by using a double deposit collateral. Automated payment in ether is an integral part of a solution to ensure that every entity gets its intended share of ether upon successful delivery. An arbitration mechanism is also incorporated if a dispute arises during the shipping process. In this paper, we show how we implemented, verified, and tested the proper functionality of our PoD solution. We also provide security analysis and give estimates of the cost consumption in ether gas. We made the full code of the Ethereum smart contracts publicly available at Github.
I. INTRODUCTION
Online shopping has become the most convenient way for most people to shop and buy goods these days. Online shopping offers consumers the ability to enormously save time, compare prices, check reviews, similar products, or current trends. E-commerce shopping is getting more favored with time especially with the widespread of smart phones and the ease of accessibility to the Internet [1] . According to the UPS, the percentage of smart phone online purchasers has increased to 77% compared to 55% in 2015 [2] . Consequently, in order to meet the increase in demand, delivery services are now offered by vendors to empower the shopper and elevate their experience. Therefore, proof of delivery of a traded physical items and products is immensely needed to facilitate the shipment in a way that is trusted, transparent, and cost-efficient, especially if the the seller, buyer, and transporters are located globally in different countries and can not be trusted. Proof of delivery ensures that the shipped item has reached its entitled destination, with the ability of providing evidence to all involved parties of the state of shipment as it moves from the seller, intermediate transporters, and buyer.
Current Proof of Delivery (PoD) systems lack transparency, traceability and credibility. For instance, a large number of PoD services depend on signed papers and documents as a way of authentication and hence, proving the delivery to the recipient. Those papers are typically carried along with the transporter. However, there are other PoD systems which rely on hand-held electronic devices for the authentication procedure. Hence, the recipient would provide an electronic signature and a valid identification card (ID). Then it would depend on the transporter to validate the provided documents and signature and ensure that the item is given to the right intended recipient. Such method relies on the honesty of the transporter and the recipient as the ID can be faked. On the other hand, online retailers may not always have their own shipping services. Some companies would rely on a trusted third party for managing the delivery. For example, Amazon depends on different courier services for their national and regional delivery services. FedEx, UPS and DHL are some of the companies that Amazon relies on for its regional shipments [3] .
Furthermore, current systems are mostly centralized, relying on trusted third parties (TTPs) to complete the delivery between a seller and a buyer. Such systems are hard to manage and are costly as they involve TTPs. Not only this, but TTPs can be a single point of failure, and are subject to hacking, privacy evasion and compromise. Thus, making them unreliable and not trustworthy [4] . As a result, there is an immense need for a decentralized solution that provides PoD of physical items as well as traceability in a secure, and trusted method without relying on a third party.
Blockchain is an immutable, tamper-proof, decentralized distributed ledger [5] , [6] with ample security features [7] that make it possible to create the needed PoD solution. Blockchain uses ordered logs and events which are used to achieve traceability and auditability. In addition, using Ethereum makes blockchain programmable. Ethereum smart contracts empowered blockchain by allowing the execution of code [8] .
A sound PoD solution for traded physical assets, items, products, or goods must fulfill the following key requirements [4] . Accountability, which is the ability to attribute certain actions to a particular actor. Accountability is similar to non-repudiation where the actor can not deny a committed transaction. Penalty and Incentivization, which ensure that the participating entities have the incentives to act honestly; otherwise, a penalty will be incurred. Auditability, where the system provides a mechanism to trace and track back events and actions, in a way that is completely secure and trusted. Integrity, where all transactions, logs and events are timestamped and tamper-proof. Authentication and Authorization which ensure that certain functions and operations can only be carried out by specific actors. Timebound which ensures that the item reaches its final destination within a specific time frame. Furthermore, another important requirement is Off-chain Arbitration which allows for a judging entity to settle any dispute in case of false claims by any actor. The chosen arbitrator has full access control to assembled funds which can be dispersed by the arbitrator after examining the evidence on the ledger.
A preliminary short conference paper on PoD for physical assets has been published [4] . In sharp contrast, this article is different in so many substantial and significant ways. Firstly, in this work the proposed PoD solution is for single and multiple transporters giving high importance to multiple transporters where as in [4] , the solution is devised to only fit a single transporter between a seller and a buyer. Secondly, the implementation in [4] uses two keys which is cumbersome for multiple transporters. Hence, in this article, the implementation is optimized to utilize the security features of blockchain in a better way and use only one key for the verification. Furthermore and this is one of the major and important differences, the solution in [4] uses only one simple contract. In sharp contrast, the proposed solution in this paper is made from three different types of contracts. The contracts are linked to each other like a chain to account any number of intermediate transporters. In this paper, we also highlight the gas consumption as well as the cost in USD dollars. Furthermore, this paper provides thorough security analysis of the proposed solution.
In this paper, we propose a blockchain-based solution and general framework for the proof of delivery of physical items involving single and multiple transporters. Our solution focuses on solving the problems that the current centralized systems suffer from such as the centralization caused by the use of TTPs. Thus, our solution is decentralized, eliminates the trust issue and the need for a TTP, and provides the ability to trace logs without the need of a trusted third party and utilizes off the chain arbitration to handle disputes. The main contributions of this paper can be summarized as follows:
• We propose a PoD system and framework between a seller and a buyer irrespective of the number of transporters.
• We automate payments in Ether tokens and employ incentives and penalties to force involved actors to act honestly.
• We make use of InterPlanetary File System (IPFS) to ensure integrity for the agreed-by terms and conditions, with a link of the IPFS hash to the Ethereum smart contracts.
• We address cancelation as well as refund in case of delay. We also incorporate an off-chain arbitration mechanism where a chosen arbitrator is given control over funds to settle a dispute.
• We discuss and detail out key aspects related to implementation algorithms, testing and validation.
• We provide cost analysis of the solution in terms of Ether gas, and we discuss how the solution meets the key security objectives and how it is robust against common cyber security attacks. The remainder of this paper is organized as follows. Section II presents the related work. Section III details out the proposed blockchain Ethereum solution implementation. Section IV provides the testing details and a discussion on the security and cost analysis. Section V concludes the paper, and discusses future work.
II. RELATED WORK
In this section, we review and summarize work related to proof of delivery algorithms and techniques that make use of blockchain. We also survey decentralized blockchain-based marketplaces.
The authors in [9] proposed a simple scheme based on Ethereum blockchain which involves transporting a product between two parties. The scheme depends on a single key that is given to the transporter by the seller [9] . The key is transported along with the item and is handed over to the receiver who is the buyer. The buyer then needs to enter the key for verification. The key hash would already be available in the smart contract which acts as an escrow and holds the buyer's Ether. The Ether would only be placed in the seller's account if the hash of the key entered by the buyer matches the existing hash in the smart contract. A successful verification leads to the transfer of the Ether to the seller [9] . This solution is easy to implement as it is simple and depends on only one key. The method however, depends on trusting the transporter completely that no manipulation of the key would take place before reaching the buyer. It also lacks incentives to keep all parties involved honest, although this approach fails with a malicious act from any participating entity especially the transporter.
A solution that utilizes the blockchain technology to create an online decentralized peer to peer marketplace for trading Ether is called 'localEthereum' [10] . LocalEthereum does not depend on the contract to act as an escrow [10] . There technique relies on a trusted third party which is a funded escrow agreed upon by both the seller and the buyer. This method requires trusting the third party and costs more as it requires paying the escrow. Furthermore, the seller places the Ether with the funded escrow and the buyer provides the payment directly to the seller. If the seller confirms the payment, the trade is complete and the seller would release the escrow. However, if a dispute arises, an arbitrator (which is localEthereum) is setup to settle the dispute. Clearly, this solution is costly as it depends on a TTP to act as an escrow, also it does not give the buyer and the seller, the ability to choose their trusted arbitrator in the case of any dispute. It also does not show ways of incentivizing the participating entities and the transporter is not involved in any on the chain logs.
A similar concept to localEthereum is 'OpenBazaar' which relies on a funded escrow that is agreed upon by the buyer and seller or traders which is knows as a 'Multisignature escrow' [11] . The funded escrow would also act as a moderator in the case of dispute. Therefore, there are three parties involved in the process of selling an item. The seller, buyer and the moderator. The buyer would place the Bitcoin (which is the most commonly used currency in OpenBazaar) in the funded escrow. The payment will only be released to the agreed upon destination based on the major votes of the participants. Two out of the three votes would determine the destination of the payment transfer [11] . This method does not involve the transporter in any on the chain procedures. The transporter is trusted completely without any incentives to take the item from the seller and deliver it to the buyer off the chain. Hence, the transporter is not tracked on the chain.
'SOMA' is another decentralized marketplace which facilitates trade with the use of the social platform [12] . SOMA uses blockchain to add a social aspect to a decentralized marketplace which was inspired from the created groups on Facebook for trading. SOMA provides users the ability to promote their items. Each physical item possesses a digital representation using an Interactive Item Card (IIC). The owner chooses to promote the IIC of it's item when they decided on selling it. The owner can also allow other SOMA users to promote the item. The IIC has all the history of the item, this includes ownership history, authenticity and its social value. Promoters are paid a reward of SOMA Community Tokens (SCT) if the item was sold successfully. This reward is held with the 'prize contract' and it would return to the owner after a compensation if the item does not get sold. This reward system creates an incentive for the platform users to collaborate with one another. SOMA uses Solidity for writing its smart contracts and uses a server to store the item's information. Only the data signature, key and database link are stored in the blockchain. However one major drawback is that the transportation is done off the chain and is not part of the reward system [12] . Hence, tracing and tracking cannot be done using the blockchain logs.
'Syscoin Blockmarket' employes blockchain to offer another decentralized marketplace for trading of goods including small digital documents [13] . The seller and buyer agree on a trusted third party arbitrator to act as an escrow. The arbitrators receive fees for their contribution. Each of the platform users has a reputation to create an incentive for everyone to act honest. Also, the system enables notifications to keep the users updated about the shipment state. In addition, a proof of shipment is done by allowing the seller to take a video of the sent package and hashing it. The hash is included as part of the transaction details. This is made to help in resolving disputes faster. The system also encourages the use of aliases for Ethereum addresses. Lastly, the system allows the trade of small size digital documents by using digital certificates [13] . Although the system creates an incentive for the seller, buyer and arbitrator to act honest through a reputation based solution, the system ignores the transporter and the importance of including it on the chain to have better transparency and traceability. Also, the arbitrator acts as an escrow and is always available to hold the funds even of there is no dispute. Hence, this solution can be a single point of failure if the arbitrator decides to be dishonest.
'BitBay' is another decentralized marketplace that allows trading as well as buying and selling [14] . BitBay uses blockchain to create a decentralized marketplace and relies on a smart contract to implement a 'double-deposit escrow' to incenitvize all parties to act honestly. This requires the buyer and seller to deposit twice the item price to the contract. If anything goes wrong, everyone loses the deposited collateral. There is no arbitrator to verify and resolve disputes [14] . Also, the transporter is not included as a key participant in the shipping process.
All of these existing blockchain decentralized approaches have clear limitations that need improvement to have a more efficient and complete system that includes a PoD solution. Firstly, in [9] - [11] there is no incentive to any of the participating entities to act honest. The seller, buyer and transporter are all trusted completely. Secondly, [10] , [11] , and [13] depend on a trusted TTP or arbitrator to act as an escrow and hold all the funds from the beginning of the selling process till its end. Having a TTP that holds the funds can be a single centralized point of failure and is also costly. Furthermore, [9] , [12] , and [14] do not have a mechanism to resolve disputes if any occur. Hence, there will be a lost to the seller, buyer or both for any act of dishonesty. Additionally, all of the above solutions with the exception of the first one [9] are decentralized markets that do not provide decentralized PoD solutions. References [10] - [14] keep the transporter off chain and do not involve the transporter in any incentives or logs that take place on the chain. Hence, this makes tracing and tracking more complex and does not utilize the blockchain to prove the delivery of the goods. In our solution, we create a decentralized PoD solution that not only involves arbitration in the case of disputes and incentivizes all the participating parties to act honest without the use of a TTP, but also involves single and multiple transporters to be on the chain to ease tracing and tracking as well as the resolving of disputes.
III. PROPOSED BLOCKCHAIN SOLUTION
In this section, we present our Ethereum blockchain solution that utilizes the security features of the technology to create a solution for PoD between a seller and a buyer involving a single or multiple transporters. The seller and buyer could be located a few miles a part or in different countries. Our solution can be extended to as many transporters (or courier services) as required and works in an adequate, reliable and secure way similar to working with only one transporter. Our solution incentivizes all the parties to act honest by ensuring a collateral is deposited by each participating entity. Also, unlike other solutions, the transporters are part of the on chain system and play a role in the PoD solution proposed. This increases trust and security and helps in resolving disputes accurately.
A. SYSTEM OVERVIEW
The proposed blockchain solution focuses on the proof of delivery of traded physical assets between two parties. Figure 1 shows the main participating entities of the system, the seller, buyer, courier service(s), arbitrator and the smart contract attestation authority (SCAA). Each of the entities has an Ethereum address and interacts with the smart contracts created throughout the process based on permissions. As the item gets handed over between two entities a chain of contracts is created based on the number of courier services. However, at least two contracts are required between a seller and a buyer. Moreover, the terms and conditions of the agreement between the seller, buyer and courier service(s) should be signed and agreed upon before starting the transaction. Therefore, the InterPlanetary File System (IPFS) hash of the terms and conditions agreement is part of the contracts created. If all entities agree, the transaction starts and the agreed upon collateral is withdrawn from the main entities i.e. the seller, buyer and the transporter. The roles of the participants can be summarized as follows:
• Seller: The seller has the item to be packaged for transfer to the interested buyer. The seller creates the first contract in the chain. Therefore, the seller is the owner of the first contract created. • Buyer: The buyer would like to spend Ether and buy the item from the seller.
• Courier Service(s): Multiple couriers are available to deliver the item from the seller to the buyer if needed based on the geo-location of the seller and buyer. The transporter creates the next contract in the chain.
• Arbitrator: The arbitrator is a trusted entity by the seller, courier services and buyer. Its main task is to ensure that the rights of each participating entity is preserved in the case of dispute. The blockchain-solution is completely arbitrator independent during normal transactions. The arbitrator involvement is minimal, and is not involved in every transaction under normal behavior. Furthermore, the arbitrator has no ability to reverse, alter or fake the order and actions of the buyer sellers, or transporters. Any Ether that was deposited to the contract(s) gets transferred to the arbitrator only if the transaction fails and will be then redistributed based on the results of the off-chain arbitration.
• Smart Contract Attestation Authority (SCAA): SCAA attests each contract in the chain to ensure that the code satisfies the agreed upon terms and conditions. If a contract is attested by the SCAA, the contract address would be part of the SCAAs contract and the SCAAs address would be included in the contract. Therefore, the attested contract and the SCAAs contract are pointing to each other.
One of the benefits of the blockchain technology is transparency and the ability to log everything on the public ledger. Therefore, the Ethereum smart contracts used in the chain utilize this property to create events and logs that help in tracking the item as it gets packaged, delivered and passed from one entity to another. Furthermore, a key hash is used to confirm the receiving of an item by the transporters and buyer. Hence, the key is given physically to the next courier or finally to the buyer and then its hash is created and compared to the hash already available in the smart contract. This verification is done to ensure that the item has been truly received by a certain entity. In order to achieve the needed functionality with transparency and tracing the item as it moves through the chain of contracts, the smart contracts contain the following:
• Methods: Methods are used in smart contracts to create function calls. Each function is responsible for executing and implementing a desired action. Hence, in this work, some of the important functions we have created include methods to deposit the collateral, perform the key verification between any two parties as well as settle the payment and handle the dispute. All public variables have automatic getter functions created for them. However,setters have to be created as required. Hence, to change the state of a contract a setter function was created to allow only its parent or its own child to alter its state.
• Modifiers: Modifiers are used in the smart contracts to create a requirement before the execution of a function.
For instance, the collateral should be a certain agreed upon amount. This is checked using a modifier. Other modifiers were also used to restrict the execution of a function based on the Ethereum address of the function caller. Therefore, certain functions can only be executed by the seller, others by the transporters and buyer respectively.
• Events: Events act as notifications and are used as logs which can help in tracing back in case of dispute. Therefore, any function that is executed creates an event that updates all entities about the status of the item and contract until now.
• Variables: Variables are used to store information that might change as the transaction progresses or that are needed for certain checks and functionalities. Therefore, the main variables in the contracts are used to store Ethereum addresses of the participating entities, the key hash that is used in the key verification comparison, the item price, the contract state, IPFS hash and the address of the child contract for each parent contract in the chain.
B. SYSTEM DESIGN
In order to deliver the item between he seller and the buyer and to create a solution that adapts to the number of courier services required, three types of contracts are designed. The contracts are created based on the need, and togEther they make a chain of contracts. Each contract points to the next contract. Therefore, every parent contract has the address of its child contract and every child has the address of its parent contract. In addition, all contracts have the address of the first main contract that started the chain. The main contract has an additional address as well, which is the address of the last contract in the chain. The chain should have at least two contracts. Therefore, this indicates that if only one transporter is needed, two contracts will be created. However, if more than one transporters are needed, then at least 3 contracts are created. It also always starts with a contract of the type Proof of Delivery (PoD) and ends with a contract of the type Buyer Transporter (BT). Therefore, PoD is the main contract and BT is the end of chain contract. In the middle, if the number of transporters is greater than one then contracts of the type Courier Service (CS) are created as needed. Figure 2 shows the chain of contracts when there is one transporter only. Therefore, the chain is made of only two contracts, the PoD main contract and the BT end of chain contract. Figure 2 also illustrates the entities that interact with each contract. The seller interacts with the PoD contract only, while the transporter and the buyer are part of both the contracts. Moreover, all of them deposit their collateral in the PoD contract.
On the other hand, Figure 3 illustrates a chain of three transporters. Hence, there are two other contracts of type Courier Service between the PoD and the BT contracts. The number of Courier Service contracts required is always less than the number of transporters by 1. Figure 3 also shows the entities participating in each contract across the chain. In the PoD contract, the seller, buyer and first transporter sign the terms and conditions and deposit the agreed upon collateral. Later, the seller would create the package and physically hand it over to the transporter along with a key. The transporter would then create the next CS contract and Transporter 2 agrees to the terms and conditions and deposits a collateral which is held by the CS contract. Therefore, every contract acts as an escrow to the Ether deposited to it. Transporter 2 would then receive the packaged item and would notify everyone that Transporter 1 has arrived. This is an important step that will allow Transporter 1 to then confirm that it has reached and that the key is now with Transporter 2. Transporter 2 then enters the key which is hashed and compared to the key hash already available in the contract. If the verification is successful, the next CS contract is created by Transporter 2 and the chain goes on until the destination address is the address of the buyer. When the destination is the same as the buyers address, a BT contract is created, and the final key verification is done.
IV. IMPLEMENTATION DETAILS
The contracts are created and tested using the Remix IDE which provides the necessary tools for testing and debugging. Hence, making it easier to modify the code as needed while programming. This section focuses on the implementation algorithms used in the smart contracts.
The language used for writing the smart contracts is Solidity. Three types of contracts are created as mentioned in the Design section which are the PoD main contract, CS contracts that depend on the number of transporters and the BT end of chain contract. One of the essentials aspects in the implementation is that each contract across the chain has the contract addresses of both the parent and the child contract. This allows the transfer of funds to the intended parties during the automated payment settlement and dispute handling.
Moreover, every time the item is handed over in the chain, the receiver would first acknowledge the arrival of the transporter, then the transporter is allowed to confirm the arrival and provide the key for verification. This kind of ''handshake'' is of great significance as it helps in keeping both parties in need for each other, thus act honestly. Figure 4 illustrates a flowchart that presents the complete logic behind the chain of contracts created using the code. 1 The flowchart shows the full process cycle, commencing with the PoD main contract and ending with the BT end of chain contract.The rest of this section discusses the details of the important algorithms used in the code.
A. SIGNING TERMS AND CONDITIONS
Algorithm 1 shows the algorithm for the signing terms and conditions. For each contract created, new participants that have not signed the terms and conditions should do so in the newly created contract. Hence, in the first contract for instance, all participants i.e. the seller, buyer and Transporter 1 would sign the terms and conditions. In the next CS contract only Transporter 2 would do so and so on. In the last BT contract there is no signing of any terms and conditions. It is to be noted that an IPFS hash is available in each contract that requires a signature. The participants are required to access the terms and conditions form off the chain and if they agree to its terms, sign on the chain. By signing the terms and conditions, the agreed upon collateral is deducted from 1 https://github.com/smartcontract694/PoD_MultipleTransporters the signing entity. The terms and conditions agreement form contains all the needed information about the item details, price, collateral and the process of transportation between he seller and buyer.
Algorithm 1 Signing Terms And Conditions
Input : E, collateral, item price, contract state, IPFS Hash 1 E is the set of all Ethereum addresses participating in this contract. 2 Restrict access to only e ∈ E who did not sign yet. 3 if collateral = item price then 4 foreach e ∈ E in the smart contract do 5 if contract state = waiting for signature of e then 6 Withdraw required collateral from e. 7 Create a notification about the successful signature and deposit withdrawal. 
B. CANCELATION AND REFUND
A transaction can be canceled by the seller, buyer and or the transporter only under certain conditions. Algorithm 2 shows the details of the cancelation algorithm that takes place from the main PoD contract. The input needed for the algorithm includes the address of the caller, and the cancelation state. The cancelationstate is a boolean which is initialized to true at first and only becomes false if the item is handed to the transporter or is on the way to the next destination. Any of the mentioned entities can decide on canceling the transaction. For instance, the seller and transporter can cancel the transaction, if the item has not yet been handed over to the transporter. However, the buyer has a chance to cancel as long as the item is not on its way to the next destination. If the item is getting delivered, no one can cancel the transaction. Therefore, the cancelation can only be called from the first contract and a refund of the deposited collateral takes place if the cancelation is accepted.
C. KEY VERIFICATION
Key verification happens every time the item is handed over to another participant. The receiving entity confirms first that the delivering transporter arrived, which creates a notification and a change in the contract state to ''Confirmation Done''. This change in state is a requirement for the delivering transporter to be able to hand in the item and the key to the receiver. Once the key is handed over, the contract state changes to ''Arrived To Destination''. Consequently, the receiving entity whEther the buyer or another transporter Create a notification about the cancelation and refund of the deposited collateral.
10
Change state of the contract to Aborted.
11
Self destruct the contract. Cancelation of transaction is denied.
15
Revert contract state and show an error. would then enter the key where the keccak256 hash is generated and compared to the existing hash in the contract. Algorithm 3 shows the full details of how the function that does the key verification works in the code. The input for the algorithm includes the authorizedcaller which should be the address of the buyer or next transporter and the keyhash which is the right hash of the key stored in the contract.
D. EXCEEDING DELIVERY TIME
Punctuality is crucial when dealing with delivery services. Therefore, since delivery time contributes in leaving a good impression on the customer and providing a good customer service, the buyer has the right to refuse taking the item if the delivery exceeded the expected delivery time. Algorithm 4 shows the details of the exceed delivery time algorithm that can only take place from the BT end of chain contract. Only the buyer is allowed to call the function and the function will only execute if the expected delivery time has been exceeded.
E. PAYMENT SETTLEMENT
When all the key verifications are successful throughout the chain, the item reaches the buyer by the last transporter. In the BT contract, the buyer confirms the arrival of the transporter and is handed over the item and the key. The buyer performs the last key verification. If the key verification is successful, only then, the payment is settled. This successful key verification automatically generates a call to the PoD VOLUME 6, 2018 
Algorithm 3 Verifying the Key
Input Compute the keccak256 hash of the key. Create a notification about the successful verification.
6
Change state of the contract to Successful Verification by caller. Create a notification about the verification failure.
10
Change state of the contract to verification failure.
11
Handle Dispute as shown in Algorithm 6. 12 end 13 end 14 else 15 Revert contract state and show an error. 16 end main contract that will propagate a settle payment function in each contract in the chain as shown in Figure 5 .
Consequently, each contract in the chain pays the deposit of each transporter (which is twice the item price) along with the transporter fees, then transfers the Ether held by the contract to the child contract. At the end, the last BT contract pays back the buyer the collateral, and the balance is returned to the seller. The state of each of the contracts is also changed along the way before executing its settle payment function.
Furthermore, in order for a child contract to receive Ether from another contract, a fall back payable function is available in the CS and BT contracts. The fall back functions are Create a notification about the cancelation by the buyer.
5
Execute the dispute algorithm (Algorithm 6).
6 end 7 end 8 else 9 Revert contract state and show an error. 10 end functions that have no name and their main functionality is to allow the contract to receive Ether. They also have an event to create log about the payment received. It is important to note that the address of the BT end of chain contract must be updated in the PoD main contract once created. This is required to restrict the access of the PoD settle payment function to the address of the BT contract. Therefore, any other address trying to execute the settle payment function will result in an error and a revert in state. Algorithm 5 shows the complete details of the payment settlement. In the algorithm, authorized caller is used to restrict access to only the BT contract or the parent contract. In addition, the input caller is the Ethereum address who created the transaction.The parent contract refers to the address of the parent of the calling contract and main contract is the PoD contract.
F. DISPUTE HANDLING
A dispute can arise at any point in the chain where the item has been handed over to another entity and key verification foreach contract ∈ chain do 4 Set state of contract to Successful Key Verification.
if contract is a BTcontract then 6
Transfer item price to buyer.
7
Transfer the contract balance to the seller.
8
Set contract state to Settle Payment Success.
9
Create a notification. Transfer payment to contract's next transporter.
15
Transfer the contract balance to the child contract.
16
Create a notification. is about to take place. The result of the key verification can result to a case of dispute if the computed keccak256 hash of the key entered does not match the key hash already available in the contract. Therefore, a dispute can happen between any two transporters or between a transporter and a buyer. Furthermore, if a dispute happens due to key verification failure, it is difficult to know whose fault exactly it was. As a result, all the Ether deposited in the chain should be transferred to the arbitrator. The arbitrator would then off chain examine the logs and the situation well and distribute the Ether accordingly. Figure 6 shows the flow of function calls when there is a dispute at the end of chain, in the BT contract. In the BT contract, a dispute can also occur if the item has exceeded the delivery time and the buyer refuses to receive the item when knowing that the item is on its way. The reason for exceeding the delivery time cannot be determined on the chain. Hence, the dispute procedure, Algorithm 6 is followed and the arbitrator would then solve the issue off the chain. Figure 6 shows the calls in order as the handling of the dispute takes place through the chain. As can be seen, the calls propagate backwards until reaching the main PoD contract. In each contract, the state is changed to Dispute and then the Ether held by that contract is transferred to the arbitrator. Algorithm 6 illustrates the algorithm in details. The input for the algorithm include the authorizedcaller which in this case is the buyer, or child contract or the next transporter.
V. TESTING AND VALIDATION
This section describes the details of testing the smart contracts' code. Moreover, it also provides a discussion on the gas cost analysis of the code as well as its security analysis. Two main functionalities are tested which are the dispute handling at the BT contract and payment settlement after a successful verification. A successful verification in the BT end of chain contract indicates a successful key verification across the chain. Also, the testing is done for one transporter and for multiple transporters. Transfer Ethers of the main PoD contract to the arbitrator.
10
Create a notification that states all Ether has been deposited to the arbitrator. Create an instance of courier service using the parent contract CS address.
14 Set state of the parent contract to Dispute Verification Failure.
15
Transfer Ethers of the parent contract to the arbitrator.
16
Create a notification which states that Ether has been deposited to the arbitrator. BT end of chain address. Figure 7 shows the child contract address added successfully to the PoD contract. This step is executed after the creation of the child contract. The transporter sets the child contract address in the parent contract, in this case the PoD contract and an event that says the package is on the way is created in the logs. 
2) BUYER-TRANSPORTER HANDSHAKE
The buyer has to announce that the transporter has arrived so the transporter can confirm the arrival and hand in the item and key. This handshake is tested successfully. Figure 8 shows the successful execution of the function ''confirmTransporterArrival'' executed by the buyer. This changes the state of the contract and the transporter can only confirm the arrival after the buyer has done so. Figure 9 shows the logs after the transporter confirms the arrival. The logs indicate that the key is now with the buyer for verification.
3) SUCCESSFUL KEY VERIFICATION
A successful key verification leads to a payment settlement. The logs in Figure 10 show the events after a successful key verification in a chain of two contracts with only one transporter. As can be seen, a successful key verification, automatically calls the settle payment function in the BT contract, which calls the function of the PoD contract. The transporter is then paid from the PoD contract and then the balance is transferred to the BT contract where the buyer and seller are given their deposits and payment.
Furthermore, a successful key verification in a chain of three transporters, thus, one PoD contract, one BT contract and two CS contracts leads to a payment settlement as shown in Figure 11 . Each participant at the beginning had 100 Ether in their account. Three transporters at the end received 0.2 Ether as transportation fees along with their collateral. Thus ended up having almost 102 Ether. The buyer received the collateral back and paid 2 Ether for the item, hence the buyer has almost 98 Ether in the account at the end. Finally, the seller receives back the balance which is almost 1.4 Ether. Therefore, the seller at the end has almost 101. 4 Ether as a result of the addition of 2 Ether from the buyer and paying the transporters 0.6 Ether.
4) UNSUCCESSFUL KEY VERIFICATION
After an item is handed over, the recipient enters the key, which is hashed and compared with the hash already available in the contract. A mismatch in the hashes causes an unsuccessful verification which leads to dispute. In order to handle the dispute, all the Ether is transferred to the arbitrator. The flow propagates backwards through the chain. In Figure 12 , part of the logs of the handled dispute that took place in the BT end of chain contract can be seen. The events indicate a mismatch in the key hashes and a transfer of the funds to the arbitrator.
The same procedure applies in the case of multiple transporters. Figure 13 illustrates the changes that take place after a dispute is handled. In this case, there were two transporters and the item price was 2 Ether. Therefore, all the participants except the arbitrator have almost 96 Ether in their balance. This is because the collateral deducted is twice the item price. When the dispute occurred, the arbitrator who had initially 100 Ether like all the other participants received the funds from all the contracts and thus ended up with almost 116 Ether.
A. COST ANALYSIS
Gas is used in the Ethereum blockchain as a measure of the computational work a transaction needs. Different transactions require different amounts of gas and the transaction fee is calculated as gas but the actual cost is paid in Ether. Hence, the 'gas cost' is how much gas is required for a transaction and the 'gas price' is the unit price of the gas in Ether. Moreover, the limit is set for each transaction to avoid running out of gas if there are any bugs in the code. Therefore, the gas limit provides a safety mechanism. It is also possible to speed up the transaction depending on the amount of Ether spent per unit of gas ''Gwei''. The higher the amount of Gwei, the higher the priority so it is a trade off between priority and cost. Miners would be more incentivized to execute the transactions that offer a higher gas price. Choosing the right gas price is a bit difficult as it requires continuous monitoring of the network. However, the ETH Gas Station made this easier by providing three different categories on their website [15] .
• SafeLow: This is a gas price that can be chosen to go for a cheap and safe alternative. It is affordable, at the same time the transaction would be mined promptly. This price is determined after at least 50 transactions being executed at this price in the last 24 hours.
• Average: This gas price is accepted by the top miners and is usually quite close to the default wallet price.
• Fast: This price is the least price required to be chosen in order to be favored by the all the top miners. Choosing a price higher than this price will most probably not yield to a better speed. In the cost analysis used a gas price of 4 Gwei was used which is the current Average price based on the ETH Gas Station [15] . A higher gas price means the cost of the transaction is higher as well. Table 1 shows the gas cost in Gwei for the execution of a successful key verification in the BT end of chain contract, which yields to a payment settlement. The gas cost is compared for different number of transporters. As the number of transporters increase, the gas cost increases. Regardless of the number of transporters, any chain has one PoD contract and one BT contract. However, what differs and creates the difference in the cost is the number of CS contracts, which is always one less than the number of transporters. Hence, one transporter means the chain has only two contracts and no CS contracts. In addition, two and three transporters, result in one and two CS contracts respectively. Hence, the increase in gas consumption.
On the other hand, Table 2 shows the gas cost of a failure in key verification in the end of chain BT contract, which yields to a dispute and transfer of funds to the arbitrator. Just like in a successful key verification, an increase in the number of transporters results in an increase in the gas. However, as can be seen in Figure 14 the cost for the payment settlement is more than the cost of dispute by an amount less than $0.2 This increase is justified because during payment settlement a call is first made to the PoD contract, then the call is propagated forwards through the chain. However, during dispute the calls are propagated backwards directly from the BT end of chain contract.
B. SECURITY ANALYSIS
In this subsection, we describe potential threats and attacks on the overall system, and discuss handling techniques to ensure satisfying the security goals. By design, our solution inherits key security features of the blockchain. These features include decentralized trust, integrity, non-repudiation, and availability. Our system also handles authentication and access control via smart contract features by employing restrict modifiers which allow execution of functions by certain actors. Also by design, the system protects against ManIn-The-Middle (MITM) attacks as well as replay attacks as every message exchange is cryptographically signed and time stamped. Even if the attacker replaced the actor's EA with his EA and public key, the attacker will not be able to correctly sign it as the private key is only known by the legitimate actor. Hence, if an attacker fakes an IP address or an EA address of a legitimate actor, the transaction would be denied and the contract state would be reverted.
Integrity is an important feature that ensures no data modification can occur to vital information. The PoD system provides the ability to trace back events in history using logs. The immutability of blockchain ensures the integrity of all the exchanged messages between the participating parties as well as the created logs and generated events. Non-repudiation provides verification for the identity of the sender. The Ethereum address of the initiator for all function calls is recorded and is always part of the logs. All function calls are signed by the actors. This ensures that no actor can deny their actions.
As for ensuring availability, it is to be noted that our smart contracts that get deployed to the blockchain would always be available for the participating entities to execute their functions. This makes the system services always readily available for all users. Historical data including initiated transactions, logs, and events are also available to all actors. Also, the system is protected against Denial of Service (DoS) attacks as all transactions are recored and stored on the public Ethereum ledger in a decentralized and distributed manner, and not subject to failure, hacking, or compromise. The Ethereum public ledger is highly robust and resistant to DDoS attacks as it is distributed globally, and protected by the tens of thousands of mining nodes which host duplicated records and data with high integrity and consistency.
The confidentiality requirement can be achieved by using a private or permissioned blockchain, as that of multichain, hyperledger, or private Ethereum. In our system, and considering the fact that buyers and sellers are unknown, we used the public Ethereum blockchain in which transactions are transmitted and stored in the clear. For a private Ethereum, transactions can be encrypted and keys can be shared only by participating miner nodes and actors. It is worth noting that our Blockchain-based design relieves the use of the expensive Public Key Infrastructure (PKI) for key distribution. As explained in [16] , unique 20-byte Ethereum Addresses (EA) can be assigned instantly to participants with almost zero collision probability-which is a powerful feature of blockchain. EA comes with asymmetric public key pairs, which can be subsequently used for encrypting all data and transactions.
VI. CONCLUSION
In this paper we have presented a blockchain-based solution for the Proof of Delivery (PoD) of traded physical assets. Our solution utilizes the features of the Ethereum blockchain to automate payment and provides tamper-proof logs and events for trusted tractability and transparency. The implemented solution works for multiple transporters as well as single transporter, with a penalty and incentivization mechanism to force all participants to behave honestly. The solution also eliminates the need of a trusted third party and utilizes the smart contracts as an escrow to automatically settle payments, even under dispute, and give each participants its agreed upon share once the item is successfully delivered to the buyer. Our decentralized PoD solution uses a chain of contracts, with no cyclic dependencies, to satisfy the need of delivering among multiple transporters. We tested key functionalities, and demonstrated the correct behavior and outcomes considering multiple test case scenarios. We demonstrated and discussed that our solution meets the requirements for a sound PoD system. Moreover, we analyzed the security of our solution and concluded that the solution is resilient to known security attacks and does satisfy cyber security features and objectives. Our cost analysis reveals that the overall system cost is minimal, and increases marginally in the range of $0.1 -$0.2 with the increase in the number of transporters who can be involved in global shipment. The cost of both transactions is proportional to the current value of the gas price used. However, the expected cost difference between a successful and unsuccessful transaction is expected to be minor. This demonstrates that our solution is cost efficient and can be adopted as a generic solution for the sales and trades of physical assets locally and globally. As for future work, we are currently working on a solution for PoD of the sale of digital assets (such as as those of online books, documents, photos, movies, music, etc.), to ensure decentralized, trusted and secure delivery and automated payment for all types of traded assets whether they are physical or digital.
