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Build, Test, Deploy 
 
Open MCT Web is designed to support a broad variety of build and deployment options. 
The sources can be deployed in the same directory structure used during development. A few 
utilities are included to support development processes. 
 
Command-line Build 
 
Open MCT Web includes a script for building via command line using Maven 3.0.4 
(​https://maven.apache.org/​). 
 
Invoking ​mvn clean install​ will: 
 
● Check code style using JSLint. The build will fail if JSLint raises any warnings. 
● Run the test suite (see below.) The build will fail if any tests fail. 
● Populate version info (e.g. commit hash, build time.) 
● Produce a web archive (​.war​) artifact in the ​target​ directory. 
 
The produced artifact contains a subset of the repository’s own folder hierarchy, omitting 
tests and example bundles.  
Note that an internet connection is required to run this build, in order to download build 
dependencies. 
 
Test Suite 
 
Open MCT Web uses Jasmine (​http://jasmine.github.io/​) for automated testing. The file 
test.html​, included at the top level of the source repository, can be run from the browser to 
perform tests for all active bundles, as defined in ​bundle.json​. 
To define tests for a bundle: 
 
● Include a directory named ​test​ within that bundle. 
● In the ​test​ directory, include a file named ​suite.json​. This will identify which scripts 
will be tested. 
● The file ​suite.json​ must contain a JSON array of strings, where each string is the 
name of a script to be tested. These names should include any directory paths to the 
script after (but not including) the ​src​ folder, and should not include the file’s ​.js 
extension. (Note that while Open MCT Web’s framework allows a different name to be 
chosen for the ​src​ directory, the test runner does not: This directory must be named 
src​ for the test runner to find it.) 
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● For each script to be tested, a corresponding test script should be located in the bundle’s 
test​ directory. This should include the suffix ​Spec​ at the end of the filename (but 
before the ​.js​ extension.) This test script should be an AMD module which uses the 
Jasmine API to declare its test behavior. It should declare an AMD dependency on the 
script to be tested, using a relative path. 
 
For example, if writing tests for a bundle at ​example/foo​ with two scripts: 
● example/foo/src/controllers/FooController.js 
● example/foo/src/directives/FooDirective.js 
 
First, these scripts should be identified in ​example/foo/test/suite.json​, e.g. with 
contents: 
[ "controllers/FooController", "directives/FooDirective" ] 
 
Then, scripts which describe these tests should be written. For example, test 
example/foo/test/controllers/FooControllerSpec.js​ could look like: 
 
/*global define,Promise,describe,it,expect,beforeEach*/ 
 
define( 
    ["../../src/controllers/FooController"], 
    function (FooController) { 
        "use strict"; 
 
        describe("The foo controller", function () { 
            it("does something", function () { 
                var controller = new FooController(); 
                expect(controller.foo()).toEqual("foo"); 
            }); 
        }); 
    } 
); 
 
Code Coverage 
 
In addition to running tests, the test runner will also capture code coverage information 
using Blanket.JS (​http://blanketjs.org/​) and display this at the bottom of the screen. Currently, 
only statement coverage is displayed. 
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Deployment 
 
Open MCT Web is built to be flexible in terms of the deployment strategies it supports. In 
order to run in the browser, Open MCT Web needs: 
 
1. HTTP access to sources/resources for the framework, platform, and all active bundles. 
2. Access to any external services utilized by active bundles. (This means that external 
services need to support HTTP or some other web­accessible interface, like 
WebSockets.) 
 
Any HTTP server capable of serving flat files is sufficient for the first point. The 
command­line build also packages Open MCT Web into a ​.war​ file for easier deployment on 
containers such as Apache Tomcat. 
The second point may be less flexible, as it depends upon the specific services to be 
utilized by Open MCT Web. Because of this, it is often the set of external services (and the 
manner in which they are exposed) that determine how to deploy Open MCT Web. 
 
One important constraint to consider in this context is the browser’s same origin policy. If 
external services are not on the same apparent host and port as the client (from the perspective 
of the browser) then access may be disallowed. There are two workarounds if this occurs: 
● Make the external service appear to be on the same host/port, either by actually 
deploying it there, or by proxying requests to it. 
● Enable CORS (cross­origin resource sharing) on the external service. This is only 
possible if the external service can be configured to support CORS. Care should be 
exercised if choosing this option to ensure that the chosen configuration does not create 
a security vulnerability. 
 
Examples of deployment strategies (and the conditions under which they make the most 
sense) include: 
 
● If the external services that Open MCT Web will utilize are all running on Apache Tomcat 
(​https://tomcat.apache.org/​), then it makes sense to run Open MCT Web from the same 
Tomcat instance as a separate web application. The ​.war​ artifact produced by the 
command line build facilitates this deployment option. (See 
https://tomcat.apache.org/tomcat­8.0­doc/deployer­howto.html​ for general information on 
deploying in Tomcat.) 
● If a variety of external services will be running from a variety of hosts/ports, then it may 
make sense to use a web server that supports proxying, such as the Apache HTTP 
Server (​http://httpd.apache.org/​). In this configuration, the HTTP server would be 
configured to proxy (or reverse proxy) requests at specific paths to the various external 
services, while providing Open MCT Web as flat files from a different path. 
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● If a single server component is being developed to handle all server­side needs of an 
Open MCT Web instance, it can make sense to serve Open MCT Web (as flat files) from 
the same component using an embedded HTTP server such as Nancy 
(​http://nancyfx.org/​). 
● If no external services are needed (or if the “external services” will just be generating flat 
files to read) it makes sense to utilize a lightweight flat file HTTP server such as Lighttpd 
(​http://www.lighttpd.net/​). In this configuration, Open MCT Web sources/resources would 
be placed at one path, while the files generated by the external service are placed at 
another path. 
● If all external services support CORS, it may make sense to have an HTTP server that is 
solely responsible for making Open MCT Web sources/resources available, and to have 
Open MCT Web contact these external services directly. Again, lightweight HTTP 
servers such as Lighttpd (​http://www.lighttpd.net/​) are useful in this circumstance. The 
downside of this option is that additional configuration effort is required, both to enable 
CORS on the external services, and to ensure that Open MCT Web can correctly locate 
these services. 
 
Another important consideration is authentication. By design, Open MCT Web does not 
handle user authentication. Instead, this should typically be treated as a deployment­time 
concern, where authentication is handled by the HTTP server which provides Open MCT Web, 
or an external access management system. 
 
Configuration 
 
In most of the deployment options above, some level of configuration is likely to be 
needed or desirable to make sure that bundles can reach the external services they need to 
reach. Most commonly this means providing the path or URL to an external service. 
Configurable parameters within Open MCT Web are specified via constants (literally, as 
extensions of the ​constants​ category) and accessed via dependency injection by the scripts 
which need them. Reasonable defaults for these constants are provided in the bundle where 
they are used. Plugins are encouraged to follow the same pattern. 
Constants may be specified in any bundle; if multiple constants are specified with the 
same ​key​, the highest­priority one will be used. This allows default values to be overridden by 
specifying constants with higher priority. 
 
This permits at least three configuration approaches: 
 
● Modify the constants defined in their original bundles when deploying. This is generally 
undesirable due to the amount of manual work required and potential for error, but is 
viable if there are a small number of constants to change. 
● Add a separate configuration bundle which overrides the values of these constants. This 
is particularly appropriate when multiple configurations (e.g. development, test, 
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production) need to be managed easily; these can be swapped quickly by changing the 
set of active bundles in ​bundles.json​. 
● Deploy Open MCT Web and its external services in such a fashion that the default paths 
to reach external services are all correct. 
 
Configuration Constants 
 
The following configuration constants are recognized by Open MCT Web bundles: 
 
● CouchDB adapter, ​platform/persistence/coucb 
○ COUCHDB_PATH​: URL or path to the CouchDB database to be used for domain 
object persistence. Should not include a trailing slash. 
● ElasticSearch adapter, ​platform/persistence/elastic 
○ ELASTIC_ROOT​: URL or path to the ElasticSearch instance to be used for 
domain object persistence. Should not include a trailing slash. 
○ ELASTIC_PATH​: Path relative to the ElasticSearch instance where domain 
object models should be persisted. Should take the form ​<index>/<type>​. 
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