



Objectif  du projet  
L’objectif du projet est de concevoir un système embarqué communicant en USB, 
utilisé comme docking station. Cette station est compatible avec la majeure partie 
des téléphones Android et peut être utilisée pour différentes applications, comme 
une centrale météo, un lecteur audio amplifié, un réveil, etc. 
Méthodes | Expériences | Résultats  
De plus en plus de téléphones Android sont présents sur le marché. Pour 
interagir avec ces derniers, une docking station modulaire a tout d’abord été 
développée. Elle dispose de plusieurs entrées/sorties, comme un écran, des leds 
ou encore des boutons qui peuvent être commandés via un téléphone Android. 
Elle fait également office de station multimédia permettant la diffusion sur des 
haut-parleurs de la musique stockée sur le téléphone. 
Pour mettre en avant le système développé, trois applications de démonstration 
ont été écrites sur Android. Elles permettent de contrôler les entrées/sorties de la 
station d’accueil, d’utiliser le téléphone comme générateur de signaux et 
finalement de diffuser sa propre musique. 
Au final, ce projet a permis de démontrer un couplage USB réussi entre la 
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De plus en plus de te´le´phones Android sont pre´sents sur le marche´. En paralle`le, de nouveaux accessoires
voient le jour. Ces te´le´phones sont tous e´quipe´s d’un port USB qui permet de les configurer et de les
utiliser via un PC pour y transfe´rer des donne´es par exemple. L’ide´e de ce projet est de concevoir un
syste`me embarque´ communiquant en USB avec le te´le´phone.
Un grand nombre d’applications sont envisageables, dont voici quelques exemples :
– docking station pour te´le´phones Android (exemples : centrale me´te´o, lecteur audio/re´veil),
– commande et controˆle de pe´riphe´riques via Android,
– cartes d’extension pour te´le´phones (entre´es/sorties, lecteur NFC, adaptateur re´seau).
La docking station modulaire de´veloppe´e sera compatible avec la majeure partie des te´le´phones Android et
pourra remplacer un PC pour diffe´rentes applications. Elle disposera de plusieurs entre´es/sorties, comme
un e´cran, des LEDs ou encore des boutons qui pourront eˆtre commande´s via un te´le´phone Android.
Elle pourra e´galement eˆtre utilise´e comme station multime´dia et permettra de diffuser du son sur des
haut-parleurs. Enfin, des donne´es pourront eˆtre transmises ou rec¸ues sur le te´le´phone via diffe´rentes
applications de de´monstration e´crites sur Android.
1.1 Android
Android 1est un syste`me d’exploitation open source (disponible via une licence Apache version 2) de´-
veloppe´ a` la base pour les smartphones et les mobiles. Android, rachete´ par Google en 2005, est fonde´
sur un noyau Linux. De plus en plus d’appareils utilisent Android comme syste`me d’exploitation, tels
que tablettes, Netbook, te´le´viseurs, appareils e´lectrome´nagers, montres, etc. Les applications Android
sont principalement de´veloppe´es en Java et fonctionnent dans une machine virtuelle. Android inte`gre
nativement tous les services propose´s par Google, tels que Gmail, Google Maps, YouTube, etc. pour ne
citer que les principaux.
Du fait de sa gratuite´, de son code open source, ce syste`me d’exploitation mobile e´volue tre`s rapidement,
au point que plusieurs versions majeures sont publie´es durant la meˆme anne´e. Il se´duit un grand nombre
de fabricants de te´le´phones mobiles et de de´veloppeurs, augmentant ainsi ses parts de marche´. Aux E´tats-
Unis, le nombre de te´le´phones fonctionnant sur Android a de´passe´ celui d’Apple au premier trimestre
2010. En Suisse, on compte 36% de parts de marche´[5] pour les smartphones Android. A titre d’infor-
mation, Google a annonce´ que 850’000 terminaux Android sont active´s par jour (tous types d’appareils
confondus).
1. Android is a trademark of Google Inc.
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Versions
La rapide e´volution d’Android implique un grand nombre de versions disponibles. La premie`re version
d’Android a e´te´ publie´e le 23 septembre 2008. Toutes les versions ont un nom de code qui suit un ordre
alphabe´tique base´ sur le nom d’un dessert, comme le montre le tableau ci-dessous. Les versions sont
classe´es de la plus ancienne a` la plus re´cente.
Plateforme Code API level Parts de marche´
Android 1.5 Cupcake 3 0.3%
Android 1.6 Donut 4 0.7%
Android 2.1 Eclair 7 6.0%
Android 2.2 Froyo 8 23.1%
Android 2.3 - Android 2.3.2 Gingerbread 9 0.5%
Android 2.3.3 - Android 2.3.7 Gingerbread 10 63.2%
Android 3.0 Honeycomb 11 0.1%
Android 3.1 Honeycomb 12 1.0%
Android 3.2 Honeycomb 13 2.2%
Android 4.0 - Android 4.0.2 Ice Cream Sandwich 14 0.5%
Android 4.0.3 Ice Cream Sandwich 15 2.4%
Table 1.1 – Parts de marche´ des versions d’Android (avril 2012)
La re´partition des parts de marche´ ainsi que l’historique des versions sont disponibles en annexe A.
Google met pe´riodiquement a` jour ces chiffres[7]. Ces derniers ont e´te´ re´colte´s durant 14 jours, jusqu’au
2 avril 2012.
Les parts de marche´ d’Android 4 ont conside´rablement augmente´ en quelques mois et repre´sentent de´-
sormais plus de 10% des parts de marche´. Les versions plus anciennes d’Android (2.2 et infe´rieures)
tendent a` disparaˆıtre et ne repre´sentent plus qu’un te´le´phone sur cinq. Les logos des diffe´rentes versions







































Figure 1.1 – Logos des versions d’Android
Les versions ICS (Ice Cream Sandwich, Android 4) sont les premie`res versions base´es sur le noyau Linux
en version 3. La dernie`re version d’Android 4.1 Jelly Bean a e´te´ annonce´ pas Google et sera disponible




Ce projet a e´te´ accepte´ suite a` ma proposition, de´pose´e aupre`s de l’unite´ Infotronics de l’e´cole. Cette
dernie`re est disponible en annexe B.
2.1 Cahier des charges
De plus en plus de te´le´phones Android sont pre´sents sur le marche´. En paralle`le, de nouveaux accessoires
voient le jour. Ces te´le´phones sont tous e´quipe´s d’un port USB qui permet de les configurer et de
les utiliser via un PC pour y transfe´rer des donne´es. L’ide´e du projet est de concevoir un syste`me
embarque´ communicant en USB avec le te´le´phone. Cette docking station sera compatible avec la majeure
partie des te´le´phones Android et pourra remplacer un PC dans diffe´rentes applications (centrale me´te´o,
lecteur audio, re´veil, controˆle de pe´riphe´rique, ...). Le syste`me embarque´ re´alise´ devra eˆtre suffisamment
modulaire pour pouvoir ajouter diffe´rents types de capteur (tempe´rature, hygrome´trie, GPIO, autre. . .).
Les objectifs du projet sont les suivants :
– Etude et documentation des contraintes hardware et software. Review des solutions existantes sur le
marche´.
– Re´alisation d’un syste`me e´lectronique modulaire, potentiellement base´ sur la carte uGates.
– De´veloppement du logiciel ge´ne´rique Android d’inte´gration des pe´riphe´riques.
– Permettre l’acce`s a` quelques pe´riphe´riques Android du coˆte´ de la docking station.
– De´monstrateur « proof-of-concept » permettant de de´montrer le couplage entre la docking station et
un syste`me Android.
La description et les objectifs du projet sont tire´s de la donne´e du travail de diploˆme, disponible en
annexe C.
Comple´ments
Le couplage avec le syste`me Android sera re´alise´ via une liaison USB. Dans un premier temps, la carte
de de´veloppement uGates de´ja` existante sera utilise´e. Une carte e´lectronique de´die´e sera de´veloppe´e dans
un deuxie`me temps. La docking station restera au stade de prototype, le but e´tant de faire « la preuve
du concept » a` l’aide d’applications de de´monstration Android. L’aspect me´canique de la docking station
ne sera pas aborde´ dans ce projet.
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2.2 Solutions existantes sur le marche´
Avant de de´buter le de´veloppement du projet, une petite analyse de marche´ a e´te´ re´alise´e. Elle a comme
premier but de se documenter sur les produits similaires disponibles sur le marche´ ainsi que sur les
technologies utilise´es. Il faut tout d’abord diffe´rencier deux types de « docking station » disponibles sur
le marche´. Les stations d’accueil compatible avec iOS de type « Made for iPod, iPhone, iPad ® 1 » et
celles compatibles avec les syste`mes Android.
La premie`re constatation est que les produits compatibles Apple sont tre`s re´pandus et disponibles en
grande quantite´ dans les magasins d’e´lectronique. Ces stations d’accueil proposent des fonctions basiques,
tels que horloge, re´veil et bien suˆr un amplificateur audio. Le connecteur proprie´taire d’Apple 2, disponible
sur tous les iPod, iPhone et iPad, facilite grandement le travail des fabricants puisque la sortie audio
analogique ste´re´o est directement accessible et n’a plus qu’a` eˆtre amplifie´e. Des commandes se´ries norme´es
peuvent eˆtre envoye´es en utilisant « Apple Accessory Protocol » pour pouvoir par exemple passer a` la
chanson suivante, re´gler le volume, etc.
Les stations d’accueil grand public pour les syste`mes Android sont pour l’heure peu re´pandues. En
effet, un seul grand fabricant a choisi de se lancer dans ce domaine : Philips[3]. Plus d’une vingtaine de
produits sont disponibles pour les produits Apple, contre trois mode`les pour Android. Ces trois mode`les
(voir figure ci-dessous) inte`grent des haut-parleurs (de puissance variable) et les fonctions d’horloge et
de re´veil. Un syste`me me´canique complexe permet d’utiliser les stations d’accueil avec diffe´rents types et
tailles d’appareils Android. Ils peuvent eˆtre recharge´s via le port micro-USB de la station. La transmission
audio est quant a` elle re´alise´e via une liaison Bluetooth et non pas par USB.
AS111 AS351 AS851
Table 2.1 – Stations d’accueil Philips pour Android
En conclusion, aucun produit grand public pour les syste`mes Android n’utilise la liaison USB pour
communiquer avec les te´le´phones. Le port USB est utilise´ uniquement pour les recharger.
Kits de de´veloppement
Le syste`me Android e´tant « open source », les kits de de´veloppement Android sont cette fois-ci plus
re´pandus que les kits d’Apple. On peut citer trois cate´gories de kits qui communiquent avec les syste`mes
Android via USB. Ils se diffe´rencient principalement par le mate´riel qu’ils utilisent :
– Deux kits de de´veloppement PIC sont disponibles chez Microchip. DM240415 et DM320412 utilisent
respectivement un PIC24F et un PIC32. Les kits de de´veloppement disposent d’un connecteur USB-A
ainsi que d’entre´es/sorties basiques telles que LEDs et boutons. Les PIC disposent d’un controˆleur
USB Host/OTG inte´gre´. Les kits Microchip ne sont pas spe´cifiquement de´veloppe´s pour les syste`mes
Android.
– Un autre kit est base´ sur PIC24F. Le projet open source est nomme´ IOIO [15]. Il a e´te´ conc¸u pour
communiquer spe´cifiquement avec des syste`mes Android. Diffe´rents protocoles de communication sont
imple´mente´s. Une communication via Bluetooth est aussi disponible.
1. Apple MFi Program - https ://developer.apple.com/programs/mfi/
2. Pinout du connecteur (non officiel) - http ://www.allpinouts.org/index.php/Apple iPod, iPad and iPhone dock.
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– Un grand nombre de kits Arduino[1] sont disponibles. Ils se basent tous sur le meˆme mate´riel. Ils
utilisent le processeur ATmega2560 et un controˆleur USB Host externe, le MAX3421e. Certains kits
ont e´te´ spe´cialement de´veloppe´s pour Android. Ils sont disponibles sur des sites de vente d’e´lectronique
online a` un prix tre`s inte´ressant.
On peut encore citer d’autres kits « plus ge´ne´riques », comme le kit mbed[10]. Il dispose d’un Cortex
M3 (NXP LPC1768 ) avec controˆleur USB Host/OTG inte´gre´. Le kit est minimaliste. La connectique
USB ainsi que des E/S doivent eˆtre ajoute´es en externe. Le processeur de ce kit est identique a` celui
utilise´ sur la carte de de´veloppement uGates de l’e´cole. Plusieurs types de microcontroˆleurs peuvent eˆtre
choisis. En choisissant un Cortex M3, des projets en C/C++ peuvent eˆtre de´veloppe´s. L’utilisation d’un
controˆleur USB inte´gre´ est pre´fe´rable car les vitesses de transfert sont plus rapides, la carte e´lectronique
est simplifie´e et un composant externe peut eˆtre « e´conomise´ ».
Google a aussi pre´sente´ deux kits, base´s sur la plateforme Arduino. Ces kits ne sont pas vendus, mais
toutes les sources sont disponibles[12]. Voici le dernier kit pre´sente´ par Google en juillet 2012 :
Figure 2.1 – Kit 2012 de Google (source: engadget.com)
2.3 Mate´riel a` disposition
Hardware
La carte de de´veloppement uGates a e´te´ de´veloppe´e en interne par l’e´cole et est utilise´e pour des projets








Figure 2.2 – Carte de de´veloppement uGates
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Les caracte´ristiques de la carte sont les suivantes :
1. Microcontroˆleur Cortex M3 de NXP (boˆıtier TQFP100). Le LPC1768 inte`gre un controˆleur USB
Host/Device/OTG et fonctionne a` 80MHz.
2. Connecteur de type mini-USB B avec adaptateur externe vers USB-A.
3. Connecteur 10 pins pour JTAG avec un bouton reset.
4. Connecteur pour l’alimentation 5V du kit et du pe´riphe´rique USB. Le switch permet de se´lectionner
la source d’alimentation.
5. Connecteur RS232. Liaison de debug avec un PC.
6. Deux boutons et trois LEDs sont disponibles ainsi qu’une LED RGB. Seule la couleur rouge est
utilisable (de´faut du PCB).
7. Plusieurs connecteurs (2.54mm et SMD) permettent de connecter des cartes mezzanines et d’acce´der
a` toutes les E/S du microcontroˆleur.
Toolchain
Une petite partie du projet a e´te´ consacre´e a` la mise en place des outils de de´veloppement. La mise
en place du SDK d’Android est automatise´e et n’a pose´ aucun proble`me. Toute la documentation est
disponible sur le site officiel d’Android[6].
Pour la programmation du Cortex M3, deux solutions ont e´te´ envisage´es :
– Utilisation d’un environnement de de´veloppement inte´gre´, comme Red Suite, CrossWorks, IAR, etc.
qui disposent des outils de programmation et de de´bogage. CooCox CoIDE est une bonne alternative
et est gratuit.
– Utilisation d’un environnement de de´veloppement Open Source base´ sur Eclipse, utilisant Sourcery
G++, GCC et OpenOCD.
Les deux alternatives ont e´te´ teste´es. L’utilisation d’un environnement open source et cross-platform a
e´te´ privile´gie´, bien que les outils soient plus difficiles a` mettre en place. La proce´dure d’installation des
toolchain pour la programmation et le de´bogage de la carte uGates est disponible en annexe D. Il est
possible de compiler a` la fois des projets C ou C++. Un plugin Doxygen a aussi e´te´ installe´ et permet
de ge´ne´rer la documentation du code directement dans Eclipse.
Modifications de la carte uGates
Le microcontroˆleur LPC1768 de NXP soude´ sur la carte uGates dispose des fonctionnalite´s ne´cessaires
pour le projet. Cependant, quelques modifications doivent eˆtre apporte´es sur la carte pour notamment
supporter l’USB Host. Les modifications apporte´es sont provisoires et ne doivent pas endommager le kit.
Ce dernier a e´te´ initialement pre´vu pour utiliser l’USB Device. Malheureusement, seul un connecteur de
type mini-USB B est disponible.
Le sche´ma de connexion pour l’USB Host varie par rapport a` l’USB Device. Des re´sistances de pull-
down de 15k Ohm doivent eˆtre ajoute´es sur le bus de donne´es USB. Il est aussi ne´cessaire d’alimenter le
pe´riphe´rique USB directement avec l’alimentation 5V de la carte. Afin de connecter un pe´riphe´rique USB
Device avec un caˆble USB standard, un adaptateur mini USB-B vers USB-A a e´te´ utilise´. Cette solution






L’USB[19] est une norme qui de´crit un protocole de transmission se´rie dans lequel on retrouve un unique
master appele´ Host. Un nombre de pe´riphe´riques (jusqu’a` 127) peut s’y connecter a` chaud (Plug and
Play). Ce sont des Device, tels que cle´s USB, claviers/souris, imprimantes, etc. Dans le monde informa-
tique, un ordinateur (PC, laptop) joue souvent le roˆle de Host. En tant que master, c’est uniquement lui
qui controˆle les donne´es qui transitent sur le bus et qui dialogue avec les diffe´rents pe´riphe´riques connec-
te´s. Il fournit aussi l’alimentation pour les pe´riphe´riques, si ces derniers ne sont pas auto-alimente´s. Dans
sa version 2, l’USB permet d’atteindre des de´bits de l’ordre de plusieurs dizaines de Mo/s.
La norme USB 2.0[14] est tre`s dense (plus de 650 pages). Elle de´crit en de´tail son origine, les termes
techniques utilise´s, les types de connecteurs (partie me´canique), les flux de donne´es, etc. Les diffe´rentes
Classes USB standards, telle que la Classe HID, ne sont pas inclues dans ces pages. Le but de ce rapport
n’est pas d’expliquer la norme USB en de´tail. Seuls des points importants utiles aux de´veloppements du
projet seront de´crits dans les prochains chapitres.
3.2 Appareils Android
Tous les te´le´phones et autres appareils fonctionnant sur Android sont e´quipe´s d’un port USB. Qu’il soit
de type Mini-B ou Mirco-B, il est tout a` fait indispensable. Il est utilise´ pour recharger le te´le´phone ainsi
que pour transfe´rer des donne´es depuis ou vers le te´le´phone avec un ordinateur par exemple. C’est aussi
l’interface utilise´e par les de´veloppeurs pour l’installation et le de´bogage d’applications.
Sous Windows, le « Gestionnaire de pe´riphe´riques » permet de visualiser entre autres les appareils USB
connecte´s, mais par la suite il n’est pas e´vident de visualiser toutes les informations propres au pe´riphe´-
rique. C’est pourquoi le logiciel USBlyzer 1 a e´te´ utilise´. Il est spe´cialise´ dans l’analyse USB et peut eˆtre
assimile´ a` un « Wireshark pour USB ». Dans sa version de de´monstration, l’analyseur USB n’est pas
disponible.
USBlyzer donne une vue en arbre des pe´riphe´riques USB connecte´s, comme le montrent les images
ci-dessous :
Figure 3.1 – Pe´riphe´rique USB: Nexus S - Galaxy Nexus
1. USB Protocol Analyzer and USB Traffic Sniffer - http ://www.usblyzer.com/
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Deux te´le´phones Android, le Nexus S a` gauche et le Galaxy Nexus a` droite ont e´te´ connecte´s. Tous les
deux sont reconnus soit comme « Pe´riphe´rique de stockage de masse » ou en tant que MPT 2.
Une deuxie`me interface est disponible sur tous les appareils Android, e´mulateur compris. C’est l’interface
Android Debug Bridge (ADB). Utilisable en ligne de commande, elle permet d’installer des applications,
de rediriger des ports TCP, de transfe´rer des fichiers ou encore d’obtenir la console de de´bogage directe-
ment inte´gre´e dans les outils de de´veloppement.
Contrairement au gestionnaire Windows, USBlyzer permet de visualiser simplement toutes les informa-
tions concernant chaque pe´riphe´rique USB, le Samsung Nexus S dans notre cas. Un extrait des informa-
tions disponibles est pre´sente´ ci-dessous :
Figure 3.2 – Configuration USB Nexus S
A l’aide des informations fournies par le programme, il est possible d’en tirer le diagramme hie´rarchique ci-
dessous. Une seule configuration est disponible pour ce te´le´phone. On retrouve les deux interfaces de´crites
pre´ce´demment ainsi que les Endpoints d’entre´es/sorties qui permettent de respectivement recevoir et



















Bulk IN - OUT
Figure 3.3 – DeviceDescriptor USB du Nexus S
La structure et les champs de chaque descripteur sont norme´s. Toutes les informations sont disponibles
dans la spe´cification USB. Le site Beyondlogic[11] fournit en ligne et de manie`re simplifie´e les informations
importantes de la norme, dont celles des descripteurs USB.





Jusqu’a` pre´sent, le port USB disponible sur tous les te´le´phones Android restait curieusement inaccessible
aux de´veloppeurs, de manie`re officielle du moins.
L’apparition re´cente de tablettes Android fut le premier pas. Les versions Android Honeycomb sont
de´die´es et optimise´es pour les tablettes. Pour une utilisation plus optimale de ces tablettes, comme la
Motorola XOOM par exemple, le support de l’USB Host a e´te´ ajoute´ de`s la version d’Android 3.1 et
supe´rieures. Il est de`s lors possible d’y connecter son appareil photo nume´rique pour transfe´rer directe-
ment des images sur la tablette. Selon les pourcentages de re´partition des versions, la part de marche´
des tablettes compatibles repre´sente un peu plus de 3.3%, ce qui reste un marche´ faible et limite´ aux
tablettes (voir tableau 1.1 page 9).
Afin d’e´tendre ce support, c’est re´cemment que Google annonc¸a la nouvelle API Android Open Accessory
[12], annonce faite lors de la confe´rence annuelle 1 de Google. La grande nouveaute´ de cette API est qu’il
permet de connecter des « accessoires USB » avec les tablettes, mais aussi avec les te´le´phones qui ne
supportent pas l’USB Host. Les USB Accessories, nomme´s accessoires, sont des cartes e´lectroniques
spe´cialement de´veloppe´es pour communiquer avec des pe´riphe´riques Android en utilisant le protocole
Android Accessory.
Le support de ce protocole a e´te´ introduit dans Android 2.3.4 (API version 10). Cette version est une
mise a` jour de la version d’Android 2.3.3. La version d’API n’a pas change´, mais cette mise a` jour inte`gre
l’API Open Accessory qui peut eˆtre inclue ou non par les fabricants de te´le´phones. L’image et le slogan
ci-dessous proviennent de l’annonce de Google faite sur le blog officiel d’Android[13].
Figure 4.1 – A Bright Idea: Android Open Accessories
1. Confe´rence annuelle Google I/O 2011 re´serve´e aux de´veloppeurs qui pre´sente les derniers de´veloppements de la socie´te´
(10 et11 mai 2011, San Fransisco). http ://www.google.com/events/io/2011/
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4.2 Modes USB avec Android
Les appareils Android supportent une grande varie´te´ de pe´riphe´riques et d’accessoires USB. Il faut
distinguer deux modes de communication :
1. USB host : Android est l’USB Host. On peut y connecter des appareils ge´ne´riques disponibles sur
le marche´ tels que cle´s USB, appareils photo, claviers/souris, etc. Support natif pour Android 3 et
Android 4 ICS.
2. USB accessory : le te´le´phone fonctionne en Device et est connecte´ a` l’accessoire USB master. Ils
doivent supporter un protocole de communication spe´cifique (Android Accessory protocol). Le mode
USB Host n’est pas ne´cessaire sur Android ce qui augmente le nombre d’appareils compatibles.
Support natif pour les versions d’Android 3.1 et plus re´centes. Une librairie additionnelle doit eˆtre
utilise´e pour Android 2.3.4 (certains fabricants de te´le´phones peuvent de´sactiver son support).
Le sche´ma ci-dessous re´sume les caracte´ristiques de ces deux modes. Le master du bus USB se trouve a`















Figure 4.2 – Modes USB Host et USB Accessory
4.2.1 Compatibilite´
Le tableau ci-dessous re´sume la prise en charge des modes et protocoles USB supporte´s par les te´le´phones
et tablettes Android :
Type Android Parts de marche´ ADK ADB USB Host
Te´le´phones
1.5 a` 2.3.3 30% !
2.3.4 a` 2.3.7 65% ! !
4 et plus 3% ! ! !
Tablettes 3.1 et plus 3% ! ! !
Table 4.1 – Compatibilite´ des modes USB sur Android
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Comme de´ja` mentionne´, le protocole ADB est compatible avec tous les te´le´phones Android sans exception.
Officiellement, il n’est malheureusement pas accessible aux de´veloppeurs.
Seuls les « anciens » te´le´phones qui disposent des versions 2.3.3 et infe´rieures ne sont pas compatibles
avec le protocole ADK. Ces te´le´phones sont e´quipe´s de versions d’Android publie´es il y a plus de deux
ans, donc bien avant la spe´cification du protocole ADK. Ils ne repre´sentent plus que 30% des te´le´phones
du marche´. Bien suˆr ce pourcentage va diminuer tout au long de ces prochaines anne´es. Tous les nouveaux
te´le´phones sont e´quipe´s de versions re´centes et la plupart des constructeurs pre´voient la mise a` jour de
leurs te´le´phones vers Android 4. Les tablettes fonctionnent aujourd’hui avec Android 3 et sont donc
entie`rement compatibles.
Il est toutefois possible qu’un constructeur ait choisi de ne pas inte´grer la libraire Open Accessory, ce qui
pourrait rendre un te´le´phone re´cent incompatible. Lors du de´veloppement de l’application Android, un
parame`tre permet d’exiger le support de cette librairie. Dans le cas ou` la librairie n’est pas supporte´e,
l’application ne pourra pas eˆtre installe´e sur le te´le´phone en question.
4.2.2 Choix du mode USB
Le premier mode « USB Host » propose d’utiliser le te´le´phone comme Host. Ce mode n’est supporte´ que
par les tablettes et les te´le´phones re´cents e´quipe´s d’Android 4, soit 6% des appareils Android ce qui est
bien trop peu. Pour communiquer avec Android, le device USB doit imple´menter une « Class USB 2 »
spe´cifique, correspondant a` son utilisation. L’avantage de ce syste`me est qu’il est tre`s ge´ne´rique. Il peut
donc eˆtre utilise´ avec Android, mais aussi avec tous les PC qui disposent des drivers USB ne´cessaires,
bien que ce but ne soit pas recherche´. La classe Audio Device devra par exemple eˆtre imple´mente´e pour
de´velopper une carte son USB. La documentation des diffe´rentes classes USB est tre`s dense. Ces classes
sont ge´ne´riques et par conse´quent complexes a` imple´menter. Pour ces diffe´rentes raisons, le mode USB
Host ne sera pas retenu.
Avec le nouveau mode Accessory, les appareils Android sont utilise´s comme Device et c’est l’accessoire,
le master (Host) du bus (voir figure 4.2). Cette solution permet donc de rendre compatible plus de 70%
des te´le´phones et tablettes du marche´. Le protocole offre aussi une surcouche qui permet de connaitre
facilement le type d’accessoire connecte´, s’il est supporte´ par le te´le´phone, etc. La communication entre
l’application Android et l’accessoire est aussi grandement simplifie´e. Seuls les te´le´phones disposant d’An-
droid 2.3.4 et plus sont compatibles avec le protocole Android Accessory. Malgre´ cette contrainte, c’est ce
protocole qui va eˆtre utilise´ car il prend en charge le plus grand nombre d’appareils. Il a e´te´ spe´cialement
conc¸u pour communiquer facilement entre un pe´riphe´rique Android et un accessoire USB. L’imple´men-
tation de l’accessoire est donc simplifie´e et toute la documentation est disponible gratuitement et sans
restriction sur le site officiel d’Android. En utilisant ce mode, un stack USB Host Lite sera imple´mente´
sur l’accessoire. C’est un stack limite´ qui prendra en charge uniquement le protocole ADK. Le support
d’autres classes USB ne sera pas imple´mente´, bien que possible.
4.3 Android Open Accessory version 2
Le protocole Android Open Accessory utilise´ est relativement jeune. Comme de´ja` mentionne´, la premie`re
version a e´te´ pre´sente´e en 2011, ainsi que le premier accessoire Android fabrique´ par Google. Ce protocole
e´tait amene´ a` e´voluer. C’est donc logiquement qu’une nouvelle version vient tout juste d’eˆtre pre´sente´e
lors de la meˆme confe´rence Google I/O qui a eu lieu cette anne´e du 27 au 29 juin 2012.
La version 2 du protocole (AOA 2.0) propose plusieurs nouveaute´s, telles que le support d’un mode
audio. Une nouvelle commande permet d’activer un mode audio sur le pe´riphe´rique Android. Celui-ci
transmet alors automatiquement le flux audio principal du te´le´phone. Ce mode audio est compatible avec
les appareils e´quipe´s d’Android 4.1 (API Level 16 ), la dernie`re version d’Android aussi pre´sente´e lors de
la confe´rence 2012. La version 1 de A0A reste bien suˆr compatible avec les nouveaux appareils Android
qui supportent la version 2.
Google a aussi pre´sente´ la deuxie`me version de son accessoire. Toutes les informations concernant Android
Open Accessory 2012 et A0A 2.0 sont disponibles sur le site officiel de Android[12]. La mise a` jour Android
4.1 est pre´vue pour le courant du mois de juillet. L’accessoire actuel sera donc compatible uniquement
avec la version 1 du protocole.





La carte de de´veloppement uGates fournie par l’e´cole convient pour les tests et le prototype du produit
uniquement. Elle ne re´pond pas totalement aux besoins du projet. Ce kit n’a pas e´te´ pre´vu pour utiliser
le mode USB Host.
La carte uGates dispose de plusieurs connecteurs qui permettent d’ajouter facilement des cartes d’exten-
sion en « mezzanine ». Cependant, certaines entre´es/sorties dont celles de l’USB ne sont pas accessibles.
Le connecteur USB de type USB-A ne peut donc eˆtre ajoute´ que difficilement. C’est pourquoi il a e´te´
de´cide´ de de´velopper une nouvelle carte e´lectronique plus compacte, conc¸ue spe´cialement pour l’appli-
cation d’accessoire USB. Elle inte`grera directement les composants ne´cessaires ainsi qu’un connecteur
d’extension pour ajouter d’autres types d’entre´es/sorties. Son de´veloppement est base´ sur la carte uGates
actuelle et certains composants seront re´utilise´s.
5.2 Fonctionnalite´s
Les caracte´ristiques et fonctionnalite´s du nouvel accessoire sont les suivantes :
– Alimentation 5V avec un transformateur externe ou alimentation via USB.
– USB Host avec circuit d’alimentation de´die´ et protection contre les courts-circuits.
– OnBoard JTAG 1 et UART via USB base´ sur le FT2232D.
– Sortie audio ste´re´o avec amplificateur pour sortie casque/ligne.
– RTC avec batterie.
– Boutons, LEDs.
– Connecteur d’extension pour composants additionnels.
L’accessoire pourra eˆtre alimente´ avec une alimentation 5V externe ou via un connecteur USB-B mini.
L’appareil Android pourra eˆtre connecte´ via un port USB-A dispose´ a` l’avant. Un JTAG a e´te´ inte´gre´
directement sur la carte. Elle est programmable via le port mini USB-B. Une sortie UART est aussi
disponible via ce port. Une liaison RS-232 n’est donc plus ne´cessaire.
L’accessoire dispose aussi d’une sortie audio amplifie´e. Elle est commande´e par un convertisseur DAC
audio I2S qui permettra d’e´couter de la musique par exemple, via Android. Un Real-Time Clock permet
de synchroniser l’horloge du te´le´phone avec celle de l’accessoire pour un re´veil ou une alarme par exemple.
L’horloge de l’accessoire est maintenue a` jour graˆce a` une pile bouton de´die´e.
Des capteurs spe´cifiques ou un e´cran peuvent eˆtre ajoute´s graˆce a` un connecteur d’extension. Comme la
carte uGates, le nouvel accessoire posse`de diffe´rents boutons, LEDs et une LED RGB.
1. Joint Test Action Group - http ://en.wikipedia.org/wiki/Joint Test Action Group
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5.3 Choix du processeur
Les de´veloppements ont e´te´ teste´s sur le processeur LPC1768 de la carte uGates, un Cortex M3 de
NXP. L’ide´e est de garder la meˆme famille de processeurs NXP, car elle convient parfaitement pour notre
application. Ainsi, les de´veloppements sont re´utilisables sans modification.
Le processeur LPC1768 dispose de plusieurs interfaces qui ne sont pas utilise´es, notamment l’interface
Ethernet. En effet, cette interface n’est pas ne´cessaire pour la docking station puisque le te´le´phone
Android dispose de´ja` d’une interface re´seau (3G, ou WiFi). Ce processeur est disponible en TQFP100.
Il dispose donc de plus de 70 GPIO, dont la majeure partie n’est pas utilise´e pour cette application.
La famille des LPC17 est compose´e de 31 processeurs. Le tableau ci-dessous regroupe les processeurs qui
disposent d’un controˆleur USB Host et qui disposent de moins de 100 pins. Le prix est indicatif pour une
pie`ce :
























LPC1769 120MHz 1 CHF 15.-
Table 5.1 – Comparaison des processeurs pour l’accessoire USB
Les processeurs LPC175X disposent de 52 E/S, ce qui est suffisant pour l’accessoire et qui permet de
re´duire la taille de la carte e´lectronique et de simplifier sa fabrication. Le choix s’est porte´ sur le processeur
LPC1758 qui dispose de suffisamment de me´moire flash et de ram pour de´velopper des applications C++
sans limitation (32kB de ram peut s’ave´rer insuffisant). La version avec 64kB de ram a e´te´ choisie pour
les tests. Le LPC1758 dispose d’un controˆleur Ethernet interne qui ne sera pas utilise´. Le LPC1759 n’a
pas e´te´ choisi car son prix est trop e´leve´. Sa fre´quence de travail e´leve´e n’est pas ne´cessaire.
Les processeurs LPC175X sont pins compatibles. Pour la version finale, il est envisageable de passer au
processeur LPC1756 ou 54 afin de re´duire les couˆts.
5.4 Fabrication
Le PCB de l’accessoire a e´te´ de´veloppe´ sur P-CAD 2006. Diffe´rents composants ont e´te´ cre´e´s. Le PCB
reste un prototype. Des points de mesure ont donc e´te´ pre´vus. Les diffe´rentes fonctions (blocs) du PCB
peuvent eˆtre teste´es individuellement, voire bipasse´es a` l’aide de ponts.
Le routage a e´te´ re´alise´ en interne par l’atelier PCB. La fabrication de la carte en interne est complexe
du fait de la taille re´duite des composants utilise´s. La carte e´lectronique ne sera pas fabrique´e en interne,
bien que cette solution ait e´te´ envisage´e. EuroCircuits propose la fabrication de PCB professionnels
quatre couches. Le routage de la carte a donc e´te´ grandement simplifie´. La taille de l’accessoire n’est
pas importante (prototype), mais elle a pu eˆtre conside´rablement re´duite en choisissant une fabrication
professionnelle. Plusieurs jours de travail ont pu eˆtre gagne´s en choisissant cette solution.
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Trois PCB ont e´te´ commande´s pour un total de 100 ¿ environ. La taille du produit final (110x90mm)
pourra encore eˆtre re´duite :
Figure 5.1 – PCB du nouvel accessoire USB (top layer, pas a` l’e´chelle)
Le dossier de fabrication (sche´ma, PCB, commande de composants, etc.) du PCB est disponible en
annexe E.
5.5 Accessoire uGates-mini










Figure 5.2 – Android Accessory Board
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Plusieurs indications y figurent. Tout d’abord, les nombres en rouge concernent les connecteurs de la
carte :
1 Connecteur jack d’alimentation pour transformateur externe 5 VDC.
2 Connecteur mini-USB pour JTAG inte´gre´ et sortie UART. La carte peut aussi eˆtre alimente´e
par USB. Lorsqu’un pe´riphe´rique Android est connecte´, le courant maximum peut de´passer
les 500mA disponibles par USB. L’alimentation externe doit alors eˆtre utilise´e.
3 Connecteur pour JTAG externe.
4 Connecteur USB-A pour la connexion des pe´riphe´riques Android.
5 Connecteur d’extension 16 poˆles pour des cartes mezzanines additionnelles.
6 Connecteur audio ste´re´o (jack 3.5mm).
Les lettres de couleur bleue de A a` D concernent les ressources disponibles directement sur la carte, soit
respectivement deux boutons, trois LEDs jaunes, une LED RGB et la sortie audio ste´re´o amplifie´e. Des
ressources additionnelles peuvent eˆtre ajoute´es via le connecteur d’extension (voir chapitre 5.10 page 29).
Pour rappel, tout accessoire USB qui utilise le protocole Android Open Accessory doit pouvoir eˆtre








Nume´ro de se´rie 0123456789
Table 5.2 – Identification de l’accessoire uGates-mini
Liste des entre´es/sorties
Le tableau ci-dessous re´sume les diffe´rentes E/S disponibles sur l’accessoire uGates-mini :
ID Nom Type Pin Description
0 led0
DigitalOutput
P1#23 LED verte 0
1 led1 P1#24 LED verte 1




4 switch1 P0#11 Bouton 1
5 ledRGB0 LedRGB - LED RGB
6 uart0 Uart - Module Uart
7 rtc0 RTC - Real Time Clock
8 pot0 AnalogInput P0#2 Potentiome`tre
9 lcd0 Lcd - Ecran LCD graphique
128 audio0 Audio - Sortie audio ste´re´o
Table 5.3 – Ressources disponibles sur l’accessoire
Ces E/S peuvent eˆtre commande´es depuis le pe´riphe´rique Android connecte´ a` l’accessoire. Elles sont
vues comme des « ressources », qui posse`dent un identifiant unique et un nom. La notion de ressource
est explique´e plus en de´tail dans le chapitre 6.
Des E/S basiques tels que LEDs, boutons sont disponibles sur le kit. Il dispose aussi d’un RTC qui, une
fois synchronise´ avec l’horloge d’un te´le´phone Android, pourrait par exemple servir de re´veil ou d’alarme.
L’e´cran LCD graphique permet d’afficher l’heure, le mode`le du te´le´phone connecte´, etc. Enfin, la sortie
audio ajoute´e sur la carte uGates-mini va permettre a` l’utilisateur de diffuser sa propre musique sur des
haut-parleurs.
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Chaque accessoire dispose d’un hardware spe´cifique. Les E/S disponibles devront donc eˆtre de´crites dans
un fichier de configuration qui sera utilise´ par le te´le´phone afin de de´velopper des applications ge´ne´riques
(voir chapitre 7.5) sur Android.
5.6 CMSIS
Les de´veloppements de l’accessoire uGates-mini ont e´te´ re´alise´s en C/C++. La couche d’abstraction Cor-
tex Microcontroller Software Interface Standard[2] (CMSIS) facilite l’acce`s au mate´riel. Les controˆleurs
hardware suivants ont e´te´ utilise´s :
– GPIO
– Convertisseur A/D
– Controˆleur SPI pour l’e´cran LCD
– Controˆleur PWM pour la led RGB
– RTC
– Uart
– Controˆleur I2S pour la sortie audio
– Controˆleur GPDMA pour les transferts USB - I2S
– Controˆleur USB Host
CMSIS met aussi a` disposition tous les fichiers ne´cessaires a` la programmation du processeur, tels que
le fichier de startup, le linker script, etc.
5.7 USB Host
Un stack USB Host Lite a e´te´ imple´mente´ afin de communiquer via USB et le protocole ADK avec un
pe´riphe´rique Android compatible.
La carte uGates-mini dispose d’un microcontroˆleur de type Cortex M3 qui inte`gre un controˆleur USB 2.0
interne. Il peut eˆtre utilise´ pour l’USB Host, mais aussi pour l’USB Device et OTG. L’USB On-The-Go
est une fonctionnalite´ supple´mentaire introduite dans USB 2 afin d’e´changer des donne´es point a` point
entre deux appareils, sans devoir passer par le Host du bus. L’utilisation de cette fonctionnalite´ ne´cessite
un composant externe (exemple : ISP1302 ) qui fait office d’e´metteur/re´cepteur. Cette norme ne sera pas
imple´mente´e. Dans ce projet, un seul device USB pourra eˆtre connecte´ au master. Cette limitation est
















Figure 5.3 – Protocole de communication en couche
Le controˆleur USB Host inte´gre´ est accessible par la couche physique via DMA. Des trames USB de type
Bulk et Control peuvent eˆtre envoye´es via cette couche physique. Seuls ces types de trames USB ont e´te´
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imple´mente´es. La communication avec Android est e´tablie via des trames de type Control spe´cifie´es par
le protocole Android Accessory. Une fois la communication e´tablie, des trames Bulk sont envoye´es entre
l’accessoire et Android pour e´changer des donne´es. Ces diffe´rentes couches sont de´taille´es se´pare´ment
dans les chapitres suivants.
5.7.1 Caˆblage USB Host
Un seul controˆleur USB est disponible avec les microcontroˆleurs LPC17XX. Il peut fonctionner selon
diffe´rents modes USB (Host, Device, OTG). Un seul d’entre-eux peut eˆtre utilise´ simultane´ment. De
plus, les sche´mas de caˆblage du controˆleur de´pendent du mode utilise´. Pour fonctionner en mode USB
Host, le controˆleur doit eˆtre connecte´ de la manie`re suivante :
Figure 5.4 – Caˆblage du controˆleur USB Host
Le connecteur USB de type A permet de connecter le pe´riphe´rique via un caˆble USB standard. Le
master USB doit fixer le niveau logique du bus de donne´es diffe´rentiel a` l’aide des deux re´sistances de
15k Ohm. Ces re´sistances sont indispensables et permettent de de´tecter correctement la de´connexion du
pe´riphe´rique USB.
Les fonctions des E/S du controˆleur USB sont re´sume´es ci-dessous :
Nom Direction Description Type
USB D+ bidirectionnel Donne´e diffe´rentielle + Connecteur USB
USB D- bidirectionnel Donne´e diffe´rentielle - Connecteur USB
USB UP LED sortie Pin de controˆle Controˆle
USB PPWR sortie Activation du port USB Alimentation
USB PWRD entre´e Statut du port USB Alimentation
USB OVRCR entre´e Indique une surcharge de courant Alimentation
Table 5.4 – Pins du controˆleur USB Host
Le host USB doit aussi fournir l’alimentation 5V pour le pe´riphe´rique USB. Si le pe´riphe´rique n’est
pas auto-alimente´, il doit pouvoir eˆtre recharge´ et peut ne´cessiter jusqu’a` 500mA. L’utilisation d’un
controˆleur d’alimentation externe est recommande´e. Connecte´ aux signaux d’alimentation pre´sente´s ci-
dessus, le LM3526 (voir figure 5.4) a e´te´ spe´cialement conc¸u pour ce controˆleur et permet de couper
l’alimentation du port USB en cas de court-circuit ou de surcharge de courant.
Le controˆleur dispose d’une sortie de controˆle qui peut eˆtre caˆble´e sur une LED. Elle est ge´re´e directement
par le controˆleur et indique l’e´tat de la connexion USB.
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5.7.2 Stack USB Host Lite
Le controˆleur USB est disponible dans diffe´rents processeurs de la famille LPC17 : LPC1768, LPC1766,
LPC1765, LPC1758, LPC1756 et LPC1754. Son controˆleur USB est conforme a` la norme OHCI [17] et
est accessible via un acce`s direct a` la me´moire (DMA). Elle spe´cifie les registres disponibles ainsi que
les diffe´rentes fonctions imple´mente´es par le controˆleur. Les fonctions USB de´veloppe´es sont base´es sur
cette documentation.
Un projet de base[4] inte´grant un controˆleur USB Host Lite est disponible chez NXP. L’application de
de´monstration fournie permet d’e´crire un fichier texte sur une me´moire flash USB (classe MassStorage).
Les fonctions « low level » de la stack sont imple´mente´es. Des trames USB de Control et de type Bulk
peuvent eˆtre transmises. Il est aussi possible de re´cupe´rer des descripteurs, de´finir des configurations, etc.
Il a e´te´ compile´ pour le kit de de´veloppement RDB1768 de Code Red et ne´cessite la librairie CMSIS.
Des modifications ont duˆ eˆtre apporte´es pour pouvoir utiliser le projet avec la carte uGates et compiler
le projet avec les outils de de´veloppement.
Seules les fonctions de la couche physique USB ont e´te´ reprises de l’exemple et inte´gre´es dans la classe
USBHost. Un nouveau projet C++ a en effet e´te´ cre´e´. Les fonctions ont e´te´ encapsule´es dans des classes
afin de rendre le code plus lisible et d’offrir un meilleur de´couplage entre les diffe´rentes couches. Plusieurs
ame´liorations ont e´te´ apporte´es a` ces fonctions. Fournies a` titre d’exemple, elles comportaient plusieurs
dysfonctionnements. Par exemple, les me´thodes permettant de transmettre des trames USB de type Bulk
e´taient totalement bloquantes. De plus, il e´tait impe´ratif de connecter un pe´riphe´rique USB avant la mise
en marche du syste`me, sans quoi il n’e´tait pas de´tecte´. Ces de´fauts ont e´te´ corrige´s. Des timeout ont e´te´
ajoute´s en cas de non-re´ponse ou d’erreur de communication avec le pe´riphe´rique USB.
Un seul pe´riphe´rique USB peut eˆtre connecte´ simultane´ment. Une machine d’e´tats pour le controˆleur
USBHost a e´te´ imple´mente´e. Elle est dessine´e dans la figure suivante :
USB_DEVICE_DECONNECTED
No connected device.
A new device is connected.








Figure 5.5 – Machine d’e´tats du controˆleur USB Host
Par de´faut, aucun pe´riphe´rique USB n’est connecte´. Lors de son branchement, une interruption est
ge´ne´re´e par le controˆleur USB. Cette interruption peut eˆtre ge´ne´re´e pour plusieurs raisons. Il faut donc
analyser les registres de statut du controˆleur pour de´tecter qu’il s’agit bien d’un nouveau pe´riphe´rique
connecte´.
L’e´tat USB DEVICE ENUM e´nume`re les configurations et les interfaces du pe´riphe´rique. La me´thode
parseConfiguration parcoure les configurations du pe´riphe´rique (voir figure 3.3) et permet de sauver
deux Endpoint USB d’entre´e/sortie de type Bulk. Ces deux Bulk Endpoint de l’interface 1 sont sauve´s
et permettront par la suite de communiquer avec le pe´riphe´rique via le protocole Android Accessory.
La configuration 1 du pe´riphe´rique doit eˆtre utilise´e et peut eˆtre se´lectionne´e via une requeˆte USB de
type SET CONFIGURATION (0x09). Il est important d’utiliser les deux Endpoint Bulk de la premie`re
interface pour communiquer avec le te´le´phone via ADK. D’autres Endpoint sont disponibles pour le
protocole ADB, la classe USB MassStrorage, etc.
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Si les deux Endpoint ont pu eˆtre trouve´s et sauve´s, l’e´tat USB DEVICE FOUND affiche les informations
principales du pe´riphe´rique connecte´, comme l’ID du fabricant, du vendeur, le type et le nume´ro de se´rie
du pe´riphe´rique, etc. De`s a` pre´sent, le pe´riphe´rique USB est conside´re´ comme compatible et connecte´.
Si la configuration du pe´riphe´rique USB n’est pas compatible, une erreur peut eˆtre affiche´e via l’e´tat
USB ERROR.
Lorsque l’appareil USB est de´connecte´, la machine d’e´tats passe dans le mode USB DEVICE DECON-
NECTED et le processus de´crit ci-dessus peut rede´marrer.
5.7.3 Communication avec Android
L’accessoire et le pe´riphe´rique Android communiquent par USB via le protocole Android Accessory. Cette
couche de communication utilise des trames USB de type Control et Bulk ainsi que les Endpoint sauve´s
par la couche USB.
La documentation Android de´crit les diffe´rentes e´tapes ne´cessaires a` l’activation du mode Accessory sur
le te´le´phone et avant tout de´tecter si ce dernier est compatible. Les e´tapes sont re´sume´es ci-dessous :
1. De´tection d’un pe´riphe´rique USB.
2. De´terminer si le mode Accessory est supporte´ par l’appareil.
3. De´marrage du mode Accessory (si ne´cessaire).
4. Etablir la communication avec l’appareil.
Avant que la communication soit e´tablie, seules des commandes USB de types Control peuvent eˆtre
envoye´es au pe´riphe´rique. La taˆche nume´ro 1 est re´alise´e par la machine d’e´tats de la couche USB (voir
figure 5.5). Un pe´riphe´rique USB est connecte´ lorsqu’elle est dans l’e´tat USB DEVICE CONNECTED.
Si c’est le cas, il faut de´tecter si le mode Accessory est supporte´ par le pe´riphe´rique. Une commande
du protocole Accessory (commande USB de type Control) permet de connaitre la version du protocole
compatible. A ce jour, seule la version 1 est supporte´e. Les informations identifiant l’accessoire doivent
ensuite eˆtre envoye´es. Une commande ADK est pre´vue a` cet effet. Les informations envoye´es sont des
chaines de caracte`res qui doivent se terminer par ’\0’ et ne pas de´passer 256 caracte`res. Un index les
identifie selon le tableau suivant :
Informations Index Exemple
Fabricant 0 HES-SO Valais
Mode`le 1 uGates-mini
Description 2 uGates-mini Accessory
Version 3 1.1
URI 4 http ://www.hevs.ch
Nume´ro de se´rie 5 0123456789
Table 5.5 – Informations d’identification d’un accessoire USB
Une fois ces informations envoye´es, il est possible de de´marrer le mode Accessory du pe´riphe´rique Android.
L’utilisateur verra alors apparaˆıtre un dialogue a` l’e´cran pour valider le de´marrage du mode (plus de
de´tails dans le chapitre suivant). Le pe´riphe´rique va se de´connecter puis se reconnecter et sera vu cette
fois-ci comme un appareil « Google ». Sa nouvelle configuration USB est re´examine´e par la machine
d’e´tats USB. Un vendorID et un productID spe´cifiques permettent d’identifier que le pe´riphe´rique est
bien en mode Accessory.
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De manie`re visuelle, voici comment le mode Accessory peut eˆtre active´. Les e´tapes sont nume´rote´es dans
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Figure 5.6 – Support du protocole Android Accessory
Lorsque le mode Accessory est active´ sur le te´le´phone, des donne´es peuvent eˆtre envoye´es/rec¸ues via des
commandes de type Bulk. Lorsqu’on le de´connecte, le mode Accessory est automatiquement stoppe´. Ce







Find the first bulk input and output endpoints.




Accessory mode is started.
START_ACCESSORY_MODE
Send identifying string information to the device.
Start Accessory mode.
NOT_ACCESSORY
Accessory mode is not supported
by the USB device.
Figure 5.7 – Machine d’e´tats pour le mode Accessory
Le de´tail des commandes USB de type Control utilise´es pre´ce´demment, tels que les types, index et valeurs
sont disponibles dans la documentation officielle d’Android[12].
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5.8 JTAG inte´gre´
Le JTAG inte´gre´ est base´ sur le FT2232D, un dual USB UART/FIFO IC utilise´ dans beaucoup de sondes
JTAG, dont le JTAGkey 2 qui est utilise´ comme sonde externe dans le projet.
Le FT2232D dispose de deux canaux (ports A et B), configurables inde´pendamment. Le canal A est
configure´ en mode FIFO pour le JTAG. Le canal B est connecte´ au pe´riphe´rique UART du processeur
et est configure´ en mode RS232 UART.
Les configurations du FTDI sont les suivantes :
Parame`tre Valeur
Port A CPU FIFO
Port B RS232 UART
Fabricant HES-SO Valais
Description Android Accessory Board
Nume´ro de se´rie Ge´ne´re´ automatiquement
Table 5.6 – Configuration du FTDI
Les configurations du FTDI peuvent eˆtre modifie´es via le logiciel FT Prog 3 fourni par le fabricant. Le
vendorID du chip n’a pas e´te´ modifie´ et il est pre´fe´rable de ne pas le modifier. Ainsi, le driver ge´ne´rique
FTDI est automatiquement te´le´charge´ lors de son branchement sur PC.
A ce jour, seule la sortie UART a e´te´ teste´e. Elle a e´te´ utilise´e principalement pour du debug. Une sonde
JTAG externe a e´te´ utilise´e pour la programmation du processeur, ce qui a permis d’acce´le´rer les tests de
la carte. Le JTAG inte´gre´ sera teste´ durant l’e´te´. A noter que la sonde externe ne peut pas eˆtre utilise´e
en meˆme temps que le JTAG inte´gre´.
5.9 Sortie audio
Une sortie audio a e´te´ ajoute´e sur l’accessoire uGates-mini. Elle permet a` l’utilisateur d’e´couter de la
















Figure 5.8 – Sche´ma bloc de la sortie audio ste´re´o amplifie´e
Les samples audio PCM sont tout d’abord envoye´s au codec (UDA1334BT ) qui les convertit en audio
analogique ste´re´o, en rouge sur le sche´ma ci-dessus (canaux droit et gauche). Le codec audio dispose d’une
entre´e mute qui permet de de´sactiver la sortie audio. Il supporte des fre´quences audio de 8 a` 100kHz.
Pour cette premie`re version du projet, la fre´quence de la sortie audio a e´te´ limite´e a` 16kHz, pour faciliter
la programmation et les tests de la sortie audio.
Elle est ensuite amplifie´e via le MAX4410EUD (80mW). Cette amplification permet de connecter direc-
tement des e´couteurs ou des haut-parleurs via le jack 3.5mm. La sortie audio peut aussi eˆtre de´porte´e.
L’accessoire ne dispose pas de haut-parleurs inte´gre´s.
2. Amontec JTAGkey - http ://www.amontec.com/jtagkey.shtml
3. EEPROM Programming Utility - http ://www.ftdichip.com/Support/Utilities.htm
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5.10 Carte d’extension
Une carte additionnelle a e´te´ de´veloppe´e afin d’ajouter des entre´es/sorties a` l’accessoire de base. Elle
utilise le connecteur d’extension 16 poˆles pre´vu a` cet effet. De´veloppe´e a` des fins de de´monstrations, elle
inte`gre les e´le´ments suivants :
– Un e´cran LCD graphique noir/blanc avec re´tro-e´clairage blanc.
– Un potentiome`tre line´aire utilise´ comme entre´e analogique.
– Deux LEDs.
La carte « MezzaLCD » peut eˆtre de´porte´e de l’accessoire pour l’ajout d’un e´ventuel boitier me´canique.
Les deux LEDs de la carte ont e´te´ initialement pre´vues pour indiquer l’alimentation de la carte ainsi que
l’e´tat de connexion du pe´riphe´rique Android. Elles ne sont donc pas directement accessibles via Android.
Le re´tro-e´clairage de l’e´cran peut aussi eˆtre commande´ par le processeur. Connecte´ a` une sortie PWM,
sa luminosite´ peut varier.
La carte d’extension a e´te´ fabrique´e a` l’e´cole. Elle se pre´sente sous cette forme :
E
F
Figure 5.9 – Carte d’extension
L’e´cran LCD (lettre E) et le potentiome`tre (lettre F) sont les ressources de la carte d’extension qui sont
accessibles via Android.
La carte est alimente´e en 3.3V. Les entre´es/sorties utilise´es sont re´sume´es dans le tableau ci-dessous :
Pin Direction Nom Description
CONN13 - P1#20 Sortie LCD LIGHT Re´tro-e´clairage e´cran PWM1.2
CONN12 - P0#26 Sortie LCD A0 Data LCD
CONN14 - P2#02 Sortie #LCD RST Reset LCD
CONN06 - P0#03 Sortie #LCD CS Chip select LCD
CONN03 - P0#00 Sortie LED0 LED Phone
CONN05 - P0#02 Entre´e AD07 Entre´e analogique AD0.7
CONN07 - P0#15 Sortie SCK0 Clock SPI
CONN10 - P0#18 Sortie MOSI0 Data SPI
Table 5.7 – E/S de la carte mezzanine
Le dossier complet de fabrication de la carte est disponible en annexe F.
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E´cran LCD
La carte mezzanine dispose d’un e´cran LCD qui sert d’interface utilisateur. Lorsqu’aucun appareil n’est
connecte´, l’heure qui provient du RTC est affiche´e. Lorsqu’une application controˆle l’accessoire, l’utilisa-
teur a pleinement acce`s a` l’e´cran pour y afficher diffe´rentes informations.
L’e´cran choisi est un e´cran LCD graphique 128x32 pixels. Il est commande´ par SPI et dispose d’un
re´tro-e´clairage blanc inte´gre´. Il a e´te´ choisi pour son bas couˆt (environ 10 CHF). Sa taille plutoˆt faible
permet tout de meˆme d’afficher toutes les informations utiles, comme le montre la figure ci-dessous :
Figure 5.10 – E´cran LCD graphique avec re´tro-e´clairage
Avec cet e´cran graphique, il est aussi possible de dessiner toutes sortes de symboles et de formes. Pour ce
travail, un controˆleur d’e´cran simple a e´te´ imple´mente´. L’e´cran ne disposant pas de table de caracte`res
inte´gre´e, une table a donc e´te´ ge´ne´re´e en utilisant le logiciel open-source TheDotFactory 4. Tous les
caracte`res et chiffres de la police Arial 7pt ont e´te´ ge´ne´re´s. Pour simplifier les me´thodes de dessin, l’e´cran
a ensuite e´te´ divise´ en 4 lignes (pages) de 8 pixels. L’utilisateur peut ainsi e´crire des textes en spe´cifiant
le nume´ro de ligne (0 a` 3) ainsi que la coordonne´e x (0 a` 128). Le controˆleur LCD reste basique. Si besoin
est, des fonctions de dessin plus complexes pourront eˆtre imple´mente´es.
5.11 Modifications
Pour que l’accessoire uGates-mini fonctionne correctement dans sa version actuelle, trois modifications
ont duˆ eˆtre apporte´es :
1. Connexion de la pin n°62 I2STX WS du processeur LPC1758 a` la pin n°2 WS du codec audio
UDA1334.
2. Ajout d’un condensateur de 2.2µF entre les pins n°6 PVSS, n°7 SVSS de l’amplificateur audio




































Figure 5.11 – Correction PCB pour amplificateur audio
3. Ajout d’une horloge externe sur la pin n°6 du codec audio UDA1334BT.
Le codec audio ne´cessite un clock externe, en plus du clock I2S. Les informations disponibles dans le
datasheet e´taient peu claires a` ce sujet. La fre´quence du clock externe de´pend de la fre´quence du clock
I2S. Elle doit eˆtre un multiple exact de 128, 192, 256, 348, 512 ou 768 fois le clock I2S.
Actuellement, la sortie audio est configure´e a` 16kHz. Le clock I2S a e´te´ mesure´ et est de 16.275kHz. Le
calcul ci-dessous permet de de´terminer la fre´quence d’un clock compatible :
4. An LCD Font and Image Generator - http ://www.pavius.net
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Algorithme 5.1 Calcul du clock externe pour le codec audio.
SY SCLK = fWS · 128 = 16, 275kHz · 256 = 4.1664MHz
Un ge´ne´rateur de fonction est utilise´ pour ge´ne´rer pre´cise´ment cette fre´quence. Si la qualite´ audio change,
le clock externe doit bien suˆr eˆtre adapte´.
Une autre version du codec audio est disponible, avec cette fois-ci une PLL inte´gre´e. La PLL permet de
ge´ne´re´ la fre´quence calcule´e ci-dessus a` l’aide du clock I2S. La version UDA1334ATS n’est pas disponible
dans le meˆme package que le codec audio actuel. Le changement du codec audio devra eˆtre re´alise´ dans
la prochaine version de l’accessoire :
– Changement du codec audio UDA1334BT pour la version UDA1334ATS avec PLL inte´gre´e.
Pour la de´monstration, un ge´ne´rateur de fonction externe est utilise´. Si la fre´quence ge´ne´re´e n’est pas
assez pre´cise, on peut entendre des le´gers « pop ».
Dans la nouvelle version de l’accessoire, le ge´ne´rateur ne sera plus ne´cessaire. La qualite´ audio sera
augmente´e, car le clock externe sera en phase et synchronise´ avec le clock I2S. De plus, le codec audio
pourra s’adapter a` la qualite´ audio choisie.
L’image ci-dessous pre´sente les modifications apporte´es :
Figure 5.12 – Modifications apporte´es a` l’accessoire uGates-mini
Aucun test n’avait pu eˆtre effectue´ avant la fabrication de cette premie`re version. A ce stade, l’accessoire




Le protocole Android Open Accessory de´ja` de´crit permet de transfe´rer facilement des donne´es entre
l’accessoire et le pe´riphe´rique Android via des trames USB Bulk. Ce chapitre traite du protocole de
communication plus « haut niveau » utilise´ entre ces deux pe´riphe´riques, comme le montre une nouvelle















Figure 6.1 – Protocole de communication en couche
La couche « Application protocol » est utilise´e pour construire une vue haut niveau des donne´es e´change´es
et sert d’abstraction mate´rielle. Elle est ge´ne´rique et ne de´pend ni du type d’accessoire USB ni du type
de pe´riphe´rique Android connecte´.
6.1 Introduction
Les donne´es e´change´es entre l’accessoire et le pe´riphe´rique Android sont assigne´es a` des ressources (Re-
source). Elles identifient donc les types de donne´es qui sont partage´es. Cinq types ou interfaces ont e´te´















Figure 6.2 – Types de ressources a` disposition
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Les types de ressources sont de´finis plus pre´cise´ment ci-dessous :
Type Taille Description
Boolean 1 byte Valeur binaire (true/false) pour indiquer l’e´tat d’un bouton ou d’une LED.
Color 3 bytes Composantes RGB d’une couleur (1 byte par couleur).
Byte 1 bytes Valeur entie`re code´e sur 1 byte.
Stream n bytes Donne´es de longueur variable (textes, sons, etc.).
Timestamp 7 bytes Date et heure code´e en String (exemple : 01.05.1990 - 18h30 :22s).
Table 6.1 – Description des types de ressources
Ces types de donne´es peuvent eˆtre compare´s a` des structures de donne´es de taille pre´de´finies, en fonction
du type de l’information a` transmettre. Par exemple, une valeur entie`re 8 bits (de type Byte) peut
servir a` transmettre la valeur d’une entre´e analogique ou le duty cycle d’une sortie PWM. De ce fait,
l’utilisateur ne pourra pas directement cre´er une ressource de type Byte, Boolean, etc. Ces ressources sont
des classes abstraites qui ne peuvent pas eˆtre instancie´es mais qui servent de base pour leurs sous-classes.
La deuxie`me utilite´ de ces classes abstraites est de fournir une interface « type safe » pour les classes qui
en he´ritent.
Le diagramme de classes complet qui pre´sente les ressources et les types disponibles se trouve en annexe
G du rapport.
6.2 Ressources
Les ressources, tels que LEDs, boutons, e´crans et autre E/S de l’accessoire USB sont identifie´es par
un nume´ro (ID) unique ainsi qu’un type. Les types de ressources sont pre´de´finis dans une e´nume´ration
(ResourceType) et de´pendent des diffe´rentes interfaces disponibles.
Chaque ressource dispose de deux me´thodes qui leur permet d’envoyer (accessoire vers Android) et de
recevoir des donne´es via la liaison USB :
1 // Pure virtual method. Must be implemented in subclass.
2 virtual void doJob(uint8_t *data) = 0;
3
4 // Return null if the resource has nothing to send over USB.
5 virtual USBData newData(void) = 0;
Listing 6.1 – De´claration d’une ressource
Lorsque des donne´es USB sont re´ceptionne´es sur l’accessoire, la me´thode doJob de la ressource concerne´e
est appele´e. La ressource concerne´e est connue graˆce a son identifiant, toujours transmis au de´but de la
commande, comme le montre la figure suivante :
Ressource ID Data PDU
USB frame
Figure 6.3 – Format des trames USB
La fonction doJob transmet ensuite le pointeur vers les donne´es (Data PDU) et c’est ensuite a` la ressource
elle-meˆme de les de´coder. La longueur et le type de donne´es sont connus graˆce au type de la ressource.
La me´thode doJob doit donc eˆtre imple´mente´e pour les cinq types de ressources. Ce sce´nario de re´ception
de donne´es est de´crit plus en de´tail dans la section suivante.
La fonction newData permet cette fois-ci aux ressources d’envoyer des donne´es sur l’USB. La fonction
newData de chaque ressource est appele´e pe´riodiquement afin de savoir si l’une d’entre-elles a des nou-
velles donne´es a` transmettre. Si c’est le cas, la longueur et les donne´es sont retourne´es pour eˆtre envoye´es.
Par de´faut, lorsqu’un changement d’e´tat est de´tecte´ sur une entre´e, sa nouvelle valeur est automatique-
ment transmise vers le pe´riphe´rique Android. Le code de la classe Ressource est disponible en annexe
H.
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Le tableau ci-dessous regroupe les types de ressources de l’accessoire uGates-mini. Les actions de lecture
et d’e´criture sont re´sume´es pour les diffe´rents types :
Nom Type Fonction doJob Fonction newData
DigitalOutput Boolean
Commande boole´enne de la
sortie.
Lecture de la dernie`re valeur de
la sortie (copie en cache).
DigitalInput Boolean - Lecture boole´enne de l’entre´e.




Commande du duty cycle de la
sortie PWM.
Lecture de la dernie`re valeur de
la sortie (copie en cache).
LedRGB Color
Modification des duty cycle des
trois sorties PWM pour
modifier la couleur de la LED.
Lecture de la dernie`re valeur de
la sortie (copie en cache).
RTC Timestamp Mise a` jour du timestamp. Retourne le timestamp actuel.
Lcd Stream




Envoi des samples audio vers le
codec externe.
-
Table 6.2 – Types de ressources de l’accessoire uGates-mini
Certains types de ressources sont des entre´es, d’autres des sorties. Il est ne´anmoins possible de lire la
valeur d’une sortie. C’est en fait la dernie`re valeur de celle-ci qui est retourne´e. Ces cas particuliers sont
repre´sente´s en gris dans le tableau.
La liste comple`te des E/S sorties disponibles sur l’accessoire uGates-mini se trouve au chapitre 5.5.
Une commande USB a e´te´ de´finie pour chaque type de ressources. Le de´tail de ces commandes est
disponible en annexe I.
6.4 Re´ception des donne´es sur l’accessoire USB
Le sce´nario ci-dessous pre´sente le traitement des donne´es USB rec¸ues sur l’accessoire. La trame de 4
bytes ci-dessous a e´te´ choisie comme exemple. Elle permet de commander la couleur de la LED RGB,
en l’occurrence la couleur bleue. La LED RGB est identifie´e par l’ID unique 5 (voir chapitre 5.5). Le
sce´nario s’applique pour toutes les ressources, seul le format des commandes varie.




Figure 6.4 – Commande de la LED RGB
On admet que le pe´riphe´rique Android est compatible et correctement connecte´. La trame ci-dessus est
envoye´e a` l’accessoire. Voici comment elle est traite´e par ce dernier :
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:AndroidAccessory
A compatible Android device is connected and the accessory mode is supported.












The RGB led is now blue. New USB data can be sent.
Read USB data
return null
Figure 6.5 – Sce´nario de re´ception de donne´es sur l’accessoire USB
On retrouve tout a` gauche le pe´riphe´rique Android, vu comme acteur externe au syste`me. Le Thread
principal MainThread est en fait une boucle sans fin, puisque le syste`me ne dispose pas de syste`me d’ex-
ploitation. La classe IOController ge`re les ressources de l’accessoire USB. Elles y sont toutes instancie´es
de manie`re statique et sont accessibles via leur ID unique.
L’utilisateur se´lectionne la couleur bleue pour la LED RGB, les donne´es sont envoye´es par le pe´riphe´rique
Android et re´ceptionne´es en RAM par le controˆleur USB de l’accessoire. Par polling, le Thread principal
du syste`me va lire les nouvelles donne´es. Le byte 0 des donne´es identifie de manie`re unique la ressource
concerne´e (voir figure 6.3). La ressource, en l’occurrence la LED RGB, est re´cupe´re´e via la classe IO-
Controller. Les donne´es lui sont envoye´es. Elle se charge de les de´coder. Les composantes rouge (byte 1),
verte (byte 2) et bleue (byte 3) sont extraites. Finalement, la commande write de la classe LedRGB est
appele´e afin de mettre a` jour le duty cycle des trois sorties PWM qui commande la LED RGB.
Le Thread principal appelle pe´riodiquement la me´thode read afin de traiter les nouvelles donne´es rec¸ues.
Dans le cas ou` l’ID ne correspond a` aucune ressource enregistre´e, la commande n’est pas traite´e.
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6.5 Re´ception des donne´es sur Android
Le sce´nario inverse est de´crit dans le diagramme de se´quence ci-dessous. Cette fois-ci, c’est l’accessoire
qui transmet l’e´tat de son bouton. Vu par l’application, le bouton est un BooleanInput.
ButtonController:ctrl1
A compatible accessory is connected and the demo application is running.
A button is pressed on the accessory.











Figure 6.6 – Sce´nario de re´ception de donne´es sur Android
La classe BooleanInput repre´sente une ressource physique. Tous les types de ressources he´ritent de la classe
abstraite AbstractResource. Cette classe dispose de la me´thode onNewUsbData qui permet d’informer a`
une ressource lorsque des nouvelles donne´es lui sont adresse´es (voir figure ci-dessus). La me´thode inverse
sendUSBData permet a` une ressource de transmettre des donne´es a` l’accessoire.
6.6 Utilisation des ressources
Chaque accessoire USB dispose de diffe´rentes E/S, de diffe´rents types. La librairie AndroidAccessoy
de´veloppe´e facilite grandement l’acce`s a` ces ressources. La me´thode getResource permet de re´cupe´rer les
E/S de l’accessoire de trois manie`res diffe´rentes. Les prototypes de cette fonction sont les suivants :
1 public AbstractResource getResource(int index);
2 public AbstractResource getResource(String name);
3 public List <AbstractResource > getResource(ResourceType type);
Listing 6.2 – Prototype des fonctions d’acce`s aux ressources
Voici trois exemples d’utilisation de ces me´thodes :
1. Acce`s a` une ressource via son identifiant unique :
1 AndroidAccessory board = ...
2 Lcd lcd = (Lcd) board.getResource (9);
3 lcd.print("Hello World", 0, 1);
Listing 6.3 – Acce`s a` une ressource via son ID
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2. Acce`s via son nom :
1 AndroidAccessory board = ...
2 Timestamp time = (Timestamp) board.getResource("rtc0");
3 time.write(new Date ());
Listing 6.4 – Acce`s a` une ressource via son nom
3. Acce`s via un type de ressources particulier :
1 AndroidAccessory board = ...
2 List <AbstractResource > list = board.getResource(ResourceType.LED);
3 // Set all LEDs on
4 for (AbstractResource r : list) {
5 BooleanOutput o = (BooleanOutput) r;
6 o.write(true);
7 }
Listing 6.5 – Acce`s a` un type de ressources
L’identifiant et le nom des ressources sont uniques, mais plusieurs ressources du meˆme type peuvent
exister. C’est pourquoi dans le troisie`me exemple ci-dessus, la me´thode getResource retourne une liste de
ressources (nombre de ressources variables). Il est inte´ressant de pouvoir re´cupe´rer toutes les ressources
d’un meˆme type pour par exemple cre´er un controˆleur qui ge`re tous les boutons de l’accessoire et qui
peut donc s’adapter au nombre de boutons disponibles. L’exemple ci-dessus permet d’allumer toutes les
LEDs disponibles sur l’accessoire via la boucle de la ligne 4.
Le dernier exemple ci-dessous pre´sente comment ajouter un callback sur une entre´e, dans ce cas un
bouton :
1 AndroidAccessory board = ...
2 BooleanInput switch0 = (BooleanInput) board.getResource("switch0");
3 switch0.setListener(new OnClickListener () {
4 @Override
5 public void onNewState(BooleanInput input , boolean value) {
6 Log.d(TAG , "New state " + value );
7 }
8 });
Listing 6.6 – Utilisation d’un callback sur une entre´e.
Lorsqu’une entre´e de l’accessoire change d’e´tat, la nouvelle valeur est automatiquement transmise au
pe´riphe´rique Android et l’interface peut par exemple eˆtre mise a` jour dans la fonction onNewState. Il







Comme de´ja` mentionne´ au de´but de ce rapport, le protocole Android Accessory est compatible a` partir
de la version 2.3.4 d’Android, en utilisant une librairie additionnelle pour assurer la compatibilite´. Les
applications de de´monstration de´veloppe´es seront donc compatibles de`s l’API 10 d’Android. Les te´le´-
phones e´quipe´s d’une version moins re´cente ne pourront tout simplement pas installer les applications
qui leur seraient de toute manie`re inutiles sans un accessoire USB.
Les applications de de´monstration sont toutes compatibles avec l’accessoire uGates-mini, de meˆme
qu’avec l’accessoire USB uGates pour l’une d’entre-elles. Les trois applications de´veloppe´es utilisent
les diffe´rentes ressources a` disposition sur les deux accessoires disponibles. Toutes les applications ne
sont malheureusement pas compatibles avec l’accessoire uGates, puisqu’il ne posse`de pas de sortie audio.





Pilotage des E/S des accessoires, comme
les LEDs, les boutons, l’e´cran, etc.
! !
SignalGenerator
Ge´ne´rateur de signaux et amplificateur.
Ne´cessite une sortie audio.
!
WavePlayer
Lecteur de musique pour Android.
Ne´cessite une sortie audio.
!
Table 7.1 – Compatibilite´ des applications Android de´veloppe´es
Les trois applications utilisent une librairie commune qui facilite la communication avec l’accessoire et
qui permet de de´tecter automatiquement si ce dernier est compatible ou non. Le de´veloppeur a ensuite
acce`s aux E/S de l’accessoire.
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Les trois copies d’e´cran suivantes pre´sentent les e´crans communs entre les diffe´rentes applications :
Figure 7.1 – Pre´sentation des applications Android
Lorsque l’accessoire uGates-mini est connecte´, le message de la figure de gauche apparait. Une feneˆtre
s’affiche avec la liste des applications compatibles avec ce dernier. L’utilisateur se´lectionne ensuite l’appli-
cation qu’il souhaite utiliser. La deuxie`me capture, au centre, pre´sente l’e´cran principal des applications.
Un message d’erreur apparait si aucun accessoire n’est connecte´. Finalement, il est possible d’afficher
les informations concernant l’accessoire connecte´ et l’application, comme le montre la copie d’e´cran de
droite.
Le de´veloppement de chaque application est de´taille´ se´pare´ment dans la suite du chapitre. Le code source
complet est disponible sur CD-ROM. Certaines parties de code importantes sont annexe´es.
7.2 Compatibilite´
La librairie Open Accessory est utilise´e par les applications pour communiquer avec l’accessoire USB. De`s
Android 3.1, cette API est supporte´e nativement. Afin de pouvoir supporter les versions d’Android de`s
la version 2.3.4, une librairie additionnelle (Google APIs Add-On) via laquelle l’API est accessible doit
eˆtre inclue dans le projet. Lors de la cre´ation de l’application Android, il est important de se´lectionner
« Android 2.3.3 + Google APIs ». La librairie de compatibilite´ la plus re´cente peut ensuite eˆtre ajoute´e
automatiquement dans le projet via Android Tools, Add Support Library. La figure ci-dessous pre´sente
les diffe´rentes librairies externes utilise´es pour assurer la compatibilite´ de la librairie Open Accessory de`s
les te´le´phones Android 2.3.4 :
Figure 7.2 – Librairies externes Android
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A noter que certains appareils peuvent ne pas supporter l’API Open Accessory bien qu’ils aient une
version d’Android compatible. En effet, chaque fabricant peut choisir les librairies fournies avec ses te´le´-
phones. La ligne de code ci-dessous doit donc impe´rativement eˆtre ajoute´e au manifest de l’application :
1 <uses -feature android:name="android.hardware.usb.accessory" />
Ainsi, les te´le´phones qui ne disposent pas de cette fonctionnalite´ ne pourront pas installer l’application.
De manie`re ge´ne´rale, toutes les « ressources » qu’utilise une application (ex : came´ra, NFC, GPS, etc.)
doivent eˆtre de´clare´es dans le manifest par mesure de se´curite´ (droits d’acce`s aux ressources) ainsi qu’a`
titre d’information pour l’utilisateur lors de l’installation de l’application.
7.3 Manifest
Les applications utilisent un hardware spe´cifique ainsi que des librairies additionnelles. Le manifest de
l’application est donc important. Il regroupe toutes ces informations dans un fichier XML pre´sente´ ci-
dessous :
1 <manifest ...>
2 <uses -feature android:name="android.hardware.usb.accessory" />
3 <uses -sdk android:minSdkVersion="10" />
4 ...
5 <application >
6 <uses -library android:name="com.android.future.usb.accessory" />
7 <activity ...>
8 ...
9 <intent -filter >
10 <action android:name="android.hardware.usb.action.
USB_ACCESSORY_ATTACHED" />
11 </intent -filter >






La ligne n°3 spe´cifie la version minimum du SDK compatible. La ligne 6 indique l’utilisation de la
librairie additionnelle. Il faut ensuite de´clarer une activite´ qui sera charge´e de la communication avec
l’accessoire USB. La ligne 10 permet a` l’activite´ (via un BroadcastReceiver) d’eˆtre informe´e lorsqu’un
accessoire USB est connecte´ ou de´connecte´. Finalement, il est possible de filtrer les accessoires qui peuvent
utiliser l’application. Ce filtre peut eˆtre utilise´ afin de rentre compatible son application uniquement avec
des accessoires d’un certain type, d’une certaine marque, etc. Il est parame´trable a` l’aide d’un fichier
XML qui est re´fe´rence´ par les lignes 12 et 13 ci-dessus. Dans cet exemple, le fichier se trouve dans
« res/xml/accessory filter.xml ».
Le fichier complet appele´ « fichier de filtre » est disponible ci-dessous :
1 <?xml version="1.0" encoding="utf -8"?>
2 <resources >
3 <usb -accessory manufacturer="HEVs" model="uGates" version="1.0" />
4 <usb -accessory manufacturer="Google" model="DemoKit" version="1.0"/>
5 </resources >
La liste des accessoires USB compatibles avec l’application est e´nume´re´e dans ce fichier. Il est possible de
spe´cifier le nom du fabricant, le mode`le et la version de chaque accessoire. Pour rappel, lorsque l’accessoire
se connecte, il transmet les trois informations ci-dessus ainsi qu’un URI et son nume´ro de se´rie. De cette
fac¸on, les accessoires non compatibles peuvent eˆtre filtre´s. Cette liste de compatibilite´ permet aussi de
de´marrer une application compatible avec l’accessoire lors de sa connexion. Le processus de connexion
est de´taille´ dans la suite de ce chapitre.
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7.4 Connexion d’un accessoire USB
Lors de la connexion d’un quelconque accessoire USB, plusieurs e´tapes ont lieu avant de pouvoir com-
muniquer avec ce dernier. Evidemment, par se´curite´, l’utilisateur doit donner son accord pour employer
l’accessoire. Trois sce´narios sont pre´sente´s ci-dessous. Ils sont ge´re´s par la librairie Open Accessory. Les
captures d’e´cran ont e´te´ prises sur un te´le´phone Android 4. Selon les versions du syste`me, ces images
peuvent le´ge`rement varier :
Sce´nario 1 Sce´nario 2 Sce´nario 3
Figure 7.3 – Sce´narios de connexion d’un accessoire USB
Ces sce´narios sont explique´s ci-dessous :
1. Le premier sce´nario, a` gauche, se produit lorsqu’aucune application n’est compatible avec l’acces-
soire connecte´. Autrement dit, l’accessoire identifie´ par son fabricant, son mode`le et sa version n’est
enregistre´ dans aucune application (via le fichier XML de filtre). Le message d’erreur affiche´ est
pre´de´fini. Il est possible de visiter l’uri enregistre´ dans l’accessoire via un browser pour par exemple
te´le´charger une application compatible ou obtenir de plus amples informations.
2. Cette fois-ci, l’accessoire est compatible avec l’application « DemoKit » pre´alablement installe´e
sur le te´le´phone. En cliquant sur OK, l’application s’ouvre automatiquement et la communication
avec cet accessoire peut eˆtre e´tablie. L’utilisateur peut aussi choisir de ne rien faire en annulant
l’ope´ration.
3. Dans le dernier sce´nario, c’est l’utilisateur qui a choisi de de´marrer manuellement l’application
« PrintADKDemo ». Une alerte similaire au deuxie`me sce´nario apparait si l’accessoire connecte´
est compatible. L’utilisateur pourra alors interagir avec ce dernier via l’application. Si l’accessoire
n’est pas compatible, c’est comme s’il n’e´tait pas connecte´.
7.5 Application ge´ne´rique
Plusieurs accessoires USB et cartes de de´veloppement sont disponibles sur le marche´ (voir chapitre 2.2
page 11). Il est donc indispensable de de´velopper une application ge´ne´rique qui puisse communiquer
avec plusieurs d’entre-eux. Ceci peut eˆtre tre`s inte´ressant pour un fabricant qui commercialise plusieurs
accessoires par exemple, car une seule application est publie´e. De plus, l’utilisateur ne devra installer
qu’une seule application.
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Pour mettre un place ce syste`me de ge´ne´ricite´ et de multi-compatibilite´, il faut de´velopper un syste`me
simple qui permet de lister les accessoires compatibles avec l’application de´veloppe´e. C’est une surcouche
qui n’est pas inte´gre´e dans la librairie Open Accessory. Les parame`tres de compatibilite´ des diffe´rentes
cartes seront enregistre´s dans un fichier XML de ressources, tre`s couramment utilise´ dans Android.
L’exemple d’un tel fichier est pre´sente´ ci-dessous. On y retrouve la configuration comple`te de la carte
uGates-mini :
1 <?xml version="1.0" encoding="UTF -8"?>
2 <boards >
3 <!-- uGates -mini Board - TD2012 -->
4 <AndroidAccessory manufacturer="HES -SO Valais"
5 model="uGates -mini" version="1.1">
6 <!-- 3 LEDs - digital outputs -->
7 <DigitalOutput id="0" type="led" name="led0" />
8 <DigitalOutput id="1" type="led" name="led1" />
9 <DigitalOutput id="2" type="led" name="led2" />
10
11 <!-- 2 Switch - digital inputs -->
12 <DigitalInput id="3" type="button" name="switch0" />
13 <DigitalInput id="4" type="button" name="switch1" />
14
15 <!-- LED RGB - color output -->
16 <LedRGB id="5" type="ledrgb" name="ledrgb0" />
17
18 <!-- UART - stream output -->
19 <Uart id="6" type="uart" name="uart0" />
20
21 <!-- RTC - date and time -->
22 <Rtc id="7" type="time" name="rtc0" />
23
24 <!-- Analog potentiometer -->
25 <Pot id="8" type="pot" name="pot0" />
26
27 <!-- LCD screen -->
28 <Lcd id="9" type="lcd" name="lcd0" />
29
30 <!-- Audio output -->
31 <Audio id="128" type="audio" name="audio0"
32 sampleRate="16000" stereo="false" />
33 </AndroidAccessory >
34
35 <!-- HEVs uGates Board -->
36 <AndroidAccessory manufacturer="HEVs" model="uGates" version="1.0">
37 <!-- ... -->
38 </AndroidAccessory >
39
40 <!-- Google DemoKit Board -->
41 <AndroidAccessory manufacturer="Google" model="DemoKit" version="1.0">
42 <!-- ... -->
43 </AndroidAccessory >
44 </boards >
Ce fichier est disponible dans le dossier « res/xml/boards.xml » de l’application et re´fe´rence les accessoires
compatibles. Chaque application de de´monstration dispose de son propre fichier de compatibilite´. Lors
de la connexion d’un accessoire, une fonction ve´rifie si sa configuration est disponible dans le fichier
pre´sente´ ci-dessus. Si tel n’est pas le cas, un message d’erreur sera affiche´ pour informer l’utilisateur que
l’application n’est pas compatible avec cet accessoire.
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Ce processus est re´sume´ dans l’image ci-dessous :
Compatible 
































Figure 7.4 – De´tection d’une application compatible
Afin que cette erreur ne se produise pas, les accessoires doivent eˆtre de´finis a` la fois dans le fichier de
filtres (voir chapitre 7.3 page 40) et dans le fichier de compatibilite´ pre´sente´ ci-dessus.
7.6 Architecture
Les de´veloppements sont divise´s en quatre projets Android. Trois projets sont les applications Android de
de´monstration. Le dernier projet AccessoryLibrary est une librairie Android utilise´e par les trois autres
applications. Elle ne peut pas eˆtre directement exe´cute´e.
Figure 7.5 – Liste des projets Android
Deux fichiers de configuration XML sont ne´cessaires pour la configuration des applications qui commu-
niquent avec des accessoires :
– res/xml/accessory filter.xml
De´finit les accessoires compatibles avec l’application, dans ce cas, les accessoires uGates et uGates-mini.
1 <?xml version="1.0" encoding="utf -8"?>
2 <resources >
3 <!-- Compatible with uGates and uGates -mini Accessories -->
4 <usb -accessory model="uGates -mini" manufacturer="HEVs" version="1.1"/>
5 <usb -accessory model="uGates" manufacturer="HEVs" version="1.0" />
6 </resources >
Listing 7.1 – Exemple d’un fichier de filtres d’accessoires compatibles
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– res/xml/boards.xml
De´finit la configuration et les E/S disponibles pour chaque accessoire compatible avec l’application
(voir chapitre 7.5 page 41).
La librairie met a` disposition la classe UsbAccessoryActivity qui he´rite de la classe Activity d’Android.
Cette classe met a` disposition diffe´rentes me´thodes et attributs pour communiquer facilement avec un
accessoire USB. Voici les me´thodes mises a` disposition par l’interface UsbAccessoryInterface :
1 // Enable/disable the UI if an accessory is connected or not.
2 public void onEnabledControls(boolean enabled );
3 // Called when a compatible Accessory is connected.
4 public void onAccessoryConnected(AndroidAccessory board);
5 // Called when the Accessory is disconnected.
6 public void onAccessoryDeconnected(AndroidAccessory board);
7 // Called if the connected Accessory is not compatible.
8 public void onAccessoryNotCompatible(UsbAccessory a);
Listing 7.2 – Me´thodes fournies par la classe UsbAccessoryActivity
Cette classe ge`re la connexion/de´connexion avec l’accessoire, la ve´rification de sa compatibilite´, l’envoi et
la re´ception des donne´es USB, etc. En he´ritant de cette classe, les applications peuvent donc facilement
utiliser et communiquer avec l’accessoire USB via les diffe´rentes me´thodes pre´sente´es ci-dessus.
7.7 Application IOController
La premie`re application de´veloppe´e permet d’utiliser les entre´es/sorties des accessoires. Elle permet de
tester l’envoi de donne´es bidirectionnelles entre l’accessoire et le pe´riphe´rique Android. Deux onglets
permettent a` l’utilisateur de commander les entre´es, et respectivement les sorties, comme le montrent les
deux captures de l’application ci-dessous :
Figure 7.6 – Captures de l’application IOControl
Pour cet exemple, c’est l’accessoire uGates-mini qui est connecte´. L’entre´e analogique, et l’e´cran LCD ne
sont pas disponibles sur la carte uGates. L’application s’adapte au type d’accessoire connecte´, l’interface
n’est donc pas identique pour les deux kits.
Lorsque l’accessoire uGates-mini est connecte´, son horloge est synchronise´e avec celle du te´le´phone. Le
nom de l’application ainsi que le mode`le du te´le´phone sont inscrits sur l’e´cran LCD, comme le montre
l’image suivante (connexion avec le te´le´phone Nexus S de Google) :
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Figure 7.7 – IOControl - e´cran LCD
Dans l’onglet « Input », on peut visualiser la valeur du potentiome`tre ainsi que l’e´tat ON ou OFF des
deux boutons. Lorsque la valeur d’une entre´e change, l’accessoire envoie automatiquement la nouvelle
valeur vers le pe´riphe´rique Android (event-driven) et l’interface de l’application est mise a` jour. Chaque
entre´e dispose d’une fonction callback qui est appele´e lorsqu’un changement d’e´tat a lieu.
Trois controˆleurs permettent a` l’utilisateur de commander les sorties dans l’onglet « Output ». Tout
d’abord, un se´lecteur 1 permet de modifier la couleur de la LED RGB, ainsi que son intensite´. Les trois
LED vertes de l’accessoire peuvent eˆtre commande´es se´pare´ment via le deuxie`me controˆleur. Finalement,
il est encore possible d’afficher un texte sur l’e´cran de l’accessoire uGates-mini. La position du texte a`
l’e´cran est fixe.
7.7.1 Thread de re´ception des donne´es
Sur Android, un Thread de´die´ permet de re´ceptionner les donne´es envoye´es par USB. Les donne´es rec¸ues
correspondent par exemple a` l’e´tat des boutons de l’accessoire, ou encore a` la valeur du potentiome`tre.
Pour rappel, l’e´tat des entre´es de l’accessoire n’est pas envoye´ pe´riodiquement, mais uniquement lorsque
des changements d’e´tat ont lieu.
Le Thread de re´ception des donne´es est ge´re´ par la classe UsbAccessoryActivity de la librairie Accesso-
ryLibrary. Voici comment les donne´es sont re´ceptionne´es et de´code´es :
Android USB Thread
Create a buffer to 



























The ID is always 
the first byte of 
the command.
Figure 7.8 – Proce´dure de re´ception des donne´es USB sur Android
Le stream d’entre´e est de type FileInputStream. Apre`s avoir cre´e´ un buffer local, la me´thode read du
stream permet de lire les donne´es USB. Le nombre de byte lu est retourne´ par cette me´thode. Une fois
la validite´ de la trame ve´rifie´e, la commande peut eˆtre de´code´e. Le byte 0 indique l’ID de la ressource
concerne´e. Si elle existe, les donne´es lui sont envoye´es via la fonction onNewUSBData (voir chapitre
1. SuperdryColorPicker - http ://code.google.com/p/superdry-colorpicker/
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6.5). Les commandes sont ignore´es si elles ne sont pas valides ou si l’identifiant ne correspond a` aucune
ressource. Le code du Thread de re´ception est disponible en annexe J.
Fermeture de la connexion avec l’accessoire
Les donne´es USB sont lues en boucle par le Thread. La me´thode read est blocante. Lorsque des donne´es
sont rec¸ues, le nombre de byte lu est retourne´. Une exception a lieu lorsque le stream est ferme´.
Lorsque l’accessoire est de´connecte´ ou l’application ferme´e, le Thread de re´ception doit eˆtre arreˆte´ et
le stream USB ferme´. Il est important de libe´rer l’acce`s a` l’accessoire pour permettre par exemple a`
une autre application de l’utiliser. L’utilisation du Thread et la me´thode read bloquante rendent ces
ope´rations difficiles.
Voici l’erreur qui se produit a` la re´ouverture de l’application :
1 E/UsbDeviceManagerJNI (258): could not open /dev/usb_accessory
Listing 7.3 – Erreur du driver USB sur Android
Cette erreur provient du driver C++ USB et indique qu’il est impossible d’ouvrir une connexion avec
l’accessoire. Cela signifie que l’ancienne connexion avec l’application est toujours active, car la me´thode
read du stream bloque la fermeture du Thread. Ce proble`me n’a pas lieu pour la premie`re ouverture de
l’application, mais uniquement si cette dernie`re est ferme´e puis re´ouverte.
A ce stade, la solution la plus suˆre pour fermer correctement la connexion a` l’accessoire est de le de´bran-
cher physiquement du te´le´phone. Le proble`me rencontre´ est « connu » et pourrait provenir de la librairie
de compatibilite´ utilise´e pour le support des te´le´phones de`s Android 2.3.4. Plusieurs proble`mes ont e´te´
rapporte´s a` ce sujet sur le site StackOverflow. Une issue 2 Android est aussi disponible.
Une solution possible consiste a` faire un « soft close ». L’accessoire doit eˆtre informe´ de la fermeture de
l’application et doit envoyer des donne´es (dummy bytes) a` ce moment la`, ce qui permet de de´bloquer
la me´thode read. La connexion avec l’accessoire peut alors eˆtre ferme´e correctement. Cette solution n’a
pas encore pu eˆtre teste´e. Des tests supple´mentaires doivent aussi eˆtre re´alise´s pour savoir si le proble`me
provient uniquement de la librairie de compatibilite´. Afin d’e´viter ce proble`me, les applications qui ne
rec¸oivent pas de donne´es de l’accessoire ne doivent pas activer le Thread de re´ception USB.
7.7.2 Commande de la LED RGB
La LED RGB est commande´e a` l’aide de trois sorties PWM. Chacune d’elles commande une des trois
couleurs primaires, soit le rouge (Red), le vert (Green) et le bleu (Blue), comme le montre la capture
d’oscilloscope ci-dessous :
Figure 7.9 – Controˆle de la LED RGB par PWM
2. http ://code.google.com/p/android/issues/detail ?id=20545
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La fre´quence de toutes les sorties PWM est identique. La variation du duty cycle de chaque composante
permet de varier la couleur finale de la LED. Pour cet exemple, 78% de bleu , 18% de vert et 8% de
rouge, ce qui correspond a` une couleur bleute´e (#142EC7 ).
7.8 Application SignalGenerator
Cette deuxie`me application est compatible uniquement avec la carte uGates-mini, car elle ne´cessite une
sortie audio. Dans un premier temps, la sortie audio est utilise´e pour ge´ne´rer diffe´rents signaux, qui
peuvent eˆtre parame´tre´s depuis l’application Android que voici :
Figure 7.10 – Capture de l’application SignalGenerator
Le layout de l’application est inspire´ de l’application « Local » de Google Maps. Quatre boutons per-
mettent de se´lectionner le type de signal de sortie. Il est possible de ge´ne´rer un sinus, un signal en dents
de scie ainsi qu’un signal carre´.
La fre´quence des signaux est parame´trable et peut varier entre 0 et 1kHz. Afin d’obtenir des signaux
« propres » en sortie (sortie audio 16kHz), la fre´quence maximale des signaux ge´ne´re´s a e´te´ limite´e a`
1kHz.
Cette plage de fre´quence est parfaite pour la de´monstration, les signaux peuvent eˆtre e´coute´s.
La deuxie`me SeekBar permet de re´gler l’amplitude (le volume) des signaux ge´ne´re´s. La sortie audio peut
aussi eˆtre active´e ou de´sactive´e via le bouton Start/Stop.
Enfin, l’utilisateur peut aussi se´lectionner le microphone comme source sonore. Le te´le´phone peut alors
eˆtre utilise´ comme « me´gaphone ». Les sons enregistre´s par le micro sont redirige´s vers la sortie audio
de l’accessoire uGates-mini.
L’e´cran LCD de l’accessoire permet d’afficher le nom de l’application, le type de signal de sortie et sa
fre´quence, comme le montre la figure ci-dessous :
Figure 7.11 – SignalGenerator- e´cran LCD
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7.8.1 Ge´ne´ration des signaux
La fre´quence et l’amplitude des signaux ge´ne´re´s peuvent eˆtre parame´tre´es par l’utilisateur. Les valeurs
des signaux sont des nombres signe´s code´s sur 16 bits. Le volume est compris en 0 et 1.0 et est multiplie´
a` la valeur de sortie.
La fre´quence des signaux ge´ne´re´s est comprise entre 0 et 1000Hz et la sortie audio est a` 16kHz. Bien que
les signaux ge´ne´re´s soient pe´riodiques, le signal est envoye´ comme un stream. En effet, la fre´quence de la
sortie audio n’est pas force´ment un multiple de la fre´quence du signal ge´ne´re´. Il n’est donc pas possible
d’envoyer uniquement une pe´riode du signal, car la taille du circular buffer utilise´ comme buffer audio
sur l’accessoire est fixe. L’imple´mentation de ce buffer est de´crite dans le chapitre 7.9.7.
La me´thode utilise´e pour ge´ne´rer le signal audio de sortie est illustre´e a` l’aide de la figure ci-dessous :
time
<= 1150 samples
Figure 7.12 – Exemple de ge´ne´ration d’un sinus
Prenons l’exemple d’un sinus de fre´quence 500Hz. Un certain nombre de samples ont de´ja` e´te´ envoye´s
vers l’accessoire. La dernie`re valeur envoye´e qui correspond au premier point bleu sur la figure ci-dessus
est sauvegarde´e. Le signal est e´chantillonne´ a` 16kHz, fre´quence de la sortie audio. Le te´le´phone calcule
ensuite les N samples suivants. Les valeurs calcule´es sont repre´sente´es par les points bleus. Le nombre N
de samples a` fournir est calcule´ dynamiquement par le Thread audio et est limite´ a` 1150 samples. Plus de
de´tails sont disponibles dans le prochain chapitre. Le dernier e´chantillon calcule´ est sauve´ et permettra
de connaˆıtre la valeur du prochain sample. La meˆme ide´e est applique´e pour la ge´ne´ration des autres
types de signaux.
Selon le the´ore`me d’e´chantillonnage, la fre´quence des signaux ge´ne´re´s ne doit pas de´passer 8kHz. Cette
fre´quence limite est lie´e aux parame`tres de la sortie audio. Pour garder des signaux qui restent visuel-
lement « propres », surtout dans le cas d’un signal carre´, la fre´quence maximale des signaux ge´ne´re´s
a e´te´ limite´e, avec beaucoup de marge, a` 1kHz. Cette limitation ne pose pas de proble`me pour cette
application de de´monstration, dont le but n’est pas de ge´ne´rer des signaux de fre´quence maximale.
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7.8.2 Mesure des signaux ge´ne´re´s
Les signaux ge´ne´re´s ont e´te´ mesure´s sur la sortie audio de l’accessoire. Le chapitre suivant de´crit comment
les donne´es sont envoye´es puis traite´es par l’accessoire. Voici la mesure des signaux ge´ne´re´s, regroupe´s
sur la meˆme capture d’oscilloscope :
Figure 7.13 – Capture des signaux ge´ne´re´s
On retrouve le signal de sortie du microphone, le signal en dents de scie, le sinus et finalement le signal
carre´. Dans cet exemple, le volume a e´te´ fixe´ a` 50% et la fre´quence a` 150Hz pour tous les signaux ge´ne´re´s.
Le tableau ci-dessous pre´sente les erreurs des trois types de signaux ge´ne´re´s pour diffe´rentes valeurs de
fre´quences :
Signal Fre´quence Mesure Erreur
Sinus
100 Hz 0101.57 Hz 1.57%
0500 Hz 0508.44 Hz 1.68%
1000 Hz 1017.30 Hz 1.73%
Sawtooth
100 Hz 0101.73 Hz 1.73%
0500 Hz 0508.64 Hz 1.73%
1000 Hz 1017.50 Hz 1.75%
Square
100 Hz 0101.73 Hz 1.73%
0500 Hz 0508.60 Hz 1.72%
1000 Hz 1017.00 Hz 1.70%
Table 7.2 – Mesures de pre´cision des signaux ge´ne´re´s
Le but de cette application de de´monstration n’est pas d’obtenir le signal le plus pre´cis possible. L’erreur
mesure´e reste faible, elle se situe entre 1.5 et 2 %. Entre 100 et 1000Hz, elle est inde´pendante de la
fre´quence et du type de signal ge´ne´re´. La fre´quence d’envoi des trames audio depuis Android est le´ge`re-
ment plus rapide que la fre´quence re´elle de la sortie audio. Ceci explique la le´ge`re diffe´rence de fre´quence
mesure´e.
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7.9 Application WavePlayer
Cette dernie`re application de de´monstration permet a` l’utilisateur, via un lecteur audio, d’e´couter de la
musique stocke´e sur son te´le´phone et de la diffuser sur la sortie audio amplifie´e de la docking station.
Elle se pre´sente sous cette forme :
Figure 7.14 – Capture de l’application WavePlayer
Les musiques compatibles avec la sortie audio de l’accessoire sont affiche´es dans la liste. Si aucun fichier
audio n’a e´te´ trouve´, un message d’erreur est affiche´, comme le montre la figure de gauche ci-dessus.
Dans la liste principale, on y retrouve le titre et le nom du fichier audio. En cliquant sur un des titres,
la musique correspondante est joue´e sur la sortie audio de l’accessoire uGates-mini. Il est possible de
changer le titre en cours de lecture a` tout moment. Lorsqu’une chanson est en cours de lecture, deux
boutons permettent de mettre en pause ou de stopper la lecture. La dure´e du fichier audio est aussi
affiche´e.
Le titre de la chanson en cours de lecture, la dure´e totale de celle-ci ainsi que le nom de l’application
sont affiche´s sur l’e´cran de l’accessoire. En voici un aperc¸u :
Figure 7.15 – WavePlayer- e´cran LCD
Le volume de la musique peut eˆtre re´gle´ directement sur la docking-station a` l’aide du potentiome`tre de
la carte d’extension.
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7.9.1 Audio sur Android
Nous allons nous inte´resser aux diffe´rentes fonctionnalite´s disponibles sur Android pour utiliser l’audio et
travailler avec des sons. Les aspects de la vide´o ne seront pas aborde´s. Les classes principales du package
android.media sont de´crites dans le tableau ci-dessous :
Nom Description
android.media.MediaPlayer Lecteur ge´ne´rique pour de l’audio ou de la vide´o. Exemple :
lecture d’un fichier audio local ou en streaming. Un grand
nombre de formats audio peuvent eˆtre de´code´s.
android.media.audiofx.Visualizer Permet de re´cupe´rer le flux audio a` des fins de visualisation.
Exemple : affichage de l’amplitude ou du spectre fre´quentiel
audio.
android.media.MediaRecorder Permet d’enregistrer de l’audio ou de la vide´o.
Exemple : enregistrement du micro et cre´ation d’un fichier audio.
android.media.AudioTrack Permet de jouer une piste audio brute a` l’aide d’un flux PCM
brute.
android.media.AudioManager Gestionnaire de volume et de sonnerie du te´le´phone. Permet
d’enclencher le micro, de re´gler le volume des haut-parleurs, etc.
android.media.AudioRecord Cette classe permet d’enregistrer de l’audio depuis diffe´rentes
sources, dont le micro du te´le´phone.
Table 7.3 – Classes audio sur Android
La classe MediaPlayer est la plus standard. Elle est disponible sur tous les OS et permet de de´coder
des sons et des vide´os. Les sources sonores peuvent eˆtre multiples et provenir directement du micro du
te´le´phone, d’un fichier audio ou d’un flux (radio en streaming). Un grand nombre de formats audio sont
pris en charge 3 et de´code´s par le MediaPlayer.
La classe MediaRecorder permet d’enregistrer une source audio (exemple microphone) dans un fichier
standardise´, qui pourra eˆtre rejoue´ plus tard par le MediaPlayer. Le volume des haut-parleurs du te´-
le´phone peut eˆtre re´gle´ via la classe AudioManager qui donne acce`s a` un service de l’OS. Cette classe
permet aussi d’activer ou de de´sactiver le microphone. Enfin, la classe AudioTrack peut eˆtre utilise´e pour
de´coder des flux audio PCM qui seraient par exemple rec¸us en streaming.
On remarque donc qu’a` l’aide des diffe´rentes classes pre´sente´es ci-dessus, tout est fait pour lire facilement
des fichiers multime´dia, pour jouer des sons, effets sonores, etc. Il est cependant plus complexe de re´aliser
l’ope´ration inverse. Seule la classe Visualizer permet de re´cupe´rer un flux audio. Cette classe fait partie du
package media.audiofx. Comme son nom l’indique, elle permet de re´cupe´rer l’audio en cours de lecture,
d’un MediaPlayer ou d’un AudioTrack, ceci a` des fins de visualisation. Elle posse`de deux fonctions
principales :
1. Re´cupe´rer la forme d’onde du stream audio joue´. La fonction Visualizer.getWaveForm() retourne
un tableau de bytes qui repre´sente des samples PCM 8 bits, mono, non signe´s.
2. La fonction Visualizer.getFft() effectue une FFT 4 simple et retourne une capture spectrale du son.
La fonction getWaveForm() fournit uniquement des samples PCM 8 bits. Aucune autre configuration
n’est possible. Cette classe convient donc parfaitement pour la re´alisation d’un vu-me`tre ou d’un gra-
phique spectral par exemple. Les samples PCM sont de trop mauvaise qualite´ pour eˆtre utilise´s. C’est
sans doute par choix de performances que Google ne permet pas d’augmenter la qualite´ de ces samples.
7.9.1.1 Microphone
Il faut encore mentionner le microphone des te´le´phones. Ce dernier est une ressource audio vue comme
un capteur qui peut eˆtre active´ ou de´sactive´. La classe AudioRecord permet de lire facilement les sons
enregistre´s par le micro. L’encodage des samples fournis par le micro peut eˆtre parame´tre´, comme le
montre l’exemple de code suivant :
3. Liste des formats audio et vide´o supporte´s - http ://developer.android.com/guide/appendix/media-formats.html
4. Fast Fourier transform : http ://en.wikipedia.org/wiki/Fast Fourier transform
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1 int bufferSize = AudioRecord.getMinBufferSize (16000 , AudioFormat.CHANNEL_IN_MONO ,
2 AudioFormat.ENCODING_PCM_16BIT );
3
4 byte[] buffer = new buffer[bufferSize ]; // Audio buffer in bytes
5
6 // Configure audio output
7 AudioRecord recorder = new AudioRecord(AudioSource.MIC , 16000,




12 // Audio loop
13 while (...) {
14 // Read the microphone audio stream
15 int n = recorder.read(buffer , 0, buffer.length );
16 ...
17 }
Listing 7.4 – Encodage des samples audio du micro.
Tout d’abord, en ligne 1, la me´thode getMinBufferSize calcule le nombre minimal de bytes ne´cessaires
pour stocker les samples du micro. La taille du buffer de´pend bien suˆr de la qualite´ audio choisie.
La classe AudioRecord peut ensuite eˆtre instancie´e en spe´cifiant les parame`tres audio (ligne 7). Dans cet
exemple, la source audio d’entre´e est le micro. Le flux audio est un flux mono, encode´ en PCM 16 bits a`
16kHz.
Finalement, la me´thode read permet de lire les samples du micro, selon la configuration choisie. Les
samples sont sauve´s dans un buffer. La me´thode read permet de re´cupe´rer des samples 8 ou 16 bits,
en fonction du type de buffer de´clare´. Dans cet exemple, les sample PCM 16 bits sont de´compose´s
en 2 bytes (little indian). La lecture du stream audio du micro doit eˆtre re´alise´e dans un Thread. Le
microphone peut eˆtre de´sactive´ via la me´thode setMicrophoneMute de la classe AudioManager. A noter
que l’enregistrement du micro ne´cessite la permission android.permission.RECORD AUDIO.
7.9.1.2 Synthe`se
Aucune fonction de l’API Android ou de service de l’OS ne permettent de re´cupe´rer un flux audio de
qualite´. Pour pouvoir tout de meˆme utiliser la sortie audio de l’accessoire uGates-mini, plusieurs solutions
sont envisageables.
La premie`re solution consiste a` ne pas utiliser le de´codeur audio d’Android, mais plutoˆt son propre
de´codeur audio. Des de´codeurs audio « ge´ne´riques » et open-source sont disponibles sur le marche´. Une
fois porte´ sur Android, un tel de´codeur permettrait de lire des fichiers audio stocke´s sur le te´le´phone,
de les de´coder selon les parame`tres audio choisis, et finalement le stream audio pourrait eˆtre envoye´
vers l’accessoire USB. La librairie MAD 5 est un de´codeur audio qui pourrait par exemple eˆtre utilise´. Il
permet de de´coder des fichiers MP3 et fournit un stream PCM 24 bits en sortie. Le portage d’une telle
librairie sur Android ne´cessite l’utilisation du NDK et de JNI. Un article inte´ressant[8] pre´sente quelques
e´le´ments concernant le portage de libmad sur Android.
La deuxie`me solution, plus simple, consiste a` de´coder manuellement un fichier audio de type pre´de´fini,
comme les fichiers Wave. En effet, le format audio Wave est un format non-compresse´. Les samples
audio peuvent donc eˆtre facilement extraits, sans algorithmes particuliers. La taille de ces fichiers non-
compresse´s peut s’ave´rer assez importante. De ce fait, les fichiers audio seront stocke´s sur la carte SD du
te´le´phone.
La deuxie`me solution ne permet pas de lire tous les types de fichiers audio, mais elle est plus simple a`
mettre en œuvre. N’ayant jamais travaille´ avec le NDK d’Android, le portage de libmad peut s’ave´rer trop
long a` re´aliser dans le temps imparti. C’est pourquoi la deuxie`me solution a e´te´ choisie. Malheureusement,
seul un format audio Wave de type pre´de´fini pourra eˆtre de´code´. Cette solution a l’avantage de pouvoir
de´ja` tester le hardware de l’accessoire et de pouvoir tester le Thread audio qui est charge´ d’envoyer les
samples audio vers l’accessoire.
5. MAD (MPEG Audio Decoder) - http ://sourceforge.net/projects/mad/
HES-SO Valais 52
Travail de diploˆme - Android docking station 7.9 Application WavePlayer
7.9.2 Lecture de fichiers Wave
Les fichiers audio Wave sont des fichiers audio non compresse´s. La lecture des samples qui composent le
fichier est donc triviale. C’est pour cela que ce type de fichier a e´te´ choisi. Le format des fichiers Wave













Figure 7.16 – Format Wave simplifie´
Les fichiers Wave supportent plusieurs types d’encodage. Ces parame`tres sont disponibles dans le header.






20 2 AudioFormat 1 PCM audio data (pas de compression)
22 2 NumChannels 1 Audio mono
24 4 SampleRate 16000 16000 kHz
34 2 BitsPerSample 16 16 bits par sample
Table 7.4 – Encodage des fichiers Wave
Si ces parame`tres ne correspondent pas, le fichier audio est conside´re´ comme incompatible.
7.9.3 Export de fichiers audio compatibles
Afin d’obtenir des fichiers audio Wave compatibles, le logiciel Audacity 6 a e´te´ utilise´. Il permet de
convertir une large gamme de fichiers et de formats audio, comme les fichiers mp3 par exemple. La liste
comple`te des formats supporte´s est disponible sur le site officiel.
Une fois la source audio importe´e, les pistes ste´re´o doivent d’abord eˆtre se´pare´es en deux pistes mono via
l’option « Se´parer ste´re´o vers mono ». Une des pistes doit ensuite eˆtre supprime´e, car le fichier de Wave
de sortie doit eˆtre mono. Les parame`tres d’exportation du Wave sont :
– format Wave
– 16 bits PCM - signe´
– 16000Hz - mono
6. Enregistrement et e´dition de sons - http ://audacity.sourceforge.net/
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Les captures ci-dessous proviennent du logiciel Audacity. On retrouve a` gauche le format d’exportation
correct et a` droite l’ouverture d’un fichier Wave compatible.
Figure 7.17 – Encodage d’un fichier Wave avec Audacity
7.9.4 Re´cupe´ration des fichiers audio
Tous les fichiers audio compatibles avec la sortie audio de l’accessoire sont affiche´s dans la liste de
l’application. Les fichiers audio ne sont pas stocke´s dans l’application, mais directement sur le te´le´phone
(sur la carte SD par exemple). L’utilisateur pourra ainsi utiliser ses propres fichiers audio et en ajouter
facilement. Il pourra aussi les utiliser avec n’importe quelle autre application audio.
La classe MediaStore permet de re´cupe´rer des fichiers multime´dias stocke´s sur la me´moire interne comme
externe du te´le´phone, comme le montre le code suivant. Ce code ne ne´cessite aucune permission sur
Android.
1 // Informations about a song
2 String [] proj = { MediaStore.Audio.Media._ID , // song id
3 MediaStore.Audio.Media.DATA , // song path
4 MediaStore.Audio.Media.DISPLAY_NAME , // song name
5 MediaStore.Audio.Media.SIZE , // song size
6 MediaStore.Audio.Media.TITLE , // song title
7 MediaStore.Audio.Media.DURATION // song duration [ms]
8 };
9 // Select audio files with a .wav extension
10 String select = MediaStore.Audio.Media.DATA + " like ’%.wav’";
11 // Get all audio files with an SQL request
12 mCursor = managedQuery(MediaStore.Audio.Media.EXTERNAL_CONTENT_URI ,
13 proj , select , null , null);
Listing 7.5 – Re´cupe´ration des fichiers audio sur Android
La me´thode managedQuery de la classe Activity est utilise´e pour ne re´cupe´rer que les fichiers audio
de type « .wav ». Plusieurs informations concernant le fichier audio sont sauve´es, comme son nom, son
emplacement, sa dure´e, etc (ligne 2). Ce premier filtre est re´alise´ a` l’aide de la requeˆte SQL de la ligne
10.
Le Cursor retourne´ par la me´thode managedQuery est ensuite mis en forme dans la liste a` l’aide d’une
SimpleCursorAdapter. Un message est affiche´ si aucun fichier audio n’a e´te´ trouve´.
7.9.5 Compatibilite´ des fichiers audio
Le premier filtre applique´ sur le type et l’extension des fichiers audio n’est pas suffisant. Diffe´rents
encodages sont disponibles pour les fichiers Wave et seul un type est compatible avec la sortie audio de
l’accessoire.
Avant de jouer le fichier audio, a` son ouverture donc, le header du fichier Wave est analyse´. En cas de
non-compatibilite´, un message d’erreur est affiche´ et le fichier ne sera pas joue´. Le test de compatibilite´
est re´alise´ a` l’aide de la classe WaveHeader, comme montre´ dans le code suivant (simplifie´) :
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1 // Open the selected Wave with the file path
2 InputStream in = ...;
3
4 // Read the Wave header
5 WaveHeader header = new WaveHeader ();
6 header.read(in);
7
8 // Check the file compatibility
9 if (header.getFormat () != FORMAT_PCM ||
10 header.getNumChannels () != 1 ||
11 header.getSampleRate () != 16000) {
12 // Wave format not compatible. An error message is displayed.
13 }
Listing 7.6 – Test de compatibilite´ des fichiers Wave
7.9.6 Trames audio USB
Les donne´es du fichier Wave sont lues et transmises par paquet. Ces derniers sont envoye´s a` intervalle
re´gulier et peuvent contenir un nombre de samples variables, comme le montre la figure ci-dessous :
0x80 Audio PCM data
USB audio frame





Figure 7.18 – USB audio frames
La sortie audio mono est identifie´e par l’ID 128. Les trames audio sont transmises toutes les 30ms environ
par le Thread de´die´ de l’application Android. Il est important de respecter un de´lai entre l’envoi de deux
trames, afin qu’elles puissent eˆtre de´code´es se´pare´ment. Ce de´lai est re´alise´ avec la fonction Thread.sleep
de Java. Selon les mesures re´alise´es, ce de´lai peut varier, par exemple lorsque la charge du processeur est
e´leve´e. C’est pourquoi le nombre d’e´chantillons de chaque trame doit eˆtre variable.
Il est possible de transmettre jusqu’a` 2300 bytes de donne´es audio par trames, soit 1150 samples (mono,
PCM 16 bits). Le de´bit the´orique maximum qui peut eˆtre de´livre´ par l’application est alors de :





k = 38.34k16k = 2.4
Ce de´bit maximal the´orique est presque 2.5 fois plus rapide que la sortie audio a` 16kHz de l’accessoire.
La taille et la fre´quence d’envoi des trames audio permettent donc d’avoir suffisamment de marge en
cas de ralentissement du coˆte´ d’Android. Cette marge doit eˆtre suffisante afin d’e´viter a` tout prix un
phe´nome`ne de famine (starving), qui correspondrait a` un manque d’e´chantillons audio sur la docking
station. Aussi, pour e´viter ce phe´nome`ne, la fre´quence de la sortie audio a e´te´ le´ge`rement acce´le´re´e dans
le Thread audio, ce qui permet de garantir l’arrive´e suffisante de nouveaux e´chantillons sur l’accessoire.
Dans le cas ou` le buffer de re´ception est plein, le surplus d’e´chantillons est ignore´.
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La taille optimale des trames audio est calcule´e par le Thread audio avant chaque envoi a` l’aide de
la fonction System.nanoTime(). Le nombre moyen de samples envoye´s peut eˆtre calcule´ de la manie`re
suivante :
Algorithme 7.2 Nombre moyen de samples audio envoye´s par USB
NsamplesMOY = 16kHz · 30ms = 2300 bytesk = 480 samples = 960 byte
Le nombre de samples contenu dans chaque frame fait partie du header. Le code du Thread audio est
disponible en annexe K.
7.9.7 Circular audio buffer
Du coˆte´ de l’accessoire, la re´ception des donne´es audio a e´te´ imple´mente´e a` l’aide d’un circular buffer. Ce
buffer permet de stocker 3000 samples 32 bits ste´re´o. L’imple´mentation du circular buffer est illustre´e a`










Figure 7.19 – Audio circular buffer
La zone en bleu fonce´ ci-dessus repre´sente les donne´es audio non lues, la zone en bleu clair la zone libre.
Deux pointeurs sont utilise´s pour respectivement e´crire et lire des donne´es. La zone de me´moire libre
se situe donc entre ces deux pointeurs (read - write). Lorsque des nouvelles donne´es arrivent par USB,
elles sont copie´es dans ce buffer audio et le pointeur d’e´criture est incre´mente´ ou reboucle´. Les anciennes
donne´es sont automatiquement e´crase´es.
Lorsque le buffer est plein, 3000 samples par canaux sont stocke´s. Voici le temps que met le buffer pour
se vider comple`tement :
Algorithme 7.3 Temps pour vider comple`tement le buffer audio
Tbuffer = 3000 samples16 kSamples/s = 187.5ms
Apre`s ce temps, toutes les donne´es du buffer audio auront e´te´ lues.
Le controˆleur GPDMA (General Purpose DMA) du processeur est configure´ pour envoyer les samples
audio contenus dans le buffer vers la FIFO de sortie du controˆleur I2S. Un codec audio de´code ensuite
les donne´es transmises par I2S. La copie des donne´es est automatise´e par le controˆleur DMA hardware,
aucun traitement ne peut donc eˆtre effectue´ sur les samples audio. Ces derniers doivent eˆtre stocke´s selon
le format requis par le controˆleur I2S, illustre´ dans la figure ci-dessous :
UM10360 All information provided in this document is subject to legal disclaimers. © NXP B.V. 2010. All rights reserved.
User manual Rev. 2 — 19 August 2010 489 of 840
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Fig 113. FIFO contents for various I2S modes
LEFT + 17    0 RIGHT + 17    0 LEFT7    0 RIGHT7    0
Stereo 8-bit data mode
N + 37    0 N + 27    0 N + 17    0 N7    0
Mono 8-bit data mode
N + 115             0 N15             0
Mono 16-bit data mode
LEFT15             0 RIGHT15             0
Stereo 16-bit data mode
N31             0
Mono 32-bit data mode
LEFT31             0
Stereo 32-bit data mode
N
RIGHT31             0 N + 1
Figure 7.20 – Format des donne´es du buffer audio
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La figure ci-dessus est extraite du datasheet du processeur LPC1758. D’autres configurations sont dis-
ponibles : mono/ste´re´o, 8/16 ou 32 bits. La sortie audio de la carte uGates-mini est configure´e en ste´re´o
16 bits, 16kHz.
Le controˆleur DMA est parame´tre´ pour copier toutes les donne´es contenues dans le buffer audio vers
la FIFO I2S. Il s’agit donc d’un transfert de me´moire a` pe´riphe´rique (M2P - Memory to peripheral).
Une interruption DMA a lieu lorsque la copie des donne´es est termine´e. Le nouveau transfert doit eˆtre
de´marre´ manuellement. Le contenu du circular buffer est copie´ en boucle vers la sortie I2S. Le codec
audio dispose d’une entre´e mute (GPIO) qui permet de la de´sactiver la sortie audio.






Des tests individuels ont e´te´ re´alise´s pour chaque partie des de´veloppements. A ce jour, l’accessoire USB
uGates-mini dispose des fonctions ne´cessaires pour communiquer avec un syste`me Android compatible
avec le protocole Android Accessory version 1.
Les applications Android ont quant a` elles e´te´ teste´es avec plusieurs te´le´phones du marche´. Les tests de
fonctionnement globaux du syste`me sont re´sume´s ci-dessous :







L’application est compatible avec tous
les te´le´phones. La communication USB
via ADK est fonctionnelle. Le
comportement de l’application est






Android 2.3.2 et 2.3.3 ne sont pas
compatibles avec le protocole Android
Accessory. Les te´le´phones ne sont donc
pas de´tecte´s par l’accessoire USB.
Aucune communication n’est possible.
Ils peuvent seulement eˆtre recharge´s.
!
Table 8.1 – Tests de couplage entre Android et l’accessoire USB
Les re´sultats attendus ont e´te´ obtenus. Le couplage Android - accessoire est re´ussi pour les appareils
e´quipe´s d’Android 2.3.4 et plus.
Le Samsung Galaxy Ace et le HTC Desire sont des te´le´phones qui ne disposent malheureusement pas
d’une version d’Android assez re´cente pour supporter le protocole Android Accessory. Ils ne sont donc
pas de´tecte´s par l’accessoire.
Par exemple, HTC n’a pas pre´vu de mettre a` jour le Desire te´le´phone vers Android 4 car il est juge´ trop
vieux. Il est remplace´ par des mode`les plus re´cents comme le HTC Desire S, Desire HD, etc. qui eux sont
compatibles.
8.2 Proble`mes rencontre´s
Au de´part du projet, des tests ont e´te´ re´alise´s avec le stack USB Host d’exemple fournit par NXP. Des
modifications ont duˆ y eˆtre apporte´es pour qu’il soit plus robuste et qu’il puisse eˆtre inte´gre´ dans un
projet plus complexe. Un effort particulier a e´te´ entrepris afin de supprimer les me´thodes bloquantes et
de mieux ge´rer les erreurs et les exceptions.
Le processeur utilise´ sur la carte uGates-mini dispose d’un total de 64 kB de SRAM. Elle est divise´e en 3
sections disctintes. 32 kB sont disponibles pour le code et 2x16 kB pour les pe´riphe´riques. Les diffe´rents
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buffer utilise´s ont duˆ eˆtre re´partis dans ces diffe´rentes me´moires. Des de´bordements de me´moire ont
e´te´ constate´s lors de l’utilisation de l’allocation dynamique de me´moire. De ce fait, l’espace me´moire
ne´cessaire est alloue´ de manie`re statique. L’ajout d’un syste`me d’exploitation embarque´ faciliterait la
gestion de la me´moire. De plus, des Thread permettraient de mieux de´coupler les ope´rations et de rendre
plus prioritaires celles qui sont critiques.
La configuration du controˆleur GPDMA (General Purpose DMA) du processeur est complexe a` configurer
du fait de sa ge´ne´ricite´. Comme de´ja` explique´, il est utilise´ pour copier le buffer audio vers le controˆleur
I2S. Lorsqu’un transfert est termine´, la nouvelle copie doit eˆtre rede´marre´e manuellement. Le controˆleur
dispose d’un syste`me de linked-list qui peut eˆtre utilise´ afin de copier des zones de me´moires non-
contigue¨s. Il semble que ce syste`me ne permette pas de rede´marrer automatiquement la copie des donne´es.
Des optimisations devront eˆtre effectue´es afin d’augmenter la qualite´ de la sortie audio. Les fre´quentes
interruptions USB et DMA ont aussi pose´ des proble`mes pour le de´buguage du code.
Du coˆte´ d’Android, trois applications peuvent communiquer avec la docking station via USB. Le cycle
de vie de chaque application a duˆ eˆtre correctement ge´re´ pour permettre l’utilisation des diffe´rentes
applications Android avec le meˆme accessoire. Comme de´crit au chapitre 7.7.1-Thread de re´ception des
donne´es, la fermeture de la communication avec l’accessoire USB pose encore des proble`mes dans certains
cas.
Enfin, la fragmentation des versions Android est un proble`me re´current. Diffe´rentes librairies addition-
nelles de compatibilite´ ont duˆ eˆtre utilise´es afin de rendre les applications de´veloppe´es compatibles avec
le plus grand nombre de versions.
8.3 Ame´liorations futures
Dans sa version actuelle, l’accessoire USB uGates-mini est ope´rationnel. Les modifications et ame´liora-
tions de´crites dans le chapitre 5.11-Modifications devront eˆtre apporte´es pour la prochaine version du kit.
Sa taille pourra eˆtre re´duite en supprimant par exemple les points de mesure pre´vus sur le prototype. Les
aspect me´caniques n’ont pas e´te´ aborde´s durant ce projet. L’ajout d’un boˆıtier pour l’accessoire pourrait
eˆtre envisage´.
Par manque de temps, le JTAG inte´gre´ a` l’accessoire n’a pas encore e´te´ teste´. Une sonde JTAG externe
a e´te´ utilise´e et a permis de programmer rapidement le processeur. Il sera teste´ durant l’e´te´, avant la
fabrication de la nouvelle version de l’accessoire.
La sortie audio de la carte uGates-mini a e´te´ configure´e a` 16 kHz. Ce choix a permis de tester le hard-
ware de la carte. Pour l’instant, seule cette configuration est disponible. Des optimisations permettront
d’ame´liorer la qualite´ audio pour atteindre par exemple celle d’un CD audio, soit 44.1 kHz. Plusieurs
configurations pour la sortie audio pourraient alors eˆtre propose´es.
Les E/S des accessoires USB doivent eˆtre configure´es dans un fichier de compatibilite´ XML utilise´ par
l’application Android. Pour eˆtre encore plus ge´ne´rique, la configuration des accessoires pourrait eˆtre
transmise au te´le´phone lors de sa connexion. Ainsi, les accessoires pourraient eˆtre modifie´s sans qu’une
mise a` jour de l’application soit ne´cessaire. Le firmware de l’accessoire pourrait aussi eˆtre mis a` jour
directement depuis le te´le´phone, lorsque de nouvelles versions seraient disponibles.
Finalement, de nouvelles fonctionnalite´s ont e´te´ ajoute´es dans la version 2 d’Android Accessory. Il se-
rait inte´ressant d’analyser les modifications et nouveaute´s apporte´es afin de rendre l’accessoire USB




Le couplage entre l’accessoire USB et le syste`me Android est re´ussi. L’accessoire USB supporte pleinement
le protocole Android Accessory spe´cialement de´veloppe´ par Google pour une telle application. La carte
uGates-mini fait office de docking station pour tous les appareils Android e´quipe´s d’Android 2.3.4 et
supe´rieur, ce qui repre´sente aujourd’hui plus de 75% des syste`mes Android disponibles sur le marche´,
te´le´phones et tablettes confondus. Les appareils non compatibles disposent d’une version d’Android
publie´e il y a plus de deux ans, donc avant la spe´cification du protocole Android Accessory. Le pourcentage
des te´le´phones non compatibles va encore diminuer. Les anciens te´le´phones qui ne disposent pas de mises
a` jour vers Android 4 vont ainsi peu a` peu disparaˆıtre et eˆtre remplace´s par des mode`les plus re´cents.
Le syste`me ge´ne´rique de ressources mis en place pour partager des donne´es entre le pe´riphe´rique Android
et la docking station permet d’ajouter facilement d’autres entre´es/sorties ou capteurs a` l’aide de carte
d’extension par exemple. Les pe´riphe´riques Android sont des syste`mes embarque´s tre`s complexes qui
disposent d’une grande puissance de calcul ainsi que d’une grande varie´te´ de capteurs et d’interfaces.
L’exemple de ce couplage re´ussi de´montre que les syste`mes Android peuvent maintenant eˆtre inte´gre´s dans
des installations existantes pour y ajouter, par exemple, une interface homme-machine ou pour utiliser
leurs interfaces et capteurs, tels que came´ra, GSM ou Wi-Fi. De plus, le syste`me de compatibilite´ mis
en place permet d’utiliser une application Android avec plusieurs stations d’accueil qui ne disposeraient
pas force´ment du meˆme hardware.
Le prototype « proof of concept » de´veloppe´ ne´cessite encore quelques ame´liorations mais il dispose de´ja`
des fonctions que l’on retrouve sur les docking station vendues sur le marche´. La miniaturisation et l’aspect
me´canique de la docking station restent a` e´tudier afin d’envisager un produit final commercialisable,
pouvant concurrencer les produits disponibles des autres marques de te´le´phone.
Le bilan du projet est tre`s positif. La fabrication d’une deuxie`me version de l’accessoire uGates-mini est
d’ores et de´ja` pre´vue dans un prochain projet. Simultane´ment, plusieurs ame´liorations pour la deuxie`me
version du protocole Android Accessory ont e´te´ pre´sente´es par Google et seront disponibles dans la
nouvelle version d’Android 4.1 Jelly Bean. Google souhaite faciliter le de´veloppement de docking station
Android, peu de mode`les e´tant disponibles sur le marche´. Par exemple, le mode audio de´veloppe´ dans ce
projet est maintenant fourni directement par le syste`me d’exploitation graˆce a` Android Accessory version
2.
Au final, ce projet a permis de de´montrer un couplage USB re´ussi entre la docking station et le syste`me
Android et son ade´quation avec les de´veloppements re´alise´s par Google.
« Android Open Accessories : A Bright Idea ! »
Source : http ://android-developers.blogspot.com
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comparis.ch zur Verbreitung von Smartphones 
 
2,9 Millionen Schweizer haben ein Smartphone 
 
Rund 48 Prozent oder praktisch jeder zweite Schweizer besitzt ein iPhone oder ein anderes 
Smartphone. Bei den jungen Erwachsenen sind es sogar rund vier von fünf Personen. Das 
geht aus einer repräsentativen Umfrage des Internet-Vergleichsdienstes comparis.ch unter 
mehr als 1200 Personen hervor. 
 
Zürich, 20. März 2012 – Der eine hat’s, der andere nicht; im Alltag präsent ist das Smartphone 
alleweil. Doch wie stark verbreitet sind iPhones, Android-Geräte und weitere multimediale Tau-
sendsassas tatsächlich? comparis.ch wollte es wissen und hat dazu in einer repräsentativen Um-
frage mehr als 1200 Personen zwischen 15 und 74 Jahren befragt. Durchgeführt wurde die Um-
frage durch das Marktforschungsinstitut Link Ende Februar 2012. Aus den Angaben geht hervor, 
dass heute praktisch jeder zweite Schweizer ein Smartphone besitzt: 48 Prozent der Befragten 
gaben an, ein Mobiltelefon mit Touchscreen und Internetzugang zu haben. Hochgerechnet auf die 
ständige Schweizer Wohnbevölkerung zwischen 15 und 74 Jahren, haben also 2,9 Millionen Per-
sonen ein Smartphone. Noch Ende 2007 besassen lediglich 3 Prozent der Befragten ein Smart-
phone. Dies zeigen die Antworten auf die Frage, wann sich die Smartphone-Besitzer erstmals ein 
solches Gerät gekauft haben. 
 
Rasantes Wachstum innert nur vier Jahren 
«Die vielseitigen Funktionen des Smartphones überzeugen offenbar immer mehr Leute», sagt 
Ralf Beyeler, Telecom-Experte von comparis.ch, als Erklärung für die enorme Verbreitung. Mit 
dem Eintritt von Apple in den Schweizer Markt Mitte 2008 setzte die Ausbreitung in vollen Zügen 
ein. Seither steigt die Kurve steil an (Grafik 1): 23 Prozent der Smartphone-Besitzer haben ihr 
erstes Smartphone im Jahr 2010 gekauft, 37 Prozent im Jahr 2011. Mit anderen Worten: 60 Pro-
zent und damit die weitaus meisten Smartphone-Nutzer haben ihr erstes Gerät erst in diesen zwei 
Jahren angeschafft. 
 
«Smartphones gab es schon früher, doch Apple hat den Geräten innerhalb von nur vier Jahren 
zum Durchbruch verholfen», sagt Ralf Beyeler. Aber auch die Geräte mit Android-Betriebssystem 
haben wesentlich zur Verbreitung der Smartphones beigetragen. Der Wettbewerb zwischen den 
Anbietern dürfte ein Grund für die schnelle Verankerung der Geräte im Alltag sein. Allerdings ist 
zu erwarten, dass sich das Wachstum in Zukunft nicht mehr so rasant gestaltet. «Wahrscheinlich 
werden sich 2012 weniger Menschen als in den letzten Jahren erstmals ein Smartphone kaufen», 
meint Ralf Beyeler. Denn nicht zu vergessen ist, dass viele Leute gar nicht das Bedürfnis nach 
ständigem Internetzugang und unzähligen Apps haben; es gibt nach wie vor Leute, die bloss tele-
fonisch erreichbar sein möchten – zum Beispiel in einem Notfall – und darum mit herkömmlichen 
Handys zufrieden sind. 
 
Vier von fünf Jugendlichen haben ein Smartphone 
Schliesslich könnte bei der wichtigen Zielgruppe der jungen Erwachsenen der Markt bald gesättigt 
sein. Mittlerweile besitzen fast vier von fünf Jugendlichen zwischen 15 und 19 Jahren ein Smart-
phone (Grafik 2), bei den Personen zwischen 20 und 24 Jahren sind es etwa drei von vier. Unter 
50 Prozent fällt der Anteil Smartphone-Besitzer erst bei den 40- bis 44-Jährigen. «Junge Leute 
sind in einer digitalen Welt aufgewachsen und möchten auch unterwegs über das Internet mit 
ihren Freunden verbunden sein», sagt Ralf Beyeler. Von den Personen über 70 Jahren nutzen 
aber immer noch 11 Prozent ein Smartphone. Überraschend ist, dass im Tessin das Smartphone 
weniger stark verbreitet ist als in der übrigen Schweiz. Nur rund 36 Prozent der Tessiner haben 
eines, gegenüber 50 Prozent der Romands und 48 Prozent der Deutschschweizer. Weniger über-
raschend dagegen: Mehr Männer (53 Prozent) als Frauen (42 Prozent) haben ein Smartphone. 
 
Apple dominiert den Markt 
Das mit Abstand am meisten verwendete Smartphone ist das iPhone (Grafik 3). 55 Prozent der 
Smartphone-Besitzer verwenden das Apple-Produkt. Die grösste Konkurrentin kommt auf einen 
Anteil von etwas mehr als einem Drittel: 36 Prozent haben ein Gerät mit Android-Betriebssystem. 




Weitere Informationen:  
Ralf Beyeler 
Telecom-Experte 
Telefon: 044 360 52 77 







Grafik 1: Zeitpunkt des ersten Smartphone-Kaufs (bis 2011) 
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Android Docking Station
Mots-cle´s : Android, JAVA, USB, ADK, ADB, programmation C/C++, uP
De plus en plus de te´le´phones Android sont pre´sents sur le marche´. En paralle`le de nouveaux accessoires
voient le jour. Ces te´le´phones sont tous e´quipe´s d’un port USB qui permet de les configurer et de les
utiliser via un PC pour y transfe´rer des donne´es, par exemple.
Figure 1 – Analyse spectrale d’un signal audio sur une matrice a` LEDs 32x16.
L’ide´e de ce projet est de concevoir un syste`me embarque´ communiquant en USB avec le te´le´phone. Cette
docking station sera compatible avec la majeure partie des te´le´phones Android et pourra remplacer un
PC pour diffe´rentes applications. Via une application Android, des donne´es pourront eˆtre transmises ou
rec¸ues sur le te´le´phone. Un grand nombre d’applications sont envisageables, dont voici quelques exemples :
– Docking station pour te´le´phones Android (exemples : centrale me´te´o, lecteur audio/re´veil)
– Commande et controˆle de pe´riphe´riques via Android
– Cartes d’extension pour te´le´phones (entre´es/sorties, lecteur NFC, adaptateur re´seau)
Taˆches a` re´aliser
– Communication USB entre le te´le´phone et le uP (programmation C/C++)
– Interfac¸age d’un controˆleur USB Host ou module Hardware
– Communication avec Android Open Accessories (ADK), compatible Android 2.3.4 et plus re´cent
– Communication avec Android Debug Bridge (ADB), compatible Android 1.5 et plus re´cent
– De´veloppement d’une application Android (programmation JAVA, Android SDK)
Re´fe´rences
[1] Android Debug Bridge (ADB) : http ://developer.android.com/guide/developing/tools/adb.html
[2] Android Open Accessory Development Kit (ADK) : http ://accessories.android.com/
[3] ADB implementation for microcontrollers : http ://code.google.com/p/microbridge/
[4] IOIO for Android : https ://github.com/ytai/ioio/wiki
[5] Seeeduino ADK Main Board : http ://www.seeedstudio.com/depot/seeeduino-adk-main-
board-p-846.html ?cPath=132 133
[6] USB Host Shield : http ://www.circuitsathome.com/arduino usb host shield projects
[7] Illustration : http ://adk-open-call-2011.blogspot.com/2011/09/blog-post.html
Christopher Me´trailler
Annexe C
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Setting up eclipse for ARM-programming 
on Windows - V2 
 
Update of the tutorial "Setting up eclipse for ARM-programming on Windows". 
 
1 First revision. fud 08.05.2011 
2 Second revision. 
- Software updates. 
- Tested on Windows 7 
Christopher Métrailler 24.02.2012 
 
1. Installing the environnement 
 
PC configuration: Windows 7 Professionnel SP1 32bit. 
Target: uGates developpement board -  LPC1768 and Amontec USB JTAGkey. 
 
 Sourcery G++ Lite 2010.09-51 
Install code sourcery version - D:\ARM\arm‐2010.09 
Add bin folder to Windows PATH. 
http://www.codesourcery.com/sgpp/lite/arm/portal/subscription3053 
 
 Installation of OpenOCD 0.4.0 
D:\ARM\openocd‐0.4.0 
Add bin folder to Windows PATH. 
http://www.freddiechopin.info/index.php/en/download/category/4-openocd 
 
 JTAG drivers (Amontec JTAGkey) 
Install OpenOCD libusb drivers and Amontec drivers. 
D:\ARM\openocd‐0.4.0\drivers\libusb‐win32_ft2232_driver‐100223 
 
 Eclipse IDE for C/C++ Developers - Eclipse Helios 32bits 
Download and install the C++ version with CDT (not JAVA) - D:\ARM\eclipse 
Set Workspace to D:\ARM\projects 
http://www.eclipse.org/downloads 
 
 GNU ARM - Eclipse Plugin 
 Open eclipse. 
 Go to Help / Install New Software. 
 Select the name site (http://gnuarmeclipse.sourceforge.net/updates) into “Work 
with” for install gnu cross development tools for arm. 
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 GDB Hardware Debugging - Eclipse Plugin 
 








 LPC17xx CMSIS 
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2. How to set up a project on Eclipse 
 
 New C++ project 
 Create the New Project in Eclipse. 
 New Project. 
 C++-Project. 





 Change the project settings 
 Open Project / Properties. 
 Open the C/C++ Build part. 
 Go to Settings - Tool Settings / Debugging set Debug format to gdb. 
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 Add needed libraries and include files 
 Copy folder include and source from an existing project 
D:\ARM\CMSIS\Drivers 
 




 Add the folders include and source under Properties / C/C++ Build / Tool Settings / 




 Build the project 
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3. Set up arm-none-eabi-gdb for debugging 
 
The following screenshots show the setup for the arm gdb debugging with the example 
HelloWorldProject.elf. 
 
 Edit the debug configuration 
 Under Run / Debug Configurations select the new project by clicking on browse 
beside Project:-Box. 
 Select the right .elf-file by clicking on Search Project right to the C/C++ 
Application:-Box. 
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4. Set up Openocd 0.4.0 
 
 Open the External Tools Configurations under Run / externalTools. 
 Add a new and name it OpenOCD 0.4.0. Add it to favorite. 
 Enter location: D:\ARM\openocd‐0.4.0\0.4.0\bin\openocd.exe 
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Commande 1  
04.04.2012 #CMD1 
 
Personne concernée: Christopher Métrailler 
Mandat no.: it/2012/23 Chef de projet / professeur: Pierre-André Mudry 
Salle: A304 
Farnell Monnaie CHF 
Quantity Reference Designation Unit Price 
3 9758232 EEPROM 1K 93LC46 SOIC8 0.40 1.19 
3 1812370 CRYSTAL, 12MHZ, 18PF, SMD 2.10 6.30 
3 1539380 CRYSTAL, 32.768KHZ SMD 5.10 15.30 
3 1718545 LPC1758FBD80 CORTEX M3 12.55 37.65 
3 1467779 LD1117S33CTR LDO 3.3V 1.45 4.35 
3 1863245 LRTBG6SFV2BA4D5E - LED RGB 1.45 4.35 
3 1854063 UDA1334 DAC Audio 3.25 9.75 
3 1593370 MAX4410EUD Ampli audio 2.35 7.05 
85.94 
Distrelec Monnaie CHF 
Quantity Reference Designation Unit Price 
3 200187 Commutateurs à coulisse 3.02 9.06 
3 662202 LM3526M-L 2.48 7.44 
3 973570 Porte-piles CR1620 3.13 9.39 
3 970872 CR1620  1.62 4.86 















Personne concernée: Christopher Métrailler 
Mandat no.: it/2012/23 Chef de projet / professeur: Pierre-André Mudry 
Salle: A304 
Mouser Monnaie CHF 
Quantity Reference Designation Unit Price 
4 763-C12832A1ZFSWFBW3 Ecran LCD blanc FSTN 128x32 10.52 42.08 
6 771-UDA1334BTN2112 UDA1334BT/N2,112 SO16 1.48 8.88 
6 520-ECS-600-18-10 Quartz 6MHz 18pF ECS-3X10 0.67 4.02 
3 700-MAX4410EUD Amplificateur audio MAX4410EUD+ 1.35 4.05 
     
59.03 
 
P-CAD Bill of Materials   mezza-lcdV0_2_120612.pcb
uGATES - mini - mezza LCD
==============================================================================================
Count  ComponentName   RefDes          Value           Description    
------ ---------------------- --------------- --------------- --------------------------------
     8 CAPS0805-MM     C2              1u                             
C3                                             
C4                                             
C5                                             
C6                                             
C7                                             
C8                                             
C9                                             
     1 CAPS0805-MM     C1              100n                           
     1 CONNB2X8        J1                                             
     1 FDN5618P        Q1              BSS84                          
     1 LCD-NHD-C12832A U1              NHD-C12832A1Z                  
       1Z                                                             
     2 LED0805-MM      LD1             LST670-HK Yellow LED for 3.3V 
supply              
LD2                             Phone LED              
     1 RS0805-MM       R3              10                    
     2 RS0805-MM       R1              10k                 
R2                                             
     2 RS0805-MM       R4              270                   
R5                                             
     1 TRIM1T-PT15NV   P1              10k                            
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+ doJob(data: uint8*): void
+ newData(): USBData
DigitalOutput
+DigitalOutput(portNum: unit8, pinNum: unit8)
DigitalInput
























+LedRGB(r: PWMController*, g: PWMController*, b: PWMController*)
« Abstract »
Stream
+write(data: uint8*, length: uint8): void
PWM




+print(str: const char *): void
+println(str: const char *): void















+ write(t: RTCTime): void
+ read(): RTCTime « Struct »
RTCTime
«uses»
CMSIS time strucutre used



























Code de la classe Resource.
1 // Resource C++ class
2 class Resource {
3 public:
4 // Define all available types for resources
5 enum ResourceType {
6 BOOLEAN , STREAM , BYTE , COLOR , TIMESTAMP , UNKNOWN
7 };
8
9 typedef struct {
10 uint16_t length; // length of data
11 volatile uint8_t* ptr; // pointer to the byte buffer
12 } USBData;
13
14 Resource(uint8_t id , enum ResourceType t) {
15 this ->type = t;
16 this ->id = id;
17 }
18








27 // Pure virtual method. Must be implemented in other class.
28 virtual void doJob(uint8_t *data) = 0;
29
30 // Return null if the resource has nothing to send over USB
31 virtual USBData newData () = 0;
32 protected:
33 ResourceType type; // resource type
34 uint8_t id; // unique ID
35 };
Listing H.1 – Classe Resource C++
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Annexe I
Spe´cification du protocole de
l’application.
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Hours  Minutes  Seconds  Day of month  Month  Year 
0 to 23  0 to 59  0 to 59  1 to 31  1 to 12  MSB  LSB 





Thread de re´ception des donne´es sur
Android.
1 public void run() {
2 int ret = 0;
3 final byte[] buffer = new byte [16384];
4
5 while (ret >= 0) {
6 try {
7 // Read USB data
8 ret = mInputStream.read(buffer );
9 } catch (IOException e) {
10 break; // Nothing to read
11 }
12
13 // Valid command (minimal header length)
14 if (ret >= 2) {
15 // Extract the resource ID
16 final int resIndex = buffer [0];
17
18 // Run on UI thread to touch Views
19 runOnUiThread(new Runnable () {
20 public void run() {
21 if (mAccessory != null) {
22 AbstractResource r = mAccessory.getResource(resIndex );
23
24 if (r != null) {




29 // Resource ID not valid








Listing J.1 – Android audio Thread
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Annexe K
Thread audio sur Android.
1 // Number of ns between each samples - 16.275 kHz audio output
2 final int fSound = (int) ((1 / 16275.0) * 1000000000);
3
4 public void run() {
5 long lastTime = System.nanoTime ();
6
7 while (true) {
8 // Compute the number of sample to send
9 long currentTime = System.nanoTime ();
10 long deltaTime = currentTime - lastTime;
11 int sampleNbr = (int) (( deltaTime / fSound ));
12
13 while (sampleNbr != 0) {
14 int read = sampleNbr * 2;
15 if (read > 2300)
16 read = 2300; // Send max 2300 bytes = 1150 samples
17 sampleNbr -= read / 2;
18
19 // Create the audio frame
20 byte[] frame = new byte[3 + read];
21 frame [0] = (byte) 128; // Indicate that’s an audio frame
22 frame [1] = (byte) ((read >> 8) & 0xFF); // Number of audio samples
23 frame [2] = (byte) (read & 0xFF);
24
25 // Send the audio file
26 System.arraycopy (...);
27 mOutputStream.write(frame); // Send to Accessory
28 ...
29
30 // Thread delay - 30ms
31 try {
32 Thread.sleep (30);








Listing K.1 – Android audio Thread
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