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1. Uvod
Prve web stranice su bile poput enciklopedija - sastojale su se od mnogo informacija
koje su korisnici mogli cˇitati, ali pri tome nisu mogli utjecati na sadrzˇaj ili izled stra-
nice. Zbog toga se pojavila potreba za alatom koji c´e omoguc´iti uvodenje interakcije
s korisnikom te mu na taj nacˇin dozvoliti mijenjanje sadrzˇaja stranice. Na primjer,
danas to mozˇemo postic´i dodavanjem svojih komentara na objavljeni cˇlanak, blog post
i slicˇno. U tu svrhu je kreiran skriptni jezik JavaScript. Ideja je bila napraviti jezik
kojeg c´e pocˇetnici lako shvatiti i jednostavno ga ubaciti u HTML dokument svoje stra-
nice, te time osigurati njezinu interaktivnost. Izvodenje njegovog koˆda bi se odvijalo u
web pregledniku.
Danas JavaScript mozˇemo koristiti za programiranje kompletne aplikacije - od ser-
verskog do klijentskog koˆda. To mogu biti vrlo kompleksne aplikacije, te je zbog toga
potrebno dobro strukturirati koˆd kao bismo ga mogli laksˇe odrzˇavati. Pri tome nam
mozˇe pomoc´i JavaScript framework koji nam najviˇse odgovara - mozˇemo ga odabrati
uzimajuc´i u obzir koliko nam je jasna njegova struktura, ili odredene potrebe aplikacije.
Napomenimo kako nije nuzˇno da cijela aplikacija bude radena u JavaScriptu. Cˇesto je
klijentski dio aplikacije (dio cˇiji koˆd se izvrsˇava u web pregledniku) izraden u JavaS-
criptu, dok je serverski dio raden u nekom drugom jeziku.
U ovom radu c´emo pazˇnju usmjeriti na klijentsku stranu aplikacije. Ukratko c´emo
objasniti koncept arhitekture aplikacije radene u AngularJS frameworku, te nacˇin na
koji ona komunicira sa serverskom aplikacijom. Objasnit c´emo kako od serverske strane
trazˇiti da manipulira podacima iz baze podataka. Pri tome c´emo koristiti primjere koˆda
aplikacije izradene u sklopu ovog rada.
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2. JavaScript
JavaScript je programski jezik Weba. Dio je trojke koju svaki web developer mora
naucˇiti: HTML1 za definiranje sadrzˇaja, CSS2 za definiranje izgleda, te JavaScript za
definiranje ponasˇanja web stranice. Nastao je kao skriptni jezik ugraden u HTML, ali
je prerastao tu svoju prirodu i postao bogat jezik za generalnu upotrebu.
Takoder, treba napomenuti da JavaScript ne treba mijesˇati s programskim jezikom
Java. Osim povrsˇne slicˇnosti u sintaksi, JavaScript je potpuno drugacˇiji od Jave.
U ovom poglavlju donosimo kratku povijest JavaScripta, objasnit c´emo razliku
izmedu JavaScripta na klijentskoj i serverskoj strani. Takoder donosimo pregled popu-
larnih frameworka3 ovog jezika te kratak uvod u objektno orjentirano programiranje u
JavaScriptu.
2.1. Povijest
JavaScript je kreirao Brendan Eich 1995. godine dok je radio u Netscapeu. Ideja je
bila napraviti skriptni jezik koji bi bio ugraden u HTML za web preglednik Netscape
Navigator. Tako bi web dizajnerima bilo olaksˇano unosˇenje animacija i interaktivnosti
u web stranice kako bi one bile manje staticˇne.
Prvo ime JavaScripta bilo je Mocha. Medutim, Netscape je u to vrijeme kao prefiks
imena svojih proizvoda dodavao Live, te je, u rujnu 1995., ime jezika promjenjeno u
LiveScript. U prosincu iste godine je Netscape dobio licencu od tvrtke Sun (danasˇnji
Oracle) te je jezik dobio ime koje koristimo i danas - JavaScript. Mnogi smatraju da
je ta promjena imena bila marketinsˇki potez te je doprinijela popularnosti jezika jer je
tada Java bila vrlo popularna medu programerima.
Microsoft je na Netscapeovu objavu JavaScripta za Netscape Navigator odgovo-
rio svojim jezikom za Internet Explorer. Svoju implementaciju dobili su obrnutim
inzˇinjeringom JavaScripta, te ju nazvali JScript. Postalo je jasno da je potrebna stan-
dardizacija jezika kako bi programeri mogli biti sigurniji da c´e njihov koˆd raditi u
viˇse preglednika. Prvu definiciju standarda za JavaScript donijela je ECMA (Euro-
pean Computer Manufactures Association) 1997. godine. Medutim, kako niti jedna
strana nije htjela dati pravo na svoje ime (JavaScript ni JScript), standard je nazvan
ECMAScript. Danas vec´ina web preglednika ima podrsˇku za ECMAScript 6 standard.
2.2. Server-side i client-side JavaScript
JavaScript se mozˇe koristiti za cjelokupnu izradu web aplikacija. Dakle, mozˇemo
ga koristiti i na serverskoj i na klijentskoj strani. To je zapravo i bila originalna ideja
1HTML - HyperText Markup Language
2CSS - Cascading Style Sheets
3framework - vidi potpoglavlje 2.3. Framework
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Netscapea - osmisliti jezik koji c´e olaksˇati izradu i odrzˇavanje web stranica. Koriˇstenje
samo jednog jezika na obje strane aplikacije slijedi upravo tu ideju. Ovo potpoglavlje
je samo uvod u koriˇstenje JavaScripta na serverskoj i klijentskoj strani.
Server-side JavaScript (dalje u tekstu SSJS) je termin koji se odnosi na JavaScript
koˆd koji se izvrsˇava izvan web preglednika. JavaScript koˆd na serverskoj strani ima
pristup bazama podataka, file sistemima i serverima. Prva implementacija SSJS-a bio
je Netscapeov LiveWire 1996. godine. Do danas su mnoge tvrtke dale svoje implemen-
tacije SSJS-a od kojih treba spomenuti onu Microsoftovu - danas poznatu kao ASP.
Uz VBScript, navedena implementacija podrzˇavala je JavaScript i PerlScript.
Ekstenzija JavaScripta na server omoguc´ena je JavaScript engineima. Neki od njih
su SpiderMonkey implementiran u programskom jeziku C, te Rhino implementiran u
programskom jeziku Java. Osim navedena dva, bitno je spomenuti i Node.js. Node.js
je JavaScript framework koji koristi Googleov JavaScript engine V8. On omoguc´uje
izradu web servera i mrezˇnih alata koristec´i JavaScript i kolekcije modula. Moduli
pokrivaju input i output, mrezˇne protokole, kriptografske funkcije itd.
Client-side JavaScript (dalje u tekstu CSJS) je termin koji se koristi za JavaScript
koˆd koji se izvrsˇava u web pregledniku. Ovakav koˆd mozˇemo pisati u zaseban dokument
s nastavkom .js kojeg tada ukljucˇimo u dokument u kojoj se nalazi nasˇ HTML koˆd.
Osim toga, mozˇemo ga pisati i unutar samog HTML dokumenta. U tom slucˇaju koˆd
piˇsemo unutar script tagova.
CSJS nam omoguc´uje kontrolu nad ponasˇanjem web stranice. Na primjer, mozˇemo
odrediti sˇto c´e se dogoditi kada korisnik klikne na gumb koji se nalazi na stranici. Pri
tome mozˇemo, na primjer, korisniku prikazati upozorenje, trazˇiti od njega da potvrdi
da zˇeli nastaviti dalje koristiti aplikaciju, preusmjeriti ga na drugu web stranicu i slicˇno.
Osim toga, mozˇemo mijenjati i strukturu HTML dokumenta te stranice.
Osim koriˇstenja cˇistog JavaScript koˆda na klijentskoj strani, kao i na serverskoj,
mozˇemo korisiti JavaScript frameworke. U sljedec´em potpoglavlju donosimo pregled
nekoliko frameworka za SSJS i CSJS.
2.3. Framework
Kako je navedeno u prosˇlom potpoglavlju, ne moramo pisati cˇisti JavaScript koˆd
kako bismo koristili JavaScript. Umjesto toga, mozˇemo koristiti framework koji c´e nam
olaksˇati koriˇstenje JavaSrcipta. Medutim, sˇto je framework?
Framework je koncept koji nam olaksˇava strukturiranje koˆda aplikacije. Kod fra-
meworka je naglasak viˇse na arhitekturi aplikacije nego na sintaksi jezika. Svaki fra-
mework mozˇe sadrzˇavati alate, biblioteke i API-e vezane zajedno. JavaScript framework
ima metode koje nam olaksˇavaju koriˇstenje JavaScripta. Tako, koriˇstenjem frameworka,
cˇesto ne moramo pisati drugacˇiji koˆd za razlicˇite web preglednike - framework vec´ sam
pazi na to da nam koˆd radi u svima (ili barem vec´ini). Metode frameworka mozˇemo
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koristiti kao gotove, ne brinuc´i se pri tome o koˆdu o kojemu one mozˇda ovise. Kako
bismo koristili framework na klijentskoj strani, potrebno ga je ukljucˇiti u HTML do-
kument. Cˇesto mozˇemo vidjeti da za neki framework piˇse da je MVC framework. Prije
pregleda JavaScript frameworka, pogledajmo prvo sˇto to znacˇi:
MVC (Model - View - Controller) je arhitekturalni koncept prema kojem je apli-
kacija podjeljena na tri cjeline: na podatke (Model), prezentaciju tih podataka koris-
niku (View), te ponasˇanje aplikacije u ovisnosti o korisnikovim akcijama (Controller).
Dakle, korisnik nesˇto ucˇini na stranici. To se proslijedi Controlleru koji kontrolira sˇto
c´e se dogoditi. Cˇesto to znacˇi da c´e od Modela trazˇiti podatke te ih dati Viewu da ih
prezentira korisniku. Promotrimo to na primjeru:
Korisniku je prikazana forma za prijavu na stranicu. To sˇto korisnik vidi je View.
Neka je korisnik upisao svoje korisnicˇke podatke i kliknio na gumb za prijavu. Kada je
kliknio na taj gumb, Controller je poslao podatke Modelu, te trazˇi od njega da mu kazˇe
postoji li registrirani korisnik s tim podacima. Dalje Controller, na temelju odgovora,
odlucˇuje sˇto View treba prikazati. Ako postoji takav korisnik, mozˇe korisnika preus-
mjeriti na njegov profil, a ako ne postoji, prikazati mu odgovarajuc´u poruku. Pri tome
View odlucˇuje o prezentaciji poruke koju korisnik vidi. Dakle, Model i View zapravo
komuniciraju preko Controllera.
Sljedec´a tablica donosi pregled nekoliko SSJS frameworka:
Framework JavaScript engine Platforma servera
Apache Sling Rhino Java servlet container
Aptana Jaxer SpiderMonkey Apache HTTP server
ASP JScript IIS
Helma Rhino Jetty HTTP server
Node.js V8 /4
Tablica 1: SSJS frameworci
Pogledajmo sada CSJS frameworke:
– AngularJS je opensource JavaScript framework kojeg odrzˇava Google. Omoguc´uje
laksˇu izradu i testiranje web aplikacija, te podrzˇava Dependency Injection5. Pri-
mjeri aplikacija izradenih pomoc´u AngularJS-a su Youtube on PS3 i yap.TV
Facebook Application.
– Backbone.js je MVC framework koji se mozˇe kombinirati uz bilo koji library
(npr. jQuery). Pomoc´u Knockoutback.js-a mu mozˇemo dodati funkcionalnost
Knockout.js frameworka. Primjeri aplikacija izradenih pomoc´u Backbone.js-a su
Sony Entertainment Network i Tracqlist.
4Nije potrebna posebna platforma
5Koncept u kojem je moguc´e ubaciti objekte u klase umjesto oslanjanja na samu klasu da kreira
objekt
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– Ember.js je MVC framework koji se mozˇe koristiti uz jQuery. Njegov Ember
inspectora olaksˇava debugiranje aplikacija. Primjeri aplikacija izradenih pomoc´u
Ember.js-a su Apple Watch User Guide i Talentbuddy.
– Knockout.js je MVVM (Model - View - ViewModel) framework kojeg podrzˇava
velik broj web preglednika. Nije ovisan o drugim frameworcima. Primjeri apli-
kacija izradenih pomoc´u Knockout.js-a su JsFiddle i eventim.de.
– React.js je JavaScript framework kojeg odrzˇava Facebook. Primjeri aplikacija
izradenih koriˇstenjem React.js-a su Instagram i Khan Academy.
2.4. Objekti
Za bolje razumijevanje AngularJS frameworka, potrebno je shvatiti i rad s objekima
u JavaScriptu. Naime, osnovni tip podataka u JavaScriptu je object. Osim toga, u
JavaScriptu sve podatke mozˇemo promatrati kao objekte.
Objekt u JavaScriptu sadrzˇi kolekciju key:value parova koje nazivamo property.
Svaki property ima svoje ime (key) i vrijednost (value). Vrijednost mozˇe biti bilo sˇto,
a imena su stringovi. Stoga mozˇemo rec´i da JavaScript objekt mapira stringove u
vrijednosti. Ovakva struktura se cˇesto mozˇe pronac´i pod imenima hashtable, dictionary
i associative array.
Bitno je napomenuti da objektima manipuliramo preko reference. Sˇto to znacˇi?
Neka varijabla x referencira objekt. Tada izvrsˇavanjem koˆda var y = x; nije stvoren
novi objekt. Varijabla y referencira na isti objekt kao i varijabla x. Tako c´e svaka
promjena na tom objektu ostvarena putem jedne od te dvije varijable biti vidljiva i
putem druge.
2.4.1. Kreiranje objekata
Objekte mozˇemo kreirati na tri nacˇina: koriˇstenjem objektnih literala, operatora
new te funkcije Object.create(). Pogledajmo svaki od navedenih nacˇina:
Objektni literali
Objektni literal je lista key:value parova odvojenih zarezom i grupiranih unutar
viticˇastih zagrada. Svaki put kada je evaluiran izraz, objektni literal kreira novu ins-
tancu objekta. To znacˇi da, ako ga koristimo unutar petlje, u svakoj iteraciji petlje
u kojoj je izraz evaluiran, kreira se novi objekt. Pri tome kreirani objekti ne moraju
nuzˇno imati iste vrijednosti. Pogledajmo nekoliko primjera kreiranja objekta na ovaj
nacˇin:
Izgradnja RESTful aplikacije s AngularJS-om 6
Primjer 2.1
var obj1 = {}; // objekt bez propertya
var obj2 = { x:0, y:0 }; // objekt s dva propertya
var obj3 = { x:obj2.x+1, y:obj2.y+1 }; // objekt cˇije vrijednosti ovise
// o vrijednostima objekta obj2
var obj4 = {
"ime i prezime": "Pero Peric",
"datum-rodjenja": { // vrijednost propertya mozˇe biti





U ECMAScript 5 standardu zarez nakon zadnjeg propertya se ignorira, dok se u nekim
implementacijama ECMAScript 3 standarda i u pregledniku Internet Explorer evaluira
kao pogresˇka.
Operator new
Operator new kreira i inicijalizira novi objekt. Iza kljucˇne rijecˇi new mora biti
invokacija funkcije. Takvo koriˇstene funkcije nazivamo konstruktori. Oni sluzˇe za
inicijalizaciju novog objekta. U JavaScriptu vec´ postoje konstruktori za nativne tipove
podataka:
Primjer 2.2
var o = new Object(); // prazan objekt, evivalentno korisˇtenju {}
var a = new Array(); // prazno polje, ekvivalentno korisˇtenju []
var d = new Date(); // Date objekt koji predstavlja trenutno vrijeme
Takoder, u JavaScriptu su i funkcije objekti i imaju svoj prototip Function.prototype
te postoji kostruktor za njihovo kreiranje:
Primjer 2.3
var f = new Function("x", "y","return x+y;");
Funkcija f kreirana u gornjem primjeru za parametre prima x i y, te kao vrijednost
vrac´a njihov zbroj. Medutim, osim navedenog nacˇina, funkcije u JavaScriptu mozˇemo
kreirati na josˇ dva, za njih sprecificˇna nacˇina:
Primjer 2.4
var f1 = function (x, y) {
return x + y;
};
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function f2(x, y) {
return x + y;
}
U oba gore navedena pristupa kreiramo objekte cˇiji prototip je Function.prototype.
Medutim, postoje razlike. Promotrimo sljedec´i primjer:
Primjer 2.5
1. var z = f1(1,6);
var f1 = function (x, y) {
return x + y;
};
2. var z = f2(1,6)
function f2(x, y) {
return x + y;
}
Prvi pristup c´e rezultirati gresˇkom, dok c´e drugi varijabli z dodijeliti vrijednost 7. To
je zato sˇto se funkcija dodjeljena varijabli f1 zapravo kreira za vrijeme izvrsˇavanja
koˆda, te u trenutku poziva funkcije nije josˇ definirana. U drugom pristupu se funkcija
kreira za vrijeme parsiranja bloka koˆda, pa je definirana prije kreiranja varijable z, tj.
prije prvog poziva funkcije.
Napomenimo josˇ da je, osim koriˇstenja postojec´ih prototipova, moguc´e kreiranje
novih prototipova.
Object.create()
ECMAScript 5 standard uveo je novu metodu za kreiranje objekata, a to je kreira-
nje koriˇstenjem staticˇke funkcije Object.create(). Prvi argument navedene funkcije
je prototip objekta kojeg kreiramo. Drugi element je opcionalan i detalje oko tog ele-
menta mozˇete pronac´i u [1].
Kako bismo razumjeli ovaj nacˇin kreiranja objekta, potrebno je objasniti prototip.
Naime, svaki JavaScript objekt ima drugi objekt (ili null sˇto je rijetko) povezan s
njim. Taj objekt nazivamo prototip (prototype). Od njega objekt nasljeduje proper-
tye. Svi objekti kreirani objektnim literalima imaju isti prototip - Object.protptype.
Objekti kreirani pomoc´u operatora new za svoj prototip uzimaju prototype svog kons-
truktora. To znacˇi da objekti kreirani pomoc´i new Object() nasljeduju propertye od
Object.prototype objekta kao i objekti kreirani pomoc´u {}. Slicˇno, objekti kreirani
pomoc´u new Array() nasljeduju propertye od objekta Array.prototype, a objekti
kreirani pomoc´u new Date() nasljeduju propertye od objekta Date.prototype.
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Object.prototype je jedan od rijetkih objekata u JavaScriptu koji nema svoj
prototip. To znacˇi da on ne nasljeduje propertye niti od jednog objekta. Drugi pro-
totype objekti imaju svoje prototipe. Na primjer, prototip objekta Date.prototype je
Object.prototype. To znacˇi da objekt kreiran pomoc´u new Date() nasljeduje proper-
tye od objekta Date.prototype, ali i od objekta Object.prototype. Ovako povezana
serija prototype objekata naziva se lanac prototipa (prototype chain).
Vratimo se sada na kreiranje objekta. Kako bismo kreirali objekt pomoc´u funkcije
Object.create(), potrebno je kao parametar poslati objekt koji c´e biti prototip novog
objekta.
Primjer 2.6
var objP = {};
var obj = Object.create(objP);
Ovako kreiran objekt obj za prototip ima obj1. Osim objekata, moguc´e je poslati i
vrijednost null, ali tada novi objekt nec´e imati svoj prototip. Tako nec´e naslijediti
niti jedan property, pa tako ni osnovne metode poput metode toString().
Ako zˇelimo kreirati obicˇni prazni objekt, kao parametar funkcije Object.create()
trebamo poslati objekt Object.prototype. Tako su sljedec´i nacˇini kreiranja objekata
ekvivalentni:
Primjer 2.7
var obj1 = {};
var obj2 = new Object();
var obj3 = Object.create(Object.prototype);
2.4.2. Rad s propertyma
Vrijednost propertya JavaScript objekta mozˇemo dohvatiti pomoc´u dva operatora:
dot operator (.) i uglate zagrade ([]). Pri tome, s lijeve strane jednakosti mora biti
varijabla koja c´e referencirati dohvac´enu vrijednost. Ako koristimo dot operator, na
desnoj strani jednakosti stoje, redom, ime objekta, tocˇka i ime propertya cˇiju vrijed-
nost zˇelimo dohvatiti. Ako koristimo [], s desne strane izraza stoje ime objekta, te u
zagradama izraz koji se mozˇe pretvoriti u string. Taj string treba biti ime propertya
cˇiju vrijednost zˇelimo dohvatiti. Pogledajmo primjer:
Primjer 2.8
var mj = datum.mjesec; // dohvac´a vrijednost propertya
// mjesec objekta datum
var ime = osoba["ime i prezime"]; // dohvac´a vrijednost propertya
//"ime i prezime" objekta osoba
Dakle, sljedec´a dva izraza imaju jednaku vrijednost:
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obj.property
obj["property"]
Kada koristimo sintaksu kao kod prvog izraza, vrijednosti propertya objekta pristu-
pamo preko indetifikatora. Identifikatori moraju biti doslovno napisani u JavaScript
kodu, te njima nije moguc´e manipulirati dok se program izvrsˇava. S druge strane, kada
koristimo sintaksu kao kod drugog izraza, imena propertya su izrazˇena kao stringovi.
Stringovima mozˇmo manipulirati za vrijeme izvrsˇavanja programa. Tako, na primjer,
mozˇemo pisati osoba["adresa"+1]. Na taj nacˇin dohvac´amo vrijednost propertya
adresa1 objekta osoba. Medutim, ovdje smo mogli koristiti i dot operator. Promo-
trimo sljedec´i primjer:
Recimo da piˇsemo JavaScript program koji c´e studentu omoguc´iti unos naziva i
ocjena kolegija. Unesene vrijednosti c´emo spremati u objekt indeks, a property c´e imati
sljedec´i oblik: "kolegij":ocjena. Kako student kolegije upisuje za vrijeme izvrsˇavanja
programa, ne mozˇemo znati koje kolegije c´e unijeti. Stoga ne mozˇemo koristiti dot
operator. Dakle, propertye c´emo postavljati (i njihove vrijednosti dohvac´ati) pomoc´u
uglatih zagrada. Na primjer, dio nasˇeg programa mogla bi biti funkcija za unos novih
kolegija:
function unosOcjene(indeks, kolegij, ocjena) {
indeks[kolegij] = ocjena;
}
Vidimo da nam je ovdje indeks objekt u koji spremamo vrijednosti, kolegij je string
koji oznacˇava ime propertya navedenog objekta, a ocjena je vrijednost propertya
kolegij.
Ovdje mozˇemo nadovezati josˇ jedan primjer u kojem koristimo uglate zagrade.
Pomoc´u ovog operatora mozˇemo dohvatiti ocjene iz svih kolegija studenta kako bismo
izracˇunali njegov prosjek. Pogledajmo funkciju kojom c´emo to izracˇunati:
function prosjek(indeks) {
var sumaOcjena = 0.0;
var brojOcjena = 0;
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Vidjeli smo kako dohvatiti i promijeniti vrijednost propertya nekog objekta. Ali,
sˇto ako property kojeg zˇelimo dohvatiti ne postoji? Dohvac´anje vrijednosti takvog
propertya nec´e rezultirati gresˇkom. Na primjer, nasˇ obj4 iz primjera 2.1 ima property
"ime i prezime". Ako pokusˇamo dohvatiti vrijednost propertya obj4.prezime, kao
rezultat c´emo dobiti vrijednost undefined. Medutim, ako pokusˇamo dohvatiti property
objekta koji ne postoji, dobit c´emo TypeError. To c´e se dogoditi ako, na primjer,
pokusˇamo sljedec´e: var len = obj4.prezime.length; jer obj4.prezime ne postoji.
Dakle, ako nismo sigurni da postoje objekti, ne bismo trebali pokusˇavati dohvac´ati
njihove propertye. Ipak, postoji nacˇin da izbjegnemo TypeError:
Primjer 2.9






U ovom slucˇaju c´e vrijednost len varijable ostati undefined ako ne postoji objekt
obj4.prezime. U suprotnom c´e poprimiti vrijednosti propertya obj4.prezime.length.
Takoder, TypeError c´emo dobiti i ako pokusˇamo dohvatiti property null ili undefined
vrijednosti.
Osim slucˇajeva u kojima trazˇeni property ne postoji, mozˇe se dogoditi da pokusˇamo
promijeniti vrijednost propertya koji je read-only. Takve propertye ne mozˇemo mije-
njati. Takvi su, na primjer, prototype propertyi konstruktora ugradenih u JavaScript.
Ipak, ako pokusˇamo promijeniti takav property, to nec´e rezultirati gresˇkom, ali pro-
perty c´e ostati nepromijenjen. To znacˇi da izvrsˇavanje koˆda Object.prototype = 0;
nec´e uzrokovati promjene na navedenom propertyu.
Osim kreiranja novih, moguc´e je i brisati stare propertye. U tu svrhu koristimo
operator delete. Bitno je napomenuti da ovaj operator ne briˇse nasljedene propertye.
To znacˇi da ne mozˇemo obrisati property prototipa objekta bez da ga obriˇsemo na
samom prototipu. Medutim, kada obriˇsemo property prototipa, niti jedan objekt koji
je nasljedio objekte tog prototipa viˇse nec´e imati taj property. Izraz u kojem briˇsemo
property daje vrijednost true ako je property uspjesˇno obrisan ili ako delete nije imao
ucˇinka. delete ne mozˇe obrisati propertye kojima je atribut configurable postavljen
na false. Tako na primjer ne mozˇemo obrisati property Object.prototype. Takoder,
nije moguc´e obrisati globalni property. Pogledajmo sljedec´i primjer:
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Primjer 2.10 6
o = { x:1 }; // o ima property x i nasljeduje property toString
delete o.x; // obrisan property x objekta o
delete o.x; // nema efekta (property ne postoji)
delete o.toString; // nema efekta (toString je nasljeden property)
delete 1; // vrac´a vrijednost true
delete Object.prototype; // nije moguc´e obrisati
var x = 1; // deklaracija globalne varijable
delete this.x; // nije moguc´e obrisati
function f() {} // deklaracija globalne funkcije
delete this.f; // nije moguc´e obrisati
2.4.3. Serijalizacija
Serializacija objekta je proces pretvorbe stanja objekta u string iz kojega ga kasnije
mozˇemo vratiti. Ovaj postupak cˇesto primjenjujemo pri slanju podataka s klijentske
strane aplikacije na serversku stranu. Vidjet c´emo kako izgleda JavaScript objekt seri-
aliziran u JSON, te kako izgleda objekt dobiven iz JSON-a.
JSON (JavaScript Object Notation) je format za razmjenu podataka neovisan o pro-
gramskom jeziku. Od ECMAScript 5 standarda, u JavaScriptu postoje gotove funkcije
za serijalizaciju objekata koje mozˇemo koristiti. To su JSON.stringify() za pretvorbu
objekta u JSON, te JSON.parse() pretvorbu JSON-a u objekt. Pogledajmo primjere
koriˇstenja navedenih funkcija:
Primjer 2.11 (Pretvorba objekta u JSON format)
var o = {x:1, y:{Z:3, w:5}}; // definiranje objekta
var s = JSON.stringify(o); // s je ’{"x":1, "y":{"Z":3, "w":5}}’
Primjer 2.12 (Dohvac´anje objekta iz JSON formata)
// o je objekt koji ima property x, a x je polje [1, 5, false]
var o = JSON.parse(’{"x":[1, 5, "false"]}’);
// SyntaxError - JSON ne dozvoljava zarez nakon zadnjeg propertya
JSON.parse(’{"x":[1,2,3,4],}’);
Bitno je napomenuti da JSON ne mozˇe prikazati sve JavaScript vrijednosti. Naime,
objekti, polja, stringovi, konacˇni brojevi, true, false i null su podrzˇani, ali NaN,
Infinity i -Infinity se serijaliziraju u null vrijednost. Nadalje, funkcije, RegExp
i Error objekti te undefined vrijednost ne mogu biti serijalizirani te su izostavljeni u
JSON formatu serijaliziranog objekta.
6Primjer preuzet iz [1]
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3. AngularJS
AngularJS (dalje u tekstu Angular) je CSJS framework za izradu dinamicˇkih web
stranica. To je projekt otvorenog koˆda i podrzˇava ga Google.
Angular nam pomazˇe strukturirati JavaScript koˆd, lako ga je testirati i pomoc´u
njega mozˇemo efikasne web aplikacije. O strukturi Angular koˆda c´emo viˇse vidjeti
kasnije, a pogledajmo sada sˇto to pridonosi ucˇitavanju (tj. osvjezˇavanju) web stranice.
S jedne strane imamo server, a s druge strane klijenta. Klijent c´e nam biti web pre-
glednik. Kada korisnik u web preglednik unese URL, na server se sˇalje zahtjev. Server
tada odgovara tako da posˇalje web stranicu i njezine dodatke, te se sve ucˇita u web
preglednik. Zatim, kada korisnik klikne na npr. vezu, web preglednik na server sˇalje
novi zahtjev. Server tada ponovo sˇalje cijelu web stranicu sa svim dodacima, te se sve
ponovo ucˇita u web preglednik. Donja slika prikazuje takav scenarij:
Slika 1: Klasicˇna komunikacija klijentske aplikacije sa serverom7
Kada radimo s Angularom proces je malo drugacˇiji. Ipak, pocˇetak je isti - korisnik
unese URL u web preglednik te se sˇalje zahtjev na server. Server tada sˇalje cijelu web
stranicu sa svim dodacima i to se sve ucˇita u web preglenik. Kada korisnik klikne na
vezu, web preglednik sˇalje novi zahtjev na server. Medutim, server sada ne sˇalje cijelu
stranicu kao prije, nego samo podatke u JSON formatu. JavaScript koˆd stranice tada
obraduje dobivene podatke, te na taj nacˇin odlucˇuje sˇto c´e korisnik vidjeti na ekranu.
Na donjoj slici vidimo prikaz ovakve komunikacije:
7Slika preuzeta sa Code School tutoriala ([7])
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Slika 2: Komunikacija Angular aplikacije sa serverom8
3.1. Elementi Angular aplikacije
Prvi korak koji je potrebno napraviti kako bismo omoguc´ili koriˇstenje Angular fra-
meworka na web stranici, potrebno je ucˇitati angular koˆd. Zatim, kako bismo povezali
Angular aplikaciju s HTML dokumentom, potrebno je u html ili body tag dokumenta
napisati ng-app="imeAplikacije". Na taj nacˇin definiramo koja aplikacija c´e imati
kontrolu nad HTML dokumentom. Na primjer, pocˇetak HTML dokumenta mozˇe iz-
gledati ovako:










Bitno je napomenuti da je moguc´e referencirati samo jednu aplikaciju koristec´i
ng-app. Ako u HTML dokumentu viˇse puta spomenemo ng-app, Angular c´e u obzir
8Slika preuzeta sa Code School tutoriala ([7])
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uzeti samo prvi, te c´e ta aplikacija imati kontrolu nad dokumentom. Medutim, to ne
znac´i da svoju aplikaciju ne mozˇemo podijeliti na viˇse smislenih cjelina. U tu svrhu
koristimo angular module.
3.1.1. Module
Angular modul je cjelina koja se mozˇe sastojati od nekoliko vrsta komponenata:
controller, directive, service, constant, ... Modul kreiramo na sljedec´i nacˇin:
angular.module(’imeModula’, [ovisnosti])
Time stvaramo modul naziva ’imeModula’, te u uglatim zagradama piˇsemo nazive
modula o kojima on ovisi. To su moduli koje zˇelimo koristiti unutar svog modula. Na
primjer, to mogu biti third-party moduli, ili moduli koje smo sami pisali.







Tako registriran modul dalje mozˇemo dohvac´ati te na njega slagati komponente, sˇto
c´emo vidjeti prilikom kreiranja controllera, directive i servicea.
3.1.2. Service
Angular servis koristimo za organizaciju koˆda koji kasnije mozˇemo koristiti u direk-
tivama i kontrolerima. Na primjer, mozˇemo u servis pisati koˆd za dohvac´anje podataka
sa servera. Tada je u direktivama potrebno samo injectati servis i pozvati njegovu me-
todu. Jedna od razlika izmedu direktiva i servisa je ta da servis ne vezˇemo izravno
na HTML dokument niti mu dajemo njegov template, nego njegove metode koristimo
unutar direktive ili kontrolera. Takoder, servis je singleton, sˇto znacˇi da se kreira samo
jedna instanca, te se ta instanca koristi gdje god je zareferenciran. S druge strane,
direktive mozˇemo kreirati viˇse puta, te se svaki puta kreira nova instanca.
Primjer 3.3 (Kreiranje Angular servisa)
angular.module(’onlineExamPrep.common’)
.service(’ExamService’, function (DataService, Paths) {
var path = Paths.api.endpoint + Paths.api.paths.exam;
this.getExamCollection = function (pagingParams) {
return DataService.post(path + ’/getPage’, pagingParams);
};
});
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U gornjem primjeru je prikazano kreiranje angular servisa koji ovisi o drugim servisima,
te ima jednu metodu koji mozˇemo koristiti gdje god ga zareferenciramo. Vidimo da
servis kreiramo tako da metodi .service() proslijedimo ime servisa, te unutar funkcije
koja ga kreira piˇsemo servise koje koristimo unutar njega. Metode servisa vezˇemo na
saˆm objekt, te piˇsemo this.imeMetode. Servis kreiran u primjeru je vezan na modul
onlineExamPrep.common.
Servisi koji dolaze uz angular imaju prefiks $. Tako, na primjer, postoje servisi
$document za dohvac´anje HTML elemenata, $window za dohvac´anje vrijednosti vezanih
za prozor u kojemu je aplikacija, te $http za slanje HTTP reqestova, o kojem c´emo
viˇse rec´i u poglavlju 4.
3.1.3. Controller
Kontroler u Angularu koristimo za definiranje ponasˇanja HTML koˆda. Kreiramo
ga tako da metodi .controller() proslijedimo ime kontolera, servise o kojima ovisi,
te funkciju za kreiranje kontroler objekta:
Primjer 3.4 (Kreiranje Angular controllera)
angular.module(’onlineExamPrep’)
.controller(’examController’, [’ExamService’, function (ExamService) {
// ko^d za kreiranje controller objekta
}]);
Osim samog kreiranja kontrolera, potrebno ga je i vezati na HTML dokument. U
tu svrhu koristimo ng-controller="ctrl" cˇime zapravo kazˇemo da c´e tim HTML
elementom i svim njegovim child elementima upravljati kontroler ctrl.
Primjer 3.5 (Vezanje kontrolera na dokument)
<div ng-controller="ctrl">
<!-- sarzˇaj div elementa, ovdje kontroler ctrl ima utjecaja -->
</div>
Bitno je napomenuti i to da kontrolere ne bismo trebali koristiti za manipulaciju DOM
elementima, nego u tu svrhu koristiti angular direktive.
3.1.4. Directive
Kada neku komponentu sa cijelim njenim markup-om, te njenom funkcionalnosti
zˇelimo koristiti na nekoliko mjesta, dobro je koristiti direktive. Naime, njima mozˇemo
dodijeliti HTML template te time izbjec´i pisanje istog koˆda na viˇse mjesta. Pri tome
im template mozˇemo dodijeliti inline - kao string, ili referenciranjem na HTML dato-
teku. Ipak, radi laksˇeg odrzˇavanja koˆda, dobro je koristiti drugi navedeni nacˇin.
Direktive u Angularu mozˇemo opisati kao markere na DOM elementima koji HTML
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compileru govore kako se taj element treba ponasati. Dakle, ovom slucˇaju kompajlira-
nje znacˇi povezati direktivu s HTML elementom za omoguc´avanje interaktivnosti tog
elementa.
Primjer 3.6 (Angular direktiva)
angular.module(’onlineExamPrep.components’)













Promotrimo gornji koˆd: kao i kod kreiranja kontrolera, moramo prvo napisati u kojem
modulu se direktiva nalazi. Zatim, unutar metode .directive piˇsemo ime direktive,
te funkciju pomoc´u koje c´e ona biti kreirana. Toj funkciji kao parametre sˇaljemo ser-
vise koji su nam potrebni unutar nje. Pogledajmo objekt koji ona vrac´a: restrict
oznacˇava nacˇin na koji se direktiva koristi. Slovo E znacˇi da ovu direktivu u HTML
dokumentu koristimo kao element, dakle, piˇsemo:
<oep-alternative-answer vm="question" enable-answer="vm.examLength">
</oep-alternative-answer>
templateUrl oznacˇava putanju do HTML dokumenta u kojem se nalazi markup di-
rektive, scope definira elemente koje direktiva mozˇe primiti, te funkcija link definira
ponasˇanje direktive ukoliko je to potrebno.
Bitno je primjetiti da se prilikom kreiranja direktive za njezino ime i parametre ko-
risti camelCase, a prilikom njezinog koriˇstenja umjesto velikog slova piˇsemo povlaku, te
malo slovo. To je zato sˇto HTML ne razlikuje velika i mala slova, dok ih JavaScript raz-
likuje. Takoder, dobro je svojim direktivama dati prefiks pocˇetnih slova aplikacije kako
bi se izbjeglo podudaranje tih direktiva s direktivama drugih ucˇitanih modula. Tako,
na primjer, sve angular direktive imaju prefiks ng: ngApp, ngController, ngShow, ...
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4. Komunikacija izmedu AngularJS i RESTful apli-
kacija
Prije nego krenemo na komunikaciju Angular aplikacije s RESTful API-em, pogle-
dajmo sˇto je to REST:
4.1. REST
REST (representational state transfer) je arhitekturalni koncept za aplikacije cˇije
komponente komuniciraju preko mrezˇe. On ignorira detalje implementacije i sintakse
protokola kako bi se fokusirao na ulogu komponenata, te pravila njihove interakcije.
Interakcija se najcˇesˇc´e odvija preko HTTP protokola koriˇstenjem istih HTTP glagola
koje koriste i web preglednici prilikom dohvac´anja web stranica sa servera. Neka od
pravila su:
• Odvajanje klijentskog i serverskog dijela aplikacije. Tako, na primjer, na kli-
jentskoj strani nije bitno na koji nacˇin se odvija spremanje podataka, dok na
serverskoj nije bitno korisnicˇko sucˇelje. Zbog toga se ti dijelovi mogu implemen-
tirati neovisno jedan o drugome.
• Svaki request koji se s klijentske strane sˇalje serveru mora sadrzˇavati sve podatke
potrebne serveru, te se klijentski kontekst nigdje ne cˇuva izmedu requestova.
• Kako klijentska strana mozˇe cachirati response dobiven od servera, svaki response
se mora moc´i cachirati
Web servisi koji slijede pravila REST-a se zovu RESTful API. Ako je pri tome servis
baziran na HTTP protokolu, definiran je sljedec´im:
• bazni URI, na primjer http://www.online-ispiti.com/ispit
• media tip, najcˇesˇc´e je to JSON, ali mozˇe biti i neki drugi, na primjer, XML
• standardne HTTP metode kao sˇto su GET, POST, PUT, DELETE, ...
Pri tome se HTTP metode koriste za sljedec´e: GET za dohvac´anje, POST za kreiranje
novih, PUT za izmjenu postojec´ih, te DELETE za brisanje podataka.
4.2. Projekt: simulator ispita
Projekt izraden u sklopu ovog rada je zamiˇsljen kao simulator ispita. Korisnik se
mozˇe registrirati i prijaviti u sustav, te ispitati svoje znanje na ispitima koji se nalaze
u sustavu. Koˆd projekta se nalazi u javnom GitHub repozitoriju na adresi:
https://github.com/isimic413/OnlineExamPrep/tree/master
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Za izradu projekta koriˇstene su sljedec´e glavne tehnologije: ASP.NET 4.5.1 i An-
gularJS v1.4.7. Detaljan popis tehnologija i third party komponenata mozˇete vidjeti u
potpoglavlju 4.2.2. Koriˇstene tehnologije.
4.2.1. Arhitektura
Pri izradi arhitekture aplikacije koriˇstena je Layered arhitektura. To znacˇi da se
aplikacija sastoji od komponenata (layera) koje medusobno komuniciraju. Nacˇin ko-
munikacije c´emo objasniti preko skice:
Slika 3: Arhitektura aplikacije
Klijentska strana aplikacije - AngularJS aplikacija komunicira s Web API komponen-
tom preko HTTP protokola. Web API tada od Service komponente trazˇi podatke.
Service, nadalje, od Repository komponente trazˇi podatke koji su joj potrebni za kons-
truiranje podataka koje je od nje trazˇila Web API komponenta. Zatim, Repository
komponenta, koristec´i definicije objekata iz Data Access Layer (DAL) komponente do-
hvac´a trazˇene podatke, vrac´a ih Service komponenti koja ih tada obraduje i predaje
Web API komponenti. Tada Web API komponenta preko HTTP responsea klijentskoj
aplikaciji daje trazˇene podatke.
Svaka od komponenata ima svoju ulogu u aplikaciji:
• Data Access Layer - sadrzˇi definicije klasa preko kojih kreiramo objekte koji se
mogu mapirati u podatke koje je moguc´e unositi u bazu podataka (DB). Te klase
ne sadrzˇe definicije metoda, nego samo definicije propertya koje objekti mogu
imati.
• Repository - sadrzˇi metode za kreiranje, izmjene, dohvac´anje i brisanje podataka
iz baze. Pri tome ne sadrzˇi nikakvu business logiku. Na primjer, ako u bazu
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zˇelimo spremiti uvijek ili i zadatak i ponudene odgovore za njega ili niˇsta od toga,
ova komponenta nije toga svjesna. Za taj dio nam sluzˇi Service komponenta.
• Service - komponenta u kojoj se odvija business logika aplikacije. Ne mozˇe ko-
municirati s bazom podataka, nego to cˇini preko Repository komponente. Preko
nje dohvac´a podatke, te na temelju njih kreira podatke koje vrac´a na Web API
komponentu.
• Web API - na temelju requesta, trazˇi podatke od Service komponente, te ih
sˇalje na klijentsku aplikaciju. Mozˇemo ju shvatiti kao komponentu za prevodenje
klijentskog requesta u podatke koje razumije Service komponenta. Ova kom-
ponenta je zaduzˇena i za autorizaciju korisnika. Ona odlucˇuje o tome smije li
korisnik vidjeti podatke koje je zatrazˇio.
• AngularJS aplikacija - zaduzˇena za prikaz podataka na ekranu, te interakciju s
korisnikom. Ne mora biti svjesna business logike iz Service komponente. Mora
moc´i poslati request te znati procˇitati i obraditi serverski response tako da ga
mozˇe prikazati na ekranu na korisniku razumljiv nacˇin.
Angular aplikacija takoder ima svoju arhitekturu. U glavnom folderu se nalaze in-
dex.html dokument, te folderi:
• app - sadrzˇaj aplikacije, tj. kodovi koje smo sami pisali
• content - slike koriˇstene u aplikaciji, te css dokumenti
• fonts - koriˇsteni fontovi
• scripts - JavaScript datoteke koje nismo sami pisali - biblioteke, third party kom-
ponente, te koˆd samog frameworka
Nadalje, app folder je podjeljen na common, components te pages foldere, te sadrzˇi i
app.js datoteku. U ovom slucˇaju, to znacˇi da se aplikacija sastoji od glavnog modula
konfiguriranog u app.js datoteci, te od josˇ tri modula, od kojih je svaki smjesˇten u svoj
folder. U app.js datoteci mozˇemo odrediti koje interceptore aplikacija koristi, piˇsemo
definicije ruta klijentske aplikacije, sˇto se dogada prilikom promjene rute, ...
Common modul sadrzˇi servise koji se koriste u ostalim modulima. Na primjer, u
ovom modulu se nalaze servisi koji nam sluzˇe da dohvac´anje podataka sa servera.
Components modul sadrzˇi komponente koje koristimo na viˇse mjesta u pages mo-
dulu. Tako se direktiva koju koristimo za prikaze stranice podataka nalazi u ovom
modulu.
Izgradnja RESTful aplikacije s AngularJS-om 20
Slika 4: Prikaz stranice podataka u aplikaciji
Pages modul sadrzˇi stranice aplikacije. Treba napomenuti da ovdje stranica nije
zapravo posebna stranica aplikacije, nego jedna direktiva koju koristimo za prikaz poda-
taka na ekran. Iako zbog URL-a imamo dojam da se aplikacija sastoji od viˇse stranica,
zapravo se sastoji samo od jedne jer je ovaj projekt izraden kao SPA (Single Page Ap-
plication) - dakle, postoji samo jedna stranica, te pomoc´u Angular koˆda odlucˇujemo
sˇto c´e korisnik vidjeti. Nadalje, koriˇsten je HTML5 prikaz URL-ova zbog cˇega niti je-
dan URL u ovoj aplikaciji ne sadrzˇi #. Takav prikaz definiramo unutar app.js datoteke
na sljedec´i nacˇin:





Svaka stranica aplikacije definirana je svojom rutom, direktivom te html dokumen-
tom. Pri tome se jedna direktiva (s pripadajuc´im html dokumentom) mozˇe koristiti
za prikaz viˇse od jedne stranice. Na primjer, stranice za unos novog ispita, te za
uredivanje postojec´eg koriste istu direktivu - oepExamEdit. Unutar direktive tada,
prema prosljedenim parametrima direktiva odlucˇuje sˇto c´e prikazati na ekranu.
Stranice su grupirane u foldere tako da svaki folder oznacˇava jednu cjelinu koja ne
ovisi o cjelini iz nekog drugog foldera. Logika za simulator ispita se nalazi u folderu
simulator, logika za unos i uredivanje ispita, te prikaz stranice ispita se nalazi u folderu
exam itd. Arhitektura Angular aplikacije je sljedec´a:
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Slika 5: Arhitektura Angular aplikacije
4.2.2. Koriˇstene tehnologije
Alati:
• Microsoft Visual Studio 2013




• Entity Framework 6.1.3
• AutoMapper
• Ninject 3.2.2.0
• Ninject Web Common 3.2.1.0
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• Microsoft ASP.NET Web API 5.2.3
• Microsoft Owin 3.0.1
Client side:
• Angular 1.4.7
• Angular UI Bootstrap 0.14.3




4.3. Komunikacija izmedu AngularJS i RESTful aplikacija
Kao sˇto smo napomenuli, Angular aplikacija s RESTful aplikacijom komunicira
preko HTTP protokola. U ovom potpoglavlju c´emo pokazati primjere u koˆdu, te pri-
mjere requestova. Medutim, pogledajmo prvo kako izgleda kreiranje HTTP requesta u
Angularu.
Za slanje HTTP requesta u Angularu se koristi $http servis koji koristimo na
sljedec´i nacˇin: $http(config). Pri tome config objekt preko svojih propertya sadrzˇi
opis requesta.
Primjer 4.2 (config objekt za slanje post requesta)












Ovako konfiguriran HTTP request na server sˇalje objekt koji zˇelimo spremiti u bazu
podataka kao novi entitet. Serverov odgovor (response) ima sljedec´e propertye:
• data - tijelo responsea, sadrzˇi podatke poslane sa servera
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• status - HTTP status koˆd. Status kodovi izmedu 200 i 299 se smatraju kodovima
uspjesˇnog requesta.
• headers - metoda za dohvac´anje headera
• config - objekt koji je koriˇsten za generiranje requesta
• statusText - HTTP status text responsea
Slika 6: Chrome developer tools - request i response headers post metode
Na gornjoj slici vidimo kako u Chrome developer toolsu mozˇemo procˇitati vrijednosti
config objekta koji je koriˇsten za kreiranje requesta, te headere i status responsea.
Osim navedenog nacˇina slanja requesta iz angular aplikacije, mozˇemo koristiti i metode
cˇiji config objekt ne sadrzˇi url i method propertye. Sve te medode kao parametre





4.3.1. Primjeri iz projekta
U ovom potpoglavlju c´emo proc´i kroz slanje POST, PUT, GET i DELETE reques-
tova. Proc´i c´emo kroz aplikaciju, prikazati gdje se koji koristi, te kako su obradeni na
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klijentu.
Kako bi mogao koristiti aplikaciju, korisnik se prvo mora registrirati u sustav.
Slika 7: Registracija korisnika - unos podataka
Klikom na gumb ”Registriraj me!” se izvrsˇava koˆd iz AccountService.js datoteke koja
na server sˇalje request za registraciju korisnika:
Primjer 4.3 (Registracija korisnika)
this.registerUser = function (userParams) {
return $http.post(path + ’/register’, userParams);
};
U ovom primjeru se koristi alternativna metoda cˇiji parametri su url, te objekt koji
sadrzˇi korisnicˇko ime, lozinku, te ponovljenu lozinku. Uspjesˇan request rezultira kre-
iranjem novog korisnika u bazi podataka koji se sada mozˇe prijaviti u sustav.
Za prijavu korisnika koristimo standardnu formu u kojoj je potrebno unijeti ko-
risnicˇko ime i lozinku.
Slika 8: Prijava korisnika - unos podataka
Klikom na prijavu se izvrsˇava sljedec´i koˆd:
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Primjer 4.4 (Prijava korisnika)











Vidimo da za prijavu korisnika u sustav ne koristimo alternativnu metodu. Sada kre-
iramo config objekt koji sadrzˇi naziv metode, url, headere, te podatke potrebne ser-
veru kako bi mogao prijaviti korisnika. URL u gornjem kodu je skriven jer se koristi
Angular konstanta koju smo nazvali Paths. Paths konstanta se nalazi u common mo-
dulu, te sadrzˇi putanje do html dokumenata, te rute za pristup serverskim metodama.
Paths.token ima vrijednost: ’http://localhost:2514/token’
Prilikom uspjesˇne prijave, koja se odvija preko POST metode, server nam sˇalje i objekt
u kojem se nalazi token. U tokenu su spremljeni korisnikov id iz baze podataka, njegova
rola, te njegove ovlasti. access token property token objekta nam je dalje potreban
za metode na serverskoj strani za koje je nuzˇno da je korisnik prijavljen u sustav. Na
primjer, kod trazˇenja podataka potrebnih nakon prijave korisnika. Ti podaci su lookup
tablice, tj. podaci koji se ne mijenjaju cˇesto, pa ih spremamo radi smanjenja broja sla-
nja requestova na server. Naime, slanje requesta, tj. cˇekanje responsea mozˇe usporiti
aplikaciju. Zbog toga je dobro slati sˇto manje requestova, a to postizˇemo i spremanjem
lookup tablica.







".issued": "Sun, 28 Feb 2016 22:37:50 GMT",
".expires": "Sun, 13 Mar 2016 22:37:50 GMT"
}
Kako ne bismo morali svaki puta pisati config objekt prilikom slanja requesta na server,
kreiran je DataService koji se koristi u ostalim servisima te on zapravo sˇalje request.
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Primjer 4.6 (DataService.js)
angular.module(’onlineExamPrep.common’)
.service(’DataService’, function ($rootScope, $http, $q) {
function sendRequest(config) {












this.get = function (path, params, options) {










this.post = function (path, params, options) {





if (options && options.headers) {
config.headers = options.headers;




this.put = function (path, params, options) {










this.delete = function (path, params, options) {











U ovom servisu kreiramo config objekt za svaki tip metode, te sˇaljemo request i
obradujemo response koji dobijemo od servera. Na primjer, kako ne bismo u servi-
sima u svakoj metodi morali posebno pisati kada zˇelimo da se na sucˇelju vidi da se
trenutno odvija request, to smo ucˇinili u sendRequest metodi postavljajuc´i vrijednost
loadingContent propertya sa root scope-a aplikacije. Nadalje, u sendRequest metodi
vidimo jedan od nacˇina na koji mozˇemo dalje procesuirati promise koji nam vrati
$http metoda. Ako je request uspjesˇan, izvrsˇi se prva, a u suprotnom druga funkcija.
Takoder, dio koˆda koji je zaduzˇen za manifestaciju neuspjesˇnog requesta jer odraden u
ovom servisu. To smo ucˇinili zato sˇto je manifestacija gresˇke uvijek ista, te smo izbjegli
pisanje tog dijela koˆda u svim direktivama koje pozivaju metode servisa.
Sada metoda koja je zaduzˇena za dohvac´anje lookup podataka koristi get metodu
data servisa, te ne koristi izravno $http servis:
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Primjer 4.7 (Dohvac´anje lookup podataka)
this.getApplicationData = function () {
return DataService.get(path + ’/application-data’);
};
Primjetimo kako nismo naveli niti Authorization header. Buduc´i da je metoda na
serveru zasˇtic´ena te je ovim podacima moguc´e pristupiti samo ako je korisnik prijavljen
u sustav, potrebno je poslati i token u authorization headeru. U tu svrhu smo iskoristili
jednostavan interceptor. Interceptori sluzˇe za presretanje requestova i responsea. U
nasˇem slucˇaju, interceptor je koriˇsten samo za presretanje requesta. U njemu dodajemo
authorization header ako token postoji:
Primjer 4.8 (Interceptor)
angular.module(’onlineExamPrep.common’)
.service(’Interceptor’, function ($injector) {
’use strict’;
return {
request: function (config) {
var tokenService = $injector.get(’TokenService’);












Dakle, prilikom svakog requesta, prije nego request ode na server, interceptor provjeri
postoji li token. Ako postoji, utisne token u authorization header te pusˇta request
dalje.
Primjer 4.9 (Rad s pristiglim podacima)
UserService.getApplicationData().then(function (data) {
var principalData = {
role: data.role
};
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Kao sˇto vidimo, pristigle podatke koristimo kao i svaki drugi JavaScript objekt. Mozˇemo
ih slati drugim metodama, kreirati nove objekte koristec´i njihove podatke, ...
Prisjetimo se: za dohvac´anje podataka koristimo GET metodu. Medutim, GET
metoda ne mozˇe slati objekte u requestu. Sˇto ako zˇelimo dohvatiti samo jednu stra-
nicu podataka? Recimo da zˇelimo dohvatiti samo prvih 20 podataka - tj. prvu stranicu
velicˇine 20. Mozˇda i prilikom dohvac´anja stranice zˇelimo odrediti i po kojem stupcu
podaci trebaju biti sortirani. Imajuc´i na umu da GET metoda ne mozˇe slati takve
podatke ako ih ne upiˇse u URL, alternativu mozˇemo pronac´i u POST metodi:
Primjer 4.10 (POST metoda za dohvac´anje podataka - dohvac´anje ispita)
this.getExamCollection = function (pagingParams) {
return DataService.post(path + ’/page’, pagingParams);
};












"title": "Demo - Informatika (Ljeto 2016.)"
}
]
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Slika 9: Manifestacija pristiglih podataka na ekranu: ispiti
Koriˇstenje POST metode u ovom kontekstu mozˇemo shvatiti kao zahtjev za kreira-
njem nove stranice podataka na temelju poslanih podataka. Ovakvo koriˇstenje POST
metode u projektu kojeg koristimo za primjer se pojavljuje na svakom mjestu gdje
dohvac´amo stranicu podataka.
Kada zˇelimo dohvatiti jedan entitet, na primjer jedan ispit, dohvac´amo ga koriˇstenjem
GET metode:
Primjer 4.12 (Dohvac´anje jednog ispita)
this.getExam = function (examId) {
return DataService.get(path + ’/’ + examId, examId);
};








Slika 10: Manifestacija pristiglih podataka na ekranu: ispit
Koju metodu trebamo koristiti ako zˇelimo dohvatiti sve zadatke jednog ispita? Prvo
treba odrediti parametre koji su nam potrebni za dohvac´anje takvih podataka. Zˇelimo
ih dohvatiti sve, dakle nisu nam potrebni parametri za redni i velicˇini stranice. Znamo
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i da svi zadaci moraju biti s istog ispita, dakle - dovoljan nam je Id tog ispita. To znacˇi
da, iako dohvac´amo vec´i broj podataka, trebamo koristiti GET metodu jer je bitno
koliko i kakve parametre sˇaljemo, a ne koliko podataka ocˇekujemo.
Primjer 4.14 (Dohvac´anje svih zadataka odredenog ispita)
this.fullExamQuestions = function (examId) {
return DataService.get(path + ’/questions/’ + examId, examId);
};
Slika 11: Manifestacija pristiglih podataka na ekranu: ispit sa zadacima
Vidimo da se sada na ekranu ne prikazuju svi podaci u isto vrijeme. Kako se ovi podaci
koriste za simulator ispita, prikazujemo jedan po jedan zadatak, te sa strane vidimo
koliko zadataka ukupno ima u ispitu.
Osim POST i GET metoda, koristimo i PUT i DELETE metode. DELETE metoda,
kao i GET metoda, ima samo jedan parametar koji piˇsemo u URL. Taj parametar mora
biti dovoljan da server mozˇe prepoznati tocˇno o kojem se entitetu radi. PUT metoda
takoder u URL-u ima Id entiteta, ali ima i objekt s parametrima kao sˇto to ima POST
metoda. Ti parametri, tj. vrijednosti propertya objekta c´e u bazi zamijeniti postojec´e:
Primjer 4.15 (PUT I DELETE metode)
DELETE: DataService.delete(path + ’/’ + examId, examId)
PUT: DataService.put(path + ’/’ + exam.id, exam)
Do sada smo vidjeli podatke samo uspjesˇnih requestova. Pogledajmo kako izgleda
JSON objekt koji dobijemo od servera ako request nije uspjesˇan. Na primjer, ako
pokusˇamo obrisati entitet koji ne postoji u bazi podataka.
Primjer 4.16 (JSON response neuspjesˇnog requesta - entitet nije pronaden)
{
"message": "An error has occurred.",
"exceptionMessage": "Entity with specified id not found.",
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"exceptionType": "System.Collections.Generic.KeyNotFoundException",
"stackTrace": " at OnlineExamPrep.Repository.Repository.
<DeleteEntityAsync>d__c‘1.MoveNext() in ..."
}
Primjer 4.17 (JSON response neuspjesˇnog requesta - metoda nije pronadena)
{
"message": "No HTTP resource was found that matches the request URI
’http://localhost:2514/api/question-type/40006ae0-686f’.",
"messageDetail": "No type was found that matches the controller
named ’question-type’."
}
Ovakvi podaci osobi koja nije pisala aplikaciju na serveru ne znacˇe puno. Umjesto ispisa
ovih podataka na ekran, treba pronac´i odgovarajuc´i nacˇin da se korisniku prikazˇe da
njegov zahtjev nije prosˇao. Na primjer, crveno oznacˇeno podrucˇje koje c´e ga asocirati
na pogresˇku, te tekst koji opisuje gresˇku koja se dogodila. Sljedec´i primjer prikazuje
jednu od moguc´nosti prikaza gresˇke koja se dogodi prilikom dohvac´anja zadatka koji
ne postoji u bazi podataka:
Slika 12: Manifestacija gresˇke na ekranu
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5. Zakljucˇak
Od prvih web stranica do danas se pristup u njihovom koriˇstenju uvelike promije-
nio. Korisnici viˇse ne zˇele samo cˇitati sadrzˇaj kao tekst ispisan u knjigama, nego zˇele
imati utjecaja na njega. Zbog toga je kreiran JavaScript. Iako mu je prva svrha bila
pocˇetnicima omoguc´iti lako dodavanje animacija i interaktivnosti na svoje web stra-
nice, danas se koristi za izradu vrlo kompleksnih aplikacija. Kako su aplikacije pisane
u JavaScriptu postajale sve kompleksnije, javila se potreba za dobrim strukturiranjem
koˆda kojeg bi bilo laksˇe odrzˇavati. U tu svrhu su osmiˇsljeni brojni frameworci. Jedan
od njih je i AngularJS.
AngularJS framework nam pomazˇe dobro strukturirati koˆd aplikacije te time
olaksˇava njegovo testiranje i odrzˇavanje. Tako nam pisanje svojih Angular servisa koje
koristimo kroz aplikaciju smanjuje kolicˇinu koˆda jer mozˇemo na jednom mjestu osigu-
rati da c´e se dogoditi odredena akcija - npr. prikaz ili skrivanje manifestacije cˇekanja
odgovora sa servera.
Osim toga, bitno je i definirati nacˇin komunikacije AngularJS aplikacije sa server-
skom aplikacijom. U tome nam mozˇe pomoc´i arhitekturalni koncept REST. Jedna od
njegovih prednosti je upravo ta da ne diktira tehnologije koje moramo koristiti pri iz-
radi aplikacije. Imajuc´i to na umu, mozˇemo kreirati viˇse klijentskih aplikacija koje c´e
komunicirati s istom serverskom aplikacijom a koje nec´e biti pisane istom tehnoologi-
jom.
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6. Sazˇetak
U ovom radu pokazat c´emo kako povezati klijentsku stranu aplikacije sa server-
skom kada one medusobno komuniciraju preko mrezˇe. Pri tome c´e klijentska strana
biti izradena u JavaScript frameworku AngularJS. Najprije c´emo proc´i kroz povijest
JavaScripta, te c´emo objasniti razlike izmedu klijentskog i serverskog JavaScripta. Za
potrebe razumijevanja AngularJS-a c´emo objasniti sˇto je framework, te kako raditi s
objektima u JavaScriptu. Takoder c´emo vidjeti i od kojih elemenata se sastoji Angu-
larJS aplikacija.
U posljednjem poglavlju c´emo objasniti koji preduvjeti su potrebni da bi aplikacija
bila RESTful aplikacija. Prikazat c´emo i primjere koˆda aplikacije izradene u sklopu
ovog rada kako bismo razumjeli kako AngularJS aplikacija komunicira sa serverskom
aplikacijom.
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7. Summary
Here we will show how to connect two sides of an application - client side and server
side when they communicate through network protocol. Client side application will
be built with JavaScript framework AngularJS. First, we will go through JavaScript
history and we will explain what are the differences between client side JavaScript and
server side JavaScript. For better understanding of AngularJS, we will explain what is
framework and how to use objects in JavaScript. We will also explain what elements
make an AngularJS application.
In the last chapter, we will explain what it takes for an application to be RESTful.
In order to understand the communication between AngularJS application and server
side application we will show code examples taken from the application that we built
for that purpose.
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