In this paper we explore how we can use Specification and Description Language, to represent simulation models that make an intensive use of geographical information, like environmental simulation models. The purpose is to perform a complete unambiguous, graphical and formal representation of a wildfire simulation model. Specification and Description Language is a modern object oriented language that allows the definition of distributed systems. It has focused on the modeling of reactive, state/event driven systems, and has been standardized by the International Telecommunications Union (ITU) in the Z.100. Thanks to the graphical representation of the simulation model, the interaction between the experts that usually come from different areas is simplified. Also, due to the unambiguous and modular nature of the language, all the details of the model can be validated by personnel that do not necessarily are used with programming languages or simulation infrastructures.
INTRODUCTION
From the different phases of a simulation model construction, the formalization phase sometimes is missed. The reasons can be diverse but often the time needed to define the simulation model using a formal language is not viewed by the members of the team as a key element that accelerates the process. Several authors that argue the formalization of a simulation model is a key phase, considering that it could be understood as a product by itself (Brade 2000) .
It is clear that the conceptual model helps in the implementation process and in the communication between the different personnel involved in the model construction, and if the models, like those present in this paper, need of the knowledge of personnel with diverse formation, this phase must be considered as a requirement. Regarding simulation models that use geographical information is often needed to use cellular automaton structures in order to represent this data (Benenson and Torrens 2004) . Since we want to formalize cellular automaton structures we also need to fully define this structure. We first need to define what we understand as a cellular automaton, and then to use a language -and in our case extend the language-to achieve a complete and unambiguous representation of this structure.
Regarding cellular automaton structure, we follow the approach presented on (Fonseca and Casanovas 2005) , and in order to extend the cellular automaton we are based on the preliminary idea presented on (Fonseca et al. 2010 ) to represent formally a cellular automaton.
Wildfire simulation model requires a behavior definition that clearly describes how the fire evolves over time. To do this we follow the approximation proposed by (Andrews and Chase 1989) .
This paper explores how we can model environmental systems using Specification and Description Language, see (Doldi 2003) , (Doldi 2001 ) or (ITU-T 2012 . Specifically we present a formalization of a Fonseca, Casanovas, Figueras, and Guasch wildfire model based on BEHAVE model (Benenson and Torrens 2004) .Two main concerns exist to do this, first how to model the behavior of cellular automata graphically using SDL, and second how to manage time.
We want to remark that, of course, it is not our intention to state that SDL is the only language that can be used for this purpose: other alternatives exists like (Wainer 2002) . We just want to analyze the feasibility of using SDL in this scope and finally analyze his weakness and benefits. Some related word where SDL have been used to represent or interact with environmental models can be reviewed on (Fischer, et al. 2009 ), (López, Fonseca and Casanovas 2008) or (Fonseca, Colls and Casanovas 2011) .
SPECIFICATION AND DESCRIPTION LANGUAGE
Specification and Description Language (SDL) (Doldi 2001) , (Doldi 2003 -T 2012) . The language was designed for the specification of event-oriented, real-time and interactive complex systems. These systems might involve different concurrent activities that use signals to perform communication. In our current scope SDL SIGNALS represents the events of the simulation model, hence in the paper SDL SIGNAL or event can be considered equivalent, since the SIGNAL is the representation of the event in the language. SDL is based on the definition of four levels to describe the structure and the behavior of the models: system, blocks, processes and procedures. In SDL BLOCKS and PROCESSES are named AGENTS. The outermost block, the system BLOCK, is an agent itself. Figure 1 shows this hierarchy of levels. The different concepts that the SDL language covers are:  System structure: from the blocks to the processes and their related hierarchy.  Communication: signals, communication paths or channels, parameters that can be carried out by the signals, etc.  Behavior: defined by different processes.  Data: based in Abstract Data Types (ADT).  Inheritance: useful to describe relations between objects and their properties.
Although a textual SDL representation is possible (SDL/PR), this paper uses the graphical representation of the language (named SDL/GR). More details about the Specification and Description Language can be found in the recommendation Z.100 (ITU-T 2012) or at the web site (IEC International Enginyeriing Consortium 2000).
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To briefly illustrate SDL and in order to explain some of the key elements of the proposed methodology we show a specification of a G|G|2 model, following the Kendall notation (Kendall 1953) , general distribution for the arrivals and for the services times, and two servers. The first diagram following the SDL language can be represented by a single box in the system diagram that contains the GG2 model. Going inside this BLOCK, Figure 2 shows the inner structure of the model, two servers and a queue. Figure 2 details the structure of the model. The communication mechanism between the different model elements is asynchronous (we are defining all these elements in a BLOCK agent not inside a PROCESS agent). Also, we are here representing the signals that travel from one agent to others allowing this communication EndService1, EndService2, NewService1 and NewService2. We can go further and analyze what is inside these blocks. We continue the decomposition with other BLOCK's agents. Finally we must define PROCESS that can be decomposed in other set of PROCESS. Finally the PROCESS must be defined with specific behaviors, as the one represented on Figure 4 for the PServer1.
Note that only one process is represented for each one of the blocks. If two or more processes are defined they are executed sequentially. Since each process defines the states for the object, the definition of two or more blocks implies that the element states definition are the combination of the states of each one of the processes. In the former example this is not needed, and a single process is enough.
Finally is necessary to define the process diagram for each process. In Figure 4 the start operation initializes the clock of the process (to 0) and finish in the state (IDLE). Two states are defined (IDLE and BUSY). The events that modify the state of the server are NewService1 (from IDLE to BUSY) and EndService (from BUSY to IDLE). Note that the events have a parameter defining the time where the event takes place (delay). This time is used to update the clock of the element. 
CELLULAR AUTOMATA
Cellular automata must be defined in SDL because they simplify the interaction of simulation models and Geographical Information Systems (GIS) data (Benenson and Torrens 2004) . The cellular automaton we are using is an extension of the common cellular automaton named m:n-CA k . Its definition can be found on (Fonseca and Casanovas 2005) . Cellular automata are discrete dynamical systems whose behavior is completely specified in terms of a local relation (Emmeche 1998), hence is needed to represent all the data needed to perform its evolutions.
One-dimensional cellular automata are based in a row of "cells" and a set of "rules". A twodimensional cellular automaton uses rectangular grids of cells. Each one of the different cells can be in one of different "states" (the number of possible states depends on the automata). Thinking states as numbers, in a two-state automaton, each cell can be only in 1 or 2 state. Cells represent automata space; time advances in discrete steps following "the rules", the laws of "automata universe", usually expressed in a small look-up table. At each step every cell computes its new state in function of its closer neighbors. Thus, system's laws are local and uniform.
Next figure shows one-dimensional cellular automaton initial state and successive two states after rules application.  k: is the number of main layers (1 by default). A layer in a m:n-CA k is a main layer if a transition function  is defined in order to modify its state. A m:n-CA automaton only presents one main layer, while m:n-CA k automaton presents k main layers. A two dimensional cellular automaton is represented by a 1:2-CA. A transition in a m:2-CA cellular automata is defined as in a 2-dimensional cellular automata, but main layer cell state is a combination of data contained in the m-1 secondary layers at the same position.
All cellular automatons defines two functions: vicinity function that allows to represents the cells (or the space in the continuous case) that must be analyzed to perform the propagation, and the nucleus functions that defines the cells (or again, the space in the continuous case) that must be modified once the propagation finalizes. Also, the propagation function can work with several layers allowing to represent all the necessary model information, and a combination function permits to combine the information that comes from all the layers. All layers must be georeferenced. The GIS data classification is shown in the next table based in the table of (Fonseca, Casanovas and Montero 2004) . Suitable data that can be represented in the m:n-CA k layers are vectorial data (2DLayers) or raster data (3DLayers). Other elements can be represented using common simulator elements. Since multiple layers belong to a single automaton its state is defined as follows.
IMPLEMENTATION
Usually in a simulation study we begin defining the model and then describing what is the platform selected to implement this model. However in the present case, and since it is needed to extend the language, this section must be previous.
To implement our models we can use different existing tools that understand SDL language, like Cinderella (CINDERELLA SOFTWARE 2007), Telelogic (IBM 2009 ) of IBM or PragmDev (PragmaDev SARL 2012 . However, we are using our tool Specification and Description Parallel Simulator (SDLPS) (Fonseca 2008) , (Fonseca and Casanovas, Towards a SDL-DEVS Simulator 2011) because it allows to add the needed capabilities to the language without the need to define complex SDL structures. The current version of SDL (SDL-2010 that appears at the end of 2012) allows defining delays and priorities in the SIGNALS. This extension proposed by some of the authors, simplifies the representation of the dynamical process involved in a simulation model. Mainly this extension allows defining the time needed to process a specific event and the priority to be used in the case that two (or more) SIGNALS reach an SDL AGENT at the same time (see Figure 6 ). However the recommendations proposed on Z.100 do not define a structure that directly allows to work with cellular automaton structures. Figure 6 : Defining the delay and priority on a SIGNAL on SDL-2010. The SDL SIGNAL "EndService" cannot be processed on the SDL AGENT that receives the signal (in this case the same agent that sends the SIGNAL since we are sending the SIGNAL to itself "SELF" ), until a delay of PServer1_t units of time are consumed.
To work with cellular automata we will extend the language. To do this, we first need to understand that all the cells have the same behavior. This implies that is not required to represent all the cells, but only one cell. Also is necessary to represent the relation with the neighborhood (that of course is specific of the cellular automata), and the relation with the other layers. That implies to define the combination, vicinity and nucleus functions, as previously are defined (Fonseca and Casanovas 2005) , the propagation function, that defines the evolution of the cellular automaton representing his behavior can be represented graphically as a SDL PROCESS we can see next.
In SDL language we can use types to define blocks that have the same behavior (as is usual in any OO language). This leads to a simplification in the representation of SDL cellular automata models using two types VT_P_mnCACell (to build a PROCESS that represents the propagation function) and VT_P_mnCA (to represent a BLOCK containing the default dimension and main layers that all cellular Fonseca, Casanovas, Figueras, and Guasch automata must have). This block also implements some structures that permits to send the SDL SIGNALS to all the cells of the cellular automaton layer (we can use ALL_CELLS, to send the signal to all the cells of the VT_P_mnCA agent) or just to a selection (represented by an array). The definition of these two virtual SDL blocks, due to space reasons are not detailed in this paper. Figure 7 : Extension to the language that allows to send a signal to all the cells of the cellular automaton represented on the layer. Here we are sending the SIGNAL to the cell that originates the SIGNAL.
WILDFIRE MODEL
As we said previously, we are following the model proposed by (Andrews and Chase 1989) to represent the fire spread. In Figure 8 we are showing the block implementing the cellular automaton that represents the wildfire propagation model. Since here we are only representing a single mode (fire spread) no other PROCESSes are included. If we want to combine the fire spread model with other models (containment models, etc.) can be here specified as new SDL agents. Inside this we can find the definition of the behavior of the model. In Figure 9 we describe the Unburn and Burned state for the cellular automaton cells, on Figure 10 we represent the Burning state. 
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Figure 10: propagation of the wildfire. The propagation for this cell, following the mathematical model proposed by (Andrews and Chase 1989) , is represented on the TASK "FireSpread".
Each cell of the model can be in three states, Unburn (that means that is no fire in the cell), Burning (that means that the cell is on fire) and Burned (that means that the cell is completely burned).
The signals that can travel from one state to others are Burn, Propagate, Extinguish and Data Update. Data Update is needed in order to recalculate the state of the cells in the case that the values of the cells changes due to an external model. Regarding the procedures that are used in the model, just to note that Vicinity and Nucleus can also be represented graphically in the last level of the SDL diagrams (PROCEDURE diagrams). For the FireSpread function, that represents the internal calculus of the BEHAVE (Benenson and Torrens 2004 ) model this is not allowed, since the method is called in a TASK. Conceptually this is done in that way because BEHAVE model in this implementation only is representing the mathematical calculus that defines the modification of the physical state of a cell. CONCLUDING REMARKS This paper shows how we can model environmental systems using Specification and Description Language. Specifically we present a formalization of a wildfire model based on BEHAVE model (Benenson and Torrens 2004) .To do this, the main concern is how to model the behavior of cellular automata graphically using SDL, and how to manage time. Time management is well solved in the new recommendation of SDL (ITU-T 2012) however it does not propose a convenient solution in order to represent cellular automata structures. In order to do this we propose to add to our specification two virtual blocks that allow to define the main structures that all cellular automaton requires. This implies that the proposed extensions to the recommendation can be implemented over the existing language using its current structures. This leads to the definition of a library in the language that simplifies the definition of environmental simulation models.
From the point of view of the model, the unambiguous and graphical representation of the cellular automaton increases the understanding of its behavior by the experts of the system to be modeled, and allows to perform a Conceptual Validation as is defined in (Sargent 2007) . Since all the data that the automaton needs is also represented in the SDL diagrams, it remains clear what the dependencies of the model are in order to be executed. SDL is not a symmetric language, is more complex to write a model than read a model (in less than one hour everyone can be capable to read any SDL diagram). This is a clear advantage, since the modelers must be capable to write the model correctly, at least to beneficiate from the capabilities of the automatic execution, but this is not mandatory for the system experts, facilitating a faster and deeper use of its knowledge in the model. This also avoids a possible refusal to use the language by people not used with this type of specification strategies since the learning curve to understand it is relatively fast.
Other clear advantage is related to the fact that SDL is a standard ISO language and several tools understand our models. This leads to automatic implementations an easier use of different platforms, and the simplification of the verification process.
