This is research summary of a PhD project in the area of massive software maintenance automation. We explain the context, approach, and contributions.
Introduction
At the end of the 20th century, a new class of software project emerged: mass update projects [7] . These massive software maintenance projects concern widespread changes to large deployed software systems, which must be carried out simultaneously. Thousands of changes must be made to millions of lines of source code. The most prominent examples are the Year 2000 changes and the Euro conversion, but there are many more. In fact, similar projects have been carried out since large-scale software systems were built; for instance, to migrate to new hardware, operating systems, databases, or to adapt to pervasive requirements. Virtually any software system that is nowadays in use and that was initiated more than a decade ago has been subject to one or more of such large-scale changes.
Many mass change projects have been carried out in a traditional way: by hand. Although it is quite natural to perform local, onetime changes by hand, the time to perform changes does not scale linearly with the amount of changes to be made and the size of an application. Pervasive changes to a multi-million line application scales beyond the scope of the day-to-day routine of normal maintenance. In particular, modifications that affect parts of an application's architecture can be pervasive, such as changes to interfaces, platforms, implementation languages and database schemas. But even a seemingly simple expansion of a datastructure, such as the Year 2000 problem, can cause widespread changes to a software application. The large impact is caused by related datastructures and functions that have to be modified as well. Another example is a change to a component that represents common functionality, such as logging, accessing a common database, error handling, or any other functionality that is used by several components. If, for instance, a parameter or the number of parameters of an interface function must be changed, each reference to that function must be updated accordingly. The modification of a common component can require many changes in various other components, resulting in numerous changes. The impact of such an initially simple looking change can easily be underestimated in practice, because interfacing software components are often interconnected in several ways. These dependencies are usually not very transparent. To modify a single component in isolation is then difficult or simply not possible, and a simultaneous update to all involved components is necessary. Nevertheless, massive software maintenance is often approached in a naive way. As the impact of massive changes are not properly calculated, manual approaches are deployed. When the impact becomes clearer, endless patches are applied to the software to get it right.
The underestimation of large-scale changes is one of the reasons for the increasing complexity of software: changes increase the complexity of software, but manual changes complicate software even more. Humans are not good at consistently applying changes by hand over and over again to thousands or millions of lines of code, and errors and inconsistencies are introduced in the software. To make things worse, the nature of the projects and the increasingly demanding environment of the software force programmers to carry out such changes almost instantly, resulting in uncontrolled ad hoc solutions. Hence, the massive changes to evolving software that are applied by hand cause further deterioration of code.
Software maintenance automation. One way to provide support for engineering software maintenance is the deployment of tools and services to assist the maintainer, that is, to perform certain tasks automatically. To assist a maintainer in reverse and forward engineering steps that must be carried out during maintenance, tools provide support. This varies from text editors, debuggers, testcase generators, visualisation and restructuring tools, to version control and configuration management tools. Recall that maintainers spend 40 to 60% of their time on understanding code, so a tool or technique that can decrease this time is valuable. As large-scale modifications have a high degree of regularity, tools can provide support to make the changes. A single modification must usually be repeated in many places throughout an application. Therefore, a tool can be used to support or carry out massive changes in a fast, costeffective, reliable and consistent way.
Tools to support software maintenance have been developed for decades now, but the adoption of large-scale maintenance automation in industry is still marginal [6] . There can be various reasons for this, ranging from the usability, compatibility, and flexibility of tools, to the psychological, economical, and organisational realities of adoption. Mass change projects, like the Year 2000 change, Euro conversion and many to come, have emphasised the need for automation to perform massive software maintenance in a well-engineered way.
To carry out massive maintenance, automatic software transformations can be deployed. The size and nature of a change determine the degree of automation that should be applied. An impact analysis can provide insights into the scope and frequency of a change. High frequency changes in large code volumes require a high degree of automation, but it can be unattractive to automate low frequency changes. Automatic software transformation tools are usually built by specialised parties, but tools are not meant to replace the maintainers of a software system. On the contrary, maintainers play an important role in software maintenance automation. They are domain experts having valuable knowledge of the software, which is indispensable for constructing and validating maintenance tools. In case of an automatic modification, they are the users of the end product of the automation effort: the modified source code.
Software transformation tools usually have upfront costs, but provide benefits such as flexibility, consistency, and repeatability. Using a language's grammar, generic language technology can be used to generate basic functionalities for software transformations, such as parsers and generic transformers [5] .
The message of this research. The core message to take away from this research is:
Automation of massive software maintenance helps to combat the increasing complexity of evolving software
Some people may think that this is a trivial research hyphothesis. But many barriers have been identified to obstruct automation of software maintenance [6] . By identifying automation opportunities and tackling their challenges, we aimed to take away some of these barriers.
Large-scale analyses can provide insights into software to support decision-making regarding modifications, such as the impact of a change, the measurement of complexity and detection of errors. If a problem is better understood, it can be dealt with more adequately. Analysis tools can also support the use of coding standards by detecting violations and increasing consistency throughout the software. Hence, automated analyses can be used to avoid ad hoc short-term solutions and allow more control over the long-term growth of software complexity.
Modification tools can assist in making reliable changes throughout software, and have significant advantages over traditional manual approaches: precision, control, consistency, execution time, and so on. In particular, structural modifications to software, such as mass maintenance changes, benefit heavily from automation. Automated modifications are usually cost-effective because manual modifications introduce inconsistencies and concealed errors, which deteriorate the software and cost more in the long run. Furthermore, the reengineering of evolved legacy applications, which is a prerequisite for proper evolution, can only be carried out in a reliably way using an automated approach.
Approach and contributions
In this research, we pursued the capabilities of mass maintenance automation to support software evolution, that is, to allow for more control over the increasing complexity of evolving software. One of the most difficult parts of maintaining evolved source code is probably to find out what must be changed. If many changes must be carried out simultaneously in many interdependent programs, another difficulty is how to apply the changes. Automatic tools have their limitations, but they can aid to support these challenges: to find out what must be changed and the way a change is made. We employed mass maintenance tools for different purposes to investigate their value for software evolution. Furthermore, by tackling real-life problems, we also wanted to stimulate awareness of software maintenance automation in industry.
Scope of the research. Estimates of the total number of lines of source code in the world range in the hundreds of billions, increasing every year. A large amount of this code has been written in the Cobol language, which has existed for over 40 years now. It was estimated in 1997 [2] that there was more than 180 billion lines of Cobol code in active use, growing at a rate of 5 billion lines a year. Some more recent data [1] mentions that Cobol mainframes process more than 83% of all transactions worldwide, and that over 95% of finance-insurance data is processed with Cobol.
The huge amount of evolved Cobol code requires a great deal of maintenance; hence, Cobol is a proper subject for industrial research on mass maintenance. Although a typical Cobol application involves several languages (e.g. control languages, database definitions, screens, and so on), the scope of the research is limited to the Cobol source code of applications.
Contributions. By carrying out several projects, we investigated mass maintenance of software. We briefly summarize each project and its contributions.
Coding standards and programming errors. We investigated defects and error-prone code as a result of software evolution, and we explain how automatic analysis and restructuring can bring relief for complex code.
In the Minefield project [13] , we performed large-scale analyses for maintenance purposes. We detected possible defects in programs by defining coding standards and analysing violations (called "minefields"), which are the result of manual evolution. By evaluating violations with a system expert, we distinguished real errors from error-prone programming styles. The detected errors were caused by inconsistencies that had been introduced by hand. Furthermore, we argued that restructuring techniques can aid in fighting complex code. High-level representations of programs were used to illustrate the value of automation by depicting the flow of control in a program and visualising the coding standard violations.
Contributions: Definitions and analyses of several error-prone programming styles in Cobol, with a case study on five industrial systems comprising over 800 thousand lines of code. We established a relation between violations of coding standards and possible programming errors, and we explained how complex code in evolved software can be dealt with by using restructuring techniques.
Mass maintenance of a software portfolio. We investigated massive changes. Large-scale structural changes can cause significant increases in the complexity of software, and an automated approach provides more control over these unwanted side effects of software evolution.
In the context of the Btrieve project [11] , an industrial mass maintenance project, we developed mass analysis and change tools, and a mass maintenance infrastructure. An entire software portfolio had to be adapted to a changing environment; hence, new requirements had to be implemented that required a structural change to tens of interdependent systems comprising thousands of programs. The automated approach provided a low-cost and low-risk way for this kind of evolution. The entire project was carried out within a few weeks, and the updated portfolio was taken into production.
Contributions:
An elaborate experience report on a commercial industrial mass update project, involving a software portfolio of 45 Cobol systems with over 4 million lines of code in total. We illustrated the requirements and advantages of an automated approach over a manual approach for a structural change to an entire software portfolio.
Code restructuring to allow evolution. We worked on massive code restructuring to change-enable evolved software. Software restructuring is a prerequisite for proper evolution of software assets, such as extraction, wrapping, integration, redevelopment, and replacement of software.
In the Restructuring project [8, 9] , we extended and deployed a restructuring technique to improve the modifiability of legacy programs and to allow proper evolution. We argued that the approach can transform an evolved monolithic program into a more flexible program, which can be modified and evolve more easily. Loosely coupled components can be added, extracted, wrapped and integrated more easily. Two case studies with a significant code base illustrated the performance and wide applicability of the approach, as up to 80% of the monolithic code was transformed into loosely coupled components.
Contributions: Improvements and extensions to an existing Cobol restructuring algorithm, and a large-scale application in two case studies covering over 5 million lines of code. By adapting and extending the existing approach, we showed that it is flexible and scalable. The case studies illustrated the wide applicability of the restructuring algorithm.
Verification of large-scale changes. We pursued techniques to control a mass maintenance automation process itself. We proposed and evaluated an approach for checking automated mass maintenance transformations [10] . We elaborated on the difficulties when it comes to controlling automated mass maintenance changes. To detect errors in mass change tools, we proposed a number of lightweight cost-effective techniques, including code analyses, bisimulation equivalence, and grammar-based testcase generation. We applied and evaluate the techniques on the mass maintenance efforts from the Btrieve project and the Restructuring project. By using our checks, we detected errors but also gained confidence in massive changes at low cost.
Contributions: A lightweight approach for checking mass maintenance transformations. We proposed and evaluated a number of techniques to have cost-effective control over large-scale changes.
Research papers. This project has resulted in several research papers [3, 4, 8, 9, 10, 11, 13] and a PhD thesis [12] .
Concluding remarks
Capabilities and necessity of automation: increased control on complexity. Evolution increases the complexity of software, but automated support of massive software maintenance opens up a number of possibilities for maintenance that are not feasible or possible otherwise. The development of new software can be affected by accurate insights in existing software. Large-scale analyses that go beyond measuring the lines of code or statements can be necessary and very valuable (e.g. function points metrics to justify IT investments), but are expensive and difficult to carry out solely by hand. Although both manual and automated changes increase the complexity of software, massive changes that are carried out without proper automated support can introduce inconsistencies and concealed errors. This increases the complexity of evolving software unnecessarily. Automatic tools and techniques can make versatile analyses and reliable modifications, and are able to free existing applications from a monolithic state. When changes are applied in a factory-like consistent way, the increasing complexity of evolving software can be controlled more precisely.
Maturity of available software. Nearly all of our research has been carried out with freely available software. Hence, industrial-strength transformation tools can be developed without proprietary software. Still, as our research also indicates, effort must be spent on actually obtaining a suitable tool and infrastructure. The upfront investment in tool development and training can be one of the barriers to the widespread adoption of mass change technology in industry.
Automated maintenance and the software maintenance process. Another topic of interest is the integration of mass maintenance tools with an existing maintenance process. One of the questions is when to apply mass change efforts. For instance, when doing restructuring, one can restructure code after each modification. This can be done, but is probably not convenient to carry out and causes significant overhead. On the other hand, code can be restructured when it becomes too expensive to maintain, but that is difficult to assess and qualify. One can also propose to do small-scale automated restructuring efforts, such as refactoring. Still, an everlasting issue with restructuring and similar quality improving efforts is to justify the need for it, i.e. code that works properly should not be modified. Hence, the most natural moment for a mass maintenance effort like a restructuring is when major change in the software's environment is due. That is the moment to deploy mass maintenance tools to carry out massive changes.
