Experiences, results, and conclusions in working with these systems are brought out.
The decision to convert to and continue our CCL development with Artificial Intelligence tools is explained. Our effort is a merging of PROLOG and C capabilities, to provide the DGIS user an Al-based searcher assistant interface that makes the human-machine interaction more human-like on DGIS. a. Establishing the connection.
Aocess-rn For
b. Validating user access.
C.
Logging on to the target database, including entry of the logon codes.
The NAM agent was reviewed and found adaptable to CCL for communicating the command and response in searching the remote database system [TDTpip] .
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Our first prototype was CCL for DIALOG. DIALOG was chosen because it was a system with which many users in the DoD community are familiar, and find easy to use. The DIALOG prototype was followed by SRS, NASA-RECON, and DROLS in fairly rapid succession. SRS was chosen because it was a another major vendor system with many databases, NASA-RECON because it was a Federal government database system, and finally DROLS, DTIC's database system.
III. FIRST PROTOTYPE RESULTS
We terminated C-programming with completion of the four prototypes. The experience we gained was immeasurably useful.
The following issues and features resulted from this first prototyping:
1. The Adaptation of the NAM Connection Agent: As mentioned NAM software for connecting with remote databases was already available. Once the sign-on is completed, the user is connected directly with the database. The user then invokes the CCL translator.
2. CCL Invocation: Currently, once one has accessed a database system through the NAM connection agent, one may invoke the CCL translator with a special key.
CCL Translators:
The creation of prototype CCL translators taught us that each information system is individualistic and must be treated as such. The translator programming is totally dependent on command mapping requirements for each system. The programmer must also detect anything "hidden" in the target database system that is needed for a response. The CCL translator is a filter that, once activated, 
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COMMON COMMAND LANGUAGE
NISO Commands
In-CCL Menus
Proto-conclusion:
Aids to help user navigate the unfamiliar system intercepts all CCL commands from the user, translates the command, sends the translation (i.e., the target database native command) for execution, and brings the results back to the user ETDTpip]. The translator is deactivated by the conventional <CNTL>d (exit from a process).
4. Native Command Language Option: The option to use the native command language was necessary when we were prototyping only a selected set of commonly used commands. The entry of a native command was made very simple: at the CCL prompt, one precedes the native command with a backward slash (\) to tell the translator that the native command is coming, e.g.:
S. The CCL Prompt: The prompt 'CCL >' was incorporated as a reminder to the user that one has invoked the CCL utility.
CCL Command Verification:
When the user invokes a common command, the translation of the invocation is echoed in the database system structure, e.g., for DROLS: 
I6
The echo may also be turned off, currently with the command: CCL> noecho .
7.
Online 
Shell Spawning while-in CCL:
We incorporated the capability to exploit a UNIX shell, file, or utility while in the CCL. Use of the capability is at the user's discretion; for example, the user may want to list one's files as a review measure while searching a database. The signal to the CCL translator is an initial bang (I), e.g.,
CCL > 1ls (for listing files)
CCL > 1w (for seeing who is on the system) etc.
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9. New Commands: In dealoping the DGIS CCL we found that the NISO standard did not cover several items that we deemed useful. Usefulness was based on the following:
a. Functions, prevalent in systems, that aided the user;
an example is successive session cost display.
b. Functions, not prevalent, seen as highly useful; e.g., listing the accession numbers of finds.
c. Functions that we found were needed for an operative CCL;
an example is cancelling the translation echo display at 0 one's discretion.
The non-NISO commands that we incorporated under the first prototyping are:
COMBINE Do Boolean operations (and, or, not) on previously created sets.
COST
Display session cost thus far.
EXECUTE Execute a previously saved search strategy (in target database).
LIST
List accession numbers of search results.
NOECHO
Cancel native command function echo to CCL command function.
NISO Standard Common Commands Incorporated in the First
Prototyping: As we developed the four prototypes, we included the following commands to enhance the prototype capabilities: CCL System Menu Development: As we progressed through the four prototypes, the more unfamiliar the database systems became. The programmer in particular was totally unfamiliar with DROLS. This is a normal situation because DROLS, in addition to being a terse, no-assist system, is a closed system with a relatively small, registered community. Be was, therefore, as a highly skilled technical expert, an ideal person to look at DROLS and divine its appropriate functional CCL requirements.
The very terseness of DROLS (including that lack of a prompt) generated the need to experiment with menu sets to step the unfamiliar user through the database. The inclusion of the menu sets aids the CCL user to navigate the unfamiliar system, and hopefully helps eliminate the need to totally rely on user manuals.
IV. MAJOR PROBLEM
Each prototype raised issues and problems which we used to refine the successive prototype. As the prototypes progressed, various problems in working with them led to solutions such as 3ELP features and menus as mentioned above.
The major problem, however, surfaced as a result of our cumulative experience. We learned that creating "Common Command
Language" was NOT a panacea. Programming a "standard" command 
Proto-conclusion:
The problem is the individual system operating characteristics, not commands. 
CCLS must be built to serve the purpose of the parent system. language was in actuality only substituting one command language for another.
This was most apparent when the DISPLAY function is employed.
Quite factually, if the user does not know the DISPLAY formats of an unfamiliar system, one cannot see results. A command with less serious consequences is the FIND function. Using FIND, the user is very likely to be able to enter the query and foment results. But any function involving a display is likely to be dead-ended in no display. This situation simply does not obviate the need for referral to a system's user documentation, which
gives Instruction in terms of its native command language.
Another example is the CHOOSE function. Some systems identify databases by number, others by acronym. For BRS, one must enter CHOOSE NTIS; in DIALOG, CHOOSE 6. The hydra of options and formats keeps cropping up. Each system must be addressed individually, with the goal of having some central pattern program to draw upon. The crutch we used for the C language-based CCL prototype is the menu.
The creation of a CCL is only one component of the "CCL-need" issue. A second component is creation of a CCL System that allows a user to search in unfamiliar database systems without needing to know that system's operating characteristics. A third component is identifying the critical purposes that a CCL system is to serve.
In the case of DGIS, the criteria for CCL purposes are the This requirement is an example of a criterion for a DGIS CCL system. The CCL system must include function default results for those users unfamiliar with a database, particularly for DISPLAY.
The default, on simple invocation of DISPLAY, will provide the fully tagged citation. Additional elements, such as menus and question prompts, e.g., "DISPLAY on last set? y/n," must also be incorporated.
The case of CHOOSE represents awtho. problem environment.
In DGIS the solution is the eventual integration of CCL with a Directory of Online-Resources. Wfbn this is accomplished, the query will be forwarde4-antoutically to the relevant databaaes throuqkr CC.
The real dmn fbr CCL-hae turne4.ot.to.be.Ltheasdioayncratic operating characteristicar of-each databa.4 system. 
V. TRZ DMCISIOR-FOR
THE CONCEPTUAL RESTRUCTURING OF CCL
Using C language programming, the basic CCL elements consisted of the user, the CCL, the database language processor, and the database information accessed. ....................... .....  ........................  Target System  ................................ ...... ** ........................  ................................  ............... *" ,* ............  ................................ .................. * .............  ................................ ................................  ................................ e. Flexibility to adapt easily to changes and enhancements.
USER
OTHER CHANGES IN THE ACTIVITY
Because of the relative ease of learning PROLOG programming, another effect of making the transition to PROLOG was to transfer much of that programming from the technical expert to the requirements expert. This change allowed fuller control of the command requirements, from command language researching to command language knowledge base building. This also allowed the technical person to concentrate on the knowledge base -database system connector programs, in itself a programming-intensive activity.
FUTURE DIRECTIONS
Our next phase in CCL is a melding of PROLOG implementation, expert system building, and C supplementary programming. The PROLOG-based CCL has two parts [TDTpip] . One part is fixed, in compiled PROLOG code; the second is variable, in interpretive PROLOG code. The variable part loads and processes information from the two knowledge bases (KB), the command language KB and the user profile KB. Appropriate tools will be incorporated to maintain the KBs (adding, deleting, modifying information). We are currently (December 1987) procuring an artificial intelligence processor system and an expert system building software tool. The processor will be networked to the DGIS computer system, and will serve to both develop and maintain Al applications in CCL and other Al applications on DGIS [KAD87b].
We are investigating several schemes for KB organization. In general, we plan to couple PROLOG with a Relational DBMS (RDBMS) where large KBs (most of which are facts) will reside. The technical issue here is the interface between PROLOG and the RDBMS (likely INGRES). We intend to make this interface through SQL (standard query language) so that it can work with any RD8MS, rather than only with INGRES [TDTpip) .
Other CCL system application factors are: 
