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Resume
Denne rapport undersøger forholdet i aggregeringshastigheden af partikler i mikrometer-
størrelse, der bliver udsat for forskellige parametre, resultaterne bliver opn˚aet ved hjælp
af simuleringer. Der bliver gennemg˚aet general teori om de forskellige parametre, og
de forskellige simuleringer bliver opvejet mod hinanden, for at bedømme hvilke indfly-
delser de har individuelt og lagt sammen. De parametre der indg˚ar er Random walk,
gravitation og elektrostatisk kraft. Der er lagt fokus p˚a at se hvilken indflydelse, særligt
elektrostatiske kræfter, har for hastigheden. Ud fra vores simuleringer, kan vi konkludere
at den elektrostatiske kraft har en signifikant indflydelse p˚a aggregeringshastigheden af
partiklerne og at de to andre parametre ikke spiller nogen betydelig rolle for sm˚a par-
tikler. Rapporten drager ingen konklusioner for betydningen af de andre parametre, n˚ar
partiklerne er over mikrometer-størrelsen.
Abstract
This study examines the corrolation in the aggregationspeed of micrometer-sized parti-
cles, when subjected to different parameters, the results are processed with simulations.
The study includes general theory regarding the various parameters, simulations of them
compared with each other, to determine the way in which they influence they have, both
individually and when put together. The parameters used are Random walk, gravitation
and electrostatic force. The focus of the study is specifically to determine, in what de-
gree the electrostatic force has on the aggregationspeed. From our simulations we can
conclude, that the electrostatic force has a significant influence on the aggregationspeed
of the particles, and that the other two parameters has no significant influence, when
dealing with small particles. Our study does not contain any conclusions on the scale of
the other parameters, when the particles are above micrometer-size.
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Forord
Denne rapport er skrevet af Morten Brodthagen, Frederik Zeilberger Thulstrup, Jan-
nik Sehstedt, Louise J. Stabell og Henrik Gjermandsen. Dette er et projekt p˚a 2. seme-
ster skrevet p˚a Roskilde Universitet under den Naturvidenskabelige Bacheloruddannelse,
hvilket betyder at projektet skal opfylde en bestemt semesterbinding. Denne semester-
binding siger at projektet skal beskæftige sig med et samspil mellem teori, model, ekspe-
riment og simulering i naturvidenskab. Rapporten er m˚alrettet læsere der allerede kender
til grundbegreber indenfor fysik, datalogi og matematik.
Ma˚let med projektet var at undersøge om den elektrostatiske kraft kan mindske
den tid som standardmodellen forudsiger det tager for planeter at blive dannet, ved at
inddrage den elektrostatiske kraft. Dette har vi gjort ved at lave forskellige simuleringer.
Det blev dermed et tværfagligt projekt med fysik, matematik og datalogi.
Tak til vores vejleder Morten Rhiger og tak til Martin Niss, Thomas Schrøder og
Jeppe Dyre for vejledning i fysik og matematik.
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Kapitel 1
Indledning
Vi blev præsenteret for en rapport om planetdannelser i binære stjernesystemer, som
vækkede vores interesse indenfor planetdannelser. I vores opsøgende arbejde konstatere-
de vi at tidligere, teorier, modeller og simuleringer bygget op omkring standardmodellen
for planetdannelser, ikke gav nogle tilfredsstillende resultater indenfor tidhorisonten, vi
ved planeter bliver dannet indenfor. Problemet opst˚ar da computerne simuleringerne
med de kendte fysiske love g˚ar for langsomt i forhold til det vi kan observere i vir-
keligheden (Andersen, 2006). ”Det er stadigvæk et a˚bent spørgsm˚al hvordan planeter
dannes” (Andersen, 2010).
Som et forsøg p˚a at besvare en del af dette problem vil vi via simuleringer undersøge
nogle forhold, som kan f˚a støvkornene til at klumpe sig sammen til planeter hurtigere
end de hidtil opstillede modeller. Ved at kombinere tre udvalgte parametre i simule-
ringer vil vi undersøge om elektrostatiske krafter kan bidrage til at forøge hastigheden
af planetdannelser. De to andre parametre, som er Random walk og tyngdekraften, er
ikke parametre vi vil ændre p˚a i simuleringen, men er repræsenteret, for at opstille en
realistisk model af virkeligheden.
1.1 Motivation og inspiration
Ombord p˚a den international rumstation (ISS) er der udført en række uformelle eks-
perimenter i vægtløshed, der synes at illustrere at faste partikler i gas (luft) havde en
”klistrende”opførsel (Love og Pettit, 2004). Eksperimenterne gik ud p˚a, at observere
hvordan forskellige partikler opførte sig i vægtløs tilstand. Forsøgsopstillingen var sim-
pel; En gennemsigtig plastikpose indeholdende en blanding af atmosfærisk luft og faste
partikler blev rystet grundigt, og se hvad der sker. De faste partikler der blev undersøgt
i eksperimentet var; NaCl krystaller (bordsalt) med en størrelse p˚a mellem 0,5 mm og
1,0 mm, sukkerkrystaller med størrelsen p˚a 1 mm, pulveriserede kaffepartikler med en
størrelse p˚a 0,1 mm og glimmerflager med den mindste diameter p˚a 5 µm. Disse mate-
rialer er ikke vigtige i forhold til deres tilstedeværelse i rummet, men repræsentere et
krystallisk, ionisk fast stof, som var de´t astronauterne havde til r˚adighed ombord p˚a den
internationale rumstation. En prøve af hvert materiale p˚a nogle f˚a gram blev anbragt i
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en oppustet plastpose med et rumfang p˚a 4 liter. Posen blev forseglet og rystet kraftigt
for at separere allerede eksisterende klumper. Bremselængden af partiklerne, som er den
afstand der i gassen skulle til, for at stoppe partiklerne, var meget større end luftmod-
standen i posen og derfor spiller luftmodstanden ingen rolle i eksperimentet. Beholderen
havde betydning for forsøget, ved at holde partiklerne begrænset ved en densitet p˚a 103g
pr kubikmeter. hvilket øger kollisionsfrekvensen. Hvert forsøg blev filmet med h˚andholdt
kamera.
Figur 1.1: NaCL krystaller i en plastpose samles i klumper (Love og Pettit, 2004).
Resultatet af eksperimenterne viser at faste partikler med en størrelse p˚a f˚a mm
samles aggregeres til. Samles p˚a 1-5 cm fraktale klumper indenfor kun f˚a sekunder og
bryder op igen, n˚ar posen bliver rystet, men dannes igen kort tid efter rystningen stop-
pes. Trods partiklers forskellige materialeegenskaber, havde dette ingen virkning p˚a den
observerede ensartet adfærd. P˚a trods af manglede formel kontrol af den præcise a˚rsag
til sammenklumpningen, s˚a peger forsøget p˚a den elektrostatisk kraft som mekanismen
bag partiklernes klistrende adfærd (Love og Pettit, 2004).
1.2 Hypotese
P˚a baggrund af ovennænte forsøg er hypotesen i denne rapport at Brownian motion, den
elektrostatiske kraft og tyngdekraften, tilsammen resultere i en kortere dannelsestid for
planeter.
Ved at kombinere de forskellige parametre formoder vi, at der kan opstilles data, der
beskriver hvor hurtigt sammenklumpningen af partikler sker. Vi h˚aber at en kombination
med elektrostatisk kraft vil forøge partiklernes aggregeringshastighed.
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1.3 Problemformulering
Hvilken effekt har elektrostatisk kraft p˚a aggregeringshastigheden p˚a partikler, i forhold
til p˚avirkninger af tyngdekraft og Brownian Motion?
1.4 Standard modellen for planetdannelse
Standardmodellen for planetdannelse er den gængse model for dannelse af planeter der
bliver brugt. Den er hovedsageligt baseret p˚a studier lavet p˚a dannelsen af vores eget
solsystem. Observationer af andre planetsystemer har givet grund til, at den med tiden
har udviklet sig (De Pater og Lissauer, 2015). Modellen er delt op i faser, som er inddelt
s˚aledes:
• Kollaps af stjernet˚agen - de sm˚a partiker best˚aende af hovedsageligt hydrogen
og helium samler sig og danner en protostjerne.
• Kondenseringsfasen - stjernet˚agen omkring protostjernen køler ned, og samler
sig til en flad skive omkring den, en protoplanetarisk skive.
• Hurtigt dannende planeter - beskriver dannelsen af Jupiter og Saturn. Dannelse
af isplaneter som Neptun og Uranus, og de indre planeter sker først senere.
• Interaktion mellem store planeter og sm˚a legemer - som beskriver hvordan
de hurtig dannede store planeters f˚ar gravitationel indflydelse p˚a de mindre legemer
i skiven.
• Kollaps af stjernen - hvor fusionen i stjernen opst˚ar, og de sm˚a partikler bliver
blæst væk og der ikke længere kan blive dannet flere planeter (McClintock, 2010).
Det vi fokuserer p˚a i standardmodellen er fasen inden planeter bliver dannet, mere
præcist der hvor partikler vokser i størrelsen fra mikrometer til centimeter-store. Det er
netop i denne fase hvor støvkorn g˚ar fra mikrometer til centimeter, bliver udsat for tur-
bulens. Størstedelen af disse partikler n˚ar derfor aldrig at udvikle sig til centimeter-store
partikler, fordi de støder ind i hinanden med kræfter s˚a store at de g˚ar fra hinanden (Dul-
lemond og Dominik, 2005). Standardmodellen beskriver at dette sker ved at der kommer
inelastiske kollisioner mellem partiklerne, og at de sætter sig sammen ved hjælp af Van
der Waals kræfter (McClintock, 2010). Denne kraft beskæftiger vi os med i afsnit 2.4.
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Kapitel 2
Teori
I dette kapitel gennemg˚as analytisk alle de teoretiske begreber som skal bruges i den
endelige simulering.
2.1 Molekylebevægelser i støvskyer
I dette kapitel vil vi gennemg˚a molekylebevægeler i en protoplantarisk skive og hvordan
vi vil bruge dette i simuleringen. N˚ar molekyler bevæger sig i en protoplanetarisk skive,
sker dette efter de er begyndt at rotere, p˚a grund af gravitationskraften fra stjernen der
er ved at blive dannet i midten af systemet. Men p˚a det mikroskopiske niveau, som er
det vi vil kigge p˚a, sker der flere bevægelser (McClintock, 2010). Bevægelserne sker med
Brownian Motion n˚ar vi kigger p˚a de helt sm˚a molekyler. Da stjernen i det nye system er
ved at blive dannet er der megen turbulens og der vil der være flere faktorer der spiller
ind i molekylebevægelserne (Armitage, 2010).
2.1.1 Teorien bag Brownian motion
Brownian motion bruges til at beskrive bevægelse af partikler i især væsker. Fænomenet
blev først opdaget da Robert Brown, kiggede p˚a pollen som l˚a i vand, og s˚a at de
bevægede sig rundt (Mo¨rters og Peres, 2010), umildbart s˚a det ud til at de bevægede sig
af sig selv. Man har senere fundet ud af at det der sker er at partikler støder sammen
og skubber derfor hinanden i andre retninger, og at der derfor er en bevægelse som
umildbart sker vilk˚arligt. Partiklerne bevæger sig i alle mulige retninger i det medium
de er i. Brownian motion er derfor et forsøg p˚a at forklare bevægelserne af sm˚a partikker,
og man kan simulere bevægelsen ved hjælp af Random Walk. Pga den forholdsvis høje
densitet af stof som der er i en protoplanetarisk skive kan vi ogs˚a anse den for at være en
væske (Dullemond og Dominik, 2005). N˚ar molekyler bevæger sig i en protoplanetarisk
skive er der en del faktorere der spiller ind. Nogle af de faktorere der spiller ind er:
• Hvirvler - opst˚ar fordi skiven ikke er homogen og der er visse omr˚ader hvor der
ikke er noget stof, lommer hvor der er tomt, dette kan skabe hvirvler som kan skabe
ustabilitet og slynge molekylerne rundt.
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• Fotofordampning - gas og materiale i skiven kan fordampe dette sker n˚ar gas-
partikler tæt p˚a stjernen bliver trukket mod den og rammer fotosfæeren, dette kan
ogs˚a i visse tilfælde betyde at der er et tab af masse i skiven.
• Vind - opst˚ar som følge af fotofordampningen, dette kan give turbulens, denne
turbulens gør det svært at regne p˚a partiklerne og hvordan de vil opføre sig.
Dette er kun et lille udsnit af de faktorerer som spiller ind i molekylebevægelserne i
skiven (Armitage, 2010). Da vi er nødt til at begrænse simuleringen kan vi ikke medregne
alle faktorerene der spiller ind i molekylebevægeelsen. Og vi har p˚a baggrund af artikler
af (Dullemond og Dominik, 2005) og (Armitage, 2010), valgt at bruge nogle af deres
resultater til at beskrive molekylebevægelserne, da de indeholder nogle af de parametre
vi skal bruge.
2.2 Newton’s Love
Newton’s tre love spiller en vigtig rolle i fysikkens mekanik, fordi de beskriver en partikels
bevægelse i et newtonisk system. Newton’s universelle gravitationslov som beskriver
tyngdekraften er udledt af Newton’s anden og tredje lov, som vi ikke g˚ar i dybden med.
Vi vil redegøre for Newton’s første lov, anden lov og den universelle gravitationslov.
2.2.1 Newton’s første lov
Et legeme i bevægelse forbliver i bevægelse med samme fart og retning og et legeme i ro
vil forblive i ro med mindre det bliver p˚avirket af en ydre kraft (Freedman, 2011).
2.2.2 Newton’s anden lov
Den kraft et legeme bliver p˚avirket af, er lige s˚a stor som ændringen af legemets impuls:
F =
dp
dt
(2.1)
Impulsen af et legeme, er det samme som, hastigheden af en masse, og kan derfor skrives
som:
F = m · dv
dt
(2.2)
Da accelerationen er den afledte af hastighed med hensyn til tiden, kan man igen omskrive
dette til:
F = ma (2.3)
Man har dermed at kraften er lig med masse gange acceleration. Det som Newton’s
anden lov viser er at der er en sammenhæng i mellem masse, hastighed, acceleration, og
impuls.
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2.2.3 Newton’s gravitationslov
Newton’s gravitations lov beskriver et objekts tiltrækningskraft p˚a andre objekter.
F = G
Mm
r2
(2.4)
Hvor gravitationskonstanten G = 6.67 · 10−11N · m3
(s2kg)
, M og m er hhv. de to objekters
masser og r er afstanden mellem dem. Kraften for Newton betegnes N har si enhederne
N = kg · m
s2
2.3 Impulsbevarelse
Partikler med en masse som er i bevægelse, har en impuls. N˚ar vi regner p˚a impuls (~P )
for enkelte partikler, gør vi det med formlerne 2.5 og 2.6.
~P = m~v (2.5)
~P ′ = m~v′ (2.6)
Hvor ~P ′ er slutimpulsen, ~v er hastighedsvektoren, og m er massen af partiklen. Den
samlede impuls i systemet vil s˚a være:
~Ptotal =
∑
i
~Pi = m1~v1 +m2~v2 . . .+mn~vn (2.7)
Kollisionerne mellem partiklerne i simuleringen er inelastiske. N˚ar de støder sammen
bliver de til en samlet partikel. Vi kan ogs˚a opstille en formel for hvilken hastighed
partiklerne vil have efter et sammenstød. Formlen er som følger. Da ~P = ~P ′ m˚a
~P1 + ~P2 = ~P ′ (2.8)
være sandt for et inelastisk stød, alts˚a
~P1 + ~P2 = ~P ′ (2.9)
Da det er et inelastisk stød og vi ender med en masse, vil den kun have en sluthastighed,
i stedet for de to hastigheder vi starter med.
m1~v1 +m2~v2 = ~v
′ (m1 +m2)
m
~v′ =
m1 ~v1 +m2 ~v2
m1 +m2
(2.10)
Ligning 2.10 viser sluthastighederne for partiklerne og de nye masser m˚a derfor have
samme samlede impuls som inden sammenstødet (Freedman, 2011).
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2.4 Elektrostatiske kraft
Elektrostatisk kraft er en kraft mellem atomerne, som virker n˚ar der opst˚ar en forskel i
deres elektriske ladning, som kommer fra atomets protoner (som er positivt ladede) og
elektroner (som er negativt ladede). Hvis et atom har et eller flere elektroner mindre end
antallet af protoner, er det positivt ladet, og omvendt hvis det har et eller flere elektroner
for meget, er det negativt ladet (Griffiths og College, 1999).
2.4.1 Teorien bag elektrostatisk kraft
Ved hjælp af Colombs lov (ligning 2.11) kan vi matematisk beskrive den elektrostatiske
tiltrækning, der er mellem disse atomer (eller partikler)
F =
1
4pi∈0 ·
qQ
r2
rˆ (2.11)
hvor  er Permabilitets Konstanten ∈0= 8, 85·1012 C2N ·m2 . Loven fortæller, hvad er kraften
F , p˚a en partikel Q p˚a grund af en punktladning q, som er afstanden r væk (Griffiths og
College, 1999). Den elektrostatiske kraft er langt stærkere end gravitationskraften, dette
kan vi p˚avise ved at teste kraften der er mellem to hydrogen-atomer, med henholdsvis
Newton’s gravitationslov og Columb’s lov, vi gør dette med en afstand mellem dem p˚a
10 cm, og vi lader det ene hydrogen-atom have en negativ ladning der svarer til at den
har et elektron i overskud, mens den anden har et elektron i underskud.
Fgrav =
6, 67408 · 10−11 · 1, 66 · 10−27 kg · 1, 66 · 10−27 kg
0, 12 m
≈ 1, 839109 · 10−62 N
Felectrostatic =
1
4pi · 8, 85 · 1012 ·
−1, 602 · 10−19 C · 1, 602 · 10−19 C
0, 12 m
≈ −2, 30766 ·10−50 N
Som vi kan se med disse beregninger er den elektrostatiske kraft mellem de to atomer,
ca 1012 gange større end gravitationskraften, og det er derfor en meget større faktor end
gravitation.
2.4.2 Van der Waals’ kraft
En anden faktor der ogs˚a spiller ind, n˚ar man kigger p˚a elektrostatisk kraft mellem
molekyler, er Van Der Waals’ kraft. Molekyler, som normalt er neutralt ladede, kan
tiltrække hinanden med elektrostatiske kræfter. Dette sker ved at ladningerne p˚a hele
molekyler kan rykke sig, det og at molekyler er asymmetriske af natur gør at der opst˚ar et
dipolt molekyle, som kan have en tiltrækningskraft mellem andre molekyler (Margenau,
1939). Vi vil ikke g˚a i dybden med Van Der Waals’ kraft i denne rapport, da vi bruger
Van Der Waals’ kraft som argument for at partikler hænger sammen efter kollision i
simulationen.
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2.5 Udregninger til simuleringen
I dette afsnit vil udregninger til simuleringen blive udført.
2.5.1 Beregninger til Brownian Motion
N˚ar vi regner p˚a Brownian motion er det mest essentielle parameter Diffusions Koeffici-
enten, det er det der fortæller os afstanden partikelen rykker sig pr tidsenhed. N˚ar man
kigger p˚a diffusion i en Protoplanetarisk skive, s˚a er diffusions koefficienten ikke bare et
vilk˚arligt tal man kan hive ud, man skal først beregne p˚a en del parametre
∂n
∂t
= −∇ ·
[(
w + u(0)y yˆ
)
n−Dtρ
(
n
ρ
)]
(2.12)
Ligning 2.12 (Johansen og Klahr, 2005) er den differentialligning som man bruger
til at udregne differential koefficienten for partilker som bliver blandet i turbulente me-
dier,den bliver i artiklen løst vha nummeriske algoritmer for D.Og dette er derfor vi er
interesserede i den, da diffusions koeffecienten er essentiel for os.
D =
αturbc
2
s
ΩkSc
(2.13)
Ligning 2.13 er en simplificeret udgave af ligning 2.12, løst af (Dullemond og Dominik,
2005). Vi er dog ikke helt sikre p˚a at det er den som (Johansen og Klahr, 2005) har brugt,
men det de har til fælles er at de begge tager højde for turbulensen n˚ar de bliver beregnet,
s˚a denne faktor vil der være taget højde for i modellen. Turbulens parameteret er i denne
ligning alpha, c2s er den isotermiske lydhastighed som bliver beregnet ved formlen c
2
s =
P
ρ ,
hvor P er gastrykket i skiven og ρ er densiteten af stof i skiven (Toro, 2013), formlen
i sig selv er c =
√
γP
ρ , hvor γ er det adiabatiske indeks for gasser, men da der ikke er
nogen værdi for carbon ryger den alts˚a ud. Og omega er rotationshastigheden for skiven,
beregnet s˚aledes Ωk =
√
GM
R3
, M er massen af alt materialet i skiven, og R er radius af
skiven. Et tal som er essentielt i at beregne diffusionskoefficienten er Sc, Schmidts tal.
(Dullemond og Dominik, 2005) har defineret den til at være Sc ≡ 1 + St, St er Stokes
tal som er defineret som værende forholdet mellem friktions tiden og omsætnings tiden.
Vi har dog en yderligere fordel, i artiklen af (Johansen og Klahr, 2005), har de brugt
observations data til at beregne diffusionskoefficienter, og sammensætte en ligning som
gør at vi bare skal indsætte nogle enkelte parametre for den skive vi vælger, og derfra
nemt regne os frem til en koeffecient som vil virke nogenlunde.
Dz = 1, 1 · 10−3c2sΩ−10 (2.14)
Dx = 2, 1 · 10−3c2sΩ−10 (2.15)
Ligning 2.14 og 2.15 (Johansen og Klahr, 2005) er baseret p˚a data og beregninger for
diffusion i skiven, de er forskellige fra x til z aksen, derfor bliver der i modellen brugt
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forskellige koefficienter for bevægelserne i disse akser. I ligning 2.14 og 2.15 er Ω0 dog
ikke den samme som Ωk fra ligning 2.13, her er det vinkelhastighedsvektoren der er tale
om, (Johansen og Klahr, 2005) sætter denne til at være 0,2 og det bliver ogs˚a gjort til
denne udregning.
c2s =
P
ρ
(2.16)
Udover Omega skal der ogs˚a udregnes en værdi for den isotermale lydhastighed, den
finder man som set i ligning 5(Mo¨rters og Peres, 2010), ved at tage gastrykket over
densiteten af gassen. Der er nu redegjort for de parametre der skal bruges i modellen og
kan der udregnes en diffusions koefficient.
Figur 2.1: Strukturen af en protoplanetarisk skive, hvor vi ser størrelsen i AE p˚a x- og y-aksen
og densiteten af omr˚aderne vist ved søjlen til højre, krydset svarer omtrent til det sted der bliver
brugt i rapporten til de videre beregninger (Armitage, 2010).
Til modelen har vi valgt at bruge en protoplanetarisk skive med en radius p˚a 100
AE (Williams og Cieza, 2011), en samlet masse af materiale p˚a (dette tal er taget p˚a
baggrund af artiklen (Williams og Cieza, 2011). Men vi skal ogs˚a bruge en densitet til
beregningerne, denne var ikke den nemmeste at finde et realistisk tal for at sammenligne
med da den varierer utroligt meget, og ogs˚a fordi densiteten varierer meget igennem ski-
ven (Williams og Cieza, 2011). Dog kan vi ud fra diverse artikler, blandt andet (Williams
og Cieza, 2011), som siger at skiven har en højde som er meget mindre end dens radius,
med dette kan vi regne os frem til en cirka densitet for skiven.
Vi vælger en højde p˚a 50.000.000 km, eller 1/3 AE, og kan derfor beregne en densitet
p˚a
Masse 0, 05 · 1, 98855 · 1030 ≈ 9, 94275 · 1028 kg
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Radius 100 · 150000000 = 15000000000 = 1, 5 · 1010 km
Volume 50000000 · pi · (1, 5 · 1010)2 = pi · 1, 125 · 1028 ≈ 3, 534292 · 1028 km3
9, 94275 · 1028
3, 534292 · 1028 ≈ 2, 813223 kg/km
3
Ud fra denne densitet kan vi nu beregne en værdi for c2s. Vi vælger et gastryk p˚a
10−10 kg
km·s2 da vi ikke kan finde nogle indikationer p˚a hvad der er er realistisk tal..
c2s =
10−10
2, 813223
≈ 3, 554642 · 10−11 km
2
s2
I beregningen af diffusionskoefficienten tager vi beregninger for begge akser, som vi
derefter sætter ind i simuleringen
Dz = 1, 1 · 10−3 · 3, 554642 · 10−11 · (0, 2)−1 ≈ 1, 955053 · 10−13
Dy = 2, 1 · 10−3 · 3, 554642 · 10−11 · (0, 2)−1 ≈ 3, 732374 · 10−13
Vi har nu en diffusionskoefficient vi kan bruge i modellen. I en protoplanetarisk skive
er der mange forskellige molekyler, men i dette projekt er det blevet besluttet at vi kun
fokuserer p˚a carbon molekyler da det vil være en større operation, at regne p˚a mange
forskellige stoffers bevægelse(Simulation by Ross og Sheldon M)
2.5.2 Beregning af masse af partikler
I modellen skal der bruge partikler der har en radius p˚a 220 µm. P˚a (HyperPhysics, 2016)
har vi kunne finde ud af en diameter p˚a carbon atomerne, s˚a vi kan beregne massen af
partiklerne, man finder atomers volume med formlen
Vatom =
molar masse(
densitet i g
cm3
)
· (Advogrados tal)
(2.17)
Volumen for et carbon atom er alts˚a
Vcarbon =
12
(2)
(
6, 02 · 1023) ≈ 9, 966777 · 10−24
Vi skal ogs˚a finde en volume for partikelen, s˚a vi kan finde ud af hvor mange atomer den
indeholder
Vkugle =
4
3
pir3
Vpartikel =
4
3
· pi · 0, 0223 = pi · 1, 419733 · 10−5 ≈ 4, 460224 · 10−5
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I modellen g˚ar vi ud fra perfekt pakkede partikler, vi ved godt at det i praksis ikke
er muligt grundet spild plads, men i modellen er carbon atomerne perfekt pakkede i
partikelerne.
4, 460224 · 10−5
9, 966777 · 10−24 ≈ 4, 475092 · 10
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Vi har nu antallet af carbon atomer i hver partikel s˚a vi nu kan finde massen af partik-
lerne, da carbon er atom 6, og har 6 protoner og 6 neutroner, har den en atommasse
p˚a 12 u. Advogrados tal er taget ud fra hvor mange C atomer der er i 12 gram carbon,
dette kan vi bruge til at beregne massen af et carbon atom, den vil være
mcarbon−atom =
12
6, 022 · 1023 ≈ 1, 992693 · 10
−23
1 u er alts˚a ca 1, 992693 · 10−23 g, dette ganger vi med antallet af atomer for at f˚a en
masse for hver partikel.
1, 992693 · 10−23 · 4, 475092 · 1018 ≈ 8, 917485 · 10−5 g
Vi har nu en masse for hver af partiklerne som vi kan bruge i modellen.
2.5.3 Elektrostatiske kræfter i simuleringen
I modellen vælger vi som sagt at se bort fra Van der Waals krafterne, vi vil derfor
give hver af partiklerne nogle ladninger som svarer til ladningen p˚a deres ekentroner og
protoner, alt i alt vil hele systemet have en samlet ladning p˚a 0. For at kunne bruge
elektrostatiske krafter er vi ogs˚a nødt til at finde ud af hvilke ladninger der er mulige for
partikerne at have. Et elektron og proton har ladninger p˚a ±1, 602 · 10−19C (Griffiths,
David J. 1999), og vi i afsnittet om implus fandt ud af at vi har 4, 475092 · 1018 atomer
i hver af partiklerne til at starte med, kan vi regne p˚a hvor store potientielle ladninger
partikerne kan have. Carbon atomer har jo 6 protoner, og 6 elektroner, dvs at hvert
atom har ladninger p˚a
1, 602 · 10−19 · 6 = ±9, 612 · 10−19 C
For hver partikel kan ladningen være
9, 612 · 10−19 · 4, 475092 · 1018 ≈ ±4, 301458 C
Dette er den teoretisk maximalt højeste ladning partiklerne kan have, dette tal er urea-
listisk højt da det vil betyde at alle atomer i partiklen har smidt alle elektroner, og dette
sker ikke. Gør de det vil vi kun have atomkernerne tilbage, som vil give dem en enorm
tiltrækningskraft. Det er mere realistisk hvis kun nogle af atomerne i hver partikel har
nogle elektroner for meget eller for lidt, s˚a de kan tiltrække hinanden, og det er denne
tiltrækning der vil være ”limen” i modellen, der f˚ar partiklerne til at sætte sig sammen
med det samme. Den mindste mulige ladning partiklerne kan have, er ladningen for at
have et elektron i overskud eller underskud, alts˚a p˚a ±1, 602 · 10−19C. I modellen vil
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partiklerne støde sammen og ”klistre” sammen, dette vil være p˚a grund af de elektro-
statiske krafter der er imellem dem. Vi vil dog kun bruge Columbs lov til at beregne den
elektrostatiske kraft mellem partiklerne, og ikke nogle beregninger for Van der Waals
krafterne.
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Kapitel 3
Simulationer
Ved at lave en simulering forventer vi at f˚a svar p˚a vores problemformulering. Ved at
lave en simulation kan man f˚a svar p˚a noget man ikke kunne regne analytisk.
For at vide hvad en simulation er m˚a man først vide hvad en matematisk model
er. En matematisk model er en m˚ade at beskrive en del af virkeligheden p˚a. Det er en
repræsentation af virkeligheden som er observerbar. Modeller stemmer ikke altid overens
med virkeligheden, men det er en tilnærmelse, som man kan f˚a et acceptabelt resultat
fra. Det er dog ikke altid at man ved kun at bruge den matematiske model vil kunne lave
udregningerne, da det nogen gange er umuligt at gøre analytisk. I s˚adanne tilfælde kan
en simulering tilbyde en praktisk approksimation til en løsning. Et eksempel hvor man
analytisk ville udregne hvor hurtigt tre eller flere partikler kolliderede under p˚avirkning
af tyngdekraften. Her ville den analytiske løsning være at opstille et integrale, og med
to partikler fungerede det, men med tre eller flere partikler blev det umuligt. Med en
simulering finder man en numerisk approksimation som formegentlig er en løsning p˚a
ens problemstilling. Den analytiske metode er mere præcis, frem for den den numeriske,
som simuleringen foretager. Den numeriske metode regner ud fra et bestemt tidsskridt,
hvor den analytiske metode kan gøre det helt nøjagtigt. De forsøger begge at udregne
det samme - nemlig den matematiske model. Stort set alt kan simuleres i varierende
nøjagtighed, afhængig af hvor kompliceret og tilfældig den matematiske model er. Ek-
sempler p˚a matematiske modeller kunne være: rovdyr/byttedyr, skovbrand, planeters
baner og hvad end man kunne komme p˚a. Disse modeller kan s˚a løses ved simulering
hvor det i mange tilfælde vil være det eneste man kan gøre. En simulation kan foreg˚a
ved at man giver nogle tilfældige eller bestemte inputs, og den kan give et svar der
udregnes numerisk. Et godt eksempel er en simulation med to partikler der kolliderer.
Man udregner kraften de tiltrækker hinanden, opdatere deres hastighed og position for
hvert tidsskridt, og til sidst n˚ar de kolliderer kan man se hvor mange tidsskridt det tog.
P˚a denne m˚ade kan man simulere s˚a mange partikler man vil uden at de analytiske
modeller begrænser en. Uden simuleringer ville man ikke kunne finde svar p˚a komplekse
matematiske modeller (Ross, 2006).
N˚ar man, for eksempel, simulerer tyngdekraften regner man, regner man en hastighed
og acceleration. Figur 3.1 illustrerer hvordan man kan opfatte udregningen hastigheden
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som arealet under et grafen der plotter tid mod accelerationen fra t = 0 til t = t0, og δt,
som er lig med hastigheden. Hver firkant er et tidsskidt. Jo mindre δt er jo mere præcis
er udregningen.
Figur 3.1: Numerisk integration af hastigheden
Det er s˚adan mange simulationer beregnes, og man kan forestille sig at resultatet kan
blive helt præcist hvis man lader δt g˚a mod 0.
3.1 Metode
Vi er igennem fem testprogrammer kommet frem til en endelig simulering der kan besvare
problemformuleringen. Det var at finde ud af, hvor stor en tidsmæssig forskel elektro-
statisk kraft, ville gøre n˚ar partikler i støvskyen skulle samle sig. Simulationen anvender
fysik og matematik, og selve simulationen anvender datalogi. Fysikken der blev brugt til
simulationen, som var beskrevet i teorien bestod af:
1. Tyngdekraft - Denne kraft har især stor tiltrækningskraft p˚a objekter med større
masse
2. Elektrostatisk kraft - Denne kraft tiltrækker eller frastøder med en styrke alt efter
hvilken ladning partiklen har.
3. Impulsbevarelse - Skal med for at sikre kræfterne bliver bevaret n˚ar objekterne
støder sammen.
4. Brownian motion - Brownian motion kommer i virkeligheden af impulsbevarelse
overført fra bittesm˚a partikler i støvskyen.
5. Van der Waals kraft - Denne kraft tiltrækker og frastøder molekyler.
Det er klart at n˚ar man laver en simulation vil det ikke være et helt præcist billede af
virkeligheden. For det første er det en model, som sandsynligvis kun beskriver en del
af virkeligheden. For det andet, kan selve simuleringen være en upræcis implementering
eller approksimering af modellen. Man kan i de fleste tilfælde ikke give et helt virkeligt
billede af virkeligheden ved en matematisk model. I denne simulation har vi kunne tillade
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os at begrænse os til nogle f˚a parametre, og m˚alet er ikke at simulere præcis det der sker
i virkeligheden, men at sammenligne, med og uden elektrostatisk kraft. Vi har de tre
fysiske parametre med, og ellers har vi undladt at kigge p˚a alle de andre parametre vi
ved findes og dem vi ikke kender til. Vi har brugt elektrostatisk kraft som argument for
at to partikler hænger sammen efter kollision. Desuden sker der det at hvis to objekter
støder sammen vil:
• Den nye retning vil bestemmes ud fra impulsbevarelse
• Summen ladningerne, summen af volumenerne og summen af masserne udregnes.
Ny radius bliver udregnet.
Vi har ogs˚a i simulationen valgt at modellere partiklerne kuglerunde, hvilket ikke ville
være en realistisk fortolkning af universet, og desuden best˚ar alle partiklerne af grafit og
har samme startstørrelse og derfor samme masse. Grunden til at simulationen godt kan
give et brugbart resultat, er at vi vil sammenligne kræfterne mod hinanden. Vi har valgt
at vi skal have et visuelt output, hvilket i princippet ikke er nødvendigt. Det har vi gjort
fordi det gjorde det nemmere for os at se hvad der sker undervejs i simulationen og det
har gjort det let at fejlsøge eventuelle problemer. Vi lavede syv forskellige simulationer
med de forskellige kræfter. Vi kunne hermed sammenligne dem mod hinanden. De syv
simulationer var disse:
1. Brownian motion
2. Tyngdekraft
3. Elektrostatisk
4. Brownian motion + Tyngdekraft
5. Brownian motion + Elektrostatisk
6. Tyngdekraft + Elektrostatisk
7. Brownian motion + Tyngdekraft + Elektrostatisk elektrostatisk kraft
Ved kun at ændre en parameter af gangen som vi gør i de fem programmer kan vi sam-
menligne dem mod hinanden. For at sikre vi kan sammenligne dem mod hinanden kræver
det simulationerne har samme startvilk˚ar. Partiklerne skal starte med en tilfældig posi-
tion. Vi har Brownian motion med og derfor behøvede vi ikke en tilfældig starthastighed.
Vi har valgt at vores simulation skal simulere 1000 partikler pr kubikcentimeter, fordi
vi er begrænset med computerkraften, og som nævnt i afsnit 2 er skiven ikke homogen,
der er tomrum, og steder hvor molekyledensiteten er lav. Programmet udnytter sig af
”wrap-around” hvilket gør at vi f˚ar et univers der hænger sammen fra kant til kant. Det
gælder b˚ade kræfter og positioner. Radius af partiklerne blev udregnet til 2.2 ∗ 10−4
meter, massen blev udregnet til 9.3410017 ∗ 10−9 kg som det blev regnet tidligere. Lad-
ningen findes ved at udføre forskellige tests. I simulationen er der begrænsninger og disse
er beskrevet herunder.
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3.2 Begrænsninger for simulationen
I en simulation m˚a man g˚a ud fra at der vil være afvigelser fra virkeligheden. Det skyldes
at man arbejder ud fra en model, hvor der er en begrænsning i antal cifre computeren kan
regne med, og fordi man arbejder i tidsskridt. Et tidskridt er et tal man multiplicerer
med, for at skalere tiden op eller ned. Man kan derfor f˚a det til at g˚a hurtigere og
langsommere alt efter hvad man vil have. Hvis man for eksempel multiplicerer 0,1 p˚a
hastighed og position, vil det g˚a 10 gange langsommere.
Eksempelvis kunne det være at man ville simulere to objekters sammenstød under
p˚avirkning af tyngdekraften. I tidsskridt 1 er de ikke stødt sammen endnu, men deres
hastighed g˚ar direkte mod hinanden og det kan ses de har en kollideringskurs mod
hinanden. De kolliderer bare ikke i programmet, fordi tidsskridtet var for højt og da
deres positioner blev opdateret havde de passeret hinanden. Begge over hinanden. Se
illustrationen herunder hvor t1 er første tidsskridt og t2 er andet tidsskridt.
Figur 3.2: Forklaring af tidsskridt
For at forhindre at dette sker, kræver det at tidsskridtet er lavt nok til at partiklerne
ikke forbipassere hinanden i et skridt. Et lavt tidsskridt giver mere nøjagtighed, men
tager længere tid at simulere.
3.3 Implementering
Vi programmerede fire programmer som hver skulle teste om de forskellige parametre
stemmede overens med virkeligheden. Dem ville man s˚a kunne implementere i vores
endelige simulation.
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3.3.1 Processing
Vi har valgt at bruge Processing til vores simuleringer. Processing er et brugervenligt
udviklingsmiljø og et sprog basseret p˚a Java, lavet til at visualisere et design ved brug
af koder. Programmet indeholder en masse indbyggede funktioner man kan gøre brug
af. De to vigtigste er ”setup”, som kører en bestemt kode i starten af programmet og
”draw”som kører en bestemt kode i et loop et bestemt antal gange i sekundet (Fry og
Reas, 2016).
3.3.2 Test 1: Simpel gravitation
Der er startet med at lave et simpelt program, som udregner hvor lang tid det vil tage for
et objekt p˚a 1 kg at falde til jorden fra 10 meter. Det udregnes ved at finde den kraft som
jorden p˚avirker objektet med, som man finder accelerationen ud fra, hvor accelerationen
s˚a bliver lagt til hastigheden og hastigheden til positionen. N˚ar der er tale om et objekt
p˚a 1 kg og jorden kan man konkludere at jorden næsten ikke vil bevæge sig, s˚a der
fokuseres kun p˚a at udregne kraften p˚a objektet. I programmet er jordens masse, radius
og den universelle G-konstant. Tiden er ”t”og tidsskridt er ”dt”.
1 double position, velocity, object_mass, dt, t;
2 double earth_radius = 6.367447E6; //earth radius in m
3 double earth_mass = 5.9721986E24; // earth mass in kg
4 double G_constant = 6.6741E-11;
Objektets position blev fastsat til jordens radius og 10 meter, hvilket vil sige at objektet
er 10 meter over jorden. Massen p˚a objektet er 1 kg. Tidssktidtet er 0.01 og tiden er 0.
6 void setup() {
7 position=10+earth_radius;//m
8 velocity=0;//m/s
9 object_mass=1;//kg
10 dt=0.01;//timestep
11 t=0;//seconds
12 }
For hvert loop, bliver kraften “F”, som objektet bliver tiltrukket med af jorden udregnet
med formlen: F = (m ·M ·G)/r2. S˚a regnes accelerationen A = Fm , hastigheden V bliver
regnet V = V +A · dt, positionen P bliver beregnet P = P − V · dt (der bruges minus i
stedet for plus, da der arbejdes i en dimension og afstanden mellem objekt og jorden skal
blive mindre). Tidsskridtet lægges til tiden og der testes for kollision. De to objekter er
kollideret n˚ar positionen er mindre end jordens radius, da det m˚a betyde objektet har
ramt jorden. Derefter stoppes programmet og tid og acceleration kan aflæses.
14 void draw() {
15 double force = (object_mass*earth_mass*G_constant)/(position*position);//kg*m/s^2
16 double acceleration = force / object_mass; //m/s^2
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17 velocity=velocity+acceleration*dt;
18 position=position-velocity*dt;
19 t+=dt;
20 if (position<earth_radius) {
21 println(acceleration + " m/s^2");
22 println(t + " seconds");Processing
23 noLoop();
24 }
25 }
Programmet udregnede det til at tage 1.429 sekunder for objektet at falde til jorden.
Det gav ogs˚a en tyngdeacceleration p˚a 9.831m/s2. For at se om det stemmer overens
med en analytisk udregning har vi udregnet det ved hjælp af denne formel som er to
gange højden over tyngdeaccelerationen.
2 ∗ 10m
9.831m/s2
= 1.426s
Det er tæt p˚a hinanden, og grunden til at det ikke er helt nøjagtigt er sandsynligvis
grundet at talene i mellemregningerne er s˚a store at de bliver afrundet, selv n˚ar datatypen
”double” som holder flest cifre anvendes. Selv med en dt p˚a 0.001 gav det samme resultat,
hvis man kiggede p˚a de fire første cifre.
Nu ville vi implementere Newtons gravitationslov som tager højde for at b˚ade objekt
og jorden p˚avirker hinanden.
3.3.3 Test 2: Newtons gravitationslov
I dette program byggede vi videre p˚a det første program. Det første program simulerede
et objekt p˚a et kilo der faldt fra 10 meters højde, men kun ved at tage højde for ob-
jektet blev tiltrukket af jorden. I test 2 tages der højde for at b˚ade jorden og objektet
bliver p˚avirket. Newton’s gravitationskrafts formel ser s˚aledes ud: G∗M∗m
d2
, hvor G er den
universelle G-konstant, M er den ene masse og m den anden. Desuden er programmet
skrevet om til bruge vektorer hvilket gør man kan simulere i 3 dimensioner. Ved at teste
om 2 partikler kolliderede til rigtig tid kan vi ogs˚a sige at det ville virke med flere par-
tikler. Køres programmet f˚as den tid det vil tage for objekterne at kolidere. Der er ikke
noget visuelt at se. Det tog 1.419 sekunder med en dt p˚a 0.01. Det stemmer meget godt
overens med 1.429 som blev regnet i program 1. Grunden til at det g˚ar hurtigere er at
jorden ogs˚a bliver trukket i, men det kan ogs˚a skyldes afrundinger hvis talene er for store.
For det meste brugte vi datatypen ”double”, men enkelte steder kunne Processing kun
tage ”floats” hvilket gjorde vi skulle caste vores værdier fra ”double” til ”floats”. Det
gør at man mister noget præcision, men de værdier der skulle bruges til videre udregning
blev beholdt som ”double”. For at mindste tabet lavede vi vores egen klasse som skulle
være som en ”PVector”, hvilket er Processings vektorfunktion, bare med ”doubles” i
stedet for ”floats”. Vi vil ikke g˚a i dybden med dette, men bare nævne at vi har taget
kildekoden fra PVector klassen for at lave vores egen klasse, som h˚andterede doubles.
Gravitationen udregnes ved at:
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1: Regne vektoren fra det ene objekt til det andet
24 Vector directionToMe = new Vector(
25 other.position.x-this.position.x,
26 other.position.y-this.position.y,
27 other.position.z-this.position.z);
2: Finde lægnden af den.
29 double distance = directionToMe.mag();
3: Normalisere den.
30 directionToMe.normalize();
4: Regne kraften.
32 double force = (G_constant * this.mass * other.mass) / (distance * distance); //calculate the force
5: Regne den endelige kraft som partiklen skal p˚avirkes med.
34 directionToMe.mult(force / this.mass);
6: Accelerationen regnes ud fra at alle krafter partiklen bliver p˚avirket med.
12 Vector acceleration = new Vector(0, 0, 0);
13 for (int i = 0; i < particles.size(); i++) {
14 if (particles.get(i) != this) {
15 acceleration.add(this.gravity(particles.get(i))); //add gravity force to acceleration
16 }
17 }
7: Accelerationen bliver lagt til hastigheden og hastigheden bliver lagt til positionen.
Velocity vektoren skal kopieres, da Processing ændrede p˚a selve vektoren at bruge den i
udregningen.
18 velocity.add(acceleration.mult(dt)); //add acceleration to velocity
19 position.add(velocity.copy().mult(dt)); //add velocity to position
Det fungere p˚a samme m˚ade som det første program. Det er mere nøjagtigt, da b˚ade
objektet og jorden bliver p˚avirket, fordi vi har brugt Newton’s gravitationslov. Dette
har resulteret i at det ifølge simulationen tog 1.419 sekunder. Det er lidt forskellige fra
før men ikke meget. Det skyldes sandsynligvis at jorden ogs˚a bliver p˚avirket.
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3.3.4 Test 3: Elektrostatisk kraft
I program 3 vil vi simulere to partikler som bliver p˚avirket af elektrostatisk kraft. Vi vil
tage udgangspunkt i program 2. Her vil vi i stedet for Newtons gravitationslov bruge
columbs lov som ser s˚aledes ud:
k
q1q2
r2
k er konstanten 9 · 109, som er konstanten brugt i columbs lov. q1 er den ene parti-
kels ladning og q2 er den anden partikels ladning. Den ligner Newton’s gravitationslov
p˚a formen. P˚a linje 103 kan man se hvordan den elektrostatiske kraft bliver regnet i
simulationen.
100 double dist = directionToMe.mag();
101 directionToMe.normalize();
102 double force = (((k * this.charge * other.charge) / (dist * dist))*-1);
103 directionToMe.mult(force / this.mass);
104 return directionToMe;
Desuden har vi taget højde for at partiklerne skal have positiv og negativ ladning. Vi
har fordelt det s˚adan at der er liges˚a mange positive ladninger som negative.
42 for (int i=0; i<P; i++) {
43 double q;
44 if (i%2==0) {
45 q = 2002.1E-19;
46 } else {
47 q = -2002.1E-19;
48 }
Variablen ”i”tæller op og ved lige tal f˚ar partiklen en positiv ladning og ved ulige tal en
negativ ladning.
3.3.5 Test 4: Random Walk
Random walk er en simplificering af Brownian Motion. Random walk fungere s˚adan
at man først finder en tilfældig retning i et 2 dimensionalt plan, og derefter finder en
tilfældig retning p˚a en halvcirkel i den tredje dimension. Hvis man kigger p˚a illustrationen
nedenfor kan man se hvordan step 1 (set fra oven) er at finde en retning p˚a en cirkel og
step 2 (set fra siden) er at finde en retning p˚a en halvcirkel som giver en tilfældig retning
i den tredje dimension.
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Figur 3.3: Udregning af tilfældig punkt p˚a en kugle
Koden s˚a s˚aledes ud:
107 Vector rwalk() {
108 float dir = random(0, 2 * PI);
109 float d2 = random(0, PI);
110 double dist =3.732374E-13;//m/s
111 double dist2 =1.955053E-13;//m/s
112
113 Vector rand= new Vector(0, 0, 0);
114
115 rand.x += dist*cos(dir)*sin(d2);
116 rand.y += dist2*sin(dir)*sin(d2);
117 rand.z += dist*cos(d2);
118
119 return rand;
120 }
Alts˚a finder vi en retning for x, y og z aksen som er bestemt ud fra en cirkel og halvcirkel.
Kildekoden til test 4 findes ikke i bilag, da koden er beskrevet her og brugt direkte i den
endelige simulation.
3.3.6 Test 5: Kollision
N˚ar to objekter kollidere bliver impulsen bevaret og ladningerne adderes, volumenerne
adderes, masserne adderes sammen og den nye radius udregnes. 1: Den nye retning vil
bestemmes ud fra impulsbevarelse som kommer af formlen v1∗m1+v2∗m2m1∗m2
128 Vector t = velocity.copy().mult(mass);
129 Vector o = other.velocity.copy().mult(mass);
130 Vector product = t.copy().add(o);
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131 Vector total = product.copy().div(this.mass+other.mass);
132 other.velocity=total;
2: Ladningerne adderes, volumenerne adderes, masserne adderes sammen og den nye
radius udregnes.
135 other.mass=other.mass+mass;
136 other.volume+=volume;
137 other.radius=Math.pow((other.volume)/(1.33*PI), 1.0/3.0);
138 other.charge=charge+other.charge;
Kildekoden kan som test 4 ikke findes i bilag, men det er implementeret i det endelige
program.
3.3.7 Den endelige simulation
I den endelige simulation vil vi kombinere tyngdekraft, elektrostatisk kraft og random
walk i samme simulering. Desuden vil vi tilføje:
1: Molekylevægten, størrelsen og afstande bliver lavet i forhold til virkeligheden, men
bliver skaleret op s˚a det kan ses i simulationen.
1 float uniw = 0.01; //universe width
2 float unih = 0.01; //universe height
3 float unid = 0.01; //universe depth
4 float scale = 60000; //scale that fitted the screen
5 mass = 9.3410017E-9;//kg
6 radius = 2.2E-4;//m
2: Vi har tilføjet 3 booleans som gør det muligt at sl˚a de tre parametre tyngdekraft,
elektrostatisk kraft og Brownian motion fra og til.
5 boolean gravity = true;
6 boolean randomwalk = true;
7 boolean electrostatic = false;
N˚ar programmet køres ser det visuelle output s˚aledes ud.
26
Figur 3.4: Simulationen
Her er programmet kørt lidt tid og nogle af partiklerne har kollideret. Alt kildekoden
til alle tests kan findes i bilag. Nu hvor den endelige simulation er færdig kan vi begynde
at opsamle data. Programmet lavede en fil med antal partikler til tiden, som vi kunne
bruge til databehandlingen.
27
Kapitel 4
Resultater
Der er opsamlet data over hvor lang tid det tog partiklerne at samle sig sammen.
Spørgsm˚alet var hvor mange partikler der skal samle sig sammen før programmet skulle
stoppe. Vi startede med at alle partikler skulle være samlet, men det gav et uventet
resultat, da vi observerede at de sidste partikler enten gik i kredsløb eller ramte ved
siden af hinanden flere gange. Det tog længere tid for partiklerene at kollidere jo færre
der var var tilbage. Nedenst˚aende grafer viser antal partikler i forhold til tiden. Figur
4.1 viser antallet af partikler under p˚avirkning af tyngdekraften.
Figur 4.1: Graf over antallet af partikler n˚ar de kun bliver p˚avirket af tyngdekraft
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Der g˚ar cirka 26 timer før de er samlet til 1 partikel med kun tyngdekraft. For at
sammenligne dette med noget har vi taget alle kræfterne sammen som kan ses p˚a figur
4.2.
Figur 4.2: Graf over antallet af partikler n˚ar de bliver p˚avirket af tyngdekraft, elektrostatisk kraft
og random walk
Overaskende nok ses det her hvordan de tre parametre sammen faktisk er næsten
dobbelt s˚a langsom om at blive færdig. Det skyldes at partiklerne kommer i bane omkring
hinanden, fordi de elektrostatiske kræfter er s˚a stærke. Dette har vi kunnet observere.
Men hvis man sammenligner de to grafer sammen kan man se noget interessant.
Figur 4.3: Graf over antallet af partikler n˚ar de bliver p˚avirket af tyngdekraft mod tyngdekraft,
elektrostatisk kraft og random walk
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Her kan vi se hvordan alle tre parametre har en hurtigere aggregeringshastighed end
tyngdekraften i starten. Vi har valgt at have vores fokus p˚a starten hvor det handler
mere om hvor stærk kræften er til at samle partiklerne frem for hvem der undg˚ar at g˚a
i bane om hinanden. Hvis man kigger p˚a grafen kan man se at der ved cirka 25 partikler
begynder at g˚a drastisk meget længere tid. Derfor har vi besluttet at stoppe m˚alingerne
n˚ar der er 25 partikler tilbage.
4.1 Variation af ladningen
For at se hvordan tiden bliver p˚avirket af ændringen af ladningen plottedes der en graf
over tid til ladningen (figur 4.4).
Figur 4.4: Random og tyngdekraft, sammenlignet med kun random walk
Vi valgte den mest optimalt m˚alte ladning fra grafen til alle de andre simuleringer.
De syv simuleringer der bliver kørt er:
1. Random walk
2. Tyngdekraft
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3. Elektrostatisk kraft
4. Random walk + Tyngdekraft
5. Random walk + Elektrostatisk kraft
6. Tyngdekraft + Elektrostatisk kraft
7. Random walk + Tyngdekraft + Elektrostatisk kraft
Dem vil vi køre fem gange hver for at f˚a et gennemsnittetlig resultat, over hvor lang tid
det tog partiklerne at klumpe sig sammen til der kun var 25 partikler tilbage. Hver farve
repræsenterer en ny m˚aling.
4.2 Random walk mod tyngdekraft
Det var forventet at random walk ville sætte noget bevægelse i gang og muligvis f˚a det
hele til at g˚a hurtigere. Det var ikke forventet at random walk alene ville være hurtig.
Følgende graf viser data over random walk mod tyngdekraft (figur 4.5).
Figur 4.5: Random og tyngdekraft, sammenlignet med kun random walk
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De øverste fem m˚alinger repræsenterer random walk og de nederste fem m˚alinger
tyngdekraft. Vi blev nødt til at stoppe simulationen med random walk, fordi det gik for
langsomt. Som vi kan se er der virkelig stor forskel p˚a de to grafer. Tyngdekraft er noget
hurtigere end random walk som forventet.
4.3 Random Walk mod Elektrostatisk kraft
Følgende figur vil illustrere m˚alinger med Random Walk mod elektrostatisk kraft (figur
4.6). Her regnede vi ikke med random walk alene ville blive særlig hurtig færdig.
Figur 4.6: Random walk og tyngdekraft sammenlignet
Her kan det igen ses hvordan random walk betyder meget lidt i forhold til kraften,
og hvordan vi har været nød til at stoppe simuleringen grundet at det tog for lang tid.
Det ligner ud fra simuleringen at elektroststatisk kraft er meget effektiv til at samle
partiklerne sammen.
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4.4 Tyngdekraft mod Elektrostatisk kraft
Nu da random walk er blevet sammenlignet med de to kræfter vil det være interessant
at sammenligne tyngdekraft og elektrostatisk kraft mod hinanden (figur 4.7).
Figur 4.7: Elektrostatisk kraft sammenlignet med tyngdekraft
Det kan ses hvordan elektrostatisk kraft er meget stærkere end tyngdekraften hvilket
vi ogs˚a havde forventet. Dette skyldes at sm˚a masser ikke p˚avirkes af tyngdekraften i
liges˚a høj en grad som den elektrostatiske kraft. Den elektrostatiske kraft har en større
betydning for en lille partikel end tyngdekraften.
4.5 Tyngdekraft + Random Walk mod Tyngdekraft
Nu bliver det interessant om random walk har en betydning n˚ar den kommer p˚a som
en ekstra parameter. Følgende graf viser tyngdekraft mod random walk + tyngdekraft
(figur 4.8).
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Figur 4.8: Tyngdekraft sammenlignet med random walk og tyngdekraft
Der kan ikke skelnes mellem dem. De ligger alle oven i hinanden, og man kan dermed
sige at random walk ikke havde den store betydning.
4.6 Random walk + Elektrostatisk kraft mod Elektrosta-
tisk kraft
Det helt samme sker med elektrostatisk kraft mod elektrostatisk kraft + random walk
(figur 4.9).
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Figur 4.9: Elektrostatisk kraft sammenlignet med random walk
Det samme gentager sig og vi m˚a derfor kunne konkludere at random walk nærsmest
ikke har nogen betydning for simuleringen.
4.7 Random walk + Elektrostatisk kraft + Tyngdekraft
mod Random Walk + Tyngdekraft
Hvad betyder elektrostatisk kraft n˚ar b˚ade random walk + tyngdekraft + elektrostatisk
kraft bliver sammenlignet med random walk og tyngdekraft? (figur 4.10).
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Figur 4.10: Random walk og tyngdekraft, sammenlignet med random walk, tyngdekraft og elek-
trostatisk kraft
Her kan vi se at elektrostatisk kraft har en stor betydning for den tide det tager
partiklerne at klumpe sig sammen.
4.8 Diskussion
Vores simuleringer giver et klart billede af, hvor stor en betydning elektrostatisk kraft
har for hastigheden af sammenklumpningen af partiklerne. Vi ser en generel tendens til
at elektrostatisk kraft, sammenlignet med de andre to parametre er markant hurtigere.
Teoretisk kan vi ogs˚a bekræfte denne tendens. Vores simulering indeholder ogs˚a kun ide-
elle omstændigheder og tager ikke højde for voldsomme sammenstød og gen-pulverisering
af partiklerne. Dette er en mulig fejlkilde til at vi f˚ar en aggregering af partiklerne som
g˚ar betydeligt hurtigere end gængse modeller der er lavet.
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Konklusion
Ud fra vores simlueringer kan vi konkludere, at elektrostatisk kraft bliver denne den
dominerende kraft og aggregeringshastigheden af partikler øges betydeligt, i forhold til
hvis man kun arbejdede med random walk, tyngdekraft, eller begge samlet i en simu-
lering. Dette bliver yderligere understøttet af vores teoretiske beregninger som viste at
hydrogen-atomers elektrostatiske kraft er 1012 gange kraftigere end tyngdekraften. Det
kan samtidig konkluderes at tyngdekraften ikke har en lige s˚a betydelig rolle, men stadig
noget mere end random walk, der næsten ingen betydning har for aggregeringshastig-
heden. Vi kan ikke konkludere p˚a hvorn˚ar tyngdekraften overstiger den elektrostatiske
kraft og dominerer ageregeringen af partikler.
5.1 Perspektivering
Vi kan forestille os at hvis vi havde flere parametre at simulerer, mere tid og bedre
regnekraft, ville vi kunne opn˚a et langt mere realistisk billede af virkelighedens planet-
dannelser. Simplificeringen i vores rapport, har gjort, at vi ikke har kunne tage højde for
alle deltaljerne, som m˚aske kunne have haft stor betydning for aggregeringshastigheden
af partikler. Vi h˚aber derfor at denne rapport kan give anledningen til videre forskning
indefor omr˚adet.
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Kapitel 6
Bilag
6.1 Programkoder
6.1.1 Test 1
6.1.1.1 program1
1 double position, velocity, object_mass, dt, t;
2 double earth_radius = 6.367447E6;
3 double earth_mass = 5.9721986E24;
4 double G_constant = 6.6741E-11;
5
6 void setup() {
7 position=10+earth_radius;
8 velocity=0;
9 object_mass=1;
10 dt=0.01;
11 t=0;
12 }
13 void draw() {
14 double force = (object_mass*earth_mass*G_constant)/(position*position);
15 double acceleration = force / object_mass;
16 velocity=velocity+acceleration*dt;
17 position=position-velocity*dt;
18 t+=dt;
19 if (position<earth_radius) {
20 println(acceleration + " m/s^2");
21 println(t + " seconds");
22 noLoop();
23 }
24 }
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6.1.2 Test 2
Program 2 best˚ar af 3 dele. Hovedprogrammet ”program2”og ”Particle”.
6.1.2.1 program2
1 import peasy.*; //Peasycam for 3D camera
2 PeasyCam cam;
3 ArrayList<Particle> particles;
4 int n = 2; //number of particles
5 double G_constant = 6.6741E-11;
6 double dt;
7 double t;
8 double earth_mass = 5.9721986E24;
9 double object_mass = 1;
10 double earth_radius = 6.367447E6;
11 double object_radius = 1;
12 Vector earth_position;
13 Vector object_position;
14
15 void setup() {
16 size(600, 600, P3D);
17 noStroke();
18 dt = 0.01;
19 t = 0;
20 cam = new PeasyCam(this, 0, 0, 0, 1000);
21 cam.lookAt(0, 0, 0);
22 particles = new ArrayList<Particle> (n);
23 earth_position = new Vector(0, 0, 0);
24 object_position = new Vector(earth_radius+10, 0, 0);
25 particles.add(new Particle(earth_position, earth_mass));
26 particles.add(new Particle(object_position, object_mass));
27 }
28 void draw() {
29 background(0);
30 for (int i=0; i<particles.size(); i++) {
31 Particle p = particles.get(i);
32 p.move();
33 }
34 for (int i=0; i<particles.size(); i++) {
35 Particle p = particles.get(i);
36 p.display();
37 }
38 if (particles.get(1).position.x<earth_radius) {
39
39 println(t+" seconds");
40 noLoop();
41 }
42 t+=dt;
43 }
44 \end{lstlisting}
45 \subsubsection{Particle}
46 \begin{listing}{1}
47 class Particle {
48 Vector position, velocity;
49 double mass, radius;
50
51 Particle(Vector p, double m) {
52 position = p;
53 mass = m;
54 velocity = new Vector(0, 0, 0);
55 }
56 void move() {
57 Vector acceleration = new Vector(0, 0, 0);
58 for (int i = 0; i < particles.size(); i++) {
59 if (particles.get(i) != this) {
60 acceleration.add(this.gravity(particles.get(i)));
61 }
62 }
63 velocity.add(acceleration.mult(dt));
64 position.add(velocity.copy().mult(dt));
65 }
66 Vector gravity(Particle other) {
67 Vector directionToMe = new Vector(other.position.x-this.position.x, other.position.y-this.position.y, other.position.z-this.position.z);
68 double distance = directionToMe.mag();
69 directionToMe.normalize(); // normalize it
70 double force = (G_constant * this.mass * other.mass) / (distance * distance);
71 directionToMe.mult(force / this.mass);
72 return directionToMe;
73 }
74 }
6.1.3 Test 3
Program 3 best˚ar af 3 dele. Hovedprogrammet ”program3”og ”Particle”.
6.1.3.1 program3
1 import peasy.*;
40
2 PeasyCam cam;
3 ArrayList<Particle> particles;
4 int P = 2; //Antal partikler
5 double k = 9E9;//6.67428E-11;
6 double dt;
7 double t;
8 double q1 = 6E-9;
9 double q2 = -4E-9;
10 double radius = 1;
11 Vector q1_position;
12 Vector q2_position;
13
14 void setup() {
15 size(600, 600, P3D);
16 noStroke();
17 dt = 10000;
18 t = 0;
19 cam = new PeasyCam(this, 0, 0, 0, 1000);
20 cam.lookAt(0, 0, 0);
21 particles = new ArrayList<Particle> (P);
22 q1_position = new Vector(0, 0, 0);
23 q2_position = new Vector(2, 0, 0);
24 particles.add(new Particle(q1_position, q1));
25 particles.add(new Particle(q2_position, q2));
26 }
27 void draw() {
28 background(0);
29 for (int i=0; i<particles.size(); i++) {
30 println("nr "+i);
31 Particle p = particles.get(i);
32 p.calculate();
33 }
34 for (int i=0; i<particles.size(); i++) {
35 println("nr "+i);
36 Particle p = particles.get(i);
37 p.move();
38 }
39 for (int i=0; i<particles.size(); i++) {
40 Particle p = particles.get(i);
41 p.display();
42 }
43 t+=dt;
44 println(t+" sek");
41
45 println("pos "+particles.get(1).position.x);
46 println("pos "+particles.get(0).position.x);
47 }
6.1.3.2 Particle
1 class Particle {
2 Vector position, velocity, acceleration;
3 double charge, radius, mass;
4
5 Particle(Vector p, double c) {
6 position = p;
7 charge = c;
8 mass = 0.001;
9 velocity = new Vector(0, 0, 0);
10 }
11 void calculate() {
12 acceleration = new Vector(0, 0, 0);
13 for (int i = 0; i < particles.size(); i++) {
14 if (particles.get(i) != this) {
15 acceleration.add(this.contrib(particles.get(i)));
16 }
17 }
18 }
19 void move() {
20 println("pos "+position+" "+"vel "+velocity+" "+"acc "+acceleration);
21 velocity.add(acceleration.copy().mult(dt));
22 position.add(velocity.copy().mult(dt));
23 println("pos "+position+" "+"vel "+velocity+" "+"acc "+acceleration);
24 }
25 void display() {
26 pushMatrix();
27 translate((float)position.x, (float)position.y, (float)position.z);
28 sphere(1);
29 popMatrix();
30 }
31 Vector contrib(Particle other) {
32 Vector directionToMe = new Vector(other.position.x-this.position.x, other.position.y-this.position.y, other.position.z-this.position.z);
33 double dist = directionToMe.mag();
34 directionToMe.normalize();
35 double force = (((k * this.charge * other.charge) / (dist * dist))*-1);
36 directionToMe.mult(force / this.mass);
37 return directionToMe;
38 }
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39 }
6.1.4 Endeligt program
Det endelige program best˚ar af to dele. Hovedprogrammet ”endelig”og ”Particle”.
6.1.4.1 endelig
1 import peasy.*;
2 PeasyCam cam;
3 PrintWriter output;
4 boolean gravity = true;
5 boolean randomwalk = false;
6 boolean electrostatic = true;
7 float uniw = 0.01;
8 float unih = 0.01;
9 float unid = 0.01;
10 float scale = 60000;
11 ArrayList<Particle> particles;
12 int P = 1000;
13 double G = 6.67428E-11;
14 double k = 8.99E9;
15 double dt = 10;
16 double t = 0;
17
18 void setup() {
19 size(600, 600, P3D);
20 noStroke();
21 output = createWriter("25ge5.txt");
22 cam = new PeasyCam(this, 0, 0, 0, 1000);
23 cam.lookAt(uniw*scale/2, unih*scale/2, unid*scale/2);
24 particles = new ArrayList<Particle> (P);
25 for (int i=0; i<P; i++) {
26 double q;
27 if (i%2==0) q = 2002.1E-19;
28 else q = -2002.1E-19;
29 particles.add(new Particle(q));
30 }
31 }
32 void draw() {
33 background(0);
34 for (int i=0; i<particles.size(); i++) {
35 Particle p = particles.get(i);
36 p.calculate();
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37 }
38 for (int i=0; i<particles.size(); i++) {
39 Particle p = particles.get(i);
40 p.move();
41 }
42 for (int i=0; i<particles.size(); i++) {
43 Particle p = particles.get(i);
44 for (int j=i+1; j<particles.size(); j++) {
45 Particle o = particles.get(j);
46 o.checkCollision(p);
47 if (o.dead) {
48 particles.remove(j);
49 }
50 }
51 }
52 for (int i=0; i<particles.size(); i++) {
53 Particle p = particles.get(i);
54 p.display();
55 }
56 t+=dt;
57 double tmass = 0;
58 double tcharge = 0;
59 for (int i=0; i<particles.size(); i++) {
60 Particle p = particles.get(i);
61 tmass += p.mass;
62 tcharge += p.charge;
63 }
64 println(t+" "+tmass);
65 println(tcharge);
66 output.println(particles.size()+" "+t);
67 if (particles.size()<25) {
68 println(t/60/60/24);
69 output.flush();
70 output.close();
71 exit();
72 }
73 if (t/60/60/24>5) {
74 output.flush();
75 output.close();
76 exit();
77 }
78 }
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6.1.4.2 Particle
1 class Particle {
2 Vector position, velocity, gforce, rforce, eforce, tforce;
3 double mass, radius, volume, charge;
4 boolean dead;
5
6 Particle(double c) {
7 position = new Vector(random(uniw), random(unih), random(unid));
8 mass = 9.3410017E-9;
9 velocity = new Vector(0, 0, 0);
10 radius = 2.2E-4;
11 volume = 4.0/3.0*PI*radius*radius*radius;
12 dead=false;
13 charge = c;
14 }
15 void calculate() {
16 if (randomwalk) rforce = rwalk();
17 else rforce = new Vector(0, 0, 0);
18 if (gravity) gforce = gravity();
19 else gforce = new Vector(0, 0, 0);
20 if (electrostatic) eforce = electrostatic();
21 else eforce = new Vector(0, 0, 0);
22 tforce = rforce.copy().add(gforce).copy().add(eforce);
23 }
24 void move() {
25 velocity.add(tforce.mult(dt));
26 position.add(velocity.copy().mult(dt));
27 }
28 void display() {
29 pushMatrix();
30 translate((float)position.x*scale, (float)position.y*scale, (float)position.z*scale);
31 sphere((float)radius*scale);
32 popMatrix();
33 if (position.x < 0) position.x += uniw;
34 if (position.y < 0) position.y += unih;
35 if (position.z < 0) position.z += unid;
36 if (position.x > uniw) position.x -= uniw;
37 if (position.y > unih) position.y -= unih;
38 if (position.z > unid) position.z -= unid;
39 }
40 Vector gravity() {
41 Vector acceleration = new Vector(0, 0, 0);
42 for (int i = 0; i < particles.size(); i++) {
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43 if (particles.get(i) != this) {
44 acceleration.add(this.contribg(particles.get(i)));
45 }
46 }
47 return acceleration;
48 }
49 Vector electrostatic() {
50 Vector acceleration = new Vector(0, 0, 0);
51 for (int i = 0; i < particles.size(); i++) {
52 if (particles.get(i) != this) {
53 acceleration.add(this.contribe(particles.get(i)));
54 }
55 }
56 return acceleration;
57 }
58 Vector contribg(Particle other) {
59 Vector directionToMe = new Vector(other.position.x-this.position.x, other.position.y-this.position.y, other.position.z-this.position.z);
60 if (directionToMe.x > uniw / 2) directionToMe.x -= uniw;
61 if (directionToMe.x < -uniw / 2) directionToMe.x += uniw;
62 if (directionToMe.y > unih / 2) directionToMe.y -= unih;
63 if (directionToMe.y < -unih / 2) directionToMe.y += unih;
64 if (directionToMe.z > unid / 2) directionToMe.z -= uniw;
65 if (directionToMe.z < -unid / 2) directionToMe.z += uniw;
66 double dist = directionToMe.mag();
67 if (dist<radius+other.radius) dist=radius+other.radius;
68 directionToMe.normalize();
69 double force = (G * this.mass * other.mass) / (dist * dist);
70 directionToMe.mult(force / this.mass);
71 return directionToMe;
72 }
73 Vector contribe(Particle other) {
74 Vector directionToMe = new Vector(other.position.x-this.position.x, other.position.y-this.position.y, other.position.z-this.position.z);
75 if (directionToMe.x > uniw / 2) directionToMe.x -= uniw;
76 if (directionToMe.x < -uniw / 2) directionToMe.x += uniw;
77 if (directionToMe.y > unih / 2) directionToMe.y -= unih;
78 if (directionToMe.y < -unih / 2) directionToMe.y += unih;
79 if (directionToMe.z > unid / 2) directionToMe.z -= uniw;
80 if (directionToMe.z < -unid / 2) directionToMe.z += uniw;
81 double dist = directionToMe.mag();
82 directionToMe.normalize();
83 double force = (((k * this.charge * other.charge) / (dist * dist))*-1);
84 directionToMe.mult(force / this.mass);
85 return directionToMe;
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86 }
87 Vector rwalk() {
88 float dir = random(0, 2 * PI);
89 float d2 = random(0, PI);
90 double dist =3.732374E-13;
91 double dist2 =1.955053E-13;
92 Vector rand= new Vector(0, 0, 0);
93 rand.x += dist*cos(dir)*sin(d2);
94 rand.y += dist2*sin(dir)*sin(d2);
95 rand.z += dist*cos(d2);
96 return rand;
97 }
98 void checkCollision(Particle other) {
99 Vector evect = new Vector(other.position.x-this.position.x, other.position.y-this.position.y, other.position.z-this.position.z);
100 double dist = evect.mag();
101 if (this!=other&&radius+other.radius>dist) {
102 dist=radius+other.radius;
103 Vector t = velocity.copy().mult(mass);
104 Vector o = other.velocity.copy().mult(mass);
105 Vector product = t.copy().add(o);
106 Vector total = product.copy().div(this.mass+other.mass);
107 other.velocity=total;
108 dead=true;
109 other.mass=other.mass+mass;
110 other.volume+=volume;
111 other.radius=Math.pow((other.volume)/(1.33*PI), 1.0/3.0);
112 other.charge=charge+other.charge;
113 }
114 }
115 }
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