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Integroidut kehitysympäristöt ovat olleet oleellisessa osassa ohjelmistokehitystä jo vuo-
sikymmenien ajan. Tämän työn tavoitteena on tutkia niiden käyttöä, historiaa ja raken-
netta. Saadun tiedon perusteella rakennetaan uusi integroitu kehitysympäristö SQF-oh-
jelmointikielelle.
Integroituihin kehitysympäristöihin tutustutaan yleisellä ja yksityiskohtaisella ta-
solla. Ensimmäisen vaiheessa määritellään integroidun kehitysympäristön yleiset omi-
naisuudet ja seuraavassa vaiheessa analysoidaan olemassa olevia integroituja kehitys-
ympäristöjä. Lisäksi esitellään integroitujen kehitysympäristöjen käytöstä tehtyä aikai-
sempaa tutkimusta.
Työn tuloksena on uusi integroitu kehitysympäristö nimeltään Side. Side on SQF-
ohjelmointikielelle suunniteltu integroitu kehitysympäristö Eclipse-alustan päälle. Ec-
lipse-alustan lisäksi  hyödynnettiin  Xtext-kehystä  kielentunnistajan kehityksessä.  SQF
on Arma 3 -pelin laajentamiseen tarkoitettu toimialakohtainen ohjelmointikieli, minkä
vuoksi tässä työssä tutustutaan myös Arma 3 -peliin, pelien modaamiseen ja SQF-ohjel-
mointikieleen. 
Tutkimuksessa havaittiin, että integroitujen kehitysympäristöjen ominaisuudet ovat
yleisessä käytössä ohjelmistokehittäjien keskuudessa. Xtext ja Eclipse soveltuvat hyvin
integroidun kehitysympäristön kehitykseen, jos ohjelmointikieli täyttää tietyt reunaeh-
dot ja lievät tehokkuusongelmat ovat siedettävissä.
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Integrated  development  environments  (IDE's)  have  been  popular  part  of  software
development for several decades. This thesis focuses on the history, usage and structure
of an IDE. On the basis of the information acquired a new IDE called Side is developed.
Integrated development environments are discussed both in general terms and in
detail.  In  the  general  discussion,  a  consensus  of  common  features  of  an  IDE  is
constructed. In the detailed discussion, a set of already existing IDE's is analyzed while
trying to figure out the source of their popularity. In addition, a study regarding the
usage of an IDE is introduced.
A new IDE called Side was developed during this thesis. Side is an IDE for SQF
programming  language.  It  is  designed  to  work  on  Eclipse-platform  while  Xtext
framework was used in developing the language recognizer. SQF is  a programming
language for the modification of Arma 3, hence the general traits of SQF, Arma 3 and
game modification are also discussed.
It was concluded that IDE based features are commonly utilized by programmers.
Xtext and Eclipse are suitable for IDE development if the target language meets certain
pre-conditions and minor performance costs are considered sustainable.
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TERMIT JA NIIDEN MÄÄRITELMÄT
ANTLR Kielentunnistimen generoija (engl. Another Tool For 
Language Recognition) 
Avustaja Ohjelmiston osa, joka tarjoaa ohjatun luomisen jollekin
ohjelmiston oliolle.
C++ Eräs ohjelmointikieli, joka kääntyy konekieleksi.
DLL Windowsin dynaaminen kirjasto (engl. dynamic-link 
library) 
Eclipse Ohjelmistoalusta erityisesti integroitujen 
kehitysympäristöjen toteuttamiseen
EMF Datamallin rakentamiseen käytettävä kehys. (engl. 
Eclipse Modeling Framework)
gSoap Työkalu Web service -sovelluksien kehittämiseen C++-
ja C -kielillä.
IDE Integroitu kehitysympäristö (engl. integrated 
development environment)
Java Eräs ohjelmointikieli, joka kääntyy tavukoodiksi.
Kielentunnistaja Ohjelmiston osa, joka rakentaa kirjoitetusta 
lähdekoodista tietorakenteen ajonaikaiseen muistiin.
Komentosarja Pätkä lähdekoodia, jonka voi suorittaa sellaisenaan
Kääntäminen Ohjelmointikielen muuttaminen toiseen muotoon esim. 
konekieleksi
Literaali Tiettyä tietotyyppiä edustavan tiedon esitysmuoto
Modaus Modien kehittäminen
Modi Yhteisön kehittämä laajennus peliohjelmistoon
PBO Arma 3 -pelin käyttämä tiedostojen arkistointimuoto 
(engl. packed bank of files)
Refaktorointi Lähdekoodin muokkaus niin, että vain laadulliset 
ominaisuudet muuttuvat.
RPT-loki Arma 3 -pelin generoima loki.
SQF Ohjelmointikieli, jota käytetään Bohemia Interactive 
Studion pelien toiminnallisuuden laajentamiseen 
yhteisön toimesta.
Syntaksin tarkastaja Ohjelmiston osa, joka tarkastaa kirjoitetun lähdekoodin
syntaksin. 
Säie Ohjelmakoodia suorittava entiteetti
VIII
Tooltip Teksti-ikkuna, joka kertoo lisätietoja 
käyttöliittymäoliosta sen lähellä.
Tunnus Lähdekoodin osan nimi esimerkiksi muuttujan, 
funktion tai luokan nimi
Valevirhe Syntaksin tarkastajan virheellisesti ilmoittama virhe
Varattu sana Sana, jota ei voida käyttää tunnuksena.
Visual Studio Microsoftin julkaisema integroitu kehitysympäristö
XML Merkkikieli rakenteellisen datan tallentamiseen (engl. 
Extensible Markup Language)
Xtext Kehys ohjelmointikielien määrittelemiseksi
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1 JOHDANTO
Integroidulla  kehitysympäristöllä tarkoitetaan lähdekoodin muokkaukseen tarkoitettua
ohjelmistoa, johon on koottu monia ohjelmointiin liittyviä työkaluja yhden kokonaisuu-
den alle. Jo 80-luvulla huomattiin, että erinäisten työkalujen kuten kääntäjän, editorin ja
lähdekoodianalysaattoreiden käyttö helpottui ja yleistyi, kun niiden kaikkien käyttö pys-
tyttiin tekemään yhden ohjelman toimesta.
Tässä  diplomityössä  tarkastellaan  integroitujen  kehitysympäristöjen  merkitystä
ohjelmistokehityksessä analysoiden olemassa olevia kehitysympäristöjä ja niiden käyt-
töä.  Tutkimustuloksien perusteella muodostetaan vaatimukset  kehittävälle  SQF-ohjel-
mointikielen  integroidulle  kehitysympäristölle  (engl.  integrated development
environment, lyh. IDE). SQF on Bohemia Interactive Studion kehittämien pelien laajen-
tamiseen tarkoitettu ohjelmointikieli. SQF-lähdekoodi käännetään ja ajetaan pelin sisäl-
lä, mikä asettaa erilaisia vaatimuksia integroidun kehitysympäristön toteutukselle. Tilan-
netta voidaan verrata sulautettuihin järjestelmiin, joissa ohjelmakoodin todellinen toi-
minta nähdään vasta, kun se ajetaan itse laitteella. Lähdekoodin siirtäminen ja ajaminen
pelin sisällä on hankalaa sekä hidasta, josta johtuen ohjelmointivirheiden olemassaolo
hidastaa huomattavasti ohjelmistokehitystyötä. 
1.1 Tutkimuskysymykset ja -tavoitteet
Diplomityön tarkoituksena on tutkia integroitujen kehitysympäristöjen käyttöä ja kehi-
tystä. Tutkimuskysymyksinä ovat:
1. Miten ohjelmistokehittäjät hyödyntävät integroituja kehitysympäristöjä?
2. Mitä käyttäjävaatimuksia tulisi olla SQF- ja Arma 3 -kohtaisella integroidulla
kehitysympäristöllä?
3. Miten Eclipse-alustan päälle voidaan kehittää integroitu kehitysympäristö?
Ensimmäiseen tutkimuskysymykseen pyritään vastaamaan kirjallisuusselvityksen avul-
la. Toiseen tutkimuskysymykseen vastataan sekä toteutusosan että kirjallisuusselvityk-
sen avulla. Kirjallisuuden avulla on tarkoitus tutkia alustavasti, mitä vaatimuksia integ-
roidulle kehitysympäristölle tulisi asettaa, ja toteutusosalla varmennetaan näiden vaati-
muksien  riittävyys.  Kolmanteen tutkimuskysymykseen vastataan  pelkästään  toteutus-
osan avulla. Diplomityön toteutusosana tehtävä integroitu kehitysympäristö pyrkii ly-
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hentämään merkittävästi  SQF-kehitystyöhön kuluvaa aikaa seuraavien toimenpiteiden
avulla:
• Lähdekoodin siirtoajan lyhentäminen pelin ja editorin välillä
• Syntaktisten virheiden ilmoitus
• Huonojen ohjelmointitapojen ilmoitus
• Lähdekoodin generointi ja automaattinen täydennys
Nämä ominaisuudet pyritään kehittämään mahdollisimman helppokäyttöiseen integroi-
tuun kehitysympäristöön nimeltään Side, joka on lyhenne sanoista ”SQF Integrated De-
velopment Environment”. Syntaksin tarkistuksella pyritään estämään syntaktisten ohjel-
mointivirheiden syntyminen. Syntaksin tarkistuksen lisäksi lähdekoodin tulkinnalla py-
ritään ilmoittamaan niin sanotuista huonoista ohjelmointikäytännöistä. Automaattisella
täytöllä mahdollistetaan intuitiivinen lähdekoodin muokkaus ja näin nopeutetaan kehi-
tystyötä. Usein toistuville SQF-ohjelmoinnin rutiineille pyritään kehittämään yksinker-
tainen lähdekoodigeneraattori. Integraatiolla pelin kanssa pyritään helpottamaan ohjel-
makoodin siirtämistä editorista peliin ja sen ajamista. 
1.2 Lähestymistapa
Tutkimustyön konkretisoimiseksi kehitetään SQF-ohjelmointikielelle integroitu kehitys-
ympäristö nimeltään Side. Aluksi todetaan integroidun kehitysympäristön tarve, jonka
jälkeen huomioidaan, että olemassa olevat editorit eivät vastaa kaikkien SQF-ohjelmoi-
jien tarpeita. Side tullaan kehittämään Eclipse-alustan päälle.
Side-kehitysympäristön  kehittämisessä  sovelletaan  ketteriä  kehitysmenetelmiä,
lean-periaatetta, olio-ohjelmointia ja testivetoista kehitystä. Kokonaisuudessaan kehitys-
prosessi noudattaa suurelta osin Extreme Programming -metodologiaa (lyh. XP). Mah-
dollisimman  hyvän  vaatimusmäärittelyn  saavuttamiseksi  tehdään  analyysiä  olemassa
olevien integroitujen kehitysympäristöjen välillä ja tutkitaan olemassa olevia SQF-edi-
toreita. Lisäksi tutkitaan integroitujen kehitysympäristöjen historiaa ja käyttöä kirjalli-
suuden kautta. Edellä mainituilla menetelmillä pyritään vastaamaan toiseen ja kolman-
teen tutkimuskysymykseen.
Diplomityön kirjallinen osuus koostuu kahdestatoista luvusta. Ensimmäinen luku
on johdanto. Toisessa luvussa käsitellään integroituja kehitysympäristöjä yleisellä tasol-
la tutkimalla niiden historiaa ja käyttöä. Luvun tarkoitus on muodostaa käsitys integroi-
tujen kehitysympäristöjen merkityksestä ohjelmistokehityksessä ja täten vastata ensim-
mäiseen tutkimuskysymykseen. Kolmannessa luvussa tutkitaan yleisiä integroituja kehi-
tysympäristöjä ja olemassa olevia SQF-editoreita, minkä perusteella pyritään havaitse-
vaan hyvän integroidun kehitysympäristön ominaisuudet. Neljännessä luvussa kerrotaan
pelien yhteisöpohjaisesta muokkauksesta eli modaamisesta ja sen suhteesta Arma 3 -pe-
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liin. Viidennessä luvussa kerrotaan SQF-ohjelmointikielen perusteista ja miten se toimii
yhdessä Arma 3 -pelin kanssa. Luvut 2-5 muodostavat yhdessä teoreettisen pohjan Side-
kehitysympäristön vaatimuksille. Kuudennessa ja seitsemännessä luvussa tutkitaan Ec-
lipse-alustaa, sen päällä toimivaa Xtext-kehystä ja muodostetaan konsensus siitä, miten
Eclipse-alustan päälle saadaan rakennettua integroitu kehitysympäristö. Kahdeksannes-
sa luvussa esitellään käytetyt ohjelmistotuotannon menetelmät. Yhdeksännessä luvussa
tehdään Side-kehitysympäristön  määrittely ja  vaatimuslistaus.  Luvussa hyödynnetään
edellisten lukujen tutkimustuloksia vaatimuslistauksen muodostamisessa ja täten vasta-
taan toiseen tutkimuskysymykseen. Kymmenennessä luvussa suunnitellaan ohjelmisto.
Kuudennen ja seitsemännen luvun tietoja käytetään suunnittelun tukena. Yhdennessä-
toista luvussa kerrotaan, miten Side on toteutettu. Kahdennessatoista luvussa pohditaan,
täyttikö Side sille asetetut vaatimukset, esitetään lisäkehitysideoita ja tehdään diplomi-
työn johtopäätökset. Myös Side-kehitysympäristön tulevaa elinkaarta pohditaan.
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2 INTEGROITU KEHITYSYMPÄRISTÖ
Viimeisten vuosikymmenien aikana monenlaisia työkaluja on kehitetty ohjelmistokehi-
tyksen tehostamiseksi. Työkalujen käyttöä on haitannut niiden rajoittunut sovellusalue,
esimerkiksi pelkästään dokumentaation toteutus. Tämän ongelman ratkaisemiseksi on
kehitetty ohjelmistoja, jotka integroivat eri sovellusalueiden työkalut yhden kokonaisuu-
den alle. Tätä kokonaisuutta kutsutaan integroiduksi kehitysympäristöksi. [2]
2.1 Integroitujen kehitysympäristöjen tavoitteet
Integroidut kehitysympäristöt kuten Visual Studio kykenevät automatisoimaan ominai-
suuksiensa kautta ohjelmointiin liittyviä tehtäviä. Näihin ominaisuuksiin kuuluvat läh-
dekoodin refaktorointi, automaattinen täydennys ja käännösvirheiden korjaus ehdotuk-
sien avulla [5]. Ominaisuuksilla on kaksi tavoitetta: ohjelmistokehityksen nopeuttami-
nen ja ohjelmointivirheiden minimointi. Ominaisuuksien käyttö on yleistä normaalien
tekstinmuokkaustoimintojen kuten tallennuksen, liittämisen ja kopioinnin ohella [1].
2.2 Integroitujen kehitysympäristöjen ominaisuudet
Integroidut kehitysympäristöt sisältävät monia ominaisuuksia, joilla pyritään vähentä-
mään ohjelmoijalle asetettua taakkaa. Seuraavat neljä ominaisuutta ovat yleisiä integroi-
duissa kehitysympäristöissä.
1. Lähdekoodin tulkinta: Lähdekoodin tulkinta tarkoittaa integroidun kehitysym-
päristön kykyä tunnistaa lähdekoodin kannalta tärkeät termit kuten funktioiden
ja muuttujien tunnukset.  Tämä mahdollistaa termien värittämisen lähdekoodin
luettavuuden takaamiseksi, virhetarkastuksen ja mahdollisten termien ehdottami-
sen ohjelmoijalle eli automaattisen täydennyksen.
2. Resurssienhallinta:  Resurssienhallinnalla  tarkoitetaan  integroidun kehitysym-
päristön kykyä hallita tarjolla olevia resursseja kuten ohjelmistokirjastoja, lähde-
kooditiedostoja, binääritiedostoja ja niihin liittyviä kansioita. Integroitu kehitys-
ympäristö vähentää näin useasta tiedostosta johtuvan työkuorman määrää ohjel-
mistokehittäjälle. 
3. Virheidenetsintätyökalut: Virheidenetsintätyökalut (engl. debug tools) mahdol-
listavat ohjelman virheiden etsinnän. Ne voivat esimerkiksi mahdollistaa muut-
tujien arvojen ajonaikaisen tarkastelun ja  muuttamisen.  Ohjelman suorituksen
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hallinnalla voidaan ohjelmaa suorittaa käsky kerrallaan ja suoritukseen voidaan
asettaa pysähdyskohtia (engl. breakpoints).
4. Lähdekoodin käännöstyökalut:  Käännöstyökalujen avulla lähdekoodi muun-
netaan  ajettavaksi  ohjelmaksi.  Käännöstyökalut  mahdollistavat  lähdekoodin
kääntämisen toiseen kieleen.  Yleensä tämä tarkoittaa ihmiselle selkeälukuisen
ohjelmointikielen kääntämistä konekieleksi. [5]
Tätä listaa pyritään laajentamaan tutkimalla olemassa olevia integroituja kehitysympä-
ristöjä luvussa 3.
2.3 Integroidun kehitysympäristön historia
Integroitujen kehitysympäristöjen tarve tiedostettiin 80-luvulla. Tuolloin käyttöjärjestel-
mät eivät tukeneet moniajoa, minkä takia ohjelman suorittamiseksi ohjelmoijat joutuivat
ensin sulkemaan editorin ja ajamaan kääntäjän. Virheen ilmetessä jouduttiin ohjelman
tiedot kopioimaan paperille, minkä jälkeen virhe voitiin etsiä editorilla lähdekoodista.
[4] Työkalujen suuri määrä aiheutti myös ongelmia ohjelmistokehityksessä. Ratkaisuksi
esitettiin integroitua kehitysympäristöä, joka kokoaisi työkalut yhden ohjelman alle. [3] 
Vuonna 1983 Borland Ltd. sai käsiinsä Pascal-kääntäjän tanskalaiselta ohjelmoi-
jalta  nimeltään Anders  Hejlsberg ja  julkaisi  sen yhdysvalloissa nimellä  TurboPascal.
Ohjelmisto sisälsi editorin ja kääntäjän. Yksi aikaisemmista käyttäjistä oli Microsoft-
yrityksessä työskentelevä Charles Patzold, joka kehui editorin kykyä osoittaa virheet ja
ohjata ohjelmoijan virheen sijaintiin editorissa. Myös pitkäaikainen Borlandin developer
relations -osaston johtaja David Intersimone kehui TurboPascalia sen kääntäjän ja vir-
heentarkastajan ansiosta. [4]
Microsoft julkaisi vuonna 1985 Windowsin, mutta vasta vuonna 1991 Windows 3
-julkaisun jälkeen sen käyttö yleistyi. Tämä johti ohjelmistojen graafisuuden lisääntymi-
seen,  mikä  lopulta  johti  siihen,  että  myös  ohjelmoijat  halusivat  graafisia  työkaluja.
Vuonna 1991 julkaistiin Visual Basic (VB), jota pidetään ensimmäisenä aitona integroi-
tuna kehitysympäristönä. Ohjelmoija ja Visual Developer lehden julkaisijan Jeff Dunte-
mannin mukaan tämä lisäsi merkittävästi ohjelmointitehokkuutta. [4]
Bortland huomasi Visual Basicin julkaisun nopeasti ja haastoi sen kehittämällä
Pascal-ohjelmointikielelle oman integroidun kehitysympäristön, Delphin, vuonna 1992.
Delphi mahdollisti ohjelmiston suunnittelun, ohjelmoinnin, testauksen ja virheiden et-
sinnän yhdellä ohjelmistolla. Lisäksi Delphi-kehitysympäristössä oli ominaisuus, joka
mahdollisti ohjelmiston kokoamisen valmiista objekteista. Myöhemmin Delphi-kehity-
sympäristöön julkaistiin myös C++-tuki. [4]
Vuosien  saatossa  integroidut  kehitysympäristöt  ovat  helpottaneet  ohjelmointia.
Ohjelmistokehityksen helppous on johtanut siihen, että vähäisellä koulutustaustalla voi-
daan toteuttaa ohjelmia, jotka toimivat, vaikka toteutus olisi huonoa. Toisaalta integroi-
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dut kehitysympäristöt ovat mahdollistaneet aikaisempaa nopeamman ja tehokkaamman
ohjelmistokehityksen. [4]
2.4 Integroitujen kehitysympäristöjen käyttö
Vuonna 2005 British Columbia yliopistossa tehtiin  tutkimus,  jossa tutkittiin  Eclipse-
alustan käyttöä. Käyttäjät käyttivät Eclipse-alustan versioita 3.1 ja 3.2. Tutkittavasta 99
henkilöistä 74 suostui datan luovuttamiseen. Data koostui jokaisen tutkittavan kehittäjän
käyttöhistoriasta, joka oli kerätty Mylar Monitor -lisäosalla. Historiatiedot sisältävät in-
formaatiota muutetuista asetuksista, ajetuista komennoista ja editorin valinnoista. Jokai-
nen tallennettu tapahtuma sisältää tiedon sen ajasta, kuvauksen ja minkä lisäosan toi-
minto oli kyseessä. [6] Taulukossa 1 esitetään tutkittavien henkilöiden ammattien osuu-
det ja taulukossa 2 esitetään organisaatioiden koot, joissa he työskentelivät tutkimuksen
aikana.
Taulukko 1: Ammatit [6]
Ammatti Osuus tutkituista (%)
Sovelluskehittäjä 65
Akateemikko 13
Sovellusarkkitehti 12
Johtaja 4
Muu 6
Taulukko 2: Organisaatioiden koot [6]
Organisaation koko Osuus tutkituista (%)
Yksi henkilö 19
Alle 50 32
50-500 henkilöä 26
Yli 500 henkilöä 23
Suurin osa tutkituista oli sovelluskehittäjiä, ja tutkituista useimmat työskentelivät orga-
nisaatioissa, joissa työskenteli 2- 50 henkilöä (taulukot 1 ja 2).
Eclipse mahdollistaa eri näkymien käytön. Näkymät muuttavat Eclipse-alustan ul-
konäköä ja mahdollistavat täten työkohtaisemman ympäristön kuin, mitä voitaisiin saa-
vuttaa geneerisellä näkymällä. Kuvassa 1 on esitetty Eclipse-alustan näkymät, joita ai-
nakin 25 % kehittäjistä käyttivät. 
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Kuva 1: Näkymien käyttö Eclipsessä
Kuvasta 1 voidaan havaita, että Java- ja Debug-näkymät olivat kaksi suosituinta Eclip-
se-alustan näkymää. Tästä voidaan päätellä, että Java-ohjelmointi on yksi Eclipse-alus-
tan suosituimmista käyttötarkoituksista. Debug-näkymän suosio viittaa siihen, että suuri
osa ohjelmistokehitykseen käytetystä ajasta menee ohjelman virheiden etsintään. CVS-
näkymän suosio viittaa tiimi- ja versionhallinta työkalujen yleisyyteen ohjelmistokehit-
täjien keskuudessa. 
Kuva 2 esittää käytön mukaisesti kymmenen yleisintä komentoa. Pylväsdiagram-
mi kuvaa keskiarvokäyttöä kaikkien ohjelmistokehittäjien keskuudessa.
Java
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CVS repository exploring
Plug-in development
Resource
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Kuva 2: Komentojen käyttö
Content assist -komennon käyttö on yllättävästi yhtä suosittua kuin normaalien tekstin-
muokkausominaisuuksien käyttö, mikä on indikaattori automaattisen täydennyksen suo-
siosta.
Refaktoroinnilla tarkoitetaan lähdekoodin uudelleen muokkaamista sen laadullis-
ten ominaisuuksien parantamiseksi ilman, että ohjelmiston toiminnallisuutta muutetaan. 
Esimerkiksi funktion nimi voidaan muokata paremmin kuvaavaksi. Kuvassa 3 on esitet-
ty suosituimmat refaktorointikomennot Eclipse-alustassa.
Delete
Save
Next word
Paste
Content assist
Previous word
Copy
Select previous word
Step (debug)
0 2 4 6 8 10 12 14 16
Käyttö (%)
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Kuva 3: Refaktorointikomentojen käyttö
Nauhoitetut refaktorointikomennot on voitu ajaa sekä näppäin että käyttöliittymän vali-
koiden kautta. Komentoja, jotka refaktoroivat useampaa kuin yhtä luokkaa, käytettiin 
yleensä valikoiden kautta, kun taas yhtä luokkaa muokkaavat komennot ajettiin yleensä 
näppäinyhdistelmän avulla. [6]
Rename
Move
Extract
Pull Up
Inline
Convert Local Variable
Change Method Signature
Introduce Parameters
Introduce Factory
Infer Types Of Arguments
Push Down
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3 SAMANKALTAISET OHJELMISTOT
Tämän luvun tarkoituksena on tutustua erilaisiin integroituihin kehitysympäristöihin ja
SQF-lähdekoodieditoreihin. Tavoitteena on tehdä kilpailijatutkimusta ja löytää markki-
narako, johon kehitettävä Side voi sijoittua. Hyväksi todettuja ratkaisuja voidaan paran-
taa tai siirtää sellaisenaan kehitettävään ohjelmaan hyödyntämällä esimerkiksi takaisin-
mallinnusmenetelmiä. 
Tärkein askel kilpailuanalyysissä on luoda ulottuvuusjoukko, jonka kautta kilpai-
lijoita voidaan verrata [15]. Tässä tilanteessa ulottavuusjoukko käsittää joukon integroi-
tujen kehitysympäristöjen yleisiä ominaisuuksia. Ominaisuusjoukko pyritään muodosta-
maan tunnettujen integroitujen kehitysympäristöjen avulla. Tutkimalla olemassa olevia
SQF-lähdekoodieditoreita voidaan todeta, että kaikkia yleisesti käytettyjä integroitujen
kehitysympäristöjen ominaisuuksia ei niistä löydy. 
Aluksi tutkitaan suosittuja integroituja kehitysympäristöjä. Luvun tavoitteena on
muodostaa kuva siitä, miten menestyvä integroitu kehitysympäristö toimii. Tutkittavat
suositut integroidut kehitysympäristöt ovat Qt Creator, Visual Studio, Eclipse-JDT ja
NetBeans. Kaikki nämä ohjelmat ovat saavuttaneet merkittävän aseman ohjelmistokehi-
tyksen työkaluina. Toisessa vaiheessa tutkitaan SQF-lähdekoodieditoreita. Tavoitteena
on selvittää niiden ominaisuudet ja niihin suhtautuminen. Lopuksi tehdään päätelmä,
jonka perusteella havaitaan markkinarako Side-kehitysympäristölle. Erityisesti pyritään
osoittamaan, että olemassa olevat SQF-lähdekoodieditorit eivät täytä menestyvän integ-
roidun kehitysympäristön kriteereitä.
3.1 Suositut integroidut kehitysympäristöt
Tässä luvussa esitellään suosittuja integroituja kehitysympäristöjä. Tavoitteena on sel-
vittää,  miksi  kyseiset  ohjelmistot  ovat  saavuttaneet  suuren suosion.  Erityisen  tärkeät
ominaisuudet pyritään selvittämään, jotta niitä voidaan käyttää vaatimuslistauksen pe-
rusteina.
3.1.1 Qt Creator
Qt Creator on lisäosia tukeva integroitu kehitysympäristö Javascript, C++ [5], QML ja
Qt [5] teknologioille. Qt Creator -kehitysympäristön lähdekoodieditorin ominaisuuksiin
kuuluu syntaksin värjäys ja automaattinen täydennys [5]. Poikkeuksellisesti Qt Creator
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ei tue välilehtiä. Qt Creator -kehitysympäristöön on integroitu Qt Designer -ominaisuu-
det graafisen käyttöliittymän suunnittelun mahdollistamiseksi [5]. Kehitysympäristö on
näennäisesti alustariippumaton ja toimii sekä Linuxilla että Windowsilla [5]. Alustariip-
pumattomuus on mahdollista, koska Qt-ohjelmistot ovat yleensä lähdekooditasolla alus-
tariippumattomia. Qt Creator on osittain avointa lähdekoodia ja se on julkaistu LGPL-li-
senssin alaisena.
3.1.2 Eclipse-JDT
Eclipse-JDT on Eclipse-alustan päälle rakennettu Java-ohjelmistokehitykseen tarkoitettu
työkalukokoelma. Lyhenne JDT tulee sanoista Java development tools (suom. Javan ke-
hitystyökalut). JDT on laajennettavissa sen ohjelmistorajapintojen kautta. JDT-lisäosat
on jaettu alaryhmiin: JDT APT, JDT Core, JDT Debug, JDT Text, ja JDT UI. JDT APT
tarjoaa  tuen  annotaatioiden prosessointiin.  JDT Core  huolehtii  käyttöliittymän  infra-
struktuurista. Se tarjoaa tuen Java-elementtipuun (engl. Java element tree) navigointiin.
Java-elementtipuu määrittelee Java-keskeisen näkymän projektista. Se kykenee esittä-
mään elementtejä kuten paketteja, käännösyksiköitä (engl.  compilation units), binääri-
luokkia,  tyyppejä,  metodeja  ja  kenttiä.  JDT Core  mahdollistaa  myös hakutoiminnot.
JDT  Debug toteuttaa lisäosan virheidenetsintäominaisuudet.  JDT  Text toteuttaa Java-
lähdekoodieditorin,  johon  sisältyy  tuki  syntaksikorotukselle,  lähdekoodiavustukselle
(Javadoc) ja metoditason editoinnille. JDT Text sisältää tuen reunailmoituksille, jotka il-
maisevat lähdekoodiongelmat, debug-pysähdyskohdat ja hakutulokset. JDT Text toteut-
taa tuen lähdekoodin muotoilulle. JDT-UI toteuttaa Java-kohtaisen käyttöliittymän, jo-
hon sisältyvät pakettiselain,  tyyppi-hierarkia-näkymä,  Javan yleisnäkymä ja avustajat
(engl.  wizard)  Java-elementtien  muokkaamiseksi.  JDT UI toteuttaa refaktorointituen,
joka mahdollistaa esimerkiksi turvallisen Java-elementin uudelleen nimeämisen. Käyttä-
jä voi katselmoida mahdollisia refaktorointimuutoksia ennen niiden toteutumista. JDT
Textin etsintätuen avulla hakuja voidaan rajata esimerkiksi paketteihin,  tyyppeihin ja
metodeihin. JDT Textin tarjoaman vertailutuen avulla voidaan vertailla rakenteellisia Ja-
va-käännösyksiköitä. Se näyttää eriäväisyydet Java-metodeissa ja tukee yksittäisten Ja-
va-elementtien korvaamista paikallisesta historiasta löytyvillä versioilla. [17]
Eclipse-JDT on näennäisesti alustariippumaton. Se toimii Windows-, Mac OS X -,
Linux-käyttöjärjestelmissä sekä niiden 64 bittisissä varianteissa. Hyvä alustariippumat-
tomuus on mahdollista, koska ohjelmisto on kehitetty Java-ohjelmointikielellä, jolloin
ohjelmiston  toiminnallisuus  koostuu tavukoodista,  joka  voidaan ajaa  kaikkien  edellä
mainittujen alustojen päällä. Eclipse-alustan [8] ja Eclipse-JDT:n lähdekoodi on avoin.
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3.1.3 Visual Studio
Visual Studio on Microsoftin kehittämä integroitu kehitysympäristö, jonka pääasiallinen
tarkoitus on helpottaa ohjelmien kehitystä Windows-käyttöjärjestelmälle. Sen tukemia
ohjelmointikieliä ovat esimerkiksi C#, C++, ja C. Visual Studion ominaisuuksiin kuuluu
tuki lähdekoodin automaattiselle täydennykselle IntelliSense-teknologian avulla, lähde-
koodin refaktorointituki,  integroitu  virheidenetsintä,  käyttöliittymäeditori  ja  tuki  lisä-
osille.  [33]  Visual Studio toimii vain Windows-käyttöjärjestelmän päällä [25]. Visual
Studion lähdekoodi on suljettua.
3.1.4 NetBeans
NetBeans on Java-ohjelmointikielellä toteutettu kehitysympäristö. Sen ensisijainen tar-
koitus on olla työkalu Java-ohjelmien kehityksessä, mutta se tukee myös muita ohjel-
mointikieliä kuten PHP, C ja C++. Netbeans on alustariippumaton ja tukee Windowssia,
Mac OS X:ää, Linuxia, Solarista ja monia muita käyttöjärjestelmiä. Alkujaan Netbeans
oli  Charles-yliopiston  opiskelijaprojekti,  mutta  myöhemmin  se  on  siirtynyt  Oraclen
omistukseen [29]. Netbeans-kehitysympäristön lähdekoodi on kuitenkin avoin [26]. Ec-
lipse-alustan tapaan Netbeans on modulaarinen ja siitä on useita eri käyttökohdennettuja
julkaisuja.  Netbeans-alustaan  integroituja  moduuleita  ovat  esimerkiksi  NetBeans
profiler ja graafisen käyttöliittymän suunnittelutyökalut. NetBeans profilerin tarkoitus
on avustaa ohjelmoijaa optimoinnissa, ja graafisen käyttöliittymän suunnittelutyökalut
mahdollistavat Swing-käyttöliittymien suunnittelun graafisesti. [7] 
3.2 SQF-editorit
Tämän alaluvun tavoitteena on esitellä olemassa olevia SQF-lähdekoodieditoreita. Ta-
voitteena on selvittää, miten Side kykenee kilpailemaan kyseisten ohjelmien kanssa. Li-
säksi pyritään muodostamaan kuva SQF-kohtaisista ominaisuuksista,  jotta tietoa voi-
daan käyttää vaatimusmäärittelyn pohjana. SQF-editoreiden suosion perusteena käyte-
tään  Armaholic-sivuston  klikkausmittaria,  joka  mittaa  editorikohtaisen  internetsivun
avauskertojen määrää.  Tutkittavien editoreiden valintaperusteet  ovat seuraavat:  Note-
pad++ valittiin sen suosion perusteella; Squint valittiin sen syntaksin tarkistusominai-
suuden takia; ArmaDev valittiin, koska se on Eclipse-lisäosa ja muistuttaa kaikista kol-
mesta eniten Side-kehitysympäristöä. 
3.2.1 Notepad++ SQF Syntax Highlight and Auto Completion
Notepad++-editorin lisäosa on Armaholic-sivuston klikkausmittarin perusteella suosi-
tuin Arma 3 -pelin SQF-editori. Suosiostaan huolimatta se on todella yksinkertainen.
Sen ominaisuuksia ovat:
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• Syntaksikorotus
• Automaattinen täydennys [32]
Suuri osa SQF-ohjelmoijista  käyttää kyseistä  kieltä  pienien komentosarjojen tekemi-
seen, joka voi omalta osaltaan selittää yksinkertaisuuden suosion. Notepad++-editorin
SQF-lisäosa sisältää myös asetukset edellä mainittujen ominaisuuksien muokkaamiseksi
[32].
3.2.2 Squint
Squint on vuonna 2010 julkaistu SQF-lähdekoodieditori ja staattinen analysaattori Arma
2 Operation Arrowheadin SQF-lähdekooditiedostoille. Sen ominaisuuksia ovat:
• Mahdollisuus muokata sqf-, sqm-, cpp-, ext- ja O2-tiedostoja
• Syntaksikorotus
• Syntaksin tarkistus
• Korjauksien ehdotus
• Mahdollisuus muokata PBO-arkistojen sisältämiä lähdekooditiedostoja suoraan.
• Tuki viitattujen tiedostojen tulkintaan ja niiden kautta tehtävään virheentarkis-
tukseen. [16]
Squint on yksi harvoista ohjelmista, jonka avulla SQF-syntaksi voidaan tarkistaa pelin
ulkopuolella. Suuresta ominaisuusmäärästä huolimatta Squint ei ole saavuttanut suurta
suosiota. Osasyynä tähän voidaan pitää ohjelman merkittävää virheellisyyttä: ohjelma
kaatuilee käytön aikana, ja SQF-syntaksin tarkistus ilmoittaa validin lähdekoodin vir-
heelliseksi.  Diplomityön  kirjoitushetkellä  Squint-kehitysympäristön  bugienhallintasi-
vustossa oli 71 avointa bugia [21]. Squint ei myöskään tue Arma 3 tai uusimpaa Arma
2: Operation Arrowhead SQF-versiota [16], mikä on vahva indikaattori sen kehityksen
päättymisestä.
3.2.3 ArmaDev
ArmaDev on Eclipse-alustan päälle kehitetty lisäosa Arma-pelisarjaan liittyvien tiedos-
tojen muokkaamiseen. ArmaDev-editorista puuttuu tuki Arma 3 -pelin SQF-versiolle.
Se on julkaistu  Creative Commons Attribution Unported -lisenssin alaisena. ArmDev
tukee seuraavia ominaisuuksia:
• Syntaksin väritys: tunnukset väritetään niiden tyypin ja niiden hyväksyvien ar-
gumenttikombinaatioiden perusteella. Merkkijonot, kommentit ja muut elemen-
tit ovat myös väritettyjä.
• Automaattinen sisennys ja asettelu: Sulkeet sisennetään automaattisesti ja kul-
masulkeet voidaan täydentää automaattisesti.
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• Sisällön avustaja: Kursorin vienti varatun sanan tai tunnuksen päälle avaa näky-
män, jossa on selitys sen toiminnasta, johon sisältyy hyväksytyt parametrit. Si-
vupalkissa voidaan näyttää kyseinen informaatio pysyvästi. 
• Automaattinen täydennys: Painamalla CTRL+SPACE editori  ehdottaa täyden-
nystä kirjoitetulle lähdekoodille.
• Integroitu  projektin  hallinta:  ArmaDev  tukee  kahta  projektiavustajaa  (engl.
project wizard):
1. Uusi tehtävä lähdekoodista: Luo uuden projektin valmiista tehtävästä. 
2. Vapaamuotoinen tehtävä: Luo uuden tehtävän tyhjästä.
• COMREF-näkymä: Näyttää kontekstiriippuvaisen komentonäkymän.
• Osittain toteutettu tuki tehtävämallille.
• RPT-lokin katselumahdollisuus [14]
ArmaDev muistuttaa suurelta osin Side-kehitysympäristöä. Tämä tarkoittaa sitä, että sen
ominaisuuksien jäljittelyn lisäksi voidaan myös jäljitellä sen toteutustapaa hyödyntämäl-
lä takaisinmallinnusmenetelmiä kuten lähdekoodin takaisinkääntöä (engl.  decompile).
Side pyrkii kilpailemaan ArmaDev-ohjelmiston kanssa toiminnallisuuden määrän ja laa-
dun avulla.
3.3 Käyttäjätutkimus SQF-editoreista
Tein käyttäjätutkimuksen arvioimalla SQF-editoreiden käyttäjien lähettämiä keskustelu-
palstaviestejä Armaholic-sivustolle. Jokaisesta Armaholic-sivustolle julkaistusta ohjel-
masta on olemassa julkaisukeskustelu. Squint-kehitysympäristöllä on erillinen bugien-
hallintasivusto (engl. bug tracker), josta keräsin myös käyttäjätietoja. Erityistä huomioi-
ta kiinnitin puuttuvien ominaisuuksien toivomiseen, koska niiden toteutuksella voidaan
saavuttaa kilpailuetua.
Notepad++  julkaisukeskusteluun  oli  diplomityön  kirjoitushetkellä  vastattu  110
viestillä. Johtuen Notepad++ SQF-lisäosan yksinkertaisuudesta, on ymmärrettävää, että
myös ominaisuustoivomuksia oli vähän. Folding-tukea pyydettiin kaksi kertaa. CBA-
funktioiden ja funktioviitteiden tukea pyydettiin kerran. [20]
Squint-kehitysympäristön julkaisukeskusteluun oli lähetetty diplomityön kirjoitus-
hetkellä yhteensä 472 viestiä. Keskustelussa yleisin ominaisuuspyyntö oli Arma 3 -tuki,
jota pyydettiin kolme kertaa. Seuraavaksi yleisin ominaisuuspyyntö oli Squint-kehity-
sympäristön  lähdekoodin  julkaisu,  jota  pyydettiin  kaksi  kertaa.  [19]  Toinen  lähde
Squint-kehitysympäristön käyttäjätutkimukselle oli sen bugienhallintasivusto, johon oli
lähetetty muutamia ominaisuuspyyntöjä. Sekä julkaisukeskustelussa että virheiden hal-
lintasivustolla  toivottiin  mahdollisuutta  muuttaa  tabulaattoripainalluksen  ulostulo  vä-
leiksi. [19][21] Suurta julkaisukeskustelun viestimäärää selittää Squint-kehitysympäris-
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tön bugien raportointi, joista suuri osa viesteistä koostui. Ottaen huomioon Squint-ohjel-
miston  julkaisukeskustelussa ja  bugienhallintasivustolla  olevien  bugiraporttien  määrä
voidaan olettaa, että Squint on menettänyt merkittävän osan asiakaskunnastaan ohjel-
man virheellisen toiminnan takia. 
ArmaDev-ohjelmiston julkaisukeskusteluun oli lähetetty yhteensä 37 viestiä. Ar-
maDev-ohjelmiston kohdalla havaitsin, että suosituin ominaisuustoivomus oli tuki Arma
3 -pelin funktioille. Yhteensä tätä ominaisuutta toivottiin neljä kertaa. Seuraavaksi eni-
ten pyydettiin ohjelman lähdekoodin julkaisemista, mitä pyydettiin kaksi kertaa. Omi-
naisuuksia kuten syntaksin tarkistusta toivottiin myös. [18]
Analysoin SQF-editoreiden käyttäjiä ja havaitsin, että ominaisuuspyyntöjen välil-
lä oli vähän toistuvuutta, minkä takia pelkästään niiden perusteella Side-kehitysympäris-
tön arkkitehtuuripäätöksien tekeminen on kyseenalaista. Pidin saatua tietoa kuitenkin
ohjeistuksena  ja  analysoin  ominaisuustoivomuksien  korrelaatiota  muiden tutkimustu-
loksien kanssa. Esimerkiksi Squint-kehitysympäristöstä puuttuva tabulaattorin ulostulon
muunnos välilyönneiksi löytyy kaikista tutkituista suosituista integroiduista kehitysym-
päristöistä, joten pidän siihen liittyvää toivomusta tarpeeksi hyvänä perusteluna ohjel-
mistovaatimukselle1.
Havaitsin käyttäjätutkimuksen aikana, että Arma-yhteisö arvostaa avointa lähde-
koodia, koska sen avulla voidaan varmistaa ohjelman pitkä elinkaari. Jokaisen ohjelman
tuen loputtua löytyi vapaaehtoisia, jotka olivat valmiina jatkamaan projektia, mutta eivät
aina kyenneet, koska ohjelman lähdekoodia ei ollut avoimesti tarjolla.
3.4 Päätelmät
Ominaisuuksien  joukko,  joka  muodostettiin  yleisluontoisten  suosittujen  integroitujen
kehitysympäristöjen perusteella, on esitetty alapuolella. Ominaisuusjoukkoa voidaan pi-
tää markkinointimielessä validina tutkittujen integroitujen kehitysympäristöjen suosion
perusteella.  Täten kyseisten ominaisuuksien sisällyttämistä  kehitettävään integroituun
kehitysympäristöön voidaan harkita.
1. Refaktorointi: Tällä tarkoitetaan lähdekoodin uudelleen muokkaamista sen laa-
dullisten ominaisuuksien parantamiseksi ilman, että ohjelman toiminnallisuutta
muutetaan.  Kaikista  käsitellyistä  tunnetuista  integroidusta  kehitysympäristöstä
löytyy ainakin ominaisuus elementtien turvalliselle uudelleen nimeämiselle.
2. Automaattinen täydennys: Tällä tarkoitetaan ominaisuutta, jossa integroitu ke-
hitysympäristö ehdottaa mahdollista täydennystä kirjoitetulle lähdekoodille. Esi-
merkiksi funktion nimi voidaan täydentää loppuun automaattisen täydennyksen
avulla. Kaikista käsitellyistä tunnetuista integroiduista kehitysympäristöistä löy-
tyy tämä ominaisuus. 
1 Eclipse tukee jo valmiiksi kyseistä ominaisuutta, joten sitä ei tarvitse erikseen toteuttaa. 
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3. Sisällön avustaja: Sisällön avustajalla tarkoitetaan ominaisuutta, minkä avulla
ohjelmoija voi saada lisätietoa käyttämistään ohjelmistokirjastoista. Esimerkiksi
Qt  Creator  -kehitysympäristössä  tämä  tapahtuu  painamalla  F1-pikanäppäintä,
kun kursori on jonkin Qt-entiteetin päällä.
4. Syntaksikorotus: Syntaksikorotuksella tarkoitetaan lähdekoodieditorin ominai-
suutta, joka värittää tunnukset niiden tyypin perusteella. Syntaksikorotus paran-
taa lähdekoodin luettavuutta ja auttaa ohjelmoijaa välttämään syntaktisia virhei-
tä. 
5. Syntaksin tarkistus: Syntaksin tarkistaja ilmoittaa lähdekoodissa olevista syn-
taktisista virheistä lähdekoodin kirjoitushetkellä. Syntaksin tarkistus ja maalaus
helpottavat yhdessä virheiden löytämistä ja auttavat välttämään niitä.
6. Korjauksen ehdotus: Korjauksen ehdotus on ominaisuus, joka ehdottaa ohjel-
moijalle mahdollista syntaktisen virheen korjaustapaa. Korjauksen ehdotus no-
peuttaa virheen korjaamista.
7. Virheidenetsintätuki: Tämä ominaisuus auttaa ohjelmoijaa löytämään semantti-
sia ohjelmointivirheitä. Ominaisuus tarkoittaa muun muassa mahdollisuutta il-
moittaa, missä lähdekoodin rivillä ohjelma kaatui ajonaikaisesti. 
8. Käyttöliittymäeditori:  Tällä  tarkoitetaan graafista  editoria,  joka mahdollistaa
käyttöliittymän piirtämisen  integroidun kehitysympäristön  sisällä.  Ominaisuus
nopeuttaa käyttöliittymän toteutusta,  koska sen ulkonäkö nähdään toteutuksen
aikana. Yleensä kyseinen ominaisuus sisältää myös käyttöliittymän toiminnalli-
suuteen liittyviä lähdekoodigeneraattoreita.
9. Laajennettavuus: Tällä ominaisuudella tarkoitetaan mahdollisuutta, että integ-
roitua kehitysympäristöä voidaan laajentaa erinäisillä lisäosilla. Lisäosatuki pi-
dentää ohjelman elinkaarta, koska kehitykseen voi helposti osallistua kolmansia
osapuolia.
10. Ohjelman ajaminen: Tällä ominaisuudella tarkoitetaan, että kehitettävä ohjel-
ma voidaan käynnistää integroidusta kehitysympäristöstä käsin.
Edelle esitetyistä ominaisuuksista kaikki paitsi ominaisuus kuusi sisältyivät suosittuihin
integroituihin kehitysympäristöihin. Hyödyntämällä luvun kaksi käyttäjätutkimustietoja
voidaan havaita, että tämän tyyppisille ominaisuuksille on yleisen ohjelmistokehityksen
alalla myös käyttöä. SQF-projekteista suurimmat voivat olla kooltaan kymmeniä tuhan-
sia rivejä, missä tilanteessa eroavaisuudet perinteiseen ohjelmistokehitykseen ovat vä-
häisiä. Side pyrkii olemaan integroitu kehitysympäristö tällaisille projekteille. 
Taulukossa 3 on esitetty olemassa olevat SQF-editorit ja niiden toteuttamat yleis-
luontoiset  integroitujen  kehitysympäristöjen  ominaisuudet.  RPT-lokituki  mielletään
osaksi virheidenetsintää.
