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2
1 Uvod
Zadatak ovog diplomskog rada sastoji se od dva dijela: prakticˇnog i teorijskog. Cilj prakticˇnog
dijela je stvaranje posluzˇitelja Mathos Intranet aplikacije koja je izgradena na klijent-posluzˇelj
modelu. Mathos Intranet je sustav za interno vodenje rada Odjela za matematiku u smislu
administriranja programskog i izvedbenog plana nastave, djelatnika i rasporeda sati. Zbog
opsˇirnosti i kompleksnosti sustava ovaj rad c´e pokriti samo izradu modula za vodenje dje-
latnika, autentifikaciju korisnika unutar aplikacije, programskog plana i vodenje kolegija.
Teorijski dio diplomskog rada pokriva tehnologiju koriˇstenu pri izradi Mathos Intranet sus-
tava.
U poglavlju JavaScript opisan je istoimeni programski jezik koji je koriˇsten u prakticˇnom
dijelu rada. Na sˇto sazˇetiji nacˇin pokusˇavaju se objasniti specificˇnosti jezika od tipova po-
dataka, pa sve do slozˇenijih dijelova, kao sˇto su funkcijski prostor, proslijedivanje podataka
po vrijednosti, zatvaracˇi i asinkrono izvrsˇavanje zbog kojega je sam jezik specificˇan.
Klijent-posluzˇitelj komunikacija poglavlje opisuje znacˇajke klijent-posluzˇitelj modela. U krat-
kom dijelu opisuje se i HTTP protokol, razmjena poruke zahtjeva i odgovora te njihov izgled.
Opisan je RESTful dizajn posluzˇitelja te koje su njegove znacˇajke.
Poglavlje Node.js pokriva istoimenu platformu za izvrsˇavanje JavaScript koda izvan web pre-
glednika. Govoriti c´e se o osnovnim znacˇajkama Node platforme, a poseban naglasak c´e se
staviti na prednosti asinkronog izvrsˇavanja kojeg koristi Node platforma. Node.js omoguc´uje
pokretanje Mathos Intranet posluzˇitelja napisanog u JavaScript programskog jeziku.
Poglavlje Express.js ukratko opisuje JavaScript okvir (engl. framework) za izradu HTTP
posluzˇitelja. Pomoc´u njega na jednostavan i brz nacˇin mozˇemo izgraditi HTTP posluzˇitelj
koji je skalabilan i jednostavan za odrzˇavanje.
Zadnje poglavlje, Mathos Intranet, pokriva izradu prakticˇnog dijela diplomskog rada, Mathos
Intranet sustava.
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2 JavaScript
2.1 Povijest
JavaScript1 je programski jezik nastao 1995. godine u ranim pocˇecima Web-a, a za njegov
razvoj zasluzˇan je Brendan Eich i razvojna softverska tvrtka Netscape. No, jezik nije uvijek
nosio ime koje ima danas. Originalno ime mu je bila Mocha, koje mu je dodijelio osnivacˇ
Netscapea Marc Andreessen. Iste godine ime mijenja josˇ dva puta, prvo u LiveScript, a
ubrzo potom u JavaScript. Njegovi tvorci su ga opisali kao objektno skriptni jezik koji se
lako koristi, a cˇija je svrha stvaranje dinamicˇkih web aplikacija (prema cˇlanku [9]).
Prvotna namjena mu je bila da bude dio upravo Netscape-ovog web preglednika Netscape
Navigator. Danas ga podrzˇavaju svi moderni web preglednici te uz HTML i CSS cˇini ne-
izostavni dio web programiranja. JavaScript je omoguc´io stvaranje bogatih i dinamicˇkih
aplikacija kojima mozˇemo pristupiti direktno iz web preglednika s bilo kojeg racˇunala. Na
taj nacˇin klasicˇne aplikacije koje moramo instalirati na racˇunalo su gotovo pa i nepotrebne.
Vec´ 1996. JavaScript je predan ECMA organizaciji kako bi dizajnirali standardiziranu spe-
cifikaciju jezika na osnovu koje bi drugi dobavljacˇi web preglednika mogli implementirati
JavaScript podrsˇku u svoje proizvode. Standardizirana verzija nosi naziv ECMAScript.
Prva verzija standarda dovrsˇena je 1997., druga verzija (kratice ES2) 1998., a trec´a 1999.
godine. Dugo godina nakon toga nije bilo novih verzija standarda, sve do 2009. godine kada
izlazi ES5 (razvoj 4. verzije je napusˇten zbog internih neslaganja), a ES6 izlazi 2015. koji je
kasnije preimenovan u ECMAScript 2015 (ili ES2015). Vec´ sljedec´e godine dolazi ES2016.,
a zadnja verzija ES2017 je izdana sredinom 2017. godine.
2.2 Kompajler i interpreter
Da bi naucˇili razliku izmedu kompajlera i interpretera moramo prvo znati kako racˇunalo
razumije samo binarni jezik, 0 i 1. Ljudima, tj. programerima je nezgodno, mozˇe se rec´i i
gotovo nemoguc´e pisati programe na takav nacˇin. Zbog toga postoje programski jezici koji
su skup predefiniranih pravila i sintakse kojima je programerima laksˇe manipulirati. Pro-
gramski jezik na taj nacˇin predstavlja sloj izmedu jezika kojima komuniciraju ljudi i jezika
koji razumiju strojevi. Kako bi kod napisan u programskom jeziku, koji nazivamo izvorni
kod (engl. source code), preveli u strojni jezik potreban nam je softver koji mozˇe obaviti
1Sam programski jezik nema nikakve veze s programski jezikom Javom, iako na prvi pogled djeluje
drugacˇije. Ime JavaScript je dano iz marketinsˇkih razloga jer je u to vrijeme Java bila vrlo popularna
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takav zadatak. Takav softver naziva se kompajler (engl. compiler). Kompajliranje izvornog
koda potrebno je izvrsˇiti samo jednom, a rezultat se pohranjuje na tvrdi disk racˇunala.
Interpeter je takoder prevoditelj izvornog koda, no umjesto da prevede izvorni kod odjed-
nom, on interpretira i izvrsˇava svaku liniju izvornog koda kao jednu naredbu. Na kraju
procesa prevedeni kod se ne sprema i pri svakom novom izvrsˇavanju programa cijeli proces
prevodenja izvornog koda se ponavlja. Interpeter je obicˇno brzˇi u obradi koda zbog toga
sˇto ima manje faza obrade. Kompajleri su kompliciraniji od interpretera zato sˇto imaju viˇse
faza obrade izvornog koda i jer obraduje cijeli izvorni kod odjednom.
Iako spada pod kategoriju dinamicˇkih interpeterskih jezika, JavaScript je takoder i kom-
pajlerski jezik. Razlika je u tome sˇto se u JavaScriptu kompajliranje koda ne dogada prije
izvrsˇavanja cijelog programa, nego u samom trenutku izvrsˇavanja (tocˇnije nekoliko trenutaka
prije). Takav koncept je poznat kao just-in-time (JIT) kompajliranje, a osim kod JavaS-
cripta, koristi se i kod kompajliranja Java i .NET programskog koda. Kako je JavaScript
pisan i koristi se prvenstveno za Web, svaki web preglednik ima u sebi ugraden JavaScript
interpeter.
Putem svakog web preglednika moguc´e je pristupiti konzoli u koju se mozˇe upisivati JavaS-
cript kod i izvrsˇavati direktno u pregledniku. Inacˇe, kod koji pokrec´e web aplikacije dio je
HTML dokumenata i upisuje se u posebne HTML tagove s nazivom <script>.
2.3 Prototip objekta
Objekti se kreiraju pomoc´u para otvorenih i zatvorenih viticˇastih zagrada u koje upisujemo
kljucˇeve i pripadne vrijednosti ili koriˇstenjem operatora new i pozivom funkcije Object().
Funkcijski poziv se u ovom nacˇinu koristi kao konstruktor za kreiranje novog objekta (vidi
[2] str. 117). Objekti kreirani koriˇstenjem operatora new i pozivom funkcije konstruktora
nasljeduju kljucˇeve i vrijednosti iz posebnog objekta koji se naziva prototype. Konstruktor
funkcija se ni po cˇemu ne razlikuje od drugih funkcija u jeziku.
”
Konstruktor funkcija“
je zapravo samo naziv za funkciju koja c´e stvoriti novi objekt s definiranim kljucˇevima.
JavaScript u pozadini implicitno kreira novi objekti i proslijeduje njegovu referencu (pod
nazivom this) konstruktor funkciji.
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1 function Car(doorsNumber, color) {
2 this.doorsNumber = doorsNumber;
3 this.color = color;
4 this.engineStart = function() {
5 console.log("Start.");
6 }
7 }
8
9 var car = new Car(5, "blue");
10
11 car.__proto__ // -> vraca objekt Car
Kod 1: Konstruktor
Prototype objekt je moguc´e definirati na funkcijama i koristi se kao ”nacrt” pri kreiranju
novih objekata (vidi kod 2). Instance kreirane konstruktor funkcijama nemaju prototype
kljucˇ, ali imaju svoj prototip: objekt od kojega su naslijedili kljucˇeve. Ukoliko zˇelimo
pristupiti prototipu objekta, njegovu referencu mozˇemo dobiti preko kljucˇa proto .
1 function Repository() {}; // konstruktor funkcija
2
3 Repository.prototype.create = function(obj) {
4 console.log(object.name, ’ inserted.’);
5 }
6
7 var repository = new Repository(); // nova instanca
8
9 repository.create({ name: ’my_object’}); // -> ’my_object inserted’
Kod 2: Koriˇstenje prototypea
2.4 Tipovi i vrijednosti
Svaki programski jezik temeljen je na osnovnim tipovima (vrijednostima) kojima je potrebno
manipulirati. Osnovna karakteristika programskog jezika je skup tipova koje podrzˇava. Ti-
povi u JavaScriptu se mogu podijeliti u dvije kategorije: primitivne tipove i objekte. Objekti
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se cˇesto nazivaju i referencnim tipovima jer im se uvijek pristupa preko reference.
Primitivni tipovi ukljucˇuju brojeve (engl. numbers), nizove znakova (engl. strings) i logicˇke
vrijednosti (engl. boolean). Posebni primitivni tipovi su null i undefined. Null oznacˇava
poseban tip koji se koristi kako bi se oznacˇila odsutnost bilo kakve vrijednosti (vidi [2]).
Takoder se mozˇe interpretirati kao poseban objekt koji govori
”
objekt ne postoji“.
Drugi tip koji opisuje odsustvo vrijednosti je undefined. To su vrijednosti varijabli koje
josˇ uvijek nisu inicijalizirane ili vrijednost koju dobijemo ako pokusˇamo dohvatiti vrijed-
nosti objekta po kljucˇu koji ne postoji. Funkcije koje ne vrac´aju nikakvu vrijednost vrac´aju
undefined. Parametri koji nisu proslijedeni funkcijama takoder su undefined tipa. Opera-
tor jednakosti (==) prezentira ih kao jednake, dok ih operator stroge jednakosti razlikuje
(===). Undefined se treba shvatiti kao odsutnost vrijednosti izazvana gresˇkom ili nekom
neocˇekivanom radnjom, dok se null treba shvatiti kako normalna ili ocˇekivana odsutnost
vrijednost te je kao takva uvijek bolji izbor za koriˇstenje.
2.4.1 Prosljedivanje po vrijednosti ili referenci?
Kako je opisano u [7], cˇetvrto poglavlje, svi primitivni tipovi spremaju se na posebno mjesto
u memoriji Stog2 (engl. Stack). Referencni tipovi (objekti) se spremaju na mjesto u me-
moriji koje se naziva hrpa (engl. Heap). Svakoj varijabli kojoj pridruzˇimo primitivni tip,
pridruzˇujemo joj stvarnu vrijednost podatka (slika 1). U slucˇaju da primitivnu vrijednost
dodijelimo sa jedne varijable na drugu varijablu, vrijednost koja se pohranjuje u varijablu je
kopirana vrijednost (vidi programski kod pod 3) pa promjene na jednoj varijabli nisu vidljive
na drugoj.
Slika 1: Dodijeljivanje primitivnih tipova varijabli
2last in first out struktura podatak
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S druge strane, JavaScript nam ne dopusˇta da izravno pristupamo objektima u memoriji.
Kada radimo s objektima zapravo radimo s referencama,
”
pokazivacˇima“ koji kao vrijednost
sadrzˇe adresu (lokaciju) tog objekta u memoriji racˇunala. Varijabla cˇuva podatak o referenci
koja je stvorena na Stogu, a referenca ”pokazuje” na pripadni objekt u memoriji.
1 var a = 5;
2
3 var b = a;
4
5 b = 6;
6
7 console.log(a); // -> 5
8
9 console.log(b); // -> 6
Kod 3: Pridruzˇivanje primitivnih tipova
Kada radimo s objektima, referentnim tipovima, moramo biti oprezni jer vrlo lako mozˇemo
izazvati nezˇeljene gresˇke u programiranju. Ako novoj varijabli pridruzˇimo vec´ postojec´i
objekt, nec´e se stvoriti kopija objekta u memorija. Stvoriti c´e se pripadna referenca na
Stogu koja c´e pokazivati na vec´ postojec´i objekt.
1 var a = { name: "foo" };
2
3 var b = a;
4
5 b.name = "bar";
6
7 console.log(a); // -> ’bar’
Kod 4: Pridruzˇivanje reference
Na primjer, uzmimo da smo stvorili varijablu a za novostvoreni objekt. Za varijablu a je
stvorena njezina referenca na stogu koja pokazuje na taj objekt. Nakon toga smo varijablu
a pridruzˇili varijabli b. Tada se za varijablu b stvara njezina referenca na Stogu, ali kako
se radi o istom objektu u memoriji ona c´e pokazivati na isti objekt kao i referenca varijable
a. Kada bi promijenili neku vrijednost kljucˇa na objektu koristec´i varijablu b, ta promjena
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bi bila vidljiva i koriˇstenjem varijable a. Ukoliko bi zˇeljeli stvoriti kopiju istog objekta
morali bi koristi notaciju za kreiranje objekta (parovi viticˇastih zagrada) i kopirati pripadne
vrijednosti.
Slika 2: Reference u memoriji
Dakle, mozˇemo zakljucˇiti kako se vrijednosti u JavaScriptu prosljeduju po vrijednosti bilo
da se radi o primitivnim tipovima ili objektima. Kako se kod objekta stvara kopija refe-
rence, a ne kopija objekta, lako nas mozˇe navesti na krivi zakljucˇak. Ista stvar vrijedi i za
proslijedivanje vrijednosti kao funkcijskim parametrima.
2.5 Prostor definiranja
U ostalim programskim jezicima svaki blok koda napisan unutar viticˇastih zagrada ima svoj
prostor (engl. scope) i varijable nisu vidljive izvan bloka koda unutar kojeg su definirane.
To se naziva blok podrucˇje (engl. block scope). JavaScript s druge strane koristi funkcijski
prostor (engl. function scope) koji kazˇe da su varijable vidljive unutar funkcije koje su defi-
nirane i unutar svake funkcije koja je ugnijezˇdena unutar te funkcije. Drugim rijecˇima svaka
varijabla koja je definirana unutar funkcije, vidljiva je unutar cijelog blok koda definicije
funkcije.
1 x = 5;
2 console.log(x); // -> 5
3 var x;
Kod 5: Uzdizanje
U JavaScriptu, varijable mogu biti deklarirane nakon sˇto smo im pridruzˇili neku vrijednost
(Kod 5). To je zato sˇto JavaScript engine kompajlira cijeli kod prije nego sˇto ga interpetira
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(vidi poglavlje 2.2), a kako je pronalazak i deklariranje svih varijabli unutar njihovih podrucˇja
dio faze kompajliranja, kod iz primjera zapravo izgleda kao u primjeru (Kod 6). Kada u kodu
napiˇsemo izraz var x = 5; mi ga vidimo kao jedan izraz, a za JavaScript su to dva odvojena
izraza: deklaracija (var x) i pridruzˇivanje vrijednosti (x = 5).
1 var x;
2 x = 5;
3 console.log(x);
Kod 6: Uzdizanje 2
Ova paradigma u jezika naziva se uzdizanje (engl. hoisting). Uzdizanje je prirodno ponasˇanje
JavaScript jezika gdje se sve deklaracije pomicˇu na vrh podrucˇja unutar kojeg su definirane.
U drugom primjeru (Slika 7) na prvi pogled se cˇini da bi u retku 3 rezultat ispisa trebala
biti vrijednost
”
global“ koja je pridruzˇena varijabli scope izvan funkcije. Medutim zbog
uzdizanja, deklariranje varijable scope unutar podrucˇja funkcije f pomicˇe se na vrh bloka
funkcije, pa globalna varijabla istog imena postaje nedostupna unutar funkcije.
1 var scope = "global";
2 function f() {
3 console.log(scope); // ispisuje "undefined"
4 var scope = "local";
5 console.log(scope); // ispisuje "local"
6 }
7
8 function f() {
9 var scope;
10 console.log(scope);
11 scope = "local";
12 console.log(scope);
13 }
Kod 7: Uzdizanje unutar funkcija
Varijable definirane izvan funkcijskog bloka su globalne varijable. Pretpostavimo da koris-
timo JavaScript modul koji zˇelimo koristiti unutar viˇse razlicˇitih programa. Kada koristimo
takav modul ne mozˇemo znati hoc´e li varijable unutar modula doc´i u konflikt s globalnim
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varijablama koje kreiramo unutar programa. Ono sˇto u JavaScriptu mozˇemo napraviti je
koristi funkcije za kreiranje posebnog prostora unutar kojeg viˇse nec´emo imati globalne va-
rijable, nego lokalne. Pri kreiranje funkcije koristili smo anonimnu samopozivajuc´u funkciju.
Samopozivajuc´a funkcija je funkcija koja se poziva odmah pri kreiranju. Takva praksa je
cˇesta u jeziku.
1 (function () {
2 // modul
3 var x = 5; // varijabla x je lokalna unutar modula
4
5 console.log(x); // ispisuje 5
6 })();
7
8 console.log(x); // ReferenceError
Kod 8: Funkcijski prostor
2.6 Zatvaracˇi
JavaScript poput ostalih programskih jezika novije genaracije koristi leksicˇki prostor defini-
ranja (engl. lexical scope). To znacˇi da pri pozivu, funkcija koristi varijable unutar prostora
kojeg je definirana, neovisno o prostoru unutar kojeg je pozvana.
Kako bi to postigli, jezik interno svakom objektu funkcije dodjeljuje referencu na prostorni
lanac. Svaki objekt ima pridruzˇen njegov prostorni lanac. Prostorni lanac je niz objekata
koji definiraju varijable unutar pripadnog prostora. Prema tome, svaku varijablu koju defini-
ramo mozˇemo shvatiti kao atribut nekog implicitnog objekta, objekta koji je dio prostornog
lanca. Kada je pri pokretanju programa potrebno provjeriti vrijednost varijable, provjera
pocˇinje s prvim objektom u lancu. U slucˇaju da nije pronadena vrijednost pripadne varija-
ble, provjerava se sljedec´i objekt u lancu. (vidi [2]).
Kombinacija objekta funkcije i prostora unutar kojega se pripadne varijable funkcije rjesˇavaju
naziva se zatvaracˇ (engl. Closure). Sve funkcije unutar jezika su zatvaracˇi jer i objekti imaju
pridruzˇen prostorni lanac.
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1 var scope = "global"; // globalna varijabla
2 function checkscope() {
3 var scope = "local"; // lokalna varijabla
4 function f() { return scope; }
5
6 return f();
7 }
8
9 checkscope() // -> "local"
Kod 9: Zatvaracˇi
Ako promotrimo kod 9 vidimo da funkcija checkscope definira lokalnu varijablu scope i poziva
funkciju f.
1 var scope = "global";
2 function checkscope() {
3 var scope = "local";
4 function f() { return scope; }
5
6 return f;
7 }
8
9 checkscope()(); // -> "local"
Kod 10: Zatvaracˇi 2
Drugi primjer je malo drugacˇiji. Umjesto da funkcija checkscope pozove funkciju f, ona vrac´a
objekt funkcije f. Pri pozivu funkcije checkscope stavljena su dva para zagrada. Jedan zbog
poziva funkcije checkscope, a drugi zbog poziva funkcije f (koju vrac´a funkcija checkscope)!
Mozˇemo primjetiti da je funkcija f pozvana izvan prostora kojeg je i definirana. Dakle,
za ocˇekivati bi mozˇda bilo da c´e u ovom slucˇaju funkcija f vratiti vrijednost ”global”, no
zbog leksicˇkog prostora funkcija f koristi varijable iz prostora unutar kojega je i definirana.
U ovom slucˇaju je to prostor unutar funkcije checkscope pa c´e i vrijednost koju vrac´a biti
”local”.
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2.7 Asinkrono izvrsˇavanje
Kada programiramo u JavaScript programskom jeziku vrlo cˇesto smo u situaciji da koristimo
asinkrone (engl. asynchronous) funkcije. Cˇesto se pojam asinkronosti krivo poistovjec´uje s
pojmom paralelnog izvrsˇavanja. Pojam asinkronosti vezˇe se uz razliku izmedu izvrsˇavanja
koda sada i kasnije gdje ne mozˇemo tocˇno sa sigurnosˇc´u rec´i kada c´e se kasnije izvrsˇiti.
Preciznije recˇeno, programski kod koji se ne mozˇe izvrsˇiti sada izvrsˇiti c´e se asinkrono.
S druge strane, Paralelno izvrsˇavanje vezˇe se uz izvrsˇavanja viˇse radnji istovremeno sˇto se
postizˇe koristec´i procese ili procesne niti koje izvrsˇavaju programski kod neovisni jedni o
drugima.
Jedan od primjera asinkronog izvrsˇavanja JavaScript koda su AJAX (Asynchronous JavaS-
cript And XML) pozivi pomoc´u kojih u web pregledniku dohvac´amo podatke s posluzˇitelja
bez da osvjezˇimo cijelu web stranicu. Kada izvrsˇavamo AJAX poziv koristimo callback funk-
ciju u kojoj definiramo sˇto treba ucˇiniti kada odgovor od posluzˇitelja stigne. JavaScript kod
c´e se nastaviti izvrsˇavati, cˇeka se odgovor servera, a callback funkcija c´e se izvrsˇiti u nekom
trenutku kasnije. Detaljnije o asikronom izvodenju i sˇto se tocˇno dogada u pozadini obradeno
je kasnije u radu u poglavlju 4.3.1.
1 // ajax funkcija je neko sucelje za slanje AJAX poziva
2
3 // izvrsava se ’sada’
4 ajax("...", function() {
5 // izvrsava se ’kasnije’
6 });
7 // izvrsava se ’sada’
Kod 11: Asikrono izvrsˇavanje koristec´i callback funkcije
Callback funkcije su osnovni dio asinkronog izvrsˇavanja u JavaScript jeziku. Osim sˇto njiho-
vim koriˇstenjem mozˇemo zakomplicirati programski kod (tzv. callback hell) koristec´i nekoliko
ugnijezˇdenih callback funkcija, vec´i je problem u tome sˇto callback funkciju proslijedujemo
nekom drugom sucˇelju kojem dajemo kontrolu nad njezinim pozivanjem3. Nerijetko c´e to
sucˇelje biti nesˇto sˇto nismo sami napisali, vec´ neki paket funkcionalnosti koji smo pronasˇli
na internetu. Mogu nastati sljedec´i problemi:
1. callback funkcija se mozˇe pozvati prerano jer ne mozˇemo sa sigurnosˇc´u znati hoc´e li se
3dizajn princip u kojemu kontrolu nad izvrsˇavanjem funkcija dajemo drugim sucˇeljima naziva se Inversion
of Control
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pozvati asikrono ili ne
2. callback funkcija mozˇe imati viˇse parametara sˇto povec´ava moguc´nost da se neki od
njih ne proslijedi
3. moguc´a gresˇka koja se dogodi ostane ”progutana”
Zbog ovih problema u ES2015 uveden je Promise objekt koji je puno bolji izbor pri
asikronim pozivima.
2.7.1 Promise objekt
Promise objekti pruzˇaju zanimljivo rjesˇenje pri rjesˇavanju asikronih poziva. Promise je
JavaScript objekt koji predstavlja rezultat asinkrone operacije koja mozˇe zavrsˇiti uspjesˇno
ili neuspjesˇno. Drugim rijecˇima, dok je izvrsˇavanje asinkrone operacije u tijeku, njezinu
buduc´u vrijednost predstavlja Promise objekt. Promise objekt je uvijek u jednom od tri
stanja:
1. u cˇekanju
2. uspjesˇno izvrsˇen
3. neuspjesˇno izvrsˇen
Kada asinkrona operacija zavrsˇi, razrijesˇujemo Promise objekt, tj. zamijenjujemo ga za
rezultat, a nakon toga se poziva jedna od odgovarajuc´ih callback funkcija. Ukoliko je uspjesˇno
izvrsˇen, pozvati c´e se prva funkcija, a ukoliko nije, druga funkcija koja predstavlja upravitelj
gresˇaka. Iako se i ovdje koriste callback funkcije, Promise objekt nam daje dodatnu sigurnost.
Ako se i dogodi da nije rezultat asinkrone funkcije, Promise objekt c´e uvijek biti razrijesˇen
asinkrono pa se ne mozˇe dogoditi da se razrijesˇi prerano. Nadalje, Promise objekt c´e biti
razrijesˇen tocˇno jednom. Ukoliko se dogodi bilo koja gresˇka dok se cˇeka razrjesˇenje, biti c´e
pozvana callback funkcija koja upravlja gresˇkama. Callback funkcije koje se koriste primaju
tocˇno jedan parametar.
Viˇse o asinkronom izvrsˇavanju u JavaScript jeziku i o Promise objektima opisano je u [5].
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12 var isSuccess = true;
3
4 var p = new Promise((resolve, reject) => {
5 setTimeout(() => {
6 if (isSuccess) {
7 var data = {
8 firstName: "John",
9 lastName: "Doe",
10 age: 38
11 };
12
13 resolve(data); // uspjeh
14 } else {
15 var error = new Error("Something went wrong.");
16
17 reject(error); // neuspjeh
18 }
19 }, 5000);
20 });
21
22 p.then(function(result) {
23 console.log(result); // uspjeh
24 }, function(result) {
25 console.log(result); // neuspjeh
26 });
Kod 12: Promise objekt c´e biti razrijesˇen asinkrono
3 Klijent-posluzˇitelj komunikacija
3.1 Uvod
U danasˇnje vrijeme gotovo svi veliki sustavi su distribuirani, sˇto znacˇi da nekoliko udaljenih
racˇunala medusobno komunicira preko mrezˇe koristec´i neki od protokola za razmjenu po-
dataka. Jedan od distribuiranih sustava je i klijent-posluzˇitelj model na temelju kojega se
stvaraju i web aplikacije (sˇto je bio i cilj ovog rada). Klijent i posluzˇitelj su dva medusobno
odvojena programa koja komuniciraju preko mrezˇe. Klijent je program koji se pokrec´e kod
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krajnjeg korisnika, bilo kao web aplikacija u web pregledniku ili mobilna aplikacija na pa-
metnim telefonima i tabletima. Dakako, klijent mozˇe biti i program bez graficˇko korisnicˇkog
sucˇelja. S druge strane, posluzˇitelj je program koji je zaduzˇen za posluzˇivanje podataka
klijentima.
Slika 3: Klijent-posluzˇitelj model
Bitno je napomenuti kako uvijek klijent prvi zapocˇinje (inicira) medusobnu komunikaciju.
Posluzˇitelj je tu samo da odgovori na klijentov zahtjev i posˇalje mu natrag neku informacija,
te stoga uvijek mora biti dostupan i spreman pruzˇiti uslugu klijentu.
Klijenata uvijek ima viˇse. Svaki krajnji korisnik koji koristi web ili mobilnu aplikaciju pred-
stavlja jednog klijenta. S druge strane, posluzˇitelj je samo jedan program, iako se veliki
sustavi zbog potrebe da posluzˇuju veliki broj klijenata distribuiraju na viˇse racˇunala kako bi
se raspodijelio mrezˇni promet. Takoder, u klijent-posluzˇitelj modelu dva klijenta nec´e nikada
medusobno komunicirati direktno, nego samo sa posluzˇiteljom.
Kako bi klijent i posluzˇitelj mogli medusobno komunicirati potrebno je da razmjenjuju po-
ruke preko mrezˇe. No prvo nam je potreban protokol koji c´e definirati kako c´e biti struktu-
rirane poruke koje se razmjenjuju. Upravo za to su nam potrebni aplikacijski protokoli.
Aplikacijski protokoli definiraju tip poruke koje se razmjenjuje (npr. zahtjev ili odgovor),
sintaksu poruke, tj. kljucˇevi u poruci i njihovo znacˇe, te sˇto predstavljaju njima pridruzˇene
vrijednosti.
3.2 HTTP
HTTP (HyperText Transfer Protocol) je aplikacijski protokol za razmjenu podataka na
World Wide Web mrezˇi. Definira kako klijent zahtjeva podatke od servera, te kako posluzˇitelj
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odgovara na takav zahtjev. HTTP je protokol bez stanja, tj. ne pamti nikakve informacije
o klijentu.
RFC specifikacija o HTTP protokolu (RFC 1945, RFC 2616 i RFC 7230) definira i format
HTTP poruka. Razlikujemo dva tipa poruka: HTTP zahtjev i HTTP odgovor.
1 GET: index.php/nastava/upisi-na-studij HTTP/1.1
2 Host: www.mathos.unios.hr
3 Connection: close
4 User-agent: Mozilla/5.0
5 Accept-language: hr
Kod 13: Poruka HTTP zahtjeva
Klijent sˇalje HTTP zahtjev (primjer 13) posluzˇitelju u obliku poruke koja je napisana obicˇnim
jezikom koji je razumljiv svakom korisniku u kljucˇ-vrijednost odnosu. Iako primjer sadrzˇi
samo nekoliko linija, HTTP zahtjev mozˇe ih imati viˇse ili manje, ovisno o prirodi zahtjeva.
Prva linija HTTP zahtjeva sadrzˇi informaciju o HTTP metodi, URI te verziju protokola.
Prva linija se naziva linija zahtjeva, a ostale linije cˇine zaglavlje zahtjeva.
Najcˇesˇc´e koriˇstena HTTP metoda je GET. Primarno sluzˇi za dohvac´anje sadrzˇaja sa raz-
nih posluzˇitelja, a pristupamo im preko URI-a (engl. Uniform Resource Identifier). URI
je takoder definiran RFC-om (tocˇnije kao RFC 3986), a predstavlja niz znakova koji sadrzˇi
informaciju o adresi posluzˇitelja i putanji resursa koji mozˇe biti staticˇki dokument (ali i ne
mora). Resurs kojem pristupamo mozˇe biti bilo sˇto od dokumenta, slike ili neke smislene in-
formacije. Takoder je bitno da URI koji dohvac´a neki resurs bude jedinstven do na posluzˇitelj,
tj. svaki URI identificira jedinstveni resurs koji zˇelimo dohvatiti sa servera. Posluzˇitelj je
eksplicitno vidljiv kao vrijednost Host kljucˇa HTTP zahtjeva. Host kljucˇ je obavezan imati
pridruzˇenu vrijednost sˇto je i intuitivno jer uvijek moramo znati adresu posluzˇitelja na koji
sˇaljemo HTTP zahtjev.
Na slici 4 prikazan je genericˇki izgled poruke HTTP zahtjeva. Ako se vratimo na pret-
hodni primjer (primjer 13), vidimo da nedostaje tijelo zahtjeva (engl. entity body). U tijelu
zahtjeva sadrzˇani su podaci koje klijent sˇalje na posluzˇitelj i obicˇno se koristi kod POST i
PUT HTTP metoda. U tijelu zahtjeva mogu biti sadrzˇani podaci od podataka prikupljenih
kroz forme sve do cijelih datoteka. Kljucˇ u liniji zahtjeva pod nazivom Content-Type sadrzˇi
informaciju o tipu podatka koji se sˇalje u tijelu.
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Slika 4: genericˇki izgled poruke http zahtjeva (izvor [3])
Ostale HTTP metode su sljedec´e:
• OPTIONS metoda se koristi za dohvac´anje informacija o komunikaciji na relaciji
klijent-posluzˇitelj. Pomoc´u ove metode mozˇemo dohvatiti opcije ili zahtjeve posluzˇitelja
s obzirom na neki resurs na serveru bez da iniciramo dohvac´anje resursa.
• HEAD metoda je slicˇna GET metodi. Razlika je jedino sˇto HEAD metoda ne smije
nikada vratiti sadrzˇaj u tijelu HTTP odgovora, ali informacije sadrzˇane u zaglavlju
moraju biti identicˇne kao i kod GET metode. Ova metoda se najcˇesˇc´e koristi za
testiranje ruta.
• POST metoda na posluzˇitelj sˇalje kompleksnije podatke (podatke iz forme ili datoteke)
te pretpostavlja da c´e posluzˇitelj nad njima izvrsˇiti odredenu akciju (obrada i spremanje
podataka) i stvoriti novi resurs.
• PUT metoda takoder kao i POST metoda na posluzˇitelj sˇalje podatke u tijelu poruke,
ali pretpostavlja da se resurs na posluzˇitelju mozˇe identificirati URI-em zahtjeva. U
tome slucˇaju podatak se smatra novom verzijom postojec´eg resursa na posluzˇitelju te
se ocˇekuje da se nove promijene obrade i sacˇuvaju. Ukoliko se niti jedan resurs na
posluzˇitelju ne mozˇe identificirati sa URI-em, u tome slucˇaju posluzˇitelj mozˇe stvoriti
novi resurs koristec´i poslane podatke.
• DELETE metoda zahtjeva od posluzˇitelja da obriˇse resurs koji se mozˇe identificirati
URI-em zahtjeva. Valja napomenuti da klijent ne mozˇe garantirati da je resurs uspjesˇno
obrisan bez obzira na odgovor posluzˇitelja.
Nakon obrade HTTP zahtjeva, posluzˇitelj mora poslati odgovor klijentu.
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1 HTTP/1.1 200 OK
2 Connection: close
3 Date: Thu, 31 Aug 2017 17:43:27 GMT
4 Server: Apache/2.4.10 (Debian)
5 Content-Length: 6821
6 Content-Type: text/html; charset=utf-8
Kod 14: Poruka HTTP odgovora
HTTP odgovor vrlo je slicˇan zahtjevu (vidi 14). Na isti nacˇin je ureden po kljucˇ-vrijednost
principu. Prva linija koja se naziva linija statusa sadrzˇi informaciju o verziji protokola (u
primjeru je to HTTP/1.1), broju statusa i odgovarajuc´e poruke statusa. Kod 200 znacˇi da je
posluzˇitelj uspjesˇno odgovorio na HTTP zahtjev. HTTP statusom mozˇemo na sistematicˇan
nacˇin opisati svaku situaciju koja se dogodi u komunikaciji. Tako na primjer, kod 200 znacˇi da
je sve prosˇlo u redu, dok kod 500 znacˇi da se dogodila neka iznenadna pogresˇka na posluzˇitelju
i daljnje izvrsˇavanje HTTP zahtjeva nije moguc´e. Kod 404 oznacˇava da posluzˇitelj ne mozˇe
pronac´i resurs koji je klijent zatrazˇio, itd. U RFC 2616 dokumentu definirano je nekoliko
HTTP statusa koji su sistematizirani u 5 kategorija:
1. 1xx Informacije: zahtjev je zaprimljen i obrada zahtjeva je u postupku
2. 2xx Uspjeh: zahtjev je uspjesˇno zaprimljen, razumljiv posluzˇitelju i prihvac´en
3. 3xx Preusmjeravanje: Treba izvrsˇiti dodatne akcije kako bi se HTTP zahtjev us-
pjesˇno obradio
4. 4xx Pogresˇka klijenta: HTTP zahtjev ne sadrzˇi valjane informacije za njegovu
obradu
5. 5xx Pogresˇka posluzˇitelja: Posluzˇitelj nije u moguc´nosti obraditi HTTP zahtjev
HTTP statuse moguc´e je prosˇirit i nije potrebno da web aplikacije razumiju sve statuse.
Bitno je samo da aplikacija razumije kategoriju statusa i nepoznati status mozˇe tretirati kao
bilo koji drugi primljeni status iz iste kategorije. Na primjer, ako aplikacija zaprimi status
521, treba samo razumijeti da je dosˇlo do pogresˇke na posluzˇitelju.
Zaglavlje HTTP odgovora cˇine kljucˇ-vrijednost linije. Vrijednost Connection kljucˇa govori
hoc´e li posluzˇitelj zatvoriti vezu sa klijentom. Vrijednost Date kljucˇa sadrzˇi informaciju o
datumu i vremenu kada je posluzˇitelj poslao HTTP odgovor. Vrijednost kljucˇa Server sadrzˇi
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informaciju o posluzˇitelju koji je poslao HTTP odgovor. Content-Lenght i Content-Type
sadrzˇi informaciju velicˇini sadrzˇaja odgovora u bajtovima, te tip podatka sadrzˇanog u tijelu
poruke. Detaljnije informacije o kljucˇevima zaglavlja mogu se pronac´i u RFC dokumentu
2616 u kojemu se definirane HTTP poruke. Genericˇki izgled odgovora prikazan je na slici 5
i osim prve linije ne razlikuje se previˇse od poruke HTTP zahtjeva.
Slika 5: genericˇki izgled poruke http odgovora (izvor [3])
3.3 RESTful API
Kada smo govorili o klijent-posluzˇitelj arhitekturi rekli smo da je rijecˇ o distribuiranom
sustavu i da obicˇno jedan posluzˇitelj pruzˇa usluge klijentima. Klijent mozˇe biti bilo koja
mobilna, web ili desktop aplikacija koja koristi usluge posluzˇitelja. Dapacˇe, ne mora uopc´e
biti rijecˇ o istim aplikacijama, ali sve one komuniciraju s posluzˇiteljem na isti nacˇin i po istim
pravilima preko odgovarajuc´eg sucˇelja. To sucˇelje se naziva Aplikacijsko programsko
sucˇelje (engl. Application Programming Interface) ili skrac´eno API. API je jednostavno
i jasno programsko sucˇelje pomoc´u kojega razlicˇiti programi ili programske komponente
komuniciraju. API ne pruzˇa korisnicˇko sucˇelje, tj. sva komunikaciju se odvija ispod povrsˇine,
nevidljivo oku korisnika aplikacije.
Reprezentacijsko stanje prijenosa (engl. Representational state transfer) ili skrac´eno
REST4 vrsta je arhitekture distribuiranih sustava, tocˇnije Web servisa. Ideja REST-a je
pristup i manipulacija samim resursima na posluzˇitelju koristec´i HTTP protokol (vidi 3.2).
Zbog toga se kazˇe da je REST orijentiran prema resursima. REST arhitektura je bazirana
na sljedec´im pravilima:
4REST nije sluzˇbeni standard, vec´ skup principa koje je 2000. godine iznio Roy Fielding u svojem
doktorskom radu [1]
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1. klijent-posluzˇitelj: odvajanjem korisnicˇkog sucˇelja od logike za rad i spremanje po-
dataka omoguc´ujemo implementiranje korisnicˇkog sucˇelja na razlicˇite platforme i jed-
nostavnije skaliranje posluzˇitelja. Nadalje, ovakva arhitektura omoguc´uje da se i klijent
i posluzˇitelj razviju nezavisno jedan o drugom.
2. uniformno sucˇelje: sva sucˇelja trebaju biti standardizirana sˇto pojednostavljuje ko-
munikaciju izmedu klijenta i posluzˇitelja, a servis koji svako sucˇelje pruzˇa je nevidljiv
klijentu. Standardizacija svih sucˇelja kao nedostatak donosi neucˇinkovitost sucˇelja zbog
toga sˇto se svaki resurs sˇalje na standardizirani nacˇin, a ne na nacˇin koji je specificˇan
za potrebe klijenta. Ovaj zahtjev ukljucˇuje sljedec´e podzahtjeve:
• Svaki resurs na posluzˇitelju mora biti moguc´e jedinstveno identificati (pomoc´u
URI-a)
• Klijentu je dozvoljeno da zahtjeva vrstu reprezentacije resursa koji je zatrazˇio.
Npr. isti resurs razlicˇitim klijentima mozˇe biti poslan u JSON ili XML formatu
• U zahtjevu klijenta mozˇe biti definirano zˇeljeno stanje pojedinog resursa, a odgo-
vor posluzˇitelja mozˇe sadrzˇavati trenutno stanje resursa
• Svaki resurs mozˇe sadrzˇavati vezu prema drugim resursima
3. bez stanja: posluzˇitelj nije zaduzˇen za cˇuvanje stanja o klijentima. Zbog toga svaki
zahtjev koji klijent sˇalje posluzˇitelju mora sadrzˇavati sve potrebne informacije da bi
se on uspjesˇno izvrsˇio. Klijent je zaduzˇen za vodenje komunikacije, a posluzˇitelj je tu
samo da pruzˇa informacije.
4. predmemorija: posluzˇitelj u odgovoru eksplicitno definira mozˇe li se resurs koji se
sˇalje klijentu spremiti u predmemoriju klijenta. Koriˇstenjem predmemorije smanjuje
se konstantna (ponekad i nepotrebna) komunikacija izmedu klijenta i posluzˇitelja.
Koriˇstenje predmemorije kao posljedicu mozˇe imati da klijent koristi resurse koji su
mozˇda tijekom vremena drasticˇno izmjenjeni.
5. slojevitost sustava: arhitektura posluzˇitelja mozˇe biti poslozˇena u hijerarhijske slo-
jeve, tj. dodatan softver koji stoji iznad samog posluzˇitelja (npr. proxy server) ili
podjela servisa na razlicˇite procese ili posluzˇitelje. Klijent ni u kojem trenutku ne
treba znati komunicira li direktno sa posluzˇiteljem ili ne. Nedostatak je sˇto se na taj
nacˇin produzˇuje vrijeme cˇekanja odgovara kod klijenta.
6. kod na zahtjev: moguc´e je slanje klijentu programskog koda u obliku skripti koje
prosˇiruju funkcionalnost klijenta. Na taj nacˇin posluzˇitelj klijentu mozˇe poslati odredenu
programsku logiku samo onda kada mu je stvarno potrebna.
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Narusˇavanjem nekog od navedenih uvjeta (1)-(5) smatra se da sucˇelje koje pruzˇa posluzˇitelj
nije RESTful. Zadnji uvjet (6), kod na zahtjev, smatra se opcionalnim te je dozvoljeno
njegovo narusˇavanje. Razlog je sˇto on pruzˇa samo dodatnu korist klijentu, te se mozˇe dogoditi
da neki od klijenata ne podrzˇava ovaj uvjet (npr. u web pregledniku moguc´e je zabraniti
izvrsˇavanje JavaScript koda).
4 Node.js
4.1 Uvod
Dugo godina JavaScript se koristio samo u web preglednicima koji imaju ugraden engine
za izvrsˇavanje JavaScript koda. No, sam jezik je kompletan i sposoban za puno ozbiljnije
zadac´e nego sˇto ga se do tada koristilo (manipulacija DOM strukturom i animacije). Node.js
(u nastavku Node) je JavaScript platforma koja omoguc´uje izvrsˇavanje JavaScript koda
izvan web preglednika. Kako bi mogli pokrenuti program izvan web preglednika potrebno je
JavaScript kod komplajlirati i interpretirati. Node u tu svrhu koristi Googleov V8 engine za
izvrsˇavanje JavaScript koda. V8 je dio Googleovog web preglednika Chrome gdje se koristi
upravo u tu svrhu.
Node kao i svaka druga platforma razvijen je po osnovnim nacˇelima koja utjecˇu na razvoj
aplikacija. Jezgra platforme, tj. njezin skup funkcionalnosti je sveden na minimum. Sve
ostalo je dostupno preko vanjskih paketa. Takav nacˇin razvoja je izazvao pozitivnu reakciju
medu programerima jer im omoguc´uje da sami eksperimentiraju s raznim modulima koji
rjesˇavaju odredeni problem, umjesto da im je nametnuto jedno rjesˇenje koje bi bilo dio
jezgre.
4.2 Node moduli
JavaScript kod koji se izvrsˇava u web preglednicima piˇse se u HTML dokumentu unutar
<script> HTML oznaka. Jedna od najvec´ih mana jezika je dijeljenje jednog globalnog pros-
tora definiranja izmedu svih skripti. Drugim rijecˇima, svaka varijabla stvorena unutar jednog
bloka <script> tagova je vidljiva i unutar svakog drugog <script> bloka. Zbog toga se stvara
potencijalni problem pisanja preko varijabli (tzv. overwrite) kada to ne zˇelimo i uzrok mozˇe
biti vrlo tesˇko za otkriti pri pronalazˇenju gresˇaka.
Jedno od rjesˇenja je koriˇstenje funkcija za stvaranje zatvorenih prostora definiranja (poglav-
lje 2.5), no razvojem kompleksnih web aplikacija dolazi do pojave sustava koji je zaduzˇen
upravo za ubacivanje odvojenih JavaScript skripti5 (modula). Takvi sustavi za upravljanje
5AMD i CommonJS
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modulima omoguc´uju pisanje koda koji je laksˇi za odrzˇavanje, cˇitljivi i spreman za ponovnu
upotrebu u drugim aplikacijama.
Moduli su blokovi programskog koda koji na Node platformi sluzˇe za strukturiranje aplika-
cija, tj. raspodjelu koda u odvojene nezavisne datoteke. Koristec´i module mozˇemo samo
jedan dio funkcionalnosti otvoriti prema van, a ostatak funkcionalnosti mozˇe ostati sakriven.
Node za upravljanje modulim koristi CommonJS standard razvijen 2009. godine (iste go-
dine kao Node) za standardiziranje upravljanja JavaScript modulima izvan web preglednika.
CommonJS standard se temeljni na sljedec´im tocˇkama.
• Svaka datoteka (JavaScript skripta) je zaseban modul
• Svaka datoteka ima pristup vlastitoj definiciji modula preko module varijable
• Objekti koje zˇelimo izlozˇiti kada modul bude ukljucˇen u druge module definiran je u
module.exports varijabli
• Za ukljucˇivanje drugih modula koristi se require funkcija
Node je izgraden na temelju CommonJS standarda, ali takoder uvodi vlastita prosˇirenja
funkcionalnosti. Moduli se referenciraju ili po putanji do datoteke modula ili po imenu koji
c´e se implicitno mapirati u putanju do datoteke ukoliko nije rijecˇ o modulu iz standardne
Node jezgre.
Viˇse odvojenih modula koji spojeni u cjelinu obavljaju odredenu zadac´u cˇine paket. Osnovne
meta informacije o paketu navedenu su u package.json datoteci. Node dolazi uz servis
za distribuciju vanjskih paketa unutar programa. Taj servis se naziva NPM6. On nam
olaksˇava dijeljenje vec´ gotovih paketa koji rjesˇavaju odredeni problem. NPM dolazi uz alat
za komandnu liniju pomoc´u kojega mozˇemo dohvac´ati pakete s njegovog servisa u oblaku. Sve
informacije o vanjskim paketima koje koristimo takoder su navedene u package.json datoteci.
Zbog toga se package.json datoteka mozˇe smatrati centralnim mjesto gdje su sadrzˇane sve
kljucˇne informacije o nasˇem Node programu, te ga lako mozˇemo distribuirati kao paket na
NPM servisu.
6skrac´enica od Node package manager
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1 // module_1.js
2
3 function private Function() {
4 console.log("I’m private.");
5 }
6
7 function printA() {
8 console.log("A");
9 }
10
11 function printB() {
12 console.log("B");
13 }
14
15 module.exports.printA = printA;
16 module.exports.printB = printB;
Kod 15: Modul export
1 var module_1 = require(’./module_1’);
2
3 module_1.printA(); // -> A
4 module_1.printB(); // -> B
5
6 module_1.privateFunction(); // error
Kod 16: Modul import
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1 {
2 "name": "mathosnet",
3 "version": "0.8.3",
4 "description": "Intranet application for department of mathematics",
5 "main": "server.js",
6 "dependencies": {
7 "body-parser": "1.17.1",
8 "express": "4.15.2",
9 "inversify": "3.3.0",
10 "jsonwebtoken": "7.3.0",
11 "mysql": "2.11.1",
12 "path": "0.12.7",
13 "q": "1.5.0",
14 "reflect-metadata": "0.1.10",
15 },
16 "scripts": {
17 "test": "echo \"Error: no test specified\" && exit 1",
18 "start:dev": "set NODE_ENV=development&& node ./server.js",
19 "start:prod": "set NODE_ENV=production&& node ./server.js",
20 },
21 "author": "mathos",
22 "license": "ISC"
23 }
Kod 17: package.json datoteka koriˇstena u Mathos Intranet projektu
4.3 Ulazno/izlazni problem
Koriˇstenje ulazno/izlaznih operacija7 mozˇe lako blokirati izvrsˇavanje programa. Drugim
rijecˇima, sve dok npr. dohvac´anje nekog podatka iz baze podataka ne zavrsˇi, program ne
mozˇe nastaviti s izvrsˇavanjem. Iz slike 6 vidljivo je kako je potrebno znatno viˇse otkucaja
procesora da se pristupi podatku pohranjenom na tvrdom disku ili mrezˇi nego sˇto je potrebno
da se ista radnja obavi za podatke spremljene u cache memoriji ili radnom memoriji racˇunala
(RAM). Viˇse otkucaja procesora znacˇi i duzˇe vrijeme cˇekanja da se akcija izvrsˇi. Vec´ina web
aplikacija oslanja se upravo na rad s podacima pohranjenim na tvrdom disku ili preko mrezˇe
(npr. pristup bazi podataka na udaljenom racˇunalu).
7cˇitanje i pisanje podataka na tvrdom disku, pristup bazi podataka, mrezˇi
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Slika 6: Brzine pristupa razlicˇitim memorijama u otkucajima procesora (izvor [6])
Da posluzˇitelj obradi pristigli HTTP zahtjev, koji vec´inom zahtjeva i pristup bazi podataka,
potrebno je vremena i zahtjev c´e ostati otvoren sve dok pristup bazi podataka i njihova
obrada ne zavrsˇi. Takav postupak trazˇi veliku potrosˇnju resursa racˇunala (radne memorije i
procesora). Tradicionalni posluzˇitelji problem obrade velikog broja ovakvih HTTP zahtjeva
rjesˇavaju na nacˇin da za svaki pristigli zahtjev otvaraju novi proces ili procesnu nit (engl.
thread) zaduzˇen za njegovu obradu. Pokretanje novog procesa je spor i skup postupak u ok-
virima radne memorije i koriˇstenja procesora. Da bi doskocˇili problemu, moderni posluzˇitelji
su pocˇeli koristiti procesne niti iz nitnih bazena (engl. thread pool) koji odrzˇava vec´ stvorene
procesne niti. Kada HTTP zahtjev stigne na obradu, dodijelimo mu procesnu nit zaduzˇenu
za obradu (Slika 7). Procesna nit je rezervirana sve dok zahtjev nije obraden i pri zavrsˇetku
vrac´amo ju nazad u bazen. Kako ne moramo svaki put stvarati novi proces, ovakav nacˇin
obrade HTTP zahtjeva je ucˇinkovitiji od procesa i laksˇi u smislu potrosˇnje resursa radne
memorije i procesora. Medutim, svaka procesna nit i dalje zahtjeva dio zauzec´a memorije i
procesora, pa koriˇstenje viˇse niti mozˇe s vremenom izazvati isti problem te ne predstavlja
dugotrajno rjesˇenje.
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Slika 7: Obrada HTTP zahtjeva pomoc´u procesnih niti (izvor [6])
4.3.1 Bolji nacˇin?
U Nodu ovaj je problem rijesˇen na sasvim drugacˇiji nacˇin. JavaScript po svojoj arhitek-
turi koristi samo jednu procesnu nit u kojoj se izvrsˇava kod napisan od strane razvojnog
programera. Medutim, okolina u kojoj se izvrsˇava JavaScript kod pruzˇa API za izvrsˇavanje
operacija koje su ulazno/izlazne u pozadinskoj programskoj niti. Bitno je napomenuti da
taj API nije dio ECMAScript specifikacije. Npr. XmlHttpRequest za slanje AJAX poziva
i setTimeout() funkcija dio su API-a koji pruzˇa web preglednik, a u Nodu slicˇne operacije
omoguc´ava C++ API. Kada operacija zavrsˇi poziva se callback funkcija koju je prethodno
potrebno definirati. Ovakav nacˇin programiranja naziva se programiranje navodenje
dogadajem (engl. event-driven programming) gdje na neki dogadaj (zavrsˇetak upita prema
bazi podataka) reagiramo aktiviranjem funkcije koja se izvrsˇava kao reakcija na taj dogadaj
(callback funkcije).
U primjeru na slici 18 prvo kreiramo callback funkciju u kojoj definiramo sˇto c´emo napraviti
s podacima kada se upit prema bazi izvrsˇi i prosljedujemo ga query funkciji kao argument.
Primjetimo da query funkcija nec´e vratiti rezultat, nego c´e ga proslijediti callback funkciji
kada bude spreman. Sam programski jezik JavaScript zbog zatvaracˇa (vidi poglavlje 2.6)
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omoguc´uje da callback funkcija koja se prosljeduje drugoj funkciji koristi varijable iz prostoru
u kojem je definirana, a ne iz prostora u kojem je pozvana. Na taj nacˇin callback funkcije
mozˇemo prosljedivati drugim funkcijama kao argument bez da brinemo o okruzˇenju u kojem
c´e se pozvati.
1 // callback funkcija
2 queryFinished = function (result) {
3 console.log(result);
4 }
5
6 db.query("SELECT * FROM posts WHERE id = 1", queryFinished);
7
8 console.log("Hello");
9
10 // redoslijed izvrsavanja:
11 // -> "Hello"
12 // ...
13 // => query result
Kod 18: Primjer upita prema bazi s callback funkcijom
Kada pozovemo JavaScript funkciju ona se postavlja na takozvani pozivni stog (engl. call
stack) gdje cˇeka da se izvrsˇi. Kako se JavaScript kod izvrsˇava u jednoj programskoj niti,
funkcije c´e se izvrsˇavati jedna po jedna. Svaka funkcija na pozivajuc´em stogu izvrsˇava se
dok ne zavrsˇi radnja i ni jedna druga radnja ju ne mozˇe prekinuti ili biti pozvana izmedu.
Blokirajuc´e operacije, koje se izvrsˇavaju putem API-a JavaScriptovog okruzˇenja u poza-
dinskoj niti, nakon zavrsˇetka callback funkciju postavljaju na callback red (engl. callback
queue). Medutim, da bi se callback funkcija izvrsˇila ona mora biti na pozivnom stogu. Kako
onda proslijediti callback funkciju pozivnom stogu iz callback reda? Za to je zaduzˇena petlja
dogadaja (engl. event loop) koja ukoliko je pozivni stog prazan i nema niti jedne funkcije
koja se mora izvrsˇiti, provjerava i dohvac´a prvu callback funkciju s callback reda i postav-
ljaju za izvrsˇavanje na pozivni stog. Korisnici i razvojni programeri ni u kojem trenutku ne
mogu znati kada c´e se izvrsˇiti callback funkcija. Ovakav nacˇin programiranja je poznat i pod
nazivom Asinkrono programiranje (engl. Asynchronous programming).
Koraci izvrsˇavanja:
1. klijent sˇalje HTTP zahtjev posluzˇitelju
2. iako petlja izvrsˇavanja koristi samo jednu procesnu nit, Node interno odrzˇava bazen
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procesnih niti
3. posluzˇitelj HTTP zahtjeve prosljeduje u callback red
4. petlja izvrsˇavanja u svakoj iteraciji provjerava ima li operacija u redu na cˇekanju za
izvrsˇavanje
5. petlja dohvac´a HTTP zahtjev na obradu
(a) zapocˇinje obrada zahtjeva
(b) ako zahtjev ne sadrzˇi blokirajuc´u ulazno/izlaznu operaciju (kao sˇto je dohvac´anje
podataka iz baze), zahtjev se obradi u glavnoj procesnoj niti, a u suprotnom radi
sljedec´e:
i. pogledaj ima li dostupnih procesnih niti u bazenu
ii. dohvati jednu nit i dodijeli joj obradu blokirajuc´e operacije
iii. kada operacija zavrsˇi, callback funkcija se proslijeduje u callback red kojeg
opet kupi petlja izvrsˇavanja
Slika 8: Petlja izvrsˇavanja
27
4.4 Performanse
Nakon sˇto smo iznijeli cijelu teoriju o ulazno/izlaznom problemu i vidjeli kako je on rijesˇen
u Node-u, napraviti c´emo usporedbu performansi s posluzˇiteljem koji ne koristi asinkrone
pozive izradenim koristec´i programski jezik Javom8. U primjeru, Java i Node posluzˇitelji
obradi HTTP zahtjeva pristupaju na dva razlicˇita nacˇina kako bi postigli konkurentnost
(engl. concurrency). Koriˇsteni web okvir za Java programskim jezik svakom pristiglom
HTTP zahtjevu dodijeli njegovu procesnu nit. S druge strane, Node koristi asinkrone pozive
(o cˇemu smo govorili u prosˇlom poglavlju). Svi rezultati izrazˇeni su kao broj obradenih
HTTP zahtjeva u sekundi (r/s).
4.4.1 Brzina izracˇuna
U prvom testu c´emo usporediti brzinu izracˇuna koji nemaju nikakve blokirajuc´e ulazno/iz-
lazne operacije. Zadatak je bio pronac´i 500 prvih prostih brojeva. Prvi primjer je koristio
samo 1 procesnu nit i 1 proces, a u drugom je koriˇsteno 70 procesnih niti za izracˇune u Javi,
i 8 procesa za izracˇune u Node-u9.
jezik 1 procesna nit/proces 70 procesnih niti/8 procesa
Java 181 r/s 698 r/s
Node 86 r/s 379 r/s
4.4.2 Ucˇitavanje datoteka
U drugom primjeru bilo je potrebno pri HTTP zahtjevu ucˇitati datoteku s tvrdog diska
velicˇine 5 MB. Ranije smo vec´ spomenuli kako je ovakva operacija opterec´enje za procesor
(slika 6).
jezik 1 procesna nit/proces 70 procesnih niti/8 procesa
Java 37 r/s 41 r/s
Node 127 r/s 350 r/s
4.4.3 Upit prema bazi
U posljednjem je primjeru bilo josˇ potrebno napraviti duzˇi upit prema bazi podataka.
jezik 70 procesnih niti/8 procesa
Java 6 r/s
Node 64 r/s
8Izvor testa je dan na [11]
9Node konkurentnost mozˇe postic´i klasteriranjem posluzˇitelja na viˇse procesa vidi [6] str. 257
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4.5 Zakljucˇak
Iz rezultata vidimo da je Java posluzˇitelj puno brzˇi u operacijama koje ne zahtjevaju ulaz-
no/izlazne operacije. To je ipak zbog cˇinjenice sˇto je Java kompajlerski jezik i sam kod se
izvrsˇava puno brzˇe. Kako web aplikacije vec´inom zahtjevaju ulazno/izlazne operacije pri
gotovo svakom HTTP zahtjevu, puno zanimljivi je drugi slucˇaj kada je bilo potrebno ucˇitati
datoteku. Tada se Node posluzˇitelj iskazao kao puno brzˇi (cˇak 8 puta pri uvodenju konku-
rentnog izvrsˇavanja).
U josˇ jednog test primjeru u kojem je bilo potrebno izvrsˇiti duzˇi upit prema bazi podataka
(sˇto je takoder ulazno/izlazna operacija), Node posluzˇitelj je bio brzˇi cˇak 10 puta.
Razlog je sˇto web okvir za Java programski jezik svakom novom HTTP zahtjevu dodijeljuju
procesnu nit. Pri porastu velikog broja HTTP zahtjeva broj zauzetih procesnih niti raste,
a procesor je viˇse zauzet promjenom procesnih niti nego onim sˇto treba napraviti. Node
posluzˇitelj je ovdje u prednosti jer koristi jednu procesnu nit. Dok se blokirajuc´e operacije
rjesˇavaju u pozadinskim procesnim nitima, glavna procesna niti mozˇe nastaviti raditi sˇto vec´
treba, te je na taj nacˇin smanjena opterec´enost procesora.
5 Express.js
Express.js (dalje samo Express) je web okvir (engl. web framework) za izradu posluzˇiteljskog
dijela web aplikacija. Okvir cˇini pojednostavljeni sloj koji stoji iznad http modula iz Node
jezgre. Express je dostupan kao NPM paket i moguc´e ga je ukljucˇiti u vlastiti projekt kao
ovisnost.
Stvaranje posluzˇitelja koristec´i samo http modul iz Node jezgre mozˇe se zakomplicirati i rezul-
tirati aplikacijom koju je dalje tesˇko odrzˇavati. Koristec´i samo http modul, koristimo jednu
funkciju za procesiranje svakog HTTP zahtjeva. Ta funkcija naziva se upravljacˇ zahtjevima
(engl. request handler) i kao parametre prima dva JavaScript objekta koji predstavljaju
HTTP zahtjev i HTTP odgovor. Express nam donosi sljedec´a poboljˇsanja:
• donosi prosˇirenje funkcionalnosti i stvara sloj iznad postojec´eg Node http modula te
na taj nacˇin sakriva kompleksne dijelove implementacije
• umjesto jedne funkcije za procesiranje HTTP zahtjeva, za svaki HTTP zahtjev mozˇemo
koristiti posebnu funkciju koja se u Express okviru naziva middleware funkcija
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Slika 9: Tok HTTP zahtjeva i odgovora koristec´i Express (izvor [4])
5.1 Middleware
Middleware10 je niˇsta drugo nego funkcija koja za parametre prima JavaScript objekte koji
predstavljaju HTTP zahtjev i odgovor koji se sˇalje natrag klijentu, te callback funkciju koja
predstavlja sljedec´u funkciju u lancu. Svaki HTTP zahtjev koji stigne na posluzˇitelj prolazi
middleware lancem od vrha prema dolje. Ako zˇelimo pristigli HTTP zahtjev proslijediti
sljedec´oj funkciji u lancu pozvati c´emo funkciju next(), u suprotnom zatvaramo zahtjev
(sˇaljemo odgovarajuc´i odgovor klijentu).
Slika 10: Tok HTTP zahtjeva kroz middleware lanac (izvor [4])
Na primjer, uobicˇajena je praksa koriˇstenja middleware funkcije koja c´e dokumentirati vri-
jeme i url svakog HTTP zahtjeva koji stigne na posluzˇitelj (kod 19). Takva funkcija stoji na
10Rijecˇ middleware nije nova. U softverskom svijetu predstavlja sloj apstrakcije izmedu aplikacijskog sloja
i operacijskog sustava pruzˇajuc´i odgovarajuc´e servise
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vrhu lanca jer treba procesirati svaki pristigli HTTP zahtjev. Sljedec´a middleware funkcija
u lancu je obicˇno middleware za provjeru korisnikovih privilegija sˇto ima smisla jer nema
potrebe da uopc´e obradujemo HTTP zahtjev koji dohvac´a povjerljive podatke korisniku koji
uopc´e nema prava da im pristupi. Na middleware funkcije mozˇemo dodati i prefiks putanje
ili samo odredene HTTP metode pa takva middleware funkcija mozˇe obraditi samo HTTP
zahtjev koji odgovara dodatnim ogranicˇenjima.
1 var app = express();
2
3 app.use(function (req, res, next) {
4 console.log("%s %s - %s", (new Date()).toString(), req.method, req.url);
5
6 return next(); // skoci u sljedecu middleware funkciju u lancu
7 });
Kod 19: middleware funkcija za dokumentiranje HTTP zahtjeva
Naposlijetku, jedna od middleware funkcija c´e i odgovoriti klijentu pozivom odgovarajuc´e
metode (send(), sendFile() ili samo end()) na res objektu. Pri tome treba biti oprezan jer
slanje odgovora viˇse od jednom za svaki pojedini HTTP zahtjev rezultirati c´e terminalnom
gresˇkom u kodu.
Josˇ jedna stvar koju je bitno za napomenuti je da je redoslijed middleware funkcija primje-
njenih u app.use() bitan! Drugim rijecˇima, redoslijed kojim c´e se odgovarajuc´e middleware
funkcije pozivati ovisi o njihovoj poziciji u kodu. Tada ako zˇelimo da se middleware funk-
cija za dokumentiranje svakog HTTP zahtjeva izvrsˇi prije middleware funkcije za provjeru
privilegija, funkcija za dokumentiranje mora biti iznad nje i u kodu!
5.2 Usporedba s ostalim web okvirima i performanse
Express nije jedini web okvir za Node ali je svakako najpopularniji11. Od ostalih web okvira
za pisanje posluzˇitelja za Node platformu medu poznatijima su Hapi.js, Restify, Total i Koa
(razvijen od strane tima koji je bio zaduzˇen i za Express). Medu njima svoje mjesto trazˇe
i dva relativno nova web okvira, Sails i Adonis. Pogledati c´emo usporedbu performansi Ex-
press web okvira i ostalih slicˇnih okvira za Node12. Takoder c´emo u usporedbu ukljucˇiti i
http iz Node jezgre. Test je proveden tako da su na posluzˇitelj slani HTTP zahtjevi, a mjerilo
11Prema broju preuzimanja na NPM servisu za kolovoz 2017.
12Izvor testa je dan na [10]
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se koliko zahtjeva posluzˇitelj obradi u sekundi. Istovremeno je slano 100 HTTP zahtjeva u
minuti dok nije dosegnut broj od 50 000 zahtjeva ili je prosˇlo 20 sekundi od pocˇetka testa.
Posluzˇitelj je slao jednostavni odgovor, i za ozbiljnije testove trebalo bi napraviti posluzˇitelj
koji se koristi za stvarne probleme. Test je proveden na dva okruzˇenja: Linux sustavu pokre-
nutom na Windows operacijskom sustavu i virtualnom stroju iz donjeg cjenovnog razreda
slabijih performansi.
Web okvir Lokalno racˇunalo Udaljeno racˇunalo
Expres.js 1745 r/s 2875 r/s
Hapi.js 1094 r/s 688 r/s
Node 2291 r/s 5092 r/s
Restify 1759 r/s 2380 r/s
Koa2 1887 r/s 3317 r/s
Total 2144 r/s 3924 r/s
Sails 1554 r/s 772 r/s
Adonis 2177 r/s 962 r/s
Ono sˇto mozˇemo primjetiti iz provedenog testa je da jezgreni http modul postizˇe najbolje
rezultate od svih web okvira sˇto nije iznenadujuc´e jer se koristi cˇisti modul iz jezgre, a web
okviri su inacˇe nadogranja. Koristec´i samo http modul iz Node jezgre povlacˇi sa sobom i
kompleksnosti koda koje on donosi. Od web okvira kao najbolji se pokazao Total, a Express.js
koji smo pokrili u ovom radu nalazi se na diobi 4 i 5 mjesta. Dakako treba napomenuti
kako ovo nije stvarno okruzˇenje te za stvarne testove bi bilo potrebno napisati kompleksnije
posluzˇitelje kakvi se inacˇe koriste za posluzˇivanje podataka. Razlika izmedu rezultata na
razlicˇitim okruzˇenjima je rezultat konfiguracija razlicˇitih performansi.
6 Mathos Intranet
6.1 Uvod
Mathos Intranet je web aplikacija cˇija je svrha vodenje svakodnevnog rada Odjela za ma-
tematiku. Sastoji se tri modula: studijski programi, djelatnici i izvedbeni plan. Modul
studijskih programa ima svrhu administriranja studijskih programa koji se izvode ili c´e se
mozˇda izvoditi u buduc´nosti na Odjelu za matematiku. Izvedbeni plan generira plan koji
se izvodi tijekom akademske godine. Djelatnici, koji cˇine i najkompleksniji modul unutar
aplikacije, sluzˇi za administriranje nastavnog i nenastavnog osoblja odjela. Aplikacija nema
sistem vanjske registracije korisnika, nego se oni dodaju interno unutar aplikacije od strane
postojec´ih korisnika (administratora).
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Klijentski dio aplikacije izgraden je koristec´i Angular platformu. Angular nam omoguc´ava
brzo i jednostavno programiranje kompleksnih klijentskih aplikacija koristec´i JavaScript pro-
gramski jezik.
Slika 11: graficˇko sucˇelje klijentskog dijela Mathos Intranet aplikacije
Posluzˇiteljski dio Mathos Intranet aplikacije, sˇto je i tema ovog rada, izgraden je koristec´i
JavaScript programski jezik, Node.js platformu za pokretanje JavaScript koda, te Express.js
web okvira za HTTP posluzˇitelj. Podaci se spremaju u MySQL bazu podataka, koja za
potrebe ovog projekta sadrzˇi 58 tablica (entiteti unutar baze u koje se spremaju potrebni
podaci). MySQL je relacijska baza podataka unutar koje se podaci spremaju u tablice, gdje
pojedina tablica mozˇe imati vezu na neku drugu tablicu. Te veze zovu se relacije.
Cijela aplikacija uredena je u tri reda, tzv. 3-tier arhitektura. Definira ju odvajanje razlicˇitih
funkcionalnosti aplikacije na tri fizicˇki odvojena racˇunala koji obavljaju ulogu: prezentacije,
logike i upravljanje podacima.
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Slika 12: 3-tier arhitektura
Prezentacijsku logiku obavlja klijentski dio aplikacije (Angular aplikacija). Iako je tijekom
dugo godina bilo uobicˇajeno da prezentacijski dio obavlja ulogu samo prezentiranja poda-
taka korisniku, koriˇstenjem Angular platforme na efikasan nacˇin dio logike aplikacije se mozˇe
prebaciti iz drugog reda u prezentacijski red.
Za logiku aplikacije zaduzˇen je posluzˇitelj. Njegova je uloga dohvac´anje odgovarajuc´ih po-
dataka i spremanje novih. Kao srednji red sluzˇi kao veza izmedu klijenta i baze podataka.
Zadnji je red zaduzˇen za upravljanje podacima. Odvajanje baze podataka na odvojeno
racˇunalo kao benefit nam donosi:
1. posluzˇitelj je potpuno nezavisan o bazi podataka
2. zbog sigurnosnih razloga klijent nikada nec´e imati informaciji o racˇunalu na kojem je
smjesˇtena baza podataka, niti pristup njemu
3. odvajanje baze podataka na drugo racˇunalo poboljˇsava i performanse aplikacije jer
svako racˇunalo obavlja samo jednu zadac´u
6.2 Arhitektura posluzˇitelja
Pri dizajniranju posluzˇitelja koriˇstena je slojevita arhitektura: dijelovi aplikacije koji imaju
istu funkcionalnost grupiraju se u odvojene slojeve koji se slazˇu jedan iznad drugog (vidi
[8]). Svaki sloj cˇini apstrakciju oko jednog dijela logike koju posluzˇitelj treba obaviti. Svaka
komponenta unutar pojedinog horizontalnog sloja mozˇe komunicirati ili sa bilo kojom kom-
ponentom iz istog sloja ili s bilo kojom komponentom iz sloja direktno ispod. Komunikacija
se odvija preko dobro definiranih sucˇelja. Osnovni principi koji definiraju slojevitu arhitek-
turu su:
• Apstrakcija: slojevita arhitektura apstraktira logiku aplikacije u nekoliko slojeva gdje
svaki sloj pruzˇa dovoljno informacija da se razumije njegova uloga
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• Enkapsulacija: tijekom dizajna ne trebaju se uzeti u obzir tipovi podataka, funkcije
ili implementacija jer oni ne predstavljaju ogranicˇenje na arhitekturu
• Kohezija: dobro definirati odgovornosti svakoj sloja i osigurati da svaka komponenta
unutar sloja obavlja funkcionalnost koja je usko vezana za logiku sloju
• Ponovno koriˇstenje: nizˇi slojevi nemaju nikakve zavisnosti na viˇslje slojeve cˇime se
omoguc´ava njihova ponovna upotreba u drugim dijelovima aplikacije
• Slobodna povezanost: komunikacija izmedu slojeva odvija se preko dobro apstrak-
tiranih sucˇelja cˇime se omoguc´uje slobodna povezanost (engl. loose coupling) izmedu
slojeva
Posluzˇiteljski dio Mathos Intranet aplikacije organiziran je u tri sloja:
1. kontroler : dio posluzˇitelja koji je zaduzˇen za komunikaciju s klijentom, tj. obradu
HTTP zahtjeva
2. servis : sloj zaduzˇen za poslovnu logiku aplikacije, tj. upisivanje svih podataka u
bazu podataka, provjeru autentifikacije korisnika i preslagivanje podataka u potrebne
hijerarhijske strukture
3. repozitorij : zaduzˇen za komunikaciju s bazom podataka. Repozitorij ne komunicira
direktno s bazom podataka, nego s db apstrakcijom
Svaki pristigli HTTP zahtjev od strane klijenta prolazi od gornjeg sloja (kontroler) sve do
baze podataka i nazad. Kontroler poziva odgovarajuc´u metodu servisa koji poziva odgo-
varajuc´u metodu repozitorija zaduzˇenog za dohvac´anje podataka iz baze. To je ujedno i
nedostatak ovakve arhitekture jer da bi se obradio HTTP zahtjev, on mora proc´i kroz neko-
liko slojeva i nazad sˇto mozˇe utjecati na performanse posluzˇitelja.
6.3 Ubacivanje ovisnosti
Kako aplikacija s vremenom raste, tako se generira sve viˇse komponenti, reprezentirane kao
JavaScript objekti, koje medusobno stvaraju ovisnost o drugim komponentama. Tada se pri-
rodno namec´e pitanje na koji nacˇin stvoriti ovisnosti izmedu komponenti tako da sˇto manje
ovise jedne o drugima. Ovaj problem rjesˇava se primjenom principa Ubacivanja ovisnosti
(engl. Dependency injection). Osnovna ideja principa je sve komponente u kodu drzˇati odvo-
jeno, a potrebnu komponentu na odgovarajuc´i nacˇin ”ubaciti” tamo gdje je potrebna. Za
kreiranje komponenti zaduzˇen je spremnik ovisnosti (engl. dependency injection container)
koji nakon sˇto ih stvori, ubacuje i po potrebi na pravo mjesto. U Mathos Intranet projektu
koriˇsten je InversifyJS, spremnik ovisnosti za JavaScript.
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Komponente su unutar aplikacije reprezentirane kao JavaScript klase koristec´i konstruktor
funkcije (vidi 2.3). Sve komponente koje su joj potrebne, potrebno je navesti u konstruktor
funkciji (primjer 21).
1 var CourseController = (function () {
2
3 let _courseService;
4 let _logger;
5
6 function CourseController(courseService, logger) {
7 _courseService = courseService;
8 _logger = logger;
9 }
10
11 inversify.decorate(inversify.injectable(), CourseController);
12 inversify.decorate(
13 inversify.inject(serviceTypes.CourseService),
14 CourseController, 0);
15 inversify.decorate(
16 inversify.inject(utilityTypes.Logger),
17 CourseController, 1
18 );
19
20 return CourseController;
21 }());
Kod 20: Zavisne komponente unutar konstruktor funkcije
Da bi spremnik ovisnosti mogao stvarati potrebne komponente i ubaciti ih na pravo mjesto,
potrebno je instancirati spremnik unutar kojeg registriramo sve komponente. Komponente se
identificiraju (vezˇu) za identifikator. Osnovna ideja principa ubacivanja ovisnosti je identifici-
rati svaku klasu sa sucˇeljem (engl. interface), no kako ih JavaScript ne podrzˇava, InversifyJS
koristi string identifikatore. Moguc´e je kontrolirati stvaranje komponenti unutar spremnika,
tj. kontrolirati njihov djelokrug (engl. scope). InversifyJS podrzˇava dva stupnja:
• transient : nova komponenta se stvara svaki put kad je zatrazˇena
• singleton: komponenta se stvara samo jednom, kesˇira se i svaki put kad je zatrazˇena
koristi se ista istanca
U primjeru vidimo da je samo db komponenta navedena u singleton djelokrugu. Razlog
je sˇto ona zaduzˇena za stvaranje i odrzˇavanje konekcija prema bazi podataka i ne zˇelimo
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da se nove veze stvaraju svaki put kada je db komponenta zatrazˇena, nego samo jednom.
Generalno treba biti oprezan pri koriˇstenju singleton djelokruga. Ukoliko imamo na nekom
mjestu definirano stanje komponente, koriˇstenje singleton djelokruga treba izbjegavati jer
kao posljedica mogu se pojaviti gresˇke koje je jako tesˇko za pronac´i.
1 let containerModule = new inversify.ContainerModule((bind, unbind) => {
2 bind(databaseTypes.options).toConstantValue(config.db);
3 bind(databaseTypes.Db).to(Db).inSingletonScope();
4 bind(databaseTypes.EmployeeRepository).to(EmployeeRepository);
5 bind(databaseTypes.UserRepository).to(UserRepository);
6 });
7
8 }());
Kod 21: Zavisne komponente unutar konstruktor funkcije
Posluzˇiteljski dio je podijeljen u nekoliko modula za ubacivanje ovisnosti koji se ubacuju u
glavni korijenski spremnik (primjer 22).
1 // Declare bindings
2 let container = new inversify.Container();
3
4 container.load(
5 databaseModule,
6 utilityModule,
7 serviceModule,
8 controllerModule
9 );
Kod 22: Glavni spremnik ovisnosti
6.4 Baza podataka
Svrha Mathos Intranet aplikacije je vodenje administrativnih zadac´a fakulteta, od uredivanja
kolegija, studijskih programa sve do vodenja svih zaposlenika. Time se stvara potreba za
uredenom kolekcijom podataka u koju na efikasan nacˇin mozˇemo unositi i cˇitati podatke.
Mathos Intranet aplikacija koristi relacijski model baze podataka.
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Relacijska baza podatke sprema u relacije koje se mogu interpretira kao tablice. Svaki zapis
unutar relacije sadrzˇi jedinstveni kljucˇ koji ga identificira unutar njegove relacije, te pro-
izvoljan broj atributa koji ga opisuju. Veze izmedu relacija (razlicˇitih tablica unutar baze
podataka) uspostavljaju se koristec´i referencirajuc´i odgovarajuc´e vrijednosti atributa druge
relacije. Npr. ako zapis prve tablice zˇeli referencirati zapis druge zablice, tada u jednom
od svojih atributa mora sadrzˇavati identifikator zapisa iz druge tablice. Tu nam dodatno
pomazˇe takozvani princip referencijalnog integriteta koji nam garantira da podatak koji
se refencira u drugoj tablici stvarno tamo i postoji. Referencijalni integritet se uspostavlja
oznacˇavanjem atributa kao strani kljucˇ unutar relacije.
Kako bi na efikasan nacˇin upravljali relacijskom bazom podataka, potreban nam je sustav za
upravljanje bazom podataka. Mathos Intranet aplikacija koristi besplatni sustav za uprav-
ljanje otvorenog koda MySQL.
Aplikacija sve podatke sprema unutar 58 takvih relacija uredenih odgovarajuc´im medusobnim
vezama.
1 Db.prototype.execute = async function (queryString, queryParams) {
2 let deferred = q.defer();
3 try {
4 let connection = await getConnection();
5 connection.query(queryString, queryParams, function (err, rows, fields
) {
6 if (err) {
7 deferred.reject(err);
8 } else {
9 deferred.resolve(rows);
10 }
11 connection.release();
12 });
13 return deferred.promise;
14 } catch (err) {
15 throw err;
16 }
17 }
Kod 23: metoda koja izvrsˇava SQL upite prema MySQL bazi podataka
U kodu posluzˇitelja, baza podataka reprezentirana je kao db objekt. Db objekt kreira se
samo jednom i po potrebi ubacuje u druge JavaScript klase. Zadac´a mu je kreiranje nekoliko
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konekcija prema bazi podataka i izvrsˇavanje SQL upita. Sve SQL naredbe izvrsˇavaju se
preko funkcije execute() koja kao parametre prima SQL upit i parametre.
1 CourseRepository.prototype.add = async function (item) {
2 return await _db.execute(courseProcedures.add, [
3 item.sifra,
4 item.ime,
5 item.P,
6 item.V,
7 item.S,
8 item.ECTS,
9 item.clanak_id
10 ]);
11 }
Kod 24: primjena db apstrakcije unutar repozitorija
Bitno je napomenuti da je db objekt direktno vezan za MySQL bazu podataka zbog mysql
NPM modula koji se koristi. Repozitoriji koji su zaduzˇeni za dohvac´anje podataka iz baze ni
u kojem trenutku ne znaju s kojom bazom podataka komuniciraju upravo zbog db objekta
koji stvara apstrakciju oko baze podataka. Ukoliko bi se odlucˇili koristi neki drugi sustav
za upravljanje bazama podataka, npr. PostgreSQL, morali bi napraviti novu instancu db
objekta koji bi bio zaduzˇen za komunikaciju s PostreSQL bazom podataka i samo ga ubaciti
u repozitorije umjesto postojec´ db objekta.
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Zakljucˇak
Iako je dugo vremena bio smatran kao programski jezik weba, pojavom Node.js platforme
koja koristi Google-ov V8 engine za pokretanje koda, JavaScript se namec´e kao ozbiljan jezik
i za posluzˇiteljsku stranu. Tada mozˇemo koristi JSON notaciju i na klijentu i posluzˇitelju bez
pretvorbe podataka. Node zbog asinkronog izvrsˇavanja operacija i jedne procesne niti koja
izvrsˇava kod, daje puno bolje performanse pod velikim opterecˇenjem (sˇto smo i zakljucˇili u
poglavlju 4.4) od standardnih posluzˇitelja koji koriste procesne niti za svaki pristigli HTTP
zahtjev. Uz kombinaciju sa svojom minimalnom jezgrom koja se mozˇe dodatno prosˇirit
funkcionalnostima preko NPM servisa, Node se promicˇe kao ozbiljna platforma za stvaranje
posluzˇiteljskih programa. Jedan od takvih web okvira je i Express.js koji nam olaksˇava
izradu HTTP posluzˇitelja. Iako njegove performanse nisu bolje u odnosu na standardni
http modul koji dolazi sa Node.js jezgrom, on nam donosi neke druge prednosti kao sˇto su
jednostavnost implementacije velikih posluzˇitelja i jednostavnost odrzˇavanja sˇto je kljucˇno
u kasnijim fazama projekta.
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Sazˇetak
Ovaj diplomski rad opisuje koriˇstenje JavaScript programskog jezika na posluzˇiteljskog strani.
JavaScript je od programskog jezika koji se u svojim pocˇecima koristio za jednostavne ani-
macije napredovao do ozbiljnog programskog jezika pomoc´u kojega je moguc´e stvoriti full
stack web aplikacije. Objasniti c´e se klijent-posluzˇitelj model koji se koristi za izradu mo-
dernih web aplikacija i REST princip koji je u danasˇnje vrijeme gotovo neizostavni nacˇin
izrade posluzˇitelja. Platforma koja nam omoguc´uje izvrsˇavanja JavaScript programskog je-
zika izvan web preglednika je Node.js. Logika Node.js platforme je mala jezgra s osnovnim
funkcionalnostima, a ostale funkcionalnosti se prosˇiruju takozvanim modulima koji se na
jednostavan nacˇin distribuiraju preko NPM-a (Node package manager). U kombinaciji s
Express.js okvirom moguc´e je na brz i jednostavan nacˇin stvoriti REST model posluzˇitelja
koji nudi odlicˇne performanse.
Kljucˇne rijecˇi: JavaScript, asinkrono, klijent-posluzˇitelj, HTTP, REST, Node.js, moduli,
NPM, Express.js, middleware, slojevita arhitektura, ubacivanje ovisnosti, MySQL
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Summary
In this master thesis we will describe use of JavaScript programming language for building
web servers. From language that was used for animating web pages, JavaScript grew to
mature language for building full stack web applications. We will describe client-server model
that is used for modern web applications and REST principle that is almost indispensable for
today’s web servers. Thanks to Node.js platform we can use JavaScript outside web browser.
Node.js philosophy is small kernel that can be expanded with outside modules provided from
NPM (Node package manager) service. Combined with Express.js package for simple and
fast development of HTTP servers, we can build REST web servers that will have excellent
performances.
Keywords: JavaScript, asynchronous, client-server, HTTP, REST, Node.js, modules, NPM,
Express.js, middleware, layered architecture, dependency injection, MySQL
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