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Визуальная разработка Windows-приложений. Особенности Delphi. 
Различия меж ду Windows и DOS. Ориентация Windows-программ на 
события.
Визуальная разработка W indows-приложений
В настоящ ее время одной из самых распространенных операционных 
систем для персональных компьютеров является W indows. Свою популяр­
ность она завоевала благодаря понятному и удобному графическому ин­
терфейсу. П о большому счету, именно W indows способствовала столь ши­
рокому распространению  компьютеров: работа на уровне пользователя 
стала требовать намного меньш ей подготовки. В месте с тем написание 
W indows-приложения представляет собой более сложную задачу, чем раз­
работка программы для DOS. Необходимость детально разбираться в тон­
костях механизмов операционной системы превращ ала программирование 
под W indows в искусство, доступное немногим. Н ужен был инструмент, 
который позволил бы упростить, ускорить и, по возможности, автоматизи­
ровать процесс разработки приложений. Первый ш аг в этом направлении 
был сделан создателями W indows -  фирмой M icrosoft, выпустившими про­
граммный продукт V isual Basic. В нем была реализована идея визуальной 
разработки интерфейса с помош ью  повторно используемых компонентов 
(кнопок, меню  и т.п.). Суть идеи состояла в том, чтобы нужный компонент 
можно было просто вы брать из готового набора (щ елчком на соответст­
вующей пиктограмме), поместить его в разрабатываемое окно и, при необ­
ходимости, изменить некоторые его характеристики (надпись на кнопке, 
например), а среда разработки при этом автоматически генерировала бы 
часть кода (текста программы), связанного с этим компонентом. Таким об­
разом, проектирование интерфейса, которое занимало значительную часть 
времени при создании W indows-приложений, становилось делом куда ме­
нее трудоемким.
Следом за Visual Basic появилась разработанная фирмой Borland 
(ныне -  Inprise) среда программирования Delphi. М ы не будем подробно 
обсуждать достоинства и недостатки каждого из этих продуктов (тем более 
что с момента появления их первых версий они претерпели значительные 
изменения), однако приведем несколько аргументов в пользу Delphi. Язык 
B asic является интерпретируемым языком, в то время как Pascal (состав­
ляю щий основу Delphi) -  язык компилируемый. Это обеспечивает прило­
жениям, разработанным с помощью Delphi, большую производительность. 
К роме того, Pascal более мощный язык, чем Basic, и в полной мере позво­
ляет разработчику использовать арсенал объектно-ориентированного про­
граммирования. Н аконец, D elphi предоставляет ш ирокие возможности 
доступа к  базам  данных.
Сейчас, когда со времени выхода первых версий Visual Basic и D el­
phi прош ло уж е более пяти лет, вы пускается ряд  программны х продуктов, 
позволяю щ их разрабаты вать W indows-приложения визуально. Отметим, в 
частности, целую  серию  V isual-продуктов M icrosoft (наряду с V isual Basic 
в их числе Visual C ++, V isual J++ , V isual Fox Pro) и такие продукты фирмы 
Inprise, как C ++ B uilder (базовый язык C ++) и  JB uilder (базовый язык Java).
Особенности Delphi
С реда D elphi является визуальны м инструментом разработки прило­
жений W indows. D elphi в  значительной степени избавляет программиста от 
рутинной работы , связанной с определением поведения стандартных эле­
ментов интерфейса, таких как кнопки или меню , и дает возможность со­
средоточиться н а  алгоритме. П ри создании небольш ого приложения доста­
точно потратить несколько минут, чтобы спроектировать пользователь­
ский интерфейс. В прочем , при необходимости можно создать и консоль­
ное (вы полняю щ ееся в D O S-окне) приложение. И спользование принципов 
объектно-ориентированного программирования, реализованных в языке 
O bject Pascal (иногда в литературе -  D elphi Pascal) позволяет писать изящ ­
ный, четко структурированны й (и потому прозрачный для понимания) код. 
М ощный вы сокопроизводительны й компилятор Delphi генерирует ком­
пактные и легко переносимы е приложения.
К роме того, D elphi является удобным средством разработки прило­
жений баз данны х, в том  числе с архитектурой клиент -  сервер, совмести­
мым со многими стандартами (ODBC, IDAPI и  т.д.). Причем для создания 
простейш его приложения, вы полняю щ его стандартные операции над базой 
данных (навигацию , редактирование, вставку и удаление записей), не тре­
буется писать ни одной строки кода (с  Delphi поставляется пример такой 
программы).
D elphi такж е предоставляет развиты е средства для работы с Internet и 
мультимедиа. Н аконец, к  сущ ествующ им компонентам Delphi можно до­
бавить собственные компоненты (написав их с помощ ью  Delphi).
Возможности D elphi велики, и  не исключено, что Вы не будете поль­
зоваться какими-то из них вовсе, а о некоторых не будете даже знать. Тем 
не менее, изучить основы  Delphi под силу даж е новичку в  программирова­
нии.
Разумеется, с момента выпуска первой версии Delphi в 1995 г. (она 
работала под W indow s 3.1) и до  настоящего момента (Delphi 7 выпущена 
летом  2002 г.) среда менялась. Появились новые компоненты, хотя «ос­
новной состав» остался прежним. Были добавлены новые и усоверш енст­
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вованы уже имеющ иеся инструменты (особенно это касается интерфейса 
работы с базами данных). Среда стала более дружественной к пользовате­
лю и теперь не только пиш ет «свою » часть кода, но и стремится подсказать 
программисту, какое свойство или тип данных ему следует использовать. 
Вместе с тем основные принципы создания программ остались прежними, 
и не так уж важно, к какой из версий Delphi Вы сейчас имеете доступ. 
Научившись работать в какой-либо из них, В ы  легко разберетесь в любой 
другой с помощью подробной и  хорошо организованной справочной сис­
темы.
Различия между Windows и DOS
Если Вы имеете опы т программирования для DOS, возможно, Вам 
потребуется некоторое время, чтобы привыкнуть к  некоторы м особенно­
стям программирования для W indows. Эти особенности, разумеется, связа­
ны с тем, как устроена W indows. М ы схематично опиш ем принципы рабо­
ты программ под управлением той или иной операционной системы. Мо­
жете пропустить этот п араграф и перейти сразу к  следующему, если доста­
точно знакомы с этим вопросом. Цель нескольких следую щ их абзацев -  
убедить читателя, что W indows отличается от D OS не только графическим 
интерфейсом пользователя, делающим ее более привлекательной и понят­
ной для человека, не имею щ его большого опыта работы с компьютером. 
Windows -  это куда более мощ ная операционная система, нежели DOS.
Операционная система DOS является однозадачной. Это значит, что 
при работе DOS-приложение получает в свое распоряж ение практически 
все ресурсы системы — оперативную память, время процессора, и никакие 
другие программы не смогут использовать эти ресурсы до  тех  пор, пока 
работающая программа не завершится.
В W indows 3.1 за управление ресурсами отвечает операционная сис­
тема. Распределение памяти выглядит примерно так: все работающие в 
данный момент программы обращаются к одной и той же куче байтов, по­
мечая тот или иной байт как свой. Пока все они работаю т корректно, Win­
dows управляется с ними весьма успешно. Однако в W indows 3.1 реализо­
вана так называемая невытесняющ ая (коллективная) многозадачность. Это 
означает, что операционная система определяет только порядок, в котором 
работающ ие программы получаю т время процессора. А время, которое 
процессор будет занят некоторой программой, определяется самой про­
граммой. Поэтому сбой, случившийся при работе одной из программ, уг­
рожает стабильной работе остальных, а главное -  м ожет привести к нару­
шению работы операционной системы.
И DOS, и W indows 3.1 являются 16-разрядными операционными 
системами. Когда системе нужно сослаться на конкретную ячейку памяти, 
к которой обращается программа, она может использовать для указания
адреса этой ячейки не более чем 16-разрядные двоичные числа. Самое 
больш ое десятичное число, которое м ож ет быть записано с помощью 16 
нулей и единиц -  это  65535, известное так же, как 64 Кб. В этих 64 Кб и 
долж на бы ла оперировать программа DOS. А  если, к примеру, она должна 
бы ла работать с достаточно больш им м ассивом , добиваться этого прихо­
дилось с помощ ью  различных ухищ рений. Ограничение в 64 Кб было свя­
зано с тем, что процессоры  фирмы Intel до  версии 286 включительно могли 
одновременно оперировать не более чем с 16 битами информации. Исполь­
зование так назы ваемого защ ищ енного реж им а в W indows 3.1 позволило 
работать с 24-разрядны ми числами и адресовать до 16 Мб памяти. Н о уже 
386-й процессор являлся 32-разрядным и был готов работать с  4  Гб памяти. 
Что же говорить о P entium  IV?
В W in32 -  операционных системах (так мы будем называть 
W indows'95, W indow s N T  и  более старш ие версии 32-разрядных операци­
онных систем  W indow s) реализована многозадачность с вытеснением. К а­
ждая программа получает время процессора строго по графику -  вне зави­
симости от  того, что происходит с  другими программами. Обычно говорят, 
что каждая программа имеет свой поток, а каждому потоку операционная 
система назначает квант (интервал) времени. К огда программа запускается 
на вы полнение, операционная система создает для нее отдельное -  вирту­
альное — адресное пространство (разумеется, каждому виртуальному адре­
су долж ен быть сопоставлен адрес реально сущ ествую щ ей ячейки памяти, 
и эту задачу такж е р еш ает операционная система).
Н уж но отметить, что вы ш есказанное относится только к  32- 
разрядным программам. Когда несколько 16-разрядных программ выпол­
няются под управлением  W in32, они разделяю т меж ду собой одно и то же 
виртуальное адресное пространство, и некорректное поведение одной из 
них по-прежнему м ож ет наруш ить работу остальны х -  но только 16- 
разрядных — программ.
О риентация W indow s-программ на события
П ри работе с W indow s-программой Вы не можете не заметить, что 
программа всегда ож идает от пользователя (в данном случае, от Вас) ка­
ких-то действий. Е сли  Вы, к  примеру, напечатали столбец цифр в таблице 
Excel, то  не стоит ож идать, что программа самостоятельно вычислит их 
среднее значение. Д ля этого придется проделать некоторы е действия: вы­
звать функцию  вы числения среднего значения и указать параметры в диа­
логовом окне. И  лиш ь после нажатия кнопки «ОК» Excel займется подсче­
том. Д ругой пример: чтобы нарисовать картинку во встроенном графиче­
ском редакторе, поставляемом вместе с M S W indows, следует перемещать 
нужным образом  мыш ку, удерживая нажатой левую  кнопку. Наконец, для 
заверш ения работы  лю бого активного W indow s-приложения необходимо
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одновременно нажать клавиш и <Alt> и <F4>. Д ействия пользователя или 
системы во время выполнения приложения называют событиями.
Все W indows-приложения способны реагировать на события. Когда 
пользователь нажимает на клавишу или перемещ ает мышь, операционная 
система распознает это  и посылает приложению сообщ ение о действиях 
пользователя. Если приложение предусматривает отклик (реакцию ) на 
произошедшее событие, то будут выполнены какие-либо действия. В про­
тивном случае сообщ ение игнорируется приложением, и пользователь ни­
чего не заметит. М ожно сколько угодно перемещ ать мышь, не нажимая ее 
клавиш, над окном графического редактора -  ничего не произойдет. В то 
же время подобное перемещение мыши над раскрыты м меню  лю бого при­
ложения приводит к  выделению того или иного пункта.
Приложения DOS действуют соверш енно иначе. К огда такая про­
грамма запущ ена на выполнение, она сразу ж е начинает что-нибудь делать 
(например, предлагает пользователю ввести какие-то данны е). Чтобы уз­
нать, не нажал ли пользователь какую-либо клавишу, не передвинул ли он 
мышь, программе приходится самой спрашивать об  этом операционную 
систему, вызывая соответствующ ие встроенные процедуры.
Итак, программа, работающ ая под управлением DOS, должна само­
стоятельно запраш ивать операционную систему о каких-либо конкретных 
действиях пользователя (принято говорить о процедурной модели DOS). 
Программа, работаю щ ая под управлением W indows, ож идает сообщений 
от операционной системы и имеет возможность либо отреагировать на со­
общение, либо проигнорировать его (принято говорить об ориентирован­
ной на события или же основанной на сообщ ениях модели Windows).
Глава 1. Delphi. Первое знакомство
И нтегрированная среда разработ ки Delphi. Практикум. Анатомия 
проекта. Файлы форм. Классификация лексем. Подробно 6 структуре 
проектов и модулей.
Интегрированная среда разработки Delphi
К огда В ы  запустите Delphi -  двойным щ елчком на соответствующем 
значке или с помощ ью  меню  «Пуск» -  В ы  увидите на экране монитора не­
сколько окон (Рис.1.1). Вверху располагается главное окно Delphi, содер­
жащ ее главное меню , панель инструментов (почти два  десятка так назы­
ваемы х «быстрых» кнопок с пиктограммами, соответствую щ их основным 
пунктам главного меню) и П алитру К омпонентов. Главное меню содержит 
множество команд: как стандартных для W indow s-приложений (открытия 
и  сохранения файлов, редактирования, поиска), так  и специфичных для 
Delphi. В дальнейш ем мы хотя бы несколько строчек посвятим описанию 
каждого из пунктов меню, но будем делать это по м ере надобности. Ко­
нечно, если В ы  программировали н а  Pascal или С и пользовались при этом 
инструментами фирмы Borland, назначение многих пунктов меню окажет­
ся для Вас очевидным.
К ак обычно, можно управлять отображ ением  и расположением «бы­
стрых» кнопок. Более того, с помощ ью  мыш и мож но перемещ ать любую 
инструментальную  панель в любое удобное с точки зрения пользователя 
место экрана. В последних версиях D elphi реализована технология пла­
ваю щ их окон (dockable w indows, буквально -  способных пристыковывать­
ся), которая позволяет пользователю соединять и размещ ать по своему ус­
мотрению как сущ ествующ ие панели инструментов и окна Delphi, так и 
созданные им  панели инструментов. К роме того, она м ожет быть легко ис­
пользована в приложениях.
■ / П ри м е ч а н и е . Плавающим окном является, например, панель Microsoft Of­
fice. Ее можно расположить в любом месте экрана монитора или же «закре­
пить» у  какого-либо края экрана.
П алитра К омпонентов состоит из нескольких страниц и  содержит 
основные «строительные блоки» D elphi -  компоненты , сгруппированные в 
соответствии со своим назначением. В дальнейш ем, описывая компонен­
ты, мы будем  у казы вать их стандартное размещ ение. Отметим, что пользо­






уже размещ енные и, более того, м ож ет создавать и  удалять целые страни­
цы  П алитры.
П ока можно представлять себе компоненты как заготовки элементов 
управления. Это, конечно, не слиш ком корректное утверждение, но оно 
хорош о иллю стрирует суть дела. Н апример, на странице Standard распола­
гаются такие компоненты, как Button (кнопка), М ашМ епи (главное меню), 
Edit (элемент редактирования). Эти элементы управления знакомы любому 
пользователю Windows.
S  П ри м еча н и е . Если подвести к  пиктограмме на Палитре Компонентов 
указатель мыши и задержать его на одну-две секунды, то чуть ниже пикто­
граммы появится маленькое окошко (hint) с  названием компонента. Так, если 
остановить мыш ку над компонентом метки (большая буква А), Вы увидите 
маленький прямоугольник с  надписью «Label».
К аждый компонент обладает определенным (фиксированным для 
данного компонента) набором присущ их ему свойств -  разнородных ха­
рактеристик, которы е чащ е всего определяю т внеш ний вид компонента и 
его связи с другими компонентами. К роме набора свойств у  компонента 
существует такж е набор событий, на которы е он способен реагировать. 
Так, например, компонент Button -  это  кнопка стандартного размера (в 
Delphi 6.0 -  25x75 пикселей), которая готова отреагировать более чем на 
полтора десятка событий (в том  числе наж атие кнопки, перемещение над 
ней мыш и, потерю фокуса), но еще «не знает» как. Задача программиста и 
заклю чается в том, чтобы добавить необходимую  специфику каждом)' ис­
пользуемому им компоненту.
Главное окно всегда будет находиться на экране, когда Вы работаете 
в Delphi: его минимизация или закры тие приведут, соответственно, к ми­
нимизации или закры тию  всех окон Delphi. Остальные окна независимы 
друг от друга.
С лева под  главным окном  располагается окно Инспектора Объектов 
(Object Inspector). И нспектор О бъектов имеет две страницы -  свойств 
(Properties) и событий (Events). Этот инструмент позволяет получить дос­
туп ко всем использованным компонентам. Н а странице свойств опреде­
ляю тся различные характеристики компонентов, а на странице событий -  
действия, которы е этот компонент должен выполнять, когда происходит то 
или иное событие. Обе страницы разделены на две части: слева располо­
жены названия свойств или событий, а справа -  значения свойств или на­
звания обработчиков событий. П равая часть страницы событий изначально 
всегда пуста.
^  П рим ечание. Обработчиком события (event handler) называют специаль­
ную процедуру (часть программного кода), которая описывает реакцию ком­
понента на произошедшее событие (и будет выполняться при наступлении 
этого события).
Справа от Инспектора Объектов находится Проектировщ ик Форм 
(Form Designer), который мы ради простоты будем часто называть окном 
формы. Форма -  это особый компонент, реализую щ ий стандартные воз­
можности окна W indows (по сути, заготовка окна). И менно в форме Вы 
будете размещ ать компоненты, выбранные из Палитры Компонентов. Сле­
дует учитывать, что при работе приложения Вы увидите на экране при­
мерно то же самое, что и во время разработки: Delphi действует по прин­
ципу WYSIWYG (W hat Y ou See Is W hat You G et -  Что В ы  Видите, To Вы и 
Получаете). Н а рисунке -  только одна форма, но в сложном приложении 
может быть несколько (и даже несколько десятков) форм. Для добавления 
новой формы следует воспользоваться соответствующим пунктом главно­
го меню: П алитра К омпонентов не предоставляет такой возможности.
Сразу после запуска Delphi окно Редактора Кода (Code Editor) обыч­
но скрывается за окном формы (на рисунке эти окна расположены так, 
чтобы их было видно одновременно). Окно Редактора Кода на рисунке со­
держит только одну страницу с  названием U n itl . Страниц м ожет быть мно­
го, причем действует правило: каждой форме соответствует страница, ко­
торая автоматически создается Delphi при добавлении этой формы. Такая 
страница уже содержит определенный код (текст программы), подобный 
тому, который можно видеть в U n itl. М огут существовать страницы, не 
связанные с формами, но не существует форм, не связанных со страница­
ми. Если закрыть страницу, соответствующую некоторой форме, эта форма 
также исчезнет с экрана (обратное неверно).
В окне Редактора Кода Вы будете писать Вашу программу, точнее, 
ту ее часть, которую не сможет написать Delphi. Разумеется, реализация, 
например, численного метода решения уравнения останется за программи­
стом, хотя и в этом случае некоторые «приятные мелочи» способны облег­
чить работу. А  вот при разработке интерфейса приложения Delphi автома­
тически генерирует значительную часть кода. Так, при помещении на 
форму какого-либо компонента из Палитры Компонентов его описание 
сразу ж е появляется в окне Редактора Кода.
В последних версиях Delphi (начиная с 4) слева к окну Редактора 
Кода обычно пристыковы вается окно Проводника Кода (Code Explore]'). 
Это окно содержит информацию о типах, переменных, константах, проце­
дурах и функциях, модулях, используемых приложением. Проводник Кода 
также позволяет быстро осуществлять навигацию по коду.
'S  П р им ечан ие . Кроме описанных выше окон, на рабочем столе Windows мо­
гут присутствовать и другие, например, Менеджер Проектов (Project Man­
ager) или окна от ладки (Debug Windows). Чтобы открыть их, следует вос­
пользоваться соответствующими командами меню. Подробное описание ра­
боты с  этими и другими окнами будет дано в главе «Интегрированная среда 
разработки».
Практикум
П р и м е р  1 .1 . В а ш  п е р в ы й  п р о е к т
В D elphi принято использовать термин «проект» (Project) для обо­
значения разрабатываемого приложения. П роект состоит из файлов моду­
лей (unit source files), каж ды й из которы х должен иметь имя, отличное от 
имени проекта. D elphi обеспечивает автоматическое именование проектов 
и  файлов, их составляю щ их, но лучш е, если В ы  сами будете давать ин­
формативные имена Ваш им файлам и  проектам. С точки зрения автора 
удобно разработать собственную  систему именования (хотя бы в рамках 
одного п роекта), а каждый проект размещ ать в отдельном каталоге.
Н аступило время перейти от слов к  делу и  создать Ваш первый про­
ект. П о традиции это будет приветствие миру: «Привет, мир!» (или «Hello, 
world!» -  как Вам  больш е нравится). С  помощ ью  D elphi можно создать 
множество вариантов приветствия, и два из них будут реализованы.
В первой версии программы-приветствия не потребуется писать ни­
какого кода. Н ачните новый проект, выбрав в меню «File» пункт «New A p­
plication» (в дальнейш ем мы будем использовать для обозначения пунктов 
главного меню  сокращ енную  запись, например: «File» | «New
Application»). Ф орма, которую  Вы увидите на экране, имеет заголовок 
Form l. М ы  заменим стандартный заголовок формы строкой приветствия. 
Щ елкните м ыш кой по  заголовку Инспектора Объектов, чтобы активизиро­
вать его. И нспектор О бъектов сейчас отображает свойства формы (других 
объектов у нас пока просто нет). Выберите на странице «Property» свойст­
во Caption (скорее всего, эта строчка сразу окажется подсвеченной) и вме­
сто строки « F orm l»  наберите:
П р и в ет , мир!
Текст заголовка формы сразу ж е изменится.
S  П р им ечан ие . Вполне возможно, что Delphi не захочет сразу  «загово­
рить» по-русски. Выберите в диалоговом окне, вызываемом с помощью  
«Tools» | «Editor Options», страницу «Display» и в выпадающем списке «Editor 
font» найдите кириллический шрифт  (например, Courier New Суг). (В более 
ранних версиях D elphi нужно обратиться к  пункту меню «Environment 
Options».)
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Из довольно длинного списка свойств формы обратите внимание на 
четыре: Height, W idth, Left, Тор. Первые два обозначают высоту и ширину 
формы (в пикселях) соответственно, вторая же пара указы вает расположе­
ние формы на экране относительно его левого верхнего угла. Попробуйте 
изменить размеры формы с помощью мыш ки -  и значения свойств H eight и 
Width тотчас же изменятся в Инспекторе Объектов. П еремещ ение формы 
немедленно отразится на значениях свойств Left и Тор. М ожно поступить 
и наоборот: менять значения свойств в Инспекторе Объектов. Ф орма изме­
нит свой вид или местоположение в соответствии с новыми значениями 
свойств.
После того, как Вы получите окно желаемых размеров, и расположи­
те его на экране так, как Вам захочется, следует сохранить проект. Выбе­
рите «FiIe»|«Save Project A s...» , чтобы вызвать обычное диалоговое окно 
Windows сохранения файла. D elphi предложит Вам сохранить файл под 
именем U nitl.pas в  рабочем каталоге по умолчанию (возможно, это будет 
каталог Projects, создаваемый при типичной инсталляции Delphi). Вы мо­
жете согласиться с предложенными именем и каталогом, но лучш е выбе­
рите (или создайте) свой каталог для хранения проекта (например, подка­
талог Hello в каталоге C hapterl) и назовите файл h l_F irst.pas. Когда Вы 
нажмете <ОК>, появится следующее диалоговое окно, в котором требуется 
ввести имя проекта. П о умолчанию проект будет сохранен в том  же ката­
логе, в котором В ы  только что сохранили файл. Назовите проект h ello l.dpr 
и нажмите <ОЮ>.
П рим ечание. Принцип именования файлов практически во всех главах 
пособия состоит в следующем: перед именем файла (которое, по возможно­
сти, отражает его назначение) ставится префикс из сокращенного до двух­
трех букв имени проекта и символа подчеркивания (в данном случае h 1 „ -  из 
heltol).
Никогда не называйте файл и проект одинаковыми именами! Delphi не 
позволит Вам этого сделать, выдэе сообщение об ошибке. Однако при ра­
боте с некоторыми младшими версиями можно таким образом потерять со­
держимое файла.
Теперь выполните команд)' «Run» из одноименного меню (или на­
жмите кнопку с зеленым треугольником на панели инструментов) -  и Вы 
увидите Ваше первое W indows-приложение в работе. Обратите внимание: 
с экрана исчез Инспектор Объектов, стали недоступными некоторые «бы­
стрые» кнопки и  пункты меню. Редактор Кода и Палитра Компонентов по- 
прежнему остаю тся видимыми. И, главное, на панели задач W indows поя­
вилась кнопка с названием «Не!1о1».
П р и м е ч а н и е . Команда «Run» выполняет два действия: компиляцию при­
ложения и  последующий запуск его на выполнение.
Компьютер «понимает» только машинные коды, и в роли «переводчика» с 
Object Pascal выступает компилятор Delphi. Поэтому прежде чем приложе­
ние сможет быть исполненным, оно должно быть откомпилировано. Вы мо­
жете сначала выбрать команду «Compile h e llo l» из меню «Project», и только 
затем -  команду меню «Run» | «Run».
Отметим, что выбор команды «Run» приводит к  компиляции приложения в 
том случав, если оно не было откомпилировано ни разу или если с момента 
последней компиляции были внесены какие-либо изменения.
Как мы уж е говорили, форма автоматически реализует стандартные 
возможности лю бого W indows-окна. Э то значит, что можно менять разме­
ры окна, перемещ ать его по экрану, свернуть его или, напротив, развернуть 
на весь экран. Чтобы  заверш ить работу приложения и  вернуться в Delphi, 
нужно нажать на кнопку с крестиком в правом верхнем углу окна (или 
воспользоваться клавиатурной комбинацией <Alt> <F4>).
К а к и е  ф а й л ы  с о з д а е т  D e l p h i
А  теперь посвятим  несколько минут изучению  файлов, которые соз­
дала среда D elphi при компиляции приложения (полный список файлов в 
каталоге, в  котором  был сохранен проект, можно получить, например, с 
помощью П роводника W indows). Вы обнаружите файлы hl_First.dcu, 
h l_First.dfm , h lJF irs t.p a s , H ello l.cfg , H ello l.do f, H ello l.dp r, H eilo l.exe и 
H ellol.res. С уммарно эти ф айлы занимаю т 291 Кб, причем размер испол­
няемого ф айла H e llo l.ex e  составляет 286 Кб (возможно, у В ас получатся 
несколько ины е циф ры ). Н е так уж мало для одного небольш ого приложе­
ния. К аким бы больш им ни был Ваш ж есткий диск, В ам  хотя бы иногда 
приходится «наводить порядок» и удалять не слиш ком нужные файлы. П о­
этому полезно знать, какие из файлов Delphi мож но удалять без опаски.
Разработчики D elphi подразделяю т создаваемые ею файлы на три 
большие группы:
—  файлы, содерж ащ ие исходный код (Pascal source files);
—  файлы, генерируемы е компилятором (com piler-generated files);
—  другие ф айлы , используемые при построении приложений (other 
files used  to build  application);
(названия приводятся в  соответствии со справочной системой 
Delphi).
К группе файлов, содержащ их исходны й код, относят файлы:
 с расш ирением  .pas -  файлы модулей (unit source files), в которых со­
держится код  В аш его проекта. Их не следует удалять, если В ы  не собирае­
тесь полностью  уничтож ить проект. Вы можете удалять резервные копии 
этих файлов, которы е сохраняю тся с расш ирением .~ра;
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—  с расш ирением .dpr -  файлы проектов (project files). Каждому приложе­
нию Delphi соответствует единственный файл проекта и один или несколь­
ко файлов модулей. Файл проекта содержит команды, позволяю щ ие со­
брать воедино Ваш е приложение (для тех, кто имеет опы т программирова­
ния на Pascal: файл проекта является в некотором смысле аналогом главно­
го (main) ф айла в программе, состоящей из нескольких модулей). Н е сле­
дует менять что-либо в этом файле без большой необходимости. Н е следу­
ет также удалять этот файл, если, конечно, Вы не собираетесь уничтожить 
весь проект. Д ля этого файла также создается резервная копия с расшире­
нием .-dp , которую  можно удалить;
—  с расш ирением .dpk -  файлы пакетов (package source files). Эта файлы 
подобны файлам проектов (и обращаться с ними следует также), но ис­
пользуются при создании пакетов — динамически связываемых библиотек 
специального вида.
Фактически все файлы исходного кода являю тся текстовыми файла­
ми, написанными по определенным правилам. Компилятор производит их 
синтаксический анализ и затем преобразовывает в маш инный код, понят­
ный компьютеру.
П рим ечан ие. Вы можете «проследить» за процессом компиляции, вклю­
чив опцию «Show com piler progress» на странице «Preferences» диалогового 
окна, вызываемого с помощью «Tools» \ «Environment Options».
Компилятор Delphi генерирует файлы:
—  с расш ирением .dcu -  файлы, содержащие скомпилированный код мо­
дулей программы. При первой компиляции для каждого файла модуля соз­
дается файл с тем  же именем, что и у файла модуля, но расш ирением .dcu. 
В дальнейшем D elphi будет компилировать только новые файлы модулей 
(поскольку не находит для них файлов с расширением .dcu) н файлы, в ко­
торых были сделаны изменения со времени последней компиляции. Ко­
нечно же, .dcu-файлы  всегда можно восстановить при компиляции прило­
жения. Однако сущ ествую т ситуации, когда удаление этих файлов создает 
большие проблемы (при разработке и использовании собственных компо­
нентов). А  пока Вы работаете с простыми приложениями, не случится ни­
чего страш ного, если В ы  удалите эти файлы;
—  с расш ирением .ехе — исполняемые файлы. Файл с таким расширением 
создается путем компиляции файла проекта, когда созданы все файлы .dcu 
для файлов модулей, составляющ их проект. Он содержит весь скомпили­
рованный код и формы. Файл .ехе имеет то же имя, что и файл проекта. 
Наличие .ехе-файла позволяет запускать приложение (как из интегриро­
ванной среды, так и вне ее). Исполняемые файлы имею т достаточно боль­
шой размер и н е  слишком уменьшаются при помещ ении их в архив. Если 
готовое приложение не будет часто использоваться, исполняемый файл
мож но удалить: восстановить этот файл (если на Ваш ем компьютере уста­
новлена D elphi) -  дело нескольких минут;
—  с расш ирением .dll -  ф айлы -библиотеки динамической компоновки 
(DLL -  D ynam ic L inked Library). В таких библиотеках содержатся проце­
дуры и функции, к  которы м могут обращ аться несколько программ одно­
временно. Сущ ественно, что при исполнении программы библиотеки за­
гружаю тся в память в  нужный м ом ент и вы гружаю тся, как только про­
грамма перестает к ним обращаться. Если В ы  сами написали библиотеку и 
у Вас есть ее полны й исходный код, м ож ете при необходимости удалить 
.dll-файл;
v'' П ри м еча н и е . С л ед у ет  очень осторожно обращаться с файлами .dll, ко­
торые созданы не Вами. Библиотеки динамической компоновки играют очень 
важную роль в операционной системе Windows. Загляните, например, в ка­
талог Windows \ System или Delphi \ Bin — и Вы насчитаете не один д есяток 
файлов с расширением .dll, которые обеспечивают работ у Windows и Delphi. 
Иногда файлы, содержащие библиотеки динамической компоновки, имеют 
расширение, отличное от .dll, например, .drv.
—  с расш ирением .bpl -  файлы, создаваемые при компиляции пакетов. Эти 
файлы имею т то же имя, что и файлы с расш ирением .dpk. Фактически это 
W indows D LL с некоторы ми специфическими для Delphi особенностями;
—  с расш ирением .dcp -  файлы, создаваемы е при компиляции пакетов. 
Каждому файлу с расш ирением .dpk соответствует единственный файл с 
таким же именем и расш ирением .dcp. Такой файл содержит заголовок па­
кета и  все .dcu-файлы  пакета, просто присоединенные один к  другому (как 
если бы над  ними выполнили операцию  конкатенации). Обращаться с ни­
ми нужно так  ж е, как с файлами .dcu.
К роме описанных выше, D elphi создает при построении приложений 
файлы:
—  с расш ирением .d&n -  файлы форм, разновидность файлов ресурсов 
W indows (файлы ресурсов W indows -  это специальны е файлы, в которых 
содержатся видимые и  (или) логические элементы программ, например, 
растровые изображ ения, меню, таблицы строк). Они отвечают за визуаль­
ное представление Ваш его проекта: всякое приложение Delphi (за исклю­
чением консольного) имеет, по крайней мере, одну форму. Каждый .dfm- 
файл содержит двоичное представление одной формы и ему обязательно 
соответствует .pas-файл с тем же именем. У далять файлы с расширением 
.dfm следует только в том  случае, когда удаляется весь проект. Отметим, 
что ID E D elphi дает возможность просматривать и даже редактировать 
файлы форм в текстовом представлении;
 с расш ирением  .res -  стандартные файлы ресурсов W indows, содержа­
щ ие ярлыки (icons) приложений. Каждому приложению  соответствует .res-
файл, имеющ ий то же имя, что и файл проекта. Если Вы не изменяете яр­
лык, который Delphi предлагает по умолчанию , м ож ете при большой необ­
ходимости удалить этот файл: восстановить его несложно. К  файлам ре­
сурсов, имена которых не совпадаю т с именами приложений, следует от­
носиться осторожно;
—  с расширением .dof — файлы, содержащ ие настройки компилятора и 
компоновщика, установленные в диалоговом окне «Project»]«Options» 
(«Параметры проекта»). Каждому проекту соответствует один файл с рас­
ширением .dof и именем, совпадаю щ им с именем проекта. Н е рекоменду­
ется удалять этот файл по крайней мере до  тех пор, пока работа над проек­
том не завершена;
—  с расширением .dsk — файлы, содержащие конфигурацию  рабочей об­
ласти и некоторые другие настройки ГОЕ, в основном установленные в 
диалоговом окне «Tools»|«Environment Options». Для каждого проекта соз­
дается свой файл с расш ирением .dsk с тем же именем, что и файл проекта. 
Его также не рекомендуется удалять до заверш ения работы над проектом;
—  с расширением .cfg — файлы конфигурации проекта, содержащие дирек­
тивы компилятора. Каждому файлу проекта соответствует файл с таким же 
именем и расширением .cfg. П ока работа над проектом не завершена, уда­
лять этот файл не следует.
Это все еще не полны й список файлов, которы е могут быть созданы 
Delphi при разработке приложений. Н о поскольку роль других типов фай­
лов ограничена «узкой специализацией» использующ их их приложений 
(например, приложений баз данных), мы будем рассматривать их по мере 
необходимости.
"S П рим ечание. Если Вы работаете с другой версией Delphi, то, возможно, 
не обнаружите файлов с какими-либо расширениями. Так, например, пакеты 
были введены только в Delphi 3, а роль файлов .dof в Delphi 1 выполняли фай­
лы .opt. Уточнить, зачем нужны файлы с теми или иными расширениями, 
можно с  помощью справочной системы.
П р и м е р  1 .2 . С о з д а н и е  о б р а б о т ч и к а  с о б ы т и я
Созданное Вами приложение hello l не делало почти ничего, только 
выводило на экран окно с заголовком «Привет, мир!». Обыкновенное пус­
тое окно Windows, которое можно переместить, увеличить или уменьшить, 
свернуть, закрыть. Сейчас мы рассмотрим создание приложения, которое 
будет реагировать на определенные Вами события.
Окно нового приложения уже не будет пустым: в нем будет два ком­
понента. Процесс помещения на форму компонентов из Палитры Компо­
нентов интуитивно ясен. Достаточно щелкнуть левой клавиш ей мыши по 
нужному компоненту на Палитре, а затем -  в форме. Если Вы выбрали не
тот компонент, вы бор мож но отменить щелчком н а  кнопке со стрелкой 
слева от П алитры Компонентов.
Начните новы й проект и поместите на форму метку (Label) и кнопку 
(Button) со страницы Standard Палитры Компонентов. По умолчанию , при 
помещении на форму D elphi дает компонентам соответствующие имена, 
добавляя порядковы й номер. Н умерация ведется отдельно для компонен­
тов каждого типа. Так, помещ енные В ами на форму компоненты получат 
имена Button] и Ь аЬ еП .
К огда компоненты  находятся на форме, их можно перемешать или 
изменять их разм еры  с помощ ью  мыш и или Инспектора Объектов. Более 
широкие возможности по редактированию  предоставляет меню «EdiP>, ряд 
пунктов которого дублирован в  контекстном меню, вы зываемом нажатием 
правой клавиш и мыш и в  области формы. Н екоторые действия можно про­
изводить н ад  группой вы деленны х компонентов.
■S П рим ечан ие. Если компонент выбран (выделен), то на форме он обрам­
лен маленькими черными прямоугольниками -  маркерами. Чтобы одновре­
менно выделить на ф орме несколько компонентов (группу), следует щелк­
нуть по каждому из них мышкой, удерживая нажатой клавишу <Shift>. Гоуппа 
компонентов выделяется серыми маркерами.
Так, например, компоненты легко вы равнивать друг относительно 
друга, выбирая пункт меню  «Edit» | «A lign ...»  или же соответствующий 
пункт контекстного м еню  и отмечая в появляю щ емся диалоговом окне 
нужные способы вы равнивания по горизонтали и по вертикали. Выделите 
компоненты B u tton l и  L abell как группу и  вы ровняйте их по левым сторо­
нам (Left sides).
Как и ф орма, компоненты  кнопки и метки имею т свойство Caption 
(Заголовок). Замените в И нспекторе О бъектов заголовок кнопки строкой 
«Щ елкни!» (или «Click me!»), а заголовок метки -  пустой строкой. Вы мо­
жете действовать при этом  двум я способами: активизировать Инспектор 
Объектов и, поочередно вы брав B utton l и L abell из выпадающего списка, 
произвести необходимые изменения, или же выбирать компонент на фор­
ме, а затем обращ аться к  И нспектору О бъектов -  он переключится на вы­
бранный Вами ком понент самостоятельно.
Теперь перейдите на страницу событий Инспектора Объектов для 
компонента B u tto n l. В ы  увидите достаточно длинный список событий, на 
которые м ожет прореагировать кнопка. Н ас сейчас интересует только со­
бытие OnClick, означаю щ ее одинарны й щ елчок на кнопке левой клавишей 
мыши.
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S  П рим ечание. Наименования всех событий в Инспекторе Объектов начи­
наются с префикса On (с англ. -  Включено). Это общепринятое соглашение, 
а не обязательное требование.
Выберите событие ОпСНск. В поле события (т.е. в правой части 
страницы в выбранной строке) появится кнопка со стрелкой -  признаком 
выпадающего списка. В настоящий момент он не содержит ни одного эле­
мента. Дважды щ елкните левой клавиш ей мыш и в верхней строке списка, 
В  результате активизируется Редактор Кода, в котором появятся (автома­
тически) следующие строки:
p r o c e d u r e  TForml.ButtonlClick. (Sender: TObject); 
begin
e n d ;
Delphi создала «заготовку» обработчика события — одинарного 
щелчка левой клавиш ей мыш и (Click) на компоненте B u tto n l. Кроме этого, 
в поле события OnCIick добавится название обработчика этого события 
ButtonlC lick.
Название обработчика события создается средой Delphi по следую­
щему правилу: к имени компонента (B u tton l) добавляется наименование 
события без префикса On. Квалификатор T Form l в названии процедуры 
фактически означает, что кнопка Buttonl расположена на форме Forral. 
Пустая строчка между begin (начать) и end (кончить) предназначена для 
кода, который должен быть написан программистом. Конечно, он может 
занимать больше, чем одну строку, но сейчас нам вполне хватит отведен­
ного пространства. Напечатайте между begin и  end:
Labell.Caption := 'Привет!';
'S  П рим ечан ие. Знак «:=» представляет собой единое целое (пишется без 
пробела) и  обозначает операцию присваивания. В результате выполнения 
этой операции переменная, расположенной слева от знака операции, получа­
ет значение (выражения), расположенного справа от знака операции.
Итак, процедура, которую Вы (совместно с Delphi) написали, обес­
печивает получение свойством Caption компонента Labell в качестве зна­
чения строки 'Привет!', причем только тогда, когда во время выполнения 
приложения на кнопке Buttonl (имеющ ей заголовок «Щ елкни!») пользова­
тель щелкнет левой клавиш ей мыши.
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П рим ечан ие . Следует четко понимать разницу между приложением во 
время проект ирования и приложением во время выполнения. Во  время проек­
тирования Вы  м о ж е те  помещать на ф орму компоненты из Палитры компо­
нентов (или удалять их), изменять их размеры и расположение, определять 
события, связанные с ними. Однако эти события могут наступить только 
во время выполнения. Так, щелчок левой клавишей мыши на кнопке Buttonl во 
время разработки приведет к  выделению ее черными маркерами, а то же  
действие во время выполнения изменит заголовок метки.
Сохраните В аш  проект под именем hello2.dpr, а файл с исходным ко­
дом — п од  именем  h2_Second.pas и запустите его на вы полнение (Windows 
3.1 не поддерж ивает длинны х имен файлов, и  если Вы работаете в этой 
среде, сократите имя ф айла до h2_Secnd.pas). В ы  увидите форму с кноп­
кой. Щ елкните по кнопке мыш кой, и в том  месте, где во время проектиро­
вания была располож ена метка, появится надпись «Привет!».
Заверш ите работу  приложения hello2 с помощ ью  системного меню 
или клавиатурной комбинации <Alt><F4> и вернитесь в Delphi. В следую­
щем разделе мы займ ем ся подробным изучением внутреннего устройства 
проекта.
Анатомия проекта
Delphi позволяет создавать как приложения с графическим пользова­
тельским интерфейсом (GUI, Graphic U ser Interface), так и  консольные, вы­
полняющиеся в окне D O S. Консольному прилож ению  не нужна форма, и 
оно может состоять только из одного ф айла исходного кода (файла .dpr). А 
приложение GUI содерж ит хотя бы одну форму, и, следовательно, должно 
содержать по крайней м ере два файла исходного кода -  файл проекта и 
файл модуля, связанного с формой.
Давайте посмотрим, как устроен проект, создаваемый Delphi, на 
примере проекта Не11о2. Файлов, содержащ их исходны й код, всего два: 
h2JSecond.pas и H ello2.dpr. П о умолчанию D elphi не показы вает файл про­
екта в окне Р едактора Кода. Этот файл полностью генерируется Delphi, и 
необходимость редактировать его возникает довольно редко. Чтобы про­
смотреть содерж имое ф айла проекта, выберите в меню  «Project» команду 
«View Source». В окне Редактора Кода рядом с закладкой «h2_Second» 
появится вторая закладка «Не11о2». Файл проекта долж ен содержать сле­
дующие строки:
Л и сти н г  1 . 1 .  Файл h e l l o 2 . d p r
01 p r o g r a m  h e l l o 2 ;
02
03 u s e s
04 F orm s,
05 h 2 _ S e c o n d  i n  'h 2  S e c o n d .p a s ’ ( F o r m l ! ;
06
07 f$R  * .R E S )
OB
09 b e g i n
10 A p p l i c a t i o n . I n i t i a l i z e ;
11 A p p l i c a t i o n .C r e a t e F o r m f T F o r m l ,  F o rm l) ;
12 A p p l i c a t i o n .R u n ;
13 e n d .
S  П рим ечан ие . Ha самом dene Delphi не нумерует строки. Номера постав­
лены автором, чтобы облегчить ссылки на ту или иную строку.
П рим ечан ие. Жирным шрифтом Delphi выделяет зарезервированные 
(ключевые) слова языка Object Pascal (reserved words, keywords). Эти слова 
имеют строго определенное значение, которое не может быть изменено 
программистом. Полный список зарезервированных слое можно получить с 
помощью справочной системы Delphi.
Отметим, что среда Delphi безразлична к  регистру символов, поэтому, на­
пример, Hello2, hello2, H ELL02 или даже hELI02 означает для нее одно и то 
же. Это относится и к  зарезервированным словам.
В файле проекта (часто называемом программой) выделяют сле­
дующие разделы: заголовок (heading), предложение uses (uses clause, не­
обязательный элемент) и блок (block o f  declarations and statements, дослов­
но: блок объявлений и операторов). Все эти разделы можно видеть в Лис­
тинге 3.1.
Заголовок (строка 01) состоит из зарезервированного слова program  
(программа), которое позволяет компилятору идентифицировать данный 
файл как файл проекта приложения, и имени проекта. Заверш ается заголо­
вок программы точкой с запятой. В нашем случае имя проекта -  heilo2.
^  П рим ечан ие. Проект получает имя при сохранении проекта. Файл про­
екта и сам проект не могут иметь разные имена: таково т ребование Delphi.
Вторая строка пуста, равно как и строки Об и 08. В ообш е говоря, 
пустых строк могло бы не быть вовсе, но пространственное разделение ло­
гически обособленных блоков кода делает текст программы более ясным 
для понимания и удобочитаемым. Имейте это в виду, когда будете писать 
свой код.
Строка 03 начинается с ещ е одного зарезервированного слова -  uses 
(использует). Это слово открывает список имен всех использованных мо­
дулей, который обычно называют предложением uses. В этот список вхо­
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дят имена как стандартны х (входящих в состав самой Delphi) модулей, так 
и пользовательских (в данном случае написанных Вами). Они перечисля­
ются через запятую , а в конце списка ставится точка с запятой. Имена мо­
дулей м огут следовать в  л ю бом порядке, однако принято записывать имена 
пользовательских модулей после имен стандартных.
Следую щ ие две строки (04 и 05) указывают, что ж е именно исполь­
зует программа: стандартный модуль Form s, позволяющий приложению 
работать с формами, и  В аш  модуль h2_Second. D elphi знает, где найти 
стандартный модуль, а для модуля, написанного Вами, приходится указы­
вать (с помощ ью  зарезервированного слова in), что он содержится в файле 
h2_Second.pas.
■S П р им ечан ие . Вели ф айл проекта и ф айл модуля находятся в разных ка­
талогах, будет указано не т олько имя файла, но и путь к  нему.
К роме этого, в  ф игурных скобках указана форма, которая связана с 
этим файлом. Как правило, все, что записывается в фигурных скобках, 
считается комментарием и  игнорируется компилятором. Существует лишь 
одно исклю чение -  комментарий вида {$ ...} . Такой комментарий называ­
ется директивой компилятора.
Примером директивы  компилятора является строка 07. Включение 
директивы ($ R  * .R ES) в  файл проекта позволяет связать файл ресурсов 
(как правило, в нем  содержится пиктограмма) с приложением. Отметим, 
что символ * в директиве $R  обозначает имя ф айла с  исходным кодом (без 
расширения), в котором  эта директива находится.
Строки 09 и  13 являю тся началом и  окончанием блока кода (тела 
программы). С троки, располож енны е между ними, обеспечивают инициа­
лизацию приложения (Ю ), создание формы Form l (11) и  запуск приложе­
ния ва вы полнение (12). Б лок кода (а вместе с ним и программа) заканчи­
вается точкой.
Теперь обратимся к  модулю  h2_Second и  проанализируем его по­
строчно. Ф айл модуля несколько отличается от ф айла проекта. Переклю­
читесь в Редакторе К ода н а  закладку h2_Second, и Вы увидите значительно 
более пространный код. Сейчас мы ограничимся описанием, его основных 
разделов и проведем их сравнение с разделами файла Hello2.dpr.
Л и сти н г  1 . 2 .  Файл h 2  S e c o n d .p a s
01 u n i t  h2__Second;
02
03 i n t e r f a c e
04
05 u s e s
06 W indow s/ M e s s a g e s ,  S y s U t i l s ,  C l a s s e s ,  G r a p h ic s ,
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I P u b l i c  d e c l a r a t i o n s  )
private
( P r i v a t e  d e c l a r a t i o n s  I
TForm l = c l a s s (TForm)
L a b e l l :  T L a b e l ;
B u t t o n l : T B u tto n ;
procedure B u t t o n l C l i c k ( S e n d e r :  T O b je c t ) ;
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25 ($R  *.D F M }
26 procedure T F o rm l. B u t t o n l C l i c k (S e n d e r : T O b je c t ) ;
27 begin




В этом файле можно вы делить следующие части: заголовок модуля 
(строка 01), интерфейсны й раздел (строки 03 -  22), раздел реализации 
(строки 23 -  29) и раздел инициализации, содержащий в данном случае 
только зарезервированное слово end  (строка 31). Эти разделы обязательно 
присутствуют в лю бом модуле.
Заголовок модуля состоит из ключевого слова u n it  и имени модуля 
(h2_Second). И мя модуля долж но совпадать с именем файла, в котором он 
содержится. Компилятор ищ ет модуль в одноименном файле, и, если не 
находит, производит поиск имени файла, совпадаю щего с именем модуля, 
усеченным до 8 символов. Вы не должны вручную менять имя файлов мо­
дулей и проектов. Поэтому самый безопасный путь -  сразу после создания 
нового модуля сохранять его как файл под нужным именем. Заголовок мо­
дуля, как и заголовок программы, завершается точкой с запятой.
Раздел интерфейса начинается зарезервированным словом interface 
и  продолжается до начала раздела реализации. Это -  «видимая» часть мо­
дуля. Вся информация, содержащаяся в нем (объявления типов, констант, 
переменных, процедур), м ожет быть доступна другим модулям и програм­
мам.
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Раздел реализации начинается зарезервированны м словом im plem en­
ta tio n  и  продолжается до начала раздела инициализации. Раздел реализа­
ции -  «скрытая» часть модуля. В  нем  могут содержаться как объявления, 
так и конкретны й код. К  содержимому этой части модуля никакой другой 
модуль или программа не могут обратиться напрямую.
О братите внимание: в  интерфейсном разделе помещ ен только заго­
ловок обработчика события:
13 procedure B u t t o n l C l i c k ( S e n d e r : T O b je c t ) ;
в то время как его код  располагается в разделе реализации (строки 26 -  29).
К оротко проком м ентируем  строки модуля h2_Second, составляющие 
содержимое р азделов интерфейса и реализации.
С троки с 05 по  07  представляю т собой список использованных мо­
дулей (предложение uses) раздела интерфейса. Он заметно длиннее, чем в 
файле проекта. В  данном  случае все модули в этом  списке являются стан­
дартными.
С троки 0 9 - 1 8  представляю т собой объявление типа формы T Form l.
У  П рим ечан ие . D elphi (как и Pascal) -  строго т ипизированный язык, и тип 
определяет не т олько набор характеристик некоторого объекта, но и дей­
ствия, которые могут быть над ним произведены. По соглашению, приня­
тому в Delphi, для имен большинства типов используется префикс Т.
Для нас сейчас сущ ественны  только три строки из этого объявления:
11 L a b e l l :  T L a b e l ;
12 B u t t o n l :  T B u t to n ;
13 procedure B u t t o n l C l i c k ( S e n d e r :  T O b je c t ) ;
Ф актически они указы ваю т, что на форме находятся метка Labell 
(типа TLabel) и  кнопка B u tton l (типа TButton), а такж е определена проце­
дура (procedure) -  обработчик события «одинарный щелчок левой клави­
шей мыши на кнопке B u tton l» .
• /  П рим ечан ие . Строки, подобные строкам 11 и 12 появляются, когда ком­
поненты помещаются на форму, а строка, подобная строке 13 -  когда соз­
дается обработ чик события.
Строки 20 и 21 указы ваю т н а существование экземпляра формы с на­
званием Form l типа T F o rm l, описанного выше.
С трока 25 -  директива компилятора, подобная той, что записана в 
Файле проекта. Н аличие этой директивы позволяет связать .pas-файл с 
формой, хранящ ейся в  ф айле .dfm с тем же именем.
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Строки 26 -  29 -  тот самый обработчик события, в который Вы впи­
сали свою строку кода.
Заканчивается модуль зарезервированным словом end  и  точкой.
Ф айлы форм
Файл формы, имеющ ий расш ирение .dfm, является в реальности 
двоичным файлом, в котором хранится информация о форме и размещен­
ных на ней компонентах. Delphi дает возможность просматривать и  редак­
тировать этот файл в текстовом представлении. Изучение текстового пред­
ставления файлов форм м ожет оказаться полезным, например, при перено­
се проекта в другую  версию Delphi. К роме этого, файл формы в текстовом 
виде позволяет составить достаточное представление о форме, не видя ее. 
Вы можете встретить в книгах текстовые файлы форм вместо их изобра­
жения. Файлы форм могут приоткрыть некоторые секреты Delphi, связан­
ные с иерархией и взаимоотнош ениями компонентов. Научиться читать и 
понимать файлы форм не так уж сложно. Поэтому продолжим рассмотре­
ние проекта Не11о2.
В проекте НеПо2 есть только одна форма и, соответственно, один 
файл формы h2_Second.dfrn. Чтобы просмотреть файл h2_Second.dfm в 
текстовом виде, Вы можете либо воспользоваться контекстным меню фор­
мы и выбрать в нем команду «View as text», либо открыть этот файл с по­
мощью главного меню  «File»|«Open» (Delphi автоматически преобразует 
его к  текстовому виду).
П рим ечан ие. Вместе с Delphi поставляется программа Convert.exe (она 
находится в подкаталоге Bin), позволяющая получить те к с то в о е  пребстэв- 
ление файлов форм вне Delphi. Эта программа запускается из командной 
строки и в качестве параметров может принимать имена одного или не­
скольких файлов форм (.dfm). В результате каждый файл формы будет кон­
вертирован в файлы с таким же именем, но с расширением .txt (фактически, 
текст DOS). Если же в качестве параметров Convert.exe указать тексто­
вые файлы, они будут преобразованы в файлы форм.
Программа Convert.exe особенно полезна, когда нужно перенести проект из 
одной версии D elphi в другую.
Скорее всего, значения Left, Top, Width и H eight в Вашем файле бу­
дут отличаться от приведенных здесь.
Л и сти н г 1 . 3 .  Файл S e c o n d .d fm  в т е к с т о в о м  п р е д с т а в л е н и и .
01 o b j e c t  F o rm l: TForm l
02 L e f t  = 192
03 Top = 107
04 W id th  = 544
05 H e ig h t  = 375
06 C a p t io n  = 'F o r m l 1
07 C o lo r  = c lB tn F a c e
08 F o n t . C h a r s e t  = DEFAULT CHARSET
09 F o n t . C o l o r  = c lW in d o w T ex t
10 F o n t . H e i g h t  = -1 1
11 F o n t.N a m e  = 'MS S a n s  S e r i f '
12 F o n t . S t y l e  = []
13 O ld C r e a t e O r d e r  = F a l s e
14 P i x e l s P e r l n c h  = 96
15 T e x tH e ig h t  = 13
16 object L a b e l l :  T L a b e l
17 L e f t  = 96
18 T op = 2 4
19 W id th  = 3
20 H e ig h t  = 13
21 end
22 object B u t t o n l :  T B u tto n
23 L e f t  = 208
24 T o p  = 128
25 W id th  = 75
26 H e ig h t  = 25
27 C a p t io n  = ’Щ елкн и !'
28 T a b O rd e r  = 0
29 O n C l ic k  = B u t t o n l C l i c k
30 end
31 end
К ак мож но видеть, в этом файле содержатся значения свойств и за­
головки обработчиков событий формы, метки и кнопки. Эти характеристи­
ки сгруппированы с помощ ью  слов ob jec t и end , причем блоки, описы­
ваю щ ие кнопку (строки 22 -  30) и метку (строки 16 -  21), вложены в блок, 
описы ваю щ ий форму.
Ф айл формы мож но редактировать. Так, например, в проекте Heilo2 
мы оставили без изменений заголовок формы. Впечатайте в строке 06 ф ай­
ла формы вместо 'F o rm l’ слова 'М ой второй проект'. У В ас должно полу­
читься:
06 C a p t io n  = 'М ой в т о р о й  п р о е к т '
Т еперь с помощ ью  контекстного меню вернитесь к обычному пред­
ставлению формы  (команда «View as form») или сохраните файл .dfm с 
помощ ью  главного меню , а затем вновь откройте файл .pas. Заголовок 
формы изменится.
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Наконец, проведем еш е одно преобразование файла формы Sec- 
ond.dfm. П осле слова end , заверш аю щ его описание кнопки B utton l (т.е. 
перед словом end , заверш ающ им описание формы целиком, а вместе с тем 
и файл), впечатайте следующие строки:
object B u t to n 2 :  T B u tto n  
L e f t  = 25В 
Top = 176 
Width = 75 
H e ig h t  -  25 
C a p t io n  = 'В ы ход '
T a b O rd e r  = 0 
end
Такая запись является описанием кнопки Button2, имеющ ей заголо­
вок «Выход». Значения Left и  Тор отличаю тся от значений кнопки Buttonl 
на 50 пикселей. Если теперь В ы  перейдете от текстового представления 
формы к обычному, то обнаружите чуть ниже и  правее кнопки Buttonl (с 
заголовком «Щ елкни!») кнопку Button2 (с заголовком «Выход»), Обра­
тившись к странице свойств И нспектора Объектов, Вы можете убедиться, 
что значения свойств Left, Top, W idth, H eight и C aption кнопки Button2 со­
ответствуют введенным при редактировании текстового представления 
Second.dfm. Н о если теперь В ы  откроете файл модуля Second.pas, то не 
увидите там  никаких изменений: к строкам (см. Листинг 1.2)
10 T F orm l = c l a s s (TForm)
11 L a b e l l :  T L a b e l ;
12 B u t t o n l :  T B u tto n ;
не добавилось описание кнопки Button2:
B u t to n 2 : T B u tto n ;
Несмотря на то, что кнопка Button2 присутствует в выпадающем списке 
Инспектора Объектов и располагается н а форме, Ваш проект не собирается 
ее замечать.
Ф ормально можно дописать еще строку в блок описания кнопки But-
ton2:
object B u t t o n 2 : T B u tto n  
L e f t  = 258 
Top = 178 
W id th  = 75 
H e ig h t  = 25 
C a p t io n  = 'В ы х о д '
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T a b O rd e r  = О 
O n C lic k  = B u t t o n 2 C l i c k  
end
Но это не приведет к  созданию  «заготовки» обработчика события в редак­
торе кода, хотя н а  странице событий в Инспекторе Объектов внесенные 
изменения отразятся. В ы  м ож ете убедиться в этом самостоятельно, изме­
нив соответствую щ им образом  файл формы. Более того, попытка создать 
обычным образом обработчик события OnClick для кнопки Button2 не бу­
дет успешной: двойной щ елчок в строке события OnClick ни к  чему не 
приведет. П ридется вновь перейти к  текстовому представлению файла 
формы и удалить строчку
O n C lic k  -  B u t t o n 2 C l i c k
'S  П р и м еч ани е . Конечно, можно дописать недостаю щ ие строки е файле 
модуля самостоятельно -  образец в виде кнопки B u tton l имеется. Но, во- 
первых, есть ри ск  (и большой) наделать ошибок, а во-вторых, зачем Вам 
Delphi, если Вы  не доверяете ей?
Теперь обработчик события создается, и в файле модуля появляются 
соответствующие строки. В ы  м ож ете написать в этом обработчике собы­
тия B utton2Click строчку, подобную 
L a b e l l . C a p t io n  :=  'П р и в е т  о т  B u t t o n 2 ! 1;
откомпилировать проект и запустить его на выполнение. Он будет рабо­
тать, хотя описание кнопки Button2 так и не появится. Разве что Вы доба­
вите его вручную.
Коротко говоря, прибегать к такому способу добавления компонен­
тов в форму (путем  корректировки текстового представления файла фор­
мы) без крайней необходимости не следует. Delphi ож идает о т  Вас опреде­
ленных действий при создании проекта и точно знает, что нужно написать 
в файле модуля, когда В ы  помещ аете на форму компонент из Палитры 
Компонентов. О на внесет необходимые изменения и в файл формы. Сло­
вом, Delphi отлично вы полняет свою часть работы, и Вам редко придется 
редактировать строки, написанные ею.
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Классификация лексем
Программы и модули фактически являются текстовыми файлами, написанными 
по определенным синтаксическим правилам. Чтобы компьютер мог выполнить запро­
граммированные действия, необходимо преобразовать эти файлы к машинному код)1.
Это преобразование, называемое трансляцией, и осуществляет компилятор. Первый 
этап трансляции -  выделение лексем.
Примечание. Лексема (token) -  это минимальная синтаксически значимая единица в 
тексте программы.
Второй этап трансляции -  синтаксический анализ (последовательность лексем 
должна быть записана в соответствии с правилами языка). Результатом этого этапа яв­
ляется программа, записанная во внутренних кодах компилятора.
Примечание. Вели компилятор обнаруживает синтаксические ошибки, в нижнеО части 
Редактора Кода появляется дополнительное окно Messages (Сообщения), в котором указы­
вается местоположение ошибки (имя модуля и строка) и ее характер. После исправления 
ошибок следует заново откомпилировать проект.
На третьем этапе трансляции генерируется собственно машинный код.
Лексемы подразделяются на следующие категория: специальные символы, 
идентификаторы, зарезервированные слова, директивы, числа, метки и символьные 
строки. При этом между находящимися рядом идентификаторами, зарезервированными 
словами, числами и метками должен присутствовать как минимум один символ- 
разделитель. В других случаях использование разделителя необязательно, но желатель­
но — в целях улучшения читабельности программы. Разделители не могут входить в со­
став лексем, исключением являются лишь символьные строки.
Разделителями с точки зрения Object Pascal являются пробел, символ табуляции, 
составной символ конца строки (переход на следующую строку и возврат каретки), а 
также комментарий. Символы-разделители служат лишь для разграничения лексем и 
игнорируются компилятором.
Примечание. Компилятор также игнорирует любую последовательность символов, ес­
ли она находится после зарезервированного слова end, заканчивающегося точкой.
Комментарий -  это специальным образом оформленная последовательность 
символов, используемая для документирования программы. Комментарий может быть 
записан тремя способами:
с помощью фигурных скобок: весь текст, заключенный между левой фигурной 
скобкой и правой фигурной скобкой, считается комментарием. Текст может занимать 
как одну, так и несколько строк:
IЭт о к о м м ен т арии)
с помощью круглых скобок и звездочек, которые действуют так же, как и фи­
гурные:
(*  И эт о -  ком м ен т а р и й  *)
с помощью двух прямых слешей (иногда говорят о комментариях С -  стиля). 
Текст, записанный после двух прямых слешей, считается комментарием. Признаком 
окончания комментария в этом случае является конец текущей строки:
/ /  И т акие ком м ен т а р и и  тоже возмож ны.
Примечание. Допускается (хотя и не приветствуется) вложение комментариев разных 
типов, например:
(ком м ент арий  п е р в о г о  у р о в н я  (*  ком м ент арий в т о р о го  у р о в н я  *) )
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( * ! / / &  э т о  еще б олее г л у б о к о е  в л о ж е н и е  ко м м ен т а р и ев  ) *) 
Вложение комментариев одного типа недопустимо.
Если после открывающей скобки (фигурной или круглой со звездочкой) сле­
дующий символ -  знак доллара S, такой комментарий является директивой компилято­
ра. В параграфе «Анатомия проекта» мы уже обсуждали директиву компилятора (SR 
*.RES)
Опишем каждую из категорий лексем более подробно.
Специальные символы -  это символы или пары символов, имеющие в языке 
Object Pascal предопределенное назначение. Эти символы (отдельные или входящие в 
пару) не являются буквами или цифрами. В приведенной ниже таблице перечислены 
все специальные символы, используемые в Delphi 6.
,#  1$ & Л + _ * / ’ 11. 1 < > = ( ) I 1 { 1
1} | (* *> -) и >= о  |
' S  П римечание. Круглые скобки со звездочкой являются эквивалентом фигурных (это уже 
было отмечено при обсуждении комментариев), а круглые скобки с точкой действуют так 
же, как квадратные скобки.
Идентификаторы (или имена) представляют собой последовательность букв ла­
тинского алфавита, цифр от 0 до 9 и символов подчеркивания, начинающуюся с буквы 
или символа подчеркивания. Идентификатор может иметь любую длину, но значимыми 
являются первые 255 символов. В качестве идентификаторов не могут быть использо­
ваны зарезервированные слова. Идентификаторы применяются для именования кон­
стант, типов, полей, свойств, переменных, процедур, функций, модулей, программ, 
библиотек и пакетов.
Примечание. В Delphi используются также квалифицируемые (уточненные) идентифи­
каторы, которые выглядят следующим образом 
<Идентификатор1>. <Кдентификатор2>
Вы уже использовали такой синтаксис в проекте НвЧо2, когда меняли заголовок матки: 
L a b e l l .C a p t io n  :=  ’ П р м вет !’
Действительно, не только метка, но и кнопка, и форма имеют свойство Caption (заголовок), 
и уточнить, какой же именно заголовок имеется в виду, совершенно нелишне. Существуют 
и другие случаи, когда необходимо использовать квалифицируемые идентификаторы.
Зарезервированные слова фактически являются словами английского языка (или 
нх сокращениями), имеющими в языке Object Pascal предопределенное назначение, ко­
торое не может быть изменено. Эти слова в Редакторе Кода выделяются полужирным 
шрифтом (здесь и далее предполагается, что используются настройки по умолчанию). 
В приведенной ниже таблице перечислены все зарезервированные слова Delphi 6.
and exports mod shr I
array file nil string !
as finalization not then 1
asm finally object threadvar j
begin for o f to  j
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case function or try
class goto out type
const if packed unit
constructor implementation procedure until
destructor in program uses
dispinterface inherited property var
div initialization raise while
do inline record with




Некоторые слова из этой таблицы Вам уже знакомы, остальные же будут изу­
чаться по мере надобности. Полный список зарезервированных слов Вашей версии 
Delphi Вы можете получить с помощью справочной системы.
Примечание. В Object Pascal есть еще несколько слов, которые зарезервированными не 
считаются, но при определенных обстоятельствах действуют как зарезервированные Мы 
затронем эту тему при обсуждении классов и исключений.
Директивы похожи на зарезервированные слова. Директивы также имеют спе­
циальное назначение в Object Pascal, но оно может быть изменено пользователем (хотя 
разработчики Delphi и не рекомендуют это делать). Дело в том, что из контекста всегда 
ясно, когда слово используется в качестве директивы, а когда -  играет роль пользова­
тельского идентификатора. Директивы -  это, скорее, дополнительные указания (чаше 
всего относящиеся к процедуре или функции), описывающие особенности реализации 
программного объекта. В приведенной ниже таблице перечисляются все директивы Ob­
ject Pascal, действующие в Delphi 6.
absolute external override reintroduce
abstract far package requires
assembler forward pascal resident
automated implements private safecall
cdecl index protected stdcali
contains message public stored
default name published virtual
dispid near read write
dynamic nodefault readonly writeonly
export overload register
Редактор Кода выделяет директивы так же, как и зарезервированные слова, -  
полужирным шрифтом.
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^  Примечание. Читателю, знакомому с языком Pascal, известны стандартные процеду­
ры ввода и вывода read и write. Они по-прежнему применяются при работе с файлами и в кон­
сольных приложениях. Директивы read и write используются е объявлениях классов
Числа, с которыми оперирует Object Pascal, могут быть как целыми, так и веще­
ственными- Целые числа могут быть представлены как в десятичной, так и в шестна­
дцатеричной системе счисления, а вещественные -  только в десятичной. Числа записы­
ваются как последовательность цифр, без пробелов и запятых, которая может предва­
ряться знаками «+» или «-». Использование знака «+» не является обязательным: лю­
бое число без знака считается положительным. Для отделения дробной части от целой 
в вещественных числах используется точка. Допускается экспоненциальная (иногда 
употребляется название «научная») запись чисел, например: 6.3Е-2 (= 6.3-30“ )). 
12.23е2 (=12.23-102 = 1223) или 34е+3 (=34 1 03 = 34 000). Числа, записанные в экспонен­
циальном виде, всегда считаются вещественными (даже если фактически они являются 
целыми).
Целые шестнадцатеричные числа записываются с префиксом $ (знак доллара), 
например: S1C. Можно использовать числа из диапазона от $00000000 до SFFFFFFFF.
В качестве метки может быть использован любой допустимый идентификатор 
либо последовательность не более чем из четырех десятичных цифр. Такая последова­
тельность не может иметь знак, а нули перед значащими цифрами игнорируются.
Символьные строки могут состоять из строк в одиночных кавычках (quoted 
string) и строк управляющих символов (control string), а также их комбинаций. Строки в 
одиночных кавычках представляют собой последовательность не более чем 255 симво­
лов кода ANSI (для латинских букв совпадает с ASCII -  кодом), заключенную в апост­
рофы (одиночные кавычки). Это означает, что можно использовать буквы как латин­
ского, так и русского алфавита.
'T h is  i s  a s t r i n g .  Это -  с т р о к а . '
Если в такую строку необходимо включить символ апострофа (как часть стро­
ки), нужно напечатать его два раза подряд (без пробелов):
' I  d o n ' ' t  k n o w .'
Чтобы убедиться в этом, откройте проект Не11о2 и замените строку приветствия 
(строчка 28 листинга 1.2) приведенной выше строкой. Заголовок метки Labell после 
щелчка на кнопке будет выглядеть следующим образом:
I d o n 't  know.
Если между одиночными кавычками нет ни одного символа, строка считается 
пустой;
’ ’ / /  Т ака я  ст рока считается пуст ой.
' ' / /  А это ст ро ка , состоящая и з  символа "пробел".
Строки в одиночных кавычках должны быть записаны «в одну строку» и не до­
пускают переносов.
Строки управляющих символов являются последовательностью управляющих 
символов, каждый из которых состоит из префикса # и целого числа от 0 до 255 (запи­
санного в десятичной или шестнадцатеричной системе счисления). Эти числа являются 
кодами ANSI и с их помощью можно получить полные аналоги строк в одиночных ка­
вычках:
#В9#101#115 / /  Так записывает ся слово '"Yes" в к о д а х  ANSI.
Отметим, что если в такой строке несколько символов, между ними не должно 
быть пробелов. Также не следует делать пробелы, если управляющие символы исполь­
зуются наряду с символами (или строками) в одиночных кавычках:
'Y ' l l O l ' s '  / /  од ин  вариант за п и си  слова "Y e s " .
33
Поскольку среди кодов ANSI есть и коды непечатаемых символов, таких как 
«перевод строки», «возврат каретки», с помощью строк управляющих символов можно 
создавать более сложные структуры:
'Смотри в к о р е н ь ! ' #13#10#9* Козьма П рутков'
Если заголовок метки в проекте Не11о2 получит в качестве значения эту строчку, 
то во время выполнения Вы увидите на экране следующее:
Смотри в к о р е н ь !
Козьма Прутков.
^  П римечание. Когда заголовок метки или какое-либо другое свойство, принимающее 
строковое значение, редактируется в Инспекторе Объектов, использовать управляющие 
символы по прямому назначению невозможно.
Лексемы объединяются в смысловые единицы более высокого уровня -  объяв­
ления (declaration), выражения (expression) и операторы (statement). Можно провести 
аналогию с тем, как составляются предложения из слов, причем в «обычном» языке так 
же существует несколько типов предложений.
Объявления (в литературе также используется термин «описания») служат для 
определения идентификаторов, которые впоследствии могут использоваться в выраже­
ниях и операторах (необъявленные идентификаторы в программе использовать нельзя). 
Существуют своя синтаксические особенности при объявлении меток, констант, типов, 
переменных, процедур и функций. К объявлениям также принято относить предложе­
ния exports (exports clause), однако они редко встречаются в программах и, как прави­
ло, применяются при написании библиотек (DLL).
Выражения играют в Object Pascal ту же роль, что формулы в математике -  за­
дают правила обработки данных. Выражения определяют, как вычислить то или иное 
значение, но не определяют, как использовать полученный результат. Выражения яв­
ляются составными частями операторов и объявлений.
Операторы представляют собой описания действий, которые должны быть ис­
полнены программой.
Подробно о структуре проектов и модулей
В параграфе «Анатомия проекта» мы обсудили внутреннее строение проекта 
Не!1о2 и файлов, его составляющих. Здесь мы намерены рассмотреть структуру файлов 
проекта и модуля более формально.
Изучение языка -  в значительной степени итеративный процесс. Можно дать 
непротиворечивое и последовательное определение каждому встречающемуся в языке 
объекту, но продемонстрировать, как используется этот объект, «взятый в отдельно­
сти», практически невозможно. Поэтому мы приведем здесь лишь те определения (и в 
том объеме), которые нас сейчас интересуют. Необязательные элементы мы будем за­
ключать в квадратные скобки, повторяющиеся элементы -  в фигурные скобки, г поня­
тия (не являющиеся зарезервированными словами или именами) -  в угловые скобки. 
Если квадратные или фигурные скобки используются в качестве специальных симво­
лов языка, такие скобки заключаются в одинарные кавычки, Вертикальная черта «|» бу­
дет использоваться в качестве союза «или». Группа символов «::=» означает «по опре­
делению есть».
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Примечание. Внимательный читатель заметит, что это несколько упрощенная вер­
сия металингвистических формул Бэкуса -  Наура.
Файл проекта (приложения) состоит из следующих элементов;
(p rog ram  <имл программы? [«список п а р а м е т р о в ? );)
/ / з а г о л о в о к  программы
[u se s  <список использованны х м о д улей ?;] / /  предложение u se s  
« б л о к? .
Примечание. Краткую сводку грамматических правил, согласно которым пишутся про­
граммы, можно получить с помощью оперативной справки, выбрав formal grammar. Здесь и 
далее синтаксические описания приводятся е соответствии с документацией Delphi
Заголовок программы считается необязательным элементом. Однако на практи­
ке Delphi автоматически даст имя программе при первом сохранении проекта. В каче­
стве имени программы может выступать любой допустимый идентификатор. Необяза­
тельный элемент <список параметров? -  «наследство» стандартного Pascal (в качестве 
параметров обычно выступали файлы ввода и вывода). Компилятор Delphi игнорирует 
любые параметры, содержащиеся в этом списке.
^  Примечание. Если заголовок отсутствует (например, программист специально удалил 
его), при первом сохранении проекта Delphi сообщит об ошибке е предложении uses (в даль­
нейшем это сообщение не появляется). Проект будет сохранен, но нарушится связь с моду­
лями и формами, добавляемыми средствами Delphi. Отметим также, что в отсутствие 
заголовка программист должен явно указать файл ресурсов, связываемый с приложением. 
Впрочем, если разрабатывается простое консольное приложение, заголовок можно опус­
тить.
Предложение uses также является необязательным. В нем действительно нет не­
обходимости. если разрабатывается консольное приложение, состоящее только из фай­
ла проекта. Во всех остальных случаях список использованных модулей будет содер­
жать, по меньшей мере, один элемент. При добавлении в проект нового модуля Delphi 
автоматически дополняет список использованных модулей именем модуля и именем 
файла, в котором этот модуль содержится, Если файл модуля находится в том же ката­
логе, что и файл проекта, Delphi ограничивается именем файла, в противном случае 
указывается и путь к нему. Поэтому перемещение отдельных файлов “вручную” неже­
лательно; лучше всего создавать для каждого проекта своп каталог, помещать в этот 
каталог все относящиеся к проект)' файлы и при необходимое™ перемещать его цели-
Блок объявлений и операторов определяется следующим образом:
<блок> : :=
[< р азд ел  объявлений?)
«р азд ел  оп ераторов?
« р азд ел  объявлений?





[<раздел  (объявлений) процедур и функций>)
<раздел оп ераторов? : :=  «составн ой  оператор?
Объявления меток, констант, типов, переменных, процедур и функций могут че­
редоваться в произвольном порядке. Более того, в целях улучшения структурированно­
сти кода можно многократно использовать разделы объявлений одних и тех же про­
граммных конструкций. Главное -  следить за тем, чтобы при описании некоторого эле­
мента не использовались элементы, не описанные ранее.
Примечание. Разделы объявлений иногда называют секциями 
«составной оператор>
<слисок операторов?
Ссписок операторов ?  : :=  С оператор? {; «оператор?)
Файл проекта завершается точкой.
Файл модуля устроен несколько сложнее:
u n i t  <имя модуля?;
«интерфейсный р азд ел ?
«раздел  реализац ии?
<раздел инициализации?.
«интерфейсный р а зд е л ?  
in t e r f a c e
[u se s  <список использованны х модулей?]
«раздел  объявлений интерф ейса?
«раздел  р еализац ии? : :=  
im p le m e n ta tio n
[u se s  <список использованны х модулей?3 
«раздел  объявлений?
<раздел инициализации?
i n i t i a l i z a t i o n  <список операторов?
[ f i n a l i z a t i o n  «список  операторов?) end  
I b e g in  «список  операторов? end 
I end
<раэдел объявлений интерф ейса? : :=
(«разд ел  (объявлений) констант?]
[<раэдел  (объявлений) типов?)
[< раэдел  (объявлений) переменных?]
[< раэдел  заго л о в к о в  процедур и функций?]
Файл модуля, как и файл проекта, заканчивается точкой.
Обратите внимание, что и интерфейсный раздел, и раздел реализации могут со­
держать предложение uses. Это позволяет легко выйти из ситуации, когда модули 
должны ссылаться друг на друга. Однако любой используемый модуль может фигури­
ровать в списке только одного из этих предложений uses. Следует помнить, что указы­
вать в предложении uses данного модуля нужно лишь имена тех модулей, к ресурсам 
которых данный модуль обращается непосредственно. Если два модуля (или больше), 
имена которых ) "казаны в предложении uses, объявляют ресурсы (константы, перемен­
ные, типы, процедуры или функции) с одинаковыми именами, компилятор будет обра­
щаться к ресурсу, объявленному в модуле, имя которого в предложении uses располо­
жено ближе к концу предложения.
Отметим, что в модуле всегда есть раздел инициализации, хотя очень часто этот 
раздел состоит из зарезервированного слова end, завершающего модуль. Тем не менее, 
иногда (в том числе и в документации Delphi) разделом инициализации называют часть 
модуля, начинающуюся зарезервированным словом initialization и продолжающуюся 
до зарезервированного слова finalization, а в случае его отсутствия -  до конца модуля. 
Часть модуля, начинающуюся словом finalization, называют разделом завершения.
Раздел инициализации следует использовать, например, в том случае, если в мо­
дуле определяются структуры данных, которые следует инициализировать до начала 
выполнения программы. Отметим, что разделы инициализации модулей выполняются 
до старта приложения в том же порядке, в котором имена этих модулей расположены в 
предложении uses файла проекта.
• /  П римечание. Несмотря на то, что первым методом, который вызывается в файле 
проекта Delphi, является Application.Initialce. приложение сначала будет выполнять код, рас­
положенный в разделах инициализации модулей, используемых приложением.
В разделе завершения размещается код, который должен выполняться при за­
вершении (возможно, аварийном) работы приложения. Выполнение разделов заверше­
ния модулей происходит в порядке, обратном порядку следования имен этих модулей в 
предложении uses.
V  П римечание. Старайтесь избегать ситуаций, когда выполнение раздела инициализа­
ции или завершения данного модуля зависит от выполнения соответствующих разделов 
других модулей.
Теперь рассмотрим более подробно синтаксис разделов объявлений.
Всякий оператор в тексте программы может быть помечен не более чем одной 
меткой путем указания этой метки через двоеточие перед этим оператором. Синтаксис 
меток рассматривался в предыдущем параграфе. Сейчас отметим лишь, что необходи­
мо объявлять метки даже в том случае, если они представляют собой последователь­
ность цифр.
<раздел  объявления м еток?  : :=  
l a b e l  « м етка?  { ,< м ет ка?} ;
Пример:
l a b e l  89, M yLabel;
Константой называют значение, которое определено в тексте программы и не 
может меняться во время выполнения программы. В Object Pascal существует несколь­
ко различных конструкций, для которых используется термин «константа», и не все из 
них необходимо объявлять. Так, принято говорить о числовых константах (любое запи­
санное в явном виде в программе число), строковых константах (примером является 
слово «Привет!», которое мы присваивали заголовку метки в проекте Не11о2). Впослед­
ствии мы встретимся еше с несколькими видами констант, в том числе и предопреде­
ленными. Но есть два вида констант, которые создаются (т.е. под них резервируется 
память) с помощью объявлений: это истинные константы (true constant) и типизирован­
ные константы (typed constant). Обычно в литературе истинные константы называют 
просто константами, и мы также будем следовать этой традиции. Истинная константа -  
это объявленный идентификатор, значение которого не может быть изменено. Типизи­
рованные константы отличаются от истинных тем, что могут во время выполнения про­
граммы изменять свое значение.
Примечание. Поведение типизированных констант может регулироваться директивой 
компилятора (SJ). Начиная с версии 6 по умолчанию действует директива которая 
«превращает» типизированную константу в истинную. Директива {SJ+} позволяет типизи­
рованной константе получить новое значение в ходе выполнения программы.
«раздел  объявления кон стан т?  : :=
c o n s t  ( «объявление кон стан ты ?;)
«объявление константы ?
«идентификатор? = «константное выражение?
[ «идентификатор? ; «тип? = «тип изи рованная ко нстанта?
«типизированная к о н стан та?  ::=
«константное выражение? 1 
« к о н стан та-м асси в ?  I 
« к о н стан т а -зап и сь?
c o n s t
A vogadro_Num ber = 6.022Е23; 
k_B = 1 . 380 7 е -2 3 ;
R = Avogadro_Number * k_B; 
g : S in g le  = 9 .8 ;
Объявления истинных и типизированных констант могут чередоваться после за­
резервированного слова const в произвольном порядке.
Константное выражение -  это выражение, которое может быть вычислено ком­
пилятором до исполнения программы. В константное выражение, в частности, могут 
входить числа, символьные строки, уже определенные истинные константы.
Типизированная константа может иметь любой тип. кроме файлового и типа 
Variant (типы рассматриваются в следующей главе). Для некоторых типов (тип -  мас­
сив, тип -  запись) действуют особые правила. Они будут приведены при описании со­
ответствующих типов.
Тип определяет множество значений данных этого типа, множество операций 
над данными этого типа, а также способ хранения данных в памяти компьютера. В Ob­
ject Pascal существует ряд предопределенных типов, объявлять которые не требуется. 
Вместе с тем языком предоставляются широкие возможности по созданию пользова­
тельских типов данных, которые объявляются по следующему образцу:
< раздел  о бъявлен и я тилов> : :=  
ty p e
( «объявлен и е  гипа> ; )
«объявление тип а»  : :=
<имя тип а»  *= <тип> 1
В качестве имени типа может быть использован любой допустимый идентифи­
катор. При объявлении различных пользовательских типов существуют свои синтакси­
ческие особенности, которые мы будем рассматривать по мере изучения этих типов.
Переменная — это программный объект, способный принимать и изменять зна­
чение в ходе выполнения программы. Формально переменная представляет собой 
идентификатор, используемый в качестве адреса области памяти, где хранится значе­
ние (переменной). Объявление переменной резервирует для нее память в соответствии 
с типом. Раздел объявления переменных имеет следующий синтаксис:
< раздел о бъявлен и я переменных»
v a r  f «объявлен и е  переменной>; )
«объявление переменной>
«список  и ден ти ф и каторов » : <тил>
«список и денти ф икаторов»  : :=  «идентиф икатор», ( «идентификатор» 1
Пример:
i :  i n t e g e r ;  
х ,  у : r e a l ;
^  Ппимечан ие. Вообще говоря, это не единственный способ объявления переменной. Так, 
глобальную (т.е. объявленную непосредственно в соответствующем разделе модуля или 
файла проекта) переменную можно сразу инициализировать.
«идентификатор:» ; «тип» = «конс-тантное выражение»;
если только ее тип не является файловым или вариантным. Инициализировать переменные
можно только по отдельности, например:
v a r  k: r e a l  = s q r t ( 2 ) ;  d :  r e a l  = s q r t ( 3 ) ;
При разработке достаточно больших и сложных программ удобно как с точки 
зрения восприятия, так и с точки зрения отладки разделять решаемую задачу на подза­
дачи В Object Pascal существуют различные способы для выделения подзадач про­
граммным образом: проекты разделяются на модули, в рамках модуля используются 
процедуры и функции (напомним, что обработчики собьпий являются процедурами); 
кроме того, есть и другие возможности.
Процедуры и функции, которые часто называют подпрограммами, действитель­
но практически в точности воспроизводят структуру «настоящей» программы (файла
проекта). Объявления процедур и функций выглядят весьма похоже, отличие состоит в 
том, что в заголовке функции указывается тип значения этой функции:
«раздел  объявлений процедур и функций? : :=
(«объявление процедуры? I «объявление функции?)
«объявление процедуры? =
« заго л о в о к  процедуры ?;[«директи ва?  ( ;  «д и ректи в а?)]
«блок?;
«объявление функции? : ;=
« заголов ок  ф у нкци и?;[«ди ректива? <; «директива?})
«блок?;
«заголов ок  процедуры ? ::=
p ro c e d u re  «иденти ф икатор?( («список формальных п арам етров ?)] 
« заголовок  функции? : ;=
f u n c t io n  «иденти ф икатор?[ («список формальных п ар ам етр о в ? )]:
«тип воэвраш аемого функцией значения?
Использование формальных параметров делает процедуры и функции более 
универсальными. Формальные параметры определяют лишь типы данных, над которы­
ми оперирует функция или процедура, но не фиксируют конкретные значения. При вы­
зове процедуры или функции список формальных параметров должен быть заменен со­
ответствующим списком фактических параметров.
S  Примечание. В Object Pascal определено достаточно большое количество стандарт­
ных процедур и функций. Чтобы использовать их, достаточно указать модуль, е котором 
они объявлены, е одном из предложений uses Вашего модуля (обычно в предложении uses 
раздела реализации). Наиболее часто используемые стандартные функции объявлены в мо­
дуле System, который автоматически присоединяется к любому проекту
Процедура или функция, описанная в разделе реализации некоторого модуля, 
может быть доступна в других модулях, если ее заголовок помещен в интерфейсном 
разделе этого модуля:
«раздел  заго л о в к о в  процедур и функций? “
(« заго л о в о к  процедуры ?; [«директива? ( ;  « д и р ек ти в а? )]]  I 
(« заго л о в о к  функции?; [«директива? ( ;  « д и р ек ти в а? ]])
При изучении проекта Не11о2 мы уже сталкивались с подобной ситуацией: про­
цедура -  обработчик события щелчка на кнопке была описана в разделе реализации 
модуля h2_Second.pas, а ее заголовок указан в интерфейсном разделе этого модуля.
Вопросы
1. Что такое обработчик события?
2. Как создать обработчик события для объекта?
3. П оясните, что означает следую щ ая запись:
TForm l .B utton3C lick (Sender: TO bject) ?
4. Из каких разделов состоит файл проекта? П окажите эти разделы в фай­
ле Ваш его первого проекта H ello 1.
5. Какие р азделы  являю тся обязательны ми в файле модуля?
6. Какие расш ирения у имен файлов проекта и  модуля?
7. Должен ли совпадать заголовок модуля с именем файла, в  котором этот 
модуль содержится?
8. Для чего нуж ны  директивы  компилятора в файлах hello l.dpr и 
h l_first.pas?
9. Какие из файлов, созданных при разработке проекта he llo l, можно уда­
лить, чтобы впоследствии можно было восстановить исполняемый файл? 
Ю .Как получить текстовое представление ф айла формы?
Задания
1. Разработайте приложение, которое будет выполнять описанные ниже
действия.
a) При работе приложения в  его окне (форме) вы водится фраза «Delphi 
приветствует Вас».
b) В левом верхнем углу окна приложения расположена кнопка. При 
одинарном щелчке на кнопке левой клавиш ей мыш и она (кнопка) 
смещается на 10 пикселей вправо и 10 пикселей вниз.
c) В окне приложения выводится надпись «Hello!». При одинарном 
щелчке левой кнопкой мыш и на этой надписи осуществляется ее 
«перевод» на русский: «Привет!».
d) В окне приложения расположены кнопка и  метка. М етка имеет заго­
ловок: «Это мой проект». Одинарный щелчок на кнопке левой кла­
виш ей мыш и приводит к замене сущ ествующ его заголовка формы 
заголовком метки.
e) В окне приложения расположена метка. Одинарный щелчок левой 
клавиш ей мыш и на метке приводит к смещению метки на 30 пиксе­
лей вниз, а щелчок на форме -  смешает метку на 15 пикселей вверх и 
5 пикселей вправо.
f) В окне приложения расположены метка и  кнопка. Одинарный щел­
чок на метке приводит к  тому, что кнопка перемещ ается и закрывает 
собой метку. Щ елчок на кнопке возвращ ает кнопку в исходное по­
ложение.
g) В окне приложения расположены метка и кнопка. М етка имеет заго­
ловок «Прыгай!», заголовок у кнопки отсутствует. Одинарный щел­
чок левой клавиш ей мыш и на метке приводит к исчезновению заго­
ловка метки и появлению  этого заголовка у  кнопки, щелчок на кноп­
ке восстанавливает исходную ситуацию.
h) В окне приложения расположены метка и кнопка. Одинарный щел­
чок левой клавиш ей мыш и на метке приводит к  смещению метки и 
кнопки на 20 пикселей вниз, а щелчок на кнопке -  к смешению мет­
ки и кнопки на 20 пикселей влево.
i) В окне приложения расположена кнопка. Одинарный щелчок левой 
клавиш ей мыш и на кнопке приводит к увеличению ее во всех на­
правлениях (вверх, вниз, вправо и влево) на 10 пикселей.
j)  В окне приложения расположена кнопка. Одинарный щелчок левой 
клавиш ей мыши на кнопке приводит к уменьш ению  высоты формы 
на 20 пикселей, а щелчок на форме -  к  увеличению высоты формы 
на 10 пикселей.
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к) В  окне прилож ения расположены метка и кнопка. Щ елчок на кнопке 
приводит к ее перемещ ению  в правый ниж ний угол формы, а метки в 
левы й верхний угол. Щ елчок на форме м еняет их местами.
1) В окне прилож ения располож ена кнопка. Щ елчок по кнопке приво­
дит к  тому, что  она заполняет собой всю доступную область формы, 
т )  В окне прилож ения располож ена метка. Щ елчок по форме помещает 
метку точно п о  центру формы, 
п) В окне прилож ения располож ены  метка и кнопка. Щ елчок по кнопке 
приводит к  тому, что заголовок проекта становится заголовком мет­
ки, а заголовок метки становится заголовком кнопки,
о) В окне прилож ения располож ена кнопка. Щ елчок по кнопке делает 
ее квадратной, щ елчок по форме уменьш ает длину и высоту кнопки в
1,5 раза.
2. Изучите с помощ ью  справочной системы D elphi свойство Visible (для 
кнопки или метки — это  не принципиально). Разработайте приложение, 
которое будет вы полнять описанные ниж е действия. Используйте свой­
ство V isible д ля управления видимостью  кнопок и меток.
a) В окне прилож ения расположены метка с заголовком «Delphi при­
ветствует В ас!» и  кнопка. О динарны й щ елчок левой клавиш ей мыши 
на кнопке приводит к  исчезновению  метки с экрана, щелчок в любом 
месте формы -  к  возникновению  надписи.
b) В окне прилож ения располож ены две кнопки, но изначально видна 
только одна из них. О динарны й щ елчок левой клавиш ей мыши на 
видимой кнопке приводит к ее исчезновению, и  появлению ранее не­
видимой. Щ елчок н а  форме делает видимыми одновременно обе 
кнопки.
c) В окне прилож ения располож ена кнопка. О динарны й щелчок левой 
клавиш ей мыш и на кнопке приводит к исчезновению  кнопки с экра­
на, щ елчок на форме -  к  ее появлению  н а  5 пикселей правее исход­
ного положения.
d) В окне прилож ения расположены две метки с заголовками «Мышка 
1» и «М ы ш ка 2». О динарны й щелчок левой клавиш ей мыши на фор­
м е приводит к  появлению  кнопки с заголовком «Кошка». Щ елчок на 
кнопке приводит к исчезновению  меток.
e) В окне прилож ения располож ены  две кнопки с заголовками «День» и 
«Ночь». О динарны й щ елчок левой клавиш ей мыш и на кнопке 
«День» приводит к появлению  м етки с заголовком «Солнце», щелчок 
на кнопке «Ночь» приводит к  исчезновению  «Солнца» и к появле­
нию  такой же «Луны » и двух «Звезд».
f) В окне прилож ения расположены по кругу несколько меток. Изна­
чально видима только одна из них. О динарны й щ елчок левой клави­
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шей мыш и на видимой метке приводит к  ее исчезновению с экрана, 
но делает видимой следующую.
g) В окне приложения расположены кнопка и метка, причем кнопка из­
начально закры вает метку. Одинарный щ елчок левой клавишей мы­
ши на кнопке приводит к ее исчезновению с экрана, щелчок на фор­
м е вновь показы вает ее.
h ) В окне приложения расположены три кнопки и  метка. Изначально 
видимы только кнопки. О динарны й щелчок левой клавишей мыши 
по любой из кнопок приводит к  появлению метки с заголовком «Вы­
равнивание». Щ елчок по метке располагает кнопки, выравнивая их 
по левому краю. Щ елчок н а  форме вновь делает метку невидимой.
i) В окне приложения расположены две кнопки. Изначально видима 
только одна из них. Одинарный щ елчок левой клавиш ей мыши на 
видимой кнопке приводит к  обмену заголовками по следующей схе­
ме. Заголовок видимой кнопки становится заголовком формы, а за­
головок формы -  заголовком как видимой, так и  невидимой кнопок. 
П осле этого видимая кнопка исчезает с экрана, а невидимая появля­
ется на форме.
j)  В окне приложения расположены две кнопки (с заголовками «Вклю­
чить» и  «Выключить») и метка. Изначально видимы кнопка «Вы­
ключить» и  метка. Одинарный щ елчок левой клавишей мыши на 
кнопке «Выключить» приводит к исчезновению этой кнопки и метки 
и  появлению кнопки «Включить». Щ елчок на кнопке «Включить» 
приводит к появлению метки и  кнопки «Выключить» и исчезнове­
нию  кнопки «Включить».
к) В окне приложения расположены две кнопки: «Щ ука» и «Карась» и 
три метки -  «Водоросли». Щ елчок по кнопке «Карась» перемещает 
«Щ уку» на 25 пикселей ближе к  «Карасю», а «Карась» прячется в 
«Водорослях»
1) В окне приложения расположены три кнопки: «Дворник», «Ветер» и 
«Тротуар» (эту кнопку поместите внизу формы и сделайте ее доста­
точно длинной) и несколько меток -  «Листьев». Нажатие на кнопку 
«Дворник» приводит к  исчезновению  «Листьев», нажатие на кнопку 
«Ветер» возвращ ает «Листья» на прежние места.
ш ) В окне п риложения расположены две кнопки: «Кошка» и  «Собака)* и 
три метки: «Рыба», «М олоко», «Кость». Нажатие на кнопку «Кошка» 
приводит к  исчезновению «Рыбы» и «М олока», нажатие на кнопку 
«Собака» приводит к  исчезновению «Кошки», «М олока» и «Кости».
п) В окне приложения расположены две кнопки: «Кошка» и «Хозяйка» 
и метка «Сосиска». Кнопка «Хозяйка» изначально невидима. Нажа­
тие на кнопку «Кош ка» приводит к исчезновению «Сосиски» и появ­
лению  «Х озяйки», нажатие на кнопку «Х озяйка» приводит к исчез­
новению  «Кош ки»,
о) В окне прилож ения располож ены пять кнопок: «Семечко», «Росгок», 
«Бутон», «Ц веток», «Плод». И значально видима только кнопка «Се­
мечко». Н аж атие н а  эту кнопку приводит к  ее исчезновению  и появ­
лению  «Ростка», наж атие на кнопку «Росток» делает невидимой ее и 
видимой кнопку «Бутон», и так далее. Наж атие на кнопку «Плод» 
делает видимой кнопку «Семечко».
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Глава 2. Простые типы данных
Стандартные типы данных. Перечислимый и интервальный типы 
Совместимость и приведение типов. Практикум. Знаки операций и 
выражения. Классификация операторов.
Стандартные типы  данных
Прежде чем компьютер смож ет выполнить программу, компилятор 
должен преобразовать ее текст в машинный код. М аш инный код фактиче­
ски представляет собой последовательность нулей и  единиц.
^  П ри м ечани е . То, что машинный код является двоичным, связано с тех­
ническими, аппаратными особенностями компьютеров. Мы не будем обсуж­
дать это подробно, однако заметим, что каждому символу, который исполь­
зуется при записи машинного кода, требуется сопоставить определеннее 
(причем устойчивое) физическое состояние памяти. Технически два устой­
чивых состояния реализовать проще. Кроме того, простота гарантирует 
надежность, страхует от ошибок. Сравните, например, таблицу умножения, 
составленную для 0 и 1, с той, что Вы учили в школе.
В виде последовательности нулей и  единиц записываются как ко­
манды (символы и группы символов, имеющие предопределенное значе­
ние), так и данны е. В язы ках высокого уровня реализована концепция ти­
пов данных, и это позволяет программисту не задумываться о машинном 
представлении данных. Тип определяет множество значений, которые мо­
гут принимать данны е этого типа, множество операций над данными этого 
типа, а также способ хранения данных этого типа в памяти компьютера.
Object Pascal является строго типизированным языком. Случается, 
что из-за этого текст программы выглядит более громоздким, чем хотелось 
бы. Но преимущ ество строгой типизации состоит в том, что ряд ошибок 
удается диагностировать ещ е на стадии компиляции программы. Впрочем, 
в Object Pascal сущ ествуют механизмы, позволяющие обойти требование 
строго определять тип, но у Вас должны быть очень веские причины, что­
бы использовать обходные пути.
В этом параграфе мы подробно рассмотрим классификацию типов 
Object Pascal. Во-первых, можно говорить о стандартных (предопределен­
ных) типах и типах, определяемы х пользователем. В се стандартные типы 
имеют заранее известные имена и автоматически распознаю тся компиля­
тором (объявлять их не нужно).
^  П рим ечани е . Имена стандартных типов не являются зарезервирован­
ными словами.
Во-вторых, типы  могут быть фундаментальными (fundam ental) и об­
щими (generic). Диапазон и ф ормат записи фундаментальных типов (мно­
гие стандартные типы  являются фундаментальными) не меняется в зави­
симости от процессора и операционной системы (обычно говорят -  плат­
формы). О бщ ие же типы  являются зависимы ми о т  платформы. Использо­
вание общ их типов позволяет оптимизировать код  для конкретной систе­
мы, но м ожет стать источником ош ибок при переходе к другой реализации 
(при изменении объема памяти, который отводится для значений такого 
типа).
Наконец, согласно документации, типы O bject Pascal подразделяются 
на простые (sim ple), строковые (string), структурированны е (structured), 
указательные (pointer), процедурны е (procedural) типы и вариантные (vari­
ant) типы. М ы  возьмем за  основу именно эту  классификацию, однако бу­
дем указывать, является ли тот или иной тип стандартным или пользова­
тельским, фундаментальным или общим. В настоящ ей главе мы ограни­
чимся рассмотрением  просты х и строковы х типов.
К  просты м относятся порядковые и вещ ественные типы. Множество 
значений порядкового типа является линейно упорядоченным. Это означа­
ет, что каж ды й элем ен т имеет единственный элемент, который ему пред­
шествует, и единственны й элемент, которы й за ним следует.
Среди порядковы х типов, в свою очередь, вы деляю т целые, сим­
вольные, булевы , или логические, типы (все эти типы являются стандарт­
ными), а такж е перечислимы е типы и интервальны е типы, или типы -  диа­
пазоны (эти тип ы  относятся к  определяемым пользователем).
Группа целы х типов вклю чает в себя два общ их целых типа и семь 
фундаментальных. Д ля 32-битного компилятора Delphi 6 общие целые ти­
пы имеют следую щ ие форматы записи и диапазоны значений:
—  Integer, 32-битное целое со знаком. Диапазон значений -  от -  
2147483648 ( -  - 2 ! |) до 2147483647 (= 23,-1 ) ;
—  Cardinal, 32-битное целое без знака. Диапазон значений -  от 0 до 
4294967295 (= 232-1).
Ф ундаментальны е целы е типы:
—  Shortlnt, 8-битное целое со знаком. Диапазон значений -  от -1 2 8  до 127;
—  Byte, 8-битное целое без знака. Диапазон значений -  от 0 д о  255;
 Sm alllnt, 16-битное целое со знаком. Диапазон значений -  от -32768 до
32767;
 W ord, 16-битное целое без знака. Диапазон значений -  от 0 до 65535;
 Longlnt, 32-битное целое со знаком. Диапазон значений -  от -
2147483648 до 2147483647;
 Long W ord, 32-битное целое без знака. Диапазон значений -  от 0 до
424967295;
—  Int64, 64-битное целое со знаком. Диапазон значений -  от 
-9223372036854775808 до 9223372036854775807.
Группа символьных типов состоит из двух фундаментальных типов 
и одного общего. К  фундаментальным относятся:
—  AnsiChar, 8 бит. Диапазон значений — расширенный набор символов 
ANSI (набор символов Windows);
—  W ideChar, 16 бит. Диапазон значений -  набор символов Unicode. (Пер­
вы е 256 символов Unicode совпадаю т с символами ANSI).
Общий тип:
—  Char, которы й эквивалентен A nsiChar.
В группу булевых (логических) типов входит один общий и три 
фундаментальных типа:
—  Boolean, 8 бит (общий).
Фундаментальные типы:
—  ByteBool, 8 бит;
—  W ordBool, 16 бит,
—  LongBool, 32 бит.
Диапазон значений всех булевых типов исчерпывается двумя предо­
пределенны ми константами, True и False. Считается, что значению False 
соответствует 0 (причем в случае типов, занимаю щ их более 1 байта =  8 
бит, число 0 во всех байтах), а значению True -  лю бое ненулевое число. 
Однако присваивать числовые значения переменным булевого типа непо­
средственно нельзя.
П ервы й из типов, Boolean, является предпочтительным: любое логи­
ческое вы ражение возвращ ает значение этого типа. Три других типа вве­
дены для совместимости с W indows и другими языками программирова­
ния.
Для всех порядковых типов определены следую щ ие стандартные 
функции:
—  O rd(X): Longint. Принимает в качестве аргумента выражение по­
рядкового типа, возвращ ает порядковый номер значения этого ар­
гумента (кроме аргументов типа lnt64).
—  Pred(X). Принимает в качестве аргумента выражение порядкового 
типа, возвращ ает значение, предшествующее значению  этого вы­
ражения.
—  Succ(X). Принимает в качестве аргумента выражение порядкового 
типа, возвращ ает значение, следующее за значением этого выра­
жения.
—  H igh(X). П ринимает в качестве аргумента переменную  порядко­
вого типа или идентификатор порядкового типа. В озвращ ает мак­
симальное значение типа.
—  Low(X). П ринимает в качестве аргумента переменную  порядково­
го типа или идентификатор порядкового типа. В озвращ ает мини­
м альное значение типа.
П рим ечан ие. Функции High и Low могут также применяться при р аб о те  
с массивами и строками.
Кроме этих функций, при работе с порядковыми типами могут ис­
пользоваться процедуры Inc и D ec (инкремента и декремента). Они прини­
мают в качестве аргументов один обязательный параметр порядкового ти­
па и один необязательны й параметр типа Longlnt. Эти процедуры увеличи­
вают значение порядкового тип а н а то количество единиц, которое указано 
во втором параметре. Значение по умолчанию для необязательного пара­
метра -  единица.
Группа вещ ественны х типов состоит из одного общего типа и шести 
фундаментальных. Общ ий тип:
—  Real, 64 бит. Диапазон значений от 5.0-10-324 до 1.7-10308, значащих цифр 
1 5 -1 6 .
К фундаментальным типам  относятся:
—  Real48, 48 бит. Диапазон значений от 2.9-10-39 до 1.7-10м, значащих 
цифр 11 -1 2 . Э тот тип в предыдущ их версиях O bject Pascal являлся 
«подлинным» типом  R eal. Введен для обратной совместимости;
—  Single, 32бит. Диапазон значений от 1.5-10-45 до 3.4-1038, значащих цифр 
7 - 8 ;
—  Double, 64 бит. Диапазон значений от 5.0-10-324 до 1.7-10308, значащих 
цифр 15 -1 6 .  В настоящ ей реализации язы ка совпадает с общим типом 
Real;
—  Extended, 80 бит. Диапазон значений от З.б-Ю '4951 до 1.1-104932, знача­
щих циф р 19 — 20;
—  Comp, 64 бит. Этот тип часто называют целым в  формате вещ ественно­
го. Диапазон значений о т —263+1 до 2б3-1 ,  или о т —9223372036854775808 
до 9223372036854775807. В отличие от целых типов он не считается 
порядковым, хотя переменны е и  константы этого типа фактически мо­
гут иметь только целы е значения;
—  Currency, 64 бит. Этот тип от всех остальных отличает наличие фикси­
рованной десятичной точки, которая отводит под дробную часть числа 
4 позиции. Н а самом деле это тож е «почти целый» тип, как и С о тр . 
Диапазон значений от -922337203685477.5808 до 
922337203685477.5807, значащ их цифр 19 -  20. Н азначение этого типа 
понятно из названия (currency с англ. -  валюта). Такой тип позволяет 
наиболее корректно обходиться с денежными величинами.
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Строка, с точки зрения O bject Pascal, это последовательность симво­
лов, заклю ченная в одиночные кавычки. Delphi работает с тремя стандарт­
ными строковы ми типами (есть еще указательные типы, которы е можно 
трактовать как строковые, но мы пока их не обсуждаем):
—  ShortString, известные также, как строки «старого стиля». Максималь­
ная «емкость» такой строки -2 5 5  символов, а в памяти она занимает от 
2 до 256 байт (1 байт =  8 бит). Эти строки используются для обеспече­
ния обратной совместимости с D elphi 1.0;
—  AnsiString, или длинны е строки. Такие строки могут содержать до 231 
символов и занимать в памяти от 4 байт до 2 гигабайт. Учитывая совре­
менные характеристики компьютеров, ограничение на длину строки 
скорее будет наложено операционной системой, нежели Delphi. Строки 
AnsiString содержат обычные ANSI — символы, каждый из которых за­
нимает 8 бит;
—  W ideString предназначены для хранения символов U nicode (каждый из 
которых занимает 16 бит). Т акие строки могут содержать до 230 симво­
лов и занимать в памяти от 4  байт до 2 гигабайт, как и длинны е строки.
Зарезервированное слово string , которое м ожет быть использовано 
при объявлении переменной, константы или другого программного объек­
та строкового типа, действует подобно идентификатору общего типа. По 
умолчанию (при включенной директиве компилятора {$Н+}), s trin g  счита­
ется тож дественным A nsiString, но отключение этой директивы приводит к 
компиляции кода, который трактует s tr in g  как ShortString.
Пользовательские типы на основе строкового создавать очень легко. 
Обычно это делают, если заранее известно, что максимальная длина стро­




T _ S tr in g 2 5  = s t r i n g [ 2 5 ] ;  
просто указав в квадратных скобках после зарезервированного слова string 
максимальную длину строки. Базовым типом в этих и подобных объявле­
ниях всегда будет считаться тип ShortString (и, следовательно, нельзя объ­
явить пользовательский строковый тип с длиной, превышаю щей 255 сим­
волов).
Отметим, что компилятор спокойно относится к использованию в 
выражениях различных типов строк, и автоматически производит необхо­
димые преобразования.
Перечислимый и интервальны й типы
Перечислимый (перечисляемый) тип является порядковым типом, 
который м ожет определяться программистом. В качестве примера пере­
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числимых типов, используемых в Delphi, можно привести тип TFormBor­
derStyle, значения которого соответствую т различным стилям границы 
формы (т.е. определяю т наличие у формы заголовка и доступ к пунктам 
системного меню ), или тип Boolean. Перечислимые типы вводятся глав­
ным образом для удобства программиста. Текст программы становится ку­
да более понятны м, если для обозначения дней недели применяются со­
кращения типа m on, tue, wed, а н е цифры 1, 2, 3 и т.д. О бъявление перечис­
лимого типа вы глядит следующим образом:
<имя ти п а>  = (с с п и с о к  и д ен ти ф и каторов :» )
< список  и д е н т и ф и к а т о р о з >  : : =
< и д е н т и ф и к ат о р > {, < и д е н т и ф и к ат о р > }
Идентификаторы рассматриваю тся как константы определяемого типа.
Пример:
type
w eek  = (шоп, t u e ,  w ed , t h i ,  f r i ,  s a t ,  s u n ) ;  
T _ F r u i t s  = ( f r A p p le ,  f r K iw i ,  f r P e a r ,  f r O r a n g e ) ;
Тип w eek  (неделя) определяется перечислением идентификаторов, 
соответствующих д ням  недели, начиная с понедельника.
^  П рим ечан ие. Обратите внимание, что идентификаторы не являются 
строковыми константами.
Тип T_Fruits задан перечислением четырех фруктов: яблока, киви, 
груши и  апельсина. П ри этом использованы следую щ ие соглашения: имя 
типа начинается с Т, а идентификаторы имеют префикс fr, указывающий 
на их принадлежность к  типу T_Fruits. Эти соглаш ения не являются обяза­
тельными, но автор находит их удобными, и, как правило, будет им следо­
вать.
^  П рим ечан ие . Подобные соглашения используют разработчики Delphi. 
Например, уже упоминавшийся тип TFormBorderStyle объявляется так: 
type T F o rm B o rd e rS ty le  = (b sN o n e , b s S i n g l e ,  b s S i z e a b l e ,  
b s D ia lo g ,  b sT o o lW in d o w , b s S iz e T o o lW in ) ;
Автор о т д е л я е т  в имени типа префикс Т символом подчеркивания, чтобы 
отличать т ипы D elphi от своих собственных.
Д опустимо использовать определения типов непосредственно в раз­
деле объявления переменных:
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W eekDay: (m on, t u e ,  w ed , t h i ,  f r i ,  s a t ,  s u n ) ?
M y F ru i t :  (A p p le ,  K iw i,  P e a r ,  O ra n g e ) ;
однако такой подход м ожет ограничить программиста при манипуляциях с 
данными. Например, следую щ ее объявление будет отвергнуто компилято­
ром:
M y F r u i t l : (A p p le ,  K iw i, P e a r ,  O ra n g e ) ;
M y F ru i t2 :  (A p p le , K iw i, P e a r ,  O ra n g e ) ;
Дело в  том, что компилятор трактует каждое неявное определение 
типа как новый тип. П оэтому, если переменные находятся в разных спи­
сках идентификаторов, их типы  (с точки зрения компилятора) различны, и 
попытка присвоить значение переменной из одного списка переменной из 
другого списка приведет к ош ибке «Incompatible types» (несовместимые 
типы). В случае перечислимы х типов ситуация осложняется тем, что иден­
тификаторы, перечисленные в круглых скобках, рассматриваю тся как кон­
станты определяемого типа. Таким образом, объявление переменной Му- 
Fruit2 будет некорректным подобно повторному объявлению  константы 
M yConst в следую щ ем примере:
const
M y C onst: I n t e g e r  = 1 ; M yC onst: R e a l  = 1 . 0 ;
В обоих случаях компилятор сообщ ит об ошибке «Identifier redeclared» 
(повторное объявление идентификатора). Объявление переменных пере­
числимого типа без явного объявления этого типа корректно записывается 
так:
M y F r u i t l ,  M y F ru i t2 :  (A p p le , K iw i, P e a r ,  O ra n g e ) ;
По той же причине нельзя, например, определить совместно с типом 
week («неделя») еще один перечислимый тип -  workweek («рабочая неде­
ля»), используя те же сокращ ения для дней недели:
type
w eek = (шоп, t u e ,  w ed, t h i ,  f r i ,  s a t ,  s u n ) ; 
w orkw eek  = (m on, t u e ,  w ed, t h i ,  f r i ) ;
Это объявление типов будет «забраковано» компилятором. Тип workweek 
следует объявить как интервальный.
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И нтервальный тип чаш е всего используется для дополнительного 
контроля значений переменны х и является каким-либо диапазоном уже 
определенного (стандартного или пользовательского) порядкового типа. 
Объявление такого типа вы глядит следующим образом:
<имя ти п а>  =
< к о н с т а н т н о е  вы раж ение 1 > . .< к о н с т а н т н о е  вы раж ение 2>
П ример: 
type
w o rk w eek  = mon . .  f r i ;
T _ M y D ig its  = 0 . . 9 ;
T_M yC hars = 'A '  . . ' Z ' ;
T _Som eN um bers = -1 2 8  . .  1 2 8 ;
Здесь <константное вы раж ение 1> и <константное выражение 2>  -  любые 
допустимые константные выражения, которы е принимаю т значения одно­
го и того ж е типа, называемого базовым. Так, базовым для типа workweek 
будет тип w eek (он долж ен быть объявлен ранее), а для типа T_M yDigits -  
стандартный тип B yte.
■ / П рим ечан ие . Вообще говоря, использование выражений в объявлениях 
интервального типа может вызвать определенные проблемы. Пример при­
веден в документации- 
c o n s t
X -  5 0 ;
У = 1 0 ;
type
S c a le  = {X -  Y) * 2 .  . (X + Y) * 2 ;
Попытка от компилировать так о й  код приведет к  ошибке. Круглая скобка, 
следующая сразу за знаком «=», с точки зрения компилятора является нача­
лом объявления перечислимого типа. Исправить «ошибку» можно следующим 
образом:
S c a le  = 2 * (X -  Y) . . (X + Y) * 2 ;
В качестве примера интервального типа, используемого Delphi, 
можно упомянуть тип TBorderStyle, являющ ийся диапазоном базового ти­
па TFormBorderStyle:
T B o r d e r S ty le  = b s N o n e . . b s S i n g l e ;
Значения типа TBorderStyle определяют стиль границы для некото­
рых элементов управления (в том числе для компонентов Edit и  M emo, ко­
торые будут изучаться далее в этой главе).
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Переменные интервального типа обладаю т всеми свойствами пере- 
менных базового типа, однако при выполнении программы значение пере­
менной интервального типа должно принадлежать заявленному диапазону.
П рим ечан ие. Чтобы компилятор реально производил проверку границ, 
следует отметить опцию «Range checking» на странице «Compiler» диало­
гового окна «Project Options», которое вызывается при выборе пункта «Op­
tions» меню «Project». Альтернативный способ состоит  в использовании ди­
рективы компилятора {SR*■} для части кода. Вместе с тем нужно учиты­
вать, что проверка границ несколько увеличивает размеры программы и де­
лает ее медленнее. Поэтому применять проверку границ стоит только при 
отладке. При генерации окончательного варианта приложения следует ис­
ключить отладочную информацию.
Совместимость и приведение типов
Как уже подчеркивалось, O bject Pascal является строго типизован­
ным языком. В месте с тем он предоставляет программисту широкие воз­
можности по объявлению  собственных типов данных. В связи с этим воз­
никает проблема совместного использования данных различных типов 
или, говоря коротко, совместимости типов. Д ва типа могут быть тождест­
венными (полностью совместимыми), совместимыми в выражениях, со­
вместимыми по присваиванию , либо несовместимыми. В настоящем пара­
графе мы ограничимся примерами совместимости только рассмотренных 
типов данных.
Типы Т1 и Т2 считаются тождественными в следующих случаях:
—  если при объявлении Т1 и Т2 использовался один и тот же иден­
тиф икатор типа;
—  если тип Т2 объявлен эквивалентом Т1.
Пример:
ty p e
Т1 = I n t e g e r ;
Т2 = I n t e g e r ;
ТЗ = Т 2 ;
Т4 = ТЗ;
Первые две строки примера иллюстрируют применение одного и то­
го же идентификатора типа Integer, тип ТЗ объявлен как эквивалент типа 
Т2, а тип ТА -  как эквивалент типа ТЗ. В результате все объявленные типы 
будут взаимно тож дественны друг другу и стандартному типу Integer.
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^  П рим ечан ие . Е сли требуется создать тип, не тождественный оригина­
лу, следует использовать зарезервированное слово type в объявлении типа, 
например:
type T N o t l d e n t l n t  = type I n t e g e r ;
П одчеркнем, что  тож дественность достигается за счет использования 
в объявлениях идентификаторов типа. Так, следующ ие объявления:
type
Т5 *  (A p p le ,  K iw i,  P e a r ,  O ra n g e ) ;
Тб = (A p p le ,  K iw i,  P e a r ,  O r a n g e ) ;
полностью идентичны е с «нормальной», человеческой точки зрения, явля­
ются разными (притом  неверно объявленными) типами с точки зрения 
компилятора (мы затрагивали эту проблему при обсуждении перечислимо­
го типа в предыдущ ем параграфе).
Я зы к наклады вает требование тождественности типов только для 
фактических и ф ормальны х параметров-переменных процедур и функций 
(см. главу 6). В остальны х случаях подобной строгости не требуется. И н­
туитивно ясно, что вряд ли стоит запрещать перемножение целого и веще­
ственного чисел, или добавления символа к  строке. Операндами различных 
операций м огут быть программные объекты не обязательно тождествен­
ных типов.
Типы Т1 и Т2 считаю тся совместимыми в выражениях, если выпол­
няется одно из следую щ их условий:
—  эти типы  тождественны;
—  оба тип а являю тся целыми;
—  оба тип а являю тся вещественными;
—  один из типов является целым, а другой -  вещественным;
—  один из типов является диапазоном другого;
—  оба тип а являю тся диапазонами одного базового типа;
—  один из типов является строковым, а другой -  строковым или 
символьным.
Говорят, что тип ы  Т1 и Т2 совместимы по присваиванию, если про­
граммной конструкции типа Т1 может быть присвоено значение про­
граммной конструкции типа Т2. Совместимость по присваиванию опреде­
ляется следующ ими правилами:
—  типы  Т1 и Т2 тож дественны (исключение составляют файловые 
и  опираю щ иеся на файловый типы);
—  типы  Т1 и Т2 являю тся совместимыми (в выражениях) порядко­
вы ми типами, причем диапазон значений типа Т2 входит в диа­
пазон значений типа Т 1;
—  типы Т1 и Т2 являются вещ ественными типами, причем диапа­
зон значений Т2 входит в диапазон значений Т1;
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—  тип Т1 -  вещественный, тип Т 2 -  целый;
—  типы Т1 и Т2 являются строковыми типами;
—  тип Т1 — строковый, а тип Т2 -  символьный.
Есть ещ е ряд правил совместимости (как в выражениях, так и по 
присваиванию), касающихся конкретных пользовательских типов. Такие 
правила будут рассматриваться по мере изучения этих типов.
В месте с тем, иногда возникает необходимость рассматривать знаме­
ние одного типа как если бы оно было другого типа. Такая постановка во­
проса вполне корректна: лю бые данные хранятся в памяти ЭВМ в виде по­
следовательности нулей и единиц, которая м ожет быть интерпретирована, 
вообще говоря, различными способами. В O bject Pascal существует две 
возможности приведения типов: для переменных и для значений. Синтак­
сически приведение типов вы глядит одинаково как для переменной, так и 
для значения:
«^идентификатор тила>(<выражение>) ?
однако сущ ествуют определенные различия в применении. В случае при­
ведения типов для значений, как тип приводимого выражения, так и тип, к 
которому оно приводится, должны быть либо оба порядковыми, либо ука­
зательными. Далее, такая конструкция не может быть использована в ле­
вой части оператора присваивания и не м ожет быть частью квалифици­
руемого идентификатора.
Пример:
var I :  i n t e g e r ;
I  :=  I n t e g e r ( ' A ') ;
В приведенном примере переменная I получит значение 65, если была вве­
дена латинская буква А , или 192, если буква А  была русской.
Когда приводится тип для переменной, действую т иные правила. 
Можно приводить переменную любого типа к любому другому типу, если 
их размеры совпадают:
var
s : S i n g l e ;  s t  : string[3] ;
s t  :=  ' AAA' 
s : -  S i n g l e ( s t ) ;
Исклю чение составляют взаимные преобразования между вещест­
венными и  целыми типами. Нельзя написать ни s : = S in g le  {i ); ни 
i : “ I n t e g e r  ( s ) . Однако первый из этих операторов присваивания заме­
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няется просто s  : = i ,  поскольку типы Single и Integer совместимы по 
присваиванию, а вм есто  второго следует использовать либо i : =Round (s ), 
либо i  : = T ru n c  ( s ).  Ф ункция Round возвращ ает значение, округленное в 
соответствии с  обы чны м и математическими правилами (т.е. 5,3 будет ок­
ругляться до 5, а  5,7 -  до  6), a Trunc просто отбрасывает дробную часть 
числа вне зависим ости от  ее  величины (результатом преобразования как 
числа 5,3, так и  числа 5,7 будет 5).
Конструкция приведения типа для переменной, в отличие от конст­
рукции приведения тип а для значения, м ожет быть частью  квалифицируе­
мого идентификатора и  м ож ет находиться не только в правой, но и в левой 
части оператора присваивания, например:
var
ch  : C h a r ;
B y te ( c h )  :=  9 0 ;
В результате переменная ch получит значение 'Z ' (код ANSI этого символа 
90).
Практикум
Пример 2.1. И сследование типов
Разработаем прилож ение, которое позволит нам изучить порядковые 
типы -  как стандартны е, так  и  определяемые пользователем.
Поместите н а  форм у три кнопки и один компонент M emo. Замените 
стандартные заголовки кнопок: B utton l на «Изменить курсор», Button2 на 
«Тест стандартного типа», a B utton3 -  на «Тест пользовательского типа».
13 З аголовки  и  им ена. Когда Вы работали с первыми двумя проекта­
ми, то, наверное, обрат или внимание, что, несмотря на изменение заголов­
ка, в программе кнопки и мет ки по-прежнему именовались Buttonl, La be ll и 
т.п. Название объекта е программе (в отличие от его заголовка) определя­
ется не свойством Caption, а свойством Name. Если на  форме размещены  
одна или две кнопки, их свойства Name можно оставить без изменений. В 
противном случае стоит задуматься над тем, чтобы дать кнопкам, меткам 
и другим объектам в проекте осмысленные названия. Как обычно, можно ис­
пользовать любые допустимые идентификаторы (в нашем случае, напри­
мер, ChangeCurBtn, TestStTypeBtn и TestUsTypeBtn).
Программист волен изменить имена программных объектов в любой 
момент. Даже если какие-то обработчики событий уже созданы, Delphi ав­
томатически заменит  их названия. Но все строки, написанные вручную, ис­
правлять придется т акже вручную.
Компонент M em o находится на странице Standard (перед компонен­
том Button). Этот компонент фактически поддерживает функциональные 
возможности простейш его текстового редактора (как NotePad, например). 
Сейчас для нас важ но знать, что он м ожет хранить строки символов и пре­
доставляет доступ к  этим строкам по индексу. Такие возможности обеспе­
чивает его свойство Lines. Первоначально в этом свойстве хранится только 
одна строка: имя компонента: (M em ol в нашем случае). Активизация свой­
ства Lines приведет к тому, что в правой части страницы свойств Инспек­
тора Объектов рядом со словом TStrings (тип свойства Lines) появится 
кнопка с многоточием. О динарны й щелчок по этой кнопке приведет к за­
пуску редактора списка строк. Вы можете удалить имя компонента, а так­
же дописать свои строки. В се сделанные изменения вступят в силу сразу 
после нажатия «ОК». Кнопка «Code Editor» (переход в Редактор Кода) 
предназначена для тех, кому покажется тесно в рамках окна редактора 
списка строк. Нажатие на эту кнопку приведет к тому, что в Редакторе Ко­
да добавится ещ е одна страница с названием Form l.M em ol.L ines, заме­
няющая редактор списка строк (он при этом исчезнет с экрана).
Строки можно добавлять и во время выполнения программы, ис­
пользуя процедуру Add:
M emol. L i n e s . A d d ( s ) ; 
где s — строка.
Компонент M emo, как и  больш инство компонентов, обладает свой­
ствами H eight и W idth, Left и  Тор, управляющими размерами и расположе­
нием объекта. К роме этого, у него имеется свойство Align (выровнять), по­
зволяю щее согласовать размеры M em o с размерами формы. Установка 
этого свойства, например, в alTop, приведет к тому, что компонент Memo 
будет размещ ен вдоль всего верхнего края формы (высота его не изменит­
ся). Свойство A lignm ent отвечает за выравнивание текста внутри компо­
нента Memo и м ожет принимать три значения, соответствующие выравни­
ванию по левому краю, правому краю и по центру.
Компонент M em o м ожет содержать информации больше, чем пока­
зывать в данный момент. Во время выполнения Вы можете «прокручи­
вать» окно M em o с помощ ью  клавиш со стрелками. Можно также устано­
вить полосы прокрутки, какие обычно имею т W indows -  программы. Для 
этого следует изменить свойство ScrollBars. По умолчанию его значение 
ssNone, что означает отсутствие полос прокрутки. Вы можете установить 
это свойство в ssHorizontal, ssVertical или ssBoth (соответственно, появля­
ются горизонтальная, вертикальная или обе полосы прокрутки).
Как и у  больш инства текстовых редакторов, принятый по умолчанию 
вид курсора для компонента Memo -  вертикальная черта. Однако про­
граммист м ожет легко изменить его, просто изменив свойство Cursor 
(свойство Cursor есть у многих компонентов, в том числе и у формы, и у
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кнопки). Более того, возм ож но использование других курсоров, не опреде­
ленных в D elphi.
Наконец, ещ е одно важ ное свойство -  Font (шрифт). Щ елчок на 
кнопке с многоточием  в  правой части строки Font И нспектора Объектов 
приведет к появлению  стандартного диалогового окна «Выбор шрифта», 
знакомого В ам  по д ругим  приложениям W indows.
Список свойств ком понента M em o, конечно, не исчерпывается при­
веденными выше. Н азначение других свойств Вы можете выяснить с по­
мощью Справочной систем ы  Delphi.
Создайте для каж дой из кнопок обработчики события OnClick. Щ ел­
чок на кнопке «Курсор» долж ен приводить к  изменению внешнего вида 
курсора при позиционировании мыш ки над компонентом M emo. Если Вы 
обратитесь к  справочной системе, то выясните, что тип TCursor определен 
как интервальный тип , допускаю щ ий значения о т -3 2 7 6 8  до 32767. Реаль­
но в Delphi предопределены  стандартные курсоры (их имена содержатся в 
выпадающем списке, которы й Вы можете получить, вы бирая свойство 
Cursor в И нспекторе О бъектов), которым соответствую т значения от О 
(crDefault) до -2 1 . П ри всех остальных значениях используется изображе­
ние курсора по умолчанию , если программистом не определено иначе. П о­
скольку TCursor является порядковым типом, для изменения курсора мож­
но использовать функцию  Pred (или Succ -  в зависимости от начального 
значения):
Листинг 2.1а
p r o c e d u r e  T F o rm l. C h a n g e C u r B tn ( S e n d e r : T O b j e c t ) ; 
b e g in
M e m o l.C u rs o r  : *  p re d (M e m o l. C u r s o r ) ;
e n d ;
Было бы хорош о предусмотреть возможность возврата к первона­
чальному виду курсора. Так, например, можно создать обработчик собы­
тия -  щелчка левой клавиш ей мыш и на форме, в результате которого кур­
сор компонента M em o получает значение, принятое по умолчанию:
Листинг 2.lb
p r o c e d u r e  T F o rm l. F o rm C lick ( S e n d e r : T O b je c t ) ;  
b e g in
M em ol. C u r s o r  :=  c r D e f a u l t ;
en d ;
Конечно, сущ ествует множ ество способов реализации подобного поведе­
ния. Быть может, Вам покаж ется лучшим реш ением поместить на форму
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еще одну кнопку -  «Сброс», и устанавливать значение курсора crDefault 
именно при щелчке на ней.
Сейчас уже можно посмотреть первые результаты Вашей работы. 
Сохраните проект и запустите его на выполнение (предлагаемые имена: 
р2_1 _test.pas д ля файла и p r2_l .dpr для проекта).
^  П р им ечан ие . Следует всегда сохранять проекты перед запуском на вы­
полнение. Конечно, Вы можете доверить это Delphi. Выберите 
«Tool$»\«Environment Options», и на странице «Preferences» появившегося 
диалогового окна отметьте флажок «Editor files» в группе «Autosave 
Options». Вт орой ф лажок «Desktop» следует отмечать при работе над 
большим проектом, чтобы он загружался вместе с Delphi.
Теперь займемся второй кнопкой «Тест типа». Щ елчок на этой кноп­
ке должен приводить к выводу в компоненте M em o строк по образцу:
Т е с т  ти п а  S h o r t l n t  
H i g h ( S h o r t l n t )  = . . .
L o w ( S h o r t l n t )  = . . .
З н ач ен и е  п ер ем ен н о й  к  ти п а  S h o r t l n t  . . .
П осле п р и м ен ен и я  I n c  п о л у ч ен о  . . .
П осле п р и м ен ен и я  S u c c  п ол у ч ен о  . . .
Разумеется, вместо многоточий в Memo должны появиться реальные 
значения. Для этого Вам придется объявить переменную типа Shortlnt. Са­
мый простой путь -  дописать объявление Ваш ей переменной в уже суще­
ствующий раздел объявления переменных, рядом с объявлением перемен­
ной Form l (в интерфейсном разделе). Однако существует правило: не сто­
ит без больш ой необходимости объявлять глобальные переменные. Пере­
менная долж на появляться только там, где она используется. В нашем слу­
чае нужно объявить ее в рамках раздела реализации, в методе, который от­
вечает за появление строк в компоненте Memo:
Листинг 2.1с
procedure T F o rm l. T e s tS tT y p e B tn C lic tc  ( S e n d e r : T O b j e c t ) ;
var x : S h o r t l n t ;
begin
x :=  1 2 6 ;
M em ol. L i n e s .A d d ( ' Т е с т  т и п а : S h o r t l n t ' ) ;
M e m o l .L in e s . A d d ( 'H ig h ( S h o r t I n t ) = '
+ I n t T o S t r ( H i g h ( S h o r t l n t ) ) ) ;
/ /  ф ун к ц и я  I n t T o S t r  пр е о б р а зуе т  ц елы й аргум ент  
/ /  в  з н а ч е н и е  с т р о ко в о г о  типа 
/ /  в е р х н я я  гр а н и ц а  и с с л е д у е м о г о  типа
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M em ol. L i n e s  .A dd  { ' Low ( S h o r t  I n t ) ■= '
+ I n t T o S t r ( L o w ( S h o r t I n t ) ) ) ;
/ /  н и ж н я я  г р а н и ц а  и с с л е д у е м о г о  т ипа
M em ol. L i n e s .A d d ( ' З н а ч е н и е  п ер ем ен н о й  x ти п а  S h o r t l n t '
+ I n t T o S t r ( x ) ) ;
I n c (x ) ;
M em ol. L in e s - A d d ( 1 П осле п ри м ен ен и я  I n c  п о л у ч е н о : ' + 
I n t T o S t r ( x ) ) ;
x  : =■ S u cc  (x ) ;
M em ol. L i n e s . A d d ( ' П осле п р и м ен ен и я S u c c  п о л у ч е н о : ’ + 
I n t T o S t r ( x ) ) ;
end;
В качестве начального значения переменной х  выбрано 126. Это 
число всего на единицу отстоит от верхней границы типа Shortlnt (127). К 
значению х последовательно применяется сначала процедура Inc, увеличи­
вающая свой параметр на единицу, а затем -  функция Succ, возвращающая 
элемент порядкового типа, следующ ий за дачны м. В нашем случае после 
применения процедуры Inc значение переменной х  станет равным 127, а 
функция Succ возвратит значение -128 . Таким образом, последний элемент 
стандартного порядкового типа считается предш ествующ им первому (при 
желании можно протестировать любой другой стандартный порядковый 
тип). В отличие от стандартных, порядковые типы, определенные пользо­
вателем, ведут себя иначе: автоматического перехода на первый элемент 
не происходит. Чтобы убедиться в этом, используем в качестве тестируе­
мого типа тип week, определенны й в параграфе «Перечислимый и интер­




l$R  * . DFM) 
type
w eek = ( s u n ,  m on, t u e ,  w ed , t h i ,  f r i ,  s a t ) ;
Вообще говоря, объявления типов часто располагаю тся в интерфейсном 
разделе. Однако, поскольку мы точно знаем, что никакому другому моду­
лю в этом проекте (просто потому, что в проекте содержится всего один 
модуль) не понадобится использовать данные типа week, объявить этот тип 
целесообразно именно в разделе реализации.
В обработчике события OnClick для кнопки TestU sTypeBtn нужно 
будет объявить переменную типа week, и практически в точности воспро­
извести код  обработчика события TForm i.TestS tTypeBtnC lick.
П рим ечан ие . Конечно, Вы можете просто перекопировать код процедуры 
TFormi.TestStTypeBtnClick и исправить его надлежащим образом. Но делать 
это следует только после того, как D elphi выполнит свою часть работы и 
создаст «заготовку» обработчика собы тия для третьей кнопки (см. также 
параграф «Файлы форм» Главы 1).
Единственная проблема состоит в том, что не существует стандарт­
ной функции преобразования данны х типа week в строковы й тип (подоб­
ной IntToStr), и  ее придется написать самостоятельно. Описание функции 
должно располагаться до ее первого вызова, поэтому поместим его в нача­
ло раздела реализации, следом за  объявлением типа:
Листинг 2.1е
implementation
l$ R  *.D FM }
w eek = ( s u n ,  mon, t u e ,  w ed , t h i ,  f r i ,  s a t ) ;
function W e e k T o S tr (d a y : w e e k ) :  
begin
e a of
s u n :  r e s u l t  
m on: r e s u l t  
t u e :  r e s u l t  
r e s u l t  
r e s u l t  
r e s u l t  
r e s u l t
w e d : 
t h i :
=' в о с к р е с е н ь е ' 
=1 п о н е д е л ь н и к ' 
■' в т о р н и к ' ;
= 'с р е д а ’ ;
= 'ч е т в е р г ’ ;
: ' п я т н и ц а ' ;
= 'с у б б о т а ' ;
r e s u l t  :=  'н е т  т а к о г о  ;
По аналогии с предопределенными функциями преобразования наша 
функция называется W eekToStr, принимает в качестве аргумента один па­
раметр типа w eek и  возвращ ает строку. Возвращаемое значение присваи­
вается специальной переменной result, которая считается определенной в 
любой функции и имеет тот же самый тип, что и тип результата функции
(можно считать, что resu lt -  автоматически объявляемая локальная пере­
менная). Теперь осталось отредактировать обработчик события 
TestUsTypeBtnClick.:
П р и м е ч а н и е . В Pascal возвращаемое значение должно было обяза­
тельно присваиваться имени функции. В  Delphi можно поступить также, а 
можно использовать переменную result.
Л исти нг 2 . I f
procedure T F o r m l .T e s tU s T y p e B tn C l i c k ( S e n d e r : T O b j e c t ) ;
var w : w eek ;
begin
w :=  f r i ;
M em ol. L in e s - A d d ( 'Т е с т  т и п а : w e e k 1) ;
M em ol. L i n e s .A d d ( ’ H ig h (w e e k )  = ' +
W e e k T o S tr (H ig h (w e e k ) ) ) ;
M em ol. L i n e s .A d d ( ' Low (w eek) = '  +
W eek T o S tr(L o w (w eek ) ) ) ;
M em ol. L i n e s .A d d ( ’ З н а ч е н и е  п ер е м е н н о й  x ти п а  Week '
+ W e e k T o S tr (w )) ;
w :=  S u c c ( w ) ;
M em ol. L i n e s .A d d ( ’ П осле п ри м ен ен и я  S u c c  п о л у ч е н о : ’
+ W e e k T o S tr (w )) ;
I n c ( w ) ;
M em ol. L i n e s . A d d ( ' П осле п ри м ен ен и я  I n c  п о л у ч е н о : ’ +
W e e k T o S tr (w )) ;
M em ol. L i n e s .A d d ( 'К о н т р о л ь  з н а ч е н и я  O rd(w ) = ’ + 
I n t T o S t r ( O r d ( w ) ) ;
end;
Сохраните и запустите проект на выполнение. П ри нажатии на кноп­
ку «Тест пользовательского типа» компонент M em o будет заполнен сле­
дующими строками:
Т ест т и п а : w eek 
H ig h (w e e k )= с у б б о т а  
L ow (w eek)“ в о с к р е с е н ь е
З н ач ен и е  п е р е м е н н о й  х т и п а  Week п я тн и ц а  
П осле п р и м ен ен и я  S u c c  п о л у ч е н о : с у б б о т а  
П осле п р и м ен ен и я  I n c  п о л у ч е н о : н е т  т а к о г о  дн я н ед ел и  
К онтроль з н а ч е н и я  O rd (w ) = 7
П оследняя вы водимая строка показы вает порядковый номер значе­
ния в объявлении типа. Поскольку значение с номером 7 в объявлении ти­
бз
па отсутствует, то при преобразовании этого значения в строку выбирается 
ветвь else оператора варианта case. П опробуйте заклю чить эту строку в 
фигурные скобки и откомпилировать проект заново. Вместо слов «нет та­
кого дня недели» не будет выводиться ничего.
'S  П рим ечание. Если откомпилировать проект с включенной проверкой 
границ ({$R*}), т о нажатие на кнопку «Тест пользовательского типая при­
ведет к  ошибке времени выполнения «Range check error», в то время как 
«Тест стандартного типа» будет пройден без осложнений.
П р и м е р  2 .2 . П е р е в о д  ц е л ы х  ч и с е л  и з  д е с я т и ч н о й  системы
СЧИСЛЕНИЯ В ШЕСТНАДЦАТЕРИЧНУЮ
С ущ ествует стандартный алгоритм для перевода чисел из одной сис­
темы счисления в другую. Однако перевод числа из десятичной системы 
счисления в шестнадцатеричную можно осуществить средствами Delphi, 
не проводя никаких вычислений, а просто используя нужный формат для 
вывода данных в виде строки.
Д ля работы со строками существует довольно много стандартных 
функций. О дна группа функций преобразует строковые значения в значе­
ния других (как правило, числовых) типов. Другие, наоборот, позволяют 
преобразовать строку в число (одна из таких функций была использована в 
предыдущем примере). Есть функции, которые сравниваю т строки, анали­
зируют их  на наличие определенных символов, меняю т регистр. Кроме 
этого, сущ ествую т функции форматирования строк. Большинство таких 
функций объявлено в  модуле SysUtils, который не нужно указывать в спи­
ске используемых модулей (он подключается автоматически к любому 
проекту).
0  Form at, S trT o ln t и  Val. Прежде чем приступить к  написанию при­
ложения, изучите с помощью оперативной справки функции Form at и StrTolnt, 
а также процедуру Val.
Поместите на форму элемент редактирования (компонент Edit, стра­
ница Standard), одну кнопку и одну метку.
К омпонент Edit используется для ввода (реже -  вы вода) различных 
значений. Его свойство Text (тип свойства -  TCaption =  s tr in g )  может со­
держать какую -либо строку, требования к которой практически аналогич­
ны требованиям к заголовку формы или кнопки. Введенная пользователем 
строка считывается из этого свойства, а затем при необходимости может 
быть преобразована, например, в целое число. Пока мы не будем обсуж­
дать, как запретить ввод некорректных данных. Предположим, что Вы (как 
грамотный пользователь) не ошибаетесь.
П ервоначально свойство Text содержит строку E d itl,  которую можно 
сразу уничтожить. Вводить какое-либо новое значение необязательно.
Когда пользователь вводит или стирает символ в компоненте Edit, 
происходит событие OnChange, являющ ееся для Edit событием по умолча­
нию. Это означает, что создать обработчик события OnChange можно 
двойным щелчком левой клавиш ей мыши на соответствующем компонен­
те Edit, расположенном на форме. Точно также событие OnClick является 
событием по умолчанию  для кнопки, и двойной щелчок левой клавишей 
мыши на кнопке во время разработки приведет к созданию обработчика 
этого события. Разумеется, каждый компонент, имеет только одно событие 
по умолчанию (конечно, если он вообщ е имеет события). Обработчики же 
остальных событий создаются обычным образом с помощ ью  Инспектора 
Объектов (как было описано ранее).
И змените свойства N am e и C aption Ваш их компонентов следующим 
образом:
Компонент Name Caption
Form l IntToHexForm Системы счисления 1 0 ->  56
Button] ClearBtn Очистить
Labell HexLabel <пустая строка>
Editl IntEdit
и очистите свойство T ext компонента IntEdit.
Кнопка C learB tn должна очищ ать свойство Text компонента IntEdit 
во время вы полнения. Следовательно, в обработчике события OnClick этой 
кнопки нужно написать оператор
I n t E d i t . T e x t  :=
который присваивает свойству Text компонента IntEdit пустую строку. 
Код, который отвечает за считывание введенного десятичного числа и пре­
образование его в ш естнадиатеричиое, будет располагаться в обработчике 
события O nChange элемента редактирования.
Первое, что следует сделать -  считать введенное пользователем зна­
чение из свойства Text. И спользуем для этого процедуру Val, преобра­
зующую строку в число. Ее заголовок выглядит следующим образом: 
p r o c e d u r e  V a l ( S ;  v a r  V;  v a r  C o d e : I n t e g e r ) ;
Первый параметр -  значение строкового типа, второй -  переменная число­
вого (целого или вещ ественного) типа, в которую будет записываться ре­
зультат преобразования, третий -  переменная целого типа, принимающая 
значение 0, если строка м ожет быть интерпретирована как число, или но­
мер первого символа, который не м ожет входить в число (т.е., не являю ­
щийся цифрой или десятичной точкой).
В качестве первого параметра мы можем использовать непосредст­
венно значение In tE ditT ext, но для второго и  третьего параметров придет­
ся ввести дополнительные переменные. Поскольку эти переменные нигде 
больш е не понадобятся, достаточно записать их в разделе объявления пе­
ременных обработчика события OnChange:
Л и сти н г 2 . 2 а
p r o c e d u r e  I n tT o H e x F o r m .I n tE d i tC h a n g e ( S e n d e r :  T O b je c t)  ; 
d e c im a l  : I n t e g e r ;
/ /  ч и с л о  в  д е с я т и ч н о й  сист еме с ч и с л е н и я  
i :  I n t e g e r ;  / /  н ом ер  ош и б о чн о го  сим во ла
V a l ( I n t E d i t . T e x t , d e c i m a l , i ) ;
/ /  т ак ст рока и з  E d i t  превращ ает ся  в  ц е л о е  ч и с л о ,
/ /  е с л и  э т о  в озм о ж но
e n d ;
Полученное десятичное число должно быть преобразовано в шест­
надцатеричное. Это довольно просто сделать с помощ ью  функции Format. 
Справочная система D elphi подробно описывает возможности этой функ­
ции. Для нас же сейчас важно, что спецификатор формата % х преобразует 
аргумент, являющ ийся десятичным числом к шестнадцатеричному виду. 
Поэтому окончательно в обработчике события onChange будут записаны 
следующ ие операторы:
Л и сти н г  2 . 2Ь 
b e g in
V a l ( I n t E d i t . T e x t , d e c i m a l , ! ) ;
H e x L a b e l . C a p t io n  :=  F o r m a t ( ' %x' ,  [ d e c i m a l ] ) ;
e n d ;
Сохраните Ваш проект (предлагаемые имена модуля: ih_trans.pas, 
проекта IntToHex.dpr) и  запустите его на выполнение. Попробуйте ввести 
какое-нибудь целое число. Преобразование к шестнадцатеричному виду 
будет происходить каждый раз при вводе новой цифры.
• /  П рим ечан ие . Можно дополнить проект простейшей реакцией на ошибку: 
b e g in
V a l ( I n t E d i t . T e x t , d e c i m a l , i ) ;
i f  ( i O 0 )  t h e n  H e x L a b e l. C a p t io n  :=  'О ш и бка '
end;
При работе в «интерактивном» режиме такой путь вполне приемлем.
В ыш е мы  упоминали функцию StrToInt, которая, как можно заклю­
чить из названия, преобразует строку в целое число. Попробуйте исполь­
зовать эту функцию  вместо процедуры Val. При этом нужно обратить вни­
мание на следую щ ие моменты. Во-первых, придется изменить процедуру 
очистки элемента редактирования, поскольку пустая строка не может быть 
преобразована в целое число с точки зрения функции StrToInt. Решением 
проблемы мож ет быть запись в элемент редактирования 0. Во-вторых, если 
Вы введете не цифр)', это  приведет к ошибке. Ваш а программа при этом не 
«зависнет», и В ы  смож ете продолжить с ней работу. В дальнейшем мы 
обязательно обсудим, как должна реагировать программа на ошибочно 
вводимые значения или какие-то другие некорректные действия со сторо­
ны пользователя.
Ш
Знаки операций и вы раж ения
Выражения фактически являются «кирпичиками», из которых построены объяв­
ления и операторы. Пример простейших выражений -  переменные и константы. Более 
сложные выражения составляются из более простых с помощью знаков операций, а 
также с использованием таких конструкций языка, как вызовы функций, конструкторы 
множеств, индексы и приведение типов. Объекты операции называют операндами. В 
зависимости от количества операндов операции подразделяются на унарные и бинар­
ные. К унарным операциям в O bject Pascal относятся операции @  (взятия адреса), not 
(отрицания), а  также А (разыменования указателя). Знаки операций + и -  могут обозна­
чать как унарную операцию (сохранения или изменения знаха числа), так и бинарную. 
Все остальные операции -  бинарные. За исключением операции разыменования знаки 
унарных операций располагаются перед операндом; знаки бинарных операций распола­
гаются между операндами.
✓  П римечание. В некоторых других языках программирования существуют знаки опера­
ций, требующие трех операндов.
else HexLabel-Caption := Form a t ('% x ’, [decimal]);
При вычислении выражений последовательность выполнения операций опреде­
ляется их приоритетом. В документации O bject Pascal приводится следующая таблица 
приоритетов (знак операции разыменования указателя в нее не  входит);
Знак операции Приоритет
Первый (высший)
*, /, div. m od. and . shl. sh r. as Второй
Третий
=, o .  <, >. <=. >=, in. is Четвертый (низший)
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Как можно видеть (см., например, раздел forma! grammar оперативной справки), наи­
высший приоритет имею т унарные операции, второй -  бинарные операции типа умно­
жения, за ними следуют бинарные операции типа сложения, а самый низкий приоритет 
имеют бинарные операции типа отношения.
'S  П римечание. На взгляд автора, было бы вполне правомерно включить в группу опера­
ций наиеысшего приоритета все унарные операции; и операцию разыменования, и унарный 
плюс, и унарный минус. Однако будем следовать заявленному приоритету документации 
Delphi.
В случае равенства приоритетов операции выполняются слева направо -  в порядке за­
писи. Изменить естественный порядок выполнения операций можно с помощью круг­
лых скобок. Подвыражения, заключенные в круглые скобки, вычисляются в первую 
очередь. При этом, если уровней вложенности несколько, вычисление начинается с 
«самых внутренних» подвыражений. Следует помнить, что иногда использование круг­
лых скобок там, где компилятору это не требуется, может сделать код более легким для 
восприятия.
Операции можно классифицировать по характеру осуществляемых действий, 
Как мы уже говорили, множество операций над данными определяется их типом. Вме­
сте с тем, в выражениях могут использоваться операнды различных типов (о такой воз­
можности обычно говорят как о совместимости типов в выражениях). Наконец, один я 
тот лее знак операции может иметь различный смысл в зависимости от типа операндов. 
По этим причинам классификация получается не слишком стройной:
—  арифметические операции;
—  логические (Boolean) операции;
—  побитовые (bitwise) операции;
—  операции отношения;
—  операции над строками;
—  операции над множествами;
—  операции над указателями;
—  операции над классами;'
—  операция взятия адреса (@).
В этом параграфе м ы  рассмотрим первые четыре вида операций (в приложения 
к уже изученным типам данных), а также операции над строками. Остальные виды опе­
раций мы будем изучать совместно с соответствующими типами.
К арифметическим операциям относятся сохранение знака (унарный плюс 
изменение знака (унарный минус - ) ,  сложение (+), вычитание (-) , умножение (*), деле­
ние (/), а  также целочисленное деление (div) н взятие остатка от целочисленного деле­
ния (mod). В качестве операндов первых шести операций могут выступать величины 
любого целого или вещественного типов. Тип результата, как правило, определяется 
типами операндов: если операнд (для унарной операции) или оба операнда (для бинар­
ной операции) -  целого типа, то и результат будет целым. В противном случае (один 
или оба операнда -  вещественные) результат будет вещественным. Исключение состав­
ляет операция деления: вне зависимости от типа операндов результат будет иметь ве­
щественный тип (иногда операцию деления называют операцией вещественного деле-
^  П рим ечание. Болев точно, результат арифметической операции будет 
иметь тип Extended, если хотя бы один из операндов -  вещественный, тип Int64, 
если все операнды -  целого типа, и хотя бы один из них имеет тип Int64, и Integer -  
в противном случае, для операции деления результат всегда будет иметь тип Ex­
tended.
Названия «целочисленное деление» и  «взятие остатка от целочисленного деле­
ния» говорят сами за себя. Операндами в таких операциях могут бьггь только величины 
целых типов, целочисленным будет и результат (оговорка относительно Int64 имеет си­
лу и в этом случае).
П римечание. Результатом  операции целочисленного деления х dlv у, где х и у -  
целые числа будет целое число, ближайшее к числу х/у со стороны нуля. Результат опера­
ции взятия остатка от деления х mod у можно представить с помощью операции Civ сле­
дующим образом: х -  (х dlv у) 'у  (возможна обратная замена)
Примеры.
Сохранение знака +Х Изменение знака -8
Сложение X + Y Вычитание Z - A
Умножение 1 * R Деление и / 1
Целочисленное деление X div 2 Взятие остатка от деления X mod 2
Логических операций четыре: одна унарная -  логическое отрицание (not), и три 
бинарных -  конъюнкция (логическое «И»; and), дизъюнкция (логическое «ИЛИ»; ог) и 
разделительная дизъюнкция (логическое «Исключающее ИЛИ»; хог). Их операнды мо­
гут иметь любой логический тип, результат же всегда будет типа Boolean. Компилятор 
Delphi позволяет проводить вычисления логических выражений по полной или по со­
кращенной схеме. По умолчанию принята сокращенная схема. Это означает, что выра­
жения, содержащие and  и ог, вычисляются только в той части, которая оказывает опре­
деляющее влияние на результат. Например, при вычислении выражения А o r  В компи­
лятор не будет вычислять значение В, если значение А  оказалось истинным, согласно 
законам алгебры логики, выражение А o r  В будет истинным, если хотя бы одно из под­
выражений будет истинным. Аналогично, при вычислении выражения С and D компи­
лятор ограничится вычислением С, если оно окажется ложным.
Полная схема вычислений предполагает вычисление каждой операции конъ­
юнкции или дизъюнкции в выражении, даже если результат уже ясен. Применение со­
кращенной схемы вычислений уменьшает время исполнения программы, однако, пол­
ная схема вычислений может оказаться необходимой при использовании в качестве 
операндов функций с так называемым побочным эффектом. Более подробное обсужде­
ние этого вопроса и содержательные примеры будут приведены при рассмотрении та­
ких функций. Пока же отметим лишь, что использование полной схемы вычислений 
логических выражений можно задать, отметив опцию «Complete Boolean Evaluation» на 
странице «Compiler» диалогового окна, вызываемого командой меню «Project» | «Op­









True - Отрицание not А False
True False Конъюнкция A  and  В False
True False Дизъюнкция A o r  В True
True False Разделительная дизъюнкция А хог В True
Побитовые операции выполняются над двоичным представлением целых вели­
чин. Среди этих операций есть одна унарная -  операция отрицания (not), и пять бинар­
ных: конъюнкция (and), дизъюнкция (or), разделительная дизъюнкция (хог), а также 
операции побитового сдвига влево (shl; shift left) и операция побитового сдвига вправо 
(shr; shift right). Операнды побитовых операций могут иметь любой целый тип, а тип 
результата определяется следующим образом. Результат операции отрицания имеет тот 
же тип, что и единственный операнд. Тип результата любой из операций побитового 
сдвига совпадает с тапом первого операнда. Конъюнкция, дизъюнкция и разделитель­
ная дизъюнкция приводят к результату целого типа (одного из предопределенных), 
диапазон значений которого является наименьшим вмещающим в себя значения обоих 
операндов.
Примечание. В действительности, если не включена проверка границ 
присваивание переменной любого целого типа значения переменной любого другого целого 
типа считается допустимым: 
var a: Shortlnt; b: Byte; 
begin
S .- -S ;
8 этом случае будет осуществлено автоматическое приведение типов, и Ь получит значе­
ние 248 (в то же время явная запись £>.- -8 приведет к ошибке компиляции). Впрочем, даже 
при включенной проверке границ Delphi не станет беспокоить 8эс без повода: если перемен­
ное а в приведенном выше примере присваивается положительное значение, все будет ра­
ботать. Более того, нормально компилируется и исполняется следующий код: 






Однако если переменная с будет объяелена как Byte, Вы получите сообщение об ошибке 
«Range Check Error».
Разумеется, все вышесказанное справедливо и для любых других стандартных типов, при­
надлежащих одной группе (например, вещественных).
Примеры:
Рассмотрим применение побитовых операций к  двум переменным А и В типа
Byte.
Десятичное представление Двоичное представление
Значение операнда А 13 00001101
Значение операнда В 00000011
Результат операции
not А 242 11110010
A and В 00000001
А or В 15 00001111
А хог В 14 00001110
A sh ] В 104 01101000
A sb r В 1 00000001
Заметим, что вычислить результат операции побитового сдвига влево можно 
умножением первого операнда А  на 2В, а результат операции побитового сдвига вправо 
-  путем целочисленного деления первого операнда на 2 .
Следующая группа операций, которые мы обсудим, -  это операции отношения. 
К ним относятся: операция равенства (=), операция неравенства ( о ) ,  а  также операции 
сравнения «меньше» (<), «меньше или равно» (<=), «больше» (>), «больше или равно» 
(>=). Все шесть операций отношения являются бинарными. Их операндами могут быть 
величины любого простого или строкового типа, а результат операции отношения все­
гда имеет тип Boolean.
П римечание. Отметим, что список типов операндов неполон. Например (в сипу 
общности понятий эквивалентности и неэквивалентности), операции равенства и нера­
венства могут применяться к операндам ряда других типов. По мере изучения новых типов 
мы будем указывать, какие операции определены для значений этих типов.
Действие операций отношения над операндами простых типов соответствует их 
обычной математической интерпретации. Единственное требование -  операнды долж­
ны быть совместимых типов, «смешивать» разрешается только целые и вещественные 
значения. Если же операнды строкового типа (величины символьных типов трактуются 
как строки единичной длины), они сравниваются посимвольно, в соответствии с поряд­
ком символов ANSI -  кода.
Примеры:
Равенство 1= 10
Неравенство X о  Y
Меньше c < V
Меньше или равно а <=5.87
Больше s ' > ’try'
Больше или равно intNum >= realNum
Группа операций над строками состоит из только что рассмотренных операций 
отношения (для случая операндов строкового типа), а  также операции конкатенации 
(+). Операндами операции конкатенации могут быть величины любых строковых ти­
пов. Существует только одно ограничение: если один из операндов имеет тип 
WideChar, то другой должен быть длинной строкой. Результатом операции конкатена­
ции (сцепления) является строка, состоящая из символов обоих операндов, причем 
символы второго операнда помешаются после символов первого. Полученная строка
совместима с любым строковым типом. Однако если оба операнда являются короткими 
строками (ShortString), то и результат будет короткой строкой (т.е. будет содержать не 
более 255 символов; все последующие символы будут отсечены).
Пример:
'При'+'мер'
Теперь приведем формальные правила, по которым строятся выражения.
«выражение» : :=  < простое выражение»
{ [«операция типа отношения> «п ростое вы раж ение»])
«простое выражение>
[+ I - ]  <терм> {[«операци я типа сложения» < терм > ])
<терм> : :=
<множитель> { [«операция типа умножения> «множ итель>]}
«множитель» : : «
< десигнат>  [(« сп и со к  вы раж ений »)]I(«вы раж ен ие»)]<число» | 
«строка»  ( п©Р<множитель»I«выражение приведенного  типа»| 
«конструктор  множ ества» [ n i l  ! @ «десигнат»
«выражение приведенного  тип а»  : : =
«идентификатор типа» («выражение»)
«список выражений» : :=
«выражение» ( ,  «выражение»)
«десигнат»  : : *
( «квалифицируемый идентификатор» [ . «идентификатор» ]
1 [ 1«список  вы р аж ен и й » '] ' I л ] )
«квалифицируемый идентификатор» : :=
[«идентификатор м о дуля» .] «идентификатор»
Здесь приведено полное определение понятия «множитель», но поскольку мы 
пока рассмотрели не все типы данных (и виды операций), оставим последнюю строк)’ 
этого определения без комментариев. Отметим лишь, что конструкторы множеств бу­
дут обсуждаться в главе 4, посвященной множествам, а операция взятия адреса и заре­
зервированное слово nil -  при изучении указателей. Что касается десигната (designator, 
означаемое), сейчас вполне достаточно ограничиться представлением о нем как о пере­
менной или константе.
В заключение этого параграфа -  несколько слов о константных выражениях. Как 
мы уже говорили, константное выражение -  это выражение, которое может быть вы­
числено компилятором до исполнения программы. В константное выражение могут 
входить числа, символьные строки, уже определенные истинные константы, значения 
перечислимых типов, а также специальные константы True, False и n il (кроме этого, в 
константном выражении могут применяться знаки операций, операторы приведения 
типов и конструкторы множеств). Не допускается использование в константном выра­
жении переменных, указателей, а также функций, за исключением следующих предо­
пределенных:
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Abs Exp Length Ord Sqr
Addr Frac Ln Pred Sqrt
АгсТал Hi Lo Round Succ
Chr High Low Sin Swap
Cos Int Odd SizeO f Trunc
Константное выражение фактически своим видом определяет тип истинной кон­
станты. Так, если константное выражение представляет собой целое число, то его ти ­
пом считается Longlni, но если его значение выходит за пределы диапазона этого типа, 
типом константы будет lnt64. В случае вещественного значения типом константы будет 
Extended. Константа -  символьная строка будет совместима с любым строковым типом. 
Если же длина этой строки равна 1 (т е., это один символ), такая константа будет со­
вместима и с любым символьным типом.
Ш
Классификация операторов
Операторы описывают действия, выполняемые программой. Любой оператор 
может иметь метку, которая отделена от него двоеточием. Друг от друга операторы от­
деляются точкой с запятой (;).
Все операторы Object Pascal подразделяются на две группы: простые и структу­
рированные:
<оператор> : : =
[« м етк а? :] «простой оператор>  | «структурированны й опера-
Простыми называют операторы, которые не содержат в себе других операторов.
«простой оператор>
«пустой  о п ератор?  | «оператор  присваивани я? [ 
« о п ер ато р  процедуры> I «оператор  перехода? I 
« о п ер ато р  н аследования?
Пустой оператор не имеет специального обозначения. Он используется как 
вспомогательная синтаксическая конструкция. Например, запись «;;» может быть ис­
толкована как пустой оператор, находящийся между двумя разделителями.
П рим ечание. В Object Pascal (как и в стандартном Pascal) необязательно ста­
вить точку с запятой между оператором и зарезервированным словом end. Если же символ 
к,и поставлен, то считается, что после него находится пустой оператор.
Оператор присваивания выглядит следующим образом:
«оператор  присваи ван и я?  : :=  « д еси гн ат?  :=  «выражение?
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П ри м ер :
v a r  х :  i n t e g e r ,  
b e g i n
В результате текущее значение программного объекта в левой части оператора 
присваивания заменяется новым значением, задаваемым выражением в правой части 
оператора присваивания (в левой части оператора присваивания обычно указывается 
переменная, типизованная константа или идентификатор функции)- Новое значение 
программного объекта при этом становится текущим, а прежнее текущ ее значение ут­
рачивается безвозвратно.
Оператор перехода передает управление оператору, имеющему соответствую­
щую метку:
с о п е р а т о р  п е р е х о д а >  : : =  g o t o  С м етка>
П ри м ер :
l a b e l  ju m p ; 
v a r  х , у :  i n t e g e r ;
g o t o  ju m p ;
у :=  5 ;  / /  этот о п е р а т о р  п р о п у с к а е т с я  п р и  вы полнении
ju m p : у :=  х - 2 ;
e n d .
Вообще говоря, использование оператора перехода не приветствуется стандар­
тами структурного программирования. Считается (и не без оснований), что операторы 
goto делают программу более запутанной и сложной для понимания. В языке сущест­
вуют различные конструкции, позволяющие в большинстве случаев обойтись без опе­
раторов перехода,
Приведем также определения операторов вызова процедуры и наследования: 
С о п е р а т о р  п р о ц ед у р ы >  : : =  < д е с и г н а т >  [ (< е л и с о к  вы раж ен ий > ) ) 
< о п е р а т о р  н а с л е д о в а н и я >  : : =  i n h e r i t e d
Структурированные операторы содержат в себе другие операторы, причем по­
рядок выполнения этих операторов не обязательно является последовательным. Струк­
турированные операторы подразделяются на пять групп:
•^ ст р у к ту р и р о в а н н ы й  о п е р а т о р >  : :  =
< с о с т а в н о й  о л е р а т о р >  I < усл овн ы й  о п е р а т о р >  | 
с о п е р а т о р  ц и к л а >  I с о п е р а т о р  п р и с о е д и н е н и я >  | 
с о п е р а т о р  о б р а б о т к и  и с к л ю ч и тел ь н о й  с и т у а ц и и >
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Составной оператор является конструкцией, вспомогательной с точки зрения 
синтаксиса. Э тот оператор обычно применяют, когда синтаксис языка допускает ис­
пользование только одного оператора, в то время как программная логика требует не­
скольких. Определение составного оператора было дано в Главе 1, однако мы повторим 
его ради полноты изложения;
« с о с т а в н о й  о п е р а т о р >  : ;  =
« с п и с о к  о п е р а т о р о в >  
end
« с п и с о к  о п е р а т о р о в »  < о п е р а т о р >  { ; < о п е р а т о р > }
П римечание. Пэру зарезервированных слое begin и end часто называют опера­
торными скобками.
Оператор присоединения подробно рассматривается в Главе 5 «Записи и работа 
с ними», оператор обработки исключительной ситуации также изучается совместно с 
понятием исключения.
Условных операторов в Pascal два; это условный оператор if, который обычно и 
называют условным оператором, и условный оператор case, для которого чаще исполь­
зуются названия «оператор выбора» или «оператор варианта».
«условный оператор» ::=
« у с л о в н ы й  о п е р а т о р  i f >  I « у с л о в н ы й  о п е р а т о р  e a s e »
«условн ы й  о п е р а т о р  i f »  :
i f  < у с л о в и е >  t h e n  « о п е р а т о р »  [ e l s e  « о п е р а т о р » ]
«условие» :: = «выражение»
При выполнении условного оператора сначала вычисляется условие -  выраже­
ние, результат которого обязательно должен иметь тип Boolean. Если вычисления дают 
True в качестве значения выражения, будет выполнен оператор, указанный в ветви 
then, в противном случае (если значение выражения -  False) выполняется оператор, 
указанный в ветви else. Затем управление передается оператору, следующему за услов­
ным оператором. Ветвь else может отсутствовать.
Пример:
v a r  х , у : integer; 
b e g in
i f  х  > 0 t h e n  у  :=  х * х  e l s e  у  :=  - 1 ;
e n d .
Иногда требуется использовать вложенные условные операторы. При этом дей­
ствуют следующие правила. Зарезервированное слово else считается относящимся к 
ближайшему стоящ ему перед ним зарезервированному слову if, с которым еще не было
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соотнесено ни одно зарезервированное слово else. Во избежание путаницы следует ис­
пользовать операторные скобки.
П римеры:
i f  х  
5 < х< -1
i f  х  
5< х < -1
e l s e
end.
Обратите внимание, что зарезервированное слово else в приведенных выше 
примерах записано на том же уровне, что и соответствующее ему if  В действительно­
сти местоположение else не играет никакой роли с точки зрения компилятора, но ие­
рархический способ записи более удобен для восприятия.
Синтаксис условного оператора case следующий:
« у с л о в н ы й  о п е р а т о р  c a s e >  ; : =  
c a s e  < с е л е к т о р >  o f  
« в а р и а н т »  [ { ; < в а р и а н т > ) )
( e l s e  < о п е р а т о р >  ] [ ; ]
< с е л е к т о р >  : : =  < вы раж ен и е>
« в а р и а н т »  : : •»
« м е т к а  в а р и а н т а »  [ ( , « м е т к а  в а р и а н т а » ) ]  : « о п ер а то р »
« м е т к а  в а р и а н т а »  : : =
« к о н с т а н т н о е  в ы раж ен и е»  « к о н с т а н т н о е  вы раж ен ие»  )
При выполнении оператора операторе case сначала вычисляется выражение -  
селектор, результатом которого должно быть значение любого порядкового типа -  как 
стандартного, так и определяемого пользователем. Если выражение -  селектор прини­
мает значение, совпадающее со значением какого-либо константного выражения из ме­
ток вариантов, выполняется оператор, указанный в этом варианте Если среди меток 
вариантов не нашлось подходящего значения, будет выполняться ветвь else (если она
i n t e g e r ;
< - 1  t h e n
i f  х  > - 5  t h e n  y :=  x + 5 / /  в ы п о л н я е т с я  при 
e l s e  y : = x * ( - 2 ) ;  / /  в ы п о л н я е т с я  п ри  x < - 5
i n t e g e r ;
< - 1  t h e n  b e g i n
i f  x  > - 5  t h e n  y :=  x + 5 / /  в ы п о л н я е т с я  при
у  :=  x M - 2 ) ;  / /  в ы п о л н я е т с я  п ри  х  > - 1
есть). Затем управление получает (т.е. выполняется) оператор, следующий за операто­
ром case Отметим, что хонстантное выражение, присутствующее в одной из меток ва­
рианта, не может присутствовать более ни в какой другой метке варианта.
Примеры:
type T_MyNums = 0..9; 
var k: T_MyNums;
case k of
1,3,5,7,9: s ;= 'Нечетное число';
2, 4, б, 8: s :== 'Четное число' ;
else
end;
type T_MyKurns = 0. . 9; 
var k: T_MyNums; 
s: string;
case k of
3,6,9: s := 'Это число нацело делится на 3';
2,4,б,8: s := 'Это число нацело делится на 2';
(Компилятор сообщит об ошибке «D u p l ic a te  case la b e l» ,  
п о с ко л ь к у  число 6 использует ся  в д в у х  метках вариант ов/
Для организации циклов Pascal предоставляет три конструкции: оператор никла 
с предусловием (while), оператор никла с постусловием (repeat) и оператор цикла с па­
раметром (счетчиком) (for):
«оператор цикла» ::=
«оператор while» I «оператор repeat» I «оператор for»
Оператор w hile является наиболее универсальным оператором, с помощью ко­
торого можно описать любое циклическое действие.
«оператор while» ::=
while «условие» do «оператор»
«условие» ::= «выражение»
Результатом выражения (его часто называют выражением, управляющим цик­
лом) может быть только значение типа Boolean. Если значение этого выражения истин­
но (т.е. равно True), будет выполнен оператор, указанный после зарезервированного
слова do (его обычно называют телом цикла). Затем управление будет возвращено опе­
ратору w hile и выражение будет вычислено вновь. Как только значение выражения ста­
нет ложным (False), управление будет передано оператору, следующему за оператором 
while. Практическое следствие состоит в том, что в теле цикла обязательно должны 
происходить какие-то действия, ведущие к изменению выражения. В противном случае 
цикл никогда не прервется.
Пример:
c o n s t  п = 13;
v a r  i ,  f :  i n t e g e r ;
(Вычисление 1 3 !) 
f  1; (0 !}  
i  :=  1;
w h ile  i  <= n do  b e g in  
f  :=  f * i ;  
i  :=  i+ 1 ;
(Изменение i влияет на результат выражения, 
управляющего циклом}
Оператор repeat может оказаться весьма полезным, когда некоторые действия 
необходимо выполнить хотя бы один раз.
<оператор r e p e a t>  ; :=
r e p e a t  <оператор> [ f ; < оп ератор> )] u n t i l  <условие>
<условие> <выражение>
Как и в случае оператора while, результат выражения должен иметь тип Boolean. 
Порядок выполнения оператора repeat следующий: сначала выполняются операторы 
тела цикла (т.е. операторы, заключенные между зарезервированными словами repeat и 
until), а  затем вычисляется выражение. Если значение выражения ложное (False), 
управление возвращается оператору repeat, в противном случае управление передается 
оператору, следующему за оператором repeat.
'S  П рим ечание. В теле цикла оператора repeat (в отличие от других операторов 
цикла) могут быть записаны несколько операторов. Использование операторных скобок не­
обязательно.
Пример: 
c o n s t  п = 13; 
v a r  i ,  £: i n t e g e r ;  
b e g in
(Вычисление 13!} 
f  :=  1 ;  {О!}
7*
f  :=  f * i ;  
i  :=  i+ 1 ;
(И з м е н е н и е  i  в л и я е т  н а  р е з у л ь т а т  вы раж ен ия, 
у п р а в л я ю щ е г о  ц и к л о м )
end.
Оператор fo r можно использовать, если число итераций заранее известно. Такое 
требование, конечно, сужает сферу применения оператора for. Тем не менее, в силу 
своей наглядности он применяется практически всегда, когда это возможно. В Pascal 
допускается две формы оператора: с возрастающим счетчиком (для краткости мы бу­
дем говорить о форме to) и с убывающим счетчиком (форма downto).
« о п е р а т о р  f o r >  : : =
f o r  :=  « п а р а м е т р  ц и к л а >
« в ы р а ж е н и е ?  t o  « в ы р а ж е н и е ?  d o  < о п е р а т о р >  I 
f o r  « п а р а м е т р  ц и к л а ?  :=
« в ы р аж е н и е ?  d o w n to  « в ы р аж е н и е ?  d o  « о п е р а т о р ?
« п ар а м е тр  ц и к л а ?  : : =  « к в ал и ф и ц и р у е м ы й  и д е н т и ф и к а т о р ?
Параметр цикла (его также называют счетчиком) должен быть (локальной) пе­
ременной любого порядкового типа. Выражения должны давать результат того же са­
мого или совместимого типа. Выражение, стоящее перед зарезервированным словом to 
(downto), называют начальным выражением, а выражение, расположенное после заре­
зервированного слова to (downto), называют конечным выражением.
Выполнение оператора fo r происходит следующим образом. Вначале вычисля­
ются начальное и конечное выражения, а счетчику присваивается значение начального 
выражения. Чтобы тело цикла было исполнено хотя бы раз, для оператора в форме to 
начальное выражение не должно превосходить конечное выражение, а для оператора в 
форме downto начальное выражение должно быть не меньшим, чем конечное выраже­
ние. Если это условие соблюдено, то после выполнения тела цикла счетчик автомати­
чески увеличивается или уменьшается на единицу (в смысле рассматриваемого поряд­
кового типа). Последняя итерация происходит при значении счетчика, равном значе­
нию конечного выражения. По завершении цикла for значение счетчика считается не­
определенным.
Примеры:
c o n s t  п = 1 3 ;
v a r  i ,  f :  i n t e g e r ;
begin
(В ы ч и с л е н и е  1 3 ! )
f o r  i  : = " l t o  n do f  :=  f * i ;
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c o n s t  n *= 13 ;
v a r  1, f :  in t e g e r ;
b e g in
{Вычисление 1 3 !)
f  :=  1 ; 1 в случае  цикла f o r  в форме d o w n to  не л ь зя
провест и прямую аналогию с О !)
f o r  i  :=  n d o w n to  1 do  f  :=  f * i ;
Примечание. В приведенных примерах е качестве счетчика использовалась пе­
ременная целого типа, значение которой автоматически увеличивалось (или уменьшалось - 
в зависимости от формы цикла) на единицу. Для порядковых типов, не являющихся целыми, 
происходил бы переход к следующему (или предыдущему) значению. Изменить величину шага 
в Ра sea/ невозможно, некоторые другие языки это позволяют.
Важным отличием оператора fo r от  операторов цикла с  предусловием и с посту­
словием является то, что начальное и конечное выражение вычисляются только один 
раз -  при входе в цикл. Даже если в рамках цикла значения операндов, входящих в со­
став этих выражений, меняются, это никаким образом не может повлиять на ход вы­
полнения цикла. Присвоение какого-либо значения параметру запрещено.
Пример:
v a r  i ,  k , n :  in t e g e r ;
k :=  2 ;
n :=  0 ;
f o r  i : =  1 t o  k do
n :=  n + 2 * i ;  
k :=  k+1;
(а попытка изменить переменную ц и к л а , например, 
i  :=  i+ 1 ;
п р и вед е т к  ошибке компиляции  « A ss ig n m e n t to  
F O R -L oop  v a r i a b l e  ‘ i ‘ »}
e n d ;
(По заверш ении цикла k  будет иметь зна че ние  4 , а п 6}
Так, приведенный выше пример будет нормально откомпилирован и исполнен. 
Тем не менее, этот код вряд ли можно назвать легко читаемым и понимаемым. Даже 
если программная логика диктует подобные действия, стоит пожертвовать компактно­
стью и использовать две переменных вместо одной.
Нужно отметить, что «при прочих равных» цикл, заданный оператором for, бу­
дет выполняться быстрее, чем аналогичные действия, записанные с помощью while или 
repeat, поскольку не нужно каждый раз вычислять условие, управляющее продолжени­
ем цикла.
Вопросы
1. Используйте в примере 2.1 в качестве тестового типа любой интерваль­
ный тип (например, -100 ..100). В качестве исходного значения пере­
менной этого типа присвойте значение верхней границы. Что произой­
дет, если вы н апиш ете в программе
х := х +  1;
Будет ли отличие, если Вы напиш ете вместо этого 1пс(х)? Succ(x)? П о­
чему?
2. Какой тип является базовым д ля типа T_SomeNumber?
3. Дополните пример 2.1 так, чтобы использовать все функции, работаю­
щие с порядковыми типами. Изучите, как они действую т на примере 
перечислимого тип а T_fruits.
4. Какие события являю тся событиями по умолчанию  для кнопки и эле­
мента редактирования? Для формы? Для метки? Для компонента 
Memo?
5. Исследуйте тип B oolean с помощью программы, написанной в примере 
2.1. Объясните полученные результаты. Будут ли наблюдаться различия 
при компиляции с включенной и с отключенной проверкой границ?
6. Исследуйте лю бой из логических типов (кроме Boolean) с помощью 
программы, написанной в примере 2.1. И зменится ли что-нибудь, если 
вместо применения процедуры Inc увеличить значение переменной пу­
тем повторного вы зова функции Succ? К ак влияет на результат включе­
ние и  отклю чение проверки границ при компиляции?
7. В примере 2.3 использовался тип week. Д ополните программу опреде­
лением типа workw eek (на базе w eek) и исследуйте этот тип.
8. Чем отличаю тся типизированны е константы о т  истинных констант? 
Чем отличаю тся типизированны е константы от переменных?
9. Можете ли Вы назвать переменную Index? Begin?
10.Можете ли В ы  объявить переменную Integer типа Integer? Если да, то 
как?
Задания
1 Изучите с помощ ью  справочной системы Delphi функции Format- 
DateTime, StrToDateTim e, DateTimeToStr, а также Date, Time и Now, 
Начните новый проект и поместите на форму кнопку и компонент 
Memo. Разработайте приложение, которое при щелчке на кнопке будет 
выводить в компоненте M em o две строки следующего содержания (для 
их создания используйте функции форматирования):
a) Строка 1: «Число 1234.5678 можно записать как 1.2345678Е+03 или, 
приближенно, как 1234.57» и строка 2, которая должна содержать 
текущ ую дату: «Сегодня — .. .(число) (месяц) года».
b) Строка 1: «Число П и можно записать с разной точностью: с 2 знака­
ми после запятой: 3.14, с 4 знаками после запятой: 3.1415, с 7 знака­
ми после запятой: 3.1415926» и  строка 2, которая должна содержать 
текущ ее время: «Сейчас — .. .часов ... минут».
c) Строка 1: «Число Е (основание натурального логарифма) можно за­
писать с разной точностью: с 4 знаками после запятой: . .. ,  с 7 знака­
ми после запятой: . .. ,  с 10 знаками после запятой: . ..»  и строка 2, ко­
торая долж на содержать завтраш нюю дату: «Завтра -  ...(день неде­
ли), ... (месяц)».
d) Строка 1: «Сегодня курс доллара к  рублю составил ... руб.» (в руб­
лях с указанием двух знаков после запятой) и строка 2 «Сегодня 
.. .(число, месяц) торги закончились в . .. (часы : минуты)».
e) Строка 1: «Число 125609342 -  целое, но если нужно, может быть за­
писано как вещ ественное 125609342,00 или как 125 609 342,00» и 
строка 2: «Сегодня — ... (день недели сокращенно), . .. (число, месяц 
сокращ енно), . ..  (год двумя цифрами)».
f) Строка 1:«3начение In 10 — ... часто используется при переходе от 
десятичных логарифмов к натуральным. Это число можно записать в 
научном формате . ..»  и строка 2 «Сегодня ... (день недели полно­
стью), ... (число, месяц полностью), время ...(часы , минуты)».
g) Строка 1: «Когда аргументом функции Form at является веществен­
ное число, например, 987654,321, его можно записать как в обоб­
щ енном формате: . .. ,  в научном формате: . .. или даже денежном 
формате: . ..»  и  строка 2 « ...часов ...минут ...секунд ...(число) ... 
(месяц) ...(год)» .
h) Строка 1: «Если требуется отформатировать вещественное число, 
например 1357.2468, то количество знаков до и после запятой можно 
задать как аргументы. Тогда в формате 3.5 это число выглядит как
.... а в ф ормате 5.3 как . ..»  и строка 2: «Вчера был ...(день недели 
полностью), . . .  (число, месяц сокращенно)»,
i) Строка 1 «Ф ункция Form at позволяет использовать повторяющиеся 
слова в качестве аргументов строкового типа и коротко записать 
строчку: ложка, ложка, вилка, ложка, вилка, вилка, ложка, вилка, 
ложка» и строка 2 «Текущее время можно записать как ...(часы  : ми­
нуты) или как ... (часы : минуты : секунды)», 
j)  Строка 1 «Текущая версия D elphi -  ...(ном ер Ваш ей версии). Delphi 
может форматировать числа. D elphi м ожет переводить числа в 16- 
ричную систему. D elphi м ожет сообщ ить текущ ую дату и время» и 
строка 2 «Текущ ая дата и время: ...(год ) ...(м есяц) ...(день), ...(день 
недели), ...(ч асов) ...(м и н у т ) . ..  (секунд)», 
к) Строка 1 «Delphi умеет форматировать строки. Строки умеет Delphi 
ф орматировать...»  (все возможны е осмысленные комбинации). 
Строка 2 «До конца занятия осталось ...(м инут): (секунд)».
1) Строка 1 «Число In 2  =  ... играет важную р оль в теории информации. 
Вот как оно вы глядит с 8 знаками после зап ятой :...» . Строка 2: «По­
слезавтра. в (день недели) около (час) у меня будет важ ная встреча», 
т )  Строка 1 «О чень легко вы водить повторяю щ иеся числа: 10, 10, 
20,30, 20, 20, 30». Строка 2 «Вчера занятия закончились в (часы): 
(минуты), сегодня занятия закончатся в (часы): (минуты)», 
п) Строка 1 «Я  работаю  с D elphi (номер версии). Сейчас уже вышла 
версия (номер версии)». Строка 2 «До Нового года осталось (дни) 
(часы) (минуты ) (секунды)»,
о) Строка 1 «К урс рубля к  доллару сегодня изменился на (руб.) (коп.). 
Изменение за неделю  составило (руб.) (коп.)». Строка 2 «Я родился 
(родилась) ...(ден ь) (месяц) (год). Это был (день недели)». 
Разработайте приложение, которое будет выполнять описанные ниже 
действия (используйте типизированные константы). Поместите на фор­
му кнопку и компонент M emo -  для вывода результатов. При каждом 
щелчке левой клавиш ей мыш и на кнопке выводится результат очеред­
ного элементарного ш ага -  сложения или умножения.
a) Вычисляется сумма всех нечетных чисел от I до  21, выводится ре­
зультат после каждого сложения.
b) Вычисляется факториал 9! Результат выводится после каждого ум­
ножения.
c) Вычисляется полусумма всех чисел от 100 до 150. Результат выво­
дится после каждого сложения.
d) Вычисляется произведение всех чисел, кратных 3, от 3 до 63. Резуль­
тат вы водится после каждого умножения.
e) Вычисляется произведение дробей вида 1/N, где N  меняется от 0.5 до
9.5 с ш агом 0.5. Результат выводится после каждого умножения.
f) Вычисляется (последовательно) (1/2) к  (3/4) х (5/6) х (7/8) х (9/10). 
Результат вы водится после каждого умножения.
g) В ычисляется сумма квадратов всех четных чисел о т  12 до 30. Ре­
зультат вы водится после каждого сложения.
h) Вычисляется произведение квадратных корней всех чисел, кратных 
5, от 5 до  50. Результат вы водится после каждого умножения.
i) Вычисляется 21!! (двойной факториал означает операцию , приме­
ненную только к  нечетным, как в данном случае, поскольку 21 -  не­
четное число, или только к четным числам).
j)  Вычисляется (((3Л3)А3)Л3), результат выводится после каждого воз­
ведения в степень, 
к) Вычисляется сумма квадратны х корней всех чисел, одновременно 
кратных 3 и 7 в  диапазоне от 1 до 200. Результат выводится после 
каждого сложения.
1) Вычисляется 2П, г=15, результат выводится после каждого возведе­
ния в  степень.
т )В ы чи сляется  сумма дробей вида k/(k+2), k=1..25, результат выводит­
ся после каждого сложения, 
п) Вычисляется сумма слагаемых вида (-1 )п /к!, к=1.,8, результат выво­
дится после каждого сложения, 
о) Вычисляется произведение квадратов чисел вида 1/N, где N  меняется 
от 0,5 до 5,5 с ш агом 0,5.
У казание.
При выполнении второго задания для хранения промежуточных ре­
зультатов используйте типизированны е константы, объявленные непо­
средственно в обработчике события.
Глава 3. Массивы в Delphi
Объявление массивов. Особенности использования динамических мас­
сивов. Практикум. Управляющие конструкции.
Объявление массивов
Тил массив (иначе -  регулярны й тип) является первым из группы 
структурированных типов, к  рассмотрению  которой мы сейчас приступим. 
Документация D elphi относит к  структурированны м типам множества (set), 
массивы (array), записи (record), а  такж е файлы (file), классы (class), ссылки 
на класс (class-reference type, m etaclass) и интерфейсы. За исключением 
множеств, элементами которы х могут быть только значения порядковых 
типов, остальные структурированны е типы могут содержать данные лю­
бых типов (в том  числе и  структурированных, причем вложенность струк­
тур не ограничивается).
^  П рим ечание. Объявление любого структурированного типа может на­
чинаться с зарезервированного слова packed  (упакованный). В стандартном 
Pascal -  это требование к  компилятору представить значения структури­
рованного типа наиболее экономным образом, возможно, ценой замедления 
доступа к  ним. Компилятор Object Pascal производит упаковку автоматиче­
ски всегда, когда это возможно.
Тип массив относится к типам, определяемым пользователем, и 
представляет собой набор тем  или иным образом перенумерованных одно­
типных элементов. Синтаксис объявления такого типа следующий:
<тип массив> ::=
[packed] array ['['<тил индекса> 1, <ти.п индекса>) ’ 3 ' ] 
of <базовый тип>
<тмл индекса> ::= «порядковый тип>
«базовый тип> ::= <тип>
Индексы используются для нумерации элементов массива. Количе­
ство индексов называю т размерностью  массива. Типом индекса может 
быть любой порядковый тип, диапазон значений которого не превышает 
2 Гигабайт. На практике наиболее часто в качестве типов индексов исполь­
зуются интервальные типы, базирую щ иеся на целых типах. Базовый тип -  
это тип элементов массива. Базовым м ожет быть любой допустимый тип.
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Когда типы индексов указаны , можно вычислить количество элемен­
тов массива. В этом случае память для переменных такого типа -  массива 
может быть распределена заранее, на стадии компиляции программы. 
М ассивы с заранее определенным количеством элементов называют стати­
ческими.
Приведем пример объявлений статических массивов:
t y p e
T _ V e c to r  = a r r a y  [ 0 . . 1 0 0 ]  o f  c h a r ;
/объявление одномерного массива символовj 
T _ S o m e T h in g  =  a r r a y  [B o o le a n ,  T _ F r u i t s ,  0 . . 2 ]  
o f  B y te
(объявление трехмерного массива  цел ы х чиселj 
T _ _ M a tr ix  = a r r a y  [ 1 . . 1 0 ,  1 0 . . 2 0 ]  o f  I n t e g e r ;  
(объявление двумерного массива целых чисел)
Последнее объявление эквивалентно следующему:
T _ M a t r ix  = a r r a y  [ 1 . . 1 0 ]  o f  a r r a y  [ 1 0 . . 2 0 ]  
o f  I n t e g e r ;
При работе с многомерными массивами часто бывает удобно трактовать 
их как массивы массивов. В этом случае объявление, например, типа ТМа- 
trix следует заменить парой объявлений:
T _ S o m e V e c to r  = a r r a y  [ 1 0 . . 2 0 )  o f  In te g e r ?
T _ S o m e M a tr ix  = a r r a y  [ 1 . . 1 0 ]  o f  T _ S o m e V e c to r ;
Теперь можно объявить переменны е этих типов:
V e c to r  : T _ V e c to r ;
S o m e T h in g : T _ S o m e T h in g ;
M a t r i x  : T _ M a t r ix ;
Если в объявлении типа — массива типы индексов опущены, массив 
является динамическим. Количество элементов динамического массива 
может изменяться в ходе вы полнения программы, и память для перемен­
ных такого типа должна также распределяться в ходе выполнения про­
граммы.
Ф актически индексы такого массива имею т тип Integer и  принимают 
только неотрицательны е значения и, таким образом, ограничение в 2Гб, 
накладываемое на диапазон значений типов индексов статических масси­
вов, действует и для динамических массивов (сравните с длинными стро­
ками). Н умерация элементов начинается только с нуля (для каждой раз­
мерности).
S  П рим ечание. Динамические массивы впервые появились в Delphi 4.0. В 
более ранних версиях допустимо объявлять и использовать только стати­
ческие массивы.
^  П рим ечание. Читатель, хорошо знакомый с каким-либо языком высокого 
уровня, вероятно, догадывается, что внутри динамических массивов «спря­
таны» указатели. Однако на настоящем этапе мы намерены рассматри­
вать динамические массивы, как программные объекты, имеющие опреде­
ленное поведение, оставляя пока в стороне их внутреннюю структуру.
О бъявления динамических массивов и переменных соответствую­
щих типов вы глядят следую щ им образом:
type
T _ D y n V e c to r  “  array of R e a l;
T _ D y n M a tr ix  = array of array of I n t e g e r ;
T_D ynC ube = array of T _ D y n M a tr ix ;
D y n V e c to r l ,  D y n V e c to r2  : T _ D y n V e c to r ;
D y n M a t r ix l ,  D y n M a t r ix 2  ; T _ D y n M a tr ix ;
D ynC u be : T _D yn C u b e ;
Как обычно, допустимо определять типы непосредственно при объ­
явлении переменных, например:
A n o t h e r V e c to r  : array [ 0 . . 1 0 0 J  of c h a r ;  
A n o th e rD y n V e c to r  : array of R e a l;  
но при этом следует помнить о возможных сложностях, связанных с со­
вместимостью типов (см. главу 2).
Доступ к отдельным элементам массива (как статического, так и ди­
намического) осущ ествляется с помощью индексов, указанны х в квадрат­
ных скобках (квадратны е скобки такж е называют операцией взятия индек­
са -  subscript operator). Так, например, использование обозначения 
Vector[4) позволяет Вам  работать с пятым элементом массива Vector (по­
скольку нумерация элементов в значениях типа T_Vector начинается с ну­
ля). В памяти элементы м ассива располагаются следующим образом: 
Элемент №  1 массива (для V ector -  V ector[0]) —> базовый адрес 
Элемент № 2 - »  (V ec to r[l]) базовый адрес + размер типа элемента 
массива (в случае V ector -  1 байт)
Элемент №  3 —> базовый адрес +  размер типа элемента массива х 2 
И т.д.
^  П рим ечан ие. Когда нумерация элементов массива (обычно одномерного) 
начинается с нуля, принято говорить о массиве с нулевой базой. Упакован­
ный одномерный массив символов с нулевой базой принято называть упако­
ванной строкой (packed string).
Если речь идет о  двумерном массиве, то его элементы располагаются 
в памяти в соответствии со следующим принципом: фиксируется первый 
индекс, а второй меняется от начала до конца диапазона (т.е. сначала Ма- 
trix [l,10], затем M atrix [l,l 1] и  так далее, до M atrix[I,20]). П осле этого пер­
вый индекс увеличивается на единицу, и процесс повторяется 
(M atrix[2,10], M a trix [2 ,ll]  и т.д.). Используя аналогию  с таблицей (которая 
может рассматриваться как пример двумерного м ассива), первый индекс 
часто называют номером строки, а второй -  номером столбца. Для трех­
мерных массивов добавляется ещ е и наименование страницы для третьего 
индекса. Правило размещ ения в  памяти элементов массивов с размерно­
стью больше 2 такое же: первым меняется последний индекс, затем -  
предпоследний и  т.д.
' f  П рим ечание. К  элементам массивов, размерность которых больше еди­
ницы, можно обращаться, указывая каждый индекс в собственной паре квад­
ратных скобок, например: M a t r i x [ 5 ] [1 2 ] .
Понимание того, как массивы размещ аются в памяти, оказывается 
полезным, когда требуется проинициализировать м ассив в программе, на­
пример, при объявлении константы соответствующ его типа. При объявле­
нии константы типа массив элементы массива заклю чаю тся в круглые 
скобки и перечисляются через запятую. Если м ассив имеет размерность 
больше 1, то дополнительно в круглые скобки заключаются значения для 
каждой размерности.
Пример: 
t y p e
T _ S m a l lV e c to r  = a r r a y  [ 0 . . 3 ]  o f  c h a r ;
T _ _ S m a llM a tr ix  = a r r a y  [ Q . . 2 ,  0 . . 3 ]  o f  I n t e g e r ;  
c o n s t
C _ S m a llV e c to r  : T _ S m a l lV e c to r  = ( ’ a ' , ' b ' , ’ c ’ , ' 1 ' ) ;
C _ S m a l lM a t r ix : T _ S m a l lM a t r ix  =
( ( 1 , 2 , 5 , 9 ) ,  ( 3 , 4 , 7 , 1 1 ) ,  ( 6 , 8 , 1 3 , 2 0 ) ) ;
C _ F ib o n a c c i_ 6 : a r r a y  [ 0 . . 5 ]  o f  c h a r  =
' 2 ' ,  ' 3 ' ,  ' 5 ' ,  ' 8 ' ) ; 
/ /  допустимо объявить тип константы непосредственно в 
// разделе const
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/  П римечание. Константы типа массив не могут содержать значения 
файлового типа на любом уровне вложенности.
Поскольку тип -  массив задается пользователем, а не является стан­
дартным, компилятор не м ожет самостоятельно установить тождествен­
ность типов, имеющ их разные имена, но полностью  идентичные описания, 
например:
type
Т_АВ1 = array [0 ..9) of Byte;
Т_АВ2 = array [0..9] of Byte;
v l ,  v l l  : T_A B 1 ; 
v2 : T_A B2;
b e g in
v l  :=  v l l ;  / /  э т о  р а б о т а е т  
v l  :=  v 2 ;  / /  о ш и б к а
Такой код просто не будет откомпилирован, а в  окне сообщений появится 
строка, извещающая о несовместимости типов Т_АВ1 и  Т_АВ2. По при­
сваиванию типы -  массивы совместимы только если они тождественны. 
Вместе с тем ничто не меш ает привести типы или произвести то же при­
сваивание поэлементно:
var i  :B y te ;
begin
v l  :=  T A B l ( v 2 ) ;  / /  од и н  и з  «о б хо д н ы х  п у т е й »
f o r  i  :=  0 t o  9 d o
v l [ i ]  :=  v 2 [ i ) ;  / /  д р у га я  в о з м о ж н о с т ь
Единственное, что при этом следует контролировать, -  возможность выхо­
да за границы массива.
В силу этой же причины никаких специальны х операций над пере­
менными типа -  м ассива не определено, поэтому говорить о совместимо­
сти типов в вы ражениях не имеет смысла, за единственны м исключением. 
Одномерные массивы (упакованные и неупакованные) с нулевой базой и 
базовым типом Char совместимы в выражениях с символьными и строко­
выми типами. Они также совместимы по присваиванию со строковы ми ти­
пами в том смысле, что переменной (или типизированной константе) стро­
кового типа м ожет быть присвоено значение одного из таких типов -  мас­
сивов.
Пример:
v a r  s : S t r i n g ;  s v  ; T __ S m allV ec to r;
/ /  напом ни м , ч т о  T _ S m a llV e c to r=  a r r a y  [ 0 . . 3 ]  o f  c h a r ;
b e g in
Обратное неверно: попы тка присвоить переменной s v  значение s 
( s v := s )  приведет к  ош ибке компиляции с выдачей сообщ ения о несо­
вместимости типов. Однако переменные и  типизированны е константы 
описанных вы ш е типов -  массивов могут быть инициализированы с помо­
щью строковой константы. Так, объявленную в одном из предыдущих 
примеров константу C_Fibonacci_6 можно было инициализировать сле­
дующим образом:
C _ F ib o n a c c i_ 6  : a r r a y  [ 0 . . 5 ]  o f  c h a r  = '1 1 2 3 5 8 ’ ;
'S  П рим ечан ие. К  отдельным элементам массива, разумеется, могут при­
меняться любые операции, определенные для базового типа.
Особенности использования динамических массивов
Как уже говорилось, динамические массивы не имею т фиксирован­
ной длины: она м ожет меняться во время выполнения программы. Память 
для таких структур распределяется динамически при помощ и процедуры 
SetLength, например:
S e tL e n g th  ( D y n V e c to r l ,  3 0 ) ;
S e tL e n g th  (D y n M a tr ix l ,  1 0 , 1 5 ) ;
Первая строка кода приведет к  созданию массива вещ ественных чи­
сел, перенумерованного от нуля до 29 (=30 -  1), и матрицы целых чисел, 
состоящей из 10 строк и 15 столбцов, перенумерованных, соответственно, 
от 0 до 9 и от 0 до 14. Перераспределить выделенную память можно путем 
нового вызова процедуры SetLength:
SetLength (DynVectorl, 50)
Длина массива D ynVectorl увеличится до 50 элементов, при этом 
существующие элементы не затираются.
/  Примечание. Вообще говоря, изменить размер уже созданного массива 
можно также с  помощью функции Сору:
D yn V e c to rl : = C opy ( D y n V e c to r l ,  3 , 5 ) ;
Результатом выполнения этого оператора станет уменьшение размера 
массива DynVectorl до 5 элементов, причем он будет заполнен пятью  эле­
ментами исходного массива, начиная с элемента №3. Функция Сору опреде­
лена следующим образом:
fu n c t io n  C o p y (S ; In d e x ,  C o u n t:  I n t e g e r ) :  array; 
где S -  динамический массив, Index -  индекс, с которого начинается выделе­
ние, Count-счет чик, определяющий, сколько элементов выделяется. Однако 
в документации рекомендуется использовать эт у функцию  только  при пе­
редаче фактического параметра соответствующего типа в другую проце­
дуру или функцию.
Существует одна важная особенность, проявляю щ аяся при присваи­
вании динамических массивов друг другу. В отличие о т  статических мас­
сивов (и даже длинных строк) оператор присваивания не приводит к пере­
писыванию значений из одного массива в другой. П роисходит нечто иное: 
область памяти, на которую ссылается переменная в правой части опера­
тора присваивания, как бы получает второе имя:
D y n V e c to r l[5 )  :=  1 0 .0 ;
DynV ector2 :=  D y n V e c to r l ;
/пре двар ите льно  р а с п р е д е л я т ь  п а м я т ь  д л я  D y n V e c t o r 2  н е  нуж ­
ноI
D y n V e c to r l[5 ]  :=  2 0 .0 ;
После выполнения всех этих операторов элемент DynVeclor2[5] бу­
дет иметь значение 20.0, как и D ynV ectorl [5). Если бы массивы 
DynVectorl и  DynVector2 были бы статическими, то элемент 
DynVector2[5] имел бы значение 10.0. Чтобы получить два одинаковых д и­
намических массива, нужно провести поэлементное присваивание:
S e tL e n g th (D y n V e c to r 2 ,  5 0 ) ;
f o r  k :*■ 0 t o  H ig h  (D y n V e c to r2 )  do
D y n V e c to r 2 [k j  :=  D y n V e c t o r l [ k ] ;
I k  -  п е р е м е н н а я  ц е л о г о  т и п а }
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Функция H igh используется для определения верхней границы массива. 
Разумеется, в приведенном примере известно, что к  долж но меняться до 
49, но бываю т случаи, когда нужно подстраховаться. М ож но, конечно, 
пойти еще дальш е и написать:
f o r  k  :=  L o w (D y n V e c to r2 )  t o  H ig h (D y n V e c to r 2 )  . . .
Однако ниж няя граница динамического массива всегда 0 (впрочем, эти 
функции, а  такж е функцию Length можно использовать и  для статических 
массивов).
^  П рим ечан ие . При использовании массивов (и статических, и, особенно, 
динамических) очень важно контролировать попытки выхода за их границы. 
Получение сообщения «Access violation...» -  еще не самое плохое, что может 
произойти: неизвестно, с какой областью памяти и каким образом будет ра­
ботать программа. Поэтому при разработке и отладке следует включать 
опцию компилятора «Range checking».
В заверш ение этого раздела -  несколько слов о многомерны х дина­
мических массивах. D elphi позволяет создавать многомерны е динамиче­
ские массивы , имею щ ие переменную длину по одной или нескольким раз­
мерностям. Такой подход позволяет порой существенно сэкономить па­
мять. Классический пример приведен в документации -  создание тре­
угольной матрицы. Здесь он воспроизводится с незначительными измене­
ниями и комментариями:
A : a r r a y  o f  a r r a y  o f  s t r i n g ;  / д в у м е р н ы й  м а с с и в  с т р о к )  
I ,  J :  I n t e g e r ;
S e tL e n g th fA ,  1 0 ) ; -
( р а с п р е д е л е н и е  п а м я т и  д л я  п е р е м е н н о й  А :  у к а з ы в а е т с я ,
чт о о н а  б у д е т  и м е т ь  1 0  с т р о к )
f o r  I := L o w ( A )  t o  H ig h (A )  do
/ / в н е ш н и й  ц и к л  ( п о  с т р о к а м )
b e g in
S e t L e n g t h ( A [ I ] , 1 + 1 ) ;
/ т е п е р ь  р а с п р е д е л я е м  п а м я т ь  д л я  к а ж д о й  с т р о к и  в  
о т д е л ь н о с т и .  В е л и  у к а з а т ь  в  к а ч е с т в е  д л и н ы  с т р о к и  
н е  1 + 1 , а  I ,  то г л а в н а я  д и а г о н а л ь  б у д е т  п у с т а )  
/ / т е п е р ь  -  в н у т р е н н и й  ц и к л  ( п о  с т о л б ц а м )  
f o r  J : = L c w ( А [ I ] )  t o  H i g h ( A [ I ] )  do  
A [ I , J ]  :=  1 [ ' + I n t T o S t r ( I )  + ' ,  ' + I n t T o S t r ( J ) 4 ' )  ’ ;
/ и  з а п о л н я е м  п о л у ч е н н у ю  с т р у к т у р у  с т р о к а м и  в и д а  
' ( I , J )  ’ . Т а к ,  н а п р и м е р ,  э л е м е н т  А ( 4 , 2 }  п о л у ч и т  
з н а ч е н и е  ' ( 4 , 2 )  ' )
/  П римечание. Для заполнения матрицы использованы два цикла for, вло­
женные друг в друга. В  данном случае внешний цикл -  цикл по строкам, а 
внутренний -  по столбцам. Э т о  означает, что для каждого значения I, нуме­
рующего строки, выполняется цикл по J: значение J меняется от 0 (Low(A[IJ) 
до 1+1 (High(A[!])). Ограничений на вложенность циклов не существует.
Отметим, что элементы многомерного динамического массива суще­
ствуют достаточно автономно друг о т  друга. Так, допустимо распределять 
память только для некоторых из них:
S e tL e n g th ( D y n M a t r ix 2 , 8) ;
S e tL e n g th ( D y n M a t r ix 2 [ 5 ] ,  12 ) ;
D y n M a t r ix 2 [ 5 ,1 0 ]  :=  4 4 ;
S e tL e n g th ( D ynC u be , 4 , 4 ) ;
S e tL e n g th ( D y n C u b e [ 2 , 3 ] ,  3 ) ;
D ynC u be( 2 , 3 , 2 ) :  = 1 ;
Первые три (содержательны е) строки кода показы ваю т распределе­
ние памяти для целочисленной матрицы DynM atrix2. Сначала устанавли­
вается, что эта матрица будет иметь 8 строк, а затем -  что пятая строка со­
держит 12 элементов (12 столбцов). О дному из этих элементов присваива­
ется конкретное значение. Следую щ ая группа строк демонстрирует подоб­
ный подход к  трехмерному массиву.
Чтобы освободить память, занятую динамическим массивом, нужно 
вызвать процедуру Finalize или присвоить массиву специальное пустое 
значение nil:
F i n a l i z e ( D y n M a t r ix 2 ) ;
DynVectorl := nil
Практикум
13 Как в первом, т ак и во втором примере используются динамические мас­
сивы. Если версия Delphi, с которой Вы работаете, не предоставляет такой 
возможности, Вам придется несколько изменить код программы. Во-первых, 
вместо динамических массивов следует объявить статические массивы со­
ответствующей размерности. Во-вторых, все вызовы процедур SetLength и 
Finalize нужно удалить или закомментировать. Наконец, вызовы функции 
High необходимо заменить обращением к целочисленной переменной, содер­
жащей фактическую длину массива (такая переменная уже есть среди объ­
явленных).
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П р и м е р  3 .1 . У м н о ж е н и е  м н о г о ч л е н о в
Приложение, которое мы сейчас разработаем, будет умножать зада­
ваемый пользователем многочлен (любой степени) на многочлен вида 
ах + Ь (коэффициенты а и  Ь такж е задаются пользователем).
Итак, нужно обеспечить ввод следующих данных: степени много­
члена, его коэффициентов, а такж е коэффициентов а и Ь . Для размещения 
коэффициентов многочлена будем использовать одномерный динамиче­
ский массив, а для отображения исходного и полученного многочленов -  
компоненты Memo.
Поместите на форму два компонента M emo, вы ровняйте их и уста­
новите вертикальные полосы прокрутки (т.е. значение ssVertical свойства 
ScrollBars). С права разместите два  элемента редактирования Edit, две мет­
ки и одну кнопку B itB tn со страницы Additional П алитры  компонентов. 
Внизу разместите один элемент редактирования и три кнопки BitBtn.
Кнопка B itB tn отличается от обычной кнопки тем, что на ее по­
верхности м ожет располагаться изображение. О днако по умолчанию 
изображение отсутствует. С ущ ествует два  способа повлиять на внешний 
вид кнопки. Первы й способ состоит в изменении свойства K ind (Вид), 
изначально установленного в bkCustom. В вы падаю щ ем списке можно 
выбрать любой из 11 вариантов «настройки» -  bkO k или bkCancel, на­
пример. Результатом будет появление на поверхности кнопки соответст­
вующего заголовка и  картинки справа от него: зеленой галочки для ОК и 
красного креста для Cancel. Побочный эффект заклю чается в автомати­
ческом изменении ещ е некоторы х свойств, в том числе M odalResult, и, 
возможно, Cancel или Default (давая название свойству, разработчики, 
вероятно, имели в виду и  устаревш ее значение слова Kind — способ, ма­
нера поведения). Так, если был выбран вид bkCancel, то свойство Modal­
Result получит значение m iCancel, а свойство Cancel -  значение True. 
Эти установки позволяю т закры вать окно при нажатии клавиш и <Esc>. 
Кнопка OK (Kind =  bkOK) будет реагировать на наж атие клавиши 
<Enter>. Д ругие виды  кнопок также предусматриваю т дополнительные 
настройки.
"S П рим ечан ие. Обратите внимание, что повторная установка свойства 
Kind в bkCustom (после того, как было выбрано любое другое значение) не 
приводит к  автоматическому «сбросу» дополнительно установленных 
свойств.
Поэтому, если какие-либо кнопки в приложении используются 
«стандартным образом», проще всего установить нужное значение свой­
ства Kind. Если же ни один из вариантов не у довлетворяет запросам про­
граммиста, то следует оставить значение по умолчанию  bkCustom и из­
менять другие свойства по отдельности. За появление картинки на кноп­
ке отвечает свойство Glyph (с  англ. -  глиф, символическое изображение). 
В поле этого свойства указан его тип -  T Bitm ap, а при активизации свой­
ства появляется кнопка с многоточием, вы зываю щ ая диалоговое окно 
«Picture Editor» (сравните со свойством Lines компонента Memo). Вы 
можете найти большую коллекцию изображ ений в каталоге Program Files 
\ Common Files \  Borland Shared \  Im ages \Buttons. Расположением изо­
бражения на кнопке позволяет управлять свойство Layout.
/  Примечание. При желании Вы можете попробовать самостоятельно 
создать картинку для кнопки. Для кнопки обычного размера это должен быть 
16-цветный рисунок размером 18 х  18 пикселей. Delphi предоставляет для 
создания изображений довольно простой в обращении редактор image Editor. 
Чтобы запустить его, достаточно выбрать соответствующий пункт в ме­
ню «Tools». Разумеется, можно воспользоваться и стандартным для MS 
Windows редактором изображений Paint.
Измените свойства формы, кнопок и компонентов M em o следующим 
образом:
Компонент Name Caption
Forml frmM ultiPoly Умножение многочленов
Memol m m lnitialPolv -
Memo2 m m ResultPoly
BitBtn 1 bbtnM ultipIy Умножить
Editl edtA coef
Edit2 edtB coef -
BitBtn2 bbtnEnter Ввести степень многочлена
BitBtn3 bbtnlnput Ввести коэффициент
BitBtn4 bbtnClose Закрыть
Edit3 edtEnter -
к ' П римечание. В этом примере применяется схема именования компонен­
тов, отличная от использованной ранее. Название компонента (например, 
BitBtn) сокращается до двух -  четырех букв (bbtn) и используется в качестве 
префикса е имени (свойстве Name). Применяйте тот подход, который пред­
ставляется Вам наиболее удобным, или придумайте свой способ называть 
компоненты. В любом случае, читать текст программы намного проще, ес­
ли имя переменной свидетельствует о ее назначении.
Очистите свойства L ines компонентов M emo и  свойства Text элемен­
та редактирования. Выберите для кнопок лю бые подходящие (с Вашей
точки зрения) изображ ения. Для кнопки «Закрыть» м ож ете воспользовать­
ся стандартными установками.
С точки зрения пользователя приложение будет работать следующим 
образом. Сначала необходимо ввести степень многочлена, а затем -  по од­
ному -  его коэффициенты (ввод  этих данных осущ ествляется в элементе 
редактирования edtEnter). П о окончании ввода многочлен отображается в 
одном из компонентов M em o (m mlnitialPoly). Для ввода каждого из коэф­
фициентов а и  Ь предусмотрено по элементу редактирования (edtA coef и 
edtBcoef соответственно). Н аж атие кнопки «У множить» приводит к пере­
множению многочленов и отображению результата в другом  компоненте 
Memo (mmResultPoly). В заголовке формы будут появляться инструкции 
для пользователя.
Целесообразно установить значение свойства V isible кнопок «Ввести 
коэффициент» и  «У множить», а также элементов редактирования коэффи­
циентов в False. Это -  «страховка» от обращения к  несущ ествую щ ему мас­
сиву коэффициентов м ногочлена. Память для него будет распределена 
только после ввода степени многочлена.
Довольно распространенны й подход состоит в том, чтобы отделять 
«вычислительную» часть приложения от «интерфейсной». Согласно этому 
подходу объявление типа -  динамического массива вещ ественных чисел -  
для хранения коэф фициентов многочлена и функцию перемножения мно­
гочленов следует разместить в отдельном модуле.
Такого модуля в наш ем  проекте пока нет, его нужно создать. Для 
этого выберите в меню «File» пункт «New» и в появивш емся диалоговом 
окне «New Items» на странице «New» вы делите объект U nit (модуль). 
Щелчок на кнопке «О К» -  и в  окне редактора кода появится вторая стра­
ничка с именем Unit2. Сохраните Вашу работу: назовите модуль, отве­
чающий за пользовательский интерфейс poly_display.pas, вновь созданный 
Unit2 -  poly_mu!tiply.pas, а проект -  Polynomial.dpr.
Для модуля poly__multiply.pas Delphi предлагает следую щ ую  заготов­
ку:




Поместите в интерфейсный раздел этого модуля объявление типа 
для хранения коэффициентов многочлена и  заголовок процедуры , пере­
множающий многочлены:
Л и сти н г  3 . 1 а
i n t e r f a c e
typ e  Т P o lyn o m  =  a r r a y  o f  r e a l ;
p ro c e d u re  M u l t i p l y t p :  T _ P o ly n o m ; a , b  : r e a i  ; v a r  r e s :  
T _ P o ly n o m ) ;
Ip -  массив коэффициентов многочлена, a, b - коэффициенты 
многочлена вида ax+b, res - многочлен, получающийся в р е ­
зультате перемножения двух описанных выше)
^  Примечание. Зарезервированное слово var в заголовке процедуры -  новая 
деталь. Подробно о параметрах процедур и функций можно прочитать в 
главе 6. Пока достаточно считать, что таким образом указывается на су­
ществование некоторой переменной вне процедуры, в которую и будет за­
несен результат вычислений.
Теперь добавьте имя модуля po!y_m ultiply в предложение uses ин­
терфейсного раздела м одуля poly_display:
Л истинг 3 . 1Ь
u n i t  p o ly _ d is p la y ;
in t e r f a c e
W indow s, M e s s a g e s , S y s U t i l s ,  C la s s e s ,  G r a p h ic s ,
C o n t r o ls ,  F o rm s , D ia lo g s ,  S t d C t r ls ,  B u t t o n s ,  
p o l y _ m u l t i p ly ;
Это позволит использовать в модуле poly_display данные типа 
T_PoJynom и вызывать процедуру M ultiply.
^  П римечание. Не следует в модуле poly^display повторно объявлять тип 
Т_Ро!упот: с точки зрения компилятора это будет другой тип (хотя, в дан­
ном случае, и совместимый).
Отложим пока реализацию  процедуры M ultiply и займемся органи­
зацией взаимодействия с пользователем.
Нам потребуются шесть переменных. Одна переменная (целого типа) 
будет использоваться в качестве счетчика при вводе массива коэффициен­
тов. Еще две переменные: одна типа T_Polynom и одна целого типа нужны, 
соответственно, для обозначения одномерного динамического массива ко­
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эффициентов и степени многочлена. Две вещ ественные переменны е будут 
служить для хранения значений коэффициентов а и Ь . Н аконец, строковая 
переменная M sg вводится, чтобы  снабдить программу элементарными ин­
струкциями, которые будут появляться в заголовке формы.
Поместите объявления этих переменных в раздел общедоступных 
объявлений типа формы:
Листинг 3.1с
t y p e
T f r m M u l t iP o ly  = c l a s s ( T F o r m )  
e d t E n t e r :  T E d i t ;  
b b t n E n t e r : T B i tB tn ; 
b b t n l n p u t :  T B i tB tn ;  . . .
p r i v a t e
( P r i v a t e  d e c l a r a t i o n s  -  р а з д е л  ч а с т н ы х  о б ъ я в л е н и й !  
p u b l i c
(  P u b l i c  d e c l a r a t i o n s  -  р а з д е л  о б щ е д о с т у п н ы х  о б ъ я в л е н и й /  
i n p u tC o u n t  : i n t e g e r ;  { с ч е т ч и к  в в о д и м ы х  к о э ф ф и ц и е н т о в !  
o r d e r  : i n t e g e r ;  { с т е п е н ь  м н о г о ч л е н а !
p o ly n o m  : T _ P o ly n o m ; !м а с с и в  к о э ф ф и ц и е н т о в  м н о г о ч л е н а )  
A c o e f :  r e a l ;  {к о э ф ф и ц и е н т ы  м н о г о ч л е н а ,  н а  к о т о р ы й  б у д е т !  
B c o e f :  r e a l ;  { у м н о ж а т ь с я  м н о г о ч л е н ,  з а д а н н ы й  
п о л ь з о в а т е л е м ) 
m sg : s t r i n g ;  { с т р о к а  д л я  с о о б щ е н и й  в  з а г о л о в к е  ф ормы !
^  П р и м е ч а н и е . Конечно, можно было бы  дополнить объявлениями перемен­
ных секцию va r интерфейсного р аздела или же создать такую секцию в раз­
деле реализации. Однако был избран другой путь исходя из следующих сооб­
ражений. Данные, которые содержатся в этих переменных, будут использо­
ваться только формой и компонентами, расположенными на ней. И  массив 
коэффициентов полинома в этом смысле имеет равные права с кнопками 
или компонентами Memo (объявления которых Delphi автоматически добав­
ляет в объявление типа формы при помещении их на форму). Далее, когда 
нам понадобятся вспомогательные процедуры, их объявления также будут 
размещаться в разделе Public declaration после объявления переменных (по­
добно т ому как обработчики событий размещаются после объявления ком­
понентов).
Вообще говоря, это уже объектно-ориентированное программирование. Мы 
детально обсудим такой синтаксис в главе «Объекты Delphi». Пока же (если 
Вас категорически не устраивает  приведенное выше обоснование) можете 
объявлять автономные переменные и процедуры.
Следующий ш аг заклю чается в создании обработчиков событий -  
действий пользователя. Сначала пользователь должен ввести степень мно­
гочлена в окне элемента редактирования edlEnter. Именно такая инструк­
ция должна появиться в  заголовке формы при ее создании. Одновременно 
в переменную m sg записы вается следующая инструкция для пользователя:
Л исти нг 3 .1 d
p ro c e d u re  T f r i r M u l t iP o ly .  F o rm C re a te  ( S e n d e r : T O b je c t ) ;  
be g in
Caption :=  'Введите степень многочлена и  нажмите кнопку 
"Ввести степень многочлена'";
msg := 'Вводите коэффициенты многочлена, начиная со стар­
шего ’; 
end;
Для обновления указаний напиш ем процедуру UpDateFormCaption, 
которая будет изменять заголовок формы. Эта п роцедура будет вызываться 
всякий раз, когда пользователь соверш ит содержательное (с точки зрения 
нашего приложения) действие. Поместите заголовок процедуры в разделе 
общедоступных объявлений после объявления переменных:
fB u b iic  d e c l a r a t i o n s )
msg : s t r i n g ;  { с т р о к а  д л я  с о о б щ е н и й  в  з а г о л о в к е  ф ормы) 
p ro c e d u r e  U p d a te F o rm C a p tio n ;
а собственно процедуру -  в лю бом м есте раздела реализации:
Л истинг 3 . 1е
p ro c e d u re  T f r m M u l t iP o ly . U p d a te F o rm C a p tio n ; 
b e g in
C ap tio n  :=  M sg; ( р а в н о ц е н н о  f r m M u l t i P o l y . C a p t i o n )  
end;
^  П римечание. В старших версиях Delphi (начиная с 4) можно получить 
«заготовку» процедуры (входящей в состав объекта), подобную «заготовке» 
обработчика события, нажав (одновременно) клавиши <Ctrl> + <Shift> +С.
После нажатия н а  кнопку «Ввести степень многочлена» должны вы­
полняться следующ ие действия. Во-первых, в переменную order заносится 
значение степени многочлена, во-вторых, распределяется память для мас­
сива коэффициентов м ногочлена, в-третьих, становится видимой кнопка 
«Ввести коэффициент». Далее, поскольку надобность в кнопке «Ввести
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степень многочлена» отпадает, она становится невидимой. Кроме того, об­
новляется инструкция для пользователя и инициализируется счетчик вво­
димых коэффициентов.
Л и сти н г 3 . 1 f
p r o c e d u r e  T f r m M u l t iP o ly . b b t n E n t e r C l i c k ( S e n d e r : T O b j e c t ) ; 
b .-g;.n
o r d e r  :=  S t r T o I n t  f e d t E n t e r . T e x t ) ;
( п о л у ч а е м  з н а ч е н и е  с т е п е н и  м н о г о ч л е н а )  
i n p u tC o u n t  :=  o r d e r ;  ( п р и с в а и в а е м  е г о  с ч е т ч и к у )
Se-.: - -n o tк 'со .1 улогп, o r d e r + 1 )  ;
; ; о п р е д е л я е м  п а м я т ь  д л я  м н о г о ч л е н а ) 
b b t n l n p u t . V i s i b l e  t r u e ;
( д е л а е м  в и д и м о й  к н о п к у  " В в е с т и  к о э ф ф и ц и е н т " ) 
b b t n E n t e r . V i s i b l e  :=  f a l s e ;
( д е л а е м  н е в и д и м о й  к н о п к у  " В в е с т и  с т е п е н ь  м н о г о ч л е н а " )  
U p d a te F o rm C a p tio n { ) ;  ( и  о б н о в л я е м  з а г о л о в о к  ф ормы )  
e d t E n t e r . S e tF o c u s  ( ) ;
( п е р е д а е м  ф о к у с  в в о д а  э л е м е н т у  р е д а к т и р о в а н и я )
e n d ;
‘S  П рим ечан ие . Процедуры UpdateFormCaption и SetFocus не имеют пара• 
метров, и при их вызове вполне достаточно написать: 
U p d a te F o rm C a p tio n ;  (а  н е  U p d a te F o r m C a p t io n ( ) ; )  
или же
e d t E n t e r .S e t F o c u s ;
(т а к  же б е з  с к о б о к  -  п у с т о г о  с п и с к а  п а р а м е т р о в )
Object Pascal поддерживает оба варианта вызова (стандартный Pascal -  
только вариант без скобок).
Выбор той или иной формы записи -  скорее дело вкуса, однако автор нахо­
дит удобным использование скобок при вызове процедур или функций, не 
имеющих параметров. В  этом случае при чтении программы  легко отличить 
имена процедур и функций от имен переменных. (Читатель, имеющий опыт 
работы с С и подобными ему по синтаксису языками, вероятно, также оце­
нит возможность использовать скобки)
П роцедура SetFocus, вызываемая в последней строке обработчика 
события OnClick кнопки bbtnEnter, делает активным элемент редактирова­
ния.
Когда программа выполняется, в любой момент времени на форме 
может быть активен только один элемент (он визуально выделен). Обычно 
говорят, что этот элемент имеет фокус ввода. Практически это означает, 
что именно активный элемент будет реагировать на события клавиатуры 
или мыши, происходящ ие в данный момент. Таким образом, в нашем слу­
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чае пользователь см ож ет сразу вводить старший коэффициент многочлена 
(последний элемент м ассива).
Кнопка «Ввести коэф фициент» отвечает за заполнение массива ко­
эффициентов многочлена.
Л и сти н г 3 .1 д
p ro c e d u re  T f r m M u l t iP o l y . b b t n l n p u t C l i c k ( S e n d e r : T O b je c t ) ;  
b e g in
p o ly n o m [ in p u tC o u n t ]  :=  S t r T o F l o a t ( e d t E n t e r . T e x t ) ;
( ч и т а е м  з н а ч е н и е  к о э ф ф и ц и е н т а )  
in p u tC o u n t  :=  in p u tC o u n t  -  1 ;
I у м е н ь ш а е м  з н а ч е н и е  с ч е т ч и к а  н а  1 ) 
msg := 'Вводите коэффициент при степени '+
I n t T o S t r ( i n p u t C o u n t ) ;
{ ф о р м и р у е м  с л е д у ю щ у ю  и н с т р у к ц и ю j
e d tE n te r . S e tF o c u s ( ) ;
{ п е р е д а е м  ф о к у с  в в о д а  э л е м е н т у  р е д а к т и р о в а н и я )  
I s P o l y F u l l { ) ;
I п р о в е р я е м ,  закончено л и  з а п о л н е н и е  массива 
к о э ф ф и ц и е н т о в )
U p d a te F o rm C a p t io n  ( )  ;
( и  о б н о в л я е м  з а г о л о в о к  ф орм ы )
en d ;
Проверка значения счетчика происходит в процедуре IsPolyFull. Е с­
ли оно стало отрицательным, все коэффициенты (первого) многочлена 
введены. Теперь нужно получить значения коэффициентов а и Ь .
Заголовок этой процедуры , как и процедуры UpdateFormCaption, 
следует поместить в р аздел Public declaration типа формы:
p ro c e d u r e  U p d a tе F o r m C a p t io n ;
p r o c e d u re  I s P o l y F u l l ( ) ;  ( п р о в е р я е т ,  з а к о н ч е н  л и  в в о д  
к о э ф ф и ц и е н т о в )
а объявление процедуры -  в  лю бом м есте раздела реализации:
Л и ст и н г 3 . l h
p ro c e d u re  T f r m M u l t iP o l y . I s P o l y F u l l ;
v a r  s : s t r i n g ;
b e g in
i f  in p u tC o u n t  < 0 th e n  b e g in
b b t n l n p u t . V i s i b l e :=  f a l s e ;  ( э л е м е н т ы ,  о б е с п е ч и в а ю щ и е ) 
e d t E n t e r . V i s i b l e : “ f a l s e ;  ^ в в о д , с т а н о в я т с я  н е в и д и м ы м и , )  
b b t n M u l t i p l e . V i s i b l e  :=  t r u e ;  (а  к н о п к а  "У м нож ит ь" и )
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e d t A c o e f .V i s i b l e  :=  t r u e ;  ( э л е м е н т ы  р е д а к т и р о в а н и я )  
e d t B c o e f . V i s i b l e  :=  t r u e ;  ( к о э ф ф и ц и е н т о в  -  д о с т у п н ы м и )  
e d t A c o e f .S e t F o c u s ( ) ;  
m sg : =
'В в о д  коэф ф и ц и ен тов  полином а з а в е р ш е н . В в ед и т е  а и  Ь ' ;  
s  :=  F o rm a tP o ly n o m (p o ly n o m );
D is p la y P o ly n o m ( m m ln i t i a lP o ly ,  s ) ; 
e n d ;  / /  t h e n  
e n d ;
Ф ункция FormatPolynom и процедура D isplayPolynom  обеспечивают 
отображение многочлена. П ервая преобразует м ассив коэффициентов в 
строку вида аЕи]-гЛ» + а [п -1 ]-гЛ(п-1 ) + ... + о[1]-д;Л1 + а[0]р где п  -  степень 
многочлена, а знак «^> используется для обозначения возведения в сте­
пень, вторая вы водит эту  строку в  компонент M em o. Заголовки функции и 
процедуры нужно, как и ранее, поместить в  раздел общ едоступны х объяв­
лений типа формы:
f u n c t i o n  F o rm a tP o ly n o m (р : T _P olynom ) : s t r i n g ;
(п о д г о т о в к а  к  от об р а ж е н и ю  п о л и н о м а  в  M em o)  
p r o c e d u r e  D is p la y P o ly n o m { v a r  md ; TMemo; s p  : s t r i n g ) ;  
(о т о б р а ж е н и е  п о л и н о м а )
а раздел реализации дополнить следующим кодом:
Л и сти н г  3 . 1 i
f u n c t i o n  T f rm M u l t iP o ly .F o r m a tP o ly n o m (р :  T _ P o ly n o m ):
s t r i n g ;
v a r  i  : i n t e g e r ;  ( т е к у щ и й  с ч е т ч и к )
s f  : s t r i n g ;  ( с т р о к а  д л я  о т о б р а ж е н и я  к о э ф ф и ц и е н т а )
b e g in
r e s u l t  : = ’ ' ;
f o r  i := l e ngth(p )—1 d o w n to  1 d o  b e g i n  
s f  := f o r m a t(’% 5 . 2 f ', [p[±]]);
(вы би раем  и з  м а с с и в а  о ч е р е д н о й  к о э ф ф и ц и е н т , н а ч и н а я  с о  
с т а р ш е г о )
r e s u l t  :=  r e s u l t  + s f  + ' * х л ' + I n t T o S t r  ( i ) + ' 4 ’ ;
(и  д о б а в л я е м  е г о  в  р е з у л ь т и р у ю щ у ю  с т р о к у ,  у м н о ж а я  н а  х  в  
с о о т в е т с т в у ю щ е й  с т е п е н и )  
e n d ;  / /  f o r
result result + format(1% 5 .2 f ' , [p[0]]);
p ro c e d u re  T f r m M u lt iP o ly . D is p la y P o ly n o m ( v a r  md : TMemo;
sp  : s t r i n g ) ;
b e g in
rr.d. L i n e s . Add ( s p ) ; / /  просто добавляем строку 
end;
Функция Form atPolynom  получает в качестве единственного пара­
метра массив коэффициентов м ногочлена (значение типа T_Polynom) и 
возвращает значение строкового типа. Стандартная функция format ис­
пользуется для отображения вещ ественных коэффициентов многочлена с 
двумя знаками после запятой. Ко всем коэффициентам, кроме последнего, 
слева дописывается х  в соответствую щ ей степени.
Процедура D isplayPolynom  имеет два параметра: компонент M emo и 
строку, которая должна быть отображена в этом компоненте.
Теперь нужно создать обработчики событий OnClick для оставшихся 
кнопок. Кнопка «Закрыть» служ ит для заверш ения приложения:
Л и с т и н г  3 . 1 j
p ro c e d u re  T f  r m M u l t i P o l y . b b t n C lo s e C l i c k  ( S e n d e r : T O b je c t )  ; 
b e g in  
F in a l i z e ( p o ly n o m ) ;
/ /  освобождается память, занятая массивом 
C lo s e ; 
end;
^  П рим ечание. Close -  это стандартная процедура, закрывающая форму. 
Если свойство Kind кнопки bbtnClose было установлено в bkClose, вызов этой 
процедуры не нужен.
И, наконец, нажатие на кнопку «Умножить» вызывает процедуру 
Multiply для перемножения многочленов и отображает результат во втором 
компоненте M em o (mmResultPoIy):
Л и с т и н г  3 . 1 k
p ro c e d u r e  T f r m M u l t iP o l y . b b t n M u l t i p l y C l i c k { S e n d e r : T O b je c t ) ; 
v a r  ww: T _ P o ly n o m ; / /  переменная для результата 
r f : s t r i n g ;  / /  строка для отображения в Memo
Iсчитываем значения коэффициентов а и Ь)
A c o e f :=  S t r T o F l o a t ( e d t A c o e f . T e x t ) ;
B c o e f :=  S t r T o F l o a t ( e d t B c o e f . T e x t ) ;
{Распределяем память для результирующего многочлена I 
S e tL e n g th (w w , o r d e r  + 2 ) ;
{умножение многочлена на ax+b повысит его степень на 1)
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{в ы з ы в а е м  п р о ц е д у р у  M u l t i p l y ]
M u l t ip ly ( p o ly n o m ,  A c o e f ,  B c o e f ,  ww) ;
/ ф о р м а т и р у е м  р е з у л ь т а т )  
r f  :=  F o rm a tP o ly n o m (w w );
1и  о т о б р а ж а е м  е г о )
D is p la y P o ly n o m  (m raR esu lt P o l у , r f )  ;
/ н о в о е  с о о б щ е н и е  д л я  п о л ь з о в а т е л я )
msg :=  'З а д а н н ы й  полином  умножен н а  '+  F l o a t T o S t r ( A c o e f )
U p d a te F o rm C a p tio n
F l o a t T o S t r ( B c o e f ) ;
F in a l i z e ( w w ) ;  / /  о с в о б о ж д а е м  п а м я т ь ,  з а н и м а е м у ю  м а с с и в о м  
e n d ;
Теперь остается только написать собственно процедуру Multiply. Пе­
рейдите в Редакторе К ода на страницу модуля poly_m ultiply и наберите в 
разделе реализации следую щ ий код:
Л и сти н г 3 .1 1
im p le m e n ta t io n
(эт а  п р о ц е д у р а  п е р е м н о ж а е т  п р о и з в о л ь н ы й  п о л и н о м  с  п о л и н о ­
м о м  в и д а  а х  + b )
p r o c e d u r e  M u l t i p l y (р : T _ P o ly n o m ; a ,  b :  r e a l ;
v a r  r e s :  T _ P o ly n o m );
v a r  i  : i n t e g e r ;  
b e g in
( с в о б о д н ы й  ч л е н  п о л и н о м а  п р о с т о  б у д е т  у м н о ж е н  н а  Ь ) 
r e s  [ 0) :=  р  [ О] * Ь;
( с л е д у ю щ и е  к о э ф ф и ц и е н т ы  в ы ч и с л я ю т с я  п о  ф о р м у л е :
a * p [ i - l ]  + b * p [ i ]  j
f o r  i  :=  1 t o  ( l e n g t h ( p ) - 1 )  do 
r e s [ i ] :=  a * p [ i - l ]  + b  * p ( i ) ;
( п о с л е д н и й  к о э ф ф и ц и е н т  ф о р м и р у е т с я  о т д е л ь н о )  
res[length(р)] := a * p1 length(p)-1]; 
en d ;
e n d .  / /  i m p l e m e n t a t i o n
Сохраните проект, откомпилируйте и  запустите его на выполнение. 
Протестируйте приложение, используя простые примеры (такие, что ре­
зультаты вы числений легко можно получить «вручную»). Отметим что 
коэффициенты а и Ь могут быть изменены во время работы программы, а 
первый многочлен вводится пользователем один раз. Чтобы ввести другой 
многочлен, приходится запускать приложение снова. И справить эту ситуа­
цию довольно просто. Поместите на форму еще одну кнопку (BitBtn или 
Button -  как Вам нравится), назовите ее «Новый многочлен» и создайте 
обработчик события -  щелчка мыш ью на этой кнопке. В этом обработчике 
события следует сделать видимыми кнопку bbtnEm er и элемент редактиро­
вания edtEnter, а свойство Visible кнопок «Умножить» и «Ввести» и эле­
ментов редактирования коэффициентов м ногочлена напротив, установить 
в значение False. П отребуется такж е написать новое сообщение для поль­
зователя.
П р и м е р  3 .2 . В ы ч и с л е н и е  о б р а т н о й  м а т р и ц ы
В настоящем разделе мы разработаем приложение, вычисляющее 
матрицу, обратную задаваемой пользователем. Благодаря своей компакт­
ности и простоте матричные обозначения получили широкое распростра­
нение в математике, физике, механике. При различных расчетах довольно 
часто оказывается необходимым найти матрицу, обратную  данной. Если 
матрица имеет небольшую размерность (2x2, 3x3), обратную ей несложно 
получить вручную. О днако с увеличением размерности возрастает и объем 
вычислений.
Начните новый проект. Поместите на форму элемент редактирова­
ния, четыре кнопки и компонент StringGrid (сетка строк), расположенный 
на странице Additional П алитры Компонентов. Этот компонент будет ис­
пользоваться д ля ввода и отображения элементов матрицы.
Сетка строк (иногда ее называют таблицей строк) позволяет пред­
ставить текстовые данные в  виде таблицы. Сетка состоит из колонок 
(column) и  рядов (row), пересечения которых образую т ячейки. Каждая 
из ячеек м ожет содержать строку. Доступ к  конкретной ячейке осущест­
вляется с помощ ью  свойства Cel!s[ACol, ARow], где целые числа ACol и 
ARow указы ваю т координаты ячейки: колонку и ряд соответственно. 
Размер ячейки определяется свойствами DefaultColW idth (ш ирина ко­
лонки) и D efaultRowHeight (высота ряда), а ш ирина линий, разделяющих 
ячейки, -  свойством GridLineW idth.
Нумерация колонок и рядов начинается с нуля. При необходимо­
сти можно работать с какой-либо колонкой или рядом как с единым це­
лым, обративш ись к ним с помощью свойств Cols[Index] или Rowsflndex] 
(Index -  целое число, номер колонки или ряда).
К оличество колонок и рядов задаются свойствами ColCount и 
RowCount соответственно. По умолчанию значения обоих свойств равны
5. Свойства F ixedCols и FixedRows содержат число колонок и рядов в 
фиксированной области.
Свойство O ptions предоставляет ш ирокие возможности по на­
стройке сетки. М ы упомянем  лишь то, что включение опции goEditing 
позволяет редактировать содержимое ячеек, а включение опции g o la b s  -
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перемещаться меж ду ячейками с помощью клавиш и табуляции <ТаЬ> и 
клавиатурной комбинации <Shift><Tab>. Д ругие возмож ности читателю 
предлагается изучить самостоятельно с  помощ ью  оперативной справки.
^  П рим ечани е . Обратите внимание, что в Инспекторе Объектов свойст­
во Options помечено значком «+». Нажмите на этот значок, чт обы получить 
полный список опций. Упомянутые выше опции goEditing и goTabs по умолча­
нию выключены (установлены в False). Включите эти опции, а все остальные 
оставьте без изменений.
Расположите элемент редактирования и  все кнопки вдоль нижней 
границы формы, а  левы й верхний угол сетки строк совместите с левым 
верхним углом клиентской области формы. И змените значения свойств 
формы и расположенны х н а  ней компонентов в соответствии со следую­
щей таблицей:
Компонент N am e C aption
Form l frm Reverse В ведите размерность матрицы
StringGridl sgM atrix
BitBtn! bbtnlnputD im Ввести
BitBtn2 bbtnReverse О братить
BitBtn3 bbtnHelp П омощь
BitBtn4 bbtnClose Закрыть
Edit! edtlnputD im
Очистите свойство Text элемента редактирования и настройте внеш­
ний вид кнопок.
Как и в предыдущ ем примере, «вычислительная» часть проекта бу­
дет отделена от «интерфейсной». Добавьте в проект еще один модуль и со­
храните проделанную  работу. Назовите проект M atrixReverse.dpr, модуль 
U nitl -  m t_M ainFrm .pas, модуль Unit2 -  m t_CalcsRev.pas.
Сначала займемся интерфейсны м разделом модуля mt_CaIcsRev. Во- 
первых, объявите тип матрицы  вещ ественных чисел:
Ли с т и н г  3 .2 а
u n i t  m t_ C a lc s R e v ;
i n t e r f a c e
ty p e
I _ R e s lV e c to r  = a r r a y  o f  r e a l ;  / /  в с п о м о г а т е л ь н ы й  т ип  -
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[
/ /  о д н о м е р н ы й  м а с с и в  в е щ е с т в е н н ы х  ч и с е л  
T _ R e a lM a tr ix  = a r r a y  o f  T _ R e a lV e c to r ;  / /  м а т р и ц а  -  
/ /  д в у м е р н ы й  м а с с и в  в е щ е с т в е н н ы х  ч и с е л
Кроме того, в интерфейсный раздел следует поместить заголовок процеду­
ры, вычисляющей матрицу, обратную данной, а в раздел реализации -  «за­
готовку» для этой процедуры:
Листинг 3 . 2Ь
p r o c e d u r e  C s l c R e v e r s e ( v a r  r m t : T _ R e a lM a tr ix ;
v a r  m sg : s t r i n g ) ;
/э т а  п р о ц е д у р а  в ы ч и с л я е т  о б р а т н у ю  м а т р и ц у .  П е р е м е н н а я  
m sg  и с п о л ь з у е т с я  д л я  с о о б щ е н и я  о  р е з у л ь т а т е  в ы ч и с л е н и я .  
Е с л и  о б р а т н о й  м а т р и ц ы  н е  с у щ е с т в у е т ,  и с х о д н а я  м а т р и ц а  н е  
п р е о б р а з у е т с я ,  а в  с т р о к о в о й  п е р е м е н н о й  п е р е д а е т с я  
с о о б щ е н и е  о  т о м , чт о  и с х о д н а я  м а т р и ц а  я в л я е т с я  
в ы р о ж д е н н о й  I
im p le m e n ta t io n
p ro c e d u r e  C a l c R e v e r s e ( v a r  r m t:  T R e a lM a t r ix ;
v a r  m sg : s t r i n g ) ;
Реализацию процедуры CalcReverse мы пока отложим и перейдем к 
разработке пользовательского интерфейса. П ереклю читесь в Редакторе 
Кода на страницу m t_M ainFrm  и добавьте имя модуля mt_CalcsRev в пред­
ложение uses интерфейсного раздела модуля mt_M ainFrin:
Листинг 3 .2 с
u n i t  m t_M ainF rm ;
i n t e r f a c e
u ses
W indows, M e s s a g e s ,  S y s U t i l s ,  C l a s s e s ,  G r a p h ic s ,
C o n t r o l s ,  F o rm s , D ia lo g s ,  S t d C t r l s ,  B u t t o n s ,  G r id s ,  
m t_ C a lc sR e v ;
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Далее, нам потребуются три переменные: одна -  D im ension, целого 
типа -  для обозначения размерности матрицы, вторая переменная -  М уМа- 
trix, типа T_ReaIM atrix -  д ля обозначения собственно матрицы  вещ ествен­
ны х чисел, а третья, M sg (строкового типа), позволит формировать инст­
рукции и  сообщения для пользователя. Поместите объявления этих пере­
менных в раздел общедоступных объявлений типа формы TfrmReverse 
(подобно тому, как это было сделано в  примере 3.1).
^  П рим ечан ие . Обратная матрица может быть определена только для 
квадратной матрицы, поэтому для обозначения размерности матрицы дос­
таточно одной переменной.
Теперь создадим обработчики событий. Самым просты м и коротким 
будет обработчик щ елчка м ыш кой на кнопке «Закрыть» (bbtnClose):
Л и сти н г  3 . 2d
p r o c e d u r e  T f r m R e v e r s e . b b t n C l o s e C l i c k ( S e n d e r : T O b j e c t ) ; 
b e g i n
F i n a l i z e ( M y M a t r i x ) ;
/ /  о с в о б о ж д а е м  п а м я т ь ,  з а н и м а е м у ю  м а т р и ц е й  
C lo s e ;  / /  з а к р ы в а е м  ф о р м у  и  з а в е р ш а е м  п р и л о ж е н и е  
e n d ;
При щелчке мыш кой на кнопке «П омощь» (bbtnH elp) будет выво­
диться специальное окно сообщения, информирующ ее пользователя о не­
которых особенностях работы с  приложением. В обработчике события 
формирую тся две строки: собственно сообщения, которое будет выводить­
ся в этом окне, и  заголовка окна. Затем эти строки преобразую тся к типу 
PChar. Это -  специальный строковы й тип, с которым «умеет» работать 
Windows. П реобразование типов необходимо, поскольку далее строки пе­
редаются в стандартную функцию M essageBox, первые два параметра ко­
торой долж ны иметь именно тип PChar.
Л и сти н г  3 . 2 е
p r o c e d u r e  T f r m R e v e r s e . b b t n H e l p C l i c k ( S e n d e r : T O b j e c t ) ; 
v a r  scomm : s t r i n g ;  / /  с т р о к а  с о о б щ е н и я  
s c a p  : s t r i n g ;  / /  с т р о к а  з а г о л о в к а  
pcomm, p c a p  : P C h a r; / /  п р е о б р а з о в а н н ы е  с т р о к и  
b e g in
scomm :=  'П ри  в в о д е  э л ем е н т о в  м атриц ы  у д о б н о '# 1 3 # 1 0 ;  
scomm :=  scomm +
'п о л ь з о в а т ь с я  клавиш ами <Tab> и < S h i f t >  < T a b > 1# 1 3 # 1 0 ; 
scomm :=  scomm +
’Можно п р о в е р и т ь  п р а в и л ь н о с т ь  в ы ч и с л е н и й , '# 1 3 # 1 0 ;
scomm :=  scomm +
'п о в т о р н о  наж ав кн о п к у  " О б р а т и т ь " .  ' # 1 3 # 1 0 ; 
scomm ;=  scomm +
'К о н еч н о , м о г у т  быть н еб ольш и е н е с о в п а д е н и я ,  •# 1 3 # 1 0 ; 
scomm :=  scomm + ' с в я за н н ы е  с  п о гр еш н о стью  в ы ч и с л е н и й .’ ; 
sc a p  :=  'О чен ь  к о р о т к а я  с п р а в к а ';  
pcomm :=  P C h a r(sc o m m ); 
рсар  :=  P C h a r ( s c a p ) ;
A p p lic a tio n .M e s s a g e B o x (p c o m m , p c a p ,  MB_OK);
/ /  т рет ий  п а р а м е т р  о т в е ч а е т  з а  п о я в л е н и е  в  о к н е  к н о п к и  ОК 
end;
^  П римечание. Функция MessageBox ('определяемая как: function Message- 
Box(const Text, Caption: PChar, Flags: Longint): Integer,) приложения (Application) 
в действительности является оболочкой соответствующей функции Win­
dows API, требующей большее число параметров. Поэтому при вызове 
функции нужно обязательно указывать квалификатор Application.
'S П римечание. Если Вы работаете в Delphi 1 (или в любой из старших вер­
сий, но с отключенной директивой компилятора {$Н -}), то приведение типов 
string (в данном случае -  короткой строки) и PChar невыполнимо. Гпубинные 
причины это го  мы обсудим, когда будем подробно изучать строки, а пока 
приведем краткий рецепт того, «как сделать код работающим». Во-первых, 
вместо типа string в объявлении переменных, используйте тип, определен­
ный как a rray [0..300] o f  char. Вообще говоря, вместо «300» может быть на­
писано и «250», и «500»; принципиально лишь то, что нумерация массива на­
чинается с 0. Затем измените строки, завершающие формирование текста 
сообщения и заголовка следующим образом: 
scomm :=  scomm + 'с в я з а н н ы е  с п огреш н остью  в ы ч и с л е н и й . '# 0 ;  
sc a p  :=  'О чен ь  к о р о т к а я  с л р а в к а '# 0 ;
Символ #0, с точки зрения Windows, является признаком конца строки. Те­
перь осталось переписать следующие две строки: 
pcomm ;=  scomm; 
р сар  :=  s c a p ;
-  и программа будет нормально компилироваться и выполняться.
Щ елчок на кнопке «Ввести» должен приводить к обновлению значе­
ния размерности матрицы и  соответствующим изменениям внешнего вида 
формы:
Л истинг 3 . 2 f
p r o c e d u r e  T f r m R e v e r s e . b b tn l n p u t D i m C l i c k {S e n d e r : T O b j e c t ) ;
v a r  tem p  : s t r i n g ;
b e g in
tem p :=  e d t I n p u t D i m .T e x t ; / /  с ч и т ы в а е м  в в е д е н н о е  з н а ч е н и е  
D im en s io n  ;=  S t r T o I n t ( t e m p ) ;
/ /  у с т а н а в л и в а е м  р а з м е р н о с т ь  м а т р и ц ы  
S e tL e n g th (M y M a tr ix ,  D im e n s io n ,  D im e n s io n ) ;
/ /  р а с п р е д е л я е м  п а м я т ь  д л я  м а т р и ц ы  
Msg : =
’Вводите элементы матрицы в соответствующие ячейки’; 
/ /  ф о р м и р у е м  н о в у ю  и н с т р у к ц и ю
U p d a te F o rm C a p tio n ;  / /  о б н о в л я е м  з а г о л о в о к  ф ормы  
U p d a te G r id ;  / /  н а с т р а и в а е м  с е т к у  
e n d ;
Процедура UpdateFormCaption полностью идентична одноименной проце­
дуре в примере 3.1, а процедура U pdateGrid приводит в соответствие коли­
чество рядов и колонок в сетке с количеством строк и столбцов матрицы. 
Поместите заголовок этой процедуры в разделе общ едоступны х объявле­
ний типа Tfrm Reverse, а приведенный ниж е код  -  в любом месте раздела 
реализации:
Л и сти н г  3 .2 д
p r o c e d u r e  T f r m R e v e r s e . U p d a te G r id ;  
b e g in
s g M a t r i x . Row Count :=  D im e n s io n ; 
s g M a t r i x . C o lC o u n t :=  D im e n s io n ;
{ у с т а н а в л и в а е м  з н а ч е н и я  д л я  ч и с л а  с т р о к  и  с т о л б ц о в !  
s g M a t r i x . H e ig h t  :=  
s g M a tr ix .R o w C o u n t * ( s g M a t r ix . D e fa u l tR o w H e ig h t  + 
s g M a t r ix .G r id L in e W id th ) ;
s g M a tr ix .W id th  :=  
s g M a t r i x . C o lC o u n t * ( s g M a t r i x . D e f a u l tC o lW id th  + 
s g M a t r i x . G r id L in e W id th ) ; 
l в ы ч и с л я е м  и  у с т а н а в л и в а е м  н о в ы е  р а з м е р ы  с е т к и  с  у ч е т о м  
ш и р и н ы  л и н и й ,  р а з д е л я ю щ и х  к л е т к и )  
e n d ;
П осле того, как новые размеры сетки установлены, пользователь 
должен заполнить значениями все ее клетки. Затем при щелчке мышкой на 
кнопке «Обратить» происходит считывание этих значений, вычисление 
обратной матрицы и отображение результата. Соответствую щ ий обработ­
чик события будет иметь следующий вид:
Л и сти н г  3 . 2h
p r o c e d u r e  T f r m R e v e r s e . b b t n R e v e r s e C l i c k (S e n d e r : T O b je c t ) ;  
b e g in
R e a d G rid ; / /  с ч и т ы в а е м  в в е д е н н ы е  з н а ч е н и я
C a lc R e v e r s e (M y M a tr ix ,  M sg); / /  в ы ч и с л я е м  о б р а т н у ю  м а т р и ц у
U p D a te F o rm C a p tio n ; / /  о б н о в л я е м  з а г о л о в о к  ф ормы  
D is p la y G r id ;  / /  о т о б р а ж а е м  п о л у ч е н н у ю  м а т р и ц у  
end;
Заголовки процедур ReadGrid и DisplayGrid также следует добавить 
в раздел Public declaration типа TfnnReverse, а их объявления поместить в 
любом месте раздела реализации:
Листинг 3.2i
procedure T f r m R e v e r s e . R e a d G rid ;
var i ,  j : i n t e g e r ;
begin
for i  :=  0 to D im e n s io n  -  1 do 
for j :=  0 to D im e n s io n  -  1 do 
begin
(чт обы  п о л у ч и т ь  д о с т у п  к  я ч е й к е  и з  м а с с и в а  C e l l s  с е т к и ,  
нуж но в  к а ч е с т в е  п е р в о г о  и н д е к с а  у к а з а т ь  с т о л б е ц ,  а  в  к а ­
ч е с т в е  в т о р о г о  -  с т р о к у .  П о эт о м у  м е н я е м  м е с т а м и  индексы/ 
MyMatrix[i,j] := StrToFloat(sgMatrix.Cells[j,i]);
end;
procedure Tfr m R e v e r s e . D i s p l a y G r id ;  
var i ,  j : i n t e g e r ;  tem p  : string; 
begin
for i  :=  0 to D im e n s io n  -  1 do 
for j  :=  0 to D im e n s io n  -  1 do
te m p  :=* F o rm a t ( '  %8 . 2 f  ' , [M y M a tr ix  [ i ,  j  j ] )  ;
/ /  с м . з а м е ч а н и е ,  с д е л а н н о е  в  п р о ц е д у р е  R e a d G r i d  
s g M a t r i x . C e l l s [ j , i ] :=  te m p ;
end ;
Сохраните проект, откомпилируйте его, запустите на выполнение и 
проверьте работоспособность всех кнопок. Единственное, чего пока не 
может сделать программа -  это вычислить обратную матрицу. К  реализа­
ции этой процедуры мы сейчас и приступим.
^  П р и м еча н и е . Обратная матрица будет вычисляться методом Га- 
усса -  Жордана (автор надеется, что читатель знаком с основами линейной 
алгебры). Краткое описание этого метода приводится ниже.
0  Рассмотрим следующие элементарные преобразования над матри­
цей X : умножение строки на число, замену строки линейной комбинацией 
этой строки с какой-либо ф у го й  строкой матрицы, перестановку двух 
строк. Идея метода Гаусса -  Жордана заключается в отыскании такой по­
следовательности преобразований, которая преобразует матрицу X  к  еди­
ничной матрице. Обозначая элементарные преобразования как L,, можем за­
писать:
L X  =  (LN . . . L 2 L i) X = I, 
откуда следует, что L  =  X '1. Это означает, что такая последователь­
ность преобразований, будучи примененной к  единичной матрице соответ­
ствующего размера, даст в результате матрицу, обратную  X.
Порядок действий обычно выглядит так. Сначала (посредством опи­
санных выше преобразований) обращают в нуль все элементы первого (в 
нашем случае -  нулевого) столбца за исключением диагонального элемента 
(который должен стать равным 1). Затем т о же  самое проделывают со 
вторым столбцом и т ак далее. Соответствующие преобразования единич­
ной матрицы проделывают параллельно.
При применении метода могут возникнуть следующие проблемы. Во- 
первых, если элементы матрицы значительно отли ч аю тся по абсолютной 
величине, снижается точность вычислений. Поэтому перед применением 
м етода Гаусса -  Ж ордана желательно преобразовать матрицу так, чтобы 
ее элементы были (примерно) одного порядка. Во-вторых, на месте некото­
рого диагонального элемента, допустим, X [k ,k ] может оказаться нуль. В та­
ком случае нужно найти строку т, такую, что Х [к,т ] * 0 ,  и поменять ее мес­
тами со строкой к. Если такой строки нет (т.е. столбец к  -  нулевой), мат­
рица необратима. Отметим также, что точность вычислений будет выше, 
если на месте X[k,k] окажется максимальный по абсолютной величине эле­
мент столбца к.
Запиш ем сначала «набросок» процедуры CalcReverse: только строки 
комментариев, описывающ их, какие действия нам нужно выполнить:
Ли с т и н г  3.2к
procedure C a lc R e v e r s e  (var r m t:  T _ R e a lM a tr ix ;
var m sg : string);
( 1 .  Находим м аксим альны й э л ем е н т  в  п ер в о м  с т о л б ц е  (и з а п о ­
минаем  ном ер с т р о к и ) )
( 2 .  Меняем м е стам и  п ервую  с т р о к у  и  с т р о к у  с  максимальны м 
(по абсолю тн ой  ве л и ч и н е )  эл ем ен то м  в п ер в о м  с т о л б ц е .  Если 
в с е  э л ем ен ты  с т о л б ц а  равн ы  нулю, в ы д ать  сообщ ен и е  о н е о б ­
р а ти м о с т и  м а т р и ц ы .}
( 3 .  П овто р яем  э т и  п р е о б р а зо в а н и я  д л я  ед и н и чн ой  м атриц ы  с о ­
о тв етств у ю щ его  р а з м е р а )
{А .  Делим в с е  эл ем ен ты  п ер в о й  с т р о к и  н а  д и а го н а л ь н ы й  э л е ­
м ент)
( 5 .  П овторяем  э т и  п р е о б р а зо в а н и я  д л я  еди н и чн ой  м атрицы )
(6. И обращ аем  в нуль  в с е  э л ем ен ты  п е р в о г о  с т о л б ц а  кроме 
д иагонального  (п о в т о р я е м  э т и  п р е о б р а з о в а н и я  д л я  единичной 
матрицы)|
(повторяем  в с е  д е й с т в и я  д л я  в т о р о г о  с т о л б ц а  и  т . д .  При 
этом п е р в а я  с т р о к а  долж на с о х р а н я т ь  с в о е  м есто п о л о ж ен и е , а 
значит, и ск л ю ч а т ь с я  и э  р а с с м о т р е н и я  в  п р о ц е д у р е  п о и ск а  
м аксимального э л е м е н т а  во  вт о р о м  с т о л б ц е )  
end;
Таким образом, нужно организовать цикл по столбцам матрицы, 
досрочно прерываемый в случае ее необратимости. Ясно также, что потре­
буется несколько переменны х, в том числе переменная типа T_RealMatrix 
для описания единичной матрицы и переменные -  счетчики. Удобно (как с 
точки зрения восприятия, так и с точки зрения отладки) ввести ряд вспо­
могательных процедур, описы ваю щ их отдельные этапы вычисления об­
ратной матрицы. Ф актически эти процедуры будут соответствовать пунк­
там комментариев. Приведем окончательны й листинг процедуры Cal­
cReverse (комментарии были несколько изменены при организации цикла):
Листинг 3.21
p ro c e d u re  C a lc R e v e r s e ( v a r  rm t : T _ R e a lM a tr ix ;
v a r  msg : s t r i n g ) ;
co n s t e p s  = 1 0 E -7 ;
'С равнение с  н у л е м  в е щ е с т в е н н о г о  ч и с л а  мож ет бы т ь н е к о р ­
рект ны м , п о э т о м у  о б ы ч н о  в в о д я т  д о с т а т о ч н о  м а л у ю  к о н с т а н ­
ту. j
var im t : T ^ R e a lM a tr ix ;  / /  " е д и н и ч н а я "  м а т р и ц а  
I s  к о н ц е  к о н ц о в  о н а  с т а н е т  р а в н о й  о б р а т н о й  и с х о д н о й  м а т р и ­
ц е , н о  м и  д л я  к р а т к о с т и  б у д е м  и м е н о в а т ь  е е  " е д и н и ч н о й " 1 
h : i n t e g e r ;  i_ m ax  : i n t e g e r ;  
i ,  j : i n t e g e r ;  m a x _ e l : r e a l ;  
beg in
h := H ig h ( r m t ) ;  / /  о п р е д е л я е м  р а з м е р  о б р а щ а е м о й  м ат рицы  
C r e a t e A n d F i l l _ I d e n t i t y ( im t ,  h ) ;
/ /  с о з д а е м  е д и н и ч н у ю  м а т р и ц у  с о о т в е т с т в у ю щ е й  р а з м е р н о с т и  
f o r  5 :=  0 t o  h do  b e g i n  
!1 . Н а х о д и м  м а к с и м а л ь н ы й  э л е м е н т  в  j - м  с т о л б ц е  м а т р и ц ы  r m t  
(и з а п о м и н а е м  н о м е р  с т р о к и  i _ m a x ) j  
S e e k M a x In C c l( rm t,  j ,  h ,  i_ m a x ) ;
{е с л и  эт от  э л е м е н т  р а в е н  н у л ю ,  т с м а т р и ц а  н е о б р а т и м а ) 
i f  a b s ( r m t [ i_ m a x , j ) )  < e p s  t h e n  b e g in
msg i ”  'м а т р и ц а  н е о б р а т и м а ! ';  b r e a k ;  e n d ;  / /  th e n  
i f  i  max <> ] t h e n  b e g in
12. .Меняем м е с т а м и  с т р о к у  j  и  с т р о к у  с  м а к с и м а л ь н ы м  (п о  
а б с о л ю т н о й  в е л и ч и н е )  э л е м е н т о м  в  j - м  с т о л б ц е . )
C h a n g e R o w s(rm t, j ,  i_ m a x , n ) ;
1 3 . П о в т о р я е м  э т и  п р е о б р а з о в а н и я  д л я  е д и н и ч н о й  м а т р и ц ы )  
C h an g eR o w s( im t ,  j ,  i j n a x ,  h ) ; 
end; / /  t h e n  
m a x _ e l : «  r m t [ j f j ] ;
/ /  з н а ч е н и е  м а к с и м а л ь н о г о  э л е м е н т а  
{ 4 .  Д е л и м  в с е  э л е м е н т ы  j - й  с т р о к и  н а  м а к с и м а л ь н ы й  э л е м е н т !  
D iv id eR o w B y M ax (rm t, j ,  h , m a x _ e l ) ;
1 5 . П о в т о р я е м  э т и  п р е о б р а з о в а н и я  д л я  е д и н и ч н о й  м а т р и ц ы I
D iv ideR ow B yM ax{ im t, j ,  h ,  m a x _ e l ) ;
16 .  И  о б р а щ а е м  в  н у л ь  все э л е м е н т ы  j - r o  с т о л б ц а  к р о м е  д и а ­
г о н а л ь н о г о  ( п о в т о р я е м  э т и  п р е о б р а з о в а н и я  д л я  е д и н и ч н о й  
м а т р и ц ы ) )
Z e ro C o l{ rm t,  i m t ,  j ,  h ) ; 
end; / /  f o r  j
if m sg о  'м а т р и ц а  н е о б р а т и м а ! ’ then begin 
m sg :=  'О б р а т н а я  м а т р и ц а ';
C o p y M a tr ix ( im t ,  r m t ) ;
{ к о п и р у е м  р е з у л ь т а т  ( i m t )  в  и с х о д н у ю  м а т р и ц у  r m t )
F i n a l i z e ( i m t ) ;
{ о с в о б о ж д а е м  п а м я т ь ,  в ы д е л е н н у ю  д л я  i m t / 
end; / /  i f  
end;
Н ачнем  рассмотрение вспомогательных процедур с самой простой -  
CopyM atrix. Ее код практически не требует пояснений:
Листинг 3.2т
procedure C o p y M a tr ix (var s o u r c e ,  d e s t  : T _ R e a lM a t r ix ) ;
/э т а  п р о ц е д у р а  ф и з и ч е с к и  к о п и р у е т  о д н у  м а т р и ц у  в  д р у г у ю ,  
п о с к о л ь к у  о н а  я в л я е т с я  в н у т р е н н е й ,  п р о в е р к и  с о о т в е т с т в и я  
р а з м е р н о с т и  и с т о ч н и к а  и  к о п и и  н е  п р о и з в о д и т с я / 
var i ,  j : i n t e g e r ;  d im  : i n t e g e r ;  
begin
d im  :=  h i g h ( s o u r c e ) ; 
for i  :=  0 to d im  do 
for j :=  0 to dim  do
d e s t f i ,  j )  :=  s o u r c e [ i ,  j ] ?
end;
П роцедура CreateAndFill_Identity создает и заполняет должны м об­
разом единичную  м атрицу соответствующего размера:
Листинг 3.2п
procedure C r e a te A n d F i1 l _ I d e n t i t y (var im  : T _ R e a lM a tr ix ;
h i  : i n t e g e r ) ;
(параметры; д и н а м и ч е с к а я  м а т р и ц а  и  н о м е р  п о с л е д н е г о  с т о л б ­
ца (с т р о к и )  о б р а щ а е м о й  м а т р и ц ы ) 
var i ,  j '■ i n t e g e r ;  / /  с ч е т ч и к и  
begin
S e tL e n g th { im , h i+ 1 ,  h i + 1 ) ;  / /  р а с п р е д е л я е м  п а м я т ь  
for i  ;=  0 to h i  do 
for j  :=  0 to h i  do
if i  <> j then i m [ i , j ]  ;=  0 else i m [ i , j ]  :=  1 ;
/ /  и  з а п о л н я е м  м а т р и ц у
end;
Процедура SeekM axInCol имеет четыре параметра: собственно мат­
рицу, номер столбца, в котором ищем максимальный элемент, номер по­
следнего столбца (строки) обращ аемой матрицы (вообщ е говоря, может 
быть опущен или заменен размерностью  матрицы), а также номер строки, 
в которой обнаружился максимальный элемент заданного столбца. Эта 
процедура производит последовательный перебор элементов заданного 
столбца (начиная с диагонального) и определяет номер строки, в которой 
расположен максимальный из рассматриваемых элементов.
Листинг 3 . 2 о
procedure S e e k M a x In C o l(const rm  : T R e a lM a t r ix ;
j s ,  h i  : i n t e g e r ;  
var im a x  : i n t e g e r ) ; 
var i  : i n t e g e r ;  m axe : r e a l ;  
begin
im a x  :=  j s ;  ( н а ч и н а е м  с о  с т р о к и  j s  ( п р е д ы д у щ и е  уж е п р е ­
о б р а з о в а н ы  к  н у ж н о м у  в и д у )  
maxe ; = a b s ( r m [ j s ,  j s ] ) ;  / / " т е к у щ и й "  м а к с и м а л ь н ы й  э л е ­
мент
for i  :=  j s  to h i  do
if a b s ( r m [ i ,  j s ] )  > m axe then begin
m axe :*  a b s ( r m [ i , j s ] ) ;  im a x  :=  i ;  end; / /  t h e n
end;
Процедура C hangeRow s обменивает местами строки с номерами js  и 
imax в матрице rm (параметр hi имеет то же назначение, что и  в предыду­
щем случае):
Листинг 3.2р
procedure C h a n g e R o w s(var r m : T _ R e a lM a t r ix ;
j s ,  im a x :  i n t e g e r ;  h i  : i n t e g e r ) ;  
v a r  t  : r e a l ;  k : i n t e g e r ;  
begin
for k :=  0 to h i  do begin
t  r m [ j s ,  к ] ;  r m [ j s ,  к] :=  rm [ im a x , к ] ;  
rm [ im a x ,  k ] :=  t r ­
e n d  ; / /  f o x  к  
e n d ;
П осле перестановки строк нужно добиться того, чтобы н а  главной 
диагонали исходной матрицы оказалась единица. Эта задача реш ается в 
процедуре D ivideRowByM ax. Параметр ist -  номер строки, m  -чи сло , на 
которое следует поделить ее элементы (лп и h i имею т п режний смысл).
Листинг 3.2q
p r o c e d u r e  D iv ideR ow B yM ax { v a r  rm ; T _ R e a lM a tr ix ;
i s t ,  h i  : i n t e g e r ;  m : r e a l ) ;
v a r  k : i n t e g e r ;  
b e g in
f o r  k :■* 0 t o  h i  do  
r m [ i s t ,  k] :=  r m [ i s t ,  k] /  m; 
e n d ;
Н аконец, рассмотрим процедуру ZeroCol. О на имеет два параметра 
типа T_RealM atrix: rm  -  исходная матрица, im  -  единичная матрица (точ­
нее матрица, получивш аяся из единичной к этому моменту), а такж е два 
целых параметра; js  -  номер столбца, hi -  номер последнего столбца мат­
рицы (как и ранее). П роцедура ZeroCol обращ ает в нуль все элементы 
столбца js  исходной матрицы кроме диагонального, последовательно заме­
няя строки матрицы их линейными комбинациями со строкой js. Такие же 
действия производятся и над «единичной» матрицей.
Листинг 3.2г
p r o c e d u r e  Z e r o C o l ( v a r  rm , im : T _ R e a lM a tr ix ;
j s ,  h i  : i n t e g e r ) ; 
v a r  c o e f  : r e a l ;  (к о э ф ф и ц и е н т  в  л и н е й н о й  к о м б и н а ц и и  с т р о к  
к  и  j s ,  о б р а щ а ю щ и й  в  н у л ь  э л е м е н т  r m [ к , j s ] I 
к ,  1 : i n t e g e r ;  
b e g in
f o r  k :=  0 t o  h i  do  b e g in  
i f  k <> j s  t h e n  b e g in
c o e f  :=  rm [k ,  j s ] ;  / /  п о с к о л ь к у  r m [ j s , j s ]  =  1
f o r  1 :=  0 t o  h i  do  b e g in
rm [k ,  1 ] :=  rm [k ,  1] -  r m [ j s ,  1] * c o e f ;
im [k ,  1 ] :=  im [k ,  1] -  i m ( j s ,  1] * c o e f ;
/ /  п р е о б р а з у е м  с т р о к у  с  н о м е р о м  к ,  п р о х о д я  п о  с т о л б ц а м  (1 )  
e n d  ; / /  f o r  1 
e n d  / /  t h e n
e ls e  c o n t in u e ;  / /  с о б с т в е н н о  с т р о ч к у  j s  п р о п у с к а е м  
e n d ; / /  f o r  k
П осле объявления всех вспомогательных процедур следует сохра­
нить проект и запустить его на выполнение. Проверьте, правильно ли ра­
ботает программа, используя в качестве тестовы х единичные матрицы раз­
ных размерностей, небольшие квадратные матрицы (2  х 2, 3 х 3), обратные 
которым легко найти вручную, а также матрицы с нулевыми столбцами и 
строками.
По окончании цикла (for j)  в процедуре C alcReverse исходная матри­
ца должна превратиться в единичную. Это легко проверить: закомменти­
руйте строку, вызываю щую процедуру CopyM atrix, и вновь запустите про­
грамму на выполнение. Теперь, нажав на кнопку «Обратить», Вы увидите 
на экране единичную матрицу.
Если матрица оказывается необратимой, приложение отображает 
«моментальный снимок» матрицы, полученной из исходной, на том шаге 
преобразований, н а  котором это выяснилось. Попробуйте изменить при­
ложение так, чтобы в  этом  случае отображалась собственно исходная мат­
рица. Возможно, Вы такж е найдете удобным использовать не один, а два 
компонента StringGrid (один для исходной матрицы, другой -  для резуль­
тата).
Управляющие конструкции
Теперь, когда у Вас есть некоторый опыт применения различных операторов 
языка Object Pascal (как условных, так в циклических), настало время рассмотреть 
«общую картину».
Если не стремиться дать строгое определение, то можно сказать, что алгоритм (а 
всякая программа является алгоритмом, записанным средствами языка программирова­
ния) -  это конечная последовательность шагов, описывающая решение некоторой ло­
гической или математической задачи. Если все шаги алгоритма выполняются последо­
вательно (и однократно), такой алгоритм называется линейным. Однако на практике 
часто требуется выполнить то или иное действие в зависимости от полученных резуль­
татов или же повторить несколько раз какое-либо действие или группу действий (т.е. 
нарушить «естественный» порядок выполнения программы). В теории программирова­
ния для описания этих и некоторых других ситуаций были разработаны специальные 
конструкции. получившие название управляющих. К настоящему моменту существует 
практически стандартный набор управляющих конструкций. Этот набор является в не­
котором смысле «сверхполным»: многие конструкции могут быть заменены другими, 
хотя и не без потери наглядности (отметим, что еще в 70-х гг. было доказано, что для 
реализации алгоритма любой сложности достаточно конструкции линейного следова­
ния и двух управляющих конструкций: выбора и цикла с предусловием [2], [3]).
Примечание. Своим названием управляющие конструкции, по всей вероятности, 
обязаны командам передачи управления.
Приложение представляет собой последовательность машинных команд и данных. 
Когда приложение запускают на выполнение, оно загружается в оперативную память, после 
чего процессор строго последовательно выбирает из памяти команды. Когда некоторая 
команда будет исполнена, процессор передает управление следующей команде. Чтобы из­
менить ход выполнения приложения, используются специальные команды передачи управле­
ния, задача которых -  сообщить процессору, какая команда будет выполняться следующей. 
При этом инструкция может носить как безусловный, так и условный характер (т.е. реше­
ние с передаче управления принимается в зависимости от полученных во время выполнения 
приложения результатов).
Операторы языка высокого уровня, как правило, заменяют целую группу машинных 
команд, и говорить о передаче управления от оператора к оператору можно лишь с некото­
рой долей условности.
В различных языках программирования управляющие конструкции реализуются 
по-разному: это могут быть и операторы языка, и  стандартные процедуры; реализация 
некоторых управляющих конструкций может вообще отсутствовать. Так, например, в 
языке Java всем возможным управляющим конструкциям соответствуют операторы, в 
то время как в O bject Pascal большинство из реализованных управляющих конструкций 
представлено операторами языка, меньшая часть -  стандартными процедурами.
Все управляющие конструкции можно разделить на  три группы: переходы, 
ветвления и циклы, Сейчас мы подробно рассмотрим конструкции, входящие в эти 
группы, и их конкретную реализацию в Object Pascal (отметим, однако, что «практиче­
ски стандартный» набор управляющих конструкций все же не является жестко стан­
дартизированным, и разночтения при использовании различных источников возмож­
ны).
^  Примечание. Вообще говоря, цикл может быть организован путем комбиниро­
вания переходов и ветвлении. Однако цикл - важная (и часто используемая) алгоритмиче­
ская структура, чем и обусловлено введение соответствующих управляющих конструкций.
Начнем рассмотрение с ветвлений (их также называют конструкциями условия). 
Теоретически возможно существование четырех управляющих конструкций, и все они 
реализованы в Object Pascal.
1. Полная условная конструкция. Предполагает проверку некоторого условия и 
последующее выполнения некоторого действия (или группы действий), если 
условие соблюдается, и  выполнение какого-либо другого действия (или 
группы действий) в противном случае. Полная условная конструкция реали­
зована в Object Pascal посредством оператора if, имеющего ветвь else.
Пример:
i f  х  >= 0 t h e n  у :=  х e l s e  у  :=  -  х ;
2. Неполная условная конструкция. Предполагает проверку некоторого условия 
и последующее выполнение некоторого действия (группы действий), если 
условие соблюдается. В противном случае никаких специальных действий не 
предусмотрено, управление получает следующий оператор. Неполная услов­
ная конструкция реализована в Object Pascal посредством оператора if, в ко­
тором отсутствует ветвь else
Пример:
i f  (р  d i v  2) — 0 t h e n  q  :=  1 ;
3. Полная конструкция выбора. Предполагает анализ значения выражения- 
переключателя, при этом некоторым (заранее определенным) значениям пе­
реключателя сопоставлены некоторые действия (группы действий). Если пе­
реключатель принимает одно из этих значений, выполняется действие (груп­
па действий), соответствующее этому значению. Кроме того, существует 
действие (группа действий), выполняющееся, если переключатель принимает 
значение, не совпадающее ни с одним из заранее определенных. Полная кон­




1 ..3 : s := 'small'?
7 . . 9  : s  :=  'big';
else s := 'n o r m a l ';
4. Неполная конструкция выбора. Предполагает анализ значения выражения- 
переключателя, при этом некоторым (заранее определенным) значениям пе­
реключателя сопоставлены некоторые действия (группы действий). Если пе­
реключатель принимает одно из этих значений, выполняется действие (груп­
па действий), соответствующее этому значению. Если переключатель при­
нимает значение, не совпадающее ни с одним из заранее определенных, ни­
каких специальных действий не выполняется, управление передается сле­
дующему оператору. Неполная конструкция выбора реализована в Object 
Pascal посредством оператора case, в котором отсутствует ветвь else. 
П рим ер;
1Y’ ; v  :=  v  + 1;
' N ’ : v  ;=  v -  1 ; 
e n d ;
Следующая группа управляющих конструкций -  циклы (конструкции повторе­
ния). В теории описываются четыре конструкции, две из них реализованы в Object Pas­
cal полностью, одна -  частично. Прежде чем мы рассмотрим каждую из конструкций в 
отдельности, опишем черты, общие для всех циклов. При организации цикла можно 
выделить следующие этапы. Во-первых, это инициализация цикла (на практике обычно 
-  присвоение начальных значений переменным, входящим в выражение, управляющее 
циклом); во-вторых, вычисление выражения, управляющего циклом (обычно условия); 
в-третьих -  выполнение операторов, составляющих тело цикла. Наконец, последний, 
четвертый, этап -  изменение параметров выражения, управляющего циклом (этим 
обеспечивается конечность цикла). Этапы со второго по четвертый выполняются мно­
гократно -  до тех пор, пока значение выражения, управляющего циклом, будет допус­
тимым. Порядок выполнения этих этапов (за исключением, быть может, первого) жест­
ко не определен и различается в разных конструкциях.
1. Конструкция цикла с предусловием. Предполагает проверку некоторого ус­
ловия и. если это условие соблюдается, выполнение действия (группы дейст­
вий), обычно называемых телом цикла. Затем управление вновь передается в 
начало никла, и процесс повторяется. Если условие не соблюдается, управ­
ление передается следующему (за оператором цикла) оператору. Чтобы цикл 
рано или поздно был завершен, необходимо, чтобы по крайней мере один 
оператор в теле цикла изменял проверяемое условие. Если в тот момент, ко­
гда оператор цикла получает управление, условие ие соблюдается, тело цик­
ла не будет выполнено ни разу. Конструкция цикла с предусловием реализо­
вана в Object Pascal с помощью оператора while.
П р и м е р : 
s  :=  0 ; 
j  : = 1 ;
w h i l e  j  <= 10 d o  b e g i n
s  ;=  s  + j ;
j  :=  j  + 1 ; 
e n d ;
2. Конструкция цикла с  постусловием. Предполагает выполнение некоторого 
действия (группы действий) и  последуюшую проверку некоторого условия. 
Если это условие не соблюдается, управление передается на  начало цикла, и 
процесс повторяется. Если же условие соблюдено, управление передается 
следующему (за оператором цикла) оператору. Чтобы цикл рано или поздно 
был завершен, необходимо, чтобы по крайней мере один оператор в теле 
цикла изменял проверяемое условие. Тело цикла будет выполняться по 
меньш ей мере один раз. Конструкция цикла с  предусловием реализована в 
Object Pascal с помощью оператора repeat.
П р и м е р : 
s  :=  0 ; 
j  0 ;
j  j  + l ;
■ u n t i l  j  >= 1 0 ;
3. Конструкция цикла с  параметром (со счетчиком). Д ля параметра определя­
ются начальное и конечное значения, которые должны быть известны к тому 
моменту, когда оператор цикла получит управление. Когда цикл начинает 
выполняться, значение параметра становится равным начальному. Каждая 
итерация приводит к (автоматическому) изменению (увеличению или 
уменьшению) параметра на постоянную величину -  ш аг (шаг может быть как 
положительным, так и отрицательным). Цикл прекращается, как только зна­
чение параметра выходит за границу заданного диапазона. Конструкция цик­
л а  с параметром реализована во всех версиях Pascal, в том числе и в Object 
Pascal, лиш ь частично -  с помощью оператора for. Напомним, что в операто­
ре for счетчик должен быть порядкового типа, причем увеличиваться (форма 
to) или уменьшаться (форма dow nto) счетчик может только в а  единицу (в 
смысле этого порядкового типа). В общем случае такая конструкция предос­
тавляет возможность управлять значением шага, кроме того, шаг и параметр 
могут быть и дробными.
П ри м ер : 
s  0 ;
f o r  j  :=  1 t o  10 d o  s  : =  s  + j ;
4. Конструкция бесконечного цикла. Предполагает непрерывное повторение 
некоторого действия (группы действий). (По такому принципу реализованы, 
например, ловушки сообщений операционных систем, «бегущие» строки), В 
O bject Pascal такая конструкция непосредственно не реализована, однако 
бесконечный цикл легко организовать с помощью либо оператора цикла с 
предусловием, либо оператора цикла с постусловием.
П римеры :
w h i l e  t r u e  d o  ( о п е р а т о р ) ;  
r e p e a t  (о п е р а т о р ы )  u n t i l  f a l s e ;
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Последнюю группу управляющих конструкций составляют операторы перехода. 
Выделяется семь возможных конструкций, пять из которых реализованы в Pascal.
1. Конструкция безусловного перехода. Предполагает безусловный (выполняе­
мый всегда) переход от одного действия к  другому, которое не является сле­
дующим (в последовательности операторов). Эта конструкция реализована в 
Object Pascal с  помощью оператора goto.
П ример:
х := 5;
у :=  х * х ;  
f f f :  у  :=  х * х * х ;
^  П римечание. Без крайней необходимости использовать конструкцию безуслов­
но 80 перехода не рекомендуется.
2. Одноуровневая конструкция выхода из цикла. Предполагает завершение 
цикла вне зависимости от значения выражения, управляющего циклом, и пе­
редачу управления оператору, следующему непосредственно за телом цикла. 
Таким образом, завершается именно (и только) тот цикл, в теле которого 
присутствует данная конструкция. В Object Pascal одноуровневая конструк­
ция выхода из цикла реализована с помощью стандартной процедуры Break.
П римечание. Здесь и далее в этом параграфе для стандартных процедур, не 
имеющих параметров, указываются только имена. В противном случае приводятся заго­
ловки процедур.
Пример:
s  :=  0 ;  j :=  1 ; 
w h i l e  j  <= 10 d o  b e g i n  
s  :=  s  + j ;  
i f  s  > 40 t h e n  b r e a k ;
5 :=  j+1? 
s  :=  s * 2 ;
3. Многоз'ровневая конструкция выхода из цикла. Эта конструкция имеет 
смысл только для вложенных циклов. Предполагает завершение (внутренне­
го) цикла вне зависимости от значения выражения, управляющего циклом, и 
передачу управления на любой указанный уровень вложенных циклов. Та­
ким образом завершается не только тот цикл, в теле которого присутствует 
данная конструкция, но и один или несколько внешних (но отношению к 
рассматриваемому) циклов. В Object Pascal многоуровневая конструкция вы­
хода из цикла не реализована, Осуществить описанные действия можно с 
помощью оператора goto.
Пример:
{А -  д ву м е р н ы й  м а с с и в  ц елы х  ч и с е л )  
f o r  j  :=  0 t o  100  do  
f o r  k  := 0  t o  2 0 0  do
i f  A [ j ,  k) = 0 t h e n  g o t o  f in d ^ O ;  
f i n d _ 0  : s  :=  ’ Н у л ев о й  э л е м е н т  в  м а с с и в е  е с т ь ’ ;
121
4. Одноуровневая конструкция продолжения цикла. Предполагает пропуск вы­
полнения части операторов тела цикла (записанных после этой конструкции) 
и передачу управления в начало цикла. В O bject Pascal одноуровневая конст­
рукция продолжения никла реализована с помошьго стандартной процедуры 
Continue.
Примеры:
з : =  0 7 / /п о д с ч и т а е м  с ум м у  ч и с е л  от 0 д о  9 ,  н е  уч и т ы ва я  5 
f o r  j  :=  0 t o  9 d o  b e g i n  
i f  j  = 5 t h e n  C o n t in u e ;
s : =  s + j ;  / /  к о г д а  j= 5 ,  этот о п е р а т о р  н е  в ы п о л н я е т с я . 
e n d ;  / /  п о  за в е р ш е н и и  ц и к л а  s  = 4 0 .
(а  т е п е р ь  то же с а м о е  с  помощью ц и к л а  w h i l e )  
s  :=  0 ;  j  :=  0 ; 
w h i l e  j  <= 9 d o  b e g i n  
j  j + 1 ;
!п р и н ц и п и а л ь н о ,  что у в е л и ч е н и е  j  п р о и с х о д и т  д о  в ы зо в а  
C o n t i n u e .  Е с л и  о п е р а т о р  п р и с в а и в а н и я  пом ест ит ь п о с л е  
у с л о в н о г о  о п е р а т о р а , ц и к л  ст анет  б е с к о н е ч н ы м .
В с л у ч а е  оп е р а т о р а  f o x  у в е л и ч е н и е  пар а м ет р а  ц и к л а  
п р о и с х о д и т  а в т о м а т и ч е с ки  (с м . вы ш е) )  
i f  j  = 5 t h e n  C o n t in u e  e l s e  s  :=  s  + j ;  
e n d ;
5. Многоуровневая конструкция продолжения цикла. Эта конструкция имеет 
смысл для вложенных циклов. Предполагает пропуск выполнения части опе­
раторов тел (внутренних) циклов (записанных после этой конструкции) и пе­
редачу управления в начало одного из внешних (по отношению к  рассматри­
ваемому) циклов. В Object Pascal многоуровневая конструкция продолжения 
цикла не  реализована. Осуществить описанные действия можно с помощью 
оператора goto.
Пример:
к  :=  0 ;  i  ;=  0 ; 
m y l a b e l :  w h i l e  i  < 5 d o  b e g i n  
j  :=  I f  
i  i  + 1 ; 
w h i l e  j  < 3 d o  b e g i n  
к : = к  ■+ i  * j  ;
i f  j = 2 t h e n  g o t o  m y l a b e l ;  ( п е р е х о д )
j  :=  j  + 1 ;
к  :=  к + i ;  (н е  в ы п о л н я е т с я  п р и  j= 2 )
( Р е з у л ь т а т : k  = 4 5 . Е с л и  о п е р а т о р  к  :=  к  + i  пом ест ит ь
д о  з а г о л о в к а  ц и к л а  п о  j ,  п о  з а в е р ш е н и и  о б о и х  ц и к л о в  
к  ст анет  р а в н ы м  6 0 . Е с л и  бы в н у т р е н н и й  ц и к л  н е  
п р е р ы в а л с я ,  п о  о к о н ч а н и и  в ы ч и с л е н и й ,  к  с т а л о  бы  
р а в н ы м  9 0 . )
6. Конструкция выхода из процедуры (функции). П редполагает возвращение 
управления от текущей вызванной процедуры вызывающей (процедуре, 
функции или приложению) н передачу его оператору, следующему за вызо­
вом процедуры (функции). В Object Pascal вызываемая процедура (функция) 
возвращает управление вызывающей после выполнения последнего операто-
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ра тела этой процедуры (функции); конструкция «досрочного» выхода из 
процедуры (функции) реализована с помощью процедуры E xit 
П ри м ер :
f u n c t i o n  CheckY  ( v a r  У: R e a l )  : B o o l e a n ;  
b e g i n
i f  Y>=0 th e n
b e g i n  r e s u l t ; = T r u e ;  Y :«  s q r ( Y ) ;  E x i t ;  e n d ;  
i f  s q r (Y )  > 1 t h e n  b e g i n  r e s u l t : »  f a l s e ;  E x i t ;  e n d ;  
r e s u l t  :=  T r u e ;
Y :=  Y +5;
П римечание. Прервать выполнение процедуры (функции) можно также с помо­
щью стандартной процедуры Abort Мы обсудим э т у  процедуру при изучении исключитель­
ны* ситуаций.
'S  П римечание. В ряде языков (С. Java, Basic) конструкция выходе из процедуры 
Iфункции) отвечает не только за прерывание выполнения этой процедуры (функции), но и за 
возвращение значения. В Pascal возвращаемый функцией результат должен быть присвоен 
специальной переменной result, либо имени функции; при этом такое присваивание не завер­
шает выполнения функции.
7. Конструкция выхода из программы. Предполагает завершение выполнения 
программы и передачу управления операционной системе. Приложения, раз­
работанные средствами Object Pascal, могут завершаться различным обра­
зом. Консольные приложения завершаются после выполнения последнего 
оператора, либо -  «досрочно» -  с помощью стандартной процедуры Halt 
(procedure Halt [(ExitCode: Integer)], код выхода ExitCode -  необязательный 
параметр). GUI -  приложения завершаются при вызове Application.Terminate 
(который происходит в том числе и при закрытии (главной) формы приложе­
ния); процедура Halt также позволяет прервать выполнение приложения.
^  П римечание. Приложение может бы ть прервано и процедурой RunError (proce­
dure RunError [ ( ErrorCode■ Byte ) ], код ошибки ErrorCoOe не является обязательным пара­
метром). Эта процедура (как и Abort) будет рассматриваться при изучении исключительных 
ситуаций. Отметим также, что выход из приложения может быть осуществлен и процеду­
рой Exit, если текущей процедурой является собственно приложение
Вопросы
1. Запиш ите константу тип а массив, равную транспонированной 
матрице C_SmallM atrix.
2. Будет ли  компилироваться следующий код: 
v a r  а : a r r a y [ 0 . . 2 ,  0 . . 3 ]  o f  I n t e g e r ;
b  : T _ S m a llM a tr ix ;  
b e g i n
a :=  b ;
3. Какой ти п  является базовым для типа T_Sm aliM atrix? Какие типы 
имею т индексы?
4. Запиш ите объявления статического массива, содерж ащ его четыре 
вещ ественных элемента, и  такого же динамического массива. 
М ожно ли присвоить переменную первого типа переменной вто­
рого типа?
5. Какое значение будет иметь D ynV ectorl[3] в  результате выполне­
ния следую щ его кода?
D y n V e c to r l  [3 ] :•» 1 0 .0 ;
D y n V e c to r2  :=  D y n V e c to r l ;
D y n V e c to r2 [3 ] :=  D y n V e c to r2 [3 ] -  4 ;
6. И меет ли  смысл запись: SetLength(DynM atrix[2,3], 1)?
7. Какое значение получит DynVector2[0] в результате выполнения 
следую щ его кода?
D y n V e c to r2  :=  C o p y (D y n V e c to r l ,  3 , 5 ) ;
D y n V e c to r l  [3 ] :=  -  4 ;
8. Запиш ите объявление динамического двумерного массива симво­
лов Symb и проинициализируйте следую щ ие его элементы: 
Symb[0, 0]; Symb[3,0]; Symb[5,0J; Symb[5, 3]; Sym b[5, 7].
9. Приложение, разработанное в примере 3.1, позволяет пользовате­
лю задавать м ногочлены вида аг ■ х" + <з„_, • х"~' +... + а, х ' + а0, где п 
>  0. Д ополните приложение таким образом, чтобы пользователь 
м ог задавать коэффициенты и при отрицательных степенях х. (Ра­
зумеется, ему придется ввести и  максимальное по модулю значе­
ние отрицательной степени).
10.Вычисление матрицы, обратной заданной (пример 3.2), можно 
сделать более наглядным. Внесите изменения в процедуру Cal­
cReverse так, чтобы нажатие на кнопку «Обратить» приводило к 




1. Изучите с помощью справочной системы D elphi процедуру Randomize и 
функцию Random. Разработайте приложение, которое будет выполнять 
описанные ниже действия над числами и многочленами, которые могут 
как задаваться пользователем, так и генерироваться случайным обра­
зом:
a) Перемножать два целых числа, имеющ их не более 100 цифр в деся­
тичной записи;
b) Записывать в  двоичной системе счисления целое число, имеющ ее не 
более 100 цифр в десятичной записи;
c) Вычислять факториал числа, не превосходящ его 100;
d) Возводить многочлен (степени не вы ш е 100) в  квадрат;
e) Вычислять ((...((х'Ъ;)Лл:)...)Лх); задается целое х  и сколько раз его 
нужно возвести в степень (количество возведений в степень);
f) Умножать разность д в )х  заданных м ногочленов на их сумму;
g) Вычислять двойной факториал числа, не превосходящ его 150;
h) Перемножать два вещ ественных числа, имею щ их не более 50 цифр в 
десятичной записи;
i) Записывать в двоичной системе счисления вещ ественное число, 
имеющее не более 50 цифр в десятичной записи;
j) Вычислять значение многочлена вида Q(P(x)); коэффициенты мно­
гочленов Р и Q  и значение х  -  вещ ественные числа; 
к) Записывать в шестнадцатеричной системе счисления вещественное 
число, имею щ ее не более 150 цифр в десятичной записи;
1) Вычислять значение многочлена вида Q(P(Q(x))), коэффициенты 
многочленов и значение х  — целые числа; 
т )  Вычислять куб целого числа, имеющ его не более 70 цифр в десятич­
ной записи;
п) Записывать в ш естнадцатеричной системе счисления целое число, 
имеющ ее не более 200 цифр в десятичной записи;
о) Вычислять значение многочлена Р (Р (... Р (х) ) .. .) ,  коэффициенты 
многочлена -  целые числа, х -  вещ ественное число.
2. Разработайте приложение, которое выполняет описанные ниже дейст­
вия. Предусмотрите, что целочисленные матрицы А  и В могут запол­
няться как пользователем  (вручную), так и автоматически, посредством 
генерации случайны х чисел.
a) Реш ить уравнение вида А Х  =  В, где А, В, X  -  квадратные матрицы 
(одинаковой размерности);
b) П ривести квадратную матрицу А  к верхнему треугольному виду: 
ниж е главной диагонали должны быть расположены только нулевые 
элементы;
c) Вычислить сумму и  произведение двух  квадратны х матриц А  и В;
d) П ривести квадратную матрицу А  к ниж нему треугольному виду: 
вы ш е главной диагонали должны быть расположены только нулевые 
элементы;
e) Вычислить А", где А  -  квадратная матрица, п -  задается пользовате­
лем;
f) Вычислить определитель квадратной матрицы А;
g) Вычислить выражение АВ -  В А  (коммутатор), А, В -  квадратные 
матрицы;
h) Определить, является ли квадратная матрица А  ортогональной (мат­
рица называется ортогональной, если А т х  А  =  I);
i) Определить, является ли квадратная матрица А  унитарной (матрица 
называется унитарной, если А + х А =  I);
j)  Разлож ить матрицу в  сумму симметричной и асимметричной мат­
риц;
к) Реш ить уравнение А х = Ь, где А  -  квадратная матрица, х, Ь -  вектора 
соответствующ ей длины;
I) Вычислить А '=  В-1 А  В;
т )  Вычислить алгебраическое дополнение к элементу aJhk матрицы A; j и 
к задаются пользователем;
п) Вы числить ехр(А) с точностью до члена порядка n, п задается поль­
зователем;
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