We use the event-entity-relationship model (EVER) to illustrate the use of entity-based modeling languages for conceptual schema design in data warehouse environments. EVER is a general-purpose information modeling language that supports the specification of both general schema structures and multidimensional schemes that are customized to serve specific information needs. EVER is based on an event concept that is very well suited for multi-dimensional modeling because measurement data often represent events in multi-dimensional databases.
INTRODUCTION
A data warehouse environment supports data analysis within some domain of interest [ 13, [2] , [3] , [4] , [5] , 161 . We use the event-entity-relationship model (EVER) to illustrate the use of entity-based modeling languages for conceptual schema design in data warehouse environments.
Our work is based on the architecture in Figure 1 . The data sources are used to populate the data warehouse in which data are stored in an integrated and flexible way in order to meet changing information needs. The purpose of an information warehouse is to provide efficient and effective access to relevant subsets of the data warehouse.
EVER supports schema definition at all levels of the data warehouse architecture. In information warehouses EVER supports specification of multi-dimensional star schemes that are customized to serve specific information needs. EVER is very well suited for m&i-dimensional modeling because events can be used to represent measurement facts and entities can be used to represent categorizing dimensions. We are not aware of other conceptual modeling languages that support event modeling in a way that is relevant and useful in data warehouse environments.
Other authors have presented multi-dimensional modeling languages that can be used to define star schemes in information warehouses [?I, [g] . However, it is not clear if these languages are suited for schema design at all levels in the warehouse architecture. In [9] the entity-relationship model is extended to support the modeling of aggregates. The modeling approaches described in [7] , 181. and [9] do not support event modeling.
The paper is organized as follows. In Section 2 we show how to use EVER to model information structures in terms of sets of events, entities, and relationships. In Section 3 we define the temporal semantics of EVER. In Section 4 we define the syntax and semantics of path expressions. In Section 5 we show how to define star schemes that are suitable for dimensional data analysis. In Section 6 we present a set of SQL-like queries on star schemes. In section 7 we conclude the paper and suggest directions for future research.
INFORMATION STRUCTURES
In this section we show how to define EVER schemes and we illustrate the notion of instance sets. EVER is an entity-based conceptual modeling language [lo] , [l I]. [12] .
Often, measurement facts are categorized along multiple dimensions in multi-dimensional information models. The measurement facts are represented by events like "sale", "order", "request", "deposit". "pay", and "ship".
EVER supports modeling of information structures in terms of related entities and events. The instance sets in Figure 3 and Figure 4 illustrate a partial population of the library schema in Figure 2 . The entity e3 represents a borrower whose number is 901. The entity have participated in a borrow event that is represented by the event evl.
An entity can be element in more than one entity set to reflect the fact that the modeled phenomenon can play more than one role. For example, in some situations a person plays a borrower role in a library. In other situations the same person plays a librarian role. As a Borrower element an entity represents the person playing a role as borrower. As a Librarian element the same entity represent the person playing a role as librarian.
The following rules define a set of meta-level constraints. (1) All entity sets are subsets of Entity. (2) All event sets are subsets of Event. (3) All value sets are subsets of Value. (4) All entityentity relationship sets are subsets of EntityoEntiry.
(5) All entity-value relationship sets are subsets of EntityoValue.
(6) All entity-event relationship sets are subsets of EntityoEvent. (7) All relationship sets are subsets of Element-Element (=Relationship). (8) An entity exists as a member of a specific entity set in a set of time intervals and a relationship exists as a relationship member in a set of time intervals. This is modeled by the function EXIST that takes an element and a set name as arguments and returns a TimeSet value.
EXIST is interpreted as follows. If These commands delete the elements ei(Person) and er(Person)o"Gail"(Name)
from Person and PersonoName, respectively.
The following ECA-rule (event-condition-action) defines the insertion semantics for EXIST. Initially, EXIST(e(s))=0 for all combinations of e and s.
ON IF TELL e(s) (santity v ScRelationship) A kit: [t, NONE& EXIST(e(s)) THEN EXIST t EXIST u ((e(s), [EVAL(NOW), NONE]))
The rule is triggered when an entity or relationship is inserted into a set by a TELL command. If no dynamic TimeInterval value is related to e(s) in EXIST then e is not currently a member of s. In this situation the pair (e(s), [EVAL(NOW), NONE]) is added to EXIST. Otherwise, e is currently a member of s and EXIST is left unchanged. NOW is a function that returns the current time when it is evaluated.
The following ECA-rule defines the deletion semantics for EXIST. We assume that the following subset constraint is satistied. For a particular element the existence time corresponding to a subset membership must be contained in the existence time corresponding to a superset. If Borrower is defined as a subset of Person as in Figure 2 the following statement must be satisfied by any Borrower entity, e: EXIST(e(Borrower)) must be a subset of EXIST(e(Person)).
An event occurs at a specific time point. This is modeled by the function OCCUR. It takes an element and a set name as arguments and returns a time point. if OCCUR(e)=t then the event e occurred at the time t. If OCCUR(e)=NONE then the event e has not occurred yet.
OCCUR: Element -+ TimePoint
The following ECA-rule defines the insertion semantics for OCCUR. Initially, OCCUR returns NONE for all events.
ON TELL e(s) IF s-vent A [e, NONEIEOCCUR THEN OCCUR t OCCUR u ([e, EVAL(NOW)] )
The rule is triggered when an event is inserted into a set by a TELL command. If e is related to NONE in OCCUR then e has not occurred at any point in time. In this situation the pair [e, EVAL(NOW)] is added to OCCUR. Otherwise, e has occurred at another point in time and OCCUR is left unchanged.
PATH EXPRESSIONS
In this section we define the notions of paths and path expressions. Intuitively, a path is a sequence of named elements. Formally, we define a path as follows.
Definition. A path of length 1 has the form e(y) where e is an entity, event, or value and y is a name. A path of length n (n>l) is a sequence on the form e,(y+>...oe,(y,) where each q is an entity, event, or value and each yi is a name. We assume that (y,=yi)~(ei+.
The expression p.yi selects the element ej from the path p.
A path expression defines a set of paths. We define a star-path expression as follows.
Definition.
A star-path expression has the form x,ly,o...<>x,,/y,.
Each xi (i>l) is an entity or value set name and xl is an event set name. Each yi represents a renaming of x;. If some yi is not specified explicitly xi is used as default name. A star-path expression evaluates to a path vzt as follows. A star-path can be used to represent one event and a set of related characteristics of the event. A set of star-paths in which a specific event occurs can be used to represent all characteristics of the event.
Definition. A star is defined by a set of star-paths that are based on the same event. If z is a variable that refers to a star the expression z.y will return the set of elements named y that occur in the set of star-paths.
When a star-path expression is evaluated the occurrence times of events determine the time slicing of the entities, values, and relationships in the qualifying paths. Consequently each event is related to its characteristics as of its occurrence time. The events are not attached to their characteristics as of current time.
This is illustrated by the following example, EVAL(BorrowoBorroweroType) + {evt(Borrow)oe~(Borwer)ol(Type), evz(Borrow)oe4(Borrower)c>2(Type), ev4(Borrow)oe3(Borrower)03(Type)) When the Borrower entity e4 participated in the Borrow event evl it was related to the type element 1. Later, when the same Borrower entity participated in the Borrow event ev4 it was related to the Type element 3.
Path elements can be projected away by means of square brackets as illustrated by the following example.
In this example Borrower is used to define the qualifying paths but the Borrower entities are projected away in the resulting path set.
We use subset constraints to define downward and upward attribute expansion.
Definition. Downward expansion is defined by the symbol AL as follows.
(1) (3 A', B, a'ob:
Downward expansion is used to extend the set of relationship sets of a subset and it can be used to simulate conventional inheritance. For exampIe, the effect of downward expansion in the star-path expression AuthorJoName is that Author entities are related to Name elements via Person. The valid times of an element in AuthorhoName is identical to the element's valid times in PersonoName.
Deli&ion. Upward expansion is defined by the symbol A? as follows.
Upward expansion is used to extend the set of relationship sets of a superset. The effect of upward expansion in star-path expressions like Person?oAuthor# is that Person entities are related to Autho# elements via Author. The valid times of an element in Person?oAutho# is identical to the element's valid times in AuthoroAuthor#.
STAR SCHEMES
In this section we show how EVER can be used to define conceptual star schemes for information warehouses. We assume that the library schema in Figure 2 defines a data warehouse.
Definition. A star schema is a named star-path expression set where all path expressions are based on the same event set.
The following star-path expression set can be used to define a star schema because the star-path expressions are based on the event set Borrow.
( BorrowoBookItemoBookTitleoCategory,
BorrowoBorrowercType)
The following star-path expression set cannot be used to define a star schema because the star-path expressions are based on two different event sets.
(BorrowoBookItemoBookTitleoCategory, RetumoBorroweroType)
The following star-path expression set can be used to define a star schema because the star-path expressions are based on the event set LibEvent.
(Borrow/LibEventoBookItemoBookTitleoCategory, Return/LibEventoBorroweroType) A star schema is used to model a specific event type within a multi-dimensional space of entities and values.
Definition. A multi-star schema is a set of star schemes.
A multi-star schema is used to model a set of event types. The star schema in Figure 5 is defined by the star-path expression set BorrowStar. BorrowStar defines a heterogeneous star-path set that represents information about Borrow events. Information about a particular event is represented by the set of paths that involve the event.
The multi-star schema in Figure 5 - Figure 6 is defined by the star-path expression sets BorrowStar and ReturnStar. ReturnStar defines a heterogeneous star-path set that represents information about Return events. Information about a particular event is represented by the set of paths that involve the event.
Figure 7 Star schema.
The star schema in Figure 7 is defined by the star-path expression set LibaryStar. 
CONCLUSION
We have presented the entity-based model language EVER. It supports the modeling of information structures by means of events, entities, relationships, and values. We have illustrated how EVER can be used to define data warehouses and information warehouses.
We are currently implementing a prototype based on the EVER model and its query and data manipulation language. Future work includes design of a path expression language that supports specification of filtering predicates and aggregation functions.
