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Abstrakt
Jedním  z  nejčastěji  využívaných  výpočtů  v  počítačové  grafice  je  určení  kolize  mezi  paprskem 
reprezentujícím šíření světla a trojúhelníkem na povrchu objektu v 3D prostoru. A právě jeho časté 
využití  je  motivací  pro  nalezení  nejvhodnějších  metod  při  tomto  výpočtu.  Tato  práce  obsahuje 
vysvětlení základů dané problematiky kolizí a testování metod s využitím reálných vstupních údajů 
pro lepší a přesnější porovnání vhodnosti jejich použití. 
Abstract
One of the most often used calculations in computer graphics is detection of collision between ray 
of light and triangle on the surface of object in 3D space. This frequent usage is motivation to search 
for the best methods for this calculations. This thesis contains explanation of basics of this topic and 
also testing of methods with real input data to better and accurate comparison.
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1 Úvod
Táto  bakalárska  práca  nadväzuje  na  diplomovú  prácu  Ing.  Jiřího  Havla  [1].  Kladie  si  za  cieľ 
presnejšie  porovnanie  existujúcich  algoritmov  pre  výpočet  priesečníkov  svetelných  lúčov 
s trojuholníkmi v 3D priestore využitím reálnych testovacích údajov.
Samotný výpočet  priesečníkov zohráva  významnú úlohu v mnohých metódach počítačovej 
grafiky.  Veď jediná scéna môže obsahovať aj  niekoľko stoviek tisícov trojuholníkov,  čo je  samo 
o sebe vysoké číslo. Ak túto hodnotu vynásobíme počtom lúčov, zistíme, že je potrebné vykonanie 
miliónov testov na priesečník. Trvanie jedného takéhoto testu závisí na použitom algoritme, ale aj 
iných podmienkach. A práve preto je výhodné poznať vlastnosti jednotlivých algoritmov a vykonať 
ich presné porovnanie z hľadiska rýchlosti výpočtov a nárokov na predpočítané údaje. Pri testovaní 
s použitím reálnych údajov so špecifickými vlastnosťami sa niektoré dosiahnuté výsledky môžu líšiť 
od výsledných hodnôt  testov  s  náhodnými  údajmi  uskutočnenými  v rámci  práce Ing.  Havla  [1]. 
Určitými  úpravami  pôvodných  algoritmov  pre  špeciálne  podmienky  (rovnobežné  lúče,  lúče 
so spoločným počiatkom) je možné dosiahnutie rýchlejších testov.
V druhej kapitole sa zameriam na kolízie lúča s trojuholníkom. Uvediem tu základné spôsoby 
určenia lúčov a trojuholníkov v priestore, ako aj niektoré pri nich využívané matematické postupy. 
Taktiež  tu  popíšem metódy počítačovej  grafiky využívajúce tieto  kolízie  a  stručne vysvetlím ich 
princípy či využitie.
Tretia  kapitola  bude  popisom algoritmov  pre  výpočet  priesečníkov  lúčov  s  trojuholníkmi. 
Existuje ich už pomerne veľké množstvo a preto je vhodné poznať výhody a nevýhody jednotlivých 
prístupov.  Taktiež  tu  vymenujem  niektoré  spôsoby  triedenia,  problémy  implementácie,  ako  aj 
možnosti optimalizácie.
Obsah  štvrtej  kapitoly vysvetlí  úpravy vstupných údajov  pre  potreby presného porovnania 
testovaných algoritmov a priblíži proces testovania a dosiahnuté výsledky.
Záverečné zhrnutie, porovnanie dosiahnutých výsledkov a takisto určenie vhodnosti použitia 
jednotlivých algoritmov budú zhrnuté v piatej kapitole.
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2 Kolízie a ich využitie
Potreba  realistického  zobrazovania  v  počítačovej  grafike  viedla  k  snahe  o  nájdenie  vhodnej 
reprezentácie svetla a objektov v scéne. Jednou z podmienok bola jednoduchosť tejto reprezentácie, 
ktorá  by urýchlila  výpočty pri  zachovaní  všetkých,  pre  zobrazovanie  dôležitých,  vlastností.  Ako 
najvhodnejšie sa osvedčili lúč pre simuláciu šírenia svetla a trojuholník ako súčasť povrchu objektov 
v scéne.
Určenie kolízie medzi nimi je využívané nielen pri realistickom zobrazovaní, ale napríklad aj 
pri  modelovaní,  detekcii  kolízií  alebo  fyzikálnych  simuláciách.  A práve  široké  využitie  týchto 
výpočtov je dôvodom na ich zdokonaľovanie z pohľadu rýchlosti a nárokov na predpočítané údaje. Aj 
malá optimalizácia totiž môže ušetriť množstvo výpočtového času pri veľkom množstve potrebných 
testov.
2.1 Lúč
Existujú mnohé komplikované popisy šírenia svetla, ktoré majú svoje uplatnenie v oblastiach, kde je 
potrebné  čo  najvernejšie  simulovať  svetlo.  Svojou  zložitosťou  sa  však  nehodia  pre  využitie 
v počítačovej grafike, najmä nie v real-time aplikáciách, kde je prvoradá rýchlosť výpočtov. Tu sa 
vďaka svojej jednoduchosti najlepšie uplatní lúč.
V  závislosti  na  konkrétnej  situácii  môže  byť  pre  jeho  reprezentáciu  zvolená  priamka, 
polpriamka alebo úsečka. Veď z fyzikálneho hľadiska je priamka trajektória fotónu neovplyvneného 
gravitáciou. Ďalšie vlastnosti svetla sa dajú reprezentovať ako vlastnosti objektov v scéne, napríklad 
textúrou. V 3D grafike je lúč najčastejšie definovaný bodom a smerovým vektorom, prípadne dvoma 
bodmi. Ďalšou, menej používanou možnosťou je vyjadrenie pomocou Plückerových koordinátov.
Parametrický zápis priamky v priestore je
x = x0a⋅t
y = y0b⋅t
z = z 0c⋅t
,
čo zjednodušene môžeme zapísať ako
P = OD⋅t ,
kde P je priamka, O je bod so súradnicami [x0, y0, z0] ležiaci na priamke, D je jej smerový vektor a t 
jej parameter.
Smerový  vektor  je  v  niektorých  situáciách  vyjadrovaný  rozdielom  medzi  koncovým 
a počiatočným  bodom.  Účelom  môže  byť  vynímanie  pred  zátvorku,  čím  sa  umožní  použitie 
predpočítaných údajov, ako je to v prípade algoritmu Wald.
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2.1.1 Priesečník lúča s rovinou
Určenie  priesečníka  lúča  s  rovinou  je  používané  v  mnohých  algoritmoch.  Jeho  výpočet  zahŕňa 
vyriešenie sústavy rovníc
P = OD⋅t
N⋅Pd = 0
,
kde prvá je rovnicou priamky (lúča) a druhá roviny, v ktorej leží trojuholník a následné dosadenie 
parametra t do rovnice priamky.
t =
N⋅Pd
N⋅D
Lúč pretína trojuholník,  ak existuje bod ležiaci  zároveň v rovine aj  na lúči  a tento bod sa 
nachádza vnútri trojuholníka.
2.1.2 Plückerove koordináty
Každá dvojica rôznych bodov v trojrozmernom priestore vytvára priamku. Plückerove koordináty sú 
spôsobom, ako priradiť každej priamke v 3D priestore šesticu homogénnych koordinátov. 
L = L [0] , L [1] , L[ 2] , L [3] , L[ 4] , L [5 ]
Pre body A a B patriace priamke je to
 Ax B y − B x Ay , A x B z − B x A z , Ax − B x , Ay B z − B y Az , A z− B z , Ay − B y  .
Iný  spôsob  ich  využitia  je  vyjadrenie  priamky  pomocou  jej  normalizovaného  smerového 
vektora  a  vektora  od  počiatku  súradnicovej  sústavy  k  najbližšiemu  bodu  na  priamke.  Priamka 
so smerovým vektorom D a bodom O sa zapíše ako
D ; O×D .
Týmto spôsobom môžu byť popísané aj jednotlivé strany trojuholníka.
2.1.2.1 Side operator
Je dôležité spomenúť tento pojem, pretože má význam pre problematiku výpočtov priesečníkov lúčov 
s trojuholníkmi. Ak a a b sú dva vektory,  a a[i] a b[i] ich zodpovedajúce Plückerove mapovania, 
relácia side(a, b) môže byť definovaná ako produkt skalárneho súčinu
sidea , b = a [0]⋅b[4 ]a [1]⋅b [5]a[ 2]⋅b [3]a [3]⋅b[2]a [4 ]⋅b [0 ]a [5]⋅b[1] ,
ktorý je rovný 0, ak sa tieto priamky pretínajú.
Pre lúč P platí,  že ak side(P, AB), side(P, AC) a side(P, BC) majú rovnaké znamienko, tak 
pretína trojuholník so stranami AB, AC a BC.
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2.2 Trojuholník
Prečo  je  v  počítačovej  grafike  najpoužívanejším objektom práve  trojuholník?  Je  to  vďaka  jeho 
uniformite  a  jednoduchosti  (je  vždy konvexný a  rovinný),  ale  najmä  možnosti  rozkladať  povrch 
zložitých objektov na trojuholníkové siete. Pomocou nich je možné vysporiadať sa aj so zložitejšími 
polygónmi. Využitie takejto siete je znázornené na nasledovnom obrázku.
Obrázok 2.1: Trojuholníková sieť – lebka (prevzaté zo študijnej opory IZG [14])
Trojuholník môže byť zadaný rôznymi spôsobmi. Najzákladnejším je definovanie pomocou 
jeho troch vrcholov. Často sa však používajú iné údaje, ktoré buď nahrádzajú reprezentáciu vrcholmi 
alebo ju dopĺňajú. Doplnením môže byť normálový vektor trojuholníka, alebo aj reprezentácia roviny, 
v ktorej trojuholník leží. Úplné nahradenie klasickej reprezentácie sa môže javiť ako dvojsečná zbraň. 
Špeciálne upravené údaje síce urýchlia výpočty, avšak často nie sú využiteľné iným spôsobom.
2.2.1 Barycentrické koordináty
Ak sú používané v súvislosti s trojuholníkom, niekedy sa nazývajú aj oblastné („area“) koordináty.
Majme  trojuholník  T  s  vrcholmi  A,  B  a  C.  Každý  bod  O  nachádzajúci  sa  vnútri  tohto 
trojuholníka môžeme zapísať ako
O = O 1⋅αO2⋅βO3⋅γ ,
pričom platí
αβγ = 1
α , β , γ∈〈0,1〉 .
Determinant γ sa často vyjadruje práve z tejto rovnice ako
γ = 1−α−β .
V texte sa môžu objaviť aj iné, často používané značenia koordinátov, napríklad
α = β0 β = β1 γ = β2 .
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2.2.2 Znamienkové determinanty
Znamienko determinantu udáva orientáciu vektorov a závisí na usporiadaní vektorov. Je kladné, ak 
druhý vektor (b) má smer posunutý v smere proti chodu hodinových ručičiek.
Obrázok 2.2: Vektory v 2D a 3D
Pre vektory umiestnené na obrázku vľavo platí vzťah
S = ∣xa xbya yb∣ ,
kde S je obsah rovnobežníka tvoreného vektormi a a b. Výpočet determinantu je v tomto prípade 
vektorový súčin.
Pre vektory z pravej časti obrázka platí
V = ∣xa xb xcya yb ycza z b zc∣ ,
kde V je objem kvádra tvoreného vektormi a, b a c. Pre výpočet tohto determinantu je používaná 
kombinácia skalárneho a vektorového súčinu známa ako „tripple product“.
Tieto determinanty sú využívané pri určovaní priesečníkov, ale aj ako ekvivalenty medzi tripple 
produktmi a Plückerovými vnútornými produktmi.
2.3 Metódy využívajúce kolízie
Medzi metódy počítačovej grafiky,  ktoré využívajú výpočet  priesečníka lúča a trojuholníka patria 
napríklad  raytracing  a  jeho  modifikácie  (distribuovaný  raytracing,  raycasting),  alebo  aj  detekcie 
viditeľnosti a kolízií. Uplatňujú sa napríklad pri vytváraní filmových efektov, v počítačových hrách 
alebo grafických aplikáciách. Pri veľkej väčšine využití sa kladie dôraz najmä na rýchlosť, pretože je 
požadovaná  okamžitá  odozva  pri  zachovaní  čo  najvyššej  kvality  zobrazenia.  Tú  je  často  možné 
nastaviť v aplikácii v závislosti na konkrétnej architektúre.
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2.3.1 Raytracing
Je  výpočtovo  náročná  metóda  počítačovej  grafiky,  pomocou  ktorej  môžeme  dosiahnuť  veľmi 
realistické zobrazenie modelu. Jej princípom je sledovanie svetelných lúčov smerom od pozorovateľa 
do scény. Je totiž mnohonásobne náročnejšie sledovať všetky lúče šíriace sa od zdrojov svetla. Mnohé 
z nich vôbec neovplyvnia výsledný obraz a tak by bolo ich sledovanie zbytočné.
Každým pixelom výsledného obrazu je do scény vrhnutý lúč. Ak narazí na nejaký objekt, je 
z tohto  miesta  vrhnutých  niekoľko  ďalších  lúčov.  Práve  tu  sa  uplatnia  algoritmy  zvládajúce  čo 
najrýchlejší výpočet priesečníka.
V scéne rozlišujeme tieto druhy lúčov:
• obrazový – vyslaný z miesta pozorovateľa
• tieňový – vyslaný z miesta kolízie ku každému zdroju svetla, čím sa zistí, či je daný bod 
zatienený nejakým telesom
• odrazený – lúč v smere, odkiaľ prichádza svetlo, ktoré sa odrazí k pozorovateľovi
• lomený – lúč v smere, odkiaľ prichádza svetlo lomené na povrchu objektu k pozorovateľovi
Odrazený  a  lomený  lúč  sa  vôbec  nemusia  vyskytnúť,  ich  vznik  totiž  závisí  od  vlastností 
povrchu  objektu.  Vzniknuté  lúče  sa  správajú  ako  primárne  a  pri  kolízii  s  nejakým objektom sú 
vytvárané nové lúče. Raytracing je teda rekurzívny. Zastavenie rekurzie nastáva v prípadoch, ak:
• lúč opustí scénu
• je dosiahnutá pevne stanovená hĺbka rekurzie, pre ktorú sa oplatí ďalej vytvárať nové lúče 
pri náraze do objektu
V závislosti na vlastnostiach povrchu objektu, ktorý pretne lúč ako prvý, je svetlo lúča tvorené 
osvetlením  prostredia  objektu,  svetlo  vzniknuté  priamym  difúznym  odrazom svetelných  zdrojov 
od povrchu, svetlo vzniknuté priamym zrkadlovým odrazom svetelných zdrojov, zrkadlový odraz lúča 
prichádzajúceho od iného objektu v zodpovedajúcom smere a svetlo lomené na povrchu priesvitného 
objektu.
Obrázok 2.3 : Princíp raytracingu (prevzaté z prednášky Raytracing [15])
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Táto metóda umožňuje zobrazenie javov, ktoré sa pomocou iných techník dajú len ťažko, ak 
vôbec,  dosiahnuť.  Zahŕňa  aj  efekty  vznikajúce  vzájomnou  interakciou  objektov  v  scéne.  Sú  to 
napríklad  rôzne  odrazy  na  povrchu  lesklého  telesa  alebo  lomy  svetla  po  prechode  priesvitným 
objektom.
Samozrejme má aj niektoré zásadné nedostatky. Medzi ne patrí aliasing, bodové zdroje svetla 
spôsobujúce ostré tiene, neschopnosť spracovať priesvitnosť (len čistú priehľadnosť) a absencia hĺbky 
ostrosti.  Zrkadlá  síce  odrážajú  okolie,  avšak  nie  sú  sekundárnymi  zdrojmi  svetla.  Najväčším 
problémom je potreba opätovného vyhodnotenia celej  scény pri  zmene akéhokoľvek prvku scény 
alebo miesta pozorovania.
Niektoré  jeho  modifikácie  sú  súčasťou  komplexných  algoritmov  pre  fotorealistické 
zobrazovanie  (farbu  každého  pixlu  ovplyvňujú  vo  všeobecnosti  všetky  objekty  v  scéne),  ktoré 
kombinujú viacero metód pre dosiahnutie najrôznejších efektov.
2.3.1.1 Distribuovaný raytracing
Je  vylepšením klasickej  metódy,  na  rozdiel  od  nej  však  využíva  zväzok  lúčov  vedených  okolo 
pôvodného presného lúča z jedného bodu. Výsledkom je jemné tieňovanie, menší aliasing a najmä 
reálnosť  zobrazenia.  Zvláda  aj  plošné  zdroje  svetla,  neostré  odrazy,  rozmazanie  pohybom 
a priesvitnosť.
2.3.1.2 Raycasting
Napriek veľkej  podobnosti  s  raytracingom je  to  samostatná metóda.  Na rozdiel  od neho využíva 
zväzky lúčov, ktoré sú sledované len po prvú kolíziu. Neumožňuje teda lom a odraz svetla.  Jeho 
výsledky sú nekvalitné, ale veľmi rýchle. Vďaka tomu si našiel uplatnenie v prvých real-time 3D 
hrách (Wolfenstein 3-D, Comanche), či filmoch (Tron). V súčasnosti sa už nepoužíva, bol vytlačený 
lepšími metódami dosahujúcimi kvalitnejšie výsledky.
Obrázok 2.4: Ukážka raycastingu z počítačovej hry Wolfenstein 3-D (prevzaté z [16])
8
2.3.1.3 Rádiozita
Je metóda globálneho osvetlenia scény používaná na renderovanie 3D scény v počítačovej grafike. 
Vychádza zo zákona zachovania energie, takže vyžaduje energeticky uzavreté scény. Nezvláda prácu 
s  priehľadnými  objektmi,  zrkadlami  a  textúrami  a  tak  tieto  efekty  musia  byť  vytvorené  iným 
spôsobom. Scéna musí byť reprezentovaná polygonálnym modelom.
Zobrazovacia  rovnica  vychádza  z  BRDF  („bidirectional  reflectance  distribution  function“) 
a popisuje v každom bode energetickú bilanciu svetla. Plochy môžu odrážať svetlo a mať aj vlastnú 
žiarivosť.  Pri  výpočte je scéna rozdelená na malé  plochy,  ku ktorým sú vypočítané konfiguračné 
faktory (známe aj ako „form“,  „view“ alebo „shape“ faktory).  Ich hodnota je nulová, ak na seba 
plôšky nemajú priamu viditeľnosť. Táto detekcia môže byť uskutočnená pomocou raytracingu.
Rádiozita každej plôšky je definovaná ako
Bi = E iRi∫j B j F ij ,
kde:
• Bi je rádiozita plôšky
• Ei je vyžarovaná energia plôšky
• Ri je odrazivosť plôšky
• integrál reprezentuje súčet energií prichádzajúcich na plôšku zo všetkých ostatných plôšok
• Fij je konfiguračný faktor medzi plôškami i a j (vyjadruje vplyv plôšky j na plôšku i).
Výpočet rádiozity je mimoriadne časovo náročný a preto sa nepoužíva v real-time aplikáciách, 
ako sú napríklad počítačové hry. Jej výhodou je však skutočnosť, že pri zmene polohy kamery nie je 
potrebné scénu prepočítavať.
Na zobrazenie výsledkov tejto metódy sa väčšinou využíva raytracing. Tým sa do scény pridajú 
zrkadlové vlastnosti objektov a vlastnosti povrchov reprezentované textúrou.
Obrázok 2.5: Rádiozita (prevzaté z developer.nvidia.com [17])
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2.3.1.4 Fotónové mapy
Dvojfázová metóda využívajúca v prvom kroku vyžarovanie fotónov zo svetelných zdrojov podľa 
rozloženia  žiarivého toku daného zdroja.  Druhý krok je  vykreslenie  scény pomocou raytracingu. 
Pri dostatočnom množstve fotónov dosahuje veľmi dobré výsledky.
Je možné pomocou nej simulovať všetky druhy priameho i nepriameho osvetlenia, difúznych 
a dokonale i nedokonale zrkadlových odrazov.
2.3.2 Detekcia kolízií
Detekcia kolízií  zahŕňa algoritmy overujúce prienik pevných objektov.  Následná reakcia  sa často 
nazýva odpoveď, alebo aj reakcia na kolíziu.
Je  často  využívaná  v  počítačových  hrách,  kde  sa  na  rozdiel  od  využitia  pri  fyzikálnych 
simuláciách  nekladie  dôraz  na  vysokú  presnosť.  Skôr  je  požadovaná  určitá  miera  presnosti 
dosahovaná  v  reálnom čase.  Lúč  sa  tu  využíva  na  simuláciu  objektov  pohybujúcich  sa  veľkou 
rýchlosťou a  so zanedbateľnými rozmermi.  Takými sú napríklad letiace  projektily vo vojenských 
simulátoroch.  Najskôr  sa  testuje  kolízia  lúča  s  objektmi,  až  neskôr  môže  byť  vypočítaná  presná 
poloha priesečníka pre rôzne ďalšie účely.
2.3.3 Detekcia viditeľnosti
Slúži na určenie priamej viditeľnosti objektu z určitého miesta v scéne. Má podobné vlastnosti ako 
detekcia kolízií. Aj tu sa testujú priesečníky lúča s objektom, čo vo veľkej väčšine prípadov poskytuje 
dostatočné informácie.  Ak sú lúče na ceste  od pozorovateľa  k objektu zastavené iným objektom 
v scéne, nie je daný objekt priamo viditeľný.
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3 Algoritmy
Mnohé  doterajšie  štúdie  sa  zameriavali  na  určenie  jediného  najlepšieho  algoritmu  pre  výpočet 
priesečníka s trojuholníkom. To je však nevhodný prístup, pretože mnohé sa vyznačujú špecifickými 
vlastnosťami,  ktoré  ich  predurčujú  na  určité  použitie.  Je  preto  oveľa  vhodnejšie  ich  porovnávať 
v určitých  podmienkach,  prípadne  určiť  univerzálny  algoritmus,  ktorý  dobre  obstojí  v  rôznych 
situáciách. Avšak nie je správne zamieňať slová univerzálny a najlepší, pretože v niektorých ohľadoch 
môže  univerzálny  zaostávať  za  inými.  V  priebehu  rokov  bolo  publikované  veľké  množstvo 
algoritmov. Niektoré vznikli zásluhou celkom nových prístupov k problematike, iné kombinovaním 
alebo úpravou už existujúcich postupov. Aj malá modifikácia má často za následok vznik nového 
algoritmu, čo dobre dokumentuje nasledovný príklad z práce Marty Löfstedt [4].
Majme obyčajný raytracer  s  800 * 600 pixelmi  generujúci  rovnaké množstvo lúčov.  Ďalej 
si vezmime  scénu  v  3D obsahujúcu  1.000  trojuholníkov.  Výpočty  prebiehajú  na  procesore  Intel 
Celeron s frekvenciou 600MHz. Táto situácia by si  vyžadovala 480.000.000 testov na priesečník 
medzi lúčom a trojuholníkom. Takýto počet súčtov by trval 6,9 sekundy, počet násobení 8,6 a počet 
delení až 12,1 sekundy.  Tu sa otvára priestor pre využitie predpočítaných údajov. Ak by bol totiž 
výsledok delenia uložený spolu s trojuholníkom, bolo by potrebných len 1.000 takýchto operácií. 
Ušetril  by  sa  tým čas  približne  12  sekúnd,  čo  rozhodne  nie  je  zanedbateľné  číslo.  I  keď  sa  v 
súčasnosti  používajú  oveľa  výkonnejšie  procesory na ktorých  tieto  výpočty trvajú  kratšie  časové 
intervaly,  tento príklad dobre vystihuje potrebu vylepšovania algoritmov a výrazný vplyv na prvý 
pohľad takej malej úpravy, akou je odstránenie jednej operácie, alebo jej nahradenie inou operáciou 
(prípadne skupinou operácií) vyžadujúcou kratší výpočtový čas. 
3.1 Rozdelenie
Spoločný pôvod algoritmov je jedným z dôvodov, prečo majú niektoré spoločné vlastnosti, podľa 
ktorých  je  ich  možné  kategorizovať.  Jednou  z  možností  je  rozdelenie  podľa  typu  využívaných 
vstupných  údajov.  Rozdiely sú  spôsobené  odlišnou  reprezentáciou  lúčov  a  trojuholníkov,  ako  aj 
s nimi uloženými predpočítanými údajmi.
Výstup,  teda  dosiahnuté  výsledky,  ponúka  ďalší  spôsob  ich  triedenia.  Vždy je  výsledkom 
príznak pretína/nepretína.  Niektoré z algoritmov pridávajú súradnice priesečníka alebo normálový 
vektor v tomto bode a prípadne aj iné špecifické informácie.
V neposlednom rade je potrebné spomenúť delenie podľa toho, či fungujú bez potreby výpočtu 
priesečníka medzi lúčom a rovinou, v ktorej leží trojuholník. Ak áno, tak ide o algoritmus s priamym 
výpočtom, inak sa jedná o nepriamy výpočet.
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3.2 Optimalizácia
S procesom vylepšovania algoritmov úzko súvisí aj ich optimalizácia. Je potrebné uviesť, že výsledky 
nezávisia  len  od  samotného  algoritmu,  ale  aj  od  iných  faktorov.  Tie  môžu  mať  zásadný  vplyv 
na výkonnosť algoritmov. Patria medzi ne:
• Vstup a výstup – keďže algoritmy pracujú s rôznymi druhmi I/O, rozdiely v týchto údajoch 
môžu spôsobiť potrebu ich dodatočnej úpravy na požadovaný tvar alebo typ.
• Prekladač a architektúra – využité inštrukčné sady, kapacita pamäte cache a iné...
Skutočnosť, že výpočet priesečníka je často najproblematickejšou súčasťou mnohých metód 
kvôli  svojej  časovej  a  pamäťovej  náročnosti  je  dôvodom pre  hľadanie  optimalizačných  techník. 
Najvýznamnejšími sú:
• Predchádzanie výpočtom – vyradením lúčov a trojuholníkov na základe stanovených kritérií 
sa znižuje množstvo potrebných výpočtov.
• Presun  delenia  –  delenie  je  veľmi  náročná  operácia,  ktorá  spotrebúva  veľké  množstvo 
procesorového času. Sú používané dva rôzne prístupy. Presun na začiatok (paralelný výpočet) 
alebo na koniec (možné preskočenie výpočtu).
• Organizácia  pamäte  –  vhodné  dátové  štruktúry  umožňujú  lepšie  využitie  pamäte 
a efektívnejší prístup k údajom.
• Zoskupovanie lúčov a trojuholníkov – zníži sa tým počet potrebných výpočtov.
3.3 Úspešnosť zásahov
Známa ako „hitrate“, udáva pomer medzi zásahmi a celkovým počtom testov. Zásahom sa rozumie 
úspešný test, teda že lúč zasiahol trojuholník.
hitrate = počet zásahov
celkový počet testov
Môže zohrať  určitú  úlohu  pri  výbere  algoritmu.  Pre  scénu  s  malým hitrate  sa  hodia  také 
algoritmy, ktoré na základe rôznych kritérií vylúčia lúč či trojuholník z testu ešte pred začiatkom 
alebo v skorej fáze výpočtov. Tým sa skráti čas potrebný na otestovanie celej scény. Naopak scéna 
s vysokým hitrate vyžaduje algoritmus schopný rýchlo detekovať kolíziu.
3.4 Najznámejšie algoritmy
V tejto podkapitole  sú stručne popísané najznámejšie  a  najpoužívanejšie  algoritmy.  Ich názvy sú 
vo väčšine  prípadov  mená  autorov.  Vzorce  a  obrázky väčšinou pochádzajú  priamo  z  pôvodných 
publikácií, niektoré sú však mierne pozmenené (odlišné značenie).
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3.4.1 Müller-Trumbore
Tento algoritmus,  publikovaný v roku 1997 [5],  nevyužíva normálu trojuholníka ani  predpočítané 
údaje.  Uložené  sú  len  súradnice  vrcholov  trojuholníka,  takže  pamäťové  nároky tejto  metódy sú 
v porovnaní s ostatnými nízke.
Pre  výpočet  sú  použité  barycentrické  koordináty  a  využíva  sa  transformácia  lúča 
do súradnicovej roviny. V nej je jedna súradnicová os daná smerovým vektorom lúča a ďalšie dve 
stranami  trojuholníka.  Trojuholník  je  pritom posunutý  tak,  že  jeden  jeho  vrchol  leží  v  začiatku 
súradnicovej sústavy. Znázornené je to na nasledovnom obrázku, ktorý pochádza z [5].
Obrázok 3.1: Posunutie trojuholníka a transformácia súradnicovej sústavy
Ak lúč pretína trojuholník, priesečník musí vyhovovať rovnici
Ot⋅D = 1−α−β ⋅V 0α⋅V 1β⋅V 2 .
Po niekoľkých úpravách dostávame výsledný vzťah
〚 tαβ〛 = 1E1⋅P⋅〚Q⋅E2P⋅TQ⋅D〛 ,
kde
T = O−V 0
E1 = V 1−V 0
E2 = V 2−V 0
Q = T×E1
P = D×E2
.
Ak lúč nepretína rovinu trojuholníka, menovateľ zlomku je nulový.
Výhodou tejto metódy je,  že rovnicu roviny nie je potrebné počítať, čo môže predstavovať 
významné časové a pamäťové úspory. V súčasnosti je jedným z najčastejšie využívaných algoritmov 
pre výpočet priesečníka medzi lúčom a trojuholníkom.
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3.4.2 Arenberg
Pracuje  na  veľmi  podobnom  princípe  ako  predchádzajúci  algoritmus,  ale  namiesto  smerového 
vektora D svetelného lúča používa normálu trojuholníka. Tá je buď ukladaná ako predpočítaný údaj, 
alebo je počítaná tzv. „on the fly“.
3.4.3 Hraničné roviny
Tento algoritmus prezentovaný v [7] využíva definície rovín pre určenie, či lúč pretína trojuholník. 
Tieto roviny sú kolmé na rovinu, v ktorej leží trojuholník a zároveň každá obsahuje stranu tohto 
trojuholníka. Normálové vektory majú smer vyznačený šípkami.
Obrázok 3.2: Hraničné roviny
Najskôr sa vypočíta priesečník lúča s rovinou trojuholníka, a následne sa tento bod dosádza 
do rovníc, ktorými sú definované jednotlivé roviny. Výsledok bude kladný, ak sa priesečník nachádza 
na rovnakej strane, na akú smeruje normálový vektor tejto roviny. Ak budú všetky výsledky záporné, 
priesečník sa nachádza v trojuholníku.
Je tu možnosť využitia predpočítaných údajov vo forme rovníc vyjadrujúcich roviny.
3.4.4 Súčet uhlov
Ako už napovedá názov samotný, princípom je sčítavanie uhlov, ktoré zvierajú vektory z bodu P 
do každej dvojice vrcholov trojuholníka.
a = arccos PB⋅PC∣PB∣⋅∣PC∣
b = arccos PC⋅PA∣PC∣⋅∣PA∣
c = arccos PA⋅PB∣PA∣⋅∣PB∣
Bod P leží v trojuholníku len v prípade, že súčet uhlov je 360°.
14
3.4.5 Badouel
Bol zverejnený v roku 1990 [6], využíva barycentrické koordináty a spočíva vo vyriešení rovnice
P−V 0 = α⋅V 1−V 0β⋅V 2−V 0 .
Pre zjednodušenie je využitá projekcia trojuholníka do 2D. Rovnica môže byť preformulovaná 
na
u0 = α⋅u1β⋅u2
v0 = α⋅v1β⋅v2
.
Táto sústava sa následne upravuje pomocou Kramerovho pravidla a jej výsledný tvar je
α =
∣u0 u2v0 v2∣
∣u1 u2v1 v2∣
β =
∣u1 u0v1 v1∣
∣u1 u2v1 v2∣
.
Ak sú splnené podmienky
α , β∈〈0,1〉 , αβ≤1 ,
tak lúč a trojuholník majú spoločný bod.
3.4.6 Wald
Je modifikáciou predchádzajúceho algoritmu do takej formy, že niektoré výpočty sú vykonané už 
vopred a uložené ako predpočítané údaje.
Úprava spočíva v nahradení vektorov u0 a v0 rozdielom súradníc. To nám umožní mať celkom 
šesť konštánt, ktoré nahradia pôvodný trojuholník.
3.4.7 Kensler-Shirley
Je obsahom [8] z roku 2006. Používa znamienkové determinanty a Plückerove koordináty.
Vzorec pre výpočet je
〚 tαβ〛 = 1D⋅N⋅〚
N⋅OA
I⋅CA
I⋅AB 〛 ,
kde
N = AB×CA
I = OA×D
.
Test vzájomnej polohy lúča a roviny trojuholníka je rovnaký ako u algoritmu Müller-Trumbore, 
ktorý je špecifickým prípadom tohto postupu.
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3.4.8 Chirkov
Na rozdiel od väčšiny algoritmov využíva nenormalizovaný smerový vektor svetelného lúča. Takýto 
lúč je popísaný rovnicou
P = Ot⋅E−O  ,
kde O je počiatočný bod a E je konečný bod lúča. Z tejto rovnice získame
tO = n⋅OD
tE = n⋅ED
.
Ak sú znamienka tO a tE rovnaké,  body O a E sú na rovnakej  strane vzhľadom na rovinu, 
v ktorej leží trojuholník a tým pádom takýto lúč nemôže pretínať trojuholník. Týmto porovnaním 
sa ušetria ďalšie výpočty. Parameter t vypočítame ako
t =
tO
tO−tE
.
Následne vypočítame vektory n0, n1 a n2 podľa
n i = w i×qi ,
kde
• qi = p – vi
• p je priesečník
• wi vektory strán
Ak chceme zistiť či sa bod p nachádza v trojuholníku, stačí porovnať znamienka vektorov n0, n1 
a n2,  napríklad pomocou skalárnych súčinov. Uskutočníme projekciu do 2D a získame rovinu yz. 
Hodnota X vektora n0 bude
n0[X ] = w0[Y ]⋅P [Z ]−v0[Z ]−w0[Z ]⋅P [Y ]−v0[Y ] ,
kde
P [ i ] = O [i ]
tO
tO−t E
⋅E [ i ]−O [i ]
i∈ X ,Y ,Z 
.
Aj tu môžu byť využité parametre tO a tE. Keďže vieme, že majú opačné znamienka, použijeme 
nasledovný dôkaz
tO0 ⇒ tE0 ⇒ tO− tE0
tO0 ⇒ tE0 ⇒ tO− tE0
,
z ktorého vieme, že tO - tE má rovnaké znamienko ako tO. Ostáva teda už len vynásobiť n0[X] s n1[X]. 
Ak bude výsledok ≥ 0, tak vynásobíme n0[X] s n2[X]. Ak dosiahnutý výsledok bude záporný, bod leží 
v trojuholníku.
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3.4.9 Snyder-Barr
Použitím projekcie trojuholníka do 2D a barycentrických koordinátov sa nelíši od algoritmu Badouel. 
Barycentrické koordináty sú počítané podľa vzorca
β i =
u×wx
nx
,
kde
u = v i2−v i1
w = p−v i2
.
Po prepísaní do maticového tvaru dostávame
β i =
∣v i2[Y ]−v i1[Y ] p[Y ]−v i1[Y ]v i2[Z ]−v i1[Z ] p[Z ]−v i1[Z ]∣
∣v i2[Y ]−v i1[Y ] v i [Y ]−v i1[Y ]v i2 [Z ]−v i1[Z ] v i [Z ]−v i1[Z ]∣
Rozdielom je možnosť využiť predpočítané údaje, menovateľ je totiž závislý len od vrcholov 
trojuholníka.
3.4.10 Shevtsov-Soupikov-Kapustin
Postup uverejnený v  [9]  využíva rovinu trojuholníka,  a  pre reprezentáciu trojuholníka jeden jeho 
vrchol  (p)  a  dve strany (e0,  e1).  Tieto hodnoty sú následne premietnuté  do súradnicovej  roviny. 
Výpočet sa vykonáva pomocou nasledovných vzorcov
det = d u⋅nud v⋅nvd w
dett = np−ou⋅nuov⋅nvow 
Du = d u⋅dett− pu−ou⋅det
Dv = d v⋅dett− pv−ov⋅det
detu = e1v⋅Du – e1u⋅Dv 
detv = e0u⋅D v – e0v⋅Du
,
kde
e0u =
−1w⋅e0u
nw
e0v =
−1w⋅e0v
nw
e1u =
−1w⋅e1u
nw
e1v =
−1w⋅e1v
nw
.
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3.4.11 Keidy
Patrí medzi metódy s nepriamym výpočtom. Bola uverejnená na fóre Mr. Gamemaker užívateľom 
s menom Keidy v rámci súťaže o najrýchlejší  algoritmus. Je založený na zovšeobecnení Hillovho 
kolmého skalárneho súčinu do 3D.
Výsledné vzorce tohto algoritmu sú
α = 
AB⋅AC ⋅AP⋅AC −AC⋅AC ⋅AP⋅AB
AB⋅AC 2−AB⋅AB ⋅AC⋅AC 
β = 
AB⋅AC ⋅AP⋅AB−AB⋅AB⋅AP⋅AC 
AB⋅AC 2−AB⋅AB⋅AC⋅AC 
.
3.4.12 Kolmé roviny
Táto metóda bola vytvorená v rámci [1]. Nevyužíva projekciu trojuholníka do jednej súradnicovej 
roviny, čím sa líši od algoritmov Wald a Badouel. Jej princíp sa podobá prvej menovanej metóde, 
vychádza však z druhej.
Jej názov prezrádza, že okrem rovín odpovedajúcich tým z Waldovho algoritmu využíva aj 
roviny kolmé na rovinu trojuholníka. Ich vzorce sú
N b =
AC×N
∣N∣2
Bd = −N b⋅A
N c =
N ×AB
∣N∣2
C d = −N c⋅A
3.5 Implementácia
Aby bol v testoch obsiahnutý pokiaľ možno čo najväčší počet algoritmov, pridal som k algoritmom, 
ktoré už boli implementované v práci Ing. Havla [1] päť ďalších. Sú to algoritmy Badouel, Chirkov, 
Hraničné  roviny,  Arenberg  a  Snyder-Barr.  Pri  ich  implementácii  v  jazyku  C++  som  vychádzal 
z pseudokódov (prílohy 2 - 6) publikovaných v [4] a [6].
Algoritmy Arenberg a Chirkov som implementoval v dvoch variantoch, ktoré sa však od seba 
líšili len v niekoľkých detailoch. To sa prejavilo pri testoch, kde dosiahli veľmi podobné výsledky. 
Následne som pristúpil k optimalizácii, ktorá spočívala v presune výpočtov. Údaje priamo súvisiace 
s trojuholníkom  boli  vypočítané  v  predpríprave  scény  a  uložené  ako  predpočítané  údaje.  Tým 
sa dosiahla vyššia rýchlosť samotných testov na priesečník. Negatívom je však zvýšenie pamäťovej 
náročnosti algoritmov.
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Z takto  upravených algoritmov  som následne  vytvoril  ich  verzie  využívajúce  špecifickosti 
lúčov, ktorými sú smerový vektor a počiatočný bod lúča. Nasledovný pseudokód znázorňuje princíp 
tejto úpravy algoritmov.
for 1 .. POCET TROJUHOLNIKOV 
for 1 .. POCET LUCOV 
výpočet1
výpočet2
výpočet3
výpočet4

for 1 .. POCET TROJUHOLNIKOV 
výpočet1
výpočet2
for 1 .. POCET LUCOV 
výpočet3
výpočet4
Algoritmy  fungujú  na  princípe  testovania  v  dvoch  vnorených  cykloch  for.  Prvým 
sa prechádzajú  všetky  trojuholníky  a  druhým  všetky  lúče.  Všetky  výpočty  sú  v  pôvodných 
algoritmoch vykonávané až v druhom cykle for. Ak sú však známe spomínané špecifickosti lúčov už 
pred samotným testovaním priesečníkov, je možné obmedziť s nimi súvisiace výpočty (v pseudokóde 
označené  ako  výpočet1  a  výpočet2)  na  minimálne  množstvo.  Dosiahne  sa  to  ich  jednoduchým 
presunutím pred druhý cyklus for.  Pre každý trojuholník takto postačuje jeden výpočet, keďže jeho 
výsledok je rovnaký pre všetky lúče. Tým sa ušetrilo značné množstvo výpočtového času a dosiahlo 
sa zvýšenie počtu vykonaných testov za časovú jednotku.
Počet ušetrených výpočtov = Počet trojuholníkov−1 ∗ Počet lúčov
Nevýhodou však je skutočnosť, že nie každý algoritmus sa dá takto upraviť. Náväznosť medzi 
výpočtami tomu v mnohých prípadoch značne zamedzuje. Inokedy je na vine fakt, že jeden výpočet 
obsahuje hodnoty spojené s počiatočným bodom a zároveň aj so smerovým vektorom lúča. Napríklad 
algoritmy  Badouel  a  Snyder-Barr  vôbec  nebolo  možné  upraviť  pre  špecifické  lúče.  Ani  stupeň 
modifikácie, teda počet presunutých výpočtov a ich náročnosť, nie je rovnaký pre všetky upravené 
algoritmy. Vplyv úprav je preto pri niektorých algoritmoch výraznejší ako pri iných.
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4 Testovanie
Ako som už v úvode spomenul, hlavným cieľom tejto práce je porovnanie existujúcich algoritmov 
pre výpočet priesečníka medzi svetelným lúčom a trojuholníkom v 3D priestore s využitím reálnych 
testovacích údajov.
Testy budú uskutočnené na modeloch reálnych scén,  pričom lúče budú v prvej  sade testov 
vstupovať do scény rovnobežne a v druhej zo spoločného počiatočného bodu. Týmto spôsobom budú 
otestované originálne aj špeciálne upravené algoritmy. Ich výsledky budú následne konfrontované 
medzi sebou v rámci jednotlivých sád testov.
4.1 Vstupné hodnoty
Medzi  najpoužívanejšie  a  najpodrobnejšie  naskenované  modely  patrí  stanfordský  králik  tvorený 
69.451  trojuholníkmi. Je súčasťou „The Stanford 3D Scanning Repository“ [10], kde sú uložené 
verejnosti  prístupné  údaje  o  naskenovaných modeloch,  pomocou  ktorých  je  možné  tieto  modely 
rekonštruovať. Týmito  údajmi  sú  trojuholníkové  siete  vytvorené  špeciálnymi  skenermi  s  veľmi 
vysokou  presnosťou.  Niektoré  siete  sú  tvorené  dokonca  niekoľkými  desiatkami  miliónov 
trojuholníkov.
Obrázok 4.1: Stanford Bunny (prevzaté z graphics.stanford.edu [10])
Pri testovaní bolo použitých niekoľko ďalších modelov. Hodnoty uvedené v nasledovnom texte 
sú priemerom všetkých zistených hodnôt. Medzi jednotlivými modelmi sa totiž líšia zanedbateľne.
Generovanie lúčov so špecifickými vlastnosťami bolo uskutočnené pred testovaním. Spoločný 
počiatok bol umiestnený pred scénu vycentrovaný podľa medzí na osiach x a y a vzdialený o polovicu 
hĺbky scény. Smerový vektor bol zvolený rovnobežne s osou z. Rozvrhnutie lúčov je rovnomerné 
v pravidelnej mriežke.
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4.2 Dosiahnuté výsledky
Vyhodnocovanie  prebiehalo  na  architektúrach  Quad-Core  AMD  Opteron  2387  a  Intel  i3-330m 
s podporou inštrukčnej sady SSE4.2. Preklad bol uskutočnený pomocou prekladača GCC 4.4.
Výsledky  sú  rozdelené  do  troch  kategórií  podľa  vlastností  testovaných  lúčov.  V  prvej  je 
porovnaný vplyv úpravy algoritmu na spracovanie lúčov so spoločným smerovým vektorom. Ďalšia 
kategória obsahuje výsledky dosiahnuté algoritmami optimalizovanými pre testy s lúčmi, ktoré majú 
rovnaký počiatočný bod. Posledná kategória zahŕňa algoritmy, ktoré nebolo možné upraviť,  spolu s 
niekoľkými pôvodnými pre možnosť ich vzájomného porovnania.
Dosiahnuté hodnoty je potrebné brať len orientačne, závisia totiž od mnohých faktorov ako 
napríklad počet  využitých jadier  alebo kapacita  dostupnej  pamäte.  Taktiež mohli  byť ovplyvnené 
aktuálnym vyťažením procesora inými aplikáciami. Výhodnejšie je preto zohľadňovať pomer medzi 
týmito výsledkami ako samotné hodnoty.
4.2.1 Lúče so spoločným smerovým vektorom
Výsledky prvej  sady testov na oboch architektúrach sú obsahom nasledovného grafu.  Tieto testy 
prebehli  na  algoritmoch  Kolmé  roviny  (Planes),  Müller-Trumbore  (MT),  Kensler-Shirley  (KS), 
Keidy, Hraničné roviny (Halfplane) a Arenberg (v originálnej aj mierne upravenej verzii).
Graf 4.1 - Výkonnosť algoritmov pri lúčoch so spoločným smerovým vektorom 
(v miliónoch testov za sekundu)
21
Arenberg Arenberg opt. Halfplane Keidy KS MT Planes
0
10
20
30
40
50
60
70
Lúče so spoločným smerovým vektorom
Pôvodný algoritmus 
(architektúra AMD)
Upravený algoritmus 
(architektúra AMD)
Pôvodný algoritmus 
(architektúra Intel)
Upravený algoritmus 
(architektúra Intel)
Z grafu je zrejmé, že úprava algoritmov mala na ich rýchlosť rôzny vplyv. Ako najrýchlejší sa 
v tomto prípade javí algoritmus Müller-Trumbore, ktorý po úprave zrýchlil testovanie priesečníkov 
približne 2,5krát.  Toto enormné zrýchlenie sa ukázalo ako najvyššie z výsledkov všetkých testov 
optimalizovaných algoritmov.  Algoritmus  Keidy sa  napriek  výraznému zrýchleniu  len  vyrovnáva 
rýchlosti  neupravenej  metódy  Kolmé  roviny.  Úprava  algoritmu  Kensler-Shirley  nepriniesla  jeho 
výraznejšie  urýchlenie,  čo  bolo  spôsobené  nemožnosťou  presunu  väčšieho  počtu  náročnejších 
výpočtov.
4.2.2 Lúče so spoločným počiatkom
Ďalší graf znázorňuje výkonnosť jednotlivých metód pri využití lúčov so spoločným počiatkom. Sú tu 
zahrnuté výsledky z oboch testovacích architektúr na algoritmoch Müller-Trumbore (MT), Keidy, 
Kensler-Shirley (KS),  Hraničné roviny (Halfplane),  Chirkov a Arenberg (posledné dve menované 
v originálnej aj mierne upravenej verzii).
Graf 4.2 – Výkonnosť algoritmov pri lúčoch so spoločným počiatkom (v miliónoch 
testov za sekundu)
Vplyv úpravy algoritmov je veľmi podobný, ako pri predchádzajúcich testoch. Algoritmy ako 
Arenberg,  Hraničné  roviny  alebo  Keidy  sa  vďaka  nej  zrýchlili  až  takmer  dvojnásobne.  Avšak 
v prípade algoritmu Keidy opäť ani enormné zrýchlenie testov nedosahuje na rýchlosť neupraveného 
algoritmu Müller-Trumbore alebo Kensler-Shirley. Aj keď na algoritmy Chirkov a Kensler-Shirley 
nemala táto úprava až taký výrazný vplyv, taktiež však dosahujú dobré výsledky.
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4.2.3 Ostatné algoritmy
Táto časť  obsahuje výsledky algoritmov,  ktoré som dodatočne implementoval  pre túto prácu,  ale 
v konečnom  dôsledku  nemohli  byť  upravené  pre  testy  s  lúčmi  so  spoločným  počiatkom,  ani 
smerovým vektorom. Sú to algoritmy Badouel a Snyder-Barr. Z pôvodných algoritmov sa k nim radí 
ešte metóda Wald. Pre lepšie porovnanie graf obsahuje aj niektoré ďalšie algoritmy testované bez 
úprav,  teda  v pôvodnom tvare.  Vybral  som tie  algoritmy,  ktoré  v  práci  Ing.  Havla  [1]  dosiahli 
najlepšie hodnotenia. Tými sú Kolmé roviny, Kensler-Shirley a Müller-Trumbore.
Graf 4.3 - Výkonnosť algoritmov pri náhodne generovaných lúčoch (v miliónoch testov  
za sekundu)
Na tomto grafe je zrejmá skutočnosť, že algoritmus Badouel patrí medzi pomalé algoritmy. Je 
to spôsobené potrebou dvoch delení, teda výpočtov s vysokou časovou náročnosťou. Vzhľadom na to, 
že ho nie je možné upraviť pre špecifické lúče, by som jeho využívanie určite neodporúčal. Naopak 
algoritmus Snyder-Barr poskytuje slušné výsledky v porovnaní s ostatnými testovanými algoritmami 
bez  úprav.  Aj  jeho  nevýhodou  je  však  nemožnosť  úpravy  pre  lúče  so  spoločnou  vlastnosťou. 
Pre prípady,  kedy lúče  nemajú  spoločný  počiatok  ani  spoločný  smerový  vektor  je  jeho  využitie 
výhodné.
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5 Záver
Pri  vytváraní  tejto  práce  som  naštudoval  problematiku  určovania  priesečníkov  medzi  lúčmi 
simulujúcimi  šírenie  svetla  a  trojuholníkmi  reprezentujúcimi  povrch  telesa  v  3D  priestore. 
Po pochopení princípov jednotlivých existujúcich metód som pristúpil k implementácii tých, ktoré 
ešte neboli implementované v rámci práce Ing. Havla [1]. Jednalo sa o algoritmy Badouel, Hraničné 
roviny,  Chirkov,  Snyder-Barr  a  Arenberg.  Ich  následná  úprava,  ktorá  spočívala  najmä  v  presune 
niektorých  výpočtov  pred  cyklus  for,  mi  umožnila  ich  otestovanie  pri  špecifických  vstupných 
hodnotách.  Tými  boli  lúče  so  spoločným  počiatkom  alebo  so  spoločným  smerovým  vektorom. 
Z výsledkov týchto testov som následne vyvodil závery o ich univerzálnosti a vhodnosti použitia.
Sady  testov  so  špeciálnymi  lúčmi  jednoznačne  potvrdili  zrýchlenie  výpočtov.  Navrhnuté 
a vykonané optimalizácie by preto mali byť využívané pri implementácii týchto algoritmov v tých 
prípadoch, keď sa pracuje s lúčmi so spoločnými vlastnosťami. Medzi jednotlivými metódami sa síce 
úroveň zrýchlenia  líšila,  ale  nikdy neklesla  pod pätinové navýšenie  rýchlosti  testov.  Väčšinou sa 
pohybovala  na  úrovni  okolo 50%.  V najlepšom prípade  dosiahla  dokonca 2,5násobné zrýchlenie 
metódy Müller-Trumbore. Vplyv modifikácie algoritmov sa medzi architektúrami líšil len minimálne.
5.1 Odporúčané aplikácie algoritmov
Túto  časť  je  potrebné  rozdeliť  do  niekoľkých  sekcií  podľa  toho,  aké  informácie  sú  známe 
o testovaných lúčoch.
Ak  všetky  lúče  majú  spoločný  počiatočný  bod  (pozorovateľ),  odporúčal  by  som použitie 
jedného  z  algoritmov  Müller-Trumbore,  Arenberg,  Chirkov  alebo  Kensler-Shirley.  Všetky  totiž 
dosahujú porovnateľné a kvalitné výsledky.
V prípade, keď majú svetelné lúče spoločný smerový vektor (priemetňa), je výhodné použitie 
algoritmov Kolmé roviny, Müller-Trumbore alebo Hraničné roviny.
Lúče, ktoré nezdieľajú spoločný počiatočný bod, ani spoločný smerový vektor,  znemožňujú 
použitie špecializovaných algoritmov. Pre tieto účely sa podľa výsledkov vykonaných testov najlepšie 
hodia algoritmy Kolmé roviny, Kensler-Shirley, Snyder-Barr a Müller-Trumbore.
Z  týchto  odporúčaní  vychádza  ako  najuniverzálnejšia  metóda  Müller-Trumbore,  ktorá 
vo všetkých  prípadoch  dosahuje  veľmi  dobré  výsledky.  Dá  sa  upraviť  pre  lúče  so  spoločným 
počiatkom  i  spoločným  smerovým  vektorom  a  dosahuje  výborné  výsledky  aj  pri  lúčoch  bez 
spoločných charakteristík.
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5.2 Možnosti pokračovania
V ďalších  prácach  venovaných  problematike  priesečníkov  medzi  lúčmi  a  trojuholníkmi  by bolo 
možné zamerať sa na optimalizáciu už existujúcich algoritmov pre konkrétne architektúry. Do úvahy 
taktiež  prichádza  hľadanie  nových  postupov  úpravou  už  existujúcich.  Menej  pravdepodobné  je 
objavenie úplne nového prístupu.
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Príloha č. 2 - Pseudokód algoritmu Hraničné roviny
28
Input : R−lúč ,T−trojuholník
Output : príznak PRETINA/NEPRETINA
p : bod
π : rovina trojuholníka obsahuje normálu ,hodnotu d a indexy i 1a i2
n0 , n1 , n2: normály
c0 ,c1 ,c2
begin :
π calculatePlane T 
t π.dπ.n⋅R.originπ.n⋅R.direction
if t0
return NEPRETINA
p [0]R.origin [π.Y ]t⋅R.direction [π.Y ]
p [1] R.origin[π.Z ]t⋅R.direction [π.Z ]
n0[π.Y ]−T.v0[π.Z ]−T.v1[π.Z ]
n0[π.Z ]T.v0[π.Y ]−T.v1[π.Y ]
c0−T.v1[π.Y ]⋅n0[π.Y ]−T.v1[π.Z ]⋅n0[π.Z ]
n1[π.Y ]−T.v1[π.Z ]−T.v2[π.Z ]
n1[π.Z ]T.v1[π.Y ]−T.v2[π.Y ]
c1−T.v2[π.Y ]⋅n1[π.Y ]−T.v2[π.Z ]⋅n1[π.Z ]
if  sign p⋅n0c0!=sign p⋅n1c1
return NEPRETINA
else
n2[π.Y ]−T.v2 [π.Z ]−T.v0[π.Z ]
n2[π.Z ]T.v2[π.Y ]−T.v0[π.Y ]
c2−T.v0[π.Y ]⋅n2[π.Y ]−T.v0[π.Z ]⋅n2[π.Z ]
if  sign  p⋅n0c0!=sign p⋅n2c2
return NEPRETINA
else
return PRETINA
end
Príloha č. 3 - Pseudokód algoritmu Badouel
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Input : R−lúč ,T−trojuholník
Output : príznak PRETINA/NEPRETINA
p : priesečník
π : rovina trojuholníka obsahuje normálu ,hodnotu d a indexy YZ 
begin :
π calculatePlane T 
t π.dπ.n⋅R.origin
π.n⋅R.direction
if t0
return NEPRETINA
p R.origint⋅R.direction
u0 p [π.Y ]−T.v0[π.Y ]
u1T.v1[π.Y ]−T.v0 [π.Y ]
u2T.v2[π.Y ]−T.v0[π.Y ]
v0  p[π.Z ]−T.v0[π.Z ]
v1T.v1[π.Z ]−T.v0[π.Z ]
v2 T.v2[ π.Z ]−T.v0[π.Z ]
if u1=0then β
u0
u2
if 0≤β≤1 then α
v0−β⋅v2
v1
else
β
v0⋅u1−u0⋅v1
v2⋅u1−u2⋅v1
if 0≤β≤1then
α
u0−β⋅u2
u1
if α≥0∧β≥0∧αβ ≤1
return PRETINA
else
return NEPRETINA
end
Príloha č. 4 - Pseudokód algoritmu Chirkov
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Input : R−lúč ,T−trojuholník
Output : príznak PRETINA/NEPRETINA
p : priesečník
π : rovina trojuholníka obsahuje normálu ,hodnotu d a indexy XYZ 
t e , to−vzdialenosti začiatku a konca lúča od roviny π
w0 , w1 , w2−strany trojuholníka
dir−smerový vektor lúča
base−vektor medzi počiatkom lúča a vrcholomtrojuholníkaT.v i
begin :
π calculatePlane T 
t oπ.plane⋅R.originπ⋅d
t eπ.plane⋅R.endπ⋅d
if t e⋅t o0
return NEPRETINA
w0[0]T.v1[ X ]−T.v0[X ]
w0[1]T.v1[X ]−T.v0[Y ]
w1[0]T.v2[ X ]−T.v0[X ]
w1[1]T.v2[X ]−T.v0 [Y ]
dir [0] R.end [X ]−R.origin[X ]
dir [1] R.end [Y ]−R.origin[Y ]
base [0]R.origin[X ]−T.v0[X ]
base [1] R.origin [Y ]−T.v0[Y ]
if t 0w0[0]dir [1]−w0 [1]dir [0]t o−t e⋅w 0[0]base [1]−w0[1]base [0]
t odir [0 ]w1[1]−dir [1]w1[0]t o−t e⋅w1[1]base [0]−w1[0]base [1]≥0
w2[0]T.v2 [X ]−T.v1[X ]
w2[1]T.v2[Y ]−T.v1[Y ]
base [0] R.origin[X ]−T.v1[ X ]
base [1]R.origin [Y ]−T.v1[Y ]
if t 0w2[0]dir [1]−w0 [1]dir [0]t o−t e⋅w0[0]base [1]−w0[1]base [0]
to dir [0]w1[1]−dir [1]w1[0 ]t o−t e ⋅w 1[1]base [0 ]−w1[0]base [1]≥0
return PRETINA
return NEPRETINA
end
Príloha č. 5 - Pseudokód algoritmu Arenberg
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Input : R−lúč ,T−trojuholník
Output : príznak PRETINA/NEPRETINA
trans : translačný vektor
β0 , β1:barycentrické koordináty
t : parameter t
p : bod priesečníka
M−1: inverzná matica
begin :
transT.v0−R.origin
t 
trans⋅M 2
−1
R.direction⋅M 2
−1
trans R.origin−T.v0
p=transt⋅R.direction
β0 p● M 0
−1
β1 p● M 1
−1
if β00∨β10∨β0β11
return NEPRETINA
return PRETINA
end
Príloha č. 6 - Pseudokód algoritmu Snyder-Barr
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Input : R−lúč ,T−trojuholník
Output : príznak PRETINA/NEPRETINA
p : bod priesečníka
π : rovina trojuholníka obsahuje normálu , hodnotu d a indexy XYZ 
β0 , β1:barycentrické koordináty
area :oblasť celého trojuholníka
π  getPlane T 
t π.dπ.n⋅R.origin
π.n⋅R.direction
if t0
return NEPRETINA
p [0]R.origin [π.Y ]t⋅R.direction [π.Y ]
p [1] R.origin[π.Z ]t⋅R.direction [π.Z ]
area 1
π.n[0]
β0area⌈T.v2[π.Y ]−T.v1[π.Y ] p[0]−T.v1[π.Y ]T.v2[π.Z ]−T.v1[π.Z ] p[1]−T.v1[π.Z ]⌉
if 0β01
return NEPRETINA
else
β1area⌈T.v0[π.Y ]−T.v2[π.Y ] p[0]−T.v2[π.Y ]T.v0[π.Z ]−T.v2[π.Z ] p[1]−T.v2[π.Z ] ⌉
if 0β11∨ β0β11 then
return NEPRETINA
else
return PRETINA
end
