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RESUMO
Os avanços tecnológicos desenvolvidos para os sistemas elétricos de po-
tência têm sido essenciais para manter a qualidade do suprimento de
energia frente ao crescimento gradual da demanda. Cada vez mais é
estudada a utilização de inteligência artificial na operação de sistemas
de distribuição para permitir a proteção de equipamentos e recupera-
ção de sistemas em caso de falhas. Este trabalho tem por objetivo
a modelagem de um religador de sistema de potência com o fim de
permitir a interface entre um serviço online que obtém informações de
hardware embarcado e um sistema multiagente responsável por ações
de recomposição de serviço em redes de média tensão. A aplicação da
modelagem é exemplificada através de um caso de estudo na plataforma
de sistemas multiagente Jason, onde é realizada a comunicação via Web
para atualização das variáveis do modelo.
Palavras-chave: Sistemas Multiagentes. Jason. Modelos orientados
a Objetos.

ABSTRACT
The technological advancements on power systems have been of great
relevance to the maintenance of supply quality given the gradual in-
crease of demand. More and more researchers are studying the usage
of artificial intelligence in the operation of power distribution systems
for protection and recomposition purposes. This work has the target
of modeling a power system recloser building an interface between an
online service that receives data from reclosing devices and a multia-
gent system responsible for recomposition actions in medium voltage
networks. The application of the modeling is exemplified using a mul-
tiagent system built in Jason, such that the variables of the model are
regularly updated through web requests to a server.
Keywords: Multiagent Systems. Jason. Object Oriented Modeling.

LISTA DE FIGURAS
Figura 1 Camadas da arquitetura de uma smart grid . . . . . . . . . . . . 18
Figura 2 Classes de Residência e Cachorro em Java . . . . . . . . . . . . . 24
Figura 3 Exemplo da Residência em UML . . . . . . . . . . . . . . . . . . . . . . 26
Figura 4 Exemplo do Transformador de Instrumentação em UML 27
Figura 5 Declaração de artefatos e Workspaces . . . . . . . . . . . . . . . . . . 35
Figura 6 Declaração do Enum Phase . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
Figura 7 Diagramas de Classe de Phase e Measurement . . . . . . . . . 40
Figura 8 Diagrama de Classe do Religador . . . . . . . . . . . . . . . . . . . . . . 41
Figura 9 Diagrama de Classe do Artefato do religador. . . . . . . . . . . 43
Figura 10 Sistema RBTS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 45
Figura 11 Extensão do sistema RBTS para distribuição . . . . . . . . . . 46
Figura 12 Esquema de saida de dados do servidor Web . . . . . . . . . . . 48
Figura 13 Diagrama UML da classe WebApi . . . . . . . . . . . . . . . . . . . . . 49
Figura 14 Exemplo de padrão Singleton . . . . . . . . . . . . . . . . . . . . . . . . . . 50
Figura 15 Diagrama UML da classe PowerSystem . . . . . . . . . . . . . . . . 51
Figura 16 Agente Cíclico Temporizado . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
Figura 17 Caso de teste - curto circuito . . . . . . . . . . . . . . . . . . . . . . . . . . 53
Figura 18 Console do Jason . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 54
Figura 19 Console do servidor Web . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 55

SUMÁRIO
1 INTRODUÇÃO . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
1.1 OBJETIVOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
1.2 ESTRUTURA DO TEXTO . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 20
2 MODELAGEM ORIENTADA A OBJETOS . . . . . . . . . 21
2.1 CONSIDERAÇÕES INICIAIS . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
2.2 CLASSES E OBJETOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 22
2.3 ENCAPSULAMENTO E HERANÇA . . . . . . . . . . . . . . . . . . . . 24
2.4 UNIFIED MODELING LANGUAGE. . . . . . . . . . . . . . . . . . . . . 25
2.5 SÍNTESE DO CAPÍTULO . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
3 SISTEMAS MULTIAGENTES . . . . . . . . . . . . . . . . . . . . . 29
3.1 CONSIDERAÇÕES INICIAIS . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
3.2 AGENTES . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
3.3 AGENTSPEAK . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
3.4 JASON . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 33
3.5 CARTAGO E ARTEFATOS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 34
3.6 SÍNTESE DO CAPÍTULO . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 35
4 MODELAGEM DE RELIGADOR COM COMUNI-
CAÇÃO VIA WEB . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 37
4.1 MODELAGEM DO RELIGADOR . . . . . . . . . . . . . . . . . . . . . . . 37
4.1.1 Modelo Orientado a Objetos . . . . . . . . . . . . . . . . . . . . . . . 38
4.1.2 Artefato . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
4.2 COMUNICAÇÃO VIA WEB . . . . . . . . . . . . . . . . . . . . . . . . . . . . 43
4.2.1 Simulação do sistema . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 44
4.2.2 Servidor Web . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 46
4.3 SINCRONIZAÇÃO DOS AGENTES . . . . . . . . . . . . . . . . . . . . . 48
4.3.1 Comunicação HTTP . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 48
4.3.2 Agente sincronizador . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 52
4.4 CASO DE TESTE . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 53
5 CONSIDERAÇÕES FINAIS. . . . . . . . . . . . . . . . . . . . . . . . 57
5.1 CONCLUSÕES . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
5.2 TRABALHOS FUTUROS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 57
REFERÊNCIAS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 59

17
1 INTRODUÇÃO
Os primeiros sistemas elétricos de potência surgiram em meados
do final do século XIX como demonstrações das tecnologias que estavam
por vir, atendendo principalmente aos nichos de iluminação pública
[1]. Apesar das limitações técnicas da época, o interesse comercial na
energia elétrica fez com que grandes avanços fossem obtidos nos anos
seguintes, culminando na adoção da corrente alternada para minimizar
perdas por transmissão, permitindo afastar a geração dos centros de
consumo [2].
Hoje, depende-se da energia elétrica tanto para atender nossas
necessidades básicas individuais aos interesses da sociedade, por exem-
plo: calefação, refrigeração de alimentos, procedimentos médicos, tele-
comunicação, transformação de matéria prima e exploração de combus-
tíveis fósseis. Por conta desta relação mutualística, os sistemas elétricos
de potência adotaram proporções colossais e de enorme complexidade.
Esses sistemas são comumente divididos em três grandes parce-
las: geração de energia, proveniente de centrais geradoras hidrelétricas
(CGHs), termelétricas, complexos eólicos, entre outras fontes; trans-
missão de energia, através de sistemas de alta tensão em corrente alter-
nada ou em corrente continua (HVDC); distribuição de energia, através
de sistemas de média e baixa tensão em corrente alternada, sendo esta
última a que possui a responsabilidade de atender diretamente aos con-
sumidores cativos e grande parte dos consumidores livres.
Como uma maneira de regulamentar as companhias de prestação
de serviços de distribuição de energia elétrica e proteger os consumi-
dores contra os riscos inerentes a um fornecimento instável, a Agência
Nacional de Energia Elétrica (ANEEL) criou procedimentos que estabe-
lecem padrões e normas de fornecimento de energia ao sistema elétrico
nacional. Esses procedimentos, chamados de Procedimentos de Distri-
buição de Energia Elétrica no Sistema Elétrico Nacional (PRODIST),
contêm no módulo 8 uma série de indicadores de qualidade de produto
como: desvio dos níveis de tensão, desvio da frequência, desequilíbrio
de tensão entre fases e distorção por harmônicos [3].
Atrelados aos indicadores de qualidade de produto, estão os indi-
cadores de qualidade de serviço, os quais estão relacionados a problemas
de continuidade causadores de interrupções consumidoras. Dentre es-
ses indicadores, destacam-se o tempo médio de atendimento (TMAE)
e o percentual de ocorrências onde há interrupção do fornecimento de
energia (PNIE). Quanto às interrupções individuais, pode-se citar o in-
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dicador de duração equivalente de interrupção (DEC) e de frequência
equivalente de interrupção (FEC), ambos por unidade consumidora.
Esses indicadores têm impacto direto nas distribuidoras uma vez
que violações nos limites dos indicadores de qualidade de serviço podem
implicar em medidas punitivas por parte da ANEEL. Além das pena-
lizações aplicáveis por violação de indicadores, as concessionárias são
responsáveis por danos materiais causados aos consumidores em decor-
rência de desvios na frequência, subtensões e sobretensões que violem
os limiares estabelecidos no PRODIST.
Em adição aos possíveis prejuízos causados pelas eventuais pe-
nalizações impostas pelo agente regulador desta área e gastos com com-
pensação de consumidores por avarias ocorridas em seus bens, desvios
expressivos na tensão e na frequência, assim como sobrecorrentes, po-
dem causar danos materiais aos ativos das empresas de distribuição,
como rompimento de dielétricos e corrosão de óleo isolante, derreti-
mento de enrolamentos de transformadores e diminuição da integridade
física de condutores [4]. Esses ativos devem passar por reparos emer-
genciais e manutenção preventiva constante, encarecendo os custos de
operação dos sistemas de distribuição.
Figura 1 – Camadas da arquitetura de uma smart grid
Fonte: (Adaptado de Andrén, F, 2017)
Motivadas por esses dois fatores de impacto econômico, as dis-
tribuidoras de energia elétrica estão cada vez mais preocupadas com
a qualidade do serviço fornecido aos consumidores. Investimentos em
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dispositivos de proteção inteligentes tem como principais objetivos pre-
venir interrupções no fornecimento de energia elétrica, melhorando indi-
cadores de operação, proteger os ativos contra falhas de origem elétrica
e prover uma melhor visualização do sistema como um todo.
Recentemente, pesquisadores tem avaliado a utilização de técni-
cas de inteligência artificial para executar funções frente ao novo para-
digma dos sistemas elétricos de potência [5]. A figura layers ilustra as
camadas de uma arquitetura de smart grid, onde a camada física repre-
senta toda a rede física de distribuição, as camadas de comunicação e
informação representam o aparato colocado em campo para comunicar
os componentes e as camadas de função e negócio são responsáveis por
operarem o sistema. Este trabalho propõe uma solução para a camada
de função que busca simular interação com a camada de comunicação
para atuar na camada física.
1.1 OBJETIVOS
Este trabalho tem como objetivo a modelagem de um religador
de sistema de potência com o fim de permitir a interface entre um
serviço online que obtém informações de hardware embarcado e um
sistema multiagente responsável por ações de recomposição de serviço
em redes de média tensão. Essa modelagem, através de orientação a
objetos, servirá de referência para a implementação de uma arquitetura
do sistema multiagente.
Os objetivos específicos deste trabalho são:
• Realização de um estudo e escrita de uma síntese sobre funda-
mentos de orientação a objetos;
• Realização de um estudo e escrita de uma síntese sobre sistemas
multiagentes, com foco na linguagem AgentSpeak, plataforma Ja-
son e ambiente CArtAgO.
• Modelagem de religador automático de potência através de ori-
entação a objetos para fins de aplicação em sistema multiagente
voltado à recomposição de sistemas de distribuição;
• Modelagem, no âmbito de sistema multiagentes, de artefatos para
CArtAgO que se comuniquem com o modelo do religador.
20
1.2 ESTRUTURA DO TEXTO
O trabalho está estruturado como segue:
• No capítulo 2, apresentam-se definições necessárias para à com-
preensão de conceitos da modelagem em orientação a objetos,
fundamentos da modelagem e estruturas que são utilizadas na
composição do modelo do religador. Além disto, faz-se uma breve
introdução à linguagem de representação de modelos orientados
a objetos.
• No capítulo 3, explora-se conceitos de sistema multiagentes e
expõe-se assuntos necessários a compreensão do trabalho desen-
volvido. Apresenta-se um breve levantamento das definições da
área de sistema multiagente, com foco na linguagem AgentSpeak,
plataforma Jason e ambiente CArtAgO.
• No capítulo 4, apresentam-se os desenvolvimentos realizados neste
trabalho para a obtenção de um modelo de religador utilizável
para as necessidades de estudos de recomposição do sistema. Em
adição, descreve-se a comunicação via web desenvolvida, a sincro-
nização dos agentes implementados, além de um caso de teste.
• Finalmente, no capítulo 5, conclusões e trabalhos futuros são
apresentados.
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2 MODELAGEM ORIENTADA A OBJETOS
Neste capítulo apresentam-se alguns conceitos e exemplos de uti-
lização de modelagem orientada a objetos, como a definição de classes,
objetos e noções da Unified Modeling Language (UML).
2.1 CONSIDERAÇÕES INICIAIS
Uma estratégia alternativa à modelagem algébrica de sistemas
de potência é a utilização de uma linguagem orientada a objetos para
modelagem dos componentes, de modo que o resultado final é a ob-
tenção de classes que descrevam os objetos físicos e que implementem
estratégias para a simulação de suas grandezas [6].
A orientação a objetos é um paradigma de programação base-
ada no conceito de objetos. Esses são entidades que possuem posições
na memória dedicadas para armazenamento de informações, conheci-
das como atributos; e declaração de funções que possuem referência ao
próprio escopo (atributos) da instância. Essas funções são tipicamente
chamadas de métodos. Linguagens que seguem este paradigma costu-
mam implementar o conceito de classes, ou seja, contratos que regem
a criação dos objetos, definindo seu tipo.
No caso da orientação a objetos baseada em classes, tendo de
exemplo a linguagem C++, diz-se que um objeto é uma instância de
uma classe. Tipicamente, classes permitem a noção de herança, onde
uma classe herda características de uma classe pai, sendo obrigada a
cumprir a própria especificação e a especificação da classe pai. Além
de C++, outras linguagens implementam a orientação a objetos e tem
sido aplicadas para a modelagem de sistemas de potência, como Java,
Python [7], [8] e Modelica [9].
Na área de distribuição de energia, a reconexão de elementos des-
conectados é fundamental para os estudos de planejamento e a operação
de sistemas de distribuição. Simulações da capacidade de reconfigura-
ção do sistema permitem que equipes da operação avaliem medidas
emergenciais para recomposição do sistema em casos críticos de falha,
enquanto que permitem também que equipes de planejamento analisem
cenários de mudanças na rede frente a possíveis crises [10]. O trabalho
desenvolvido utiliza de conceitos de orientação a objetos para segregar
as características de modelagem do sistema elétrico e da simulação dos
algoritmos de reconfiguração, possibilitando a reutilização dos modelos
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para simular outros algoritmos de reconfiguração.
Nesse contexto, em casos onde o foco do trabalho é o estudo
dos fenômenos físicos do problema e não o desenvolvimento de apli-
cações, uma linguagem de programação de mais alto nível pode ser
vantajosa para alavancar a construção de modelos e diminuir o tempo
de desenvolvimento. Pode-se notar um exemplo do paradigma de orien-
tação a objetos para o desenvolvimento de modelos de compensadores
série síncrono estáticos e de limitadores de corrente de curto-circuito
supercondutores e utilizando os componentes de sistemas de potência
padrões disponíveis na linguagem Modelica[9].
A modelagem orientada a objetos prevê a diminuição de gastos
com manutenção da base de código, uma vez que permite que o código
comum às varias entidades esteja centralizado em uma classe hierar-
quicamente superior a elas, fazendo com que maior tempo possa ser
investido com o desenvolvimento de aplicações mais ricas, que modelem
em maior profundidade os equipamentos, tenham maior performance
computacional ou abranjam mais aspectos dos sistemas. Um exemplo
disto é a utilização da modelagem orientada a objetos para a simulação
da operação com o fim de avaliação de confiabilidade de sistemas de
energia com fontes intermitentes[11]. Modelos mais ricos, que levem
em consideração a incerteza da disponibilidade de energia a ser con-
vertida, permitem que o impacto da utilização destas fontes de energia
seja melhor estudado.
Outros exemplos de aplicações envolvem ferramentas como DO-
ME [7] e Panda Power [8], que permitem a modelagem e simulação de
sistemas de potência na linguagem Python, uma linguagem de progra-
mação com paradigma de orientação a objetos, leve e simples de ser
utilizada, que vem crescendo no meio científico.
Apesar de não ser algo recente, a modelagem orientada a objetos
consolidou-se como o paradigma de fato para a codificação de aplicações
em engenharia elétrica, já que viabiliza uma adequada abstração de
implementações computacionais, podendo abranger diversas aplicações
dentro de um mesmo programa [12].
2.2 CLASSES E OBJETOS
Para entender a definição de classe e objeto, primeiro define-se
um conceito mais elementar à ciência da computação, o conceito de
tipo: tipos são definições que atribuem sentido à informação registrada
na memória, definindo possíveis operações a serem realizadas sobre seus
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valores e limitando o escopo representativo dessas variáveis. Em sua
forma mais elementar, um tipo representa de maneira objetiva um con-
ceito do mundo real. Por exemplo: o conjunto dos números inteiros é
representado de maneira aproximada pelo tipo primitivo Integer, onde
também são definidas suas operações elementares de adição, subtração,
multiplicação e divisão; e suas respectivas limitações de representação:
apenas números, sem parte fracionária e com máximo e mínimo limi-
tado pelo número de bits alocados.
Apesar de classes serem comumente definidas como tipos cria-
dos pelos programadores, efetivamente existe uma separação da defi-
nição do tipo e da implementação da classe: enquanto que os tipos
(primitivos ou construídos pelo programador) definem contratos a se-
rem obedecidos, as classes são estruturas concretas que obedecem tais
contratos, implementando código executável (métodos) e contendo da-
dos (atributos). Neste sentido, classes podem implementar contratos
(tipos abstratos) já existentes ou podem definir e implementar seu pró-
prio contrato. Você pode ter um tipo definido pelo usuário, de Animal,
que define em seu contrato informação de peso e altura e uma classe,
Cachorro, que obedece o contrato de Animal e implementa um método
de latido. Ao mesmo tempo, é possível possuir uma classe Console, que
define o próprio contrato e o implementa, possuindo métodos de escrita
e atributos quanto ao tamanho da janela.
Finalmente, pode-se então definir objetos como sendo variáveis
de um determinado tipo, que são realizações de uma classe. Ou seja,
uma determinada classe cria objetos (de seu próprio tipo ou de um tipo
cujo contrato ela segue) e define seus aspectos concretos. Em termos de
implementação, as linguagens de programação tipicamente trabalham
de maneira que as variáveis de objetos são referências que apontam para
onde na memória estão alocados os atributos do objeto e endereços da
implementação dos métodos. Esta unificação de informação e execução
em uma única entidade faz da orientação a objetos uma ferramenta
excelente para a modelagem de fenômenos e coisas do mundo físico.
Uma residência pode servir como exemplo da utilização de obje-
tos: toda casa possui um endereço. É esta informação que permite que
cartas e encomendas sejam direcionadas corretamente a seus morado-
res, atribuindo uma característica que é única por residência. Outro
fator que se tem interesse é a quantidade de habitantes da casa e se
eles possuem ou não um cachorro de estimação. Sabe-se também que
caso eles não possuam um animal de estimação, podem vir a adotar
um no canil da cidade. No caso do animal de estimação, há interesse
em saber o nome dado ao animal, sua idade, peso e raça. Finalmente,
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sabe-se que os cachorros latem e gostam de correr.
Com base no exemplo anterior, pode-se definir duas classes mos-
tradas na figura 2: a classe Cachorro, em que existem atributos do tipo
Texto (nome e raça), atributo do tipo Inteiro (idade) e atributo do tipo
Numero Real (peso) e tem-se, também, dois métodos, um para simular
o cachorro correndo e outro para o latido. Temos também a classe Re-
sidência, onde temos um atributo do tipo Texto (endereço), um do tipo
Inteiro (quantidade de pessoas), um do tipo Cachorro, que representa
o animal de estimação da família, e temos também um método para
adoção do animal.
Figura 2 – Classes de Residência e Cachorro em Java
Fonte: (Autor, 2019)
2.3 ENCAPSULAMENTO E HERANÇA
Dois conceitos fundamentais da orientação a objetos que devem
ser utilizados caso se deseje obter uma boa modelagem são os concei-
tos de encapsulamento e de herança. Eles permitem que se obtenham
modelos que necessitem de menos manutenção e ajudam a prevenir er-
ros gerados por descuidos no momento da implementação dos modelos,
além de serem essenciais para a definição de ideias mais complexas, tais
como polimorfismo, abstração e desacoplamento,
Encapsulamento é a noção de limitar a capacidade de interferên-
cia nos atributos ou métodos de uma classe por influência externa. Isto
é, definem-se os atributos ou métodos que se deseja como algo privado
à classe, podendo ter estes valores alterados ou métodos executados
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apenas através de outros métodos disponíveis publicamente. Tipica-
mente, isto é utilizado quando se quer realizar alguma verificação do
novo valor a ser armazenado, quando não há interesse em expôr méto-
dos de auxílio (por exemplo, parsing de informação) ou quando não há
necessidade de expôr atributos que contenham objetos, evitando assim
vazamentos de memória ou referência.
Herança é o conceito de que uma classe pode herdar definições
de atributos e implementações de métodos de uma outra classe, de
maneira que os objetos da classe herdeira possuam atributos e método
de ambas as classes. Isto possibilita o reaproveitamento de código, uma
vez que os métodos da classe base são definidos apenas em um lugar e
as mudanças na implementação são propagadas automaticamente para
as outras classes herdeiras.
É possível exemplificar o conceito de herança através da seguinte
modelagem: define-se a classe e tipo Máquina Elétrica, que possui os
atributos de corrente e tensão elétrica e implementa o cálculo da potên-
cia. Define-se então uma outra classe e tipo Transformador, que herda
da classe Máquina Elétrica os seus atributos e métodos, enquanto adici-
ona um atributo de relação de transformação e implementa os métodos
de conversão de tensão e corrente para o nível de secundário. É pos-
sível ter uma terceira classe e tipo Transformador de Instrumentação,
que herda da classe Transformador os seus atributos e métodos, adi-
cionando atributos de classe de precisão e implementando um método
de realizar medição. Esta classe de Transformador de Instrumentação
exemplifica o conceito mais avançado de herança multinível, já que ela
herda tanto de Máquina Elétrica quanto de Transformador.
2.4 UNIFIED MODELING LANGUAGE
A Unified Modeling Language, ou UML, é uma linguagem de
modelagem de uso geral comumente utilizada nos diversos ramos da
ciência da computação e com o objetivo de estabelecer um padrão para
a descrição de soluções de software. Esta ferramenta permite trabalhar
em um maior nível de abstração, ajudando a perceber pontos fracos de
uma determinada modelagem antes mesmo de ser investido tempo no
desenvolvimento de software. Além da possibilidade de modelar classes
e outras estruturas da orientação a objetos, a UML também define
diagramas para modelagem de atividades, casos de uso, entre outros.
Apesar da sintaxe da classe estar atrelada às características da
linguagem sendo utilizada, sua estrutura semântica é agnóstica à imple-
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mentação em código, de maneira que a UML permite descrever, especifi-
car e documentar modelos complexos que mesclem diversas tecnologias
e ferramentas, de maneira conceitual. Um outro forte aspecto da UML
é a possibilidade de sua utilização para modelagem de processos, fluxos
de trabalho e sistemas do mundo real. Isto se dá principalmente porque
a UML foi desenvolvida focada em modelagem orientada a objetos e,
portanto, permite uma representação de entidades e fenômenos físicos.
Hoje existem diversas ferramentas para trabalhar com a lingua-
gem. Algumas são ferramentas livres de criação de esquemas e diagra-
mas que permitem você trabalhar de maneira agnóstica de uma lingua-
gem de programação, ideal para o desenvolvimento inicial dos projetos.
Outras ferramentas, comumente plug-ins de IDEs, permitem a conver-
são direta de código fonte para diagramas de classe UML, permitindo
gerar, com relativa facilidade esquemas de código já existente.
Com o intuito de exemplificar a notação da UML e como ela
é aplicada na modelagem orientada a objetos, foi utilizado o software
Astah UML® para representar, em UML, os exemplos da residência e
do transformador de instrumentação. Apesar de ter sido empregada
a linguagem Java para descrever as classes do primeiro exemplo, a
descrição UML aqui apresentada é genérica e poderia ser implementada
em qualquer linguagem de programação orientada a objetos como C++,
C# e Python.
Figura 3 – Exemplo da Residência em UML
Fonte: (Autor, 2019)
A figura 3 refere-se ao exemplo apresentado na seção 2.2. Na
figura, cada classe é representada por um retângulo onde são definidos
os atributos e métodos de uma classe. No diagrama, estão disponíveis
além dos nomes dos atributos e métodos, os tipos das variáveis e do
retorno dos métodos, como string, int e Dog e também estão disponíveis
os níveis de acesso. No caso, o símbolo + significa que os atributos e
métodos são públicos, isto é, podem ser acessados externamente ao
objeto. Além disto, pode-se ver que existe uma ligação entre a classe
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Dog e a classe Household. O losango transparente indica que há uma
ligação do tipo agregação entre as duas classes. A agregação significa
que apesar de um objeto do tipo Household possuir um objeto do tipo
Dog, este objeto Dog continuará existindo caso o objeto Household
deixe de existir.
O diagrama de classes da figura 4 ilustra o exemplo da seção
2.3, que descreve o conceito de herança entre classes. Nota-se que as
três classes anteriormente definidas estão descritas aqui na mesma no-
tação que na figura 3, com a exceção de que agora não há uma relação
de agregação entre as classes, mas sim de herança. As setas transpa-
rentes indicam que uma classe é herdeira direta da outra, ou seja, a
classe Transformador é herdeira direta da classe Máquina Elétrica e,
por conta disto, herda os atributos de corrente e tensão, assim como o
método de cálculo de potência. O mesmo se aplica para a classe Trans-
formador de Instrumentação, que é herdeira direta da classe Transfor-
mador e herda a relação de transformação e os métodos de conversão
das grandezas de nível de tensão primário para secundário.
Figura 4 – Exemplo do Transformador de Instrumentação em UML
Fonte: (Autor, 2019)
2.5 SÍNTESE DO CAPÍTULO
Neste capítulo foram apresentados conceitos fundamentais e de-
finições formais de algumas entidades da programação orientada a ob-
jetos. Além disto, foi introduzida a UML, uma linguagem utilizada
na indústria para escrever diagramas de classes e formalizar modelos e
casos de uso dos projetos.
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3 SISTEMAS MULTIAGENTES
Este capítulo apresenta uma descrição de sistemas multiagentes,
como segue. Define-se o que é um agente e a linguagem de progra-
mação tipicamente utilizada para a sua codificação. Além dos agentes
e da linguagem AgentSpeak, é apresentada também a plataforma Ja-
son de sistemas multiagentes, que interpreta uma linguagem orientada
a agentes bastante similar ao AgentSpeak, sendo destacadas as mu-
danças principais. Também é apresentado o ambiente CArtAgO e a
definição de artefato.
3.1 CONSIDERAÇÕES INICIAIS
Dentre as especificações de inteligência artificial distribuída, tem-
se os chamados sistemas multiagentes. São compostos por entidades
inteligentes denominadas agentes, que tipicamente trabalham em co-
operação para a solução de problemas variados. Esses sistemas são
fortemente baseados em suas contrapartidas do mundo real, refletindo
conceitos inerentes aos seres vivos [13].
Por causa de sua elevada autonomia na solução de problemas,
os sistemas multiagentes são utilizados em situações onde há a des-
centralização da arquitetura do sistema físico [14], como quando há
espalhamento espacial das entidades ou diversificação de suas atribui-
ções. Por conta destas peculiaridades, eles têm se mostrado uma efetiva
ferramenta para a solução de problemas na engenharia elétrica.
Uma aplicação onde os sistemas multiagentes se sobressaem é
na simulação e modelagem dos sistemas de distribuição de energia elé-
trica. Esses sistemas notoriamente se estendem por grandes extensões
territoriais, atendendo desde consumidores residenciais e comerciais nos
centros urbanos até grandes indústrias e consumidores mais afastados
nas regiões rurais dos municípios. As redes de distribuição contam com
complexos esquemas de proteção, envolvendo diversos equipamentos
como relés, chaves fusíveis, religadores e transformadores de regulação,
cada um com a sua função de manter a maior confiabilidade possível
dos sistemas.
A auto-adaptação dos dispositivos de proteção nos sistemas de
distribuição é um bom exemplo de uma aplicação de sistemas multi-
agentes [15]. Tipicamente, os relés de proteção são configurados de
acordo com heurísticas obtidas por observação de faltas nos sistemas,
30
não sendo incomum que estes valores de ajuste tenham que ser revi-
sitados, uma vez que há mudança na configuração ou expectativa de
condições adversas à operação. Uma possibilidade para a realização
automática de ajustes é a utilização de agentes descentralizados que
procuram, através de métodos matemáticos de otimização, a obtenção
de melhores parâmetros para proteção, adaptando-se em tempo real às
constantes mudanças, poupando gastos e melhorando a confiabilidade.
As smart-grids apresentam-se como solução para a introdução
da geração distribuída no sistema elétrico. Esta geração, tipicamente
composta de fontes intermitentes, traz consigo a implantação de polí-
ticas de remuneração aos consumidores que possuírem geração, além
de criar novos desafios por parte da proteção do sistema e da aná-
lise de falhas [16]. Uma possibilidade é a distribuição da inteligência
computacional necessária nos diversos equipamentos das smart-grids
de forma que estes equipamentos tornem-se agentes cooperando em um
sistema inteligente, trocando informações que permitam a implantação
de mercados locais de energia, maior transparência para os operadores
descentralizados e correção e aprimoramento da proteção do sistema,
tanto por conta dos próprios agentes dos relés de proteção quanto por
conta de agentes supervisores da proteção.
3.2 AGENTES
Os agentes, para a ciência da computação, são entidades que pos-
suem capacidade de sensoriamento e de agir de maneira predeterminada
sobre o ambiente onde estão instalados. Esses agentes podem ser tanto
entidades físicas quanto virtuais (implementadas em software). Exem-
plos de agentes físicos são relés de proteção, que através de sensores
que medem grandezas elétricas, atuam sobre disjuntores caso alguma
condição preestabelecida seja verificada. Exemplos de agentes virtuais
são programas que organizam a caixa de entrada, marcando mensagens
como spam ou assinalando sua importância.
Entretanto, não há concordância em uma definição precisa de
agente inteligente dada a subjetividade do conceito de racionalidade
e de inteligência. Alguns pesquisadores [17] se baseiam na teoria da
escolha racional, desenvolvida no ramo da economia, para estabelecer
que um dos critérios de inteligência é a capacidade de deliberação, ou
seja, de tomar decisões com base na reflexão do impacto das ações. Os
autores também colocam os agentes inteligentes em quatro diferentes
categorias de agentes: Agentes reativos, Agentes com memória, Agentes
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baseados em objetivos e Agentes baseados na utilidade.
Outros autores [18] sumarizam vários conceitos e definem agen-
tes inteligentes (aqui chamados de agentes autônomos) da seguinte ma-
neira: agente inteligente é aquele agente dotado de sensores que, situado
em um ambiente no qual faz parte, é capaz de tomar ações que venham
ao encontro com seus objetivos e que possam vir a alterar as percep-
ções obtidas através do sensoriamento. De acordo com esta definição, o
ambiente em que o agente está inserido define também a capacidade de
agência, uma vez que caso o ambiente mude de forma que os sensores
sejam anulados, o programa deixa de ser um agente.
3.3 AGENTSPEAK
Apesar da dificuldade em definir precisamente os conceitos de
agente inteligente e de racionalidade, foram desenvolvidos modelos que
buscam diminuir a lacuna entre a abstração dos agentes e de sua im-
plementação computacional. Um modelo tipicamente utilizado é o cha-
mado Belief Desire Intention ou BDI. Esse modelo, desenvolvido com
base numa exploração da teoria da razão prática para agentes [19],
coloca que a racionalidade do agente advém de três conceitos funda-
mentais:
• Crenças: são a visão de mundo do agente, obtidas através de
sensores, comunicação com outros agentes ou de introspecção.
• Desejos: são objetivos, contraditórios ou não, que o agente almeja
mas que não necessariamente está ativamente perseguindo.
• Intenções: são as deliberações tomadas pelo agente, de modo que
ele cumpra ou termine num estado intermediário de alcançar um
objetivo.
Com base na arquitetura BDI e em suas aproximações práticas,
como o Procedural Reasoning System [20], uma linguagem de progra-
mação orientada a agentes denominada AgentSpeak [21] foi criada com
o objetivo de alinhar desenvolvimentos teóricos e pragmáticos no ramo,
simplificando o processo de descrição de agentes e a codificação de seus
programas, através de uma sintaxe similar à programação lógica, uma
vez que a linguagem é puramente abstrata.
Em AgentSpeak, toda crença é composta por um nome e um
termo, sendo que as crenças onde o termo é uma variável são chamadas
de crenças literais e as demais, onde termo possuí um valor concreto,
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são chamadas de crenças básicas. Os objetivos em AgentSpeak são
estados que o agente possui interesse e se dividem em objetivos de
concretização e objetivos de teste:
• O objetivo de concretização pode ser interpretado como uma
crença básica que o agente tem interesse de que se torne pre-
sente em sua base e é indicado por um sinal de exclamação antes
da crença, da seguinte maneira: !crença(azul)
• O objetivo de teste (no sentido de questionar) pode ser interpre-
tado como uma crença básica de que o agente gostaria de questio-
nar, sendo indicada por um sinal de interrogação antes da crença,
da seguinte maneira: ?crença(verde)
A adição de crenças básicas e objetivos ao contexto de um agente
dá origem aos chamados eventos de gatilho. Esses eventos tem o propó-
sito de alterar a motivação do agente para que ele reaja às suas percep-
ções e possa atuar em seus objetivos. Complementando estes eventos,
a remoção de crenças e objetivos do contexto do agente também cons-
titui eventos de gatilho. Eventos de gatilho causados por adição são
indicados pelo sinal "+"(adição) antes da crença ou evento, enquanto
que eventos de gatilho causados por remoção são indicados pelo sinal
"-"(subtração).
Apesar de abstrata, AgentSpeak apresenta uma maneira de re-
presentar ações que o agente pode vir a executar com base nos seus
objetivos e nas crenças que o agente possui. As ações costumam ter
por objetivo atuar sobre o ambiente de maneira que as futuras per-
cepções do agente sejam diferentes. A sintaxe para a definição de exe-
cução de ações em AgentSpeak é igual à da descrição de uma crença:
ação(termo).
Finalmente, a linguagem também define uma estrutura chamada
Plano, que descreve, através das construções anteriormente listadas, a
maneira que o agente deve reagir e concretizar algo. Todo plano é
dividido em um gatilho, um contexto e um corpo. A sintaxe para a
descrição do plano é a seguinte: {evento} : {contexto} <- {corpo}.
• O gatilho é o evento que ocasionará a execução do plano. Pode-se
aqui utilizar qualquer tipo de evento, seja de adição ou remoção
de crenças ou objetivos.
• O contexto é uma condição expressa através de uma equação ló-
gica com base nas crenças que deverá ser atendida para execução
do plano.
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• O corpo descreve uma sequência composta de ações que o agente
irá realizar e de objetivos que o agente irá tentar concretizar ou
testar.
3.4 JASON
Para o desenvolvimento de sistemas multiagentes, faz-se interes-
sante a utilização de uma plataforma apropriada, sendo ela responsável
não só por interpretar as descrições e os programas de agentes, mas tam-
bém por manter e atualizar as bases de crenças e disponibilizar uma
infraestrutura de execução de planos. Para este trabalho, foi estudada
a plataforma open-source Jason [22] de desenvolvimento de sistemas
multiagentes.
Jason interpreta uma linguagem de programação de agentes ba-
seada em AgentSpeak, introduzindo novas construções com o principal
objetivo de tornar a linguagem mais prática e o desenvolvimento de
agentes uma tarefa mais simples. Dentre as principais mudanças intro-
duzidas estão as noções de negações absolutas, tratamento de falhas de
execução de planos, comunicação baseada em Speech-Act e anotações.
A negação absoluta foi introduzida como uma forma de unificar
as conclusões tomadas pelos agentes no que diz respeito às suas cren-
ças. Sob a hipótese de mundo fechado, tudo que não for derivado dire-
tamente ou indiretamente das crenças de um agente é necessariamente
falso, não havendo a noção de que algo pode vir a ser desconhecido. A
negação absoluta garante uma maneira de programar os agentes possi-
bilitando a verificação de desconhecimento de alguma crença (negação
trivial) ou da garantia da falsidade de alguma crença (negação abso-
luta).
Através do tratamento de execução de planos, o desenvolvedor
pode definir planos de ações de segurança para o caso de um plano fa-
lhar em atingir os objetivos propostos. Isto é essencial em uma situação
onde a interrupção de um plano pode criar instabilidade, caso medidas
corretivas não sejam tomadas. Um exemplo seria a hipótese onde um
disjuntor deixa de abrir por falha mecânica e o agente envia comandos
para disjuntores auxiliares abrirem, mitigando a falha.
Speech-Act é a teoria que fundamenta a comunicação entre agen-
tes na plataforma. Para esta teoria, a diferença entre ações concretas e
a linguagem é que ações concretas têm a capacidade de impactar direta-
mente o meio onde o agente se encontra, enquanto que a linguagem tem
a capacidade de impactar apenas o estado mental dos agentes, estado
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este definido por suas crenças, desejos e intenções.
Além de ser possível desenvolver programas que regem os agen-
tes, Jason também permite que o programador interfira em seu ciclo
de raciocínio, definindo novas estratégias para a escolha de quais ob-
jetivos o agente começará a seguir. Uma das principais maneiras do
desenvolvedor interferir no ciclo é através das anotações. Anotações
são metadados que podem ser colocados em um plano ou crença para
adicionar contexto. Um exemplo de anotação seria a introdução de
um grau de probabilidade de uma crença ser verdadeira, de forma que
crenças pouco prováveis seriam levadas menos em consideração do que
crenças mais prováveis. É importante ressaltar que apenas algumas
anotações possuem implementação padrão no Jason, sendo necessário
introduzir a influência de novas anotações manualmente.
3.5 CARTAGO E ARTEFATOS
Os ambientes onde se inserem os agentes norteiam suas caracte-
rísticas e alteram as decisões de projeto. Os sensores empregados num
agente devem ser compatíveis com o lugar onde ele se encontra. Por
exemplo, uma câmera tem pouca utilidade caso o agente opere den-
tro de uma caverna sem iluminação. Os atuadores do agente também
devem ser compatíveis, de maneira que um agente que opere no mar
necessita de propulsão, enquanto que um agente terrestre pode utilizar
de rodas para a locomoção.
Apesar do ambiente estar relacionado à existência física do agente,
faz-se necessário estender esta noção para uma abstração computacio-
nal que, de certa forma, mapeia as noções do mundo real para o sistema
multiagente. Os ambientes computacionais servem então como uma
maneira de traduzir da sintaxe de alto nível da programação de agente
para uma sintaxe de baixo nível que opere mais próxima do hardware,
permitindo o agente se expressar no ambiente físico.
CArtAgO é um framework que possibilita a distribuição do am-
biente computacional de um sistema multiagente em unidades chama-
das de workspaces, permitindo que haja uma separação dos ambientes
de acordo com as necessidades dos agentes e das capacidades físicas
das interfaces empregadas. Atrelados a um workspace estão os artefa-
tos, uma analogia às ferramentas que os seres humanos utilizam para
interagir com o meio. Essas entidades são elementos reativos de um
sistema multiagente, estando presentes no ambiente computacional e
disponíveis para os agentes que ingressarem no workspace em que elas
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se encontram.
Nesse contexto, artefatos são classes Java que estendem através
de herança da classe Artifact do CArtAgO. Cada artefato é composto,
como toda a classe, de atributos e métodos próprios e herdados, e é
através destes que ele pode se comunicar com a Java Machine e hard-
ware, executando código de baixo nível ou com o software atualizando
a base de crenças e interagindo com outros artefatos para propagar o
impacto sobre o ambiente.
A utilização de workspaces e artefatos num sistema multiagente
em Jason é simples: na programação do agente são feitas chamadas aos
métodos que o artefato disponibiliza na classe, indicando qual artefato
se deseja utilizar por meio de uma identificação. Isto é necessário já
que podem existir diversos artefatos da mesma classe em um workspace.
Após a criação do código do artefato e do agente, basta, na descrição do
sistema multiagente, exemplificado na figura 5, declarar os workspaces
, com seus artefatos e indicar aos agentes quais artefatos eles devem
focar.
Figura 5 – Declaração de artefatos e Workspaces
Fonte: (Autor, 2019)
3.6 SÍNTESE DO CAPÍTULO
Este capítulo introduz os conceitos necessários para a compreen-
são do que é um agente inteligente e o que o difere de um simples agente
computacional. Além disto, são apresentadas as tecnologias emprega-
das em sistemas multiagente: AgentSpeak é uma linguagem orientada a
agentes, desenvolvida com o objetivo de unificar os desenvolvimentos na
área. Jason é um interpretador de uma linguagem baseada em AgentS-
peak, que permite a criação de sistemas multiagentes. Finalmente,
é apresentado o framework CArtAgO, que permite a distribuição de
workspaces e a implementação de artefatos para interação dos agentes
com o meio.
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4 MODELAGEM DE RELIGADOR COM
COMUNICAÇÃO VIA WEB
Este capítulo está dividido em três seções: a primeira seção des-
creve a modelagem de um religador automático em orientação a objetos
na linguagem de programação Java, assim como de um agente Jason e
de um artefato CArtAgO. A segunda seção descreve um servidor Web
implementado em Javascript que executa uma simulação externa de
um sistema teste e disponibiliza os resultados da simulação online. A
terceira seção trata da implementação de um agente sincronizador que
através de um artefato, sincroniza os artefatos dos agentes religadores
com as informações da simulação vindas do servidor Web.
4.1 MODELAGEM DO RELIGADOR
Religadores são componentes fundamentais nos sistemas de dis-
tribuição. Tendo em vista que cerca de 80% das falhas em sistemas
de distribuição são faltas transitórias[23], é essencial a utilização de
equipamentos que realizem a tentativa de reconexão da parte afetada
ao resto do sistema, evitando a necessidade de deslocamento de técni-
cos e diminuindo os índices de duração e frequência de interrupção de
fornecimento de energia.
Além da utilidade de atuarem na proteção do sistema, religado-
res possuem também a funcionalidade de operarem como chaves tele-
comandadas, permitindo que um operador experiente realize manobras
de abertura ou fechamento (salvo casos onde há bloqueio através de
configuração) com o intuito de realizar a recomposição do sistema ma-
nualmente após falhas ou para desativar parte da linha em caso de
manutenção.
Em casos onde existem alimentadores auxiliares ou geração dis-
tribuída que possam suprir a carga desconectada, esses religadores, caso
posicionados estrategicamente para tal operação, podem atuar como
chaves de reconfiguração do sistema [24], conectando a carga neste ali-
mentador alternativo, diminuindo os impactos nos clientes e os custos
em multas para a distribuidora.
Entretanto, é importante mencionar que a inserção de religa-
dores no sistema tem o mesmo efeito da inserção de novos elementos
de proteção, sendo necessária a coordenação da proteção de modo que
apenas os elementos necessários atuem sobre a falta evitando corte des-
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necessário de carga. Essa coordenação tem se tornado um desafio [25]
com a inserção de geração distribuída já que sua utilização faz com que
os sistemas deixam de possuir fluxo de potência unidirecional.
4.1.1 Modelo Orientado a Objetos
A motivação para o desenvolvimento de um modelo de religador
surgiu após a análise das propostas de recomposição do sistema elétrico
frente a uma falta com interrupção de energia. Este modelo tem a pro-
posta de ser simples mas cobrindo as necessidades do ponto de vista
de um sistema multiagente que será desenvolvido na plataforma Jason.
Após uma análise de modelos comerciais de religadores, foram consi-
deradas as seguintes características e possibilidade de sensorização dos
equipamentos como de interesse para a implementação de algoritmos
de recomposição:
• Presença de tensão: A presença de tensão a jusante e a mon-
tante do religador é necessária para diagnosticar regiões do sis-
tema que estão desconectadas ou em curto-circuito.
• Valor RMS da corrente e tensão: Os valores RMS de corrente
e tensão são importantes para o cálculo da potência requerida pela
carga naquele ponto do sistema de distribuição. Com esta infor-
mação, permite-se analisar mais precisamente se alimentadores
secundários ou uma geração distribuída são capazes de suprir a
região desconectada.
• Estado do bloqueio do religador: Os religadores possuem
configurações de bloqueio de fechamento seja por excesso de ten-
tativas de religamento, seja por trava mecânica no equipamento.
A informação de bloqueio é então necessária para indicar religa-
dores que não estão disponíveis para manobra de recuperação do
sistema.
• Condição de Linha Viva: Linha viva é o nome dado à con-
dição de trabalho de intervenção e manutenção numa linha que
está ligada, transferindo energia. Caso o religador venha a abrir
a condição de linha viva impede a tentativa de reconexão do reli-
gador, impedindo eventual dano aos técnicos de campo caso um
acidente tenha causado a atuação da proteção.
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Esta lista de forma alguma busca ser uma lista completa de ca-
racterísticas de um religador [26], sendo estes equipamentos complexos
com diversas funções de proteção como sobretensão e subtensão, so-
brecorrente temporizada e instantânea para fase e neutro, podem ope-
rar em modo chave, implementam protocolos robustos de comunicação
além de possuírem proteção contra atuação devido ao fenômeno de Cold
Load Pick-up, ou seja, sobrecorrentes na reenergização da linha.
Contudo, estas funcionalidades não foram levadas em considera-
ção na modelagem do religador já que o foco do trabalho é a reposição
de serviço. O pequeno conjunto de características que foram escolhidas
já é suficiente para o estudo da implementação de sistemas multiagentes
que operem sobre os religadores, localmente ou telecomandados, para
efetuar a recomposição do sistema.
O modelo do religador de potência depende da definição de ou-
tras duas classes para simplificar a sua utilização, diminuindo o trabalho
necessário para acessar às variáveis de tensão e de corrente. Um Enum
(classe especial do tipo Enum) chamado Phase é responsável por indi-
car a qual fase o método ou atributo refere-se, enquanto que a classe
Measurement é responsável por guardar as grandezas por fase do reli-
gador, utilizando instâncias da classe Phase para fazer a indexação das
medições.
O Enum Phase é declarado de maneira diferente de uma classe
tradicional do Java. A declaração de um Enum na verdade é a sim-
plificação da definição de uma classe que estende java.lang.Enum onde
todos os atributos são estáticos (pertencem a classe e não às instâncias
da classe) e constantes. Aqui, o Enum é empregado com sua finali-
dade mais tradicional na programação orientada a objetos: declaração
de valores constantes, e nele são definidas constantes para representar
cada fase de um sistema trifásico e o neutro. A figura 6 demonstra
a simplicidade de se definir um Enum para conter as constantes da
aplicação.
Figura 6 – Declaração do Enum Phase
Fonte: (Autor, 2019)
A classe Measurement é uma classe que encapsula um atributo
do tipo Float e um do tipo LocalDateTime para unificação das infor-
mações do valor e do horário da medição. Como medições individuais
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podem falhar, manter um único valor centralizado do horário das me-
dições poderia ocasionar situações onde não se sabe que uma medida
está atualizada e a outra não, levando a tomada de decisão equivocada
e potencialmente catastrófica. Um exemplo de possível ponto de falha
da centralização do horário é o cálculo da carga conectada ao sistema
pelo religador, caso o sensor de corrente parasse de enviar dados ha-
veria uma informação errada da potência sendo calculada com tensão
atualizada e corrente desatualizada; na hipótese de haver um religador
conectando uma certa carga de valor que um alimentador auxiliar nas
proximidades ainda consiga suprir com mínima margem para erro, a
informação desatualizada devido à conexão de novas cargas ao religa-
dor faria com que, na eventual conexão deste religador ao alimentador
auxiliar devido a queda de energia, o sistema pudesse ficar sobrecarre-
gado.
Figura 7 – Diagramas de Classe de Phase e Measurement
Fonte: (Autor, 2019)
Com a definição destas duas estruturas, pode-se dar continui-
dade então à descrição do religador. O modelo apresenta 8 atributos
que podem ser divididos em 3 grupos contextuais: Atributos de con-
figuração representam configurações do religador, atributos de estado
refletem a condição do religador e atributos de medição armazenam
medidas dos sensores do religador. Além deles, existe um atributo que
não entra em nenhuma das categorias que é o atributo do tipo String
id que é um identificador único para diferenciar cada objeto religador.
Os atributos de configuração representam como o religador está
configurado na vida real para operação. O primeiro atributo de confi-
guração se chama liveLine e é um boolean que indica se o religador
está configurado em modo de Linha Viva. Caso ocorra alguma falha no
sistema e o religador venha a abrir, ele não pode ser fechado automati-
camente. Outro atributo de configuração é o atributo blocked também
do tipo boolean que indica se o religador está bloqueado para religa-
ção. Esse bloqueio pode ser um bloqueio no software de telecomando
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do religador ou então um bloqueio mecânico.
Os três atributos de estado, também do tipo boolean, refletem
as condições sob o qual o religador está operando. O primeiro atri-
buto open indica se o religador está aberto ou fechado. O atributo
downstreamVoltage indica se o religador possui tensão elétrica nos
terminais a jusante do religador. O atributo upstreamVoltage é si-
milar ao anterior e indica se o religador possui tensão nos terminais a
montante do religador.
Finalmente, o modelo possuí três atributos que refletem as me-
dições dos sensores de corrente e tensão do religador. Os atributos
rmsCurrent e rmsVoltage do tipo Map<Phase, Measurement>, utili-
zam uma estrutura de dados simples chamada HashMap que permite
armazenar e recuperar dados indexados por chaves. Esses atributos
guardam respectivamente os valores da medição de corrente e tensão
indexados pelas fases disponíveis no Enum Phase do religador. Por
fim, o atributo activePower do tipo Measure armazena o cálculo da
potência ativa com base nos valores dos atributos de tensão e corrente.
Quanto aos métodos, a classe possuí os métodos de acesso aos
atributos, denominados Gets e Sets, que garantem o encapsulamento
dos valores e expondo eles apenas da maneira apropriada conforme a
necessidade. Existem também os métodos de lógica de negócio para
a atuação do sistema multiagente sobre os religadores e os métodos
relacionados a atualização dos atributos dos modelos com os dados
provenientes do servidor Web.
Figura 8 – Diagrama de Classe do Religador
Fonte: (Autor, 2019)
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Os dois métodos de lógica de negócio são relacionados à ope-
ração do religador: performOpen e performClose realizam a operação
de abertura e fechamento do religador de acordo com a lógica espe-
cificada pelos atributos blocked e liveLine, retornando um boolean
que representa o sucesso da operação. Mais especificamente, o método
performOpen nesta modelagem sempre retorna true, enquanto que o
método performClose está sujeito ao religador estar bloqueado para re-
ligamento ou a condição de linha viva estar habilitada. Caso alguma
destas duas condições seja verdadeira, a operação falha, retornando
false.
Os métodos getRmsCurrent e getRmsVoltage são métodos auxi-
liares para expor os objetos Measurement das variáveis rmsCurrent e
rmsVoltage de forma controlada. Como não há motivo para expor o
atributo inteiro, estes métodos fazem o acesso aos objetos do mapa e
no caso de acessar uma fase que não foi lida até então, retornando o
valor null.
Por sua vez, o método calculatePower é responsável por realizar
o cálculo da potência ativa com base nos valores de tensão e corrente
oriundos das medições. Este método verifica se todas as medições são
existentes e válidas (diferentes de null) e verifica também se todas as
medidas estão atualizadas: caso alguma medida esteja desatualizada,
o cálculo é cancelado e o valor atual é mantido já que a nova medida
não seria confiável.
Finalmente, o método update é responsável por fazer a atualiza-
ção do modelo do religador com os valores obtidos através do servidor
Web. Este método acessa as informações mais recentes disponíveis na
instância da classe PowerSystem e atualiza os atributos upstreamVol-
tage e downstreamVoltage. Em seguida, o método itera por cada fase
disponível no Enum Phase e tenta acessar a nova medição, atualizando
seu atributo caso o valor seja existente. Finalmente, após atualizar
tanto o atributo rmsCurrent quando o atributo rmsVoltage, o método
calculatePower é executado para atualizar a potência suprida pelo re-
ligador.
4.1.2 Artefato
O artefato do religador expõe o modelo aos agentes religadores,
fornecendo operações com as quais ele pode interagir com o ambiente.
Como foi decidido empregar uma arquitetura onde existe um artefato
por agente religador, representando um equipamento físico, o artefato
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é responsável por definir quais serão as crenças relacionadas ao agente.
As crenças de presença de tensão a jusante e montante ajudam, na
hipótese de uma falha, a localizar a zona afetada enquanto que a lista
de vizinhos permite que o religador saiba qual agente comunicar para
informar da falha.
Uma segunda função do artefato é efetuar a abertura ou fecha-
mento do religador e atualizar a crença dos agentes do novo estado da
chave, uma vez que não necessariamente a operação será bem sucedida
dependendo da implementação de regra de negócio do modelo do reli-
gador. Em um ambiente real, este método iria acionar os telecomandos
para abertura ou fechamento do religador, atualizando a crença com
base no sensoriamento disponível após manobra.
Figura 9 – Diagrama de Classe do Artefato do religador
Fonte: (Autor, 2019)
Finalmente, a ultima função do artefato é realizar a atualização
do modelo do religador através do método update descrito anterior-
mente. Após a atualização dos atributos do religador, é feita a atuali-
zação da base de crenças conforme os valores disponíveis no modelo. O
artefato do religador possuí três atributos: O primeiro é um atributo do
tipo Recloser que armazena um modelo instanciado conforme o String
Id passado no método de inicialização do artefato, o segundo atributo
e terceiro são atributos de uma classe própria do Jason chamada List-
Term que armazena uma lista de objetos. No caso, estas duas listas
armazenam os Ids dos vizinhos a jusante e a montante do religador.
4.2 COMUNICAÇÃO VIA WEB
Por mais que seja interessante trabalhar com o sistema multia-
gente operando de maneira distribuída onde cada religador possuiria o
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hardware embarcado necessário para rodar o seu próprio agente, uma
solução centralizada onde um único computador é responsável por con-
centrar as informações e realizar o processamento pode representar uma
economia no custo dos equipamentos físicos do sistema e na diminuição
da complexidade da solução de maneira geral. Nas hipóteses onde há
recurso disponível para a implementação de um sistema distribuído,
um segundo sistema multiagente centralizado pode funcionar como um
ambiente de simulação ou de validação da execução do sistema princi-
pal, permitindo que engenheiros e desenvolvedores estudem a resposta
dos algoritmos empregado em campo.
Neste trabalho, foi avaliada a proposta de um sistema multia-
gente centralizado para validação de algoritmos de recomposição do sis-
tema que serão implementados nos agentes religadores. Com o intuito
de contribuir com uma proposta mais prática, foi considerado neces-
sário reaproveitar as estruturas de agrupamento de medição e atuação
em equipamentos que as redes de distribuição tipicamente possuem na
forma de sistemas SCADA [27]. Portanto, este trabalho teve como
foco não a comunicação com os religadores, mas sim a conexão remota
via protocolo de internet para obtenção de informações e atuação num
supervisório através de um servidor web.
Para o desenvolvimento do código de comunicação do sistema
multiagente e validação através de dados de grandezas do sistema, seria
necessário um servidor SCADA disponível com dados e que se comuni-
casse via Web. Por falta de um disponível, foi utilizada a simulação de
um sistema de distribuição fictício como fonte de dados de corrente e
tensão e foi desenvolvido um servidor Web para expor as informações
da simulação para o sistema multiagente através de uma API.
4.2.1 Simulação do sistema
Por não ser o foco deste trabalho, foi decidido utilizar um pro-
grama de simulação que já estivesse desenvolvido, apenas fazendo as
alterações necessárias para a integração dele no resto do sistema. O
programa de simulação utilizado foi uma implementação [28] do mé-
todo Backward Fordward Sweep onde a saída de dados foi alterada
para ser um arquivo de texto estruturado no formato JSON. O sistema
utilizado na simulação foi uma modificação do Sistema Teste Roy Bil-
linton (RBTS) [29], [30] com a inclusão de simples redes de distribuição
[31].
O RBTS foi um sistema de transmissão proposto em 1989 com
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a prerrogativa de ser um sistema pequeno de seis barras mas de fácil
utilização para o ensino e validação dos conceitos de confiabilidade em
sistemas de transmissão e geração, já que até então o sistema mais
utilizado era o Reliability Test System [32] (IEEE-RTS). Apesar de
possibilitar o desenvolvimento e comparação de técnicas diversas, o
nível elevado de detalhe apresentava-se como intempérie para estudos
sem a utilização de computadores.
Figura 10 – Sistema RBTS
Fonte: (R. Aazami, 2016)
Em 1991, foi publicado um novo artigo com a finalidade de pro-
por sistemas de distribuição simples para serem estudados sem a ne-
cessidade de computadores. Dando continuidade ao trabalho proposto
em [29], as barras 2 e 4 do sistema RBTS original foram escolhidas
como o ponto de partida para a criação destes sistemas de distribui-
ção. O sistema utilizado neste trabalho é um sub-sistema da barra 2,
onde apenas os alimentadores superiores (F1 e F2) foram levados em
consideração.
Para fins práticos, foi pressuposto a instalação de 8 religadores,
indicados por pentágonos na figura 11, sendo estes instalados no começo
dos ramos próximos aos nós de saída de corrente. Como a saída do
programa de simulação é a tensão nos nós e a corrente nos ramos, foi
criado um mapeamento do sistema para obter as grandezas de cada
religador no fim da simulação. Este mapeamento serve de configuração
para o servidor Web, de modo que é possível selecionar as grandezas
da simulação com base no identificador da classe do religador.
Devido à natureza radial do sistema de distribuição, as técnicas
tradicionais de fluxo de potência costumam apresentar problemas de
convergência [33], características como a alta relação entre a resistência
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Figura 11 – Extensão do sistema RBTS para distribuição
Fonte: Adaptado de (V. Balaji, 2017)
e reatância das linhas e a operação frequentemente desbalanceada do
sistema criam problemas mal condicionados para os algoritmos de fluxo
de potência tradicionais. Por conta disto, para calcular as tensões e
correntes foi utilizado uma implementação já consolidada na análise de
sistemas de distribuição, o método Forward/Backward Sweep.
Este método divide a implementação em duas etapas: Na etapa
Backward, a corrente nos ramos é calculada com base nos valores das
impedâncias (constantes) e nos valores de tensão nas barras (no co-
meço é admitido uma tensão igual a 1,05 P.U.), indo da subestação
em direção ao ramo mais afastado. Na etapa Forward, a tensão nas
barras é atualizada com base nos valores calculados na etapa anterior
mas em ordem inversa. O critério para convergência do algoritmo é que
a norma dos vetores resposta entre duas iterações seja menor que um
limiar preestabelecido. Ao final da convergência, o programa escreve
os valores de tensão nas barras e corrente nos ramos em um arquivo
.json.
4.2.2 Servidor Web
Para o desenvolvimento do servidor Web, optou-se por utilizar
uma tecnologia de desenvolvimento leve, rápida e que seja de fácil uti-
lização. Com isto em vista, foi escolhido Javascript, uma linguagem de
programação interpretada, multi-paradigma, orientada a objetos com
protótipos que foi adotada como ferramenta para execução de código
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nos browsers de internet. Suas principais utilizações são: permitir in-
teratividade com páginas web e validação de formulários, obtenção e
envio de estatísticas de utilização da página (Analytics) e obtenção
assíncrona de conteúdo.
Diferente de uma linguagem compilada cujo produto é código de
máquina que pode ser executado diretamente, linguagens interpretadas
como Javascript precisam utilizar um interpretador para executar o
código. Para este projeto, foi escolhido o interpretador de código aberto
NodeJs. Este interpretador é baseado na V8 Engine do Google e foi
inicialmente desenvolvido com a proposta de trazer o Javascript dos
Browsers (client-side) para os servidores (server-side).
O interpretador NodeJs é utilizado na indústria para o desen-
volvimento de aplicações em rede facilmente escaláveis já que funciona
de maneira assíncrona e opera através de eventos. Isto significa que
quando uma operação começa a ser executada mas necessita esperar
por uma resposta externa, o interpretador começa a processar outras
operações (assincronismo) até que a resposta esteja pronta, entregando
o controle de volta a operação interrompida (eventos).
Apesar da fácil utilização do NodeJs, um servidores Web que
implementa uma API necessitaria de uma quantidade considerável de
código base até se tornar estável. Por conta disto, optou-se por utilizar
uma biblioteca que já nos proporcionasse esta estrutura básica essencial
para APIs Web, permitindo focar na integração com a simulação e na
disponibilização dos dados dos religadores.
Optou-se por uma biblioteca já consolidada para o desenvolvi-
mento de APIs chamada Express que simplifica o processamento de
requisições HTTP através da definição de rotas e funções que atendem
estas rotas. O protocolo HTTP estabelece tipos de requisições a serem
implementadas pelos servidores, de modo que as rotas trocam de funci-
onalidade conforme a requisição: uma rota /users pode retornar todos
os usuários na requisição GET e cadastrar novo usuário na requisição
POST, por exemplo.
O servidor implementado tem duas principais funções: A pri-
meira é realizar a execução da simulação periodicamente, atualizando
as informações carregadas na memória do servidor. A segunda fun-
ção é disponibilizar os dados da simulação de acordo com o arquivo
de configuração que foi criado com base na estrutura do sistema. Por
conta disto, o servidor possui seis endpoints (rotas) diferentes, cada
uma respondendo apenas a requisições do tipo GET. Destes endpoints,
dois são relacionados a configuração do sistema, três são relacionados
a simulação e um é relacionado a obtenção das medidas.
48
O endpoint de configuração /config retorna a configuração car-
regada atual para a requisição, servindo como debug do que está car-
regado no sistema. Já o endpoint /reload recarrega o arquivo de confi-
guração e retorna a nova configuração na requisição. Os três endpoints
de simulação são /start, /run e /stop. O primeiro serve para come-
çar a execução periódica da simulação e carregando seu resultado na
memória. O segundo serve para forçar uma execução da simulação,
o terceiro serve para parar a execução periódica da simulação. Final-
mente, o endpoint /recloser retorna as medições de corrente e tensão
de cada religador de acordo com o arquivo de configuração. Por mo-
tivos de praticidade, as informações são retornadas como um String
estruturado de acordo com a figura 12
Figura 12 – Esquema de saida de dados do servidor Web
Fonte: (Autor, 2019)
4.3 SINCRONIZAÇÃO DOS AGENTES
4.3.1 Comunicação HTTP
Para a comunicação do sistema multiagente com o servidor Web
desenvolvido em Javascript, foi desenvolvida uma classe Java chamada
WebApi que realiza a comunicação com o servidor Web através do
protocolo HTTP. Para indicar o endereço onde o servidor Web está
localizado, a classe apresenta dois atributos do tipo String chamados
host e port responsáveis por guardar respectivamente a informação
do hostname (ou ip) do servidor e a porta aonde ele está escutando
as requisições. Um terceiro atributo chamado baseURL armazena uma
URL gerada a partir da concatenação do hostname e da porta, evitando
realizar esta concatenação em toda requisição. Um quarto atributo
status do tipo String armazena o status da conexão com o servidor.
Além dos métodos de exposição e alteração dos atributos da
classe, existem três métodos implementados: um método público re-
quest, um método privado buildURL e um método estático público par-
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seResult.
• O método buildURL é utilizado para criar um objeto da classe
URL (nativa do Java) a partir do atributo baseURL e de um pa-
râmetro path. Caso a criação do objeto URL falhe devido a má
formação (termos que não podem compor uma URL válida), o
objeto é retornado como null e o atributo status recebe o va-
lor de bad url para indicar que a requisição falhou por conta da
URL mal formatada.
• O método request recebe um parâmetro path e através do método
buildURL, constrói a URL da requisição. Após, ele através de
um objeto da classe HttpUrlConnection (nativa do java), faz a
requisição GET para o servidor Web e retorna os resultados da
requisição como uma String. Caso a requisição seja bem sucedida,
o atributo status recebe o valor ok, caso contrário recebe o valor
error.
• O método parseResult é diferente dos outros uma vez que ele é um
método estático. Métodos estáticos estão disponíveis no contexto
da classe e podem ser invocados sem a necessidade de criação de
um objeto da classe. Ele é um método de utilidade para realizar
a conversão dos dados estruturados entregues pelo servidor Web
(uma string) para uma variável do tipo Map. Aqui, as chaves
são do tipo String (o ID do religador) e os valores são arrays de
Object.
Figura 13 – Diagrama UML da classe WebApi
Fonte: (Autor, 2019)
Apesar da capacidade desta classe de fazer a chamada à API do
servidor Web e fazer a conversão dos dados, ela segue o princípio de
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única responsabilidade, sendo responsável apenas por realizar as requi-
sições, não mantendo contexto do sistema multiagente nem interpre-
tando os resultados da requisição, apenas os retornando para o método
que a invocou. A classe que se responsabiliza de guardar as informa-
ções e as fornecer para os agentes religadores é uma classe chamada
PowerSystem.
Esta classe implementa um padrão de design de programação
chamado Singleton. Este padrão garante a existência de uma única
instância de um objeto da classe, de tal maneira que cada religador
acessa esta mesma instância da classe PowerSystem e obtém a infor-
mação sincronizada com os outros agentes. A figura 14 ilustra uma
classe Singleton onde o atributo estático instance armazena um ob-
jeto que é instanciado assim que a classe é carregada. O acesso ao
objeto é feito através do método estático getInstance que retorna o
atributo instance.
Figura 14 – Exemplo de padrão Singleton
Fonte: (Autor, 2019)
Além de seu atributo de instância a classe possui três atributos
(o nome dos atributos está entre parenteses): um atributo do tipo
WebApi (api) que é utilizado para fazer as requisições HTTP. Um
atributo do tipo Map<String, Object[]> (systemData) que serve de
cache dos dados já convertidos obtidos pela chamada ao servidor Web.
Um último atributo do tipo LocalDateTime (lastUpdate) armazena
o horário da última requisição feita ao servidor Web.
Quanto aos métodos, a classe não apresenta nenhum método set
ou get já que não há interesse em substituir os valores dos atributos
externamente, nem de obter acesso aos objetos em si. Além do mé-
todo estático de retornar a instância do Singleton, existem outros seis
métodos, sendo eles getSystemData, updateSystem, getUpStream, get-
DownStream, getCurrent e getVoltage.
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Figura 15 – Diagrama UML da classe PowerSystem
Fonte: (Autor, 2019)
• O método privado updateSystem é responsável por receber os
dados do servidor Web, converte-los com o método estático da
classe WebApi e guardar o resultado no atributo systemData.
Caso esta requisição e a conversão ocorram sem falhas, o atributo
lastUpdate é atualizado com a hora local atual.
• O método privado getSystemData implementa a rotina de acesso
ao atributo systemData com base em cache. Caso tenha se pas-
sado mais de um minuto desde a ultima vez que o método upda-
teSystem foi executado com sucesso, ele é chamado, atualizando
assim o valor do atributo systemData. Finalmente, independente
dos dados terem sido atualizados ou não, é retornado o valor de
systemData. Este padrão é utilizado para evitar que sejam feitas
requisições demais ao servidor Web, idealmente deve ser sincro-
nizado com a taxa de atualização dos dados no servidor.
• Os métodos públicos getUpStream e getDownStream são métodos
de acesso às informações de presença de tensão a montante e a
jusante, respectivamente, do religador. Estes métodos recebem o
valor da leitura do sistema através do método getSystemData e
recuperam os dados indexados no Map, sendo a chave um parâ-
metro recloser do tipo String que contem a identificação única
do religador.
• Os métodos getCurrent e getVoltage são similares aos métodos
getUpStream e getDownStream mas em vez da presença de tensão,
retorna as medições de corrente e de tensão RMS por fase do
religador. Além do parâmetro recloser do tipo String, há um
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parâmetro phase do tipo Phase que indica de qual fase deseja-se
obter a medição de corrente ou tensão. Similarmente aos outros
dois métodos de acesso a informação, estes métodos obtem os seus
valores do Map através do método getSystemData.
4.3.2 Agente sincronizador
Para realizar a sincronização dos agentes religadores com as in-
formações da instância da classe PowerSystem, foi criado um agente
homônimo cujo objetivo é periodicamente executar os métodos de atu-
alização do artefato de cada agente. O agente sincronizador é iniciado
com um objetivo de concretização para realizar uma atualização dos
agentes e após o fim deste objetivo de concretização, uma crença idên-
tica é adicionada ao agente com o intuito de recomeçar o objetivo de
concretização.
Figura 16 – Agente Cíclico Temporizado
Fonte: (Autor, 2019)
Este objetivo de concretização é um objetivo simples que faz uma
chamada a uma ação primitiva wait que espera um determinado tempo
até a chamada do próximo método e após isso itera por cada artefato
registrado no sistema de potência e faz uma chamada ao método de
update do artefato, atualizando os religadores. Este método depende do
nome de projeto dos artefatos, sendo que em um ambiente de produção
este método deveria conseguir encontrar e fazer a chamada a artefatos
descobertos em tempo de execução.
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4.4 CASO DE TESTE
Como maneira de demonstrar a operação da plataforma Jason e
a integração com o servidor Web, foi implementado um pequeno caso
de teste de acordo com a figura 17. Alguns instantes após o começo da
simulação, um curto circuito, indicado em B, faz com que a proteção
da linha (aqui considerada como uma chave fusível) atue, isolando as
três últimas cargas do restante do sistema.
Figura 17 – Caso de teste - curto circuito
Fonte: (Autor, 2019)
A partir da atuação da proteção, o servidor Web irá disponibili-
zar informações atualizadas do sistema onde não há presença de tensão
a jusante e a montante do religador indicado em A. O agente religa-
dor foi programado para que, caso ele obtenha a crença de que perdeu
tensão a montante e caso seu contexto indique que ele ainda esteja fe-
chado, ele execute uma ação de abertura para isolar as cargas. A figura
18 apresenta o console de output da plataforma Jason para este caso.
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Figura 18 – Console do Jason
Fonte: (Autor, 2019)
Por questões práticas, a figura 18 foi dividida em cinco partes
que representam instantes temporais distintos:
1. O CArtAgO cria o workspace world onde serão inseridos os arte-
fatos e logo em seguida cria o artefato do religador em world.
2. Jason cria o agente responsável por fazer a sincronização dos
artefatos dos religadores. O agente é então inserido no workspace
world.
3. O agente religador é criado em world e ele então foca o seu arte-
fato de religador, de modo que a sua base de crenças é atualizada
conforme as informações disponíveis no artefato.
4. Um minuto após o começo do programa, o agente sincronizador
faz a primeira atualização dos artefatos. Após a conclusão da
requisição, o agente atualiza o artefato ra com as novas informa-
ções. Este novo estado faz com que o agente perceba a adição
da crença de que não existe tensão a montante do religador, ini-
ciando a operação de abertura. Esta operação é bem sucedida,
trocando a crença de que o religador está fechado para aberto.
5. Finalmente, o agente sincronizador realiza uma nova etapa de
atualização, onde ele percebe que seu cache está desatualizado e
faz uma nova requisição para baixar as informações. Após isto,
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ele atualiza o artefato sem haver nenhuma nova intervenção do
agente religador.
Em paralelo, podemos visualizar o output do servidor Web, onde
é possível ver que a simulação é executada a cada minuto e toda vez
que uma requisição é feita para obter informações dos religadores, o
servidor Web avisa que foi feito um acesso às informações e o horário
da requisição. Os instantes assinalados por 4 e 5 no output do servidor
Web são os mesmos instantes 4 e 5 em que o Jason fez a atualização
dos artefatos.
Figura 19 – Console do servidor Web
Fonte: (Autor, 2019)
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5 CONSIDERAÇÕES FINAIS
5.1 CONCLUSÕES
Este trabalho teve como proposta o desenvolvimento de um mo-
delo de Religador para sistemas de distribuição que utilizasse de téc-
nicas de modelagem orientada a objetos com o objetivo de diminuir o
custo de manutenção do código e permitir a expansão do modelo con-
forme necessidade. Este modelo, baseado em especificações práticas de
religadores, busca suprir as necessidades do ponto de vista da recom-
posição do sistema, deixando para um segundo momento os aspectos
de proteção.
Considerando a natureza conectada do sistema elétrico e a uti-
lização da internet como forma de comunicação entre as diversas en-
tidades, elaborou-se uma arquitetura de testes, empregando técnicas
de simulação com o objetivo de produzir medições coerentes com as
de um sistema de distribuição e utilizando de tecnologias atuais na
computação para criar um servidor que pudesse conectar os diversos
componentes.
Por fim, foi demonstrada a possibilidade de integrar os modelos
e o servidor Web com uma infraestrutura de sistema multiagente. Esta
integração permite que os agentes atualizem seus modelos de religadores
com informações atualizadas do sistema através de simples requisições
Web, recriando os típicos cenários que serão encontrados em campo.
5.2 TRABALHOS FUTUROS
Como proposta de um eventuais trabalhos futuros, coloca-se:
• Implementação de técnicas de recomposição do sistema na plata-
forma Jason;
• Expansão do algoritmo de simulação para levar em consideração
os comandos de abertura e fechamento dos agentes religadores;
• Remodelagem da API do servidor Web para uma abordagem
RESTful, que possibilite a configuração de novos religadores du-
rante a execução.
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