Logic Circuit Simulator by Kunovský, Tomáš
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVY´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
SIMULA´TOR LOGICKY´CH OBVODU˚
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE TOMA´Sˇ KUNOVSKY´
AUTHOR
BRNO 2013
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV POCˇI´TACˇOVY´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF COMPUTER SYSTEMS
SIMULA´TOR LOGICKY´CH OBVODU˚
LOGIC CIRCUIT SIMULATOR
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE TOMA´Sˇ KUNOVSKY´
AUTHOR
VEDOUCI´ PRA´CE Ing. ZDENEˇK VASˇI´CˇEK, Ph.D.
SUPERVISOR
BRNO 2013
Abstrakt
Cílem této práce je navrhnout online systém pro podporu výuky hardwarově orientova-
ných kursů, který bude dovolovat demonstrovat základní principy číslicových obvodů, a to
zejména jednoduchých a komplexních kombinačních a sekvenčním obvodů. V této práci je
dále podrobněji rozebrána simulace obvodů na logické úrovni. Implementace je provedena
v HTML5 Canvas a jazyku PHP.
Abstract
The goal of this work is to design an online system, to support the teaching of hardware-
oriented courses, which will be capable of demonstrating the basic principles of digital
circuits, mainly simple and complex combinational and sequential circuits. Furthermore
the document closely analyses the simulation of circuits at the logical level. The created
system was implemented in HTML5 Canvas and PHP.
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Kapitola 1
Úvod
Modelování číslicových systémů je možné dělat na různých úrovních abstrakce. Z fyzikál-
ního hlediska se jedná o spojitý systém skládající se z tranzistorů, rezistorů a kondenzátorů,
kterými protéká proud. Simulace na elektrické úrovni je ovšem příliš náročná a většinou se
používá pouze při návrhu hradel. Modelování tedy v praxi probíhá minimálně na logické
úrovni, kde je systém diskrétní. Na této úrovni je systém popsán jako blokové schéma, kde
jednotlivé propojené bloky představují hradla a klopné obvody komunikující mezi sebou
prostřednictvím signálů s hodnotami vysoké a nízké úrovně, případně s hodnotami vysoké
impedance nebo neurčité úrovně, na základě kterých se počítá výstupní hodnota signálu
káždého hradla. Díky tomuto zjednodušení systému je modelování jednodušší a simulace
daleko rychlejší, takže je možné simulovat mnohem složitější obvody. V některých přípa-
dech to však nestačí a je nutné modelovat systém na úrovni meziregistrových přenosů, kde
jednotlivé bloky představují čítače, řadiče, ALU a další obvody skládající se jinak z většího
množství hradel, ty se ale na této úrovni už něřeší. Na poslední systémové úrovni bloky
představují procesory, paměti, periferie atd. Na této úrovni se již jedná spíše o systém hro-
madné obsluhy a testují se zde parametry jako výkonnost, vytíženost zařízení či časování.
[12]
Práce je členěna následovně. Kapitoly dva a tři se zabývají technikami, které se používají
k simulaci logických obvodů. Aby simulace obvodů probíhala správně a bylo možné napří-
klad za běhu simulace zasahovat do obvodu, je pochopení těchto technik k naprogramovaní
simulátoru klíčové. V těchto kapitolách jsou popsány dvě základní techniky. Jsou zde roze-
brány hlavně jednotlivé algoritmy a uvedeny jejich výhody a nevýhody. Ve čtvrté kapitole je
provedena analýza požadavků a na základě této analýzy je v páté kapitole proveden v UML
návrh aplikace. V návrhu jsou použity návrhové vzory Observer, Composite a Command.
Šestá kapitola popisuje prostředky, které byly použity při implementaci. V sedmé kapitole je
popsáno uživatelské rozhraní. Poslední osmá kapitola je věnována testování a optimalizaci.
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Kapitola 2
Simulace obvodů pomocí
uspořádání do úrovní
Základní metoda simulace chování logických obvodů je založena na uspořádání obvodu do
úrovní. Cílem je rozdělení obvodu do úrovní a jeho postupná simulace po těchto úrovních.
Jedná se o alternativní přístup k následující technice Simulace řízené událostmi, která z této
techniky částečně vychází. Tato kapitola čerpá ze zdrojů [12] a [6] a zabývá se simulací pře-
devším kombinačních obvodů s nulovým zpožděním hradel. Dále jsou zde uvedena rozšíření
pro simulaci synchronních a asynchronních sekvenčních obvodů a je zde vysvětlen rozdíl
mezi interpretovanou a kompilovanou simulací.
2.1 Rozdělení do úrovní
Aby byla hradla simulována ve správném pořadí, je nutné rozdělit jednotlivé prvky obvodu
do úrovní. Tím je zajištěno, že hradlo není simulováno dříve, než jsou k dispozici všechny
jeho vstupní hodnoty. Při tomto procesu je přiřazeno každému hradlu a signálu číslo úrovně.
Číslo nejnižší nulové úrovně je přiřazeno primárním vstupům a konstantním signálům. Platí
zde pravidlo, že číslo úrovně může být přiřazeno hradlu jenom tehdy, když je všem jeho
vstupům přiřazeno číslo úrovně a signálu může být přiřazeno číslo úrovně pouze tehdy,
pokud všem řídícím hradlům byla přiřazena čísla úrovní. Pokud může být hradlu přiřa-
zeno číslo úrovně, pak jeho číslo úrovně odpovídá maximu z čísel úrovní na jeho vstupech
zvýšenému o jedničku. Stejný princip platí i pro signály, ovšem zde se maximální hodnota
o jedničku nezvyšuje.
0
0
0
0
0
1
1
1
1
2 2
3
3
3
3
Obrázek 2.1: Rozdělení obvodu do úrovní probíhá přiřazením čísla úrovně každému hradlu
a signálu.
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Algoritmus pro rozdělení obvodu do úrovní je uveden v Algoritmu 1. Na obrázku 2.1 je
ukázán příklad obvodu rozděleného do úrovní.
Algoritmus 1: Rozdělení obvodu do úrovní.
Input: Signály a hradla bez čísla úrovně.
Output: Signály a hradla s přiřazeným číslem úrovně.
vyprázdni množinu ReadyGates
vyprázdni množinu ReadySignals
forall the primární vstupy n do
nastav úroveň n na nulu
forall the hradla g na výstupním větvení n do
if všechny vstupy g mají číslo úrovně then
vlož g do množiny ReadyGates
endif
endfall
endfall
předchozí krok proveď i pro konstantní signály
while množ. ReadyGates není prázdná or množ. ReadySignals není prázdná do
if množina ReadyGates není prázdná then
odstraň z množiny ReadyGates hradlo g
projdi vstupy g a zaznamenej hodnotu nejvyšší úrovně max
nastav úroveň g na max+ 1
forall the výstupy n hradla g do
if všechna řídící hradla n mají číslo úrovně then
vlož n do množiny ReadySignals
endif
endfall
endif
if množina ReadySignals není prázdná then
odstraň z množiny ReadySignals signál n
projdi řídící hradla n a zaznamenej hodnotu nejvyšší úrovně max
nastav úroveň n na max
forall the hradla g na výstupním větvení n do
if všechny vstupy hradla g mají číslo úrovně then
vlož g do množiny ReadyGates
endif
endfall
endif
endw
Poté co jsou hradla rozdělena do úrovní, jsou seřazena vzestupně podle čísla úrovně.
A v tomto pořadí jsou simulována. Algoritmus 1 nefunguje pro všechny obvody, ale pouze
pro kombinační obvody. Pro sekvenční obvody je nutné ho upravit. Problematické jsou
logické smyčky v obvodu. Pro synchronní sekvenční obvody obsahuje každá logická smyčka
alespoň jeden synchronní klopný obvod. Pro jejich simulaci je proto celý proces rozdělen
do dvou fází. V první fázi se mění stav klopných obvodů a ve druhé fázi jsou simulována
všechna ostatní hradla. Během druhé fáze mohou být výstupy klopných obvodů zpracovány,
jako kdyby byly primárními vstupy. V podstatě jde o rozdělení obvodu v místech, kde se
nacházejí synchronní klopné obvody.
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U asynchronních obvodů je situace složitější. Pokud by byl použit na takový obvod al-
goritmus 1, celý proces rozdělení obvodu do úrovní by skončil předtím, než by byla všem
hradlům přiřazena čísla úrovní. V takovém případě je nutné vybrat libovolné hradlo bez
přiřazené úrovně a přiřazení vynutit. Všem vstupům vybraného hradla, které nemají číslo
úrovně, je přiřazeno virtuální číslo úrovně nula. Obvod je potom rozdělen do úrovní s ohle-
dem na virtuální číslo úrovně a nakonec bude přiřazeno k signálu s virtuálním číslem úrovně
druhé číslo úrovně. Tedy signál má dvě části. Takto rozdělené signály se označují jako zpět-
novazební smyčky a může být nutné vytvořit jich i více k dokončení rozdělení obvodu do
úrovní.
2.2 Interpretovaná simulace
Po rozdělení obvodu do úrovní jsou použity k jeho simulaci parserem vytvořené tabulky.
Tím se liší interpretovaná simulace od kompilované simulace.
Index Název Typ Výstupní větvení Hodnota
0 A primární vstup 2 x
1 B primární vstup 0 x
2 C primární vstup 1,4 x
3 D primární vstup 3 x
4 E primární vstup 3 x
5 Q primární výstup x
6 X1 1 x
7 X2 4 x
8 X3 2 x
9 X4 2 x
Tabulka 2.1: Tabulka signálů.
K popisu simulačního procesu je použit obvod na obrázku 2.2.
A
B
C
D
E
X1
X2
X3
X4
QG1
G4
G2
G5
G3
Obrázek 2.2: Pomocný obvod pro popis simulačního procesu.
Tomuto obvodu odpovídají tabulky 2.2 a 2.1. Sloupec index v tabulkách zastupuje
ukazatele pro přístup k řádkům tabulky a čísla ve sloupcích pro vstupy a výstupy odkazují
na hodnoty indexů.
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Index Název Typ Vstupy Výstupy Úroveň
0 G1 not 1 6 x
1 G2 and 6,2 8 x
2 G3 or 0,8,9 5 x
3 G4 or 3,4 7 x
4 G5 and 2,7 9 x
Tabulka 2.2: Tabulka hradel.
Když je tabulka seřazena, index přiřazený k řádku se přesune s řádkem. Prvním krokem
v procesu simulace je určení čísla úrovně každého hradla a seřazení tabulky 2.2 vzestupně
podle čísel úrovní. Výsledek je uveden v tabulce 2.3.
Index Název Typ Vstupy Výstupy Úroveň
0 G1 not 1 6 0
3 G4 or 3,4 7 0
1 G2 and 6,2 8 1
4 G5 and 2,7 9 1
2 G3 or 0,8,9 5 2
Tabulka 2.3: Tabulka hradel po určení čísel úrovní a seřazení.
Simulace je provedena pomocí algoritmu 2, který na základě tabulek generuje výstupní
vektor.
Algoritmus 2: Algoritmus pro simulaci.
Input: Tabulka signálů a seřazená tabulka hradel.
Output: Výstupní vektor.
while existuje nezpracovaný vstupní vektor do
načti vstupní vektor
forall the řádky tabulky hradel tak, jak jdou za sebou do
proveď simulaci hradla v příslušném řádku
endfall
vytiskni výstupní vektor
endw
V tabulce 2.4 je uveden příklad čtení jednoho vstupního vektoru a v tabulce 2.5 výsledné
hodnoty simulace tohoto příkladu.
Index Název Typ Výstupní větvení Hodnota
0 A primární vstup 2 1
1 B primární vstup 0 1
2 C primární vstup 1,4 0
3 D primární vstup 3 0
4 E primární vstup 3 1
Tabulka 2.4: Tabulka signálů - příklad čtení jednoho vstupního vektoru.
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Zde popsaná technika funguje pro kombinační obvody, pro sekvenční obvody ji je nutné
upravit.
Index Název Typ Výstupní větvení Hodnota
6 X1 1 0
7 X2 4 1
8 X3 2 0
9 X4 2 0
5 Q primární výstup 1
Tabulka 2.5: Tabulka signálů - výsledek příkladu čtení jednoho vstupního vektoru.
Na obrázku 2.3 je znázorněn datový tok pro interpretovanou simulaci, který obecně
popisuje celý proces.
Popis obvodu
Vstupní vektory
Simulátor Výstup
Obrázek 2.3: Datový tok interpretované simulace.
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2.3 Kompilovaná simulace
Simulační technika uvedená v předchozí kapitole má několik nevýhod. Jednou z nich je počet
instrukcí, které musí být provedeny k simulování jednoho hradla. Nižšího počtu instrukcí je
dosaženo generováním speciálního simulačního kódu pro obvod. Celý datový tok je uveden
na obrázku 2.4.
Popis obvodu
Generátor kódu
Překladač Simulátor Výstup
Vstupní vektor
Obrázek 2.4: Datový tok kompilované simulace.
Na rozdíl od interpretované simulace funguje simulátor jako nezávislý program, který
může být použit pouze k simulaci jednoho konkrétního obvodu. Simulace více obvodů vyža-
duje vytvoření několika simulačních programů. První kroky v procesu kompilované simulace
jsou shodné s těmi z interpretované simulace, tedy vytvoření tabulek jako 2.3 a 2.1. Dalším
krokem je vygenerování sady proměnných k uchování hodnot signálů. Většinou se jedná
o statické nebo globální proměnné. Posledním krokem je zpracování vzestupně uspořádané
tabulky hradel a tabulky signálů a generování simulačních příkazů. Celý proces je ukázán
na příkladu obvodu z obrázku 2.2. U zdrojového kódu 2.1 pro tento obvod se předpokládá,
že procedura SimulateCircuit() je volána procedurou, která čte vstupní vektory a tiskne
výstupy.
1 i n t A, B, C, D, E;
2 i n t Q;
3 i n t X1 , X2 , X3 , X4 ;
4
5 S imu la t eC i r cu i t ( )
6 {
7 X1 = Not B;
8 X2 = D Or E;
9 X3 = X1 And C;
10 X4 = C And X3 ;
11 Q = A˜Or X3 Or X4 ;
12 }
Zdrojový kód 2.1: Příklad vygenerovaného kódu pro kombinační obvod.
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2.4 Sekvenční obvody
Jak již bylo uvedeno v předchozích kapitolách, aby bylo možné simulovat sekvenční obvody,
je nutné provést několik změn. Tyto změny jsou zde demonstrovány na technice kompilované
simulace. Pro interpretovanou techniku jsou změny podobné.
2.4.1 Synchronní obvody
Prvním krokem je rozbití obvodu na dvě části. První část obsahuje všechny synchronní
klopné obvody a druhá část obsahuje zbytek obvodu. Druhá část obvodu je rozdělena do
úrovní a je pro ni vygenerován kód obvyklým způsobem. Pokud rozdělení do úrovní selže,
obvod není synchronní a musí být přepracován. Pro první část je vygenerován poté jedno-
duchý zdrojový kód, který simuluje funkci synchronních klopných obvodů a tento kód je
umístěn za simulační kód zbytku obvodu.
S1 D
Clock
SB
C
D
E
X1
X2
X3
X4
G1
G4
G2
G5
G3
Obrázek 2.5: Synchronní obvod použitý pro generování simulačního kódu.
Zdrojový kód 2.2 ukazuje simulační kód, který je vygenerován pro synchronní klopné
obvody z obrázku 2.5.
1 i f ( Clock == 1)
2 {
3 S˜= S1 ;
4 }
Zdrojový kód 2.2: Příklad vygenerovaného kódu pro synchronní klopné obvody.
Zdrojový kód 2.3 pak ukazuje výsledný simulační kód pro celý obvod. Tedy pro obě
části obvodu.
1 S imu la t eC i r cu i t ( )
2 {
3 X1 = Not B;
4 X2 = D Or E;
5 X3 = X1 And C;
6 X4 = C And X3 ;
7 S1 = S˜Or X3 Or X4 ;
8 i f ( Clock == 1)
9 {
10 S˜= S1 ;
11 }
12 }
Zdrojový kód 2.3: Příklad vygenerovaného kódu pro synchronní obvod.
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Aby bylo zajištěno, že se změny na výstupech klopných obvodů projeví v obvodu až s ná-
sledujícím vstupním vektorem, je každý vstupní vektor simulován dvakrát, jednou s nulovou
hodnotou signálu clock a podruhé s hodnotou signálu clock jedna. Umístěním simulačního
kódu pro klopné obvody za simulační kód pro zbytek obvodu jsou jakékoliv změny na vý-
stupech klopných obvodů zpožděny do zpracování následujícího vstupního vektoru. Protože
se výstupy klopných obvodů změní, když je hodnota signálu clock rovna jedné, ale účinky
změny se nepřenesou do zbytku obvodu, dokud hodnota signálu clock nebude rovna nule.
2.4.2 Asynchronní obvody
Prvním krokem při simulaci asynchronního obvodu je jeho rozdělení do úrovní, během
tohoto kroku musí být vytvořeny záznamy o zpětnovazebních smyčkách. Rozdělení asyn-
chronního obvodu do úrovní je popsáno v části 2.1. Simulační kód je vygenerován jako
obvykle, ale musí být vložen do smyčky, která testuje hodnoty ze zpetnovazebních smyček
na změny. Simulace končí, když žádná zpětnovazební smyčka nezmění v průběhu iterace
svoji hodnotu. Aby se zabránilo oscilacím, je obvykle na počet iterací stanoven absolutní
limit. V praxi bývá stanoven na 10− 20 iterací.
s
r
q
qbgqb
gq
Obrázek 2.6: Asynchronní obvod použitý pro generování simulačního kódu.
Ve zdrojovém kódu 2.4 je uveden simulační kód pro obvod na obrázku 2.6. Další pro-
blémy při simulaci asynchronních obvodů mohou být způsobené z důvodu zanedbání časo-
vání.
1 S imu la t eC i r cu i t ( )
2 {
3 Count = 0 ;
4 OldQb = Not Qb;
5 While (Qb != OldQb And Count < 10)
6 {
7 q = Not (S˜And Qb) ;
8 Qb = Not (R And q) ;
9 }
10 }
Zdrojový kód 2.4: Příklad vygenerovaného kódu pro asynchronní obvod.
2.5 Časování
Žádný elektrický obvod nemůže změnit stav okamžitě. U kombinačních obvodů nemá zpož-
dění vliv na konečný výstup, ale může vzniknout několik přechodných stavů předtím, než
se výstupy ustálí. Totéž platí pro synchronní sekvenční obvody, pokud je perioda hodin do-
statečně dlouhá, aby umožnila kombinační části obvodu, aby se ustálila. Naopak zpoždění
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hradel může mít vážný vliv na výstupy asynchronního sekvenčního obvodu. Obvody, které
se stabilizují při ignorování zpoždění, mohou oscilovat, když jsou zpoždění brána v úvahu.
Obvod také může přestat fungovat správně, pokud jsou zpoždění brána v úvahu.
Simulační algoritmy se liší ve způsobu, jakým jsou modelována zpoždění hradel. Uspo-
řádání po úrovních implementuje simulaci modelu nulového zpoždění, což znamená, že
zpoždění každého hradla je nulové. Vzhledem k rozsahu tématu se tato práce nevěnuje
časování v simulační technice uspořádání po úrovních.
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Kapitola 3
Simulace řízená událostmi
Předchozí metoda má problémy se simulací některých sekvenčních obvodů. Její použití se
tak omezuje pouze na kombinační obvody a synchronní obvody s jednoduchou strukturou.
Nevýhody odstraňuje metoda událostmi řízené simulace. Ta se také snaží zefektivnit průběh
simulace. Tato technika je založena na následující myšlence. Nemění-li se vstupy hradla,
pak se nemění ani jeho výstup. Takže pokud je obvod simulován dvěma stejnými po sobě
jdoucími vektory, není potřeba simulovat druhý vektor. Tedy tato metoda zlepšuje rychlost
simulace zmenšením počtu hradel, která jsou simulována vstupním vektorem. Tato kapitola
vychází ze zdrojů [12] a [7].
Tato technika je založena na událostech. Událost je definována jako změna hodnoty
signálu. Interně je událost reprezentována jako datová struktura obsahující tři položky. In-
formaci pro plánování, která je použita k připojení datové struktury do fronty, identifikátor
signálu a novou hodnotu signálu.
Hlavní funkcí simulátoru je detekce událostí a plánování simulací hradel v závislosti na
nich. Pokud žádné události nenastanou, znamená to, že zde nejsou žádné změny hodnot
signálů a potom nebudou žádná hradla simulována. Navíc jsou hodnoty signálů testovány
na změny pouze, když je to nezbytné. Simulace hradel je plánována v pořadí, které není
možné předvídat z analýzy obvodu. Z tohoto důvodu jsou použity plánovací fronty.
Když je detekována událost, je vytvořena struktura události a uložena do fronty událostí.
Zde jsou uloženy události, které byly detekovány a nebyly ještě zpracovány. Zpracování
nového vstupního vektoru je ukázáno v algoritmu 3.
Algoritmus 3: Algoritmus pro zpracování vstupního vektoru.
Input: Vstupní vektor.
Output: Vytvoření nových událostí ve frontě událostí.
forall the Primární vstupy i do
if Došlo ke změně na vstupu i then
vytvoř novou událost u
nastav identifikátor signálu události u na i
nastav položku nové hodnoty události u
vlož událost u do fronty událostí
endif
endfall
Algoritmus 4 popisuje zpracování událostí. Předpokládá se, že k trvalému uložení hodnot
signálů je použita tabulka signálů. Algoritmus zpracuje a odstraní všechny události ve frontě
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událostí.
Algoritmus 4: Algoritmus pro zpracování událostí.
Input: Fronta událostí, fronta hradel a tabulka signálů.
Output: Zpracování událostí, naplnění fronty hradel a aktualizace hodnot signálů.
forall the Události E ve frontě událostí do
N = identifikátor signálu v E
zkopíruj novou hodnotu z události E do tabulky signálů k signálu N
forall the Hradla G na výstupním větvení N do
if G není ve frontě hradel then
vlož G do fronty hradel
endif
endfall
endfall
odstraň událost E z fronty událostí
Po zpracování všech událostí je třeba simulovat všechna hradla ve frontě hradel. Navíc
je nutné testovat výstupy simulovaných hradel na změny a podle nich plánovat události.
Tento proces je popsán v algoritmu 5.
Algoritmus 5: Algoritmus pro zpracování fronty hradel.
Input: Fronta událostí, fronta hradel a tabulka signálů.
Output: Simulace hradel a naplnění fronty událostí.
forall the Hradla G ve frontě hradel do
N = výstup hradla G
NewN = hodnota výstupu hradla G po jeho simulaci
if Hodnota N != NewN then
vytvoř novou událost u
nastav identifikátor signálu události u na N
nastav položku nové hodnoty události u na NewN
vlož událost u do fronty událostí
endif
odstraň hradlo G z fronty hradel
endfall
Algoritmus 5 provádí simulaci hradel, vytváří nové události a vkládá je do fronty udá-
lostí. Algoritmus 4 poté zpracovává události ve frontě událostí.
Algoritmus 6: Algoritmus pro simulaci obvodu.
Input: Vstupní vektor.
Output: Výstupní vektor.
proveď algoritmus 3
while Fronta událostí není prázdná do
proveď algoritmus 4
if Fronta hradel není prázdná then
proveď algoritmus 5
endif
endw
vytiskni výstupní vektor
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Oba algoritmy musí být prováděny opakovaně tak dlouho, dokud vznikají nové události.
Celkový algoritmus je popsán v algoritmu 6.
3.1 Jednotkové zpoždění
Algoritmus 6 provádí simulaci jednotkového zpoždění. To znamená, že zpoždění každého
hradla je jedna. To je způsobeno dvoufázovou strukturou tohoto algoritmu, která zavádí
v simulaci časové měřítko. Každé provedení algoritmu 4 posune simulaci o jednu jednotku
simulovaného času. Důležitým předpokladem pro správnou funkci tohoto algoritmu je uklá-
dání přechodných hodnot signálu v událostní struktuře.
Tento model je vhodný pro simulaci asynchronních sekvenčních obvodů, protože umož-
ňuje detekovat hazardy na rozdíl od modelu nulového zpoždění.
3.2 Inicializace
Před simulací prvního vstupního vektoru je potřeba inicializovat hodnoty všech signálů.
K tomuto účelu je vhodné zavést novou logickou úroveň U pro označení neznámé hodnoty
signálu. Tím je zajištěno, že je při první simulaci hradla vždy detekována změna a dojde
k aktualizaci jeho výstupu.
Před simulací je také třeba věnovat zvláštní pozornost signálům s konstantní jedničkou
a konstantní nulou. Aby bylo zajištěno, že hradla, jejichž vstupem je signál s konstantní
hodnotou jedna nebo nula, budou vždy alespoň jednou simulována, je třeba zařadit před
zpracováním prvního vstupního vektoru pro takovéto signály do fronty události.
3.3 Sekvenční obvody
Problémem při simulaci sekvenčních obvodů je detekce oscilací. K řešení tohoto problému
je vhodné zavést limit na počet simulovaných hradel na vstupní vektor. Je dobré hodnotu
limitu zvolit relativně k počtu hradel v obvodu.
Pokud je při detekci oscilace simulace přerušena, zůstane simulace v nekonzistením
stavu. Je-li žádoucí pokračovat v simulaci i poté, co je oscilace detekována, je vhodné
nastavit hodnoty všech signálů, jejichž hodnoty oscilují, na neznámou hodnotu U.
Jedním způsobem, jak to provést, je pokračovat v simulaci, dokud simulátor nevstoupí
znova do stejného stavu, a nastavit hodnoty všech signálů, pro které byla zpracována udá-
lost, na neznámou hodnotu. Tento postup ale může selhat, například pokud je příčinou
nadměrných simulací synchronizační porucha v synchronním obvodu.
Nejbezpečnějším postupem je detekovat oscilaci bezprostředně před provedením algo-
ritmu 4 a nastavit hodnoty všech signálů ve frontě událostí na neznámou hodnotu.
3.4 Efektivita
Srovnání efektivity algoritmu simulace řízené událostmi a algoritmu uspořádání po úrovních
s kompilovaným kódem je obtížné. Výkon simulace řízené událostmi závisí na vstupních
vektorech, zatímco v případě uspořádání po úrovních je nezávislý na vstupu. Srovnání lze
provést pomocí míry aktivity v obvodu, která je definovaná následujícím vztahem:
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mira aktivity =
celkovy pocet simulovanych hradel
pocet vstupnich vektoru× pocet hradel v obvodu
Na základě experimentů bylo prokázáno, že simulace řízená událostmi je výhodnější
u obvodů s mírou aktivity 2–3 %. Výběr simulátoru je tedy závislý na obvodu, který má
být simulován. V případě, že obvod v simulaci je kombinační násobička, lze očekávat aktivitu
v obvodu vyšší, naopak u mikroprocesoru může být aktivita nižší.
3.5 Složitější modely zpoždění
Pokud jednotkové zpoždění je pro zachycení zákmitů obvodu nedostatečné, je potřeba po-
užít podrobnější model. K tomu je nutné vybrat vhodný algoritmus, který zařídí řazení
událostí ve frontě událostí podle času, kdy má být událost aktivována. Na rozdíl od jednot-
kového zpoždění nelze události totiž řadit podle času, kdy byly vytvořeny. V této části jsou
popsány dva algoritmy: časová mapa a prioritní fronta. Dále jsou zde rozebrány pokročilejší
modely zpoždění. Tato část vychází ze zdrojů [8] a [12].
3.5.1 Časová mapa
Časovou mapu je možné použít v případě ceočíselného zpoždění hradel a přiměřeně malého
maximálního zpoždění. Místo jedné fronty událostí je zde použito pole front událostí. Pole
je indexované od nuly a jeho velikost odpovídá maximálnímu dovolenému zpoždění hradla.
Fronty jsou využívány opakovaně v cyklech. Pro výpočet indexu Q aktuální fronty platí
níže uvedený vztah. Jako T je v tomto vztahu označen aktuální čas a jako D maximální
dovolené zpoždění hradla. Operátor % značí operaci zbytku po dělení.
Q = T % D
Algoritmy pro simulaci vychází z algoritmů 6, 4 a 5 pro jednotkové zpoždění. V algo-
ritmech bylo nutné přesunout porovnávání nové a staré hodnoty signálu z algoritmu pro
zpracování fronty hradel (5) do algoritmu pro zpracování událostí (4). Je to z důvodu, že
se není možné při simulaci hradla spoléhat na aktuální hodnotu jeho výstupu, protože mo-
hou existovat události naplánované ke změně jeho výstupu, které je potřeba vzít v úvahu.
Ostatní změny souvisí se složitějším způsobem plánování událostí.
Algoritmus 7: Algoritmus pro simulaci obvodu.
Input: Vstupní vektor.
Output: Výstupní vektor.
zpracuj vstupní vektor a nastav Aktuální čas na -1
while Fronta událostí není prázdná do
Aktuální čas = Aktuální čas + 1
Index aktuální fronty = Aktuální čas % Maximální zpoždění
proveď algoritmus 8
if Fronta hradel není prázdná then
proveď algoritmus 9
endif
endw
vytiskni výstupní vektor
16
Výsledný algoritmus je popsán v algoritmu 7. Algoritmus 8 je upravenou verzí algoritmu
4, která neobsahovala porovnávání nové a staré hodnoty signálu.
Algoritmus 8: Algoritmus pro zpracování událostí.
Input: Pole front událostí, index aktuální fronty, fronta hradel a tabulka signálů.
Output: Zpracování událostí, naplnění fronty hradel a aktualizace hodnot signálů.
forall the Události E v aktuální frontě událostí do
N = identifikátor signálu v E
if Nová hodnota v události E != hodnota v tabulce signálů pro signál N then
zkopíruj novou hodnotu z události E do tabulky signálů k signálu N
forall the Hradla G na výstupním větvení N do
if G není ve frontě hradel then
vlož G do fronty hradel
endif
endfall
endif
endfall
odstraň událost E z aktuální fronty událostí
Algoritmus 9 vychazí z algoritmu 5. Z algoritmu 5 bylo odstraněno porovnávání nové a
staré hodnoty signálu.
Algoritmus 9: Algoritmus pro zpracování fronty hradel.
Input: Pole front událostí, fronta hradel a tabulka signálů.
Output: Simulace hradel a naplnění front událostí.
forall the Hradla G ve frontě hradel do
N = výstup hradla G
D = zpoždění hradla G
Q = (Aktuální čas + D) % Maximální zpoždění
NewN = hodnota výstupu hradla G po jeho simulaci
vytvoř novou událost u
nastav identifikátor signálu události u na N
nastav položku nové hodnoty události u na NewN
vlož událost u do fronty událostí s indexem Q
odstraň hradlo G z fronty hradel
endfall
3.5.2 Transportní a inerciální zpoždění
Zpoždění hradla představuje čas, který je potřebný ke změně hodnoty jeho výstupu. Tato
změna není ani diskrétní ani okamžitá. Výstup hradla se změní plynule z nízkého napětí na
vysoké a je-li proces přerušen, výstup nikdy nedosáhne vysokého napětí. Napětí na výstupu
tak nemusí být rozpoznáno následujícím hradlem.
Existují dvě možnosti, jak zpracovat pulsy, které jsou kratší jak zpoždění hradla. V trans-
portním modelu zpoždění je hradlo chápáno jako binární zařízení, které postupně transfor-
muje všechny změny na jeho vstupech na jeho výstup. Přenesen je jakýkoliv puls bez ohledu
na jeho délku.
Inerciální model zpoždění považuje hradlo za fyzické zařízení, které není schopné oka-
mžité změny stavu, a žádnému hradlu není povoleno přenesení pulsu kratšího, než je jeho
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zpoždění. V takovém případě dochází k testování na změny během zpracování hradel. Pokud
je u hradla zjištěna změna výstupu, je fronta událostí zkontrolována na dosavadní události.
Pokud existuje již událost pro stejný signál, jsou obě události zrušeny a nedojde k žádné
změně na výstupu hradla.
3.5.3 Zpoždění pro náběžnou a sestupnou hranu
Tento model umožňuje, aby bylo použito jiné zpoždění pro přechody hradla z 0 do 1 a z 1
do 0. Když dojde k události na výstupu hradla, zpoždění závisí na tom, zda je nová hodnota
nula nebo jednička.
Pokud je tento model použitý spolu s transportním modelem zpoždění, je nutné testovat
novou hodnotu signálu dvakrát. Během zpracování fronty hradel pro určení zpoždění, které
je přiřazeno události. A běhěm zpracování událostí k určení, zda ke změně skutečně došlo.
S inerciálním modelem zpoždění je použití jednoduché, protože stačí testovat novou
hodnotu signálu během zpracování fronty hradel. Nutné je tedy přidat do algoritmu pouze
podmínku k určení odpovídajícího zpoždění.
3.5.4 Velikost časové mapy
Vyskytují-li se v obvodu převážně hradla s malým zpožděním, může být vhodné zmenšit
velikost časové mapy a vytvořit přepadovou frontu k ukládání událostí, které se do časové
mapy nevejdou. To vede ke zrychlení simulace, protože se ušetří čas při zpracování front
událostí, které jsou po většinu času prázdné. Celá simulace má potom tři fáze: zpracování
událostí, zpracování hradel a zpracování přepadové fronty. Při zpracování přepadové fronty
jsou všechny události v přepadové frontě, které se nyní vejdou do časové mapy, odstraněny
z přepadové fronty a umístěné na patřičných pozicích v časové mapě. Pokud se časová
mapa vyprázdní a přepadová fronta stále obsahuje nějaké události, aktuální čas se zvýší na
nejbližší čas v přepadové frontě.
Algoritmus 10: Algoritmus pro zpracování fronty hradel.
Input: Pole front událostí, fronta hradel, tabulka signálů a přepadová fronta.
Output: Simulace hradel a naplnění front událostí.
forall the Hradla G ve frontě hradel do
N = výstup hradla G
D = zpoždění hradla G
NewN = hodnota výstupu hradla G po jeho simulaci
vytvoř novou událost u
nastav identifikátor signálu události u na N
nastav položku nové hodnoty události u na NewN
if D ≤ maximální zpoždění then
Q = (Aktuální čas + D) % Maximální zpoždění
vlož událost u do fronty událostí s indexem Q
else
nastav položku čas události u na Aktuální čas + D
vlož událost u do přepadové fronty
endif
odstraň hradlo G z fronty hradel
endfall
18
Pro snadnější zpracování přepadové fronty je nutné přidat do struktury události časovou
informaci. Upravený algoritmus 9 pro zpracování fronty hradel je uveden v algoritmu 10.
Výsledný algoritmus je popsán v algoritmu 11.
Algoritmus 11: Algoritmus pro simulaci obvodu.
Input: Vstupní vektor, pole front událostí a přepadová fronta.
Output: Výstupní vektor.
zpracuj vstupní vektor
Aktuální čas = -1
while Fronta událostí není prázdná and přepadová fronta není prázdná do
if Fronta událostí je prázdná then
Aktuální čas = nejmenší čas v přepadové frontě
else
Aktuální čas = Aktuální čas + 1
endif
Index aktuální fronty = Aktuální čas % Maximální zpoždění
forall the Události E v přepadové frontě do
if Čas události E == Aktuální čas then
přidej událost E do aktuální fronty událostí
endif
endfall
proveď algoritmus 8 //zpracování událostí.
if Fronta hradel není prázdná then
proveď algoritmus 10 //zpracování fronty hradel
endif
endw
vytiskni výstupní vektor
3.5.5 Prioritní fronta
Pro neceločíselné zpoždění může být použití časové mapy neefektivní a to i v případě přes-
nosti pouze několika desetinných míst. Celočíselné zpoždění je vhodné, pokud je zpoždění
hradel chápáno jako relativní. Zpoždění ve tvaru reálného čísla obvykle vyjadřuje absolutní
zpoždění hradla. To je většinou průměrem zpoždění, které hradlo vykazuje.
Prioritní fronta je dynamický řadící mechanismus, který funguje stejně dobře jak pro de-
setinné hodnoty tak pro celočíselné hodnoty. Není tak efektivní, protože její časová složitost
je O(n log2 n), zatímco složitost časové mapy je O(n).
Prioritní frontu je možné si představit jako binární strom, který během simulace roste
a zmenšuje se. Uzly jsou přidávány úroveň za úrovní zleva doprava. Když se má strom
zmenšit, je odstraněn naposledy přidaný uzel. Až na nejnižší úroveň bude strom komplet-
ním binárních stromem. Pokud nejnižší úroveň není kompletní, budou všechny uzly na této
úrovni zarovnány vlevo. Každý z uzlů v binárním stromě představuje strukturu události.
Každá z těchto struktur bude obsahovat obvyklé informace plus čas, v kterém bude zpra-
cována. Pro každý uzel musí být čas události v uzlu stejný nebo nižší než čas v kterémkoliv
z jeho potomků.
Pokud je struktura prioritní fronty obnovována, události mohou být zpracovány ve
správném pořadí opakovaným zpracováním události v kořenovém uzlu. Tento proces má
tři kroky: zpracování kořenové události, smazání uzlu a znovu uspořádání stromu. Pro při-
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dání nové události je třeba přidat do stromu nový uzel, vložit novou událost do nového uzlu
a znovu uspořádat strom.
Binární strom je implementován jako jednoduché pole indexované od jedničky. Pro-
měnná Size vymezuje část pole, která je aktuálně obsazena binárním stromem. Změnou
této proměnné jsou přidávány a odstraňovány ze stromu uzly. Výběr uzlu ve stromě je pro-
veden počítáním nových indexů z indexu aktuálního uzlu. Pro výběr uzlu levého potomka
je index aktuálního uzlu vynásoben dvěma. Index pravého potomka je o jedničku větší než
index levého potomka. K získání indexu rodiče je index aktuálního uzlu celočíselně vydělen
dvěma.
Algoritmus 12 popisuje odstranění události z kořene prioritní fronty. Jediný uzel, který
může být odstraněn ze stromu, je poslední uzel. Proto je událost v posledním uzlu zkopí-
rovaná do kořenového uzlu, poslední uzel je odstraněn a strom je znovu uspořádán.
Algoritmus 12: Algoritmus pro odstranění kořenového uzlu z prioritní fronty.
Input: Prioritní fronta Queue a její velikost Size.
Output: Prioritní fronta Queue bez kořenového uzlu a její velikost Size.
Queue[1] = Queue[Size]
Size = Size - 1
Done = False
Current = 1
while not Done do
Left = 2*Current
Right = Left + 1
if Left > Size then
Done = True
else
SmallChild = Left
if Right ≤ Size then
if Queue[Right].Time < Queue[Left].Time then
SmallChild = Right
endif
endif
if Queue[SmallChild].Time < Queue[Current].Time then
TempEvent = Queue[SmallChild]
Queue[SmallChild] = Queue[Current]
Queue[Current] = TempEvent
Current = SmallChild
else
Done = True
endif
endif
endw
Událost je přidána do fronty událostí přidáním uzlu do stromu (pole) a umístěním nové
události do nového uzlu. Jediným místem, kam může být uzel přidán, je na konec stromu.
Po jeho přidání je do něj zkopírována nová událost a následně je nová událost posouvána
ve stromě nahoru, dokud nedosáhne kořene stromu, nebo dokud časy událostí nejsou ve
správném vztahu. To je provedeno tak, že čas události uzlu je porovnáván s časem události
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rodiče. Pokud je čas události rodiče větší, pak jsou tyto dvě události vyměněny a proces se
opakuje s rodičem. Celý postup je popsán v algoritmu 13.
Algoritmus 13: Algoritmus pro vložení události NewEvent do prioritní fronty.
Input: Událost NewEvent, prioritní fronta Queue a její velikost Size.
Output: Prioritní fronta Queue s naplánovanou událostí NewEvent a její velikost
Size.
Size = Size + 1
Queue[Size] = NewEvent
Current = Size
Done = False
while not Done do
Parent = Current / 2
if Parent == 0 then
Done = True
else
if Queue[Parent].Time > Queue[Current].Time then
TempEvent = Queue[Parent]
Queue[Parent] = Queue[Current]
Queue[Current] = TempEvent
Current = Parent
else
Done = True
endif
endif
endw
Algoritmus 14 je totožný s algoritmem 8 s tím rozdílem, že pracuje pouze s jedinou
frontou událostí.
Algoritmus 14: Algoritmus pro zpracování události E.
Input: Událost E, fronta hradel a tabulka signálů.
Output: Naplnění fronty hradel a aktualizace hodnoty signálu.
N = identifikátor signálu v E
if Nová hodnota v události E != hodnota v tabulce signálů pro signál N then
zkopíruj novou hodnotu z události E do tabulky signálů k signálu N
forall the Hradla G na výstupním větvení N do
if G není ve frontě hradel then
vlož G do fronty hradel
endif
endfall
endif
V implementaci s časovou mapou existují nezávislé hodiny, které jsou použity k řízení
zpracování časové mapy. V implementaci s prioritní frontou nejsou žádné nezávislé hodiny.
Místo toho prioritní fronta sama určuje aktuální simulační čas. Ten je vždy roven času
kořenové události v prioritní frontě. Celá simulace je popsána v algoritmu 15.
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Algoritmus 15: Algoritmus pro simulaci obvodu.
Input: Vstupní vektor.
Output: Výstupní vektor.
načti vstupní vektor
přidej do prioritní fronty Queue počáteční události
CurrentTime = 0
while Size > 0 do
proveď algoritmus 14 pro událost Queue[1] //zpracuje událost v pr. frontě
proveď algoritmus 12 //odstraní událost z pr. fronty
if Size == 0 or Queue[1].Time ! = CurrentTime then
proveď algoritmus 16 //zpracuje frontu hradel
CurrentTime = Queue[1].Time
endif
endw
Zatímco v algoritmu 9 je dán čas události indexem fronty událostí, algoritmus 16 vkládá
do událostí přímo aktivační čas.
Algoritmus 16: Algoritmus pro zpracování fronty hradel.
Input: Fronta hradel, tabulka signálů a aktuální čas CurrentTime.
Output: Simulace hradel a naplnění prioritní fronty.
forall the Hradla G ve frontě hradel do
N = výstup hradla G
D = zpoždění hradla G
NewN = hodnota výstupu hradla G po jeho simulaci
vytvoř novou událost NewE
nastav identifikátor signálu události NewE na N
nastav položku nové hodnoty události NewE na NewN
nastav položku Time události NewE na CurrentTime + D
proveď algoritmus 13 pro událost NewE //vloží událost do pr. fronty
odstraň hradlo G z fronty hradel
endfall
Uvedené algoritmy implementují transportní model zpoždění. Pro inerciální model je
nutné pro mazání událostí ze středu prioritní fronty spojit algoritmy 12 a 13.
22
Kapitola 4
Analýza požadavků
Cílem této práce je navrhnout online systém pro podporu výuky hardwarově orientovaných
kurzů, který bude dovolovat demonstrovat základní principy číslicových obvodů. Pro lepší
pochopení požadavků je v této kapitole provedena analýza probírané látky v předmětech
INC a INP. Jsou zde sledovány požadavky na výpočetní zdroje, rozebrána použitá termi-
nologie a značení a uvedeny vlastnosti obvodů, které by mělo být pomocí simulátoru možné
demonstrovat.
4.1 Požadavky předmětu INC
Simulátor by měl být schopen demonstrovat pro potřeby tohoto předmětu:
• hazardy statické a dynamické
• nutnost dodržení doby předstihu a přesahu u sekvenčních obvodů
• rozdíl v délce nástupné a sestupné hrany u hradel
• nestabilitu hodinového signálu
• značení logických členů podle standardu IEEE/ANSI Std 91-1984
Hlavní náplní předmětu je seznámení studenta se základními logickými obvody. Student by
měl po absolvování předmětu vědět, jaký je rozdíl mezi kombinačními a sekvenčními ob-
vody, a měl by být schopen poskládat jednotlivé probrané logické obvody z hradel. Funkce
každého logického obvodu je prezentována pomocí časového diagramu. Tento diagram de-
monstruje vliv zpoždění hradel na fungování obvodu a je možné pomocí něj odhalit statické
a dynamické hazardy. V předmětu jsou vždy nejprve probrány jednodušší obvody a poté je
uvedeno, jakým způsobem je možné probrané obvody skládat do složitějších. V tabulkách
A.2, A.3 a A.1 je uveden seznam všech probraných logických obvodů, včetně počtu hradel
a dalších dodatečných informací.[3]
4.1.1 Statické a dynamické hazardy
Pokud dojde u logického obvodu ke změně hodnoty jedné vstupní proměnné a v důsledku
toho se krátce změní výstupní proměnná, i když podle zákonů Booleovy algebry ke změně
dojít nemělo, pak se tento jev nazývá statický hazard. V případě několikanásobné změny se
jedná o dynamický hazard. Hazardy jsou způsobeny zpožděním vodičů a logických členů.[2]
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4.2 Požadavky předmětu INP
Simulátor by měl být schopen demonstrovat pro potřeby tohoto předmětu:
• strukturu pamětí a jejich parametry
• přenos dat s využitím sběrnice
• principy fungování jednotlivých částí počítače
• kódování čísel
• kódy pro detekci a opravu chyb
• adresování v časovém multiplexu
V tomto předmětu jsou probrány principy fungování sofistikovanějších obvodů. Přímo se
zde navazuje na předmět INC a student by měl po absolvování předmětu pochopit, jak
funguje procesor. V tabulkách A.4 a A.5 je uveden seznam všech probraných logických
obvodů, včetně počtu hradel a dalších dodatečných informací.[1]
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Kapitola 5
Objektový návrh
Celé grafické uživatelské rozhraní aplikace je napojené na řídící objekt třídy Gui. To zahr-
nuje formulářové prvky a prvky vytvořené na plátně. Popis formulářových prvků je součástí
kapitoly 7. Jejich napojení spočívá ve volání příslušné metody třídy Gui a dále zde nebudou
rozebírány. Pro jednoduchost jsou zde označovány jako uživatelské rozhraní pouze prvky
vytvořené na plátně. Druhým řídícím objektem je instance třídy Simulator. Ten provádí
řízení celé simulace a pracuje pouze s hradly a se signály. Hradlo se skládá ze dvou tříd
GGate a Gate, stejně tak signál ze tříd GSignal a Signal. Třídy GSignal a GGate jsou sou-
částí uživatelského rozhraní a objekt třídy Gui prostřednictvím jejich instancí komunikuje
s objekty tříd Signal a Gate, s kterými pracuje objekt třídy Simulator. Objektový návrh
je rozdělen do dvou částí. První část popisuje uživatelské rozhraní a druhá část popisuje
simulátor. Simulační část komunikuje s uživatelským rozhraním prostřednictvím návrho-
vého vzoru Observer[11]. Subjektem pozorování je v tomto případě třída Signal (hodnota
signálu), která obsahuje metodu k zaregistrování observerů. Hodnotu signálu nastavuje si-
mulátor, signál poté upozorní své observery na změnu hodnoty. Tento vztah je ilustrován
na obrázku 5.1.
IObserver
update():void
Signal
addObserver(IObserver:observer):void
removeObserver(IObserver:observer):void
setValue(value:enumSigValue):void
Obrázek 5.1: Popis komunikace mezi simulátorem a uživatelským rozhraním.
5.1 Uživatelské rozhraní
Celé uživatelské rozhraní je řízeno objektem třídy Gui. Ten na základě požadavků a událostí
od uživatele mění své stavy. Na obrázku 5.2 je uveden příklad několika metod z třídy Gui.
Další metody třídy Gui pracují na stejném principu jako zde uvedené metody. Tedy buď
mění stav objektu třídy Gui (activateErase) nebo zpracovávají událost, na kterou reagují
v závislosti na stavu objektu třídy Gui (gGateClick).
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Gui
state:enumGuiState
undo():void
redo():void
zoomIn():void
zoomOut():void
gInputPortSelected(port:GInputPort):void
gOutputPortSelected(port:GOutputPort):void
gateCreation(type:enumGateType, inputsCount:int, rotation:int):void
activateErase():void
gGateClick(gGate:GGate):void
GInputPort
GOutputPort
Obrázek 5.2: Popis řízení uživatelského rozhraní.
V tabulce 5.1 je uveden popis těchto metod. Třídy obsahující grafický prvek zobrazený
na plátně jsou označeny prefixem G.
Metoda Popis
undo():void Vrátí zpět poslední akci.
redo():void Znovu provede poslední akci vzatou zpět.
zoomIn():void Zvětší velikost objektů na plátně.
zoomOut():void Zmenší velikost objektů na plátně.
gInputPortSelected(port:GInputPort):void Uživatel vybral vstupní port port na
plátně.
gOutputPortSelected(port:GOutputPort):
void
Uživatel vybral výstupní port port na
plátně.
gateCreation(type:enumGateType, input-
sCount:int, rotation:int):void
Přepnutí do stavu vytváření hradel. Při
kliku myši se na pozici kurzoru vytvoří
hradlo typu type s počtem vstupů input-
sCount natočené o rotation stupňů.
activateErase():void Přepnutí do stavu mazání. Při kliku myši
smaže z plátna prvek na pozici kurzoru.
gGateClick(gGate:GGate):void Podle aktuálního stavu zpracuje událost
kliknutí myši nad hradlem gGate.
Tabulka 5.1: Popis metod a třídy Gui.
5.1.1 Propojování prvků na plátně
Pro zjednodušení návrhu bylo zavedeno omezení, které umožňuje propojovat pouze vstup
prvku s výstupem prvku. Tedy není umožněno propojení vstupu se vstupem a výstupu
s výstupem. Po vybrání portu prvku, který má být propojen, upozorní daný port na tento
požadavek objekt třídy Gui. Ten podle typu portu přejde do odpovídajícího stavu. Vztah
mezi třídami je ilustrován na obrázku 5.2.
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IGSource
setOutput(gSig:GSignal, id:int):void
removeOGSignal(id:int):void
hasOSig(id:int):bool
IGTarget
setInput(aGBranch: AGBranch, id:int)
removeAGBranch(id:int)
hasISig(id:int):bool
GInputPort
mouseClick():void
getParent():IGTarget
GOutputPort
mouseClick():void
getParent():IGSource
AGPort
GPort(id:int, gui:Gui, img:Circle)
getId():int
Obrázek 5.3: Popis rozhraní k propojování prvků na plátně.
Podle identifikátoru id je poté identifikováno číslo vstupu respektive výstupu prvku a
pomocí metody getParent je získáno rozhraní potřebné k propojení, celý vztah je zachycen
na obrázku 5.3. Každý prvek s výstupy implementuje rozhraní IGSource a každý prvek se
vstupy implementuje rozhraní IGTarget. Pokud má prvek vstupy i výstupy, implementuje
obě rozhraní.
5.1.2 Vytváření větví signálu
Dva prvky mohou být propojeny buď signálem, anebo může být vstup prvku připojen
pomocí větve signálu na již existující signál. K tomuto účelu je použit návrhový vzor
Composite[11]. Ten definuje pro signál, který může obsahovat více větví a pro samostatnou
větev společnou abstraktní třídu. To umožňuje například odstranění jedné větve ze signálu.
Celý vztah je popsán na obrázku 5.4.
AGBranch
AGBranch(gTarget:GTarget, inputIdGTarget:int, img:Line)
destroy(commandHistory:bool):void
getSignal():Signal
GSignal
destroy(commandHistory:bool):void
getSignal():Signal
update():void
GBranch
destroy(commandHistory:bool):void
getSignal():Signal
IObserver
update():void
Obrázek 5.4: Popis větvení signálu.
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Kromě toho zpřístupňuje abstraktní třída AGBranch referenci na objekt třídy Signal,
což umožňuje do simulace na výstupní větvení signálu přidávat hradla při připojení nového
hradla. O překreslení grafické reprezentace signálu a všech jeho větví se stará třída GSignal,
která implementuje rozhraní IObserver.
5.1.3 Ukládání a tvorba vlastních knihovních obvodů
Pro ukládání a vytváření vlastních knihovních obvodů je použit návrhový vzor Command[11].
Aby bylo možné serializovat propojení mezi prvky, je reference na prvek převedena na čí-
selný identifikátor serId. Tedy od každého prvku je vyžadováno, aby implementoval rozhraní
ISerializable. Pro vytvoření prvku pak vzniká objekt třídy implementující rozhraní ICom-
mand. Obě rozhraní jsou popsány na obrázku 5.5.
ICommand
execute():void
undo():void
getTarget():ISerializable
getSerId():int
dataUpdate():void
getData():dictionary
ISerializable
getSerId():int
Obrázek 5.5: Rozhraní pro serializaci.
Tento způsob ukládání umožňuje implementovat funkce undo a redo (execute), které
umožňují vracet zpět a znovu provádět provedené akce. V tabulce 5.2 jsou popsány metody
rozhraní ICommand.
Metoda Popis
execute():void Provede příkaz.
undo():void Opačná operace k execute().
getTarget():ISerializable Vrátí referenci na vytvořený prvek.
getSerId():int Vrátí identifikátor pro serializaci vytvořeného prvku.
dataUpdate():void Načte aktuální nastavení prvku a uloží si jej.
getData():dictionary Vrací pole dvojic klíč-hodnota pro serializaci příkazu.
Tabulka 5.2: Popis metod rozhraní ICommand.
Vytváření příkazů je zapouzdřeno ve třídě CommandHistory, která poskytuje objektu
třídy Gui rozhraní pro vytváření nových prvků. Ty vkládá objekt třídy CommandHis-
tory do vlastních vrstev, které mohou být zobrazeny na plátně. Tento vztah je popsán na
obrázku 5.6. Metody getData a setData slouží k serializaci a deserializaci objektu a jsou
použity k ukládání a znovu načtení obvodu. Metoda createGGate je příkladem jedné me-
tody z rozhraní pro vytváření nových prvků. Další tři metody vrací reference na vrstvy,
kam jsou prvky vkládány. Každý obvod z knihovny obsahuje svůj vlastní vnitřní objekt
třídy CommandHistory.
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CommandHistory
getData():dictionary
setData(history:dictionary)
createGGate(x:int, y:int, type:enumGateType, inputsCount:int, rotation:int)
getGateLayer():Layer
getSignalLayer():Layer
getNodeLayer():Layer
undo():void
redo():void
getTarget(serId:int):ISerializable
Gui
commandHistory:CommandHistory
layerStack:Stack<CommandHistory>
activateShowInside():void
gLibraryCircuitClick(libraryCircuit:GLibraryCircuit):void
showOutside():void
Obrázek 5.6: Zapouzdření vytváření příkazů.
Tento vztah je ukázán na obrázku 5.7. Při vytvoření instance třídy GLibraryCircuit jsou
získány pomocí metody getTarget reference na prvky ve vnitřním obvodu. Implementace
rozhraní IGSource a IGTarget třídy GLibraryCircuit pak provádí mapování na rozhraní
IGSource a IGTarget prvků vnitřního obvodu. Tím probíhá připojení vnějšího obvodu na
vnitřní obvod.
GLibraryCircuit
innerCommandHistory:CommandHistory
getInnerCommandHistory():CommandHistory
setOutput(gSig:GSignal, id:int):void
removeOGSignal(id:int):void
hasOSig(id:int):bool
setInput(aGBranch: AGBranch, id:int)
removeAGBranch(id:int)
hasISig(id:int):bool
CommandHistory
getTarget(serId:int):ISerializable
IGSource
setOutput(gSig:GSignal, id:int):void
removeOGSignal(id:int):void
hasOSig(id:int):bool
IGTarget
setInput(aGBranch: AGBranch, id:int)
removeAGBranch(id:int)
hasISig(id:int):bool
Obrázek 5.7: Vytváření knihovních obvodů.
Zobrazení vnitřního obvodu je popsáno na obrázku 5.6. Metoda activateShowInside
aktivuje stav Gui, kdy je při události kliknutí myši na knihovní obvod zobrazen jeho obsah.
Tuto událost pak zpracovává metoda gLibraryCircuitClick, která odstraní z plátna všechny
vrstvy a uloží referenci na aktuální obvod commandHistory na zásobník layerStack. Pomocí
metody getInnerCommandHistory je získán z prvku vnitřní obvod, který je nastaven jako
aktuální a jeho vrstvy jsou zobrazeny na plátně. Metoda showOutside vybere předchozí
obvod ze zásobníku, nastaví jej jako aktuální a zobrazí jeho vrstvy na plátně.
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5.2 Simulátor
Celá simulace je řízená jediným objektem třídy Simulator. Simulátor dovoluje provádět
změny v obvodu během simulace. K zapojení změněných částí obvodu do simulace slouží
metoda addGate. Ta je použita pro hradla, u kterých vzniklo nové, nebo zaniklo staré
spojení. Popis metod třídy Simulator je uveden v tabulce 5.3.
Metoda Popis
setPause(isPause:bool):void Podle parametru isPause pozastaví nebo spustí
pozastavenou simulace.
removeEvents(signal:Signal):void Odstraní ze simulace signál signal.
removeGate(gate:Gate):void Odstraní ze simulace hradlo gate.
addGate(gate:Gate):void Zapojí do simulace hradlo gate.
setSpeedSim(speed:int):void Zpomalí rychlost simulace o speed.
Tabulka 5.3: Popis metod třídy Simulator.
Celá simulační část je zobrazena na obrázku 5.8. Místo tabulky signálů je zde pou-
žita třída Signal, kde každá její instance zastupuje jeden řádek tabulky. Třída Gate zase
zastupuje řádky tabulky hradel.
Simulator
time:double
calendar:PriorityQueue
gateQueue:Array<Gate>
speedSim:int
pause:bool
setPause(isPause:bool):void
removeEvents(signal:Signal):void
removeGate(gate:Gate):void
addGate(gate:Gate):void
setSpeedSim(speed:int):void
PriorityQueue
getSize():int
deleteEvent():void
addEvent(newEvent:Event):void
first():Event
Event
Event(value, sid, time)
Signal
getGates():Array<Gate>
getValue():enumSigValue
setValue(value:enumSigValue):void
Gate
getOutput():Signal
getNewOutValue():enumSigValue
getDelay():double
Obrázek 5.8: Simulační část aplikace.
30
Kapitola 6
Implementace
Implementace byla provedena v HTML5 za pomocí JavaScriptu a PHP. HTML5 obsahuje
navíc oproti starší verzi HTML tag canvas, pomocí kterého lze na webové stránce vytvořit
plátno, do něhož je možné skrze API přes JavaScript kreslit. Samotné API canvasu je po-
měrně omezené a bylo nutné použí framework KinecticJS, který celé rozhraní zjednodušuje
a dále ho rozšiřuje o možnost zachytávání událostí u prvků na plátně.
6.1 Použité frameworky
Pro přenositelnost aplikace byla použita řada frameworků, které zajišťují, že simulátor
bude na každém prohlížeči fungovat stejně. Také zjednodušují implementaci v javascriptu,
protože nabízí spoustu pokročilých funkcí. V aplikaci byly použity následující frameworky.
• jQuery 1.9.1 [9] pro práci s elementy DOMu
• jQuery UI 1.10.2 [10] pro tvorku grafických ovládacích prvků a ikon
• KinecticJS 4.3.3 [13] pro práci s plátnem
• jQuery-json 2.4 [4] pro práci s formátem JSON
• Modernizr 2.6.2 [5] pro detekci podpory canvasu v prohlížeči
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Kapitola 7
Grafické uživatelské rozhraní
Celé uživatelské rozhraní se skládá ze čtyř částí a je zobrazeno na obrázku 7.1. Veškeré
vytváření nových prvků na plátně a jejich propojování je soustředěno do levého panelu.
V pravém panelu je zobrazeno vše co se týká nastavení aplikace a v horním panelu je
zobrazováno nastavení individuálních prvků na plátně. Mezi panely je potom umístěno
plátno. Pro označení aktivity prvku byla použita oranžová barva.
Obrázek 7.1: Uživatelské rozhraní.
7.1 Levý panel
Levý panel má pět sekcí. Jednotlivé sekce jsou uspořádány pod sebou a jejich obsah je
znázorněn na obrázeku 7.2. V sekci Propojení jsou umístěny položky pro propojení prvků
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na plátně a jeho popis. V sekcích Vstupy a Výstupy jsou položky pro nastavení hodnot
vstupu obvodu a zobrazení hodnot výstupu obvodu. Sekce Hradla je určena k výběru hradla
a sekce sekce Knihovna k výběru knihovního obvodu.
Obrázek 7.2: Levý panel simulátoru.
7.1.1 Propojování prvků
Signál propojující prvky na plátně je tvořen svislými a vodorovnými čarami. Uživatel pro-
vádí pomocí levého tlačítka myši výběr bodů, kterými čáry prochází. Při výběru každého
nového bodu je upravena dominantní souřadnice předchozího vybraného bodu. To umož-
ňuje, aby uživatel přesně definoval tvar signálu, aniž by musel předem vědět, jak bude
vypadat. Na obrázku 7.3 je ukázka tvorby signálu.
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Obrázek 7.3: Vytvoření signálu.
7.1.2 Popis vstupu a výstupu obvodu
Aplikace nabízí možnost popsat rozhraní každého obvodu. Díky tomu je na první pohled
zřejmý význam jednotlivých vstupů a výstupů. Na obrázku 7.4 je ukázka popisu jednobitové
poloviční sčítačky.
Obrázek 7.4: Popis rozhraní obvodu.
7.1.3 Nastavaní hodnoty signálu
V sekci Vstupy jsou prvky, u nichž je možné měnit hodnotu výstupu. Pro možnost změny
hodnoty je nutné stisknout tlačítko Upravit prvek v pravém panelu. Poté pomocí kliku na
prvek dojde k jeho označení a je možné nastavit prvku přímo binární hodnotu, nebo pomocí
dvojkliku inkrementovat jeho aktuální. Na obrázku 7.5 je zobrazena konkrétní situace změny
hodnoty na vstupu RS klopného obvodu.
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Obrázek 7.5: Změna vstupní hodnoty.
V sekci Výstupy jsou prvky zobrazující binární hodnotu k nim připojených signálů. Na
obrázku 7.5 jsou zobrazeny v pravé části obvodu.
7.1.4 Výběr knihovního obvodu
V sekci Knihovna je seznam knihovních obvodů. Při najetí myši na konkrétní obvod se
zobrazí v levém horním rohu plátna jeho náhled. Na obrázku 7.6 je ukázka náhledu JK
klopného obvodu.
Obrázek 7.6: Náhledy knihovních obvodů.
7.2 Horní panel
Po stisknutí tlačítka Upravit prvek v pravém panelu je možné u některých prvků zobraze-
ných na plátně měnit jejich individuální nastavení. Výběr prvku probíhá pomocí kliknutí
myši na prvek, poté dojde k jeho označení a v horním panelu je zobrazeno jeho nastavení.
Jednotlivé prvky, které lze upravovat, a jejich nastavení jsou zobrazeny na obrázku 7.7.
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Obrázek 7.7: Změna nastavení prvku.
Jako první je na obrázku uvedeno hradlo. U něho lze nastavit individuální zpoždění
výběrem položky vlastní zpoždění. Hodnota zpoždění je zobrazena vpravo. Druhým prvkem
na obrázku je oscilátor. Zde lze měnit periodu, případně nastavit jeho zapnutí a vypnutí.
Poslední prvek slouží k nastavení vstupu obvodu a jeho nastavení slouží ke změně jeho
binární hodnoty.
7.3 Pravý panel
Namísto klasického menu je nastavení simulátoru zobrazeno v pravém panelu, který by měl
být vhodnější pro ovládání na tabletech. Na obrázku 7.8 je zobrazen pravý panel rozdělený
na dvě poloviny.
První dvě tlačítka na panelu jsou stavová. První tlačítko Upravit prvek přepne aplikaci
do stavu, kdy je po kliknutí myši na prvek na plátně zobrazeno v horním panelu jeho
nastavení. Druhé tlačítko Smazat prvek způsobí, že při kliknutí myši na prvek dojde k jeho
smazání. Má-li smazaný prvek vstupy nebo výstupy, pak jsou odstraněny i připojené signály.
V případě, že je k prvku připojena větev signálu, nebo uživatel vybere jako cíl přímo
samostatnou větev, je smazána pouze vybraná větev a k ní připojené další větve. Zbytek
signálu zůstane zachován.
U dalších dvou tlačítek je text skrytý. Zobrazí se po najetí kurzoru. Tlačítko Zvětšit
provede přiblížení plátna a tlačítko Zmenšit provede jeho oddálení.
Následující tlačítko je dvoustavové a nabízí podle stavu simulátoru buď jeho pozastavení,
nebo jeho spuštění. Tlačítko vedle něj je možné použít ke krokování simulace. V každém
kroku jsou pak provedeny všechny události naplánované na stejný čas.
Aby bylo možné sledovat simulaci v reálném čase, jsou do simulace vloženy časové inter-
valy, kdy je simulace neaktivní a během kterých je možné zasahovat do obvodu. Posuvník
označený textem Zpomalení simulace určuje délku těchto intervalů. Tedy provádí mapování
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reálného času na simulační.
Dále panel nabízí možnost zarovnání prvků. V případě volby Velké zarovnání jsou prvky
vytvářeny na pozici, která odpovídá celočíselnému násobku poloviny šířky hradla. U volby
Malé zarovnání se jedná o čtvrtinu šířky hradla. To umožňuje výtvářet hradla vedle sebe
s malou mezerou mezi nimi.
Pokud není hradlu nastaveno vlastní zpoždění, je při jeho simulaci použito výchozí zpož-
dění. Jeho hodnotu lze změnit pomocí textového pole uvozeného textem Výchozí zpoždění.
Šipky doleva a doprava mají funkci undo a redo. Tedy vratí zpět provedenou akci anebo
znovu provedou akci, která byla vrácena. Akce je vždy vrácena celá, to znamená, že pokud
uživatel smaže hradlo a s ním se smažou i připojení signály, aplikace znovu vytvoří i tyto
signály. Také lze vracet zpět akci smazat vše.
Tlačítko Zobraz obsah je možné použít k zobrazení vnitřního obvodu knihovního prvku
na plátně. Tlačítko je stavové a vnitřní schéma je zobrazeno až po výběru prvku. Pod ním
tlačítko Zpět provede zpětné zobrazení vnějšího obvodu.
Tlačítko Uložit jako slouží k uložení obvodu. Při této akci je vyžádán pomocí dialogového
okna název obvodu. Tlačitko Uložit pak uloží obvod pod tímto názvem anebo pod názvem
načteného obvodu v případě, že byl obvod načten pomocí tlačítka Načíst/Smazat.
Obrázek 7.8: Pravý panel.
Pro obnovení uložených obvodů slouží tlačítko Načíst/Smazat. To otevře dialogové okno,
v kterém je uveden seznam všech uložných obvodů. V nabídce okna je i možnost smazání
obvodu. Na obrázku 7.9 je zobrazena ukázka tohoto dialogového okna.
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Obrázek 7.9: Dialogové okno pro uložení obvodu.
Tlačítko Knihovna slouží k přidání obvodu zobrazeného na plátně do knihovny a k ma-
zání obvodů v knihovně. Při jeho stisknutí se objeví dialogové okno se seznamem obvodů. Ty
lze tlačítkem Smazat odstranit. Ukázka tohoto dialogového okna je zobrazena na obrázku
7.10.
Obrázek 7.10: Dialogové okno s knihovními obvody.
Pro vytvoření knihovního obvodu je určeno tlačítko Přidat. Pokud je rozhraní obvodu
popsáno, aplikace jej umožní vybrat automaticky. V opačném případě je třeba zadat počet
vstupů a výstupů a poté je postupně vybrat a pojmenovat. Po vybrání rozhraní je zobrazen
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jednoduchý editor. Ten obsahuje tři základní tvary. Po výběru jednoho z nich stačí nastavit
jeho šířku a výšku a počet portů na každé straně. Editor porty rovnoměrně rozmístí. Po-
kud toto rozmístění nevyhovuje, je možné jejich pozice upravovat pomocí drag-and-drop.
Přiřazení vybraných vstupů a výstupů v předchozím kroku jednotlivým portům probíhá
pomocí dvojkliku myši. Ve spodní části okna je zobrazena nápověda, která říká, jaký port
má uživatel přiřadit. Kromě toho jsou na plátně zvýrazněny prvky, ke kterým přísluší daný
vstup nebo výstup.
Obrázek 7.11: Přidání obvodu do knihovny.
U každého portu lze nastavit negaci a také ho lze označit jako vstup pro hodinový signál.
Celému obvodu je možné dát popisek. Jeho pozici je třeba upravit pomocí drag-and-drop.
V pravé dolní části je zobrazena aktuální relativní pozice kurzoru. Tlačítkem Přidat je
vložen obvod do knihovny a zároveň je pro něj vygenerován náhled.
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Kapitola 8
Testování
Simulátor byl testován v prohlížečích Google Chrome 26.0, Opera 12.15, Firefox 20.0.1
a Internet Explorer 9. Testování mělo tři fáze. První měla ověřit, zda simulátor funguje
správně. V druhé fazi byly zjišťovány paměťové a výpočetní nároky a ve třetí fázi byla
prováděna optimalizace.
8.1 Ověření funkčnosti simulátoru
Simulátor byl testován následujícími kombinačními obvody:
• čtyřbitová kombinační násobička
• jednobitová poloviční sčítačka
• jednobitová úplná sčítačka
• multiplexor 4-1
• čtyřbitová paralelní sčítačka s postupným přenosem
Ze sekvenčních obvodů byly použity k testování tyto obvody:
• tříbitový asynchronní binární čítač
• klopný obvod D derivační IO 7474
• klopný obvod D s povolovacím vstupem
• klopný obvod J-K derivační
• tříbitový posuvný registr
• klopný obvod R-S hladinový z hradel NAND
• klopný obvod R-S hladinový z hradel NOR
• klopný obvod R-S s povolovacím vstupem
U všech testovaných obvodů byla ověřena správnost simulace.
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8.2 Paměťové a výpočetní nároky
Simulátor nabízí možnost snížit rychlost simulace a sledovat ji v reálném čase. Čím menší
je zpomalení simulace, tím více simulátor vytěžuje procesor. Pro testování byla zvolena ma-
ximální rychlost simulace, kterou simulátor umožňuje. Při tomto testu byly vkládány mezi
jednotlivé události simulace 1 ms prázdné časové intervaly. Dalším důležitým parametrem je
přiblížení plátna. Čím větší je plátno, tím více jeho překreslování vytěžuje procesor. Během
testování mělo plátno spoji výchozí velikost, kdy je výška i šířka plátna 1500 px. Testování
proběhlo v prohlížeči Google Chrome 26.0 na OS Linux Ubuntu s procesorem Intel Core 2
Duo T6400 2.0GHz, tedy s procesorem se dvěma jádry.
Jako testovací obvod byl použit tříbitový čítač, který je zobrazen na obrázku 8.1. Obvod
se skládá ze tří klopných obvodů JK a jednoho prvku pro generování hodinového signálu.
Ty jsou v součtu tvořeny 29 hradly.
Obrázek 8.1: Testovací obvod.
Při testování se vytížení procesoru pohybovalo v intervalu 90 až 98 procent. Z toho
61 procent výpočetního času strávil program překreslováním plátna. Využito bylo 155 MB
paměti. Průměrně bylo zpracováno každou sekundu 13,6 událostí, tedy každou sekundu
byla průměrně 13,6krát změněna hodnota signálu. Plátno bylo překresleno každou sekundu
12krát.
8.3 Optimalizace
Při testování se ukázalo, že testovací zařízení není schopno vykreslovat plátno více než
12krát za sekundu a že jeho vykreslování značně aplikaci zpomaluje. Požadavek na vykres-
lování plátna byl generován po každé změně hodnoty signálu. Pro odstranění nadbytečných
požadavků na vykreslení plátna byla provedena optimalizace, která v případě, že počet
požadavků za sekundu je větší jak deset, začne požadavky ignorovat a provádí překreslení
plátna každých 100 ms. Po optimalizaci se vytížení procesoru pohybovalo v intervalu 72 až
76 procent.
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Kapitola 9
Závěr
Cílem práce bylo vytvořit online simulátor logických obvodů pro demonstraci základních
principů číslicových obvodů. K implementaci byla použita poměrně nová technologie HTML5
Canvas. Její nevýhodou je chybějící podpora ve starších prohlížečích. Naopak výhodou je
otevřenost celé technologie. Při implementaci také bylo použito několika frameworků, které
zlepšují přenositelnost aplikace a rozšiřují rozhraní canvasu.
Při analýze požadavků bylo zjištěno, že větší část každého obvodu je obvykle tvořena
totožnými prvky. Grafické uživatelské rozhraní proto bylo navrženo tak, aby umožňovalo
vytvářet na plátně více stejných prvků za sebou. Nastavení simulátoru je zobrazeno v pra-
vém panelu, což umožňuje jednoduší ovládání programu na tabletech.
Aplikace nabízí prostřednictvím vytváření vlastních knihovních obvodů možnost zvy-
šovat abstrakci simulace. Pro tvorbu knihovních obvodů je její součástí jednoduchý editor
umožňující definovat vzhled nového prvku.
Simulátor umožňuje nastavovat hradlům libovolné kladné zpoždění. Dále umí pozastavit
simulaci a provádět krokování simulace, zarovnávat prvky, zobrazit vnitřní schéma knihov-
ního prvku na plátně, načítat a ukládat obvody, otáčet prvky na plátně, zpomalit simulaci
a obsahuje běžné nástroje jako zoom, undo a redo, nápovědu a mazání. Do aplikace byla
také přidána možnost popisovat rozhraní obvodu.
Funkčnost simulátoru byla testována jednoduchými kombinačními a sekvenčními obvody
jako multiplexor, poloviční a úplná sčítačka a klopné obvody RS, D a JK a také složitějšími
obvody, kde byla použita kombinační násobička, čítač a posuvný registr.
Aplikaci je dále možné rozšířit o simulaci sběrnic, zobrazení časového diagramu průběhu
simulace nebo pokročilejší krokování obvodu. Také je zde prostor pro optimalizaci vykres-
lování. V současném stavu aplikace omezuje vykreslování na deset překreslení plátna za
sekundu. Tento limit by se mohl automaticky přizpůsobovat vytížení procesoru.
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Příloha A
Seznam probraných obvodů v
předmětech INC a INP
Logický obvod Počet hradel Dodatečné informace
digitální hodiny asi 403 nutno implementovat segmentový
displej, použit synchronní čítač -
paralelní dekodér a dekodér 4-16
(BCD)
paralelní-sériový převodník 53 použit synchronní čítač - paralelní
dekodér a multiplexor 8-1
posuvný registr MSI 74164 60 použit R-S KO - derivační se vstu-
pem pro nulování
posuvný registr MSI 74165 67 použit D KO - derivační MSI xx74
příklad obousměrného posuvného
registru
45 použit D KO - derivační
Johnsonův čítač 30 použit D KO derivační MSI xx74
kruhový 10ti bitový čítač 60 použit D KO derivační MSI xx74
univerzální posuvný registr - 3 bi-
tový
54 použit D KO se vstupem Clock Ena-
ble a multiplexor 4-1
válcový posouvač - 4 bitový 28 použit multiplexor 4-1
Tabulka A.1: Seznam probraných logických obvodů.
44
Logický obvod Počet hradel Dodatečné informace
multiplexor 2-1 3
multiplexor 4-1 7 nutno implementovat hradla AND
se 3 vstupy a OR se 4 vstupy
multiplexor 8-1 16 nutno implementovat hradla NOR s
8 vstupy a AND s 5 vstupy
multiplexor dvojnásobný 4-1 16 nutno implementovat hradla OR se
4 vstupy a AND se 4 vstupy
multiplexor čtyčnásobný 2-1 16 nutno implementovat hradlo AND s
negovanými vstupy
demultiplexor 2-4 11 použit 2-4 dekóder
dekodér 2-4 s paralelní strukturou 6
dekodér 3-8 s paralelní strukturou 11 nutno implementovat hradlo AND
se 3 vstupy
dekodér 3-8 se stromovou strukturou 12
dekodér 4-16 s maticovou struktorou 38 použit dekóder 2-4
dekodér 2-4 s povolovacím vstupem 6 nutno implementovat hradlo AND
se 3 vstupy
dekodér 3-8 ze dvou dekodérů 2-4 13 použit dekodér 2-4 s povolovacím
vstupem
dekodér 4-16 ze čtyř dekodérů 2-4 24 použit dekóder 2-4 s povolovacím
vstupem
dekodér 3-8 MSI 74138 16 nutno implementovat hradla NAND
se 4 vstupy a OR se 3 negovanými
vstupy
kodér 4-2 2
prioritní kodér 4-2 5 nutno implementovat hradlo NOR
se 4 vstupy
kodér MSI 74147 31 nutno implementovat hradlo NOR
se 4 a 5 vstupy
poloviční sčítačka 7 nutno implementovat hradlo OR s
negovanými vstupy
úplná sčítačka 12 nutno implementovat hradla NAND
se třemi vstupy a OR se 3 a 4 nego-
vanými vstupy
n bit. sčítačka s postupným přenosem 12n− 5 použita poloviční a úplná sčítačka
sčítačka MSI 7483 36 nutno implementovat hradla AND s
jedním negovaným vstupem, buffer
a NOR s 3, 4 a 5 vstupy
komparátor 7485 31 nutno implementovat hradla AND
se 6 negovanými vstupy a AND s 3,
4 a 5 vstupy
komparátor dvoubitový 17
jednobitová alu 22 nutno implementovat hradla OR se
2, 3 a 4 negovanými vstupy
Tabulka A.2: Seznam probraných logických obvodů.
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Logický obvod Počet hradel Dodatečné informace
R-S KO hladinový 2 problém s inicializací
R-S KO hladinový s povolovacím
vstupem
4
R-S KO dvoufázový 10
derivační obvod 3
R-S KO - derivační 7 použit derivační obvod
D KO - hladinový s povolovacím
vstupem
5
-D KO - dvoufázový 12
D KO - dvoufázový se vstupy pro
nastavení a nulování
11 nutno implementovat hradlo OR se
3 negovanými vstupy
D KO - derivační 8
D KO - derivační MSI xx74 6 nutno implementovat hradlo NAND
se 3 vstupy
J-K KO - dvoufázový 11
J-K KO - derivační 7 nutno implementovat hradla OR s
negovanými vstupy a NAND se 3
vstupy, použit derivační obvod
J-K KO - derivační se vstupy pro
nastavení a nulování
7 nutno implementovat hradla OR se
3 negovanými vstupy a NAND se 4
vstupy, použit derivační obvod
J-K KO - derivační MSI LS73A 8 nutno implementovat hradla AND
se 3 vstupy a NAND se 3 a 4 vstupy
T KO - derivační se vstupy pro na-
stavení a nulování
7 použit J-K KO - derivační se vstupy
pro nastavení a nulování
D KO se vstupem Clock Enable 11 použit 1 bitový multiplexor
demultiplexor 1-4 s povolovacím
vstupem
11 použit dekodér 2-4
multiplexor MSI 74150
demultiplexor MSI 74154
tříbitový binární asynchronní čítač 21
asynchronní čítač modulo 10 25 použit J-K KO MSI LS73A
asynchronní čítač modulo 12 25 použit J-K KO MSI LS73A
asynchronní čítač MSI 7493 25 J-K KO MSI LS73A
asynchornní čítač MSI 74176 39 použit J-K KO - derivační se vstupy
pro nastavení a nulování a T KO -
derivační se vstupy pro nastavení a
nulování
synchronní čítač - kaskádní dekodér 33 použit J-K KO - derivační
synchronní čítač - paralelní dekodér 37 nutno implementovat hradlo AND
se 3, 4 a 5 vstupy, použit J-K KO
MSI LS73A
synchronní čítač - příklad čítače
Grayova kódu
44 použit J-K KO - derivační, nutno
implementovat hradla AND se 3
vstupy a OR se 4 vstupy
Tabulka A.3: Seznam probraných logických obvodů.
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Logický obvod Počet hradel Dodatečné informace
poloviční sčítačka 2
úplná sčítačka 6 nutno implementovat hradlo OR se
3 vstupy
sériová sčítačka 12 použit D KO - derivační MSI xx74
a úplná sčítačka
n bit. paralelní sčítačka s postup-
ným přenosem
6n použita úplná sčítačka
rozšířená sčítačka s výstupem carry 5
rozšířená sčítačka bez výstupu carry 3
4 bit. sčítačka s CLA 21 (+5 s C4) tyto sčítačky vyžadují velké množ-
ství vstupů u hradel OR a AND, po-
užita rozšířená sčítačka bez výstupu
carry
8 bitová sčítačka s výběrem přenosu 90 použita 4 bit. paralelní sčítačka s
postupným přenosem a multiplexor
čtyřnásobný 2-1
4 bit. válcový posouvač pro rotace
vpravo
28 použit multiplexor 4-1
16 bit. válcový posouvač 192 použit multiplexor 2-1
n bit. registr se vstupem load 5n použit R-S KO hladinový, asyn-
chronní obvod
n bit. nastavitelný posuvný registr 3 + 8n použit D KO - derivační MSI xx74
4 bit. sekvenční násobička asi 128 použita 4 bit. sčítačka s CLA, 4 bit.
registr se vstupem load, 5 a 4 bit.
nastavitelný posuvný registr
4 bit. kombinační násobička 72 použita poloviční a úplná sčítačka
n bit. sčítačka s uchováním přenosu 6n použita úplná sčítačka
n bit. kombinační násobička s ucho-
váním přenosu
6n2 použity sčítačky s uchováním pře-
nosu a postupným přenosem
Wallaceův strom pro 8 bit. náso-
bičku
336 použity sčítačky s uchováním pře-
nosu a postupným přenosem
sekvenční dělička SRT použita ALU s operacemi +/-
/prázdná, posuvný registr (posun
doleva), registr a řadič
sčítačka / odčítačka FP použit multipexor, sčítačka (pro od-
čítaní), obvod pro prohozní man-
tis, posuv mantisy, sečtení/odečtení
mantis, zjištění počtu nul v horních
bitech mantisy a výpočet znaménka
dělička využívající Newtonův algo-
ritmus
použit multiplexor, násobička, sčí-
tačka, registr a řadič
obvod pro výpočet funkce sinus po-
mocí algoritmu CORDIC
multiplexor, paměť, registr, obvody
pro bitový posun a sčítání / odčítání
Tabulka A.4: Seznam probraných logických obvodů.
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asociativní paměť potřeba hradlo AND s velkým
množstvím vstupů, použito hradlo
XNOR
buňka paměti ROM vstup pro aktivaci, neměnitelná
hodnota
struktura paměti ROM 16 x 4b použit dekodér 1 z 16, buňka paměti
ROM a 4 bit. registr
paměťová buňka SRAM vstupy pro zápis a adresování, vý-
stup pro čtení (negovaná hodnota)
paměť MCM6264C použit dekodér 1 z 8 a 1 z 5, pamě-
ťová buňka SRAM, třístavový budič
a AND se třemi vstupy - dva nego-
vané
příklad adresování více pamětí dekodér se třemi negovanými vstupy
příklad adresování v časovém mul-
tiplexu
použit 7 bit. registr s povolovacím
vstupem a paměťová matice 7*7
(16k bitů, struktura DRAM), ob-
tížné simulovat DRAM
příklad blokové struktury DRAM použita paměťová matice 16k bitů
se strukturou DRAM
rozhodovací obvod pro n zařízení použit n bit. registr, RS KO a hradla
AND se dvěma až n + 1 vstupy
implementace mikro řadiče podle
Wilkesova schématu
dekodér 1 z 8, buňka paměti rom a
demultiplexor 1-2
připojení jednotek na obousměrnou
sběrnici
třístavový budič (vstup enable pro
připojení)
Tabulka A.5: Seznam probraných logických obvodů.
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