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V simulacijah plasti postrgane plazme (SOL) z B2-EIRENE oziroma SOLPS (Scrape-
O Layer Plasma Simulations) se pojavlja veliko stevilo vhodnih parametrov, moznih
kombinacij ionskih delcev, atomskih procesov in interakcij med plazmo in steno. Si-
mulacije SOLPS se izvajajo na superracunalnikih v uporabniskih imenikih in se lahko
shranjujejo tudi v podatkovne baze MDSPLUS ali pretvorijo za zapis v fuzijske podat-
kovne baze s predpisanimi strukturami za integrirano modeliranje (EUROfusion CPO
ali ITER IDS).
To magistrsko delo raziskuje podatkovno strukturo EUROfusion CPO in ITER IDS
ter pridobljene informacije uporabi za pripravo primernih orodij za transformacijo po-
datkov iz CPO v IDS ter izdelavo vticnika in nadgradenj splosno-namenskega vizu-
alizacijskega orodja ParaView, ki bo omogocal primerjalne analize rezultatov simu-
lacij SOLPS. Nenazadnje je bila nadgrajena koda SOLPS-ITER, ki omogoca zapis
edge proles IDS-jev v podatkovno bazo IMAS in tako nudi nabor orodij za okolje
integriranega modeliranja.
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In Scrape-O Layer Plasma Simulations (SOLPS) with B2-EIRENE there are many
input parameters, possible combinations of ion particles, atomic processes, and interac-
tions between the edge plasma and the core boundary and plasma-facing components.
The SOLPS are carried out on a cluster in a user directory and can be stored in
the MDSPLUS database or can be converted to a "record"in fusion databases with
prescribed structures for integrated modeling (EUROfusion CPO or ITER IDS).
This thesis investigates the data structure of EUROfusion CPO and ITER IDS and uses
gathered information to create appropriate tools for data transformation from CPO to
IDS together with plugins and upgrades for general purpose visualization tool ParaView
which allows comparative analysis of SOLPS output results. Finally, the SOLPS-ITER
code is upgraded to write edge proles IDS into IMAS database providing a required
set of tools for in integrated modeling framework.
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1. Uvod
1 Uvod
1.1. Ozadje problema
Okolje za integrirano modeliranje in analizo ITER-ja tj. IMAS (ITER Integrated Mo-
delling & Analysis Suite) [1] in okolje EU-IM (EUROfusion Integrated Modelling) [2],
v okviru projekta EUROfusion za razvoj kod (WPCD), predstavljata vodilni clen v
razvoju fuzijskih kod znotraj Kepler [3] znanstvenega programskega delovnega okolja.
Kompleksni IM (Integrated Modelling) delovni tok (ang. workow), razvit s strani
skupine EU-IM [4{7], temelji na delovnegem okolju Kepler, zdruzuje vec zikalnih
kod, vkljucno z njihovimi razlicnimi casovnimi in prostorskimi okviri. Okolji IMAS in
EU-IM temeljita na osnovnem podatkovnem modelu zike (PDM, ang. Physics Data
Model), ki omogoca povezovanje programskih kod skupaj s standardiziranimi podat-
kovnimi strukturami. Te podatkovne strukture se nahajajo v osebnih ali globalnih
podatkovnih bazah do katerih se lahko dostopa z uporabo raznih programskih jezikov
(Fortran, C++, Java, Python in Matlab).
Trenutno sta v uporabi dva glavna podatkovna modela zike (PDM) in dve bazi po-
datkov (ang. database) za integrirano modeliranje:
• Podatkovna baza EU-IM (ang. EUROfusion Integrated Modeling) [2] je sestavljena
iz vec podatkovnih struktur imen. CPO (ang. Consistent Physical Objects). To
so porazdeljene standardizirane hierarhicne podatkovne strukture, katerih namen je
popoln opis PDM.
• ITER zikalni podatkovni model [1] je sestavljen iz podatkovnih struktur, ki so si
med eboj zelo podobne (vendar ne identicne) podatkovnim strukturam CPO. Te
podatkovne strukture se imenujejo IDS (Interface Data Structures). V casu pisanja
te magistrske naloge poteka proces uveljavitve IMAS-a in IDS-ov kot poglavitnega
oziroma edinega ustreznega ogrodja za delo s zikalnimi podatkovnimi modeli, in to
za vse partnerje projekta ITER, vkljucno z ekipo EU-IM.
Te baze podatkov vsebujejo podatke, kot so npr. geometrija fuzijske naprave, pla-
zemsko ravnovesje (ang. equilibrium), viri napajanja in gretja plazme ter popoln opis
plazemskega stanja, vkljucno s temperaturo elektronov, temperaturo ionov, gostoto
elektronov, gostoto ionov itd.
1
1.2. Cilji in metodoloski pristop
1.2. Cilji in metodoloski pristop
Ta magistrska naloga izhaja iz potrebe po nadgradnji ustaljenih sodobnih orodij za
analizo rezultatov simulacij z uporabo programskega orodja SOLPS (Scrape-O Layer
Plasma Simulations). Primernega orodja za primerjalno analizo teh podatkov oziroma
rezultatov ni, tako mora uporabnik sam izdelati oziroma napisati ustrezna orodja v
razlicnih programskih jezikih (Matlab, Awk, Perl, Python). To uporabniku se dodatno
otezuje nalogo, saj za obvladovanje in uporabo teh programskih jezikov je potrebno
imeti predhodno znanje ter izkusnje iz programiranja. Poleg tega vsak uporabnik hrani
svoje datoteke simulacij, ki so bile izvedene enkrat ter so tezko ponovljive, v svojih la-
stnih imenikih ter so za ostale uporabnike tezje dostopni. S pomocjo okolja IMAS se
rezultati simulacije lahko shranijo v posamezno podatkovno strukturo IDS, ki je nato
prosto dostopno za branje in se ga lahko poveze s simulacijami jedra plazme (ang. pla-
sma core) in ali modeli stene tokamak fuzijskega reaktorja. Prednost uporabe teh baz
podatkov in njihovih pripadajocih podatkovnih struktur je sposobnost arhiviranja in
zapisa vira podatkov, saj so tako podatki simulacij dostopni vsem ter hkrati ponovljivi
in primerljivi. Do teh polnih IDS-ov nato dostopa nadgrajeni program ParaView, ki se
splosno uporablja na raznih znanstvenih podrocjih za vizualizacijo podatkov v visoko
zmogljivih racunalniskih sistemih (ang. HPC).
Magistrska naloga najprej ponuja vpogled v podrocje plasti robne plazme (SOL, ang. Scrape-
O Layer) in njena sosednja podrocja plazme znotraj naprave tokamak skupaj z opisom
mreze. Temu sledi poglobljena predstavitev hierarhije standardiziranih porazdeljenih
podatkovnih struktur, njihove uporabe in zmogljivosti, dodatne informacije za nadaljnji
razvoj posplosene strukture opisa mrez (GGD, ang. General Grid Description). Poleg
tega to magistrsko delo predstavlja potek razvoja in delovanje orodij, katerih namen je
ali prenos in pretvorba podatkov zikalnega modela iz ze obstojecih CPO v podatkovne
strukture IDS ali shranjevanje rezultatov B2.5 simulacij v IDS s pomocjo knjiznice GSL
(ang. Grid Service Library). Poleg tega je v magistrskem delu predstavljeno delovanje
nadgrajenega programskega orodja ParaView, namenjenega za vizualizacijo in analizo
podatkov, ki opisujejo stanje v obmocju roba plazme ter tudi zunanje plasti plazme
(ang. Scrape-O Layer (SOL), shranjenih znotraj podatkovnih struktur IDS.
1.3. Vsebina magistrske naloge
Ta magistrska naloga sestoji iz naslednjih poglavij in podpoglavij: Poglavje 2 je razde-
ljeno na tri podpoglavja, pri cemer so v prvem podpoglavju predstavljene osnove plasti
robne plazme SOL (ang. Scrape-O Layer), v drugem podpoglavju je predstavljen
opis mreze in njene znacilnosti, v zadnjem, tretjem podpoglavju, pa so predstavljene
osnove podatkovnih struktur CPO in IDS. Poglavje 3 je razdeljeno na dve podpo-
glavji, pri cemer prvo podpoglavje podrobneje obravnava podatkovno strukturo edge
CPO, drugo podpoglavje pa podrobneje obravnava podatkovno strukturo edge proles
IDS. Poglavje 4 je razdeljeno na dve podpoglavji, pri cemer prvo podpoglavje daje
dodaten vpogled v obe podatkovni strukturi in nato predstavi orodje za pretvorbo po-
datkov cpo2ids in opisuje sam postopek pretvorbe prenosa podatkov iz edge CPO v
2
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edge proles IDS, v drugem poglavju pa so predstavljena orodja namenjena shranjeva-
nju izhodnih rezultatov simulacije kode B2.5. V naslednjem poglavju 5 je predstavljen
ParaView vticnik (ang. plugin) ReadUALEdge, ki je namenjen vizualizaciji podatkov,
pridobljenih iz IDS-ov. Poglavje 6 predstavlja rezultate, pridobljenih z uporabo ome-
njenih orodij za delo s podatki v sodelovanju z vticnikom ReadUALEdge. Poglavji 7
in 8 pa vsebujeta ugotovitve ter zakljucek predstavljenega dela, na koncu pa se ma-
gistrska naloga zakljuci s prilozenimi dodatki, ki vkljucujejo izvorne kode vseh orodij,
obravnavanih v tej magistrski nalogi.
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2 Teoreticne osnove
V tem poglavju so predstavljene bistvene teoreticne osnove, potrebne za razumevanje
naslednjih poglavij. To so teoreticne osnove o plasti robne plazme (SOL, ang. Scrape-
O Layer) ter njenih sosednjih podrocij znotraj fuzijskega reaktorja tokamak. Vkljucno
s tem so predstavljene znacilnosti geometrijske mreze ter principi, ki se nanasajo na
deniranje in konstruiranje mreze. Na koncu poglavja so predstavljeni osnovni koncepti
ter lastnosti podatkovnih struktur, kot sta CPO in IDS.
2.1. Robna plast plazme
Robna plast plazme (ang. Scrape-o Layer [8{10]) je zunanja plast plazme znotraj
fuzijskega reaktorja na katero se nalaga preostala plazma oziroma tista plazma, ki
"uide"iz jedra tvorbe plazme. Ta plazma se nalaga na komponento fuzijskega reaktorja
imen. divertor in se nahaja na robu plazme med vrocim jedrom in steno oz. stenskimi
elementi fuzijskega reaktorja, ki so v stiku s plazmo.
Preko obmocja SOL uhajajo odpadni delci, ki se tvorijo v jedru fuzijske reakcije (npr.
ostanki helija, ki se tvorijo med fuzijsko reakcijo med devterijem in tritijem) in v pri-
meru, da bi usli nazaj v jedro, bi onesnazili jedro plazme ter destabilizirali gorenje
plazme. Poleg tega v istem obmocju poteka ohlajanje roba plazme z namenom, da se
prepreci poskodbe stenskih elementov tokamaka zaradi izpostavljenosti visokim tem-
peraturam.
Vecina fuzijskih reaktorjev, ki je zasnovanih na taksnem konceptu porazdelitve magne-
tnega polja, kot se uporablja v tokamak fuzijskih reaktorjih (drugi obstojec koncept se
nanasa na stelarator [11]), uporablja magnetno polje za preusmeritev plazme iz SOL
obmocja na divertor, kjer je nadzor nad ohlajanjem plazme in uhajanjem visokoener-
gijskih delcev precej lazji. Poleg tega se s preusmerjanjem plazme iz SOL obmocja na
divertor tudi znatno reducira kolicino necistih obrabnih delcev, ki nastanejo kot posle-
dica stika komponent fuzijskega reaktorja s plazmo in bi drugace usli v jedro plazme,
ter tako se dodatno pripomore k zagotavljanju cistosti jedra plazme. Eden izmed
predstavnikov taksnih tokamak fuzijskih reaktorjev je tudi ITER fuzijski reaktor.
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2.1.1. Nabor kod in programskih orodij SOLPS-ITER
Zaradi kljucnosti plasti robne plazme v tokamaku in zaradi boljsega razumevanja delo-
vanja tega obmocja je bil razvit nabor kod in programskih orodij pod skupnim imenom
SOLPS [10, 12]. To orodje uposteva mnogo dejavnikov, kot so npr. interakcija robne
plazme z elementi tokamaka, vpliv plazme nizjih temperatur ter primerjava le-te z
vrocim jedrom plazme. Razvoj SOLPS-a, prej poznanega kot B2-Eirene [13], poteka
od leta 1990 dalje s strani organizacije ITER in odzslih svetovnih institutov, kot so Max
Planckov institut za ziko plazme v Munchnu, Tehnicna univerza v St. Petersburgu in
Univerza Julich.
Nabor SOLPS v glavnem vsebuje:
• CARRE, program, namenjen generiranju mreze geometrije,
• DIVGEO, orodje za dolocanje lastnosti materialov,
• B2, koda namenjena popisovanju toka in obnasanja plasme, in
• EIRENE, namenjena preracunu kinetike z metodo Monte Carlo.
Poleg izvajanja simulacij obnasanja plazme v obmocju plasti robne plazme se SOLPS
uporablja tudi za izvajanje simulacije obnasanja plazme v obmocjih zunanjega in notra-
njega divertorja in v obmocju zunanje plasti jedra plazme, kot je prikazano na Sliki 2.1.
SOLPS je mocno prisoten tudi pri izvajanju simulacij poteka robne plasme v tokamaku
AUG (ASDEX Upgrade) ter tudi pri izvajanju simulaciji z namenom predpostavljanja
delovanja in potrebnih pogojev v prihodnjem fuzijskem reaktorju ITER [10].
SOLPS je presel skozi ves nadgradenj in leta 2009 je pridobil novo ime SOLPS-ITER [14,
15], poleg tega pa je bil ta nabor kod in programskih orodij vkljucen znotraj okolja
IMAS (ITER's Integrated Modelling and Analysis Suite), ki podpira razvoj in pove-
zavo med naprednejsimi orodji namenjeni delu v povezavi z ITER-jem. SOLPS-ITER
je tudi trenutno primarno orodje za izvajanje simulacij poteka plazme znotraj plasti
robne plazme (SOL).
2.1.1.1. Koda B2.5
Del nabora kod in programskih orodij SOLPS-ITER je tudi nadgrajena B2 koda z
imenom B2.5 [16, 17], ki je namenjena proucevanju dvodimenzionalnih struktur, zike
in obnasanja robne plazme v tokamaku ter je na voljo za uporabo skupaj z obstojecimi
SOLPS-ITER primeri [18]. Za pravilno delovanje simulacije je potrebno predhodno
denirati stevilne parametre in konstante iz zike plazme, kateri pa so navadno na
voljo skupaj s SOLPS-ITER primeri.
Po uspesnem izvajanju simulacije se izhodni rezultati, kot so opis mreze tokamaka,
izracunani podatki o robni plazmi (temperatura elektronov, gostota elektronov in tem-
peratura in gostota ionov v obmocju robne plazme), shranijo znotraj dolocenih podat-
kovnih datotek1. Ti podatki so potem na voljo za nadaljnjo obdelavo in analizo.
1Geometrija mreze tokamaka! datoteka b2fgmtry ; lastnosti robne plazme! datoteka b2fstati oz.
b2fstate
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- Core
- SOL 
- Inner Divertor
- Outer Divertor
- Separatrix
Z
R
Slika 2.1: Prikaz Obmocij znotraj AUG tokamaka, proucevana s pomocjo SOLPS
simulacij.
2.1.1.2. Denicija mreze robne plasti plazme
Podatki o strukturi mreze obmocja plasti robne plazme je eden izmed najbolj kljucnih
podatkov, potrebnih za potek SOLPS simulacij in kasneje tudi za samo vizualizacijo
rezultatov. Kot je ze bilo obravnavano v prejsnjem poglavju 2.1.1., SOLPS poleg
obmocja plasti robne plazme obsega tudi njena sosednja obmocja v tokamaku: zunanje
jedro plazme (ang. outer core), notranje obmocje divertorja (ang. inner divertor region
in zunanje obmocje divertorja (ang. outer divertor region.
Struktura mreze denira domeno simulacije in kasnejse vizualizacije, kot je prikazano
na Sliki 2.2. V naslednjem podpoglavju so predstavljene osnovne karakteristike mreze
in principi, ki popisujejo strukturo mreze in so potrebni za dosego ustrezne vizualizacije
in nato analiz rezultatov simulacije. Te osnove se uporabljajo v tej magistrski nalogi
in prav tako tudi na stevilnih drugih znanstvenih podrocjih.
7
2.2. Opis geometrije mreze
Z
R
Slika 2.2: Primer mreze, ki predstavlja domeno SOLPS simulacij ITER tokamaka.
Mreza sestoji iz 96 36 stirikotnih celic v zicnem prostoru.
2.2. Opis geometrije mreze
Mreza [19{22] je sestav stevilnih med seboj povezanih geometrijskih elementov, ki so
denirani s koordinatami v prostoru in predstavljajo diskretno aproksimacijo dejanske
geometrije zikalnega objekta. Mreza se uporablja za enostavnejse resevanje zikalnih
in matematicnih modelov, kot so mehanika uidov in prenos toplote. Mreza se nato
lahko uporabi za gracni prikaz rezultatov simulacij in ostalih racunalniskih analiz
zikalnih modelov.
2.2.1. Struktura mreze
Kot je bilo ze omenjeno, vsaka mreza je sestavljena iz stevilnih elementov oziroma
podkomponent raznih geometrijskih vrst. Za te podkomponente lahko uporabimo izraz
objekti, ker isto ime se uporablja znotraj SOLPS-a in podatkovnih strukturah CPO in
IDS, ki bodo obravnavane v naslednjih poglavjih.
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Glavni sestavni objekti, ki sestavljajo mrezo, so
1. tocka oziroma vozlisca (ang. point),
2. rob (ang. edge),
3. povrsina oziroma dvodimenzionalne celica (ang. two-dimensional cell), in
4. tridimenzionalna celica (ang. three-dimensional cell).
Tocka z danimi koordinatami v dolocenem koordinatnem sistemu predstavlja osnovni
geometrijski objekt mreze. Dve tocki z daljico med njima tvorita geometrijski objet,
imenovan rob, vec robov skupaj pa lahko tvori povrsino oziroma dvodimenzionalno
celico. Najpogostejse uporabljene geometrijske dvodimenzionalne celice so trikotniki,
sestavljeni iz treh robov, ter pravokotniki, sestavljeni iz stirih robov, kot je prikazano na
Slikah 2.3 in 2.5. V tridimenzionalnem prostoru vec dvodimenzionalnih celic oziroma
objektov tvori tridimenzionalni objekt, katerih najpogostejsa predstavnika sta tetrae-
der, sestavljen iz stirih trikotnikov, ter heksaeder, sestavljen iz sestih stirikotnikov.
P4
P1
P3
P2E1
E3
E2E4
P4
P1
P3
P2
P4
P1
P3
P2E1
E3
E2E4 C1
(a) (b) (c)
Slika 2.3: Primer osnovnega principa oblikovanja pravokotne celice z uporabo stirih
tock P1, P2, P3 in P4, razvrscenih v nasprotni smeri urinega kazalca (a). Te tocke
predstavljajo meje robov E1, E2, E3 in E4 (b): P1 in P2 sta mejni tocki za rob E1,
P2 in P3 za E2 itd. Robovi E1, E2, E3 in E4 predstavljajo mejo pravokotne celice
C1. Na ta nacin je sestavljena vsaka 2D celica znotraj geometrijske mreze.
Dvodimenzionalna mreza je sestav stevilnih med seboj povezanih 2D elementov, ki
lezijo na isti ravnini (primer je prikazan na Sliki 2.4a), medtem ko je tridimenzionalna
mreza sestav stevilnih med seboj povezanih 3D elementov, ki lezijo v istem prostoru
(primer je prikazan na Sliki 2.4b).
2.2.2. Meja objekta mreze
Meja (ang. boundary) [23, 24] dodatno karakterizira obmocje mreze. V nekaterih pri-
merih meja predstavlja zunanje robove, ki omejujejo celotno mrezo, v tej magistrski
nalogi pa se ta izraz nanasa na seznam (n   1)-dimenzionalnih objektov, ki popi-
suje mejo posameznega n-dimenzionalnega objekta znotraj mreze. Na primer, mejo
enodimenzionalnega objekta oziroma roba tvorita dve tocki, medtem ko pa mejo dvo-
dimenzionalnega objekta npr. stirikotne celice denirajo stirje robovi, kot je prikazano
na Sliki 2.3.
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(a) Enostavna strukturirana mreza,
sestavljena iz enakih stirikotnih
elementov v dvodimenzionalnem
prostoru.
(b) Enostavna heksaedricna mreza v
tridimenzionalnem prostoru.
Slika 2.4: Primer preproste strukturirane mreze, sestavljene iz stirikotnih elementov v
dvodimenzionalnem prostoru (slika 2.4a) in primer preproste strukturirane mreze,
sestavljene iz heksaedricnih elementov v tridimenzionalnem prostoru (Slika 2.4b).
1 2
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16
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11 12
CELLS
1
2
3
4
5
6
7
8
9
10
11
12
NODES
 1    2    7    6
 2    3    8    7
 3    4    9    8
 4    5   10   9
 6    7   12  11
 7    8   13  12
 8    9   14  13
 9   10  15  14
11  12  17  16
12  13  18  17
13  14  19  18
14  15  20  19
Slika 2.5: Primer matrike povezav med posameznimi stirikotnimi elementi znotraj
nestrukturirane mreze.
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2.2.3. Podmreza
Podmreza predstavlja manjsi del celotne mreze in ima navadno v zikalnih izracunih
pomembnejso vlogo od ostalega dela mreze. To je lahko obmocje, za katero vemo,
da nosi najvecje obremenitve in zato na njem na primer zgostimo mrezo bolj kot na
ostalih obmocjih mreze in se tako bolj posvetimo dogajanju v tem delu mreze. To
lahko vidimo na Sliki 2.1, kjer je vsako obmocje denirano kot podmreza in so del
celotne mreze. Te prikazane podmreze oziroma obmocja so jedro (ang. Core), robna
plast plazme (ang. Scrape-O Layer (SOL), notranji divertor (ang. Inner Divertor),
zunanji divertor (ang. Outer Divertor) in meja med jedrom in plastjo robne plazme
(ang. Separatrix).
Vsaka podmreza je denirana z geometrijskimi objekti le enega tipa, na primer tock
oziroma vozlisc2, robov itd...
2.2.4. Vrste mrez
Dolocanje vrste mreze [22] temelji na nacin povezave med elementi znotraj mreze ozi-
roma glede na vrsto dvodimenzionalnih elementov, ki tvorijo celotno mrezo.
Glede na nacin povezave med elementi znotraj mreze locimo
1. strukturirano mrezo,
ki ima urejeno strukturo mreze, in je sestavljena samo iz pravokotnikov v 2D
prostoru in heksaedrov v 3D prostoru, kot je prikazano na Slikah 2.4a, 2.4b in
2.6a,
2. nestrukturirano mrezo,
ki lahko sestoji iz katerih koli geometrijskih elementov, ki pa so med seboj neu-
rejeno porazdeljeni, kot je prikazano na Slikah 2.5 in 2.6b.
Najbolj pogosti geometrijski elementi, uporabljeni za deniranje mreze, so (tudi prika-
zani na Sliki 2.7):
• dvodimezionalni:
1. trikotniki,
2. stirikotniki,
• tridimenzionalni (ti elementi so omejeni z zgoraj nastetimi dvodimenzionalnimi ele-
menti, torej z 2D trikotniki in stirikotniki):
1. tetraedri,
2. heksaedri.
2Izraz "vozliscese uporablja tudi pri opisovanju drevesne podatkovne strukture, zato je treba biti
pozorno na na obravnavano tematiko.
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(a) Kompleksna 2D strukturirana mreza. (b) Kompleksna 2D nestrukturirana mreza.
Slika 2.6: Primer kompleksne strukturirane (a) in nestrukturirane mreze (b) v
dvodimenzionalnem prostoru.
Slika 2.7: Najbolj pogosto uporabljeni elementi za deniranje mreze.
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2.2.5. Koordinatni sistemi
Kot je bilo navedeno ze v poglavju 2.2.1., je geometrija vozlisc podana v obliki ko-
ordinat znotraj dolocenega globalnega koordinatnega sistema. V simulacijah fuzijske
plazme se najbolj pogosto uporabljajo naslednji koordinatni sistemi (tudi prikazano na
Slikah 2.8, are [11, 25]):
1. cilindricni koordinatni sistem (R; ; z), pri cemer je R radij torusa,  je
toroidna smer, in z je visina, kot je prikazano na Sliki 2.9,
2. Paralelni koordinatni sistem (k;?; r), pri cemer je k vzporedna smer in ? je
pravokotna (diamagnetna smer) glede na magnetno polje B in r je normala glede
na tok plazme,
3. Poloidni koordinatni sistem (; r; ), pri cemer je  tangenta na magnetno
polje v poloidni smeri, r je normala glede na tok plazme v poloidni smeri,  pa
je kot v toroidni smeri.
Podatki o geometriji tokamaka so navadno podani v cilindricnih koordinatah.
Slika 2.8: Globalni koordinatni sistemi tokamaka v tridimenzionalnem prostoru. (iz
Ref. [25]).
13
2.3. Standardizirane podatkovne strukture
Slika 2.9: Globalni cilindricni koordinatni sistem tokamaka ITER v
tridimenzionalnem prostoru.
2.3. Standardizirane podatkovne strukture
Eden izmed nacinov shranjevanja rezultatov simulacij je obicajen nacin shranjevanja
podatkov znotraj datotek v dolocenem imeniku na racunalniku. Tak nacin shranjevanja
podatkov ni zahteven in deluje brez vecjih tezav. Tezava pa nastane, ko stevilo datotek
zacne narascati, saj takrat upravljanje z datotekami, kot je shranjevanje, deljenje z
drugimi uporabniki, pregledovanje datotek ipd., postane tezje in casovno potratno,
dokler nazadnje stevilo datotek toliko naraste da tak nacin shranjevanja podatkov
skrajno neprakticen. Poleg tega so ti podatki shranjeni v razlicnih formatih in so tezje
uporabni za ostale uporabnike. Drugi mozni nacin shranjevanja pa je shranjevanje
podatkov znotraj standardnih hierarhicnih podatkovnih baz ali podatkovnih struktur,
ki imajo drevesno strukturo so sestavljeni iz vec podatkovnih enot (ang. data unit) ki
imajo drevesno strukturo, in vsako njeno vozlisce predstavlja svojo datotecno enoto3.
Vsako vozlisce drevesne strukture je nastavljeno tako, da lahko vsebuje le dolocene
3Izraz "podatkovna enota"je vzet iz [26]
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podatke v dolocenem formatu. Za opis drevesne strukture se uporablja [27]:
• vozlisce, osnovni sestavni del drevesne strukture in se nanasa na vsak elemente
znotraj drevesa. Obstajata dva tipa vozlisc [28], ki sta tudi prikazana na Sliki 2.10:
| preprosto vozlisce (ang. simple structure node) oziroma vozlisce z eno struk-
turo, in
| strukturirano vozlisce (ang. array of structures node) oziroma vozlisce, ki je
sestavljeno iz niza identicnih struktur pod isto oznako vozlisca.
• list (ang. leaf), ki se nanasa na koncno vozlisce drevesne strukture in se ne deli v
nobena naslednja vozlisca,
• stars (ang. parent) oziroma maticno vozlisce, ki se nanasa na vozlisca en nivo
nad obravnavanim vozliscem,
• brat (ang. sibling), ki se nanasa na vozlisca na istem nivoju kot obravnavano vo-
zlisce,
• otrok (ang. child), ki se nanasa na vozlisca en nivo pod obravnavanim vozliscem,
kot je prikazano na Sliki 2.11, kjer se pomikamo skozi drevesno strukturo od zacetnih
vozlisc skozi vozlisca nizjih nivojev vse do koncnih vozlisc oziroma listov.
(a)
(b)
Slika 2.10: Prikaz koncepta preprostega vozlisca (ang. simple structure node) (a) in
strukturiranega vozlisca (b) (ang. array of structures node), kjer indeksi struktur
potekajo od 1 to n, pri cemer je n stevilo vseh struktur.
Obravnavana drevesna podatkovna struktura, ki ima vnaprej denirana vozlisca in
lahko hranijo le tocno dolocen tip podatkov in v tocno dolocenem formatu, omogoca
standardizirano zapisovanje podatkov v podatkovno strukturo in posledicno resuje
tezave, povezane z razumevanjem in uporabo obseznejsih podatkov Ta nacin nam
omogoca shranjevanje celotne simulacije in eksperimentalnih podatkov, tako da je pre-
gledovanje in primerjava simulacijskih podatkov z eksperimentalnimi podatki enostav-
nejsa. Podatkovne enote vsebujejo tudi vozlisca, ki vsebujejo informacije o vsebini
podatkovne enote, kot so npr. avtor podatkov, datum nastanka podatkov ipd. Poleg
tega se lahko dostopa do podatkovnih struktur drugih uporabnikov brez predhodne re-
plikacije, se vedno pa je za to potrebno imeti dovoljenje lastnika podatkovne strukture.
Vsebina podatkovne strukture se zapisuje s pomocjo programskih jezikov, kot so Python
(tako Python2.x kot tudi Python3.x), C++, Fortran in Matlab. V programskih jezi-
kih C++ in Python se na posamezna vozlisca drevesne strukture naslavlja v obliki
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Slika 2.11: Prikaz starsa (ang. parent), brata (ang. sibling), otroka (ang. child) in
lista (ang. leaf) znotraj drevesne podatkovne strukture.
node top.node LV1(:). ... .node LVn.leaf, pri cemer se slovnicno locilo pika
"." uporablja kot oznaka za prehod med nivoji vozlisc (iz visjega na nizji nivo),
slovnicno locilo dvopicje znotraj oklepajev (:) pa oznacuje strukturirani tip vozlisca,
kot je prikazano na Sliki 2.10. Strukturirano vozlisce vsebuje vec identicnih struk-
tur, do katerih lahko dostopamo z deniranjem vrstnega indeksa (ang. array index)
strukture. Tako z zacetnim vrstnim indeksom 14 dostopamo do prve strukture struk-
turiranega vozlisca. Za primer, z node top.node LV1(1) oznacujemo prvo strukturo
strukturiranega vozlisca node LV1
Posamezne podatkovne strukture so opredeljene z naslednjimi edinstvenimi parametri:
• posnetek (ang. shot) stevilo, ki predstavlja prvi identikator podatkovne struk-
ture,
• zajem (ang. run) stevilo, ki predstavlja drugi identikator strukture,
• uporabnik (ang. user), ki predstavlja avtorja oziroma lastnika podatkovne enote,
• naprava (ang. device), ki predstavlja ime naprave oziroma fuzijskega reaktorja,
na katerega se navezujejo dani podatki znotraj podatkovne strukture.
Vsaka podatkovna struktura ima svoje parametre, ki jih nastavi avtor podatkovne
strukture.
Prednosti in slabosti obravnavanih podatkovnih struktur so torej:
4Uporablja se Fortran notacija, pri katerem se stetje indeksov zacne z 1
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Prednosti:
• Standardizirano arhiviranje in dostop do podatkov,
• enostavnejse deljenje in distribucija podatkov,
• boljse metode sledenja in zascite podatkov, ter
• enostavnejsa primerjava podatkov.
Slabosti:
• potrebna je dodatna programska oprema in konguracija programskega okolja,
• dostop do podatkov zahteva dolocena predhodna programerska znanja, ter
• podatkovne strukture so zasnovane tako, da vsebujejo le vnaprej dolocene formate
podatkov in le podatke v povezavi z dolocenim znanstvenim podrocjem.
Trenutno se v organizaciji ITER za shranjevanje podatkov in rezultatov simulacije
robne plazme ter geometrije tokamaka uporabljata dva tipa podatkovnih struktur. Prva
taka struktura je textitCPO (Consistent Physical Object), druga pa, naslednica struk-
ture CPO, IDS (Interface Data Structure), ki sta podrobneje obravnavani v naslednjem
poglavju 3.
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3 Podatkovni strukturi CPO in IDS
To poglavje predstavlja podrobnejsi vpogled v podatkovne strukture Consistent Physi-
cal Objects (CPO) in v njegovega naslednika, ki se uporablja v IMAS okolju, Interface
Data structures (IDSs) ter predstavi njihovo uporabo, strukturo, prednosti in slabosti
itd.
3.1. Podatkovna struktura CPO
Tako imenovani Consistent Physical Object (CPO) [26] je standardizirana, modularna,
zikalno orientirana, prenosljiva podatkovna struktura znotraj podatkovne baze EU-
IM, ki ga je zasnoval EUROfusion Integrated Modelling Task Force (EU-IM TF). Nje-
gov namen je vsebovanje podatkov zike v plazmi za primer tokamaka in stelaratorja
v standardiziranih podatkovnih drevesnih elementih, ki se nato uporabljajo za izme-
njavo podatkov med zikalnimi moduli znotraj arbitrarnega zikalnega ali tehnoloskega
delovnega toka.
EU-IM podatkovna struktura vsebuje priblizno 40 CPO-jev. Vsak CPO je specicno
zasnovan tako, da vsebuje tip podatkov v povezavi s specicnem podrocjem iz zike v
plazmi in za dolocen fuzijski reaktor. Nekaj primerov struktur CPO [29]:
edge { CPO, ki opisuje lastnosti roba plazme znotraj tokamaka vkljucno z obmocjem
zunanje plasti robne plazme (ang. Scrape-O Layer (SOL)).
equilibrium { CPO, ki opisuje ravnovesje plazme.
pfsystems { CPO, ki opisuje celoten sistem polodialnega polja.
V tem podpoglavju je poudarek na podatkovni strukturi edge CPO. Razlaga, ki sledi,
je nas opis drevesne strukture, ki obravnava bistvene vsebine edge CPO, izvlecene iz
XSD opisov in so na voljo za XSL prevajanja (XSLT) v razlicne oblike in tudi v razlicne
programske jezike. Ker je obseg celotne strukture zelo obsezen, so nerelevantni elementi
oziroma vozlisca izpusceni, popoln opis pa je v najnovejsi dokumentaciji, ki je dosegljiva
samo na spletni strani http://portal.eufus.eu [30].
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Slika 3.1: Delni prikaz drevesne strukture EU-IM podatkovne baze strukture [29] z
oznaceno za to tezo bistveno podatkovno strukturo edge CPO.
3.1.1. Podatkovna struktura edge CPO
Edge CPO je podatkovna struktura znotraj EU-IM podatkovne baze, zasnovano tako,
da vsebuje podatke v povezavi z robno plazmo (ang. edge plasma), vkljucno s po-
drocjem skrajnega roba oziroma plasti robne plazme (ang. Scrape-O Layer (SOL).
Kot je bilo predstavljeno v prejsnjem poglavju 2.3., edge CPO sestavljajo razna nizje-
nivojska vozlisca. Zaradi velikega obsega in kompleksnosti edge CPO so v tem po-
glavju obravnavana samo vozlisca, ki so bistvenega pomena za to tezo. Bistveni otroci
najvisjega CPO vozlisca, prikazani tudi na Sliki3.2, so:
• preprosto vozlisce datainfo, ki je zasnovano tako, da vsebuje splosne informacije o
podatkih, shranjenih v CPO,
• preprosto vozlisce grid, ki je zasnovano tako, da vsebuje podatke o geometriji mreze
roba plasme,
• strukturirano vozlisce species(:), ki je zasnovano tako, da vsebuje podatke o ionskih
vrstah,
• preprosto vozlisce uid, ki je zasnovano tako, da vsebuje skalarne vrednosti zikalnih
kolicin na robu plazme.
• list time, ki je zasnovan tako, da vsebuje casovno skalarno vrednost (v obliki ene
realne vrednosti).
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Slika 3.2: Struktura vozlisca edge CPO [29] z oznacenimi pomembnejsimi vozlisci
datainfo, grid, species(:), fluid in time.
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3.1.1.1. Struktura vozlisca grid
grid je preprosto vozlisce, ki je zasnovano tako, da vsebuje podatke o geometriji mreze
roba plazme. To vozlisce je otrok edge vozlisca ter brat vozlisc datainfo, species(:)
in fluid. Pomembni otroci edge.grid vozlisca, kot so prikazani na Sliki 3.3, so:
• strukturirano vozlisce spaces(:), ki je zasnovano tako, da vsebuje podatke prostoru,
v katerem je denirana mreza.
• strukturirano vozlisce subgrids(:), ki je zasnovano tako, da vsebuje podatke v po-
vezavi s podmrezami mreze, prej predstavljenimi v podpoglavju 2.2.3.
Slika 3.3: Struktura vozlisca CPO edge.grid [29] skupaj z oznacenimi
pomembnejsimi vozlisci spaces(:) in subgrids(:).
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Slika 3.4: Struktura vozlisca CPO edge.species(:) [29] skupaj z oznacenimi
pomembnejsimi vozlisci label.
3.1.1.1.1. Struktura vozlisca spaces(:)
spaces(:) je strukturirano vozlisce, ki vsebuje podatke o prostoru, v katerem lezi
mreza. Njegovi otroci, prikazani na Sliki 3.5, so:
• list coordtype, ki je zasnovan tako, da vsebuje podatke o vrstah koordinat, ki
opisujejo koordinatni sistem. Za te vrste koordinat obstajajo predenirana cela
stevila [31] (2D matrika zasnovana tako, da vsebuje cela stevila),
• strukturirano vozlisce objects(:), ki je zasnovano tako, da vsebuje podatke o objek-
tih, omenjenih v poglavju 2.2.1. Strukture tega vozlisca se locujejo med seboj z
EU-IM indeksom razreda objekta (ang. object class index [23], ki poda informacijo
o dimenziji objekta (2D prostor):
{ Razred 1 ali (0,1) za 0D objekte (tocke ali vozlisca znotraj mreze),
{ Razred 2 za vse 1D objekte (rob) ali (0,1) za robove vzporedne s prvo osjo (hori-
zontalno) in (1,0) za robove vzporedne z drugo osjo (vertikalno),
{ Razred 3 ali (1,1) za 2D objekte (2D celice), itd.
Na primer, vozlisce edge.grid.spaces(:).objects(1) vsebuje vse podatke, ki po-
polnoma popisujejo geometrijo vseh tock oziroma mreznih vozlisc v domeni. Nadalje,
object(:) vozlisce sestoji iz naslednjih otrok:
) list boundary, ki je zasnovan tako, da vsebuje matriko (n   1) dimenzionalnih
prostorskih objektov, ki denirajo meje n-dimenzionalnih prostorskih objektov
(2D matrika celostevilcnih vrednosti), opisanih v poglavju 2.2.2.,
) list geo, ki je zasnovan tako, da vsebuje matriko pripadajocih geometrij oziroma
koordinat za objekt katerega koli razreda (4D matrika z realnimi vrednostmi). Te
podatke obicajno vsebuje le vozlisce oziroma struktura objects(1). Koordinatni
sistem, v katerem lezijo ti objekti, pa je deniran v listu spaces(:).coordtype.
subgrids(:) je strukturirano vozlisce, zasnovano tako da vsebuje podatke o pod-
mrezah, prej razlozene v poglavju 2.2.3.. To je otrok vozlisca edge.grid in brat vozlisca
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Slika 3.5: Struktura vozlisca CPO edge.grid.spaces(:) [29] skupaj z oznacenimi
pomembnejsimi vozlisci coordtype, objects boundary in geo.
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spaces(:). Njegovi otroci so:
• list id, ki je zasnovan tako, da vsebuje ime podmreze (v obliki enega besednega niza)
• strukturirano vozlisce list(:), namenjeno vsebovanju seznama objektov, ki tvorijo
podmrezo. Njegovi otroci, kot je prikazano na Sliki 3.6, so:
) list cls, ki je zasnovan tako, da vsebuje podatek o razredu objektov podmreze,
prej predstavljeno v razdelku 3.1.1.1.1. pod vozliscem objects(:) (v obliki ene
celostevilcne vrednosti).
) list ind, ki je zasnovan tako, da vsebuje ekspliciten seznam indeksov (v obliki 2D
matrike celostevilcnih vrednosti),
) strukturirano vozlisce indset(:),ki je zasnovano tako, da vsebuje impliciten se-
znam objektov, ki ustrezajo podatkom znotraj vozlisca
edge.grid.space(:).objects(:) in denirajo mrezo. Njegovi otroci so:
! list range, ki je zasnovan tako, da vsebuje "od-do"obseg objektov (vrstnih
indeksov objektov), ki denirajo podmrezo, zacensi z zacetnim indeksom do
koncnega indeksa (v obliki dveh celostevilcnih vrednosti - zacetni in koncni
indeks obmocja),
! list ind, zasnovan tako, da vsebuje eksplicitni seznam indeksov vseh objektov,
ki denirajo podmrezo.
3.1.1.2. Vozlisce species(:)
species(:) je strukturirano vozlisce in otrok vozlisca edge ter brat vozlisc grid in
fluid. Zasnovan je tako, da vsebuje nekatere podatke o vseh vrstah ionov, kot na
primer naboj ionske vrste, oznako za ionsko vrsto in druge karakteristike, vendar brez
podatkovnih polj v povezavi z lastnostmi ionom (temperatura, gostota...). Pomemb-
nejsi otrok tega vozlisca je list label, ki je zasnovan tako, da vsebuje ime iona (en
besedni niz).
3.1.1.3. Vozlisce uid(:)
fluid(:) je strukturirano vozlisce, zasnovano tako, da vsebuje podatke o lastnostih
plazme, kot so npr. gostota elektronov, temperatura elektronov, gostota ionov, tem-
peratura ionov itd., v plasti robne plazme (SOL, ang. Scrape-O Layer in v sosednjih
obmocjih) in so v neposredni povezavi s pripadajocimi podmrezami. Je otrok vozlisca
edge in brat vozlisc grid in species(:). Njegovi pomembnejsi otroci, tudi prikazani
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Slika 3.6: Struktura vozlisca CPO edge.grid.subgrids(:) [29] skupaj z oznacenimi
pomembnejsimi vozlisci id, list, cls, indset, ind in range.
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na Sliki 3.7, so:
• preprosto vozlisce ne, ki je zasnovano tako, da vsebuje podatke o gostoti elektronov
v obmocju roba plazme
• strukturirano vozlisce ni(:),ki je zasnovano tako, da vsebuje podatke o gostoti ionskih
vrst v obmocju roba plazme,
• preprosto vozlisce te, ki je zasnovano tako, da vsebuje podatke o temperaturi elek-
tronov v obmocju roba plazme, in
• strukturirano vozlisce ti(:), ki je zasnovano tako, da vsebuje podatke o temperaturi
ionskih vrst v obmocju roba plazme. Obicajno vsebuje samo eno strukturo, ki ustreza
vsem ionskim vrstam.
Vsa ta stiri omenjena imajo enako strukturo in vsebujejo iste otroke. Le strukturirani
vozlisci ni(:) in ti(:) lahko vsebujeta najvec toliko struktur, kolikor je razlicnih
vrst ionov1, medtem ko vozlisca ne in te vsebujejo samo eno strukturo, ker v ziki ne
poznamo razlicni elektronov.
Otroci in vnuki prej omenjenih vozlisc ne, ni, te in ti, prikazani na Sliki 3.8, so:
• strukturirano vozlisce values(:), ki je zasnovano tako, da vsebuje razna podatkovna
polja. Njegovi otroci so:
) list griduid, ki je zasnovan tako, da vsebuje indeks mreze, kateremu odgovarja
maticno vozlisce values(:) (v obliki ene celostevilcne vrednosti),
) list subgrid, ki je zasnovan tako, da vsebuje indeks podmreze kateremu odgovarja
maticno vozlisce values(:) (v obliki ene celostevilcne vrednosti), in
) list scalar, ki je zasnovan za shranjevanje podatkovnih polj sestavljeno iz stevilcnih
vrednosti, ki predstavljajo kolicine lastnosti plazme. Ena stevilcna vrednost od-
govarja enemu objektu opredeljene podmreze (v obliki vektorja realnih stevil).
1Se vedno velja, da vozlisce ti(:) navadno vsebuje le eno strukturo.
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Slika 3.7: Struktura vozlisca CPO edge.fluid [29] skupaj z oznacenimi
pomembnejsimi vozlisci ne, ni(:), te in ti(:).
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Slika 3.8: Struktura vozlisca CPO edge.fluid.ni(:) [29] skupaj z oznacenimi
pomembnejsimi vozlisci value(:), griduid, subgrid in scalar.
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3.2. Podatkovna struktura IDS
Podatkovna struktura Interface Data Structure (IDS) [1, 32] je bogat in zapleten po-
datkovni "objektza shranjevanje podatkov, ki omogoca standardizirano arhiviranje in
pridobivanje rezultatov SOLPS-ITER simulacij in drugih orodij znotraj ITER integri-
ranega okolja IMAS [1]. Vsaka podatkovna struktura IDS je del tako imenovanega
Podatkovnega Slovarja [33] (angl Data Dictionary), ki je obsiren opis baze podatkov,
pod katerim so navedeni vse podatkovne strukture IDS kot otroci in je shranjen v
lokalni bazi podatkov z uporabo MDSplus [34].
Kot naslednik CPO, IDS in CPO imata med seboj veliko skupnih znacilnosti. Njuna
drevesna struktura podatkov je podobna (vendar ne enaka!). IDS, enako kot CPO,
je zasnovan tako da vsebuje ogromne kolicine podatkov v povezavi s fuzijo in vsak
posamezen IDS je zasnovan tako da vsebuje podatke v povezavi s specicnim razi-
skovalnim podrocjem iz zike fuzije, kot je poln opis podsistemov tokamak naprave
(diagnosticni sistemi, sistemi ogrevanja itd.) ali modeli zike v plazmi (ravnotezje
(ang. equilibrium), v plasti robne plazme (SOL, ang. Scrape-O Layer) itd.).
Poleg tega, da ima IDS obsezno in eksplicitno denirano drevesno podatkovno struk-
turo, je druga prednost IDS-a nad CPO-jem zmoznost shranjevanja podatkov pod
razlicnimi casovnimi vrednostmi za isti primer zikalnega eksperimenta.
IDS-i se trenutno uporabljajo v prvih delovnih tokih IMAS-a, ki zajemajo vidike in
pogoje zike plazme v tokamak fuzijskem reaktorju ITER. Trenutno se podatkovni
slovar (angl Data Dictionary) se vedno razsirja in nadgrajuje z novimi IDS-i in v casu
pisanja te naloge vsebuje vec kot 40 struktur IDS, dolocenimi za delo znotraj okolja
IMAS.
Nekaj IDS-ov, ki so vkljuceni v podatkovnem slovarju, prikazani na Sliki 3.9, so:
• edge proles,
• edge sources,
• edge transport,
• equilibrium,
• pf active,
• pf passive.
edge proles, edge sources and edge transport IDS so nadgrajeni, razsirjeni in razclenjeni
nasledniki od edge CPO, prej obravnavan v poglavjue 3.1., in opisujejo obmocje roba
plazme, med katerimi je edge transport IDS najbolj podoben predhodniku iz CPO.
equilibrium je IDS naslednik od isto imenskega CPO-ja, ki opisuje 2D osno-simetricno
ravnovesje tokamaka. pf active in pf passive pa sta nadgrajena, razsirjena in razclenjeni
naslednika od CPO-ja pfsystems.
V tem razdelku je poudarek le na edge proles IDS, kjer opisujemo pomembne vidike
njegovih lastnosti. Najnovejsi popoln opis podatkovnega slovarja, se nahaja na Data
Dictionary GIT repozitoriju [35].
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Slika 3.9: Delni prikaz Physics Data Dictionary drevesne strukture (Zacetno vozlisce
IMAS Data Dictionary podatkovne baze) in njenimi podatkovnimi strukturami
IDSs [35] z oznaceno za to tezo bistveno podatkovno strukturo edge profiles IDS.
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3.2.1. Podatkovna struktura edge proles IDS
edge proles IDS je splosna podatkovna struktura znotraj podatkovne baze Data
Dictionary-ja, zasnovano tako da vsebuje podatke o tvorbi plasme v obmocju roba
plazme znotraj tokamaka. Kot je bilo obravnavano v podpoglavju 2.3., je edge proles
IDS sestavljen iz velikega stevila nizje nivojskih podatkovnih vozlisc. Zaradi velikega
obsega in kompleksnosti edge proles IDS so v tem poglavju obravnavana samo vozlisca,
ki so bistvenega pomena za to tezo. Bistveni otroci vozlisca edge proles, prikazani tudi
na Sliki 3.10, so:
• preprosto vozlisce ids properties, ki je zasnovano tako, da vsebuje podatke o la-
stnostih IDS-a, kot je prikazano na Sliki 3.11, in
• strukturirano vozlisce ggd(:), ki je zasnovano tako, da vsebuje podatke o mrezi ter
lastnostih robne plazme, zapisane z uporabo posplosenega nacina opisa mrez (ang.
General Grid Description) ali GGD, pod razlicnimi casovnimi vrednostmi, v kolikor
je to potrebno.
Slika 3.10: Struktura vozlisca IDS edge profiles [35] skupaj z oznacenimi
pomembnejsimi vozlisci ids properties in ggd(:).
.
3.2.1.1. Struktura vozlisca ggd(:)
Vozlisce edge profiles.ggd(:) je strukturirano vozlisce, zasnovano tako, da vsebuje
vse podatke o ziki plazme in mrezi na obmocju roba plazme znotraj dolocene casovne
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Slika 3.11: Struktura vozlisca IDS edge profiles.ids properties [35] skupaj z
oznacenimi pomembnejsimi otroki homogeneous time.
vrednosti. Bistveni otroci vozlisca edge profiles.ggd(:), prikazani Sliki 3.12, so:
• preprosto vozlisce grid, ki je zasnovano tako, da vsebuje opis mreze,
• preprosto vozlisce electrons, ki je zasnovano tako, da vsebuje podatke o elektronih,
• strukturirano vozlisce ion(:), ki je zasnovano tako, da vsebuje podatke o razlicnih
vrstah ionov, in
• list time, ki je zasnovan tako, da vsebuje casovno vrednost GGD-ja (v obliki ene
realne vrednosti).
3.2.1.1.1. Struktura vozlisca grid
Vozlisce edge profiles.ggd(:).grid je brat vozlisc edge profiles.ggd(:).electrons
in edge profiles.ggd(:).ion(:). Vsebuje podatke o popolnem opisu mreze, opisane
v poglavju 2.2. Njegovi pomembnejsi otroci, prikazani na Sliki 3.13, so:
• preprosto vozlisce identier, ki je zasnovano tako, da vsebuje osnovne informacije
o podatkih znotraj te podatkovne strukture,
• strukturirano vozlisce space(:), ki je zasnovano tako, da vsebuje podatke o prostorih,
v katerih lezi mreze, in
• strukturirano vozlisce grid subset(:), ki je zasnovano tako, da vsebuje podatke o
podmrezah.
identier je vozlisce, ki je brat vozliscema space(:) in grid subset(:). Vsebuje
podatke v povezavi z osnovnimi informacijami o vsebovani mrezi. Njegovi pomembnejsi
otroci, prikazani na Sliki3.14, so:
• list name, ki je zasnovan tako, da vsebuje edinstveno ime za mrezo (v obliki enega
stavcnega niza),
• list index, ki je zasnovan tako, da vsebuje edinstvene indeks mreze (v obliki ene
celostevilcne vrednosti), in
• list description, ki je zasnovan tako, da vsebuje opis mreze v obliki stavka (v obliki
enega stavcnega niza).
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Slika 3.12: Delna struktura vozlisca IDS edge profiles.ggd(:) [35] skupaj z
oznacenimi pomembnejsimi otroki grid, electrons and ion(:).
Slika 3.13: Struktura vozlisca IDS edge profiles.ggd(:).grid [35] skupaj z
oznacenimi pomembnejsimi vozlisci identifier, space(:) in grid subset(:).
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Slika 3.14: Struktura vozlisca IDS edge profiles.ggd(:).grid.identifier [35]
skupaj z oznacenimi pomembnejsimi otroki name, index in description.
space(:) je strukturirano vozlisce in brat vozliscema identifier in grid subset(:).
Vsebuje podatke o prostoru, v katerem je denirana mreza. Bolj pomembni otroci,
prikazani na Sliki 3.15, so:
• list coordinates type, ki je zasnovan tako, da vsebuje podatke, ki denirajo koor-
dinatni sistem in opisujejo zicni prostor s predeniranimi celimi stevili za vsako od
koordinat [31] (v obliki seznama celostevilcnih vrednosti), in
• strukturirano vozlisce objects per dimension(:), ki je zasnovano tako, da vsebuje
denicije o objektih razlicnih dimenzij, prej obravnavano v Poglavju 2.2.1. Vsaka
dimenzija ima predhodno dogovorjen indeks:
| indeks 1 za 0D objekte (tocke ali vozlisca),
| indeks 2 za 1D objekte (robovi),
| indeks 3 za 2D objekte (2D celice),
| indeks 4 za 3D objekte (3D celice), itd.
Vsaka struktura vozlisca edge profiles.ggd(:).grid.space(:).objects per dimension(:)
ima po enega otroka, ki je prav tako strukturirano vozlisce, z oznako objects(:).
Vsaka struktura object(i) opisuje i-ti objekt v dani dimenziji. Tako v primeru npr. n
m-dimenzionalnih objektov vozlisce vsebuje seznam n objects per dimension(m).object(i)
vozlisc, z vrstnim indeksom objekta, ki poteka od 1 do n.
Pomembnejsi otroci vozlisca object(:), ki jih opisuje vsak specicen objekt mreze in
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podmreze, prikazani na Sliki 3.16, so:
• list geometry, ki je zasnovan tako, da vsebuje razne podatke o geometriji objekta.
Velikost seznama je odvisen od tipa objekta in koordinatnega sistema (prej obrav-
navanega v Podpoglavju 3.2.1.1.1. (v obliki seznama realnih vrednosti),
• list nodes, ki je zasnovan tako, da vsebuje seznam 0D tock oziroma vozlisc, ki tvorijo
objekt in ustrezajo vozliscu
edge profiles.ggd(:).grid.spaces(:).objects per dimension(1).object(:) (v
obliki seznama celostevilcnih vrednosti),
• strukturirano vozlisce boundary(:), ki je zasnovano tako, da vsebuje podatke o meji
objekta, prej obravnavanih v Podpoglavju 2.2.2.. Vsaka struktura vozlisca vsebuje
seznam (n-1) dimenzionalnih objektov, ki denirajo mejo n-dimenzionalnega objekta
(v obliki seznama celostevilcnih vrednosti).
Slika 3.15: Struktura vozlisca IDS edge profiles.ggd(:).grid.space(:) [35]
skupaj z oznacenimi pomembnejsimi otroki coordinates type,
objects per dimension(:) in object(:).
.
grid subset(:) je strukturirano vozlisce in brat vozlisc identifier in space(:).
Vsebuje podatke o podmrezah, prej obravnavanih v
Podpoglavju 2.2.3. in je IDS razlicica edge CPO vozlisca subgrid(:) vozlisca, prej
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Slika 3.16: Struktura vozlisca IDS
edge profiles.ggd(:).grid.space(:).objects per dimension(:).object(:)
[35] skupaj z oznacenimi pomembnejsimi otroki boundary, index, geometry in nodes.
.
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obravnavanega v Podpoglavju 3.1.1.1.1. Njegovi otroci, prikazani na Sliki 3.18, so:
• preprosto vozlisce identier, ki je zasnovano tako, da vsebuje osnovne podatke o
podmrezi. Njegovi pomembnejsi otroci so:
| list name, ki je zasnovan tako, da vsebuje ime podmreze (v obliki enega bese-
dnega niza), in,
| list index, ki je zasnovano tako, da vsebuje edinstveni indeks podmreze (v obliki
ene celostevilcne vrednosti).
• list dimension, ki je zasnovan tako da, vsebuje informacije o dimenziji elementov
podmreze (v obliki ene celostevilcne vrednosit), in
• strukturirano vozlisce element(:), ki je zasnovano tako, da vsebuje podatke o ele-
mentu iste dimenzije, ki skupaj tvorijo podmrezo. Vsak element je lahko sestavljen
iz enega ali vec objektov in podatki, ki skupaj tvorijo element, so shranjeni v otroku,
strukturiranem vozliscu, object(:). Hierarhicna lestvica mreze, podmreze, elementa
in objekta v IDS je prikazana na Sliki 3.17. Otroci objekta object(:), tudi prikazani
na Sliki 3.19, so:
| list space, ki je zasnovan tako, da vsebuje prostorski indeks objekta (v obliki ene
celostevilcne vrednosti),
| list dimension, ki je zasnovan tako, da vsebuje dimenzijo objekta (v obliki ene
celostevilcne vrednosti),
| list index, ki je zasnovano tako, da vsebuje indeks objekta (v obliki ene celostevilcne
vrednosti).
Slika 3.17: Hierarhicna shema osnovnih komponent mreze, denirane v edge proles
IDS.
Indeks prostora (ang. space index ), dimenzija (ang. dimension) in vrstni indeks
objekta (ang. object index ) se uporabljajo za navigacijo po drevesni strukturi IDS do
vozlisc, ki vsebujejo eksplicitne podatke o objektu, ki tvorijo element. "Naslov"iskanega
vozlisca je
edge profiles.ggd(:).grid.space(s).objects per dimension(d).object(o),
kjer s predstavlja prostorski indeks, d dimenzijo in o predstavlja indeks objekta.
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Slika 3.18: Struktura vozlisca IDS
edge profiles.ggd(:).grid.grid subset(:) [35] skupaj z oznacenimi
pomembnejsimi otroki identifier, name, index, dimension in element.
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Slika 3.19: Struktura vozlisca IDS
edge profiles.ggd(:).grid.grid subset(:).element(:) [35] skupaj z oznacenimi
pomembnejsimi otroki object(:), space, dimension in index.
3.2.1.1.2. Struktura vozlisca electrons
Vozlisce edge profiles.ggd(:).electrons je otrok vozlisca ggd(:) in brat vozliscema
edge profiles.ggd(:).grid in edge profiles.ggd(:).ion(:). Vsebuje podatke -
zikalnih kolicin, ki se nanasajo na elektrone, prisotnih v obmocju roba plazme ob
gorenju plazme. Njegovi pomembnejsi otroci so:
• strukturirano vozlisce temperature(:), ki je zasnovano tako, da vsebuje podatke o
temperaturi elektronov v obmocju roba plazme, in
• strukturirano vozlisce density(:),ki je zasnovano tako, da vsebuje podatke o gostoti
elektronov v obmocju roba plazme.
Vozlisci
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temperature(:) in density(:) imata isto strukturo, kot se lahko vidi na Sliki 3.21.
Njuni pomembnejsi otroci so:
• list grid index, ki je zasnovan tako, da vsebuje vrstni indeks mreze, kateremu ustre-
zajo podatki o stanju elektronov (v obliki ene celostevilcne vrednosti). Ta indeks se
povezuje z vozliscem edge profiles.ggd(:).grid.identifier.index,
• list grid subset index, ki je zasnovan tako, da vsebuje indeks podmreze, kateremu
ustrezajo podatki o stanju elektronov (v obliki ene celostevilcne vrednosti) Ta in-
deks se povezuje z vozliscem edge profiles.ggd(:).grid.grid subset(s), kjer s
predstavlja grid subset index), in
• list values, ki je zasnovan tako, da vsebuje polja s skalarnimi vrednosti v povezavi s
temperaturo elektronov ali gostoto elektronov (v obliki seznama realnih vrednosti).
Vsaka realna vrednost pripada enemu elementu, kjer se e-ta skalarna vrednost nanasa
na element v vozliscu edge profiles.ggd(:).grid.grid subset(:).element(e)
(prej omenjeno v Podpoglavju 3.2.1.1.1.). e predstavlja indeks strukture vozlisca
element(:).
3.2.1.1.3. Vozlisce ion(:)
Vozlisce edge profiles.ggd(:).ion(:) je strukturirano vozlisce, otrok vozlisca
edge profiles.ggd(:) in brat vozliscema
edge profiles.ggd(:).grid in edge profiles.ggd(:).electrons. Vsebuje podatke
o zikalnih kolicinah ozirom stanju ionskih vrste, prisotnih v obmocju roba plazme med
gorjenjem plazme. Struktura ion(:) je podobna strukturi electrons, kot je razvi-
dno iz Slike 3.23. Med tema dvema vozliscema pa obstaja pomembna razlika: ion(:)
je strukturirano vozlisce, medtem ko pa je electron preprosto vozlisce z eno samo
strukturo. Razlog za to je v tem, da obstaja vec ionskih vrst medtem ko pa v ziki ni
razlicnih elektronov. Pomembnejsi otroci vozlisca ion(:) so:
• list label, ki je zasnovan tako, da vsebuje ime ene vrste ionov (v obliki enega bese-
dnega niza)
• strukturirano vozlisce temperature(:), ki je zasnovano tako, da vsaka struktura
vsebuje podatke o temperaturi ionov v obmocju roba plazme, in
• strukturirano vozlisce density(:), ki je zasnovano tako, da vsaka struktura vsebuje
podatke o gostoti ionov v obmocju roba plazme.
Struktura vozlisc ion(:).temperature(:) in ion(:).density(:) je identicna kot
struktura istoimenskih vozlisc, ki jih najdemo v vozliscu electrons, prej obravnavano
v Podpoglavju 3.2.1.1.2.
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Slika 3.20: Struktura vozlisca IDS edge profiles.ggd(:).electrons [35] skupaj z
oznacenimi pomembnejsimi vozlisci temperature(:) in density.
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Slika 3.21: Struktura vozlisc IDS
edge profiles.ggd(:).electrons.temperature(:) in IDS
edge profiles.ggd(:).ion(:).temperature(:) [35] skupaj z oznacenimi
pomembnejsimi otroki grid index, grid subset index in values.
Slika 3.22: Struktura vozlisca IDS edge profiles.ggd(:).electrons.(:) in IDS
edge profiles.ggd(:).ion(:).density(:) [35] skupaj z oznacenimi
pomembnejsimi otroki grid index, grid subset index in values.
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Slika 3.23: Struktura vozlisca IDS edge profiles.ggd(:).ion [35] skupaj z
oznacenimi pomembnejsimi vozlisci label, temperature(:) in density(:).
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4 Obdelava in priprava podatkov
V tem poglavju so predstavljene metode in orodja, namenjene shranjevanju podatkov
robne plazme v podatkovno strukturo edge proles IDS. Viri podatkov simulacij robne
plazme so:
| predhodno z EU-IM SOLPS ustvarjene podatkovne strukture edge CPO, in
| podatki, pridobljeni z izvajanjem simulacij s pomocjo B2.5 programskega orodja,
ki je del SOLPS-ITER-ja.
Poleg tega je podrobneje predstavljeno orodje za pretvorbo podatkov iz edge CPO-jev v
edge proles IDS. Nadalje pa so predstavljeni se osnovni principi zapisovanja podatkov
robne plazme, pridobljenih iz simulacij B2.5 robne plazme, v edge proles IDS.
4.1. Pretvorba podatkov iz edge CPO v edge proles
IDS
Pred razvojem IMAS IDS-ov je bila vecina podatkov iz simulacij robne plazme shra-
njena v stevilnih CPO podatkovnih strukturah. Ti CPO-ji se obstajajo, vendar je
zazelen prenos vseh podatkov v IDS, saj IDS postaja vodilna podatkovna struktura
za shranjevanje podatkov iz zike plazme, poleg tega pa se zelo hitro razvijajo tudi
programska orodja za uporabo IMAS-a. S tem bi bil omogocen prenos podatkov sta-
rejsih podatkov in tako bi bilo omogoceno nadaljevanje analiz na novih okoljih. Poleg
tega bi to omogocilo enostavnejso primerjavo starih in novejsih podatkov, pridobljenih
z najnovejsimi programskimi orodji SOLPS-ITER.
S tem namenom se je razvilo pretvornik podatkov cpo2ids, ki sluzi kot orodje za pre-
tvorbo in prenos podatkov med EU-IM edge CPO in ITER edge proles IDS. To orodje
pri tem uposteva strukturo podatkov, prej predstavljenih v Poglavju 3. Programsko
orodje je napisano v programskem jeziku Python 3.5 1 in se uporablja pod ITER IMAS
okoljem.
4.1.1. Postopek pretvorbe in prenosa podatkov
V tem podpoglavju je prikazan postopek pretvorbe in prenosa podatkov iz edge CPO
v edge proles IDS. Postopek je razdeljen na vec delov, kot npr. pretvorba podatkov
1Orodje je prenosljivo in se lahko uporabi tudi s Python 2.7 razlicico, ce je to potrebno.
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Slika 4.1: Shema pretvorbe podatkov iz edge CPO v edge proles IDS.
v zvezi z mrezo, ki popisuje geometrijo roba plazme, pretvorba podatkov, ki se nave-
zujejo na stanje elektronov, ionov ipd. Za boljse razumevanje so prikazane vsebnosti
in strukture raznih vozlisc. Celoten opis programske kode orodja cpo2ids je na voljo
v prilogi A.
V izogib nejasnostim pri nacinu indeksiranja2, je v tej magistrski nalogi uporabljen
Fortran-ov nacin stetja indeksov3. Enak nacin stetja indeksov se uporablja tudi v
stevilnih drugih podatkovnih strukturah CPO in IDS ter pripadajocih dokumentacijah.
4.1.1.1. Geometrija mreze
Prvi del pretvorjenih podatkov iz edge CPO v edge proles IDS so podatki, ki se
navezujejo na geometrijo mreze. Ti podatki so podatki o koordinatnem sistemu4,
elementih, ki tvorijo mrezo5, ter podatki, ki se navezujejo na podmreze 6.
4.1.1.1.1. Koordinatni sistem
Lista znotraj podatkovne strukture edge CPO in edge proles IDS, ki sta namenjena
shranjevanju podatkov v povezavi s koordinatnimi sistemi mreze in njima pripadajoc
podatkovni tip in format, sta predstavljena v Preglednici 4.1. Podatkovna struk-
tura ter primerjava formatov zapisa podatkov znotraj vozlisc CPO coordtype in IDS
coordinates type so prikazani v Izpisu 4.1.
Preglednica 4.1: Koordinatni sistem: Primerjava podatkovnih struktur in listov, ki
vsebujejo obravnavane podatke, ter prikaz formata oziroma nacina zapisa podatkov.
Podatkovna struktura
edge CPO edge proles IDS
Stevilcne
oznake
vrste
koodrinat
Oznaka
vozlisca
edge.grid.spaces(:)
.coordtype
edge profiles.ggd(:)
.grid.space(:)
.coordinate types
Podatkovni
tip in
format
2D matrika
celostevilcnih vrednosti.
1D seznam
celostevilcnih vrednosti.
2V programskih jezikih Python in C++ se stetje indeksov pricne z 0, medtem ko pri Fortranu pa
z 1.
3cpo2ids je se vedno zapisan v programskem jeziku Python in uporablja Python-ov nacin stetja
indeksov.
4Prej obravnavano v Podpoglavjih 2.2.5., 3.1.1.1.1. in 3.2.1.1.1.
5Prej obravnavano v Podpoglavjih 2.2.1., 3.1.1.1.1. in 3.2.1.1.1.
6Prej obravnavano v Podpoglavjih 2.2.3., 3.1.1.1.1. in 3.2.1.1.1.
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Ti podatki koordinatnega sistema denirajo dimenzijo, v kateri se nahaja mreza. Na
primer, ce ti podatki vsebujejo dve razlicni koordinatni osi, potem mreza lezi v dvodi-
menzionalnem prostoru, ce vsebujejo tri razlicne koordinatne osi, potem mreza lezi v
tridimenzionalnem prostoru.
coordtype:
[[C1] [C2]    [Cnc ]]
(a)
coordinates_type:
[C1 C2    Cnc]
(b)
Izpis 4.1: Koordinatni sistem: Primerjava podatkovnih struktur. Struktura ter format
zapisa podatkov znotraj vozlisca CPO coordtype (a) in lista IDS coordinates types
(b). Obrazlozitev indeksov in spremenljivk je podana v Preglednici 4.3.
Proces pretvorbe podatkov, ki se navezujejo na koordinatni sistem, iz edge CPO v
edge proles IDS je prikazan v Preglednici4.2, skupaj z delom cpo2ids programske
kode, zapisane v programskem jeziku Python, prikazane v Izpisu 4.2.
Preglednica 4.2: Koordinatni sistem: Postopek pretvorbe podatkov iz edge CPO v
edge proles IDS. Obrazlozitev indeksov in spremenljivk je podana v Preglednici 4.3.
Podatkovna struktura
Iz edge CPO v edge proles IDS
Stevilcne
oznake
vrste
koodrinat
Oznaka
vozlisca
edge.grid.space(p)
.coordtype[c, 1]
edge profiles.ggd(g)
.grid.space(p)
.coordinate types[c]
Postopek
pretvorbe
podatkov
Prenos podatkov.
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Preglednica 4.3: Koordinatni sistem: Preglednica indeksov in spremenljivk ter njihova
razlaga.
Preglednica
indeksov
in spremenljivk
Razlaga
Opredelitev
obsega
c Vrstni indeks koordinate. c = f1 2 : : : ncg
Cc
c-ta vrsta koordinate v obliki
stevilcne oznake vrste koordinate [31].
/
g Vrstni indeks GGD-ja. g = 1
nc
Sestevek vseh razlicnih vrst koordinat,
ki popisujejo mrezo skupaj z njeno
dimenzijo.
/
p Vrstni indeks prostora. p = 1
1 num_coordtype = len(edge.grid.spaces[0].coordtype)
2 ...
3 for c in range(num_coordtype):
4 edge_profiles.ggd[0].grid.space[0].coordinates_type[c]= \
5 edge.grid.spaces[0].coordtype[c, 0]
Izpis 4.2: Koordinatni sistem: Postopek pretvorbe podatkov - cpo2ids
programska koda. Delni in prilagojen prikaz programske kode orodja cpo2ids
namenjena pretvorbi in prenosu podatkov iz edge CPO v edge proles IDS.
4.1.1.1.2. Objekti mreze
Maticna vozlisca znotraj podatkovnih struktur edge CPO in edge proles IDS, ki so
namenjena shranjevanju podatkov, ki se navezujejo na objekte, ki v celoti tvorijo mrezo,
so prikazana v Preglednici 4.4
Preglednica 4.4: Objekti mreze: Primerjava podatkovnih struktur in njunih maticnih
vozlisc, ki so zasnovani za shranjevanje podatkov v zvezi z objekti mreze.
Podatkovna struktura
edge CPO edge proles IDS
Maticno vozlisce,
ki vsebuje
podatke o objektih
edge.grid.spaces(:)
.objects(:)
edge profiles.ggd(:)
.grid.space(:)
.objects per dimension(:)
Tip vozlisca Strukturirano vozlisce. Strukturirano vozlisce.
Vsaka struktura .objects(:) in .object per dimension(:) je namenjena shranjeva-
nju podatkov, ki se navezujejo na objekte iste dimenzije7. V tem kontekstu pokaze ena
7Na primer .objects(1) in .object per dimension(1) strukture vsebujejo podatke o 0D objek-
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izmed pomembnejsih razlik med podatkovnima strukturama edge CPO in edge proles
IDS. V edge CPO .objects(:) strukturirano vozlisce sestoji iz vec listov, ki vsebujejo
podatke v obliki matrike, medtem ko v edge proles IDS .objects per dimension(:)
strukturirano vozlisce pa so podatki za vsak posamezen objekt shranjeni v posame-
znem otroku .object(:) in nadaljnje v njegovih listih v obliki seznama in ne matrike.
V nadaljevanju so predstavljena vozlisca in nacini zapisa podatkov, ki se nanasajo na
0D, 1D in 2D objekte.
0D objekti
Podatki, ki se navezujejo na 0D objekte oziroma geometrijska vozlisca mreze
(ang. grid nodes)8, in so vkljuceni v proces pretvorbe podatkov, so:
| koordinate 0D objektov, in
| samo v edge proles IDS, eksplicitno doloceni indeksi 0D objektov.
Listi znotraj edge CPO and edge proles IDS, ki so namenjeni shranjevanju podatkov
v povezavi z 0D objekti, in njim pripadajoci podatkovni tipi in formati so prikazani v
Preglednici 4.5. Podatkovna struktura ter detajlna primerjava formatov zapisa podat-
kov znotraj vozlisc pa so prikazani v v Izpisu 4.3.
-objects [1]
-geo:
[[[[G11]] [[G
1
2]]  [[G1nc ]]]
[[[G21]] [[G
2
2]]  [[G2nc ]]]  
[[[G
no1
1 ]] [[G
no1
2 ]]  [[Gno1nc ]]]]
(a)
-objects per dimension [1]
-object[o1 = 1]
-geometry:
[G11 G
1
2    G1nc]
-nodes:
[1]
-object[o1 = 2]
-geometry:
[G21 G
2
2    G2nc]
-nodes:
[2]
  
-object[o1 = no1]
-geometry:
[G
no1
1 G
no1
2    Gno1nc ]
-nodes:
[no1]
(b)
tih. Ker se uporablja Fortran nacin stetja indeksov, indeks dimenzije 1 predstavlja nicdimenzionalne
objekte, 2 predstavlja enodimenzionalne objekte in 3 predstavlja dvodimenzionalne objekte. Enak
indeks se lahko navezuje tudi na razred objekta.
8Tudi objekti razreda 1
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Preglednica 4.5: Podatki 0D objektov: Primerjava podatkovnih struktur in njunih
listov, ki so zasnovani za shranjevanje podatkov o 0D objektih mreze, ter prikaz formata
oziroma nacina zapisa teh podatkov.
Podatkovna struktura
edge CPO edge proles IDS
Koordinate
0D objektov
Podatki
polozaj
edge.grid
.spaces(:)
.objects(1)
.geo
edge profiles.ggd(:)
.grid.space(:)
.objects per dimension(1)
.object(:).geometry
Podatkovni
tip in
format
4D matrika realnih
stevil, ki vsebuje
koordinate vseh
0D objektov.
1D seznam realnih stevil.
Vsaka struktura znotraj
vozlisca object(:)
je zasnovana tako, da
vsebuje koordinate
enega 0D objekta.
Vrstni
indeks
0D objekta
Oznaka
vozlisca
/
edge profiles.ggd(:)
.grid.space(:)
.objects per dimension(1)
.object(:).nodes
Podatkovni
tip in
format
/
1D seznam
celostevilcnih
vrednosti. Vsaka
struktura vozlisca object(:)
je zasnovana tako, da
vsebuje vrstni indeks
enega 0D objekta.
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Izpis 4.3: Podatki 0D objektov: Primerjava podatkovnih struktur. Struktura ter
format zapisa podatkov znotraj lista CPO objects(1).geo lista (a) in vozlisca IDS
objects per dimension(1) (b). Obrazlozitev Preglednica indeksov in spremenljivk
je podana v Preglednici 4.7.
Enostaven primer nacina zapisa podatkov 0D objektov mreze, postavljene v 2D cilin-
dricnem koordinatnem sistemu, je prikazan v Izpisu 4.4, kjer R predstavlja radij torusa
in z predstavlja visino.
-objects [1]
-geo:
[[[[R1]] [[z1]]]
[[[R2]] [[z2]]]
  
[[[Rno1 ]] [[zno1 ]]]]
(a)
-objects per dimension [1]
-object [1]
-geometry:
[R1 z1]
-nodes:
[1]
-object [2]
-geometry:
[R2 z2]
-nodes:
[2]
  
-object[no1]
-geometry:
[Rno1 Rno1 ]
-nodes:
[no1]
(b)
Izpis 4.4: Podatki 0D objektov: Primerjava podatkovnih struktur - primer. Struktura
vozlisc CPO objects(1) (a) in IDS objects per dimension(1) (b) ter nacin zapisa
podatkov znotraj njunih otrok. Prikazan je nacin zapisa podatkov v primeru 2D
mreze deriane v cilindricnem (R, z) koordinatnem sistemu. Ri in zi predstavljata
koordinati i-tega 0D objekta oziroma tocke, kjer i poteka od 1 do no1 , ter no1
predstavlja sestevek vseh 0D objektov. Tako je tocka Ni denirana kot Ni[Ri; zi].
Proces pretvorbe podatkov, ki se navezujejo na 0D objekte, iz edge CPO v edge proles
IDS je prikazan v Preglednici 4.6, skupaj z delom cpo2ids programske kode, zapisane
v programskem jeziku Python, prikazane v Izpisu 4.5.
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Preglednica 4.6: Podatki 0D objektov: Postopek pretvorbe podatkov iz edge CPO v
edge proles IDS. Obrazlozitev simbolov je podana v Preglednici 4.7.
Podatkovna struktura
Iz edge CPO v edge proles IDS
Koordinate
0D objekta
Oznaka
vozlisca
edge.grid
.spaces(p)
.objects(d = 1)
.geo[o1, c]
edge profiles.ggd(g)
.grid.space(p)
.objects per dimension(d = 1)
.object(o1).geometry[c]
Postopek
pretvorbe
podatkov
Prenos podatkov.
Vrstni
indeks
0D objekta
Oznaka
vozlisca
/
edge profiles.ggd(g)
.grid.space(p)
.objects per dimension(d = 1)
.object(o1).nodes[1] = o1
Postopek
pretvorbe
podatkov
Dodatno denirano in zapisano
v edge proles IDS.
Preglednica 4.7: Podatki 0D objektov: Preglednica indeksov in spremenljivk ter njihova
razlaga.
Indeks /
Spremenljivka
Razlaga
Opredelitev
obsega
c Vrstni indeks koordinate. c = f1 2 : : : ncg
d Vrstni indeks dimenzije. d = 1
g Vrstni indeks GGD-ja. g = 1
Go
1
c c-ta koordinata 0D objekta. /
nc Sestevek razlicnih vrst koordinat. /
no1 Sestevek 0D objektov. /
o1 Vrstni indeks 0D objekta. o1 = f1 2 : : : no1g
p Vrstni indeks prostora. p = 1
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1 num_obj_0D_all = len(edge.grid.spaces[0].objects[0].geo)
2 ...
3 for o1 in range(num_obj_0D_all):
4 ...
5 for c in range(num_coordtype):
6 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[0].object[o1] \
7 .geometry[c] = edge.grid.spaces[0].objects[0].geo[o1, c]
8 """(in Fortran notation. i_Fortran = i_Python + 1) """
9 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[0].object[o1] \
10 .nodes[0] = o1 + 1
Izpis 4.5: Podatki 0D objektov: Postopek pretvorbe podatkov - cpo2ids
programska koda. Delni in prilagojen prikaz programske kode orodja cpo2ids
namenjena pretvorbi in prenosu podatkov iz edge CPO v edge proles IDS.
1D objekti
Podatki, ki se navezujejo na 1D objekte oziroma robove (ang. edge)9, in so vkljuceni
v proces pretvorbe podatkov, so:
| podatki o meji vsakega 1D objekta in
| samo v edge proles IDS, eksplicitni seznami 0D objektov ki tvorijo 1D objekte.
Listi znotraj edge CPO in edge proles IDS, ki so namenjeni shranjevanju podatkov v
povezavi z 1D objekti, in njim pripadajoci podatkovni tipi in formati so prikazani v Pre-
glednici 4.8. Podatkovna struktura ter detajlna primerjava formatov zapisa podatkov
znotraj vozlisc pa so prikazani v Izpisu 4.6.
9Tudi objekti razreda 2.
10Isti list kot list, ki vsebuje podatke o meji objekta. To zato, ker so si enaki indeksi objektov, ki
tvorijo mejo objekta, ter indeksi objektov, ki tvorijo ta 1D objekt.
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les IDS
Preglednica 4.8: Podatki 1D objektov: Primerjava podatkovnih struktur in njunih
listov, ki so zasnovani za shranjevanje podatkov o 1D objektih, ter prikaz formata
oziroma nacina zapisa teh podatkov.
Podatkovna struktura
edge CPO edge proles IDS
Meja
1D objekta
Oznaka
vozlisca
edge.grid
.spaces(:)
.objects(2)
.boundary
edge profiles.ggd(:)
.grid.space(:)
.objects per dimension(2)
.object(:).boundary(:).index
Podatkovni
tip in
format
2D matrika
celostevilcnih
vrednosti,
ki je zasnovana tako
da v celoti vsebuje
celotne podatke o
meji vseh 1D
objekov.
1D seznam realnih stevil.
Vsaka struktura object(:)
je zasnovana tako, da
vsebuje podatke o
meji enega 1D objekta.
Seznam
0D objektov,
ki tvorijo
1D objekte
Oznaka
vozlisca
edge.grid
.spaces(:)
.objects(2)
.boundary10
edge profiles.ggd(:)
.grid.space(:)
.objects per dimension(2)
.object(:).nodes
Podatkovni
tip in
format
2D matrika
celostevilcnih
vrednosti,
ki je zasnovana tako
da v celoti vsebuje
celotne podatke o
meji vseh 1D
objekov.
1D seznam realnih stevil.
Vsaka struktura vozlisca
object(:) je zasnovana
tako, da vsebuje
ekspliciten seznam 0D
objektov, ki tvorijo
en 1D objekt.
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4. Obdelava in priprava podatkov
-objects [2]
-boundary:
[[B11 B
1
2] [B
2
1 B
2
2]  
[B
no2
1 B
no2
2 ]]
(a)
-objects per dimension [2]
-object[o2 = 1]
-boundary [1]
-index: B11
-boundary [2]
-index: B12
-nodes:
[B11 B
1
2]
-object[o2 = 2]
-boundary [1]
-index: B21
-boundary [2]
-index: B22
-nodes:
[B21 B
2
2]
  
-object[o2 = no2]
-boundary [1]
-index: B
no2
1
-boundary [2]
-index: B
no2
2
-nodes:
[B
no2
1 B
no2
2 ]
(b)
Izpis 4.6: Podatki 1D objektov: Primerjava podatkovnih struktur. Struktura ter
format zapisa podatkov znotraj lista CPO objects(2).boundary (a) in vozlisca IDS
objects per dimension(2) (b). Obrazlozitev indeksov in spremenljivk je podana v
Preglednici 4.10.
Proces pretvorbe podatkov, ki se navezujejo na 1D objekte, iz edge CPO v edge proles
IDS je prikazan v Preglednici 4.9, skupaj z delom cpo2ids programske kode, zapisane
v programskem jeziku Python, prikazane v Izpisu 4.7.
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4.1. Pretvorba podatkov iz edge CPO v edge proles IDS
Preglednica 4.9: Podatki 1D objektov: Postopek pretvorbe podatkov from edge CPO
to edge proles IDS. Obrazlozitev simbolov je podana v Preglednici 4.10.
Podatkovna struktura
Iz edge CPO v edge proles IDS
Meja
1D objekta
Oznaka
vozlisca
edge.grid
.spaces(p)
.objects(d = 2)
.boundary[o2, b]
edge profiles.ggd(g)
.grid.space(p)
.objects per dimension(d = 2)
.object(o2)
.boundary(b).index
Postopek
pretvorbe
podatkov
Prenos podatkov.
Seznam
0D objektov,
ki tvorijo
1D objekte
Oznaka
vozlisca
edge.grid
.spaces(p)
.objects(d = 2)
.boundary[o2, k]
edge profiles.ggd(g)
.grid.space(p)
.objects per dimension(d = 2)
.object(o2).nodes[k]
Postopek
pretvorbe
podatkov
Prenos podatkov.
Preglednica 4.10: Podatki 1D objektov: Preglednica indeksov in spremenljivk ter nji-
hova razlaga.
Indeks /
Spremenljivka
Razlaga
Opredelitev
obsega
b Vrstni indeks meje. b = f1 2g
Bo
2
b b-ti indeks meje 1D objekta. /
d Vrstni indeks dimenzije. d = 2
g Vrstni indeks GGD-ja. g = 1
k Vrstni indeks 0D objekta. k = f1 2g
no2 Sestevek 1D objektov. /
o2 Vrstni indeks 1D objekta. o2 = f1 2 : : : no2g
p Vrstni indeks prostora. p = 1
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1 num_obj_1D_all = len(edge.grid.spaces[0].objects[1].boundary)
2 ...
3 num_gridNodes_1D = 2
4 num_boundary_1D = 2
5 for o2 in range(num_obj_1D_all):
6 ...
7 for b in range(num_boundary_1D):
8 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[1].object[o2] \
9 .boundary[b].index = edge.grid.spaces[0].objects[1].boundary[o2,b]
10 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[1].object[o2] \
11 .nodes[b] = edge.grid.spaces[0].objects[1].boundary[o2,b]
Izpis 4.7: Podatki 1D objektov: Postopek pretvorbe podatkov - cpo2ids
programska koda. Delni in prilagojen prikaz programske kode orodja cpo2ids
namenjena pretvorbi in prenosu podatkov iz edge CPO v edge proles IDS.
2D objekti
Podatki, ki se navezujejo na 2D objekte oziroma 2D celice (ang. cells oz. faces)11,
ki so vkljuceni v proces pretvorbe podatkov, so:
| podatki o meji vsakega 2D objekta, in
| samo v edge proles IDS eksplicitni seznami 0D objektov, ki tvorijo 2D objekte.
edge proles IDS je zasnovan tako, da vsebuje informacije o povezavah med 2D in
1D objekti12 in o povezavah med 2D in 0D objekti13. Drugace pa je pri podatkovni
strukturi edge CPO, ki je zasnovan tako, da vsebuje samo informacije o povezavah med
2D in 1D objekti14. Ogromno ze obstojecih programskih modelirnikov za konstruiranje
2D elementov potrebuje ekspliciten seznam 0D objektov, zato so ti podatki kljucni.
Mozno je tudi izracunati seznam 0D objektov s pomocjo seznama mej 2D objektov
(ta proces pa je veliko zahtevnejsi in je neprakticen) in z namenom, da se pridobi
in ustrezno zapise v edge proles IDS ekspliciten seznam 0D objektov, ki tvorijo 2D
objekte, to tudi vkljucilo v prevajalnik cpo2ids.
Listi znotraj edge CPO and edge proles IDS, ki so namenjeni shranjevanju podatkov
v povezavi z 2D objekti, in njim propadajoci podatkovni tipi in formati so prikazani
v Preglednici 4.11. Podatkovna struktura ter detajlna primerjava formatov zapisa
podatkov znotraj vozlisc pa sta prikazana v Izpisu 4.8.
11To so hkrati tudi objekti razreda 3
12Mejah 2D objektov
13Seznam geometrijskih vozlisc, ki sestavljajo 2D objekt
14Meja 2D objektov
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Preglednica 4.11: Podatki 2D objektov: Primerjava podatkovnih struktur in njunih
listov, ki so namenjeni shranjevanje podatkov o 2D objektih ter prikaz formata oziroma
nacina zapisa teh podatkov.
Podatkovna struktura
edge CPO edge proles IDS
Meja
2D objekta
Oznaka
vozlisca
edge.grid
.spaces(:)
.objects(3)
.boundary
edge profiles.ggd(:)
.grid.space(:)
.objects per dimension(3)
.object(:).boundary(:).index
Podatkovni
tip in
format
2D matrika
celostevilcnih
vrednosti,
ki vsebuje podatke
o mejah vseh
2D objektov.
1D seznam realnih stevil.
Vsaka struktura vozlisca object(:)
vsebuje podatke o meji enega
2D objekta.
Seznam
0D objektov,
ki tvorijo
2D objekte
Oznaka
vozlisca
/
edge profiles.ggd(:)
.grid.space(:)
.objects per dimension(3)
.object(:).nodes
Podatkovni
tip in
format
/
1D seznam realnih stevil.
Vsaka struktura vozlisca
object(:)
vsebuje ekspliciten seznam
0D objektov, ki tvorijo
en 2D objekt.
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4. Obdelava in priprava podatkov
-objects [3]
-boundary:
[[B11 B
1
2 B
1
3 B
1
4]
[B21 B
2
2 B
2
3 B
2
4]
  
[B
no3
1 B
no3
2 B
no3
3 B
no3
4 ]]
(a)
-objects per dimension [3]
-object[o3 =1]
-boundary [1] =
-index: B11
-boundary [2] =
-index: B12
-boundary [3] =
-index: B13
-boundary [4] =
-index: B14
-nodes:
[o111 o
1
12 o
1
13 o
1
14]
-object[o3 =2] =
-boundary [1] =
-index: B21
...
-boundary [4] =
-index: B24
-nodes:
[o121 o
1
22 o
1
23 o
1
24]
  
-object[o3 = no3] =
-boundary [1] =
-index: B
no3
1
...
-boundary [4] =
-index: B
no3
4
-nodes:
[o1no31 o
1
no32
o1no33 o
1
no34
]
(b)
Izpis 4.8: Podatki 2D objektov: Primerjava podatkovnih struktur. Struktura ter
format zapisa podatkov znotraj lista CPO objects(3).boundary (a) in vozlisca IDS
objects per dimension(3) (b). Obrazlozitev indeksov in spremenljivk je podana v
Preglednici 4.13.
Proces pretvorbe podatkov, ki se navezujejo na 2D objekte, iz edge CPO v edge proles
IDS je prikazan v Preglednici 4.12, skupaj z delom cpo2ids programske kode, zapisane
v programskem jeziku Python, prikazane Izpisu 4.9.
15Meja vsakega 2D objekta je v tem primeru denirana s stirimi 1D objekti.
16Vsak 2D objekt je deniran s stirimi 0D objekti.
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4.1. Pretvorba podatkov iz edge CPO v edge proles IDS
Preglednica 4.12: Podatki 2D objektov: Postopek pretvorbe podatkov iz edge CPO v
edge proles IDS. Obrazlozitev simbolov je podana v Preglednici 4.13.
Podatkovna struktura
Iz edge CPO v edge proles IDS
Meja
2D objekta
Oznaka
vozlisca
edge.grid
.spaces(p)
.objects(d = 3)
.boundary(o3, b)
edge profiles.ggd(g)
.grid.space(p)
.objects per dimension(d = 3)
.object(o3)
.boundary(b).index
Postopek
pretvorbe
podatkov
Prenos podatkov.
Seznam
0D objektov,
ki tvorijo
2D objekte
Oznaka
vozlisca
/
edge profiles.ggd(g)
.grid.space(p)
.objects per dimension(d = 3)
.object(o3).nodes
Postopek
pretvorbe
podatkov
Izracunano z uporabo podatkov
o mejah 2D objektov v edge CPO.
Preglednica 4.13: Podatki 2D objektov: Preglednica indeksov in spremenljivk ter nji-
hova razlaga.
Indeks /
Spremenljivka
Razlaga Opredelitev obsega
b Vrsni indeks meje15. b = f1 2 3 4)
Bo
3
b b-ti vrstni indeks meje 2D objekta. /
d Vrstni indeks dimenzije. d = 3
g Vrstni indeks GGD-ja. g = 1
k Vrstni indeks 0D objekta 16. k = f1 2 3 4)
no3 Sestevek 2D objektov. /
o3 Vrstni indeks 2D objekta. o3 = (1 2 : : : no3)
o1o3;k
Vrstni indeks objekta k-tega
0D objekta, ki tvori
ta 2D objekt.
/
p Vrstni indeks prostora. p = 1
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1 ...
2 num_gridNodes_2D = 4
3 num_boundary_2D = 4
4 for o3 in range(num_obj_2D_all):
5 ...
6 //> Calculation of 0D objects, forming the 2D objects, out from boundary
7 //> information of the 2D objects to "node_idx" array
8 ...
9 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[2].object[o3] \
10 .nodes[0] = node_idx[0] + 1
11 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[2].object[o3] \
12 .nodes[1] = node_idx[3] + 1
13 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[2].object[o3] \
14 .nodes[2] = node_idx[2] + 1
15 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[2].object[o3] \
16 .nodes[3] = node_idx[1] + 1
17 ...
18 for b in range(num_boundary_2D):
19 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[2].object[o3] \
20 .boundary[b].index = edge.grid.spaces[0].objects[2].boundary[o3,b]
Izpis 4.9: Podatki 2D objektov: Postopek pretvorbe podatkov - cpo2ids
programska koda. Delni in prilagojen prikaz programske kode orodja cpo2ids
namenjena pretvorbi in prenosu podatkov iz edge CPO v edge proles IDS.
4.1.1.1.3. Podmreze
Maticna vozlisca znotraj podatkovnih struktur edge CPO in edge proles IDS, ki so
namenjena shranjevanju podatkov, ki se navezujejo na podmreze (ang. grid subset oz.
subgrid), so prikazana v Preglednici 4.14.
Preglednica 4.14: Podatki podmreze: Primerjava podatkovnih struktur in njunih
maticnih vozlisc, ki so namenjeni shranjevanju podatkov v povezavi s podmrezami.
Podatkovna struktura
edge CPO edge proles IDS
Matizno vozlisce,
ki vsebuje podatke
o podmrezah
edge.grid.subgrids(:)
edge profiles.ggd(:)
.grid.grid subset(:)
Tip vozlisca Strukturirano vozlisce. Strukturirano vozlisce.
Vsaka struktura vozlisc .subgrids(:) in .grid subset(:) je namenjena shranjevanju
podatkov 0 eni izmed obstojecih podmrez.
Podatki, ki se navezujejo na podmreze (ang. grid subset oz. subgrid), in so vkljuceni
v proces pretvorbe podatkov, so:
| ime podmreze,
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4.1. Pretvorba podatkov iz edge CPO v edge proles IDS
| dimenzija podmreze (v obliki indeksa dimenzije),
| seznam objektov, ki sestavljajo podmrezo,
| vrstni indeks prostora podmreze, in
| dimenzija objekta (v obliki indeksa dimenzije).
Ena izmed kljucnih razlik med nacinom zapisa podatkov, ki se navezujejo na podmreze,
v edge CPO in edge proles IDS, je pristop zapisa seznama objektov, ki tvorijo mrezo.
V edge CPO je ta seznam shranjen v obliki razpona indeksov (zacetni in koncni in-
deks)17 ali v obliki eksplicitno dolocenega seznama. V edge proles IDS pa je seznam
indeksov objektov shranjen le eksplicitno, vendar vkljucno z detajlnimi podatki, ki
popolnoma denirajo za vsak objekt, ki tvori podmrezo.
Listi znotraj edge CPO and edge proles IDS, ki so namenjeni shranjevanju podatkov
v povezavi s podmrezmi, in njim pripadajoci podatkovni tipi in formati so prikazani
v Preglednici 4.15. Podatkovna struktura ter detajlna primerjava formatov zapisa
podatkov znotraj vozlisc pa sta prikazana v Izpisu 4.10.
-subgrids[s =1]
-id: "grid subset s name"
-list [1]
-cls:
[d]
-indset [1]
-range:
[odstart o
d
end]
OR
-ind:
[od1 o
d
2    odnso ]
-subgrids[s =2]
...
...
-subgrids[ns]
...
(a)
-grid_subset[s =1]
-identifier
-name: "grid subset s name"
-index: Is
-dimension: d
-element[e =1]
-object [1]
-space: p
-dimension: d
-index: od1
-element[e =2]
-object [1]
-space: p
-dimension: d
-index: od2
...
-element[e = nse]
-object [1]
-space: p
-dimension: d
-index: odnse
-grid_subset[s =2]
...
...
-grid_subset[s = ns]
...
(b)
17V primeru dolocitve razpona: Podmreza je sestavljena iz vseh objektov, deniranih z indeksom
med koncnim in zacetnim indeksom
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Preglednica 4.15: Podatki podmreze: Primerjava podatkovnih struktur in njunih listov,
ki so zasnovani za shranjevanje podatkov o podmrezah, ter prikaz formata oziroma
nacina zapisa teh podatkov.
Podatkovna struktura
edge CPO edge proles IDS
Ime
podmreze
Oznaka
vozlisca
edge.grid
.subgrids(:).id
edge profiles.ggd(:)
.grid.grid subset(:)
.identifier.name
Podatkovni
tip in
format
En besedni niz. En besedni niz.
Dimenzija
podmreze
Oznaka
vozlisca
edge.grid
.subgrids(:).
list(1).cls
edge profiles.ggd(:)
.grid.grid subset(:).
dimension
Podatkovni
tip in
format
Ena celostevilcna
vrednost.
Ena celostevilcna
vrednost.
Seznam
objektov,
ki sestavljajo
podmrezo
Oznaka
vozlisca
edge.grid
.subgrids(:)
.list(1).indset(1)
.range
OR
edge.grid
.subgrids(:)
.list(1).ind
edge profiles.ggd(:)
.grid.grid subset(:)
.element(:).object(1)
.index
Podatkovni
tip in
format
Dve celostevilcni
vrednosti, ki
denirajo "od-do
obseg oziroma
seznam objektov.
Ena celostevilcna
vrednost (za
vsak element).
Vrstni
indeks
prostora
Oznaka
vozlisca
/
edge profiles.ggd(:)
.grid.grid subset(:)
.element(:).object(1)
.space
Podatkovni
tip in
format
/
Ena celostevilcna
vrednost.
Dimenzija
objekta
Oznaka
vozlisca
/
edge profiles.ggd(:)
.grid.grid subset(:)
.element(:).object(1)
.dimension
Podatkovni
tip in
format
/
Ena celostevilcna
vrednost.
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Izpis 4.10: Podatki podmreze: Primerjava podatkovnih struktur. Struktura ter format
zapisa podatkov znotraj vozlisc CPO subgrids(:) (a) in in IDS grid subset(:)
(b). Obrazlozitev indeksov in spremenljivk je podana v Preglednici 4.17.
V edge proles IDS so vrstni indeks prostora (ang. space index) p, vrstni indeks
dimenzije (ang. dimension index) d in vrstni indeks objekta (ang. object index) od
namenjeni pomikanju po posameznih vozliscih v drevesni podatkovni strukturi. Tako
lahko navigiramo do zelenega vozlisca
edge profiles.ggd(g).grid.space(p).objects per dimension(d).object(od), ki
vsebuje podatke za tocno dolocen zeljen objekt podmreze. Med konstruiranjem pod-
mreze se na ta nacin poiscejo vsi objekti, ki se nahajajo v strukturi .grid subset(:) in
tvorijo podmrezo. S pomocjo vseh teh objektov se sestavi podmreza. Vsako podmrezo
lahko tvorijo le elementi enake dimenzije. Proces pretvorbe podatkov, ki se navezujejo
na podmreze in sledi opisanemu postopku, iz edge CPO v edge proles IDS prikazan
v Preglednici4.16, skupaj z delom programske kode cpo2ids, zapisane v programskem
jeziku Python, prikazane v Izpisu 4.11.
1 gridSubset_ind = s + 1
2 gridSubset_name = edge.grid.subgrids[s].id
3 gridSubset_dim = edge.grid.subgrids[s].list[0].cls[0] + 1
4 edge_profiles.ggd[0].grid.grid_subset[s].identifier.name = gridSubset_name
5 edge_profiles.ggd[0].grid.grid_subset[s].identifier.index = gridSubset_ind
6 edge_profiles.ggd[0].grid.grid_subset[s].dimension = gridSubset_dim
7 ...
8 """Get the object indices from either range of indices or explicit
9 list of indices"""
10 if range_found == 1:
11 for o in range(ind_range_start, ind_range_end):
12 gridSubset_object_index_array = numpy.insert(
13 gridSubset_object_index_array, o-ind_range_start, o)
14 else:
15 for o in range(0, num_obj_index):
16 object_index = edge.grid.subgrids[s].list[0].ind[o,0] - 1
17 gridSubset_object_index_array = numpy.insert(
18 gridSubset_object_index_array, o, object_index)
19 ...
20 for e in range(num_gridSubset_el):
21 edge_profiles.ggd[0].grid.grid_subset[s].element[e].object.resize(1)
22 edge_profiles.ggd[0].grid.grid_subset[s].element[e].object[0].space= 1
23 edge_profiles.ggd[0].grid.grid_subset[s].element[e].object[0].dimension = \
24 gridSubset_dim + 1
25 edge_profiles.ggd[0].grid.grid_subset[s].element[e].object[0].index = \
26 gridSubset_object_index_array[e] + 1
Izpis 4.11: Podatki podmreze: Postopek pretvorbe podatkov - cpo2ids
programska koda. Delni in prilagojen prikaz programske kode orodja cpo2ids
namenjena pretvorbi in prenosu podatkov iz edge CPO v edge proles IDS.
18V nasem primeru vsak element vsebuje le en objekt. Tako je sestevek vseh elementov podmreze
nse enako sestevku vseh objektov podmreze nso , ki tvorijo to podmrezo.
64
4. Obdelava in priprava podatkov
Preglednica 4.16: Podatki podmreze: Postopek pretvorbe podatkov iz edge CPO v
edge proles IDS. Obrazlozitev indeksov ter spremenljivk je podana v Preglednici 4.17.
Podatkovna struktura
Iz edge CPO v edge proles IDS
Ime
podmreze
Oznaka
vozlisca
edge.grid
.subgrids(s).id
edge profiles.ggd(g)
.grid.grid subset(s)
.identifier.name
Postopek
pretvorbe
podatkov
Prenos podatkov.
Dimenzija
podmreze
Oznaka
vozlisca
edge.grid
.subgrids(s).
list(1).cls = d  1
edge profiles.ggd(g)
.grid.grid subset(s)
.dimension = d
Postopek
pretvorbe
podatkov
Prenos in povecanje vrednosti podatkov.
Seznam
objektov,
ki sestavljajo
podmrezo
Oznaka
vozlisca
edge.grid
.subgrids(s)
.list(1).indset(1)
.range(odstart; o
d
end)
edge profiles.ggd(g)
.grid.grid subset(s)
.element(e = od).object(1)
.index
Postopek
pretvorbe
podatkov
Pretvorba podatkov z uporabo "od-do" seznama
objektov, shranjenega v enem listu,
v vec struktur, kjer od poteka od odstart do o
d
end, ali
Oznaka
vozlisca
edge.grid
.subgrids(s)
.list(1).ind(od)
edge profiles.ggd(g)
.grid.grid subset(s)
.element(e = od).object(1)
.index
Postopek
pretvorbe
podatkov
Prenos podatkov.
Vrstni
indeks
prostora
Oznaka
vozlisca
/
edge profiles.ggd(g)
.grid.grid subset(s)
.element(e = od)
.object(1).space = p
Postopek
pretvorbe
podatkov
Dodatnen zapis znanega vrsnega indeksa prostora.
Dimenzija
objekta
Oznaka
vozlisca
/
edge profiles.ggd(g)
.grid.grid subset(s)
.element(e = od)
.object(1).dimension = d
Postopek
pretvorbe
podatkov
Dodatnen zapis znanega vrsnega indeksa dimenzije.
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Preglednica 4.17: Podatki podmreze: Preglednica indeksov in spremenljivk ter njihova
razlaga.
Indeks /
Spremenljivka
Razlaga
Opredelitev
obsega
d Dimenzija podmreze. d = 1 = 2 = 3
e
Vrstni indeks elementa, ki tvori
podmrezo18
e = f1 2 : : : nseg
g Vrstni indeks GGD-ja. g = 1
Is Osnovni indeks podmreze. /
ns Sestevek vseh obstojecih podmrez. /
nse
Sestevek elementov, ki v
celoti tvorijo podmrezo(nso = nse)
18.
/
nso
Sestevek objektov, ki v
celoti tvorijo podmrezo (nso = nse)
18.
/
od
Vrstni indeks d-dimenzionalnega
objekta, ki tvori podmrezo.
od =
fod1 od2 : : : odnsog
p Vrstni indeks prostora. p = 1
s
Vrstni indeks podmreze in hkrati
osnovni indeks podmreze.
s = f1 2 : : : nsg
4.1.1.2. Podatkovna polja
Drugi del pretvorjenih podatkov iz edge CPO v edge proles IDS so podatkovna polja
podatkov (ang. data elds), ki vsebujejo vrednosti razlicnih lastnosti plazme in odgo-
varjajo eni izmed podmrez Fizikalne kolicine plazme, obravnavani v tem poglavju, so
temperatura elektronov, gostita elektronov, temperatura ionov in gostota ionov 19
Proces pretvorbe posameznih podatkovnih polj je za vsa stiri podatkovna polja zi-
kalnih kolicin plazme prakticno identicen. V glavnem se razlikujejo le v maticnem
vozliscu, (znotraj podatkovne strukture), ki shranjuje podatke za posamezno zikalno
kolicino. Druga razlika pa je v tipu maticnega vozlisca, ki je ali strukturirano vozlisce
v primeru zikalnih kolicin v povezavi z ioni (ena struktura za eno izmed ionskih vrst)
ali preprosto vozlisce z eno strukturo v primeru zikalnih kolicin v povezavi z elektroni.
Maticna vozlisca znotraj podatkovnih struktur edge CPO in edge proles IDS, ki so
namenjena vsebovanju podatkov, ki se navezujejo na podatkovna polja omenjenih zi-
kalnih kolicin plazme, so prikazana v Preglednici 4.18.
V nasem primeru se lahko zgoraj nasteta vozlisca in strukture zaradi velike podobnosti
obravnavajo kot enaka Zato je predstavljena le pretvorba in prenos podatkov naj-
obseznejsega in kompleksnega izmed obravnavanih polj podatkov, ki popisuje gostoto
ionov v plazmi.
19predhodno obravnavano v poglavjih 3.1.1.3., 3.2.1.1.2. in 3.2.1.1.3.
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Preglednica 4.18: Polje podatkov: Primerjava obeh podatkovnih struktur in njunih
maticnih vozlisc, ki so zasnovani za shranjevanje podatkovnih polj podatkov v povezavi
s zikalnimi kolicinami plazme, kot so temperatura elektronov, gostota elektronov,
temperatura ionov in gostota ionov.
Podatkovna struktura
edge CPO edge proles IDS
Lokacija
vozlisca
edge.grid.fluid.ne
edge profiles.ggd(:)
.electrons.density(:)
Tip vozlisca Preprosto vozlisce. Strukturirano vozlisce.
Lokacija
vozlisca
edge.grid.fluid.te
edge profiles.ggd(:)
.electrons.temperature(:)
Tip vozlisca Preprosto vozlisce. Strukturirano vozlisce.
lokacija
vozlisca
edge.grid.fluid.ni(:)
edge profiles.ggd(:)
.ion(:).density(:)
Tip vozlisca Strukturirano vozlisce. Strukturirano vozlisce.
Lokacija
vozlisca
edge.grid.fluid.ti(:)
edge profiles.ggd(:)
.ion(:).temperature(:)
Tip vozlisca Strukturirano vozlisce. Strukturirano vozlisce.
4.1.1.2.1. Gostota ionov
Maticno vozlisce znotraj podatkovne strukture edge CPO in edge proles IDS, ki so
namenjena shranjevanju podatkov, ki se navezujejo na gostoto ionov v plazmi, so pri-
kazana v Preglednici4.19.
Preglednica 4.19: Podatkovno polje - gostota ionov: Primerjava obeh obravnavanih
podatkovnih struktur in njunih maticnih vozlisc, ki so zasnovani za shranjevanje polja
podatkov, navezujocih na gostoto ionov.
Podatkovna struktura
edge CPO edge proles IDS
Oznaka
vozlisca
edge.grid.fluid.ni(:)
edge profiles.ggd(:)
.ion(:).density(:)
Tip vozlisca Strukturirano vozlisce. Strukturirano vozlisce.
Vsaka struktura vozlisc .ni(:) in .ion(:) je zasnovana za shranjevanje polja podat-
kov zikalnih kolicin v povezavi z eno izmed obstojecih ionskih vrst.
Podatki, ki se navezujejo na gostoto ionov v plazmi in so vkljuceni v proces pretvorbe
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podatkov, so:
| podatkovno polje, ki opisuje gostoto ionov, kjer vsaka vrednost predstavlja
stevilo delcev iona v volumnu enega kvadratnega metra [1=m3]20. Za vsak objekt
(v CPO) oziroma element (v IDS) je shranjena ena vrednost.
| osnovni indeks podmreze, kateremu pripadajo vrednosti iz podatkovnega polja,
in
| oznaka iona, ki oznacuje vrsto oziroma ime iona.
Listi znotraj edge CPO in edge proles IDS, ki so namenjeni shranjevanju podatkov
v povezavi z gostoto ionskih vrst v plazmi, in njim propadajoci podatkovni tipi in
formati so prikazani v Preglednici 4.20. Podatkovna struktura ter detajlna primerjava
formatov zapisa podatkov znotraj vozlisc pa sta prikazana v Izpisu 4.12.
Preglednica 4.20: Podatkovno polje - gostota ionov: Primerjava podatkovnih struktur
in njunih listov, ki so zasnovani za shranjevanje podatkov v zvezi z gostoto ionskih
vrst, ter prikaz formata oziroma nacina zapisa teh podatkov.
Podatkovna struktura
edge CPO edge proles IDS
Vrednosti
gostote
ionov
Oznaka
vozlisca
edge.grid.fluid.ni(:)
.value(:).scalar
edge profiles.ggd(:)
.ion(:).density(:)
.values
Podatkovni
tip in
format
1D seznam realnih stevil. 1D seznam realnih stevil.
Osnovni
indeks
podmreze
Oznaka
vozlisca
edge.grid.fluid.ni(:)
.value(:).subgrid
edge profiles.ggd(:)
.ion(:).density(:)
.grid subset index
Podatkovni
tip in
format
Ena celostevilcna
vrednost.
Ena celostevilcna
vrednost.
Oznaka
ionske
vrste
Oznaka
vozlisca
edge.species(:).label
edge profiles.ggd(:)
.ion(:).label
Podatkovni
tip in
format
En besedni niz. En besedni niz.
20Od tu izhaja okrajsava ni kot stevilo ionov (ang. number of ions.). Enak princip se uporablja
za okrajsave ti, ne in te, kjer prva crka t pomeni temperaturo in n pomeni stevilo (ang. number).
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-ni[q =1]
-value[v =1]
-subgrid: s1
-scalar:
[ V11 V12 : : : V1nVv ]
-value[v =2]
-subgrid: s2
-scalar:
[ V21 V22 : : : V2nVv ]
: : :
-value[v = nv]
-subgrid: snv
-scalar:
[ Vnv1 Vnv2 : : : VnvnVv ]
-ni[q =2]
: : :
: : :
-ni[q = nq]
: : :
(a)
-ion[q =1]
-density[v =1]
-grid_subset_index: s1
-values
[ V11 V12 : : : V1nVv ]
-density[v =2]
-grid_subset_index: s2
-values
[ V21 V22 : : : V2nVv ]
: : :
-density[v = nv]
-grid_subset_index: snv
-values
[ Vnv1 Vnv2 : : : VnvnVv ]
: : :
-ion[q =2]
: : :
: : :
-ion[q = nq]
: : :
(b)
Izpis 4.12: Podatkovno polje - gostota ionov: Primerjava podatkovnih struktur.
Obrazlozitev simbolov je podana v Preglednici 4.22.
V referencnih edge CPO primerih je bila v vozliscu ni(:).value(:)21 prisotna le ena
struktura, ki je vsebovala eno podatkovno polje, ta pa je ustrezala vecjemu stevilu
podmrez in ne le eni podmrezi kot obicajno. Tako lahko s kombiniranjem tega podat-
kovnega polja skupaj s seznamom indeksov, shranjenih v listu
edge.grid.subgrids(:).list(1).ind sestavimo podatkovno polje, katero odgovarja
doloceneni podmrezi. Ta nacin zapisa pa ni priporocljiv, saj so podatki tezje razumljivi
ter tezje se jih najde in pravilno uporabi. V edge proles IDS pa je tudi doloceno, da
vsako podatkovno polje odgovarja tocno eni podmrezi, kar poenostavi razumevanje in
uporabo teh podatkov. Ta nacela IDS-a so tudi upostevana v pretvorniku cpo2ids.
Proces pretvorbe podatkovnih polj, ki se navezujejo na gostot ionov v plazmi, iz edge
CPO v edge proles IDS je prikazan v Preglednici 4.21, skupaj z delom cpo2ids pro-
gramske kode, zapisane v programskem jeziku Python, prikazane v Izpisu 4.13.
21Ter v te(:).value(:), ne(:).value(:) in ti(:).value(:) za ostale zikalne kolicine.
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Preglednica 4.21: Podatkovno polje - gostota ionov: Postopek pretvorbe podatkov iz
edge CPO v edge proles IDS.
Podatkovna struktura
Iz edge CPO v edge proles IDS
Vrednosti
gostote
ionov
Oznaka
vozlisca
edge.grid.fluid.ni(q)
.value(v).scalar[i]
edge profiles.ggd(g)
.ion(q).density(v)
.values[i]
Postopek
pretvorbe
podatkov
Prenos podatkov
Osnovni
indeks
podmreze
Oznaka
vozlisca
edge.grid.fluid.ni(q)
.value(v).subgrid
edge profiles.ggd(g)
.ion(q).density(v)
.grid subset index
Postopek
pretvorbe
podatkov
Prenos podatkov.
Oznaka
ionske
vrste
Oznaka
vozlisca
edge.species(q).label
edge profiles.ggd(g)
.ion(q).label
Postopek
pretvorbe
podatkov
Prenos podatkov.
Vrednosti
gostote
ionov (2)
Oznaka
vozlisca
edge.grid.subgrids(s+v )
.list(1).ind[i]
and
edge.grid.fluid.ni(q)
.value(1).scalar[i]
edge profiles.ggd(g)
.ion(q).density(v+)
.values[i]
Postopek
pretvorbe
podatkov
Z uporabo seznama indeksov skupaj s
podatkovnim poljem,
ki ustreza eni izmed glavnih 2D podmrez,
in eksplicitnim seznamom iz edge CPO,
se sestavijo se v edge CPO neobstojeca
podatkovna polja za dodatne 2D podmreze.
Osnovni
indeks
podmreze
(2)
Oznaka
vozlisca
/
edge profiles.ggd(g)
.ion(q).density(v)
.grid subset index = s+v
Postopek
pretvorbe
podatkov
Ustrezno denirano v cpo2ids programski kodi.
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Preglednica 4.22: Podatkovno polje - gostota ionov: Preglednica indeksov in spremen-
ljivk ter njihova razlaga.
Indeks /
Spremenljivka
Razlaga
Opredelitev
obsega
g Vrstni indeks GGD-ja. g = 1
i Vrstni indeks podatkovnega polja. i = f1 2 : : : nVvg
nq Sestevek vseh ionskih vrst. /
nv
Sestevek vseh podatkovnih polj, ki se
navezujejo na gostoto ionov.
/
nVv
Sestevek vseh vrednosti znotraj
v-tega podatkovnega polja.
/
p Vrstni indeks prostora. p = 1
q Vrstni indeks ionske vrste. q = f1 2 : : : nqg
sv
Osnovni indeks podmreze, kateremu
to podatkovno polje pripada.
/
s+v
Osnovni indeks podmreze,
kateremu pripada v edge proles
IDS dodatno denirano
podatkovnega polje v+.
/
v
Vrstni indeks struktur vozlisc
value(:) in density(:).
v =
f1 2 : : : nvg
v+
Naslednji razpolozljivi vrstni indeks
strukture vozlisca IDS
.density(:), ki
shranjuje dodatno denirano
podatkovno polje gostote ionov.
/
Vv;i
i-ta vrednost v-tega podatkovnega
polja v zvezi z gostoto
ionov, ki pripada i-temu
elementu denirane podmreze.
/
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1 ...
2 for q in range (ni_species_num):
3 ...
4 num_ni_gridSubset_new = num_ni_gridSubset + 4
5 ...
6 imas_obj.edge_profiles.ggd[0].ion[q].label = edge.species[q].label
7 ...
8 for s in range(num_ni_gridSubset_new):
9 if s < num_ni_gridSubset:
10 imas_obj.edge_profiles.ggd[0].ion[q].density[s].grid_subset_index = \
11 edge.fluid.ni[q].value[s].subgrid
12 ...
13 for i in range(ni_gridSubset_scalar_size):
14 imas_obj.edge_profiles.ggd[0].ion[q].density[s].values[i] = \
15 edge.fluid.ni[q].value[s].scalar[i]
16 else:
17 """ Defining additional data fields """
18 imas_obj.edge_profiles.ggd[0].ion[q].density[s].grid_subset_index = s + 2
19 ...
20 for i in range(ni_gridSubset_scalar_size):
21 scalar_index = edge.grid.subgrids[s + 2 - 1].list[0].ind[i]
22 imas_obj.edge_profiles.ggd[0].ion[q].density[s].values[i] = \
23 edge.fluid.ni[q].value[0].scalar[scalar_index - 1]
Izpis 4.13: Podatkovno polje - gostota ionov: Postopek pretvorbe podatkov -
cpo2ids programska koda. Delni in prilagojen prikaz programske kode orodja
cpo2ids namenjena pretvorbi in prenosu podatkov iz edge CPO v edge proles
IDS.
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4.2. Zapis rezultatov B2.5 simulacij v podatkovno
strukturo IDS
Z izvajanjem B2.5 simulacij se generirajo stevilne izhodne datoteke, ki vsebujejo re-
zultate simulacij. V tem podpoglavju je predstavljen nacin branja dela podatkov iz
omenjenih datotek 22 in pravilnega zapisa podatkov v edge proles IDS23. Izhodne da-
toteke, ustvarjene z izvajanjem simulacij z uporabo B2.5 programske kode, in njihovi
vsebujoci podatki o robu plazme (ang. edge plasma) so:
| b2fgmtry, ki vsebuje podatke o mrezi, ki popisuje geometrijo roba plazme,
| b2fstate ali b2fstati, ki vsebujejo podatke o stanju plazme oziroma podatke o
zikalnih kolicinah plazme, kot so gostota elektronov, temperatura elektronov in
temperature ionov24
Za ta namen se je razvilo nekaj orodij za shranjevanje podatkov obravnavanih podatkov
v edge proles IDS. Ta orodja uporabljajo ista nacela shranjevanja podatkov, ki so bila
ze preddhodno obravnavana v podpoglavju 4.1., v katerem je opisano orodje cpo2ids.
Razvita so bila naslednja orodja:
| put edge ids, orodje za zapis podatkov iz B2.5 izhodnih datotek v edge proles
IDS z metodo "rocnegazapisovanja podatkov (ang. manual oziroma step-by-step),
zapisano v programskem jeziku Python 3.5,
| b2 ual write, orodje za zapis podatkov iz B2.5 izhodnih datotek v edge proles
IDS z metodo "rocnegazapisovanja podatkov (ang. manual oziroma step-by-step),
zapisano v programskem jeziku Fortran90, in
| b2 ual write gsl, orodje za zapis podatkov iz B2.5 izhodnih datotek v edge proles
IDS z uporabo rutin iz knjiznice GSL (ang. Grid Service Library), zapisano v
programskem jeziku Fortran90.
Vsa navedena orodja so namenjena delu z istimi datotekami (in istimi podatki). Bi-
stvena razlika med temi orodji so programski jezik, v katerem so zapisana, in / ali
metoda zapisa podatkov na edge proles IDS. "Rocna"metoda zapisa podatkov doloca
vsebino vsakega posameznega vozlisca, ki mora biti zapisana pravilno in tudi z upo-
rabo pravih podatkov, medtem ko uporaba Fortran90 knjiznice GSL zapis podatkov
bistveno poenostavi, saj je potrebno le zbrati le del potrebnih podatkov, izbrati pra-
vilno rutino in njene argumente in rutina je zapisana tako, da sama zapise podatke
na ustrezna vozlisca. Poleg tega ima GSL knjiznica se druge rutine, ki uporabniku se
dodatno poenostavijo zapis podatkov v IDS.
Temeljni postopek pridobivanja in shranjevanja podatkov v omenjenih orodjih je na-
slednji:
1. Branje podatkov mreze, ki popisuje geometrijo roba plazme, iz datoteke b2fgmtry
in zapis podatkov v pomnilnik.
22Podatki geometrije in podatki o zikalnih kolicinah, kot so temperatura elektronov, gostota elek-
tronov in temperature ionov v obmocju roba plazme.
23Uporaba nacel, predstavljenih v poglavju 4.1. in drugih poglavjih.
24Obe datoteki sta si glede vsebine in nacina zapisa sta enaki in obicajno je datoteka b2fstate
zapisana preko b2fstate datoteke med samim potekom simulacije.
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2. Branje podatkovnih polj, ki se navezujejo na zikalne kolicine plazme, iz datoteke
b2fstate ali b2fstati in zapis podatkov v pomnilnik.
3. Pravilen zapis podatkov iz pomnilnika v edge proles IDS.
B2.5 plasma code run case
b2fgmtry
b2state/i
OR
b2_ual_write_gsl
b2_ual_write
put_edge_ids
OR
IDS edge_proﬁles
Slika 4.2: Shema prenosa podatkov rezultatov simulacije B2.5 v edge proles IDS.
V nadaljevanju tega poglavja sledi pregled b2 ual write in b2 ual write gsl orodij.
Celotne izvorne programske kode vseh treh orodij put edge ids.py, b2 ual write.f90
in b2 ual write gsl so na voljo v Prilogah B, C in D.
4.2.1. Orodji b2 ual write in b2 ual write gsl
Osnovna struktura programske kode orodij b2 ual write in b2 ual write gsl je enaka
in je sestavljena iz naslednjih bistvenih podprogramov:
| read b2fgmtry b2fstate, namenjen branju podatkov o mrezi, ki popisuje geome-
trijo roba plazme, iz datoteke b2fgmtry
| read additional, namenjen branju podatkovnih polj, ki se navezujejo na zikalne
kolicine plazme kot so gostota elektronov, temperatura elektronov in temperatura
ionov, iz datoteke b2fstate,
| read additional sizes, namenjen branju velikosti oziroma stevila vrednosti vsa-
kega podatkovnega polja, ki so zapisana v datoteki b2fstate,
| write ids edge profiles, namenjen pravilnemu zapisu podatkov, prebranih z
zgornjimi nastetimi podprogrami, v edge proles IDS.
Razlika med tema dvema orodjema je v write ids edge profiles podprogramu, kjer
b2 ual write uporablja metodo "rocnegazapisa podatkov, medtem ko orodje
b2 ual write gsl uporablja Fortran90 knjiznico Library Library Service (GSL) in
njene rutine za lazje doseganje istega cilja. Najnovejsa GSL knjiznica je na voljo na
GIT repozitoriju https://git.iter.org/projects/IMEX/repos/ggd/ [36] pod vejo
feature / IDS .
Zaradi velikega obsega in podobnosti izvorne kode obeh orodij je v nadaljevanju pred-
stavljen samo write ids edge profiles podprogram znotraj programske kode orodja
b2 ual write gsl. Celotna izvorna koda in primerjava metod zapisovanja v edge
proles IDS je na voljo v Prilogah C in D.
V podprogramu write ids edge profiles so najprej nastavljeni in zapisani nekateri
podatki, katere mora imeti edge proles IDS obvezno vsebovati, predno zapisujemo
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druge podatke. Ti podatki so informacija o homogenosti casa in casovna vrednost
primera. To se izvede s pomocjo GSL rutine exampleSetIDSFundamentals, kot je
prikazano v Izpisu 4.14.
1 subroutine write_ids_edge_profiles(treename , shot , run , idx ,
username , &
2 & machine , version , ne, te , ti)
3 ...
4 homogeneous_time = 1
5 time = 0.0 _IDS_R8
6 call exampleSetIDSFundamentals( edge_profiles , homogeneous_time ,
time)
7 ...
Izpis 4.14: b2 ual write gsl programska koda: nastavitev obveznih podatkov z
uporabo GSL rutine primerSetIDSFundamentals.
Nato je deniran koodrinatni sistem domene simulacije (globalni 2D cilindricni koor-
dinatni sistem), kot je prikazano v Izpisu 4.15.
1 ...
2 !> Set definition of the coordinate system of the space
3 coordtype (:) = (/ IDS_COORDTYPE_R , IDS_COORDTYPE_Z /)
4 ...
Izpis 4.15: b2 ual write gsl programska koda: nastavitev koordinatnega
sistema 2D mreze. IDS COORDTYPE R spremenljivka predstavlja kodno stevilko
koordinatnega tipa 4 za polmer R medtem ko spremenljivka IDS COORDTYPE Z
predstavlja koordinatni tip kodna stevilka 5 za visino z.
V naslednjem koraku so s pomocjo koordinat, predhodno prebranih iz datoteke b2fgmtry,
denirani 0D objekti oziroma vozlisca, kot je prikazano v Izpisu 4.16.
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1 ...
2 !> Set geometry (R,Z) coordinate of each node object
3 num_nodes = num_nodes_all
4 allocate(nodesGeoList( num_nodes_all , 2))
5
6 !> To get nodes coordinates to 2D array in correct order
7 icount = 0
8 do k = 0, 3
9 do j = -1, ny
10 do i = -1, nx
11 icount = icount + 1
12 nodesGeoList(icount , 1) = crx(i,j,k)
13 nodesGeoList(icount , 2) = cry(i,j,k)
14 enddo
15 enddo
16 enddo
17 ...
Izpis 4.16: b2 ual write gsl programska koda: nastavitev predmetov 0D ali
vozlisc omrezja. crx in cry predstavljata 3D matriko, ki vsebujeta stiri nize
koordinat vozlisca v 2D prostoru, in sta bila predhodno prebrana iz datoteke
b2fgmtry. nodesGeoList pa predstavlja iz crx in cry sestavljeno 2D matriko, ki
vsebuje en niz koordinat vozlisca v 2D prostoru.
Nato je denirana povezovalna matrika 2D nestrukturirane mreze, sestavljene iz stirikotnih
celic, ki so denirana s ciklicno razporejenimi vozlisci (v tem primeru v nasprotni smeri
urinega kazalca), kot je prikazano v Izpisu 4.17. V tem primeru se 1D objekti / robovi
ne upostevajo.
1 ...
2 !> Set list of indices for nodes defining each cell object
3 ...
4 cellId = 1
5 do j = 1,numCellsY
6 do i = 1, numCellsX
7 cellsNodesList(cellId , 1) = cellId +0* numCellsX*numCellsY
8 cellsNodesList(cellId , 2) = cellId +1* numCellsX*numCellsY
9 cellsNodesList(cellId , 3) = cellId +3* numCellsX*numCellsY
10 cellsNodesList(cellId , 4) = cellId +2* numCellsX*numCellsY
11 cellId = cellId + 1
12 enddo
13 enddo
14 ...
Izpis 4.17: b2 ual write gsl programska koda: nastavitev povezovalne matrike
2D nestrukturiranege mreze, sestavljene v celoti iz stirikotnih elementov.
cellsNodesList je 2D matrika s seznamom indeksov vozlisc, ki tvorijo vsak 2D
element mreze oziroma celico.
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Na tej tocki so denirani seznami, ki vsebujejo potrebne informacije o 2D nestrukturi-
rani mrezi, sestavljeni iz stirikotnih celic, vozliscih in 2D celic mreze ter so pripravljeni
za zapis na IDS. Za to se uporabi GSL rutino gridSetup2dSpace, ki sprejme vse zgoraj
navedene podatke 25
Poleg tega GSL rutina sprejme poljubni logicni argument createGridSubsets, ki
doloca samodejno generiranje in zapis osnovnih podmrez (Nodes, Edges, 2D Cells),
katere vsaka sestoji iz vseh n-dimenzionalnih elementov v domeni V nasem primeru
je ta argument nastavljen kot .true., ker je zapis teh podmrez potreben. Uporaba
omenjene rutine GSL je prikazana v Izpisu 4.18.
1 ...
2 !> --- Set the grid space objects and grid subsets ---
3 !> For that we use GSL routine gridSetup2dSpace
4 call gridSetup2dSpace( grid , coordtype , &
5 & geo_0dObj = nodesGeoList , &
6 & conn_1dObj = edgesNodesList , &
7 & conn_2dObj = cellsNodesList , &
8 & createGridSubsets = .true. )
9 ...
Izpis 4.18: b2 ual write gsl programska koda: Nastavljanje podatkov o mrezi z
uporabo GSL rutine gridSetup2dSpace. nodesGeoList predstavlja 2D matriko,
ki vsebuje seznam koordinat vozlisc v 2D prostoru, edgesNodesList predstavlja
prazno nadomestno 2D matriko s seznamom vozlis, ki sestavljajo vsak mejni
element mreze, cellsNodesList predstavlja 2D matriko s seznamom vozlisc, ki
sestavljajo vsako 2D celico mreze. Nazadnje createGridSubsets predstavlja
logicni operator, nastavljen true ali false, ki doloca ali naj se nastavijo tudi
podatki, ki se navezujejo na osnovne podmreze tudi osnovne podmreze, katera
izmed vsaka izmed njih vsebuje vse n-dimenzionalne elemente v domeni mreze.
Ne nazadnje, podatkovna polja zikalnih kolicin plazme temperatura elektronov, go-
stote elektronov in temperatura ionov, ki ustrezajo podmrezi Cells in so bila pred-
hodno prebrana iz datoteke b2fstate ter so v tej fazi sedaj shranjene v seznamih
vrednosti ne, te in ti, se nastavi za zapis v edge proles IDS z uporabo GSL rutine
gridStructWriteData1d, kot je prikazano v Izpisu 4.19. Skalarne vrednosti, ki se
nanasajo na temperaturo, se pretvori iz enote Joul [J] v enoto elektron volt [eV] (1 J
= 6.242 e18 eV).
25Zahteva tudi seznam indeksov vozlisc, ki tvorijo robove. V tem primeru je podan prazen seznam
robov.
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1 ...
2 gridSubset_index = 3
3
4 !> --- Set ne (electron density) ---
5 allocate(ggd%electrons%density (1))
6 idsField => ggd%electrons%density (1)
7 call gridStructWriteData1d( grid , idsField , gridSubset_index , ne
)
8
9 !> --- Set te (electron temperature) ---
10 allocate(ggd%electrons%temperature (1))
11 idsField => ggd%electrons%temperature (1)
12 !> convert to eV (1 J = 6.242 e18 eV)
13 call gridStructWriteData1d( grid , idsField , gridSubset_index , &
14 & te *6.242 e18)
15
16 !> --- Set ti (ion temperature) ---
17 allocate(ggd%ion(1))
18 allocate(ggd%ion(1)%temperature (1))
19 idsField => ggd%ion(1)%temperature (1)
20 !> convert to eV (1 J = 6.242 e18 eV)
21 call gridStructWriteData1d( grid , idsField , gridSubset_index , &
22 & ti *6.242 e18)
23
24 !> Set data to edge_profiles IDS
25 write(0,*) "Writing to edge_profiles IDS"
26
27 !> Create and modify new shot/run
28 call imas_create_env(treename , shot , run , 0, 0, idx , username , &
29 machine , version)
30 ...
Izpis 4.19: b2 ual write gsl programska koda: Nastavljanje podatkovnih polj
zikalnih kolicin plazme z uporabo GSL rutine gridStructWriteData1d. grid
predstavlja kazalec (ang. pointer) na vozlisce znotraj edge proles IDS, idsField
predstavlja kazalec na strukturo vozlisca, ki vsebuje podatkovno polje,
gridSubset index predstavlja osnovni indeks podmreze1. Nazadnje ne, te in ti
predstavljajo 1D sezname, ki vsebujejo vrednosti nanasajoce se na na zikalne
kolicine plazme: temperatura elektronov, gostota elektronov in gostota ionov,
predhodno prebranih iz datoteke b2fstate. Ta podatkovna polja odgovarjajo
podmrezi 2D Cells in vsaka vrednost odgovarja enemu izmed elementov (oziroma
objektov) podmreze
1V tem primeru 1 za Nodes, 2 za Edges in 3 za podmrezo imen. 2D Cells.
Nazadnje podprogram ustvari novo podatkovno strukturo edge proles IDS in vanjo
zapise vse prej nastavljene podatke, kot je prikazano na seznamu 4.20
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1 ...
2 !> Create and modify new shot/run
3 call imas_create_env(treename , shot , run , 0, 0, idx , username , &
4 device , version)
5
6 !> Put data to IDS
7 call ids_put_slice(idx ,"edge_profiles",edge_profiles)
8 call ids_put(idx ,"edge_profiles",edge_profiles)
9
10 !> Close IDS
11 call ids_deallocate(edge_profiles)
12 call imas_close(idx)
13
14 write(0,*) "IDS write finished"
15 end subroutine write_ids_edge_profiles
Izpis 4.20: b2 ual write gsl programska koda: Zapis podatkov v IDS z
deniranimi parametri shot, run, username, device in version.
Tako je koncni rezultat uporabe orodja b2 ual write gsl nov edge proles IDS26, ki
vsebuje podatke rezultatov simulacij, zvedenimi s programsko kodo B2.5. Ti podatki
pa obsegajo podatke o 2D nestrukturirani mrezi, ki popisuje obmocje roba plazme,
podatke o glavnih podmrezah ter podatke o zikalnih kolicinah plazme (temperatura
elektronov, temperatura ionov, gostota ionov) v obliki podatkovnih polj. Ta novo
nastali edge proles IDS pa je tudi pripravljen in namenjen nadaljnji uporabi.
26Z dolocenimi shot, run, user, device in version parametri.
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5 ParaView vticnik ReadUALEdge
ParaView [37, 38] je vec-platformni, odprtokodni namenski program, namenjena izva-
janju analiz ter vizualizacije vecjega stevila podatkov. Poleg tega, da uporabniku nudi
veliko moznosti in orodij za analizo podatkov, omogoca uporabniku tudi razsiritev
funkcionalnosti in prilagoditev namenskega programa s po meri narejenimi vticniki
(ang. plugins). Pridobitve z uporabo vticnikov so lahko [39]:
| dodatna podpora novim podatkovnim formatov,
| po meri narejeni gracni uporabniski vmesnik (ang. Graphical User Interface ali
GUI), kot so kot so dodatna okna in gumbi orodne vrstice, namenjene opravljanju
dolocenih nalog,
| dodatne moznosti in nastavitve prikaza podatkov itd.
Kot pri drugi po meri ustvarjenih programih in programskih kodah je za izdelavo
vticnikov namenskega programa ParaView potrebno predhodno naprednejse znanje iz
programiranja in programerskih spretnosti, splosna navodila in vodniki za izdelavo
vticnikov pa so na voljo v digitalni obliki na spletu.
Posledicno, tudi zaradi navedenih lastnosti in prednosti aplikacije ParaView, je bil raz-
vit po meri narejeni vticnik za ParaView aplikacijo, ki se ga je pomenovalo ReadUALEdge.
Osnovna naloga tega vticnika je poenostavitev analize in vizualizacije podatkov v pove-
zavi z robom plazme v 2D prostoru, pridobljenih iz edge proles IDS, kot je prikazano
na Sliki.5.1. Te podatkovne strukture IDS so bile predhodno ustvarjene in zapisane
s pomocjo orodij cpo2ids, put edge ids, b2 ual write, b2 ual write gsl, z nabo-
rom SOLPS-ITER orodij itd. Poleg tega pa je ta vticnik sposoben prikazati katerekoli
podatke pod pogojem, da so podatki znotraj edge proles IDS zapisani pravilno, tako
kot ze predstavljeno v Podpoglavju 2.3. in Podpoglavju 4.1. ob zacetku razvoja je bil
vticnik ReadUALEdge namenjen delu s podatkovno strukturo edge CPO, vendar se je po-
tem osredotocilo na zdruzljivost vticnika s podatkovnimi strukturami edge profiles
IDS.
Celoten vticnik sestavlja vec programskih datotek:
| ReadUALEdge.cxx,
| ReadUALEdge.h,
| ReadUALEdge.xml,
| pqMyPropertyWidgetDecorator.cxx in
| pqMyPropertyWidgetDecorator.h.
Programski datoteki ReadUALEdge.cxx in ReadUALEdge.h predstavljata srce vticnika,
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saj vsebujeta programsko kodo za delo s podatki, medtem ko programske datoteke
ReadUALEdge.xml, pqMyPropertyWidgetDecorator.cxx in
pqMyPropertyWidgetDecorator.h vsebujejo programsko kodo, ki dolocajo obliko ter
implementirajo gracni uporabniski vmesnik vticnika znotraj namenskega programa
ParaView.
Slika 5.1: Postopek procesa vizualizacije podatkov roba plazme z uporabo vticnika
ReadUALEdge in podatkovne strukture edge proles IDS.
V nadaljevanju tega poglavja je obravnavana ter prikazana glavna programska datoteka
vticnika ReadUALEdge, ReadUALEdge.cxx, ter prikazan je gracni uporabniski vmesnik
vticnika. Celotna programska koda vseh programskih datotek ReadUALEdge vticnika
je na voljo v Prilogi E, in dodatna navodila in informacije o delovanju in uporabe
ReadUALEdge vticnika pa so na voljo v SOLPS-GUI dokumentaciji [25].
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ParaView uporablja odprtokodno knjiznico imen. VTK (Visualization ToolKit) [40,41],
ki je namenjen delu s 3D racunalnisko grako in vizualizacijo. Ta knjiznica je na
zapisana oziroma je na voljo za uporabo v C++, Python, Java in drugih programskih
jezikih. Za zapis programske kode vticnika ReadUALEdge se v glavnem uporablja
programski jezik C++ in VTK knjiznico, prav tako v istem programskem jeziku.
Objekti VTK knjiznice ozoroma VTK objekti, uporabljeni znotraj samega vticnika
ReadUALEdge, so:
| vtkPoints [42], seznam, ki vsebuje seznam 0D tock ter njihovih koordinat v 3D
prostoru,
| vtkVertex [43], VTK podatkovni tip, ki predstavlja eno 0D vozlisce (ang. vertex)
v 3D prostoru in vsebuje podatke o eni tocki, ki tvori vozlisce,
| vtkLine [44], VTK podatkovni tip, ki predstavlja eno 1D daljico (ang. line) v 3D
prostoru in vsebuje podatke o dveh tockah, ki skupaj tvorita daljico,
| vtkQuad [45], VTK podatkovni tip, ki predstavlja 2D stirikotno celico (ang. quad)
v 3D prostoru in vsebuje podatke o stirih tockah (po vrsti razvrscene v nasprotni
smeri urinega kazalca), ki tvorijo stirikotno 2D celico,
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| vtkCellArray [46], podporna matrika, ki vsebuje eksplicitni seznam VTK podat-
kovnih tipov, kot so vtkPoints, vtkLine in vtkQuad,
| vtkDoubleArray [47], je seznam realnih vrednosti,
| vtkUnstructuredGrid [48], VTK objekt, nabor podatkov in skupek VTK podat-
kovnih tipov vtkPoints, vtkCellArray in vtkDoubleArray. Med seboj povezuje
VTK podatkovne tipe, ki skupaj tvorijo nestrukturirano mrezo, in, ce je na voljo,
seznam realnih vrednosti za vsak VTK podatkovni tip oziroma element nestruktu-
rirane mreze,
| vtkMultiBlockDataSet [49], je VTK objekt in zbirka naborov podatkov, ki vsebuje
in razvrsca nabore podatkov, kot je vtkUnstructuredGrid, v t.i. bloke podatkov
(ang. block of data).
Splosni vrstni red operacij, ki se izvajajo znotraj programske kode vticnika ReadUALEdge
skupaj z uporabo podatkov, ki se navezujejo na podmreze in podatkovna polja zikal-
nih velicin plazme, je naslednji:
1. Najprej poteka deniranje nabora podatkov vtkUnstructuredGrid, ki vsak pred-
stavlja nestrukturirano mrezo ene izmed podmrez, shranjenih znotraj
edge profiles IDS. To se izvede s pomocjo podatkov, ki popisujejo geometrijo
2D podmreze, in podatkovnimi polji zikalnih kolicin plazme, ki si jih dodeli
vsakemu elementu podmreze. Vsi navedeni podatki se nahajajo v edge proles
IDS.
2. Nastavitev novo oblikovanega nabora podatkov vtkUnstructuredGrid kot po-
datkovnega bloka znotraj zbirke naborov podatkov vtkMultiBlockDataSet.
3. Ponavljanje operacij 1. in 2. za vse obstojece podmreze v podatkovni strukturi
IDS.
4. Prikaz vsebine, trenutno shranjene v zbirki naborov podatkov, v namenskem
programu ParaView.
5.1.1. Deniranje VTK objektov vtkUnstructuredGrid in vtk-
MultiblockdataSet
Nabor podatkov vtkUnstructuredGrid predstavlja v vticniku ReadUALEdge glavno
komponento, namenjeno vsebovanju vseh podatkov, potrebnih za popoln opis dolocene
podmreze. Zbirka naborov podatkov vtkMultiBlockDataSet pa je namenjeno vsebo-
vanju seznama naborov podatkov vtkUnstructuredGrid v obliki blokov podatkov, ki
jih nato nastavi kot pripravljene za vizualno prikazovanje.
Vsak VTK objekt vtkUnstructuredGrid vsebuje podatke za eno samo podmrezo in,
kot ze predstavljeno v prejsnjih poglavjih, je vsaka podmreza denirana z uporabo
elementov iste vste (0D, 1D ali 2D elementov. Proces deniranja podatkovega nabora
vtkUnstructuredGrid je ne glede na tip elementa vecinoma identicen in uposteva
nacela, prej obravnavana v Razdelku 2.2.1..
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Proces deniranja VTK objekta vtkUnstructuredGrids je prikazan in opisan na
Sliki.5.2 Treba pa je paziti ob uporabi indeksov, kajti podatkovne strukture IDS upo-
rabljajo Fortran nacin stetja indeksov (1, 2 ...) medtem ko programska koda, napisana
v C++ programskem jeziku, uporabjlja C++ nacin stetja indeksov (0, 1 ...)1.
Vticnik najprej denira seznam tock in njihove koordinate z uporabo ReadUALEdge
podprograma fSetVtkPoints. Ta podprogram prebere in denira seznam tock znotraj
VTK objekta vtkPoints. Postopek, ki se odvija v podprogramu fSetVtkPoints,
prikazan v Izpisu 5.1.
1 ...
2 vtkSmartPointer <vtkPoints > pointsArray =
3 vtkSmartPointer <vtkPoints >::New();
4 for(int i = 0; i < num_obj_0D; ++i){
5 pointsArray ->InsertNextPoint(
6 dim_obj_0D.object(i).geometry (0),
7 dim_obj_0D.object(i).geometry (1),
8 0.0);
9 }
10 ...
Izpis 5.1: Programska koda vticnika ReadUALEdge: Postopek deniranja tock
znotraj VTK objekta vtkPoints v podprogramu fSetVtkPoints. dim obj 0D
spremenljivka predstavlja krajsi zapis oziroma "bliznjicoza deniranje strukture
vozlisca .objects per dimension(0) znotraj edge proles IDS.
Nato vticnik denira VTK objekt vtkCellArray, ki predstavlja seznam elementov iste
vrste oziroma dimenzije, skupaj s seznamom tock, ki tvorijo te elemente. Ti elementi
v celoti tvorijo podmrezo. To proces poteka znotraj podprograma fSetCellArray in
je nastavljen tako, da lahko deluje s katerim koli izmed naslednjih treh podatkovnih
tipov:
| vtkVertex podatkovni tip, namenjen deniranju 0D elementov,
| vtkLine podatkovni tip, namenjen deniranju 1D elementov, in
| vtkQuad podatkovni tip, namenjen deniranju 2D stirikotnih elementov.
Postopek deniranja VTK objekta vtkCellArray je prikazan v Izpisu 5.2
1Indeks iFORTRAN90 = iC++ + 1
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Slika 5.2: Proces deniranja VTK objektov vtkUnstructuredGrid in
vtkMultiBlockDataSet.
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1 ...
2 vtkSmartPointer <vtkCellArray > newCellArray =
3 vtkSmartPointer <vtkCellArray >:: New();
4 int num_gridSubset_el = loc_gridSubset.element.extent (0);
5 int obj_dimension = loc_gridSubset.element (0).object (0).dimension;
6 for (int j = 0; j < num_gridSubset_el; j++)
7 {
8 int obj_space = loc_gridSubset.element(j).object (0).space;
9 int obj_index = loc_gridSubset.element(j).object (0).index;
10 int num_obj_nodes = grid.space(obj_space - 1).
11 objects_per_dimension(obj_dimension - 1).
12 object(obj_index - 1).nodes.extent (0);
13 for(int k = 0; k < num_obj_nodes; k++)
14 {
15 int node_ind = grid.space(obj_space - 1).
16 objects_per_dimension(obj_dimension - 1).
17 object(obj_index - 1).nodes(k);
18 el_data_type ->GetPointIds ()->
19 SetId(k, node_ind - 1);
20 }
21 newCellArray ->InsertNextCell(el_data_type);
22 }
23 ...
Izpis 5.2: Programska koda vticnika ReadUALEdge: Postopek deniranja
elementov znotraj VTK objekta vtkCellArray v podprogramu fSetCellArray.
Podprogram najprej pridobi informacije o objektih, ki tvorijo element (dimenzija
objekta, prostor objekta, indeks objekta, stevilo objektov, ki tvorijo element2).
Te informacije nato podprogram uporabi za pridobitev seznama 0D objektov, ki
tvorijo elemente. Nato z uporabo tega istega seznama 0D objektov podprogram
denira vsak element kot VTK podatkovni tip in ga doda v VTK objekt
vtkCellArray, ki predstavlja seznam elementov. Ta postopek se ponovi za vsak
obstojeci element podmreze in na koncu tega procesa VTK objekt vtkCellArray
vsebuje podatke o vseh elementih, ki tvorijo podmrezo.
V naslednjem koraku vticnik denira VTK objektvtkUnstructuredGrid , ki predsta-
vlja nabor podatkov nestrukturirane mreze. To stori s pomocjo dodelitve predhodno
deniranih VTK objektov vtkPoints in vtkCellArray VTK objekta
vtkUnstructuredGrid ter denira tip elementa [50]:
| VTK VERTEX za podatkovne tipe vtkVertex,
| VTK LINE za podatkovne tipe vtkLine, ali
| VTK QUAD za podatkovne tipe vtkQuad.
Postopek deniranja VTK objekta vtkUnstructuredGrid je prikazan v Izpisu 5.3.
2Vsi referencnih primeri je predpostavljeno, da je vsak element sestavljen le iz enega objekta.
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1 //> Set vtkUnstructuredGrid dataset
2 vtkSmartPointer <vtkUnstructuredGrid > <UG > =
3 vtkSmartPointer <vtkUnstructuredGrid >::New();
4 //> Assign vtkCellArray to vtkUnstructuredGrid
5 <UG >->SetPoints(<vtkPoints >);
6 <UG >->SetCells(<vtkCellType >, <vtkCellArray >);
Izpis 5.3: Programska koda vticnika ReadUALEdge: postopek deniranja VTK
objekta vtkUnstructuredGrid. <UG> predstavlja oznako za VTK objekt
vtkUnstructuredGrid, <vtkPoints> predstavlja oznako za VTK objekt
vtkPoints, <vtkCellType> predstavlja oznako enega izmed VTK podatkovnih
tipov [50] in <vtkCellArray> predstavlja oznako predhodno deniranega VTK
objekta vtkCellArray.
V tej fazi VTK objekt vtkUnstructuredGrid vsebuje le podatke o geometriji dane
nestrukturirane podmreze, pridobljene iz podatkovne strukture edge proles IDS. Pod-
mreze, ki sestojijo iz 0D in 2D elementov (iz podatkovnih tipov vtkVertex in vtkQuad)
pa imajo v IDS-u shranjena tudi podatkovna polja zikalnih kolicin, ki se nanasajo na
te podmreze. Ta podatkovna polja se najprej dodeli VTK objektu vtkDoubleArray in
ta VTK objekt je nato dodeljen VTK objektu
vtkUnstructuredGrid. Na ta nacin se dodelijo stevilcne vrednosti zikalnih kolicin
vsakemu izmed elementov podmreze ter vsak VTK objekt vtkUnstructuredGrid lahko
vsebuje vec tako deniranih podatkovnih polj. V vticniku ReadUALEdge ta proces po-
teka v podprogramu fSetValuesArrayLabel, prikazanem v Izpisu 5.4.
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5.1. C++ programska koda
1 ...
2 // Define vtkDoubleArray and set its label and size
3 vtkSmartPointer <vtkDoubleArray > newVtkDoubleArray =
4 fSetValuesArrayBase( num_gridSubset_el ,
5 values_array_label);
6 newVtkDoubleArray ->
7 SetNumberOfValues(num_gridSubset_el);
8 for (int j = 0; j < num_gridSubset_el; j++)
9 {
10 newVtkDoubleArray ->SetComponent(
11 j,0, loc_quantity.values(j));
12 }
13 inputVtkUnstructuredGrid ->GetCellData ()->AddArray(
14 newVtkDoubleArray);
15 ...
Izpis 5.4: Programska koda ReadUALEdge: Postopek deniranja in dodelitve
podatkovnega polja zikalne kolicine VTK objektu vtkUnstructuredGrid
znotraj podprograma fValues2UnstructuredGrid. Najprej podprogram
fSetValuesArrayBasis denira VTK objekt vtkDoubleArray (ime in velikost)
in ga nato dodeli predhodno delno deniranemu VTK objektu
vtkUnstructuredGrid. Istemu VTK objektu vtkUnstructuredGrid se lahko
doloci vec razlicnih zikalnih polj.
Nazadnje vticnik ta popolno deniran VTK objekt vtkUnstructuredGrid, ki vsebuje
geometrijo nestrukturirane mreze in njej pripadajoci podatkovna polja zikalnih kolicin
mrezno geometrijo njej pripadajoci podatkovna polja, doda kot podatkovni blok v
zbirko blokov podatkov vtkMultiBlockDataSet. Ta proces se izvaja v podprogramu
fAddBlock2MultiBlock, prikazanem v Izpisu 5.5.
1 ...
2 int num_blocks = MB->GetNumberOfBlocks ();
3 MB ->SetBlock(num_blocks , <UG >);
4 MB ->GetMetaData ((unsigned int) num_blocks)->Set(
5 vtkCompositeDataSet ::NAME(), gridSubset_name.c_str());
6 ...
Izpis 5.5: proces deniranja VTK objekta vtkUnstructuredGrid kot blok znotraj
VTK objekta vtkMultiBlockDataSet v podprogramu fAddBlock2MultiBlock.
Po tem, ko so vsi denirani VTK objekti vtkUnstructuredGrid in dodeljeni VTK
objektu vtkMultiBlockDataSet, kot je prikazano na Sliki 5.2, vticnik z uporabo ukaza
output->ShallowCopy(mainMB); nastavi vse bloke podatkov znotraj VTK objekta
vtkMultiBlockDataSet tako, da so pripravljene za prikaz v namenskem programu
ParaView.
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5. ParaView vticnik ReadUALEdge
5.2. Gracni uporabniski vmesnik
Videz gracnega uporabniskega vmesnika je zasnovan tako, da poenostavi uporabo
vticnika. Gracni uporabniski vmesnik vticnika ReadUALEdge je prikazan na Slikah 5.3
in 5.4.
Sestavljajo ga:
| stiri polja z besedilom: Shot, Run, User in Device. Ta polja sprejmejo identika-
cijske parametre podatkovne strukture IDS, ki vsebuje zeljene zikalne podatke,
| gumb refresh, ki ponovno bere vhodno podatkovno strukturo IDS ter osvezi in
ponovno gracno prikaze podatke,
| dodatno polje, ki prikazuje seznam vseh obstojecih primerov IDS izbranega upo-
rabnika, nastavljenega v prej omenjenem polju z besedilom User.
Vec informacij in vodnikov, ki se navezujejo na uporabo namenskega programa Para-
View ter vticnika ReadUALEdge, so na voljo v Viru [25]. Primeri uporabe vticnika so
tudi predstavljeni v naslednjem Poglavju6.
Slika 5.3: ParaView in ReadUALEdge gracni uporabniski vmesnik. Z zelenim
okvirjem je oznacen GUI vticnika.
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5.2. Gracni uporabniski vmesnik
Slika 5.4: ReadUALEdge gracnega uporabniskega vmesnika - pogled od blizu.
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6. Rezultati
6 Rezultati
Rezultati so predstavljeni v dveh podpoglavjih. V podpoglavju 6.1. so predstavljeni re-
zultati pretvorbe podatkov iz edge CPO v edge proles IDS z uporabo orodja cpo2ids
ter vizualizacija teh podatkov z uporabo ParaView vticnika ReadUALEdge. V podpo-
glavju 6.2. pa so predstavljeni rezultati zapisa podatkov v edge proles IDS, pridoblje-
nih s pomocjo simulacij izvedene s SOLPS-ITER B2.5 programsko kodo, ter prav tako
je prikazana vizualizacija teh podatkov z uporabo vticnika ReadUALEdge.
6.1. Vizualizacija zikalnih podatkov, pretvorjenih
iz edge CPO v edge proles IDS
V tem podpoglavju so predstavljeni rezultati pretvorbe podatkov iz ze obstojecih edge
CPO v novo ustvarjene edge proles IDS s pomocjo orodja cpo2ids. Temu sledi prikaz
vizualizacije istih podatkov z uporabo ParaView vticnika ReadUALEdge, kot je prika-
zano na Sliki 6.1. Uporabljeni sta bili dve referencni podatkovni strukturi EU-IM edge
CPO ter njuni identikacijski parametri (shot, run,...) so navedeni v Preglednici 6.1.
Te dve podatkovni strukturi sta tudi bili uporabljeni za sprotno preverjanje delovanja
orodja cpo2ids ter vticnika ReadUALEdge. Obe omenjeni podatkovni strukturi sta bili
prvotno shranjeni na prejsnjem gateway.efda-itm.org HPC-ju in, ob casu pisanja te
teze, sta na voljo na Marconi GateWay eufus.eu HPC-ju.
ParaView applica�on
Visualized edge 
plasma dataReadUALEdge plugin
edge_proﬁles IDSedge CPO cpo2ids
Slika 6.1: Postopek vizualizacije roba plazme in pripadajocih podatkov z uporabo
cpo2ids pretvornika in ReadUALEdge vticnika.
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6.1. Vizualizacija zikalnih podatkov, pretvorjenih iz edge CPO v edge proles IDS
Preglednica 6.1: Parametri referencnih podatkovnih struktur edge CPO.
Podatkovna struktura edge CPO
Shot Run User Device Version
16151 1000 g2kosl aug 4.10a
1 1 g2kosl iter 4.10a
S pomocjo orodja cpo2ids se je podatkovne strukture edge CPO, navedene v Pre-
glednici 6.1, pretvorilo v edge proles IDS, predstavljene v Preglednici 6.2. version
parameter podatkovne strukture CPO denira razlicico podatkovne baze EU-IM [29],
medtem ko pri IDS-ih denira razlicico podatkovne strukture IMAS Data Dictionary-
ja.
Preglednica 6.2: Vhodne (I oz. input) in izhodne (O. output) podatkovne strukture
orodja cpo2ids.
Podatkovna struktura I/O Shot Run User Device Version
edge CPO vhodna 16151 1000 g2kosl aug 4.10a
edge proles IDS izhodna 16151 1000 g2penkod solps-iter 3
edge CPO vhodna 1 1 g2kosl iter 4.10a
edge proles IDS izhodna 1 1 g2penkod solps-iter 3
Po uspesni pretvorbi katerekoli od teh dveh podatkovnih struktur so podatki pri-
pravljeni za branje in vizualizacijo z uporabo vticnika ReadULAEdge znotraj namen-
skega programa ParaView1. Z deniranjem prvega IDS-a s parametri Shot: 16151 in
Run: 1000 (krajse 16151/1000) vticnik prebere ter izlusci potrebne podatke, sestavi
VTK objekte vtkUnstructuredGrid kot bloke podatkov in jih vstavi v VTK objekt
vtkMultiBlockDataSet. Pri tem vsak blok predstavlja eno izmed podmrez in vsak blok
je oznacen s svojo barvo, kot je prikazano na Sliki 6.2. Poleg tega, zaradi uporabe VTK
objekta vtkMultiBlockDataSet in strukture programske kode ReadUALEdge, predho-
dno obravnavana v Razdelku 5.1.1., vticnik omogoca izbiro katere koli razpolozljive
podmreze oziroma bloka podatkov, kot je prikazano na Sliki 6.3. Seznam vseh raz-
polozljivih podmrez je prikazana v Preglednici 6.3.
Poleg tega vticnik omogoca izbiro razpolozljivih podatkovnih polj, ki se navezujejo
na zikalne kolicine plazme, prikazanih na Sliki 6.4. Podatkovna polja se navezujejo
tudi na same podmreze, kot je prikazano na Sliki 6.5. Tako vticnik ReadUALEdge
omogoca uporabniku prikazovanje le tistih podmrez, ki ga trenutno zanimajo. Tako se
lahko samostojno prikaze robno plast plazme SOL, brez v tem primeru brez prikaza
nepotrebnih podmrez, ter se nadalje poljubno analizira, kot je prikazano na Sliki 6.5b.
Enako velja za katero koli drugo podmrezo. Prikaz roba plazme in vseh pripadajocih
podatkovnih polj zikalnih kolicin plazme primera IDS 16151/1000 z uporabo vticnika
ReadUALEdge so prikazani na Slikah 6.6, 6.7 in 6.8.
1Pretvorjeni IDS-i so bili preneseni Marconi GateWay eufus.eu HPC-ja na ITER HPC ter so bili
tam uporabljeni pod uporabniskim imenom penkod.
2Te stiri podmreze skupaj sestavljajo celotno obmocje roba plazme.
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6. Rezultati
Preglednica 6.3: Vizualizacija primera IDS 16151/1000 z uporabo vticnika ReadUA-
LEdge: Seznam vseh razpolozljivih podmrez.
Ime podmreze
ID Ime
1 Cells
2 Nodes
3 Faces
4 x-aligned faces
5 y-aligned faces
6 x-points
7 Core
8 SOL
9 Inner divertor
10 Outer divertor
11 Inner target
12 Inner throat
13 Outer throat
14 Outer target
15 Core cut
16 PFR cut
17 Inner PFR wall
18 Core boundary
19 Outer PFR wall
20 Separatrix
21 Inner bae
22 Main chamber wall
23 Outer bae
24 Inner midplane
25 Outer midplane
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6.1. Vizualizacija zikalnih podatkov, pretvorjenih iz edge CPO v edge proles IDS
Slika 6.2: Vizualizacija primera IDS 16151/1000 z uporabo vticnika ReadUALEdge:
Prikaz vseh obstojecih podmrez. Na sliki je v spodnjem levem kotu prikazan seznam
vseh razpolozljivih podmrez, razpolozljivih za prikaz znotraj namenskega programa
ParaView z uporabo pripomocka Multiblock inspector.
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6. Rezultati
Slika 6.3: Vizualizacija primera IDS 16151/1000 z uporabo vticnika ReadUALEdge:
Prikaz posameznih podmrez. Prikazane podmreze so Cells (levo prikazno okno) ter
SOL, Core, Inner Divertor in Outer Divertor (desno prikazno okno) podmrez.
ParaView pripomocek Multi-Block Inspector v tem primeru prikazuje seznam
podmrez v desnem prikaznem okna.
Slika 6.4: Primer 16151/1000 IDS: Seznam razpolozljivih podatkovnih polj zikalnih
kolicin plazme.
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6.1. Vizualizacija zikalnih podatkov, pretvorjenih iz edge CPO v edge proles IDS
(a) (b)
Slika 6.5: Primer 16151/1000 IDS: Prikaz zikalnih kolicin plazme z izbiro ene ali vec
podmrez. Temperatura elektronov skupine podmrez Core, SOL, Inner divertor in
Outer divertor 2(a) in posamezno izbrane podmreze SOL (b).
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6. Rezultati
(a) (b)
Slika 6.6: Primer 16151/1000 IDS: Prikaz temperature elektronov (a) in gostote
elektronov (b) v predelu roba plazme.
(a) (b)
Slika 6.7: Primer 16151/1000 IDS: Prikaz gostote ionov D0 (a) in ionov D+1 (b) v
predelu roba plazme.
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6.1. Vizualizacija zikalnih podatkov, pretvorjenih iz edge CPO v edge proles IDS
Slika 6.8: Primer 16151/1000 IDS: Prikaz temperature ionov v predelu roba plazme.
Enako kot za prvi IDS se lahko z uporabo vticnika ReadUALEdge vizualno prikaze po-
datke drugega IDS primera s parametri Shot: 1 in Run: 1. Ta IDS je veliko obseznejsi,
v glavnem v smislu podatkovnih polj, ki se navezujejo na gostoto ionov, saj vsebuje
podatke za vec kot 98 ionskih vrst, kot je prikazano na Sliki 6.9, medtem ko je prvi
primer vseboval podatke za le dve ionski vrsti. Prikaz roba plazme in vseh pripa-
dajocih podatkovnih polj zikalnih kolicin plazme primera IDS 1/1 z uporabo vticnika
ReadUALEdge so prikazani na Slikah 6.10, 6.11 in 6.12.
Slika 6.9: Primer 1/1 IDS: Delni seznam razpolozljivih podatkovnih polj kolicin. Ta
primer vsebuje podatkovna polja s podatki o gostoti ionov za 98 razlicnih ionskih vrst.
Nadalje kot dodatek k temu podpoglavju, je v nadaljevanju prikazan primer preproste
primerjalne analize z uporabo moznosti, ki jih ponuja sam namenski program Para-
View. Prvi primer, prikazan na Sliki 6.13, prikazuje primerjavo velikosti roba plazme
AUG in ITER tokamaka. Drugi primer, prikazan na Slikah 6.14 in 6.15, pa prikazuje
primerjavo temperature elektronov v obmocju roba plazme z uporabo enega ali dveh
locenih prikaznih oken.
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6. Rezultati
(a) (b)
Slika 6.10: Primer 1/1 IDS: Prikaz temperature elektronov (a) in gostote elektronov
(b) v predelu roba plazme.
(a) (b)
Slika 6.11: Primer 1/1 IDS: Prikaz gostote ionov D0 (a) in ionov D+1 (b) v predelu
roba plazme.
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6.1. Vizualizacija zikalnih podatkov, pretvorjenih iz edge CPO v edge proles IDS
Slika 6.12: Primer 1/1 IDS: Prikaz temperature ionov v predelu roba plazme.
- Core
- SOL 
- Inner Divertor
- Outer Divertor
- Separatrix
R
Z
Slika 6.13: Primerjalna analiza: Velikost in robni predel roba plazme v AUG (levo) in
ITER (desno) tokamaku.
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6. Rezultati
Slika 6.14: Primerjalna analiza: Prikaz temperature elektronov v predelu roba plazme
v AUG (levo) in ITER (desno) tokamaku - uporaba enega prikaznega okna.
Slika 6.15: Primerjalna analiza: Prikaz temperature elektronov v predelu roba plazme
v AUG (levo) in ITER (desno) tokamaku - uporaba dveh prikaznih oken.
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6.2. Vizualizacija rezultatov B2.5 simulacij
6.2. Vizualizacija rezultatov B2.5 simulacij
V tem poglavju so predstavljeni rezultati shranjevanja podatkov B2.5 simulacij v novo
ustvarjene edge proles IDS s pomocjo orodja b2 ual write gsl. Temu sledi pri-
kaz vizualizacije teh podatkov z uporabo vticnika ReadUALEdge, kot je prikazano na
Sliki 6.16. Uporabljena sta bila dva SOLPS-ITER referencna primera za preverja-
nje delovanje orodja b2 ual write gsl: AUG 16151 D+C+He samostojni primer in
ITER 535 D+He+Ar [18], ki se jih je uporabilo skupaj z B2.5 programsko kodo in iz-
vedlo simulacijo ter pridobilo dolocene datoteke z rezultati. Te datoteke je nato orodje
prebralo ter ustvarilo in zapisalo nove podatkovne strukture edge proles IDS. Prvi
primer se je zapisalo v IDS s parametri Shot: 16151, Run: 1001, User: penkod, Device:
solps-iter in Version: 3, drugi primer pa v IDS s parametri Shot: 535, Run: 1, User:
penkod, Device: solps-iter in Version: 3. Oba vhodna SOLPS-ITER primera in izhodni
IDS-ji so navedeni v Preglednici 6.4.
ParaView applica�on
Visualized edge 
plasma dataReadUALEdge plugin
edge_proﬁles IDS
B2.5 plasma code 
ru
n 
ca
se
b2fgmtry
b2state/i
OR
b2_ual_write_gsl
b2_ual_write
put_edge_ids
OR
Slika 6.16: Postopek vizualizacije podatkov roba plazme z uporabo orodja
b2 ual write gsl in vticnika ReadUALEdge.
Preglednica 6.4: Referencni SOLPS-ITER primeri in parametri izhodnih IDS.
SOLPS-ITER primer
Izhodni IDS
Shot Run User Device Version
AUG 16151 D+C+He standalone 16151 1001 penkod solps-iter 3
ITER 535 D+He+Ar 535 1 penkod solps-iter 3
Z izvajanjem simulacije z B2.5 kodo se generirajo izhodne datoteke, ki vsebujejo rezul-
tate simulacije. Zapis teh rezultatov na IDS pa se izvede z ze omenjenima orodjema
b2 ual write.F90 ali b2 ual write gsl.F90, obravnavanih v Podpoglavju 4.2.. ta
dva orodja iz datotek b2fstate / b2fstati in b2fgmtry prebereta potrebne podatke
ter jih zapiseta v doloceno podatkovno strukturo edge proles IDS. Te novo nastale
IDS-e se je nato uporabilo skupaj z vticnikom ReadUALEdge.
V nadaljevanju je predstavljen prikaz podatkov roba plazme AUG tokamaka, zapisanih
v IDS 16151/1001, z uporabo vticnika ReadUALEdge. Razpolozljive podmreze Nodes in
2D Cells3 so prikazane na Sliki 6.17a. Prikaz podatkovnih polj zikalnih kolicin plazme
3Podmreza Edges je se vedno na voljo, ceprav je prazna.
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6. Rezultati
(temperatura elektronov, gostota elektronov, temperatura ionov) z izbrano podmrezo
2D Cells pa prikazujejo Slike 6.17b, 6.18a in 6.18b
(a) (b)
Slika 6.17: Primer 16151/1001 IDS: Razpolozljive podmreze (a) in temperatura
elektronov v roba plazme (b).
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6.2. Vizualizacija rezultatov B2.5 simulacij
(a) (b)
Slika 6.18: Primer 16151/1001 IDS: Gostota elektronov (a) in temperatura ionov v
roba plazme (b).
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6. Rezultati
Nazadnje je predstavljen prikaz podatkov roba plazme ITER tokamaka, zapisanih v
IDS 535/1, z uporabo vticnika ReadUALEdge. Prikaz podatkovnih polj zikalnih kolicin
plazme (temperatura elektronov, gostota elektronov, temperatura ionov) z izbrano
podmrezo 2D Cells je prikazan na Slikah 6.20a, 6.19 in 6.20b.
Slika 6.19: Primer 535/1 IDS: Gostota elektronov v predelu roba plazme.
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6.2. Vizualizacija rezultatov B2.5 simulacij
(a) (b)
Slika 6.20: Primer 535/1 IDS: Temperatura elektronov (a) in temperatura ionov (b) v
predelu roba plazme.
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7. Diskusija
7 Diskusija
Standardizirane podatkovne strukture so se izkazale za zelo uporabne ter prirocne v pri-
meru shranjevanja podatkov tvorbe plazme v obrobnih oz. "edge"podrocjih tokamak
naprave, vkljucno s podrocjem robne plasti plazme (SOL). S tem je IDS se dodatno
upravicil svoje mesto kot naslednik podatkovne strukture CPO, kajti zagotavlja boljse
ter bolj jasno denicijo podatkov oz. zapis podatkov, ki se navezujejo na obmocje roba
plazme. Namrec, prvic, IDS-i za isti primer, za razliko od CPO-jev, omogocajo shra-
njevanje podatkov pod razlicnimi casovnimi obdobji. Drugic, IDS omogoca izboljsan
opis mreze, ki natancno opredeljuje vsak objekt mreze, vkljucno s popolnim opisom
povezav med objekti razlicnih dimenzij, saj 2D objekti vsebujejo informacije o njihovi
povezavi tako z 0D ter 1D objekti, medtem ko v CPO je opredeljena le povezava med
2D ter 1D objekti in tako precej pomembna povezava med 2D in 0D objekti ni priso-
tna. Poleg tega v CPO podatki glede podmrez niso vedno shranjeni na enak nacin -
vcasih eksplicitno, z deniranjem celotnega popisa objektov, vcasih impliciten, z upo-
rabo "od-do"razpona objektov. V vecini primerov to ne predstavlja tezav, vendar je
ekspliciten nacin zapisa objektov bolj prirocen in zagotavlja vecjo jasnost ter razumlji-
vost, ceprav je rezultat tega tudi vecji obseg podatkov. Tako IDS v primerjavi s CPO
zavzame vec prostora na disku [se vedno smo v razponu med 0-200 MB (megabajta)]
za vsak posamicen primer].
Poleg tega vozlisca podatkovne strukture, ki so namenjena shranjevanju podatkovnih
polj oz. niza podatkov lastnosti plazme kot so gostota elektronov, temperatura elek-
tronov, gostota ionov in temperature ionov, so bolje zasnovane v podatkovni strukturi
IDS. Namrec v podatkovni strukturi IDS so nizi podatkov v povezavi z elektroni ter
ioni so zasnovani tako, da se nahajajo znotraj istega maticnega vozlisca electrons ion
ion(:), medtem ko v CPO je loceno vozlisce edge.fluid.ne namenjeno shranjevanju
podatkovnih polj v povezavi z gostoto elektronov, loceno vozlisce edge.fluid.ti(:) je
namenjeno shranjevanju podatkovnih polj v povezavi s temperaturo ionov itd. Nadalje,
v podatkovni strukturi IDS se imena oz. oznake ionov nahajajo znotraj ion(:) niza
vozlisc, medtem ko v podatkovni strukturi CPO pa se nahajajo v popolnoma locenem
edge.fluid.species(:) nizu vozlisc. To se dodatno otezuje jasnost in jedrnatost
podatkov ter njihovo uporabo kar pa ni zazeleno
Nato se je skozi uporabo pretvornika cpo2ids potrdilo, da je prenos podatkov, ki se
nanasajo na obmocje roba plazme tokamaka(ang. edge)1, iz CPO v IDS mozen ter
dosegljiv ter odpira nove moznosti za morebitno uporabo obstojecih primerov CPO
1katera vkljucuje tudi robno plast oziroma plast postrgane plazme (SOL, ang. Scrape-O Layer)
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ter hkrati tudi potrjuje IDS kot vec kot ustreznega naslednika CPO. Poleg tega se je
s pomocjo pretvornika cpo2ids ustvarilo nekatere prve primere podatkovnih struktur
IDS, ki vsebujejo podatke o robu plazme. Enako velja za IDS orodja put edge ids,
b2 ual write in b2 ual write gsl, ki so bila narejena z namenom zapisa rezulta-
tov B2.5 simulacij v IDS ter tako zagotavljajo sredstva za zapisovanje podatkov roba
plazme iz poleg ze obstojecih podatkovnih struktur CPO tudi iz drugih virov. Po-
leg tega vsa zgoraj navedena orodja predstavljajo dodaten vir informacij ter primerov
glede pravilne uporabe ter shranjevanja podatkov v podatkovne strukture IDS, z do-
datkom opisa primera Grid Service Library (GSL) knjiznice, katera dodatno poenostavi
zapisovanje podatkov v podatkovne strukture IDS ter njihovo uporabo.
Nazadnje, glavni ter koncni produkt tega magistrskega dela pa predstavlja vticnik
ReadUALEdge, delujoc znotraj odprtokodnega namenskega programa ParaView, ki za
uporabnika omogoca preprost nacin vizualizacijo podatkov robne plazme, shranjene
v podatkovni strukturi IDS. Poleg tega vticnik omogoca izbor podatkov po meri, od
podmrez glavne mreze do podatkovnih polj lastnosti plazme, s cimer je vticnik poten-
cialnim uporabnikom prilagodljiv ter poljubno nastavljiv. Ker pa je vticnik vkljucen
znotraj namenskega programa ParaView se lahko podatke se dodatno analizira ter ob-
deluje z uporabo razlicnih orodij in pripomockov, ki so na voljo. To uporabniku odpira
se dodatne moznosti dela s podatki, kot so npr. izvedba primerjalne analize podatkov,
poljubna prilagoditev podatkov, razne matematicne operacije in se vec.
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V tej magistrski nalogi je predstavljen nacin prikaza podatkov v povezavi z robom
plazme v fuzijskem reaktorju tokamak. To vkljucuje podroben pregled strukture po-
datkov CPO in IDS, s poudarkom na IDS-u, ter pregled postopka obdelave in shranje-
vanja podatkov v primerni obliki, pripravljeni za proces vizualizacije podatkov. Glavni
cilj te magistrske naloge je bil preucevanje in uporaba podatkovne strukture IDS kot
naprednejsi nacin prikaza podatkov in hkrati razviti orodje, katerega namen ravnanje
s podatki shranjenimi znotraj IDS-a ter vizualni prikaz le-teh, vkljucno s podatki v
povezavi s plastjo robne oziroma postrgane plazme (SOL, ang. Scrape-O Layer), in
njihovo nadaljnjo analizo in obdelavo. V okviru te magistrske naloge pa je bilo treba
razviti se dodatna prej neobstojeca orodja za delo z IDS-i, brez katerih bi bil doseg
glavnega cilja nemogoc. Ta orodja so:
• orodje za pretvorbo podatkov iz edge CPO v edge proles IDS, katero je zahtevalo
podroben pregled obeh podatkovnih struktur,
• nabor orodij za shranjevanje rezultatov B2.5 simulacij v IDS.
To delo dopolnjuje opis edge proles IDS, ki vsebuje zapis mreze na nacin oz. znotraj
General Grid Description-a (GGD) z uporabo podmrez. Orodje za pretvorbo cpo2ids
za edge proles v Podpoglavju 4.1. se lahko vzame kot referenco glede splosne pretvorbe
in prenosu podatkov iz CPO v IDS na splosno. Podpoglavje 4.1. se lahko uporablja
kot vodnik za druge CPO-je, ki zahtevajo zapletene pretvorbe podatkov v GGD brez
uporabe Library Library Service (GSL). Poleg tega so bila razvita orodja za zapis
podatkov v IDS z in brez uporabe GSL z namenom prikaza razlik med razlicnimi
pristopi dela z IDS-i (npr. Dodatek C in Dodatek D), ki bi bili uporabni drugim
razvijalcem programske opreme.
Nazadnje, orodje za vizualizacijo in analizo ReadUALEdge, ki deluje kot vticnik oz.
nadgradnja znotraj namenskega programa ParaView, je bil razvit in preizkusen skozi
delo s stevilnimi IDS-i, ki so bili zapisani z uporabo novih orodji za delo z IDS-i. Poleg
tega ta vticnik ni le sposoben ravnati s podatki SOL, kot je bilo prvotno misljeno,
ampak poleg tega omogoca tudi delo z drugimi posamicnimi podmrezami GGD-ja in
njihovimi pripadajocimi podatki o karakteristiki plazme vendar pod pogojem, da so
podatki pravilno shranjeni znotraj IDS-a. Poleg tega namenski program ParaView sam
po sebi omogoca uporabo raznih ltrov, orodij ter pripomockov, zapisanih v Python
programskem jeziku, namenjene za napredno analizo podatkov in njihovo obdelavo
obdelavo, zaradi cesar je ReadUALEdge vticnik odlicen prispevek v smislu analize robne
plazme v fuzijskem reaktorju
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Treba pa je omeniti, da je bil obravnavan ter zapisan v IDS le del podatkov znotraj
CPO in rezultatov B2.5 simulacij. V trenutni fazi se orodje cpo2ids ukvarja le z vecjim
delom celotnega obsega podatkov znotraj edge CPO in edge proles IDS, orodja za
zapis rezultatov B2.5 simulacij pa se ukvarjajo le z manjsim delom celotnega obsega
rezultatov. Zato je potrebno nadaljnje delo ter vec CPO in IDS primerov za izboljsanje
omenjenih orodij in njihovo (so)delovanje z IDS-i, vkljucno z vticnikom, in jih tako
dodatno potrditi kot primerna orodja za ravnanje z IDS in vizualizacijo podatkov.
Poleg tega preostali IDS-i, namenjeni shrambi podatkov iz robne plazme, edge sources,
edge transport in transport solver numerics IDS, je potrebno podrobno pregledati in
uskladiti z obstojecimi CPO-ji in naborom SOLPS-ITER kod. Poleg tega je potreben
nadaljnji razvoj Grid Service Library (GSL), z namenom izboljsanja in poenostavitve
dela s podatki znotraj GGD-ja.
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A cpo2ids.py code
cpo2ids code describes the translation of edge plasma data from edge CPO to edge proles
IDS. The latest code is available at the SOLPS-ITER GIT repository https://git.
iter.org/projects/BND/repos/solps-iter [51] under modules/B2.5/src/ids/ di-
rectory.
1 #! /usr/bin/env python
2 """
3 -----------------------------------------------------------------------------
4 DESCRIPTION
5 This utility converts edge CPO to IMAS edge_profiles IDS. It opens an
6 existing CPO, reads it and writes data to IDS.
7 Quick start:
8 Definition of the class structures is in file imas.py!
9 To run this converter use:
10 module load imas/3.7.4/ual/3.4.0
11 imasdb solps-iter
12 Run example (terminal):
13 python cpo2ids.py --ishot=16151 --irun=1000 --iuser=g2penkod
14 --idevice=aug --iversion=4.10a --oshot=16151 --orun=1000
15 --ouser=g2penkod --odevice=solps-iter --oversion=3
16 Resulting files are stored under $HOME/public/imasdb/solps-iter/3/0
17 as ids_161511000.*
18 Further documentation and notes:
19 dd_doc
20 imasdb -l # should show solps-iter with asterisk
21 ----------------------------------------------------------------------------
22 """
23
24 import ual
25 import imas
26 import numpy
27 import sys
28 import getopt
29
30 ual.ualdef.DEVEL_DEBUG = 0
31 ual.ualdef.PRINT_DEBUG = 0
32 ual.ualdef.VERBOSE_DEBUG = 0
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33
34
35 def read_ids():
36 """ Example for reading data from IDS and CPO """
37
38 print('Reading IDS: ')
39 my_ids_obj = imas.ids(oshot, orun, oshot, orun)
40
41 # my_ids_obj.open() """ Open the database """
42 my_ids_obj.open_env(ouser, odevice, oversion)
43
44 if my_ids_obj.isConnected():
45 print('IDS open OK!')
46 else:
47 print('IDS open FAILED!')
48 sys.exit()
49
50 my_ids_obj.edge_profiles.get()
51
52 print('IDS')
53 print(my_ids_obj.edge_profiles.ggd[0].grid.identifier.description)
54 # print(my_ids_obj.edge_profiles.ggd[0].grid.space[0].objects_per_dimension
[0])
55 # print my_ids_obj.edge_profiles.ggd[0].grid
56 print(my_ids_obj.edge_profiles.ggd[0])
57 # print('CPO')
58 my_ids_obj.close()
59
60 def write_ids():
61 """Class IMAS is the main class for the UAL.
62 It contains a set of field classes, each corresponding to an IDS
63 defined in the UAL The parameters passed to this creator define the
64 shot and run number. The second pair of arguments defines the
65 reference shot and run and is used when the a new database is
66 created, as in this example
67 """
68
69 print('Writing IDS: ')
70 time = 1
71 interp = 1
72 #treename = "ids"
73
74 """--- CREATE NEW IDS ----"""
75 imas_obj = imas.ids(oshot, orun, oshot, orun)
76
77 # imas_obj.create() #Create the data entry
78 imas_obj.create_env(ouser, odevice, oversion)
79
80 if imas_obj.isConnected():
81 print('Creation of data entry OK!')
82 else:
83 print('Creation of data entry FAILED!')
84 sys.exit()
85
86 """ "Shortcut" variable to imas_obj.edge_profiles data tree node"""
87 edge_profiles=imas_obj.edge_profiles
88
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89 """Set and fill IDS with mandatory data"""
90 edge_profiles.profiles_1d.resize(1)
91 edge_profiles.ggd.resize(1)
92 edge_profiles.putNonTimed()
93 edge_profiles.ggd[0].grid.space.resize(1)
94 edge_profiles.ggd[0].grid.space[0].objects_per_dimension.resize(3)
95 edge_profiles.ids_properties.homogeneous_time = 1
96 edge_profiles.time.resize(1)
97
98 """Get number of coordinate types in CPO edge"""
99 num_coordtype = len(edge.grid.spaces[0].coordtype)
100 """Set coordinates_type"""
101 edge_profiles.ggd[0].grid.space[0].coordinates_type.resize(num_coordtype)
102 """Fill coordinates_type"""
103 for j in range(num_coordtype):
104 edge_profiles.ggd[0].grid.space[0].coordinates_type[j]= \
105 edge.grid.spaces[0].coordtype[j, 0]
106
107 """Put IDS grid description"""
108 grid_description = "This is CPO" + \
109 " shot=" + str(ishot) + " run=" + str(irun) + " user=" + str(iuser) + \
110 " device=" + str(idevice) + " version=" + str(iversion) + \
111 " converted to IDS" + \
112 " shot=" + str(oshot) + " run=" + str(orun) + " user=" + str(ouser) + \
113 " device=" + str(odevice) + " version=" + str(oversion) + "."
114
115 edge_profiles.ggd[0].grid.identifier.description = grid_description
116
117 """--- OBJECTS OF ALL DIMENSIONS (0D, 1D, 2D) ---"""
118 num_dim = 3
119 """Get number of 0D objects - grid nodes out from grid subset
120 holding list of all 0D objects"""
121 num_obj_0D_all = edge.grid.subgrids[1].list[0].indset[0].range[1]
122 """Get number of 1D objects - edges out from grid subset holding
123 list of all 1D objects"""
124 num_obj_1D_all = edge.grid.subgrids[2].list[0].indset[0].range[1]
125 """Get number of 2D objects - cells/faces out from grid subset
126 holding list of all 2D objects"""
127 num_obj_2D_all = edge.grid.subgrids[0].list[0].indset[0].range[1]
128
129 """ "Shortcut" variable to ...space[0] node"""
130 ids_space = edge_profiles.ggd[0].grid.space[0]
131 """Set space for 0D objects - grid nodes"""
132 ids_space.objects_per_dimension[0].object.resize(num_obj_0D_all)
133 """Set space for 1D objects - edges"""
134 ids_space.objects_per_dimension[1].object.resize(num_obj_1D_all)
135 """Set space for 2D objects - faces\2D cells"""
136 ids_space.objects_per_dimension[2].object.resize(num_obj_2D_all)
137
138 """Set and fill 0D objects"""
139 """ "Shortcut" variable to ...objects_per_dimension[0] node"""
140 ids_dim_0D = \
141 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[0]
142 for i in range(num_obj_0D_all):
143 """Set geometry of the 0D objects"""
144 ids_dim_0D.object[i].geometry.resize(num_coordtype)
145 """Set nodes of the 0Dobjects"""
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146 ids_dim_0D.object[i].nodes.resize(1)
147 """Fill geometry of the 0D objects"""
148 for j in range(num_coordtype):
149 ids_dim_0D.object[i].geometry[j] = \
150 edge.grid.spaces[0].objects[0].geo[i, j]
151 """Fill nodes of the 0D objects """
152 """(in Fortran notation. i_Fortran = i_Python + 1) """
153 ids_dim_0D.object[i].nodes[0] = i + 1
154
155 """Set and fill 1D objects"""
156 """ "Shortcut" variable to ...objects_per_dimension[1] node"""
157 ids_dim_1D = \
158 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[1]
159 num_gridNodes_1D = 2
160 num_boundary_1D = 2
161 for i in range(num_obj_1D_all):
162 # Set nodes of the 1D objects
163 ids_dim_1D.object[i].nodes.resize(num_gridNodes_1D)
164 """Set boundary of the 1D objects"""
165 ids_dim_1D.object[i].boundary.resize(num_boundary_1D)
166 for j in range(num_boundary_1D):
167 ids_dim_1D.object[i].boundary[j].index = \
168 edge.grid.spaces[0].objects[1].boundary[i,j]
169 # Fill nodes of the 1D objects
170 ids_dim_1D.object[i].nodes[j] = \
171 edge.grid.spaces[0].objects[1].boundary[i,j]
172
173 """Set and fill 2D objects"""
174 """ "Shortcut" variable to ...objects_per_dimension[2] node"""
175 ids_dim_2D = \
176 edge_profiles.ggd[0].grid.space[0].objects_per_dimension[2]
177 obj_2d_all_array = numpy.array([], dtype='int')
178 ids_dim_2D.object.resize(num_obj_2D_all)
179
180 """Get 2D objects geometry (nodes) data from CPO, sort them into more
181 orderly form and put them into the IDS"""
182 num_gridNodes_2D = 4
183 num_boundary_2D = 4
184 for i in range(num_obj_2D_all):
185 ids_dim_2D.object[i].nodes.resize(num_gridNodes_2D)
186
187 node_idx = numpy.array([0,0,0,0], dtype='int')
188 free_edge = numpy.array([0,0,0], dtype='int')
189 edge_idx = edge.grid.spaces[0].objects[2].boundary[i,0] - 1
190 free_edge[0] = edge.grid.spaces[0].objects[2].boundary[i, 1] - 1
191 free_edge[1] = edge.grid.spaces[0].objects[2].boundary[i, 2] - 1
192 free_edge[2] = edge.grid.spaces[0].objects[2].boundary[i, 3] - 1
193
194 node_idx[0] = edge.grid.spaces[0].objects[1].boundary[edge_idx,0]-1
195 last_idx = 1
196 node_idx[last_idx] = edge.grid.spaces[0].objects[1].boundary[edge_idx, 1]-1
197
198 for loop_count in range (0,3):
199 if last_idx < 3:
200 for m in range(0,3):
201 edge_idx = free_edge[m]
202 if edge_idx < 0:
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203 continue
204 node1 = edge.grid.spaces[0].objects[1].boundary[edge_idx, 0]-1
205 node2 = edge.grid.spaces[0].objects[1].boundary[edge_idx, 1]-1
206
207 if node_idx[last_idx] == node1:
208 free_edge[m] = -1
209 last_idx += 1
210 node_idx[last_idx]= node2
211 break
212 if node_idx[last_idx] == node2:
213 free_edge[m] = -1
214 last_idx += 1
215 node_idx[last_idx] = node1
216 break
217 assert loop_count < 3
218 loop_count += 1
219 """Fill grid nodes of the 2D objects"""
220 ids_dim_2D.object[i].nodes[0]= node_idx[0] + 1
221 """+1 because of Fortran indices notation (1,2,3...)"""
222 ids_dim_2D.object[i].nodes[1] = node_idx[3] + 1
223 ids_dim_2D.object[i].nodes[2] = node_idx[2] + 1
224 ids_dim_2D.object[i].nodes[3] = node_idx[1] + 1
225 """Set boundary of the 2D objects"""
226 ids_dim_2D.object[i].boundary.resize(num_boundary_2D)
227 for j in range(num_boundary_2D):
228 ids_dim_2D.object[i].boundary[j].index = \
229 edge.grid.spaces[0].objects[2].boundary[i,j]
230
231 """--- GRID SUBSETS ---"""
232
233 """Get number of all existing grid subsets on CPO"""
234 num_gridSubset = len(edge.grid.subgrids)
235
236 """Set space for grid subsets"""
237 edge_profiles.ggd[0].grid.grid_subset.resize(num_gridSubset)
238
239 """Get number of grid_subset for each dimension from the CPO"""
240 """Set placeholders"""
241 num_gridSubset_dim_1 = 0
242 num_gridSubset_dim_2 = 0
243 num_gridSubset_dim_3 = 0
244
245 for i in range(num_gridSubset):
246 gridSubset_dim = edge.grid.subgrids[i].list[0].cls[0]
247 if gridSubset_dim == 0:
248 num_gridSubset_dim_1 += 1
249 elif gridSubset_dim == 1:
250 num_gridSubset_dim_2 += 1
251 else:
252 num_gridSubset_dim_3 += 1
253
254 # print('Number of 0D grid subsets: ' + str(num_gridSubset_dim_1))
255 # print('Number of 1D grid subsets: ' + str(num_gridSubset_dim_2))
256 # print('Number of 2D grid subsets: ' + str(num_gridSubset_dim_3))
257
258 for i in range(num_gridSubset):
259 """"Shortcut" variable to grid_subset substructure"""
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260 ids_grid_subset = edge_profiles.ggd[0].grid.grid_subset[i]
261 """Get index of the grid subset"""
262 gridSubset_ind = i + 1
263 """Get name of the grid subset"""
264 gridSubset_name = edge.grid.subgrids[i].id
265 """Get class/dimension of objects which form the grid subset"""
266 gridSubset_dim = edge.grid.subgrids[i].list[0].cls[0]
267
268 """Put the grid subset name"""
269 ids_grid_subset.identifier.name = gridSubset_name
270 """Put the grid subset index"""
271 ids_grid_subset.identifier.index = gridSubset_ind
272 """Put the grid subset dimension"""
273 ids_grid_subset.dimension = gridSubset_dim
274 """Set elements of the grid subset"""
275 """In this case grid subsets contain only 1 element"""
276 ids_grid_subset.element.resize(1)
277
278 """Get the object indices from either range of indices or explicit
279 list of indices"""
280 gridSubset_indset_found = len(edge.grid.subgrids[i].list[0].indset)
281
282 ind_range_start = 0;
283 ind_range_end = 0;
284 object_index = 0;
285 num_obj_index = len(edge.grid.subgrids[i].list[0].ind)
286 if gridSubset_indset_found > 0:
287 object_index_range_size = len(edge.grid.subgrids[i].list[0]. \
288 indset[0].range)
289 if object_index_range_size > 1:
290 range_found = 1
291 ind_range_start = edge.grid.subgrids[i].list[0]. \
292 indset[0].range[0]-1
293 ind_range_end = edge.grid.subgrids[i].list[0]. \
294 indset[0].range[1]
295 else:
296 print("Range is either EMPTY or it doesn't exist")
297 else :
298 range_found = 0
299 ind_range_start = edge.grid.subgrids[i].list[0].ind[0,0] - 1
300 ind_range_end = edge.grid.subgrids[i].list[0]. \
301 ind[num_obj_index-1,0] - 1
302
303 gridSubset_object_index_array = numpy.array([], dtype='int')
304
305 if range_found == 1:
306 for j in range(ind_range_start, ind_range_end):
307 gridSubset_object_index_array = numpy.insert(
308 gridSubset_object_index_array, j-ind_range_start, j)
309 else:
310 for j in range(0, num_obj_index):
311 """python_index = Fortran_index - 1"""
312 object_index = edge.grid.subgrids[i].list[0].ind[j,0] - 1
313 gridSubset_object_index_array = numpy.insert(
314 gridSubset_object_index_array, j, object_index)
315
316 """Set grid subset elements"""
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317 """IDS documentation: "One scalar value is provided per ELEMENT in """
318 """the grid subset."""
319 """In CPO some grid subsets have set values for them """
320 """(1 node -> 1 value; 1 2D cell -> 1 value). """
321 """Taking into account the IDS documentation, in our case our grid """
322 """subsets consists of ELEMENTS containing 1 OBJECT (since we have """
323 """n values available we need n elements)"""
324 num_gridSubset_el = len(gridSubset_object_index_array)
325 ids_grid_subset.element.resize(num_gridSubset_el)
326
327 for j in range(num_gridSubset_el):
328 """Set elements object for the grid subset element"""
329 ids_grid_subset.element[j].object.resize(1)
330 ids_grid_subset.element[j].object[0].space = 1
331 ids_grid_subset.element[j].object[0].dimension = gridSubset_dim + 1
332 ids_grid_subset.element[j].object[0].index = \
333 gridSubset_object_index_array[j] + 1
334
335 """---- Set and put to IDS: Electron density (ne) --- """
336 num_ne_gridSubset = len(edge.fluid.ne.value)
337 num_ne_gridSubset_new = num_ne_gridSubset + 4
338 """+4 because we add also
339 values for new gridSubsets
340 CORE, SOL, inner divertor
341 and outer divertor
342 """
343 edge_profiles.ggd[0].electrons.density.resize(num_ne_gridSubset_new)
344
345 for j in range(num_ne_gridSubset_new):
346 ids_ne = edge_profiles.ggd[0].electrons.density[j]
347 if j < num_ne_gridSubset:
348
349 ids_ne.grid_subset_index = edge.fluid.ne.value[j].subgrid
350 gridSubset_index = ids_ne.grid_subset_index
351 ne_gridSubset_scalar_size = len(edge.fluid.ne.value[j].scalar)
352 ids_ne.values.resize(ne_gridSubset_scalar_size)
353 for k in range (ne_gridSubset_scalar_size):
354 ids_ne.values[k] = edge.fluid.ne.value[j].scalar[k]
355 else:
356 """In CPO we got scalars for gridSubsets CORE, SOL, inner/outer
357 divertor via indices, stored in
358 edge.grid.subgrids[:].list[0].ind[0...N].
359 In IDS we don't have this option (or it was not found) and one
360 way is to directly store scalars under new electron density
361 gridSubsets values
362 """
363 ids_ne.grid_subset_index = j + 2
364 """TODO: currently hardcoded,
365 (to get grid subset
366 indices 7,8,9,10)
367 since this grid subset
368 electron density values
369 are not set in given CPO.
370 Idea: combine search of grid
371 subset name and getting the
372 index
373 """
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374 gridSubset_index = ids_ne.grid_subset_index
375 ne_gridSubset_scalar_size = \
376 len(edge.grid.subgrids[j + 2 - 1].list[0].ind)
377 ids_ne.values.resize(ne_gridSubset_scalar_size)
378 for k in range(ne_gridSubset_scalar_size):
379 """Read scalar index in Fortran notation (1,2,3,...)
380 but use it in python notation (0,1,2,...)
381 """
382 scalar_index = edge.grid.subgrids[j + 2 - 1].list[0].ind[k]
383 ids_ne.values[k] = \
384 edge.fluid.ne.value[0].scalar[scalar_index - 1]
385
386 """---- Set and put to IDS: Electron Temperature (te) ----"""
387 num_te_gridSubset = len(edge.fluid.te.value)
388 num_te_gridSubset_new = num_te_gridSubset + 4
389 """ +4 because we add also
390 values for new gridSubsets
391 CORE, SOL, inner divertor
392 and outer divertor
393 """
394 edge_profiles.ggd[0].electrons. \
395 temperature.resize(num_te_gridSubset_new)
396 for j in range(num_te_gridSubset_new):
397 ids_te = edge_profiles.ggd[0].electrons.temperature[j]
398 if j < num_te_gridSubset:
399 ids_te.grid_subset_index = edge.fluid.te.value[j].subgrid
400 te_gridSubset_scalar_size = len(edge.fluid.te.value[j].scalar)
401 gridSubset_index = ids_te.grid_subset_index
402 ids_te.values.resize(te_gridSubset_scalar_size)
403 for k in range(te_gridSubset_scalar_size):
404 ids_te.values[k] = edge.fluid.te.value[j].scalar[k]
405 else:
406 """In CPO we got scalars for gridSubsets CORE, SOL, inner/outer
407 divertor via indices, stored in
408 edge.grid.subgrids[:].list[0].ind[0...N].
409 In IDS we don't have this option (or it was not found) and one
410 way is to directly store scalars under new electron temperature
411 gridSubsets values
412 """
413 ids_te.grid_subset_index = j + 2
414 """TODO: currently hardcoded,
415 (to get grid subset
416 indices 7,8,9,10)
417 since this grid subset
418 electron density values
419 are not set in given CPO.
420 Idea: combine search of grid
421 subset name and getting the
422 index
423 """
424 gridSubset_index = ids_te.grid_subset_index
425 te_gridSubset_scalar_size = \
426 len(edge.grid.subgrids[j + 2 - 1].list[0].ind)
427 ids_te.values.resize(te_gridSubset_scalar_size)
428 for k in range(te_gridSubset_scalar_size):
429 """Read scalar index in Fortran notation (1,2,3,...)
430 but use it in python notation (0,1,2,...)
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431 """
432 scalar_index = edge.grid.subgrids[j + 2 - 1].list[0].ind[k]
433 ids_te.values[k] = \
434 edge.fluid.te.value[0].scalar[scalar_index - 1]
435
436 """---- Set and put to IDS: Ion Density (ni) ----"""
437 ni_species_num = len(edge.fluid.ni)
438 """print "ni_species_num", ni_species_num"""
439 edge_profiles.ggd[0].ion.resize(ni_species_num)
440 for n in range (ni_species_num):
441 num_ni_gridSubset = len(edge.fluid.ni[n].value)
442 num_ni_gridSubset_new = num_ni_gridSubset + 4
443 """+4 because we add also
444 values for new gridSubsets
445 CORE, SOL, inner divertor
446 and outer divertor
447 """
448
449 ids_ion = edge_profiles.ggd[0].ion[n]
450
451 """Put ion charge names. This label goes together with ion density and
452 also ion temperature
453 """
454 ids_ion.label = edge.species[n].label
455
456 ids_ion.density.resize(num_ni_gridSubset_new)
457 for j in range(num_ni_gridSubset_new):
458 ids_ni = edge_profiles.ggd[0].ion[n].density[j]
459 if j < num_ni_gridSubset:
460 ids_ni.grid_subset_index = edge.fluid.ni[n].value[j].subgrid
461 ni_gridSubset_scalar_size = \
462 len(edge.fluid.ni[n].value[j].scalar)
463 gridSubset_base_id = ids_ni.grid_subset_index
464 ids_ni.values.resize(ni_gridSubset_scalar_size)
465 for k in range(ni_gridSubset_scalar_size):
466 ids_ni.values[k] = edge.fluid.ni[n].value[j].scalar[k]
467 else:
468 """In CPO we got scalars for gridSubsets CORE, SOL,
469 inner/outer divertor via indices, stored in
470 edge.grid.gridSubsets[:].list[0].ind[0...N]
471 In IDS we don't have this option (or it was not found)
472 and one way is to directly store scalars under new ion
473 density gridSubsets values
474 """
475 ids_ni.grid_subset_index = j + 2
476 """TODO: currently hardcoded,
477 (to get grid subset
478 indices 7,8,9,10)
479 since this grid subset
480 electron density values
481 are not set in given CPO.
482 Idea: combine search of grid
483 subset name and getting the
484 index
485 """
486 gridSubset_base_id = ids_ni.grid_subset_index
487 ni_gridSubset_scalar_size = \
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488 len(edge.grid.subgrids[j + 2 - 1].list[0].ind)
489 ids_ni.values.resize(ni_gridSubset_scalar_size)
490 for k in range(ni_gridSubset_scalar_size):
491 """Read scalar index in Fortran notation (1,2,3,...)
492 but use it in python notation (0,1,2,...)
493 """
494 scalar_index = edge.grid.subgrids[j + 2 - 1].list[0].ind[k]
495 ids_ni.values[k] = \
496 edge.fluid.ni[n].value[0].scalar[scalar_index - 1]
497
498 """---- Set and put to IDS: Ion Temperature (ni) ----"""
499 ti_species_num = len(edge.fluid.ti)
500 # edge_profiles.ggd[0].ion.resize(ti_species_num)
501 """it has the same number of species as ion density"""
502
503 for n in range(ti_species_num):
504 num_ti_gridSubset = len(edge.fluid.ti[n].value)
505 num_ti_gridSubset_new = num_ti_gridSubset + 4
506 """+4 because we add also
507 values for new gridSubsets
508 CORE, SOL, inner divertor
509 and outer divertor
510 """
511 edge_profiles.ggd[0].ion[n]. \
512 temperature.resize(num_te_gridSubset_new)
513 for j in range(num_ti_gridSubset_new):
514 ids_ti = edge_profiles.ggd[0].ion[n].temperature[j]
515 if j < num_ti_gridSubset:
516 ids_ti.grid_subset_index = edge.fluid.ti[n].value[j].subgrid
517 ti_gridSubset_scalar_size = len(edge.fluid.ti[n].value[j].scalar)
518 gridSubset_base_id = ids_ti.grid_subset_index
519 ids_ti.values.resize(ti_gridSubset_scalar_size)
520 for k in range(ti_gridSubset_scalar_size):
521 ids_ti.values[k] = edge.fluid.ti[n].value[j].scalar[k]
522 else:
523 """In CPO we got scalars for gridSubsets CORE, SOL, inner/outer
524 divertor via indices, stored in
525 edge.grid.gridSubsets[:].list[0].ind[0...N]
526 In IDS we don't have this option (or it was not found)
527 and one way is to directly store scalars under new ion
528 temperature gridSubsets values
529 """
530 ids_ti.grid_subset_index = j + 2
531 """TODO: currently hardcoded,
532 (to get grid subset
533 indices 7,8,9,10)
534 since this grid subset
535 electron density values
536 are not set in given CPO.
537 Idea: combine search of grid
538 subset name and getting the
539 index
540 """
541 gridSubset_base_id = ids_ti.grid_subset_index
542 ti_gridSubset_scalar_size = \
543 len(edge.grid.subgrids[j + 2 - 1].list[0].ind)
544 ids_ti.values.resize(ti_gridSubset_scalar_size)
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545 for k in range(ti_gridSubset_scalar_size):
546 """Read scalar index in Fortran notation (1,2,3,...)
547 but use it in python notation (0,1,2,...)
548 """
549 scalar_index = \
550 edge.grid.subgrids[j + 2 - 1].list[0].ind[k]
551 ids_ti.values[k] = \
552 edge.fluid.ti[n].value[0].scalar[scalar_index - 1]
553
554 """Write put data do IDS"""
555 edge_profiles.putSlice()
556 """Close IDS"""
557 imas_obj.close()
558
559 def read_edge_cpo():
560 cpo = ual.itm(ishot, irun)
561 cpo.open_env(iuser, idevice, iversion)
562
563 if cpo.isConnected():
564 print('CPO open OK!')
565 else:
566 print('CPO open FAILED!')
567 sys.exit()
568
569 cpo.edgeArray.get()
570 return cpo.edgeArray.array[0]
571
572 if __name__ == '__main__':
573 try:
574 opts, args = getopt.getopt(sys.argv[1:], "srutvh", \
575 ["ishot=", "irun=", "iuser=", "idevice=", "iversion=", \
576 "oshot=", "orun=", "ouser=", "odevice=", "oversion=", \
577 "help"])
578 """ Input CPO parameters (shot, run, user, device, itm version) and
579 output IDS parameters (shot, run, user, device, imas version)
580 """
581 for opt, arg in opts:
582 if opt in ('-is', '--ishot'):
583 ishot = int(arg)
584 elif opt in ('-ir', '--irun'):
585 irun = int(arg)
586 elif opt in ('-iu', '--iuser'):
587 iuser = arg
588 elif opt in ('-id', '--idevice'):
589 idevice = arg
590 elif opt in ('-iv', '--iversion'):
591 iversion = arg
592 elif opt in ('-os', '--oshot'):
593 oshot = int(arg)
594 elif opt in ('-or', '--orun'):
595 orun = int(arg)
596 elif opt in ('-ou', '--ouser'):
597 ouser = arg
598 elif opt in ('-od', '--odevice'):
599 odevice = arg
600 elif opt in ('-ov', '--oversion'):
601 oversion = arg
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602
603 if opt in ('-h', '--help'):
604 print("In order to run cpo2ids input CPO and output IDS " + \
605 "shot, run, user, device and " + \
606 "version variables must be defined. Example (terminal): " + \
607 "python cpo2ids.py --ishot=16151 --irun=1000 " + \
608 "--iuser=g2penkod --idevice=aug --iversion=4.10a " + \
609 "--oshot=16151 --orun=1000 --ouser=g2penkod " + \
610 "--odevice=solps-iter --oversion=3" )
611 try:
612 ishot, irun, iuser, idevice, iversion, \
613 oshot, orun, ouser, odevice, oversion
614 except:
615 sys.exit()
616
617 except getopt.GetoptError:
618 print('Supplied option not recognized!')
619 print('For help: cpo2ids.py -h / --help')
620 sys.exit(2)
621
622 edge = read_edge_cpo()
623
624 write_ids()
625
626 read_ids()
Izpis 1: Complete code in cpo2ids.py le.
B put edge IDS.py code
put edge ids code describes a way of reading the edge plasma data out from b2fstati
and b2fgmtry and manually writing it to edge proles IDS. The latest code is available
at the SOLPS-ITER GIT repository https://git.iter.org/projects/BND/repos/
solps-gui [25] under src/widgets/ directory.
1 #! /usr/bin/env python
2 #Python 3.5
3
4 # -----------------------------------------------------------------------------
5 # Author: Dejan Penko
6 #
7 # DESCRIPTION
8 # This Python script is used to read geometry from b2fgmtry file together with
9 # electron density, electron temperature and ion temperature scalars from
10 # b2fstati file. The same data is then written to IDS together by
11 # creating "Cells" and "Nodes" grid subsets.
12 #
13 # Basic environment settings (terminal commands on hpc iter.org)
14 # $ module load imas/3.7.4/ual/3.4.0
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15 # $ imasdb solps-iter
16 # -----------------------------------------------------------------------------
17
18 try:
19 import imas
20 except Exception as e:
21 print("Required IMAS support library not available on this system.")
22
23 import getopt
24 import sys
25
26 def readB2fgmtry(file_path):
27 # Read geometry from file b2fgmtry (x and y coordinates of nodes)
28 # and insert them into array for later use
29
30 crx = []
31 cry = []
32
33 found_nxyx = 0
34 found_crx = 0
35 found_cry = 0
36 with open(file_path + "/b2fgmtry", 'r') as infile:
37 for line in infile:
38 lineSplit = line.split() # line split in form
39 # ['*cf:', 'int', '2', 'nx,ny']
40 if len(lineSplit) >= 4:
41 if lineSplit[3] == "nx,ny":
42 found_nxyx = 1
43 continue
44 if (found_nxyx == 1):
45 nx = int(lineSplit[0])
46 ny = int(lineSplit[1])
47 found_nxyx = 0
48
49 if (found_crx == 1 and found_cry == 0):
50 # Write coordinates between 'crx' and next 'cf*:' to crx array
51 for j in range(len(lineSplit)):
52 if lineSplit[j] == "*cf:":
53 found_crx = 0
54 found_cry = 0
55 break
56 else:
57 crx.append(float(lineSplit[j].split('E')[0]) * \
58 pow(10, int(lineSplit[j].split('E')[1])))
59 if (found_crx == 0 and found_cry == 1):
60 # Write coorindates between 'cry' and next 'cf*:' to cry array
61 for j in range(len(lineSplit)):
62 if lineSplit[j] == "*cf:":
63 found_crx = 0
64 found_cry = 0
65 break
66 else:
67 cry.append(float(lineSplit[j].split('E')[0]) * \
68 pow(10, int(lineSplit[j].split('E')[1])))
69 for i in range(len(lineSplit)):
70 if lineSplit[i] == "crx":
71 found_crx = 1
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72 found_cry = 0
73 break
74 if lineSplit[i] == "cry":
75 found_crx = 0
76 found_cry = 1
77 break
78 print("nx: \%d | ny: \%d" \% (nx,ny))
79
80 return crx, cry, nx, ny
81
82 def readB2fstati(file_path):
83 # Read values from file b2fstati
84 # (electron density (ne), electron temperature(te), ion temperature(ti))
85 # and insert them into array for later use
86
87 ne = []
88 te = []
89 ti = []
90
91 found_ne = 0
92 found_te = 0
93 found_ti = 0
94
95 with open(file_path + "/b2fstati", 'r') as infile:
96 for line in infile:
97 lineSplit = line.split() # line split in form
98 # ['*cf:', 'int', '2', 'nx,ny']
99 if (found_ne == 1 and found_te == 0 and found_ti == 0):
100 # Write coorindates between 'ne' and next 'cf*:' to ne array
101 for j in range(len(lineSplit)):
102 if lineSplit[j] == "*cf:":
103 found_ne = 0
104 found_te = 0
105 found_ti = 0
106 break
107 else:
108 ne.append(float(lineSplit[j].split('E')[0]) * \
109 pow(10, int(lineSplit[j].split('E')[1])))
110 if (found_ne == 0 and found_te == 1 and found_ti == 0):
111 # Write coorindates between 'te' and next 'cf*:' to te array
112 for j in range(len(lineSplit)):
113 if lineSplit[j] == "*cf:":
114 found_ne = 0
115 found_te = 0
116 found_ti = 0
117 break
118 else:
119 te.append(float(lineSplit[j].split('E')[0]) * \
120 pow(10, int(lineSplit[j].split('E')[1])))
121 if (found_ne == 0 and found_te == 0 and found_ti == 1):
122 # Write coorindates between 'ti' and next 'cf*:' to ti array
123 for j in range(len(lineSplit)):
124 if lineSplit[j] == "*cf:":
125 found_ne = 0
126 found_te = 0
127 found_ti = 0
128 break
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129 else:
130 ti.append(float(lineSplit[j].split('E')[0]) * \
131 pow(10, int(lineSplit[j].split('E')[1])))
132 for i in range(len(lineSplit)):
133 if lineSplit[i] == "ne":
134 found_ne = 1
135 found_te = 0
136 found_ti = 0
137 break
138 if lineSplit[i] == "te":
139 found_ne = 0
140 found_te = 1
141 found_ti = 0
142 break
143 if lineSplit[i] == "ti":
144 found_ne = 0
145 found_te = 0
146 found_ti = 1
147 break
148 return ne, te, ti
149
150 def B2toIDS(shot, run, user, device, version, xc, yc, nx, ny, ne, te, ti):
151 # Write previously found data in b2fgmtry and b2fstati to IDS database
152 print('Writing IDS: ')
153 time = 1
154 interp = 1
155
156 # --Create IDS database--
157 imas_obj = imas.ids(shot, run, shot, run)
158
159 # imas_obj.create() # Create the data entry
160 imas_obj.create_env(user, device, version)
161
162 if imas_obj.isConnected():
163 print('Creation of data entry OK!')
164 else:
165 print('Creation of data entry FAILED!')
166 sys.exit()
167
168 # --Basic IDS space allocation--
169 imas_obj.edge_profiles.profiles_1d.resize(1)
170 imas_obj.edge_profiles.ggd.resize(1)
171 imas_obj.edge_profiles.putNonTimed()
172 imas_obj.edge_profiles.time.resize(1)
173 imas_obj.edge_profiles.time[0] = 1
174 imas_obj.edge_profiles.ids_properties.homogeneous_time = 1
175
176 # Set IDS grid description
177 grid_description = "This is IDS" + \
178 " shot=" + str(shot) + " run=" + str(run) + " user=" + str(user) + \
179 " device=" + str(device) + " version=" + str(version) + \
180 " written by put_edge_ids using b2fgmtry and b2fstati files found " +\
181 "in directory" + dirpath + "."
182 # Put IDS grid description
183 imas_obj.edge_profiles.ggd[0].grid.identifier.description = grid_description
184 imas_obj.edge_profiles.ggd[0].grid.space.resize(1)
185 # Set (IDS substructure shortcut variable) space0
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186 space0 = imas_obj.edge_profiles.ggd[0].grid.space[0]
187 space0.objects_per_dimension.resize(3)
188
189 num_obj_0D = len(xc) # Number of nodes (len(xc) == len(yc))
190 # # have 2D coordinates, P(x,y)
191 num_coord = len(xc) + len(yc) # Number of all available coordinates
192 num_gridSubsets = 2 # Number of grid subsets to write (Cells and Nodes)
193
194 space0.coordinates_type.resize(2)
195 space0.coordinates_type[0] = 1 # X
196 space0.coordinates_type[1] = 2 # Y
197
198 imas_obj.edge_profiles.ggd[0].grid.grid_subset.resize(num_gridSubsets)
199
200 # -- Put DATA FOR GRID SUBSET "Nodes" --
201 # (grid subset index: 2, objects forming the grid subset: nodes, 0D)
202 # Note: All indices must be put in Fortran index notation
203 # (starting with 1), not in C++/python index notation(starts with 0)!
204 # So in our case: Python_Index == Fortran_Index -1 !
205
206 gridSubset_index = 2 # grid subset index of grid subset Nodes
207 # (Indexing of grid subsets follows the IDS
208 # examples :
209 # shot: 1, run:1, # device: iter; and
210 # shot: 16151, run: 1000; device: aug
211 gridSubset_name = "Nodes"
212 gridSubset_dim_index = 1 # Grid subset Nodes consists of
213 # points -> 0D objects -> dimension index = 1
214 # (edges -> 1D objects -> dimension index = 2
215 # cells -> 2D objects -> dimension index = 3)
216
217
218 # Write all available 0D objects (all of them form the grid subset Nodes
219 # Set (IDS substructure shortcut variable) dim0
220 dim0 = space0.objects_per_dimension[gridSubset_dim_index - 1]
221 dim0.object.resize(num_obj_0D)
222 for i in range(num_obj_0D):
223 dim0.object[i].nodes.resize(1)
224 dim0.object[i].nodes[0] = i
225 dim0.object[i].geometry.resize(2)
226 dim0.object[i].geometry[0] = xc[i]
227 dim0.object[i].geometry[1] = yc[i]
228
229 # Set(IDS substructure shortcut variable) gridSubsetBaseData
230 gridSubsetBaseData = \
231 imas_obj.edge_profiles.ggd[0].grid.grid_subset[gridSubset_index-1]
232 # Put base grid subset data/parameters (name, index)
233 gridSubsetBaseData.identifier.name = gridSubset_name
234 gridSubsetBaseData.identifier.index = gridSubset_index
235 # Put grid subset element and element object data
236 gridSubsetBaseData.element.resize(num_obj_0D)
237 for i in range(num_obj_0D):
238 gridSubsetBaseData.element[i].object.resize(1)
239 gridSubsetBaseData.element[i].object[0].space = 0 + 1
240 gridSubsetBaseData.element[i].object[0].dimension = gridSubset_dim_index
241 gridSubsetBaseData.element[i].object[0].index = i + 1
242
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243 # -- Put DATA FOR GRUD SUBSET "Cells"
244 # (grid subset index: 1, objects forming the grid subset: cells, 2D)
245
246 numCellsX = nx + 2
247 numCellsY = ny + 2
248 num_cells = numCellsX * numCellsY
249 num_obj_2D = num_cells
250 gridSubset_index = 1
251 gridSubset_name = "Cells"
252 gridSubset_dim_index = 3
253
254 # Write all available 2D objects (all of them form the grid subset Cells
255 dim2 = space0.objects_per_dimension[gridSubset_dim_index - 1]
256 dim2.object.resize(num_obj_2D)
257 for i in range(num_obj_2D):
258 dim2.object[i].nodes.resize(4)
259 cellId = 1
260 for j in range(numCellsY):
261 for i in range(numCellsX):
262 dim2.object[cellId - 1].nodes[0] = cellId+0*numCellsX*numCellsY
263 dim2.object[cellId - 1].nodes[1] = cellId+1*numCellsX*numCellsY
264 dim2.object[cellId - 1].nodes[2] = cellId+3*numCellsX*numCellsY
265 dim2.object[cellId - 1].nodes[3] = cellId+2*numCellsX*numCellsY
266 cellId += 1
267
268 # Set (IDS substructure shortcut variable) subgridDaseData for
269 # Cells grid subset
270 gridSubsetBaseData = \
271 imas_obj.edge_profiles.ggd[0].grid.grid_subset[gridSubset_index - 1]
272 # Put base grid subset data/parameters (name, index)
273 gridSubsetBaseData.identifier.name = gridSubset_name
274 gridSubsetBaseData.identifier.index = gridSubset_index
275 # Put grid subset element and element object data
276 gridSubsetBaseData.element.resize(num_obj_2D)
277 for i in range(num_obj_2D):
278 gridSubsetBaseData.element[i].object.resize(1)
279 gridSubsetBaseData.element[i].object[0].space = 0 + 1
280 gridSubsetBaseData.element[i].object[0].dimension = gridSubset_dim_index
281 gridSubsetBaseData.element[i].object[0].index = i + 1
282
283 # PUT VALUES (ne, te, ti) for "Cells" grid subset
284 # Put ne (electron density)
285 num_ne_gridSubset = 1
286 num_ne_values = len(ne)
287 imas_obj.edge_profiles.ggd[0].electrons.density.resize(num_ne_gridSubset)
288 nePath = \
289 imas_obj.edge_profiles.ggd[0].electrons.density[num_ne_gridSubset - 1]
290 nePath.grid_subset_index = gridSubset_index
291 nePath.values.resize(num_ne_values)
292 for n in range(num_ne_values):
293 nePath.values[n] = ne[n]
294
295 # Put te (electron temperature)
296 num_te_gridSubset = 1
297 num_te_values = len(te)
298 imas_obj.edge_profiles.ggd[0].electrons.temperature.resize(num_te_gridSubset)
299 tePath = \
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300 imas_obj.edge_profiles.ggd[0].electrons.temperature[num_te_gridSubset - 1]
301 tePath.grid_subset_index = gridSubset_index
302 tePath.values.resize(num_te_values)
303 for n in range(num_te_values):
304 # convert to eV (1 J = 6.242e18 eV)
305 tePath.values[n] = te[n] *(6.242e18)
306
307 # Put ti (ion temperature)
308 num_ti_gridSubset = 1
309 num_ti_values = len(ti)
310 num_ti_species = 1 # Number of ion species, as in
311 # number of different ion charges.
312 ion_specie = 1
313 # Ion specie is linked with the ion density of each ion charge,
314 # as ion temperature is taken as the same for all ion charges.
315 imas_obj.edge_profiles.ggd[0].ion.resize(num_ti_species)
316 imas_obj.edge_profiles.ggd[0].ion[ion_specie - 1].temperature.\
317 resize(num_ti_gridSubset)
318 tiPath = imas_obj.edge_profiles.ggd[0].ion[ion_specie - 1]. \
319 temperature[num_ti_gridSubset - 1]
320 tiPath.grid_subset_index = gridSubset_index
321 tiPath.values.resize(num_ti_values)
322 for n in range(num_ti_values):
323 # convert to eV (1 J = 6.242e18 eV)
324 tiPath.values[n] = ti[n] * (6.242e18)
325
326 # Write all put data do IDS
327 imas_obj.edge_profiles.putSlice()
328
329 # Close IDS
330 imas_obj.close()
331 print("IDS write finished")
332 print("IDS closed")
333
334 if __name__ == "__main__":
335
336 # For launching python script directly from treminal with python command
337 try:
338 opts, args = getopt.getopt(sys.argv[1:], "srutvh", ["dirpath=",
339 "shot=", "run=",
340 "user=", "device=",
341 "version=", "help"])
342
343 for opt, arg in opts:
344 #print opt, arg
345 if opt in ("-fp", "--dirpath"):
346 dirpath = arg
347 elif opt in ("-s", "--shot"):
348 shot = int(arg)
349 elif opt in ("-r", "--run"):
350 run = int(arg)
351 elif opt in ("-u", "--user"):
352 user = arg
353 elif opt in ("-t", "--device"):
354 device = arg
355 elif opt in ("-v", "--version"):
356 version = arg
132
10. Priloge
357
358 if opt in ("-h", "--help"):
359 print("In order to run b2read file path, shot, run, user,"
360 "device and version variables must be defined."
361 "Example (terminal): "
362 "python3.5 put_edge_ids.py "
363 "--dirpath=/home/ITER/penkod/solps-iter/runs/AUG_16151_D/"
364 "baserun "
365 "--shot=1000 --run=1 --user=penkod --device=solps-iter "
366 "--version=3")
367 sys.exit()
368
369 dirpath, shot, run, user, device, version
370 except getopt.GetoptError:
371 print ('Supplied option not recognized!')
372 print ('For help: b2read -h / --help')
373 sys.exit(2)
374
375 # few paths to example files for testing
376 # /home/ITER/tomsicp/solps-iter/runs/AUG_16151_D/baserun
377 # /home/ITER/tomsicp/solps-iter-devel/runs/ITER_535_D+He+Ar/baserun
378
379 xc, yc, nx, ny = readB2fgmtry(dirpath)
380 ne, te, ti = readB2fstati(dirpath)
381
382 B2toIDS(shot, run, user, device, version, xc, yc, nx, ny, ne, te, ti)
Izpis 2: Complete code in put edge ids.py le.
C b2 ual write.f90 code
b2 ual write code describes a way of reading the edge plasma data out from b2fstate
and b2fgmtry and manually writing it to edge proles IDS. The latest code is available
at the SOLPS-ITER GIT repository https://git.iter.org/projects/BND/repos/
solps-iter [51] under modules/B2.5/src/ids/ directory.
1 !> Legend:
2 !> !> .......... Variables description ,
3 !> additional (helpful) information etc.
4 !> ! .......... Commented part of code
5 !> -------------------------------------------------------------
6 !> DOCUMENTATION:
7 !> 1. purpose
8 !>
9 !> b2_ual_write.f90 script is used to generate b2_ual_write.exe (
main
10 !> program), which is a post -processor for b2. It reads the plasma
11 !> state and writes it to IDS database.
12 !>
13 !>
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14 !> 2. specification
15 !>
16 !> Main program.
17 !>
18 !>
19 !> 3. description (see also routine b2cdca)
20 !>
21 !> The complete program performs post -processing of the
22 !> result of a b2 calculation.
23 !> This program unit opens and closes the input/output units , and
24 !> may perform some other system -dependent operations.
25 !>
26 !> The input units are:
27 !> ninp (0): formatted; provides output control parameters.
28 !> ninp (1): un*formatted; provides the geometry.
29 !> ninp (2): un*formatted; provides the run parameters.
30 !> ninp (3): un*formatted; provides the plasma state.
31 !> ninp (4): unformatted; provides the detailed plasma state.
32 !> ninp (5): formatted; provides the run switches.
33 !> ninp (6): un*formatted; provides the atomic data.
34 !>
35 !> The output units are:
36 !> nout (0): formatted; provides printed output.
37 !>
38 !> (See routine b2cdca for the meaning of 'un*formatted '.)
39 !>
40 !>
41 !> 4. parameters (see also routine b2cdcv)
42 !>
43 !> None.
44 !>
45 !>
46 !> 5. error indicators
47 !>
48 !> In case an error condition is detected , a call is made to the
49 !> routine xerrab. This causes an error message to be printed ,
50 !> after which the program halts.
51 !>
52 !> -------------------------------------------------------------
53
54
55 !>.specification
56
57 program b2_ual_write
58 use b2mod_types , B2R8 => R8
59 ! use b2mod_version
60 ! use b2mod_geo
61 ! use b2mod_plasma
62 use b2mod_rates
63 ! use b2mod_residuals
64 ! use b2mod_sources
65 ! use b2mod_transport
66 ! use b2mod_anomalous_transport
67 ! use b2mod_work
68 ! use b2mod_time
69 ! use b2mod_ppout
70 ! use b2mod_tallies
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71 ! use b2mod_indirect
72 ! use b2mod_neutrals_namelist
73 ! use b2mod_neutr_src_scaling
74 ! use b2mod_b2cmfs
75 ! use b2mod_constants
76 ! use b2mod_grid_mapping
77 ! use b2mod_ual_io_grid
78 ! use b2mod_ual_io_data
79 ! use ggd
80 ! use b2mod_ual
81 use b2mod_ual_io
82 ! use b2mod_geo_corner
83 ! use b2mod_b2cmrc
84 ! use b2mod_b2cmgs
85 ! use b2mod_b2cmpa
86 ! use b2mod_b2cmpb
87 ! use b2mod_b2cmpt
88 ! use b2mod_b2cmwg
89
90 use ids_schemas ! IGNORE
91 !> These are the Fortran type definitions for the
92 !> Physics Data Model
93 use ids_routines ! IGNORE
94 !> These are the Access Layer routines + management of
95 !> IDS structures
96
97 implicit none
98
99 !> -------------------------------------------------------------
100
101 ! >.declarations
102
103 ! >..common blocks
104
105 ! >..local variables
106 integer ninp (0:6), nout (0:2), nx , ny , ns , idum (0:9), io
107 real (kind=B2R8), allocatable :: ne1 (:), te1 (:), ti1 (:)
108 integer :: cf_size1 (22)
109 integer :: idx
110 integer :: ix, ixx
111 integer :: shot , run
112 character(len=24) :: treename , username , device , version
113 !> character(len =255) :: imas_connect_url
114 type(ids_edge_profiles) :: edge_profiles
115 !> .. procedures
116 external prgini , prgend , xerset , xertst , cfopen , cfruin
117 !> .. initialize input/output units
118 data ninp/50, 51, 52, 53, 54, 55, 56/
119 data nout/60, 61, 62/
120
121 !> -------------------------------------------------------------
122 ! >.documentation -internal
123 !>
124 !> The following common blocks have their outermost declaration
in
125 !> this routine; they need not be preserved between calls.
126 !>
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127 !> Description of some local variables:
128 !>
129 !> ninp - (0:6) integer array.
130 !> ninp specifies the input unit numbers.
131 !>
132 !> nout - (0:2) integer array.
133 !> nout specifies the output unit numbers.
134 !>
135 !> nx, ny - integer.
136 !> nx and ny specify the number of interior cells along the
first
137 !> and the second coordinate , respectively. The total number of
138 !> cells is (nx+2)*(ny+2); they are indexed by (-1:nx ,-1:ny).
139 !> It will hold that 0.le.nx and 0.le.ny.
140 !>
141 !> ns - integer.
142 !> ns specifies the number of atomic species in the calculation.
143 !> The species are indexed by (0:ns -1).
144 !> It will hold that 1.le.ns.
145 !>
146 !> -------------------------------------------------------------
147 ! >.computation
148
149 !> Read main data
150 call read_b2fgmtry_b2fstate ()
151
152 !> Read additional data
153 call read_additional(ninp , nout , nx, ny, ns, ne1 , te1 , ti1)
154
155 treename = "ids"
156 shot = 16151
157 run = 1001
158 username = "penkod"
159 device = "solps -iter"
160 version = "3"
161
162 !> Set the data to edge_profiles IDS
163 call write_ids_edge_profiles(treename , shot , run , idx , username ,
&
164 & device , version , ne1 , te1 , ti1)
165
166 ! call read_ids(treename , shot , run , idx , username , &
167 ! & device , version)
168
169 contains
170
171 subroutine read_b2fgmtry_b2fstate ()
172
173 integer :: i, j, k
174 character(len=120) :: lblgm
175
176 ! >..program start_up calls
177 call prgini('b2_ual_write ')
178
179 ! >..open files
180 ! >...input files
181 ! call cfopen (ninp (0) ,'b2_ual_write.dat ','old ','formatted ')
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182 call cfopen(ninp (1),'b2fgmtry ','old','un*formatted ')
183 ! call cfopen (ninp (2) ,'b2fparam ','old ','un*formatted ')
184 call cfopen(ninp (3),'b2fstate ','old','un*formatted ')
185 ! call cfopen (ninp (4) ,'b2fplasma ','old ','unformatted ')
186 ! call cfopen (ninp (5) ,'b2mn.dat ','old ','formatted ')
187 ! call cfopen (ninp (6) ,'b2frates ','old ','formatted ')
188 ! >... output files
189 call cfopen(nout (0),'b2_ual_write.prt','new','formatted ')
190 call cfopen(nout (1),'b2_ual_writ2.prt','new','formatted ')
191
192 ! >..mark output unit for error messages
193 call xerset (0)
194 ! >..obtain version numbers
195 call cfverr(ninp (1), b2fgmtry_version)
196 ! call cfverr (ninp (2), b2fparam_version)
197 call cfverr(ninp (3), b2fstate_version)
198 ! call cfverr (ninp (6), b2frates_version)
199 ! >..obtain nx, ny, ns
200 call cfruin(ninp (3), 3, idum , 'nx ,ny ,ns')
201 nx = idum (0)
202 ny = idum (1)
203 ns = idum (2)
204 call xertst (0.le.nx.and.0.le.ny.and.1.le.ns, &
205 & 'faulty input nx, ny, ns from plasma state file')
206 call cfruin (ninp (1), 2, idum (0), 'nx ,ny')
207 call xertst(idum (0).eq.nx.and.idum (1).eq.ny, &
208 & 'faulty input nx, ny from geometry file')
209
210 call alloc_b2mod_geo(nx,ny)
211 call alloc_b2mod_plasma(nx,ny,ns)
212 call alloc_b2mod_indirect(nx ,ny ,nncutmax)
213 call alloc_b2mod_sources(nx ,ny ,ns)
214
215 call cfruch (ninp (1), 120, lblgm , 'label')
216 call cfruin (ninp (1), 1, idum , 'isymm')
217 call b2rugm (ninp (1), nx , ny , crx , cry , fpsi , ffbz , &
218 & bb , vol , hx , hy , qz , qc, qcb , gs, pbs , &
219 & wbbl , wbbr , wbbv , wbbc , cell_width , cell_height , gmap)
220
221 call xertst(size(crx).eq.size(cry), &
222 & "The number of x and y coordinates is not the same.")
223
224 corner: do k = 0, 3, 1
225 xi: do j = -1, ny, 1
226 yi: do i = -1, nx, 1
227 write (nout (0) ,*) i, j, k, crx(i, j, k)
228 end do yi
229 end do xi
230 end do corner
231
232 call prgend ()
233
234 ! stop 'b2_ual_write '
235
236 end subroutine read_b2fgmtry_b2fstate
237
238 subroutine read_additional(ninp , nout , nx, ny, ns, ne, te, ti)
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239
240 !> Read and compute additional data (taken from b2mddr.F)
241
242 implicit none
243
244 !> ..input arguments (unchanged on exit)
245 integer ninp (0:6) , nout (0:2), nx , ny , ns
246 !> .. output arguments (unspecified on entry)
247 ! (none)
248 !> .. common blocks
249
250 !> ..local variables
251 integer k, is , idum (0:9) !>, nscx , iscx (0: nscxmax -1), ismain
252 character lblgm *120, lblcp *120, lblmn *120, lblrc *120
253 character cnamip *80, cvalip *80
254 !> .. procedures
255 external subini , subend , xertst , xerrab , cfruch , cfruin ,
cfrure
256 !> .. namelist
257 character :: exp*128, comment *128
258 integer :: shot , overwrite_shotnumber
259 logical :: timedep , snapshot , tallies , movies
260 real (kind=B2R8), allocatable :: zamin (:), zamax (:), zn(:),
am(:), &
261 & na(:), ua(:), uadia (:), po(:), fna(:), fhe(:), fhi(:),
fch(:), &
262 & fch_32 (:), fch_52 (:), kinrgy (:), fch_p (:)
263 real (kind=B2R8), intent(inout), allocatable :: ne(:), te(:),
ti(:)
264 real (kind=B2R8) :: time
265 integer :: cf_sizes (22)
266
267 namelist /b2md_namelist/ exp, shot , time , comment , timedep ,
snapshot , &
268 & tallies , movies , overwrite_shotnumber
269
270 !> .. subprogram start -up calls
271 call subini ('b2mddr ')
272 !> ..test ninp , nout
273
274 call xertst (1.le.ninp (0).and.1.le.ninp (1).and.1.le.ninp (2).
and.&
275 & 1.le.ninp (3).and.1.le.ninp (5).and.1.le.ninp (6).and.&
276 & 1.le.nout (0).and.1.le.nout (1).and.1.le.nout (2) ,&
277 & 'faulty argument ninp , nout')
278 !> ..test dimensions
279
280 call xertst (0.le.nx.and.0.le.ny, 'faulty argument nx, ny')
281 call xertst (1.le.ns , 'faulty argument ns')
282
283 call xertst (ns.le.nsdecl , 'faulty parameter nsdecl ')
284
285 !> Get array sizes from the b2fstate. We open the file again
as a new
286 !> unit to not disrupt the old unit.
287 !> A routine should exist to do all that work but so far with
no success
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288 !> of finding/properly use it.
289 cf_sizes = read_additional_sizes (22)
290
291 ! allocate(lblgm(cf_sizes (2)))
292 allocate(zamin(cf_sizes (3)))
293 allocate(zamax(cf_sizes (4)))
294 allocate(zn(cf_sizes (5)))
295 allocate(am(cf_sizes (6)))
296 allocate(na(cf_sizes (7)))
297 allocate(ne(cf_sizes (8)))
298 allocate(ua(cf_sizes (9)))
299 allocate(uadia(cf_sizes (10)))
300 allocate(te(cf_sizes (11)))
301 allocate(ti(cf_sizes (12)))
302 allocate(po(cf_sizes (13)))
303 allocate(fna(cf_sizes (14)))
304 allocate(fhe(cf_sizes (15)))
305 allocate(fhi(cf_sizes (16)))
306 allocate(fch(cf_sizes (17)))
307 allocate(fch_32(cf_sizes (18)))
308 allocate(fch_52(cf_sizes (19)))
309 !> The program gives an error saying the kinrgy is already
allcoated.
310 !> Where , when?
311 ! allocate(kinrgy(cf_sizes (20)))
312 ! allocate(fch_p(cf_sizes (22)))
313
314 ! call cfruch(ninp (3), cf_sizes (2), lblgm , 'label ')
315 call cfruch(ninp (3), 120, lblgm , 'label')
316 call cfrure(ninp (3), cf_sizes (3), zamin , 'zamin')
317 call cfrure(ninp (3), cf_sizes (4), zamax , 'zamax')
318 call cfrure(ninp (3), cf_sizes (5), zn , 'zn')
319 call cfrure(ninp (3), cf_sizes (6), am , 'am')
320 call cfrure(ninp (3), cf_sizes (7), na , 'na')
321 call cfrure(ninp (3), cf_sizes (8), ne, 'ne')
322 call cfrure(ninp (3), cf_sizes (9), ua ,'ua')
323 call cfrure(ninp (3), cf_sizes (10), uadia ,'uadia')
324 call cfrure(ninp (3), cf_sizes (11), te , 'te')
325 call cfrure(ninp (3), cf_sizes (12), ti , 'ti')
326 call cfrure(ninp (3), cf_sizes (13), po , 'po')
327 call cfrure(ninp (3), cf_sizes (14), fna , 'fna')
328 call cfrure(ninp (3), cf_sizes (15), fhe , 'fhe')
329 call cfrure(ninp (3), cf_sizes (16), fhi , 'fhi')
330 call cfrure(ninp (3), cf_sizes (17), fch ,'fch')
331 call cfrure(ninp (3), cf_sizes (18), fch_32 , 'fch_32 ')
332 call cfrure(ninp (3), cf_sizes (19), fch_52 , 'fch_52 ')
333 ! call cfrure(ninp (3), cf_sizes (20), kinrgy , 'kinrgy ')
334 ! call cfrure(ninp (3), 1, time , 'time ')
335 ! call cfrure(ninp (3), cf_sizes (22), fch_p , 'fch_p ')
336
337 end subroutine read_additional
338
339 !> Get array sizes from the b2fstate.
340 function read_additional_sizes(array_size)
341 integer , intent(in) :: array_size
342 character(len=256) :: rdline , rdstring
343 integer :: cfcount , stat
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344 integer :: cf_sizes(array_size)
345 integer , dimension(:), allocatable :: read_additional_sizes
346
347 allocate(read_additional_sizes(array_size))
348
349 cfcount = 0
350 open(1,file='b2fstate ', status="old")
351 do
352 read(1,'(A)', iostat=io) rdline
353 if (io/=0) exit
354 if (rdline (1:3).eq."*cf") then
355 cfcount = cfcount + 1
356 rdstring = adjustl(rdline (20:28))
357 read(rdstring ,*, iostat=stat) cf_sizes(cfcount)
358 end if
359 end do
360 close(1)
361 read_additional_sizes = cf_sizes
362
363 end function read_additional_sizes
364
365
366 subroutine write_ids_edge_profiles(treename , shot , run , idx ,
username , &
367 & device , version , ne, te, ti)
368 integer :: shot , run , idx
369 integer :: num_nodes_all , num_nodes , num_gridSubsets
370 integer :: gridSubset_index
371 integer :: numCellsX , numCellsY , num_cells , cellId
372 integer :: num_ne_gridSubset , num_ne_values
373 integer :: num_te_gridSubset , num_te_values
374 integer :: num_ti_gridSubset , num_ti_values , num_ti_species ,
ion_specie
375 integer :: num_obj_0D , obj_0D_id
376 integer :: num_obj_2D , obj_2D_id
377 integer :: gridSubset_dim_index
378 integer :: i, j, k, icount , n
379 character(len=24) :: treename , username , device , version
380 character(len=255) :: imas_connect_url
381 character(len=255) :: grid_description
382 character(len=132) :: gridSubset_name
383 real(B2R8) :: time
384 real (kind=B2R8), intent(in) :: ne(:), te(:), ti(:)
385 type(ids_edge_profiles) :: edge_profiles
386 type (ids_edge_sources) :: edge_sources
387 type (ids_edge_transport) :: edge_transport
388 type(ids_edge_profiles_time_slice), pointer :: ggd
389 type(ids_generic_grid_dynamic), pointer :: grid
390 type(ids_generic_grid_dynamic_space), pointer :: space
391
392 !> === SET UP IDS ===
393 write(0,*) "IDS parameters"
394 write(0,*) "shot: ", shot
395 write(0,*) "run:", run
396 write(0,*) "username: ", username
397 write(0,*) "device: ", device
398 write(0,*) "version: ", version
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399
400 !> We already went through the check if size(crx)==size(cry)
401 !> so we can safely assume that num_nodes == size(crx)
402 num_nodes_all = size(crx) !> Number of all available
coordinates
403
404 write(0,*) "Setting data for edge_profiles IDS"
405
406 !> Prepeare database
407 !> In order to write to IDS database there are next steps that
are
408 !> absolutely neccessary to do , otherwise writing to IDS
database
409 !> will surely fail
410 !> 1. Allocate profiles_1d
411 allocate(edge_profiles%profiles_1d (1))
412 !> 2. Set homogeneous_time
413 edge_profiles%ids_properties%homogeneous_time = 1
414 !> 3. Allocate edge_profiles.time and Set desired value
415 allocate(edge_profiles%time (1))
416 edge_profiles%time (1) = 1
417 ! edge_profiles%time (1) = time
418
419 !> Allocate ggd slice
420 allocate(edge_profiles%ggd(1))
421 !> Set pointers to top IDS nodes/structures
422 ggd => edge_profiles%ggd(1)
423 grid => ggd%grid
424
425 !> Allocate space
426 allocate(grid%space (1))
427 !> Allocate objects_per_dimension substructure
428 allocate(grid%space (1)%objects_per_dimension (3))
429 !> Set IDS grid description
430 grid_description = "This IDS was written by b2_ual_write"
431 grid%identifier%description = grid_description
432
433 !> === SET UP GRID ===
434 !> The 2D structured grid is in our case composed out of one 2
D
435 !> structured space
436 !> Set definition of the coordinate system of the space
437
438 !> Allocate coordinates_type
439 allocate(grid%space (1)%coordinates_type (2))
440 !> Set coordinate types
441 grid%space (1)%coordinates_type (1) = 4 !> R
442 grid%space (1)%coordinates_type (2) = 5 !> Z
443
444 !> --- Set up grid space objects for Class 1 objects - points
---
445
446 num_nodes = num_nodes_all
447 num_obj_0D = num_nodes
448
449 !> We are in 2D dimension space and the nodes are defined by
coordinates
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450 !> in a way
451 !> n1=[r1, z1], n2=[r2,z2], ..., nn=[rn, zn].
452
453 allocate(grid%space (1)%objects_per_dimension (1)%object(
num_obj_0D))
454
455 !> Set geometry (R,Z) coordinate of each node object
456 do i = 1, num_obj_0D
457 !> Set and fill list of indices for nodes
458 allocate(grid%space (1)%objects_per_dimension (1)%object(i)%
nodes (1))
459 grid%space (1)%objects_per_dimension (1)%object(i)%nodes (1) =
i
460 !> Set geometry (R,Z) coordinate of each node object
461 allocate(grid%space (1)%objects_per_dimension (1)%object(i)%
geometry (2))
462 enddo
463
464 !> Get nodes coordinates
465 icount = 0
466 do k = 0, 3
467 do j = -1, ny
468 do i = -1, nx
469 icount = icount + 1
470 !> Fill geometry (R,Z) coordinate of each node object
471 grid%space (1)%objects_per_dimension (1)% &
472 & object(icount)%geometry (1) = crx(i,j,k)
473 grid%space (1)%objects_per_dimension (1)% &
474 & object(icount)%geometry (2) = cry(i,j,k)
475 enddo
476 enddo
477 enddo
478
479 !> --- (TODO) Set up connectivity array of grid space objects
for ---
480 !> --- Class 2 objects - edges ---
481 !> TODO! Currently only placeholder edges are given
482
483 !> Set (placeholder) list of indices for nodes defining each
edge object
484 allocate(grid%space (1)%objects_per_dimension (2)%object (1))
485 allocate(grid%space (1)%objects_per_dimension (2)% &
486 & object (1)%nodes (1))
487 grid%space (1)%objects_per_dimension (2)% &
488 & object (1)%nodes (1) = 0
489
490 !> --- Set up connectivity array of grid space objects for
---
491 !> --- Class 3 objects - 2D cells ---
492
493 !> Set list of indices for nodes defining each cell object
494 !>
495 !> We are are in 2D dimension and each cell is defined by 4
nodes
496 !> Note: cell nodes must be ordered cyclically (here anti -
clockwise)
497
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498 numCellsX = nx + 2
499 numCellsY = ny + 2
500 num_cells = numCellsX * numCellsY
501 num_obj_2D = num_cells
502
503 allocate(grid%space (1)%objects_per_dimension (3)%object(
num_obj_2D))
504
505 do i = 1, num_obj_2D
506 !> Set list of indices
507 allocate(grid%space (1)%objects_per_dimension (3)%object(i)% &
508 & nodes (4)) !> Each cell is formed by 4 nodes
509 enddo
510 cellId = 1
511 do j = 1,numCellsY
512 do i = 1, numCellsX
513 !> Fill list of indices
514 grid%space (1)%objects_per_dimension (3)%object(cellId)% &
515 & nodes (1) = cellId +0* numCellsX*numCellsY
516 grid%space (1)%objects_per_dimension (3)%object(cellId)% &
517 & nodes (2) = cellId +1* numCellsX*numCellsY
518 grid%space (1)%objects_per_dimension (3)%object(cellId)% &
519 & nodes (3) = cellId +3* numCellsX*numCellsY
520 grid%space (1)%objects_per_dimension (3)%object(cellId)% &
521 & nodes (4) = cellId +2* numCellsX*numCellsY
522 cellId = cellId + 1
523 enddo
524 enddo
525
526 !> === SET UP GRID SUBSETS ===
527
528 !> Two grid_subsets will be created , one for all nodes
529 !> in the full domain , and one for
530 !> all cells in the full domain
531
532 !> Set up two grid subsets
533
534 num_gridSubsets = 2 !> Number of grid subsets to write
535 !> (Cells and Nodes)
536 !> Allocate grid subsets
537 allocate(grid%grid_subset(num_gridSubsets))
538
539 !> --- Set up grid_subset "Cells" for all cells in the domain
---
540 !> (grid subset index: 1, objects forming the grid subset:
cells , 2D)
541
542 gridSubset_index = 1 !> Grid subset index of grid subset
Cells
543 !> (Indexing of grid subsets follows the IDS
544 !> examples :
545 !> shot: 1, run:1, # device: iter; and
546 !> shot: 16151 , run: 1000; device: aug
547 gridSubset_name = "Cells"
548 gridSubset_dim_index = 3 !> Grid subset Nodes consists of
549 !> points -> 0D objects -> dimension index = 1
550 !> (edges -> 1D objects -> dimension index = 2
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551 !> cells -> 2D objects -> dimension index = 3)
552
553 !> Set and fill grid subset name
554 allocate(grid%grid_subset(gridSubset_index)%identifier%name(1)
)
555 grid%grid_subset(gridSubset_index)%identifier%name =
gridSubset_name
556 !> Fill subset base index ( this is special index , each subset
has its
557 !> unique index !)
558 grid%grid_subset(gridSubset_index)%identifier%index =
gridSubset_index
559
560 !> Set subset element object reference to to appropriate space
object
561 !> node
562 allocate(grid%grid_subset(gridSubset_index)%element(num_obj_2D
))
563 do i = 1, num_obj_2D
564 allocate(grid%grid_subset(gridSubset_index)%element(i)%
object (1))
565 !> Fill subset space node index
566 grid%grid_subset(gridSubset_index)%element(i)%object (1)%
space = 1
567 !> Fill subset object dimension i.e. object class
568 grid%grid_subset(gridSubset_index)%element(i)%object (1)%
dimension = &
569 & gridSubset_dim_index
570 !> Fill subgset object index
571 grid%grid_subset(gridSubset_index)%element(i)%object (1)%
index = i
572 enddo
573
574 !> --- Set up grid_subset "Nodes" for all nodes in the domain
---
575 !> (grid subset index: 2, objects forming the grid subset:
nodes/points)
576
577 gridSubset_index = 2 !> Grid subset index of grid subset
Nodes
578 !> (Indexing of grid subsets follows the IDS
579 !> examples :
580 !> shot: 1, run:1, # device: iter; and
581 !> shot: 16151 , run: 1000; device: aug
582 gridSubset_name = "Nodes"
583 gridSubset_dim_index = 1 !> Grid subset Nodes consists of
584 !> points -> 0D objects -> dimension index = 1
585 !> (edges -> 1D objects -> dimension index = 2
586 !> cells -> 2D objects -> dimension index = 3)
587
588 allocate(grid%grid_subset(gridSubset_index)%identifier%name(1)
)
589 grid%grid_subset(gridSubset_index)%identifier%name =
gridSubset_name
590 grid%grid_subset(gridSubset_index)%identifier%index =
gridSubset_index
591
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592 allocate(grid%grid_subset(gridSubset_index)%element(num_obj_0D
))
593 do i = 1, num_obj_0D
594 allocate(grid%grid_subset(gridSubset_index)%element(i)%
object (1))
595 grid%grid_subset(gridSubset_index)%element(i)%object (1)%
space = 1
596 grid%grid_subset(gridSubset_index)%element(i)%object (1)%
dimension = &
597 & gridSubset_dim_index
598 grid%grid_subset(gridSubset_index)%element(i)%object (1)%
index = &
599 & i
600 enddo
601
602 !> === SET VALUES (ne, te, ti) for "Cells" grid subset ===
603 !> --- Set ne (electron density) ---
604 gridSubset_index = 1
605 num_ne_gridSubset = 1
606 num_ne_values = size(ne)
607 allocate(ggd%electrons%density(num_ne_gridSubset))
608 ggd%electrons%density(num_ne_gridSubset)%grid_subset_index = &
609 & gridSubset_index
610 allocate(ggd%electrons%density(num_ne_gridSubset)%values(
num_ne_values))
611 do n = 1, num_ne_values
612 ggd%electrons%density(num_ne_gridSubset)%values(n) = ne(n)
613 enddo
614
615 !> --- Set te (electron temperature) ---
616 num_te_gridSubset = 1
617 num_te_values = size(te)
618 allocate(ggd%electrons%temperature(num_te_gridSubset))
619 ggd%electrons%temperature(num_te_gridSubset)%grid_subset_index
= &
620 & gridSubset_index
621 allocate(ggd%electrons%temperature(num_te_gridSubset)%values(
num_te_values))
622 do n = 1, num_te_values
623 !> convert to eV (1 J = 6.242 e18 eV)
624 ggd%electrons%temperature(num_te_gridSubset)%values(n) = &
625 & te(n)*6.242 e18
626 enddo
627
628 !> --- Set ti (ion temperature) ---
629 num_ti_gridSubset = 1
630 num_ti_values = size(ti)
631 num_ti_species = 1 !> Number of ion species , as in
632 !> number of different ion charges.
633 ion_specie = 1
634 !> Ion specie is linked with the ion density of each ion
charge ,
635 !> as ion temperature is taken as the same for all ion charges
.
636 allocate(ggd%ion(num_ti_species))
637 allocate(ggd%ion(ion_specie)%temperature(num_ti_gridSubset))
638 ggd%ion(ion_specie)%temperature(num_ti_gridSubset)%
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grid_subset_index = &
639 & gridSubset_index
640 allocate(ggd%ion(ion_specie)%temperature(num_ti_gridSubset)% &
641 & values(num_ti_values))
642 do n = 1, num_ti_values
643 !> convert to eV (1 J = 6.242 e18 eV)
644 ggd%ion(ion_specie)%temperature(num_ti_gridSubset)%values(n)
= &
645 & ti(n) * (6.242 e18)
646 enddo
647
648 !> Set data to edge_profiles IDS
649 write(0,*) "Writing to edge_profiles IDS"
650
651 !> Create and modify new shot/run
652 call imas_create_env(treename , shot , run , 0, 0, idx , username ,
&
653 device , version)
654
655 !> Or open and modify existing shot/run (might work much
faster than
656 !> imas_create_env)
657 ! call imas_open_env('treename ', shot , run , idx , username ,
device , version)
658
659 !> Put data to IDS
660 call ids_put_slice(idx ,"edge_profiles",edge_profiles)
661 call ids_put(idx ,"edge_profiles",edge_profiles)
662
663 !> Close IDS
664 call ids_deallocate(edge_profiles)
665 call imas_close(idx)
666
667 write(0,*) "IDS write finished"
668
669 end subroutine write_ids_edge_profiles
670
671 !> subroutine for reading edge_profiles IDS
672 subroutine read_ids(treename , shot , run , idx , username , &
673 & device , version)
674 !> Example for reading IDS database in Fortran90
675 integer :: shot , run , idx
676 integer :: gridSubset_index
677 character(len=24) :: treename , username , device , version
678 type(ids_edge_profiles) :: edge_profiles
679 character(len=255) :: imas_connect_url
680
681 gridSubset_index = 2
682
683 !> Open input datafile from local database
684 write (0,*) "Started reading input IDS", idx , shot , run
685
686 call imas_open_env('treename ', shot , run , idx , username ,
device , version)
687 call ids_get(idx , 'edge_profiles ', edge_profiles)
688
689 write(0,*) 'homogeneous_time = ', &
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690 & edge_profiles%ids_properties%homogeneous_time
691 write(0,*) "Grid subset 2 name = ", &
692 & edge_profiles%ggd(1)%grid%grid_subset(gridSubset_index)% &
693 & identifier%name
694 write(0,*) "Grid subset 2 index = ", &
695 & edge_profiles%ggd(1)%grid%grid_subset(gridSubset_index)% &
696 & identifier%index
697 ! write (0,*) "Time = ", edge_profiles%time (1)
698 call ids_deallocate(edge_profiles)
699 call imas_close(idx)
700 write (0,*) "Finished reading input IDS"
701
702 end subroutine read_ids
703
704 end program b2_ual_write
Izpis 3: Complete code in b2 ual write.f90 le.
D b2 ual write gsl.f90 code
Same as b2 ual write, b2 ual write gsl code describes the same way of reading the
edge plasma data out from b2fstate and b2fgmtry, but instead manually writing the
data to edge proles IDS it utilizes the use of the Grid Service Library (GSL). The
latest code is available at the SOLPS-ITER GIT repository https://git.iter.org/
projects/BND/repos/solps-iter [51] under modules/B2.5/src/ids/ directory.
1 !> Legend:
2 !> !> .......... Variables description ,
3 !> additional (helpful) information etc.
4 !> ! .......... Commented part of code
5 !> -------------------------------------------------------------
6 !> DOCUMENTATION:
7 !> 1. purpose
8 !>
9 !> b2_ual_write_gsl.f90 script is used to generate
b2_ual_write_gsl.exe
10 !> (main program), which is a post -processor for b2. It reads the
plasma
11 !> state and writes it to IDS database using GSL (Grid Service
Library).
12 !>
13 !>
14 !> 2. specification
15 !>
16 !> Main program.
17 !>
18 !>
19 !> 3. description (see also routine b2cdca)
20 !>
21 !> The complete program performs post -processing of the
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22 !> result of a b2 calculation.
23 !> This program unit opens and closes the input/output units , and
24 !> may perform some other system -dependent operations.
25 !>
26 !> The input units are:
27 !> ninp (0): formatted; provides output control parameters.
28 !> ninp (1): un*formatted; provides the geometry.
29 !> ninp (2): un*formatted; provides the run parameters.
30 !> ninp (3): un*formatted; provides the plasma state.
31 !> ninp (4): unformatted; provides the detailed plasma state.
32 !> ninp (5): formatted; provides the run switches.
33 !> ninp (6): un*formatted; provides the atomic data.
34 !>
35 !> The output units are:
36 !> nout (0): formatted; provides printed output.
37 !>
38 !> (See routine b2cdca for the meaning of 'un*formatted '.)
39 !>
40 !>
41 !> 4. parameters (see also routine b2cdcv)
42 !>
43 !> None.
44 !>
45 !>
46 !> 5. error indicators
47 !>
48 !> In case an error condition is detected , a call is made to the
49 !> routine xerrab. This causes an error message to be printed ,
50 !> after which the program halts.
51 !>
52 !> -------------------------------------------------------------
53
54
55 !>.specification
56
57 program b2_ual_write
58 use b2mod_types , B2R8 => R8
59 ! use b2mod_version
60 ! use b2mod_geo
61 ! use b2mod_plasma
62 use b2mod_rates
63 ! use b2mod_residuals
64 ! use b2mod_sources
65 ! use b2mod_transport
66 ! use b2mod_anomalous_transport
67 ! use b2mod_work
68 ! use b2mod_time
69 ! use b2mod_ppout
70 ! use b2mod_tallies
71 ! use b2mod_indirect
72 ! use b2mod_neutrals_namelist
73 ! use b2mod_neutr_src_scaling
74 ! use b2mod_b2cmfs
75 ! use b2mod_constants
76 ! use b2mod_grid_mapping
77 ! use b2mod_ual_io_grid
78 ! use b2mod_ual_io_data
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79 ! use ggd
80 ! use b2mod_ual
81 use b2mod_ual_io
82 ! use b2mod_geo_corner
83 ! use b2mod_b2cmrc
84 ! use b2mod_b2cmgs
85 ! use b2mod_b2cmpa
86 ! use b2mod_b2cmpb
87 ! use b2mod_b2cmpt
88 ! use b2mod_b2cmwg
89
90 use ids_schemas ! IGNORE
91 !> These are the Fortran type definitions for the
92 !> Physics Data Model
93 use ids_routines ! IGNORE
94 !> These are the Access Layer routines + management of
95 !> IDS structures
96 use ids_assert , IDS_R8 => R8, IDS_R4 => R4 ! IGNORE
97 use ids_grid_common , IDS_COORDTYPE_R => COORDTYPE_R , &
98 & IDS_COORDTYPE_Z => COORDTYPE_R ! IGNORE
99 use ids_string ! IGNORE
100 use ids_grid_subgrid ! IGNORE
101 use ids_grid_objectlist ! IGNORE
102 use ids_grid_examples ! IGNORE
103 use ids_grid_unstructured ! IGNORE
104 use ids_grid_structured ! IGNORE
105
106 implicit none
107
108 !> -------------------------------------------------------------
109
110 !>.declarations
111
112 ! >..common blocks
113
114 ! >..local variables
115 integer ninp (0:6), nout (0:2), nx , ny , ns , idum (0:9), io
116 real (kind=B2R8), allocatable :: ne1 (:), te1 (:), ti1 (:)
117 integer :: cf_size1 (22)
118 integer :: idx
119 integer :: ix, ixx
120 integer :: shot , run
121 character(len=24) :: treename , username , device , version
122 !> character(len =255) :: imas_connect_url
123 type(ids_edge_profiles) :: edge_profiles
124 !> .. procedures
125 external prgini , prgend , xerset , xertst , cfopen , cfruin
126 !> .. initialize input/output units
127 data ninp/50, 51, 52, 53, 54, 55, 56/
128 data nout/60, 61, 62/
129
130 !> -------------------------------------------------------------
131 ! >.documentation -internal
132 !>
133 !> The following common blocks have their outermost
declaration in
134 !> this routine; they need not be preserved between calls.
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135 !>
136 !> Description of some local variables:
137 !>
138 !> ninp - (0:6) integer array.
139 !> ninp specifies the input unit numbers.
140 !>
141 !> nout - (0:2) integer array.
142 !> nout specifies the output unit numbers.
143 !>
144 !> nx, ny - integer.
145 !> nx and ny specify the number of interior cells along the
first
146 !> and the second coordinate , respectively. The total number
of
147 !> cells is (nx+2)*(ny+2); they are indexed by (-1:nx ,-1:ny).
148 !> It will hold that 0.le.nx and 0.le.ny.
149 !>
150 !> ns - integer.
151 !> ns specifies the number of atomic species in the
calculation.
152 !> The species are indexed by (0:ns -1).
153 !> It will hold that 1.le.ns.
154 !>
155 !> -------------------------------------------------------------
156 ! >.computation
157
158 !> Read main data
159 call read_b2fgmtry_b2fstate ()
160
161 !> Read additional data
162 call read_additional(ninp , nout , nx, ny, ns, ne1 , te1 , ti1)
163
164 treename = "ids"
165 shot = 16151
166 run = 1001
167 username = "penkod"
168 device = "solps -iter"
169 version = "3"
170
171 !> Set the data to edge_profiles IDS
172 call write_ids_edge_profiles(treename , shot , run , idx , username ,
&
173 & device , version , ne1 , te1 , ti1)
174
175 ! call read_ids(treename , shot , run , idx , username , &
176 ! & device , version)
177
178 contains
179
180 subroutine read_b2fgmtry_b2fstate ()
181
182 integer :: i, j, k
183 character(len=120) :: lblgm
184
185 ! >..program start_up calls
186 call prgini('b2_ual_write ')
187
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188 ! >..open files
189 ! >... input files
190 ! call cfopen (ninp (0) ,'b2_ual_write.dat ','old ','formatted ')
191 call cfopen(ninp (1),'b2fgmtry ','old','un*formatted ')
192 ! call cfopen (ninp (2) ,'b2fparam ','old ','un*formatted ')
193 call cfopen(ninp (3),'b2fstate ','old','un*formatted ')
194 ! call cfopen (ninp (4) ,'b2fplasma ','old ','unformatted ')
195 ! call cfopen (ninp (5) ,'b2mn.dat ','old ','formatted ')
196 ! call cfopen (ninp (6) ,'b2frates ','old ','formatted ')
197 ! >... output files
198 call cfopen(nout (0),'b2_ual_write.prt','new','formatted ')
199 call cfopen(nout (1),'b2_ual_writ2.prt','new','formatted ')
200
201 ! >..mark output unit for error messages
202 call xerset (0)
203 ! >..obtain version numbers
204 call cfverr(ninp (1), b2fgmtry_version)
205 ! call cfverr (ninp (2), b2fparam_version)
206 call cfverr(ninp (3), b2fstate_version)
207 ! call cfverr (ninp (6), b2frates_version)
208 ! >..obtain nx, ny, ns
209 call cfruin(ninp (3), 3, idum , 'nx ,ny ,ns')
210 nx = idum (0)
211 ny = idum (1)
212 ns = idum (2)
213 call xertst (0.le.nx.and.0.le.ny.and.1.le.ns, &
214 & 'faulty input nx, ny, ns from plasma state file')
215 call cfruin (ninp (1), 2, idum (0), 'nx ,ny')
216 call xertst(idum (0).eq.nx.and.idum (1).eq.ny, &
217 & 'faulty input nx, ny from geometry file')
218
219 call alloc_b2mod_geo(nx,ny)
220 call alloc_b2mod_plasma(nx,ny,ns)
221 call alloc_b2mod_indirect(nx ,ny ,nncutmax)
222 call alloc_b2mod_sources(nx ,ny ,ns)
223
224 call cfruch (ninp (1), 120, lblgm , 'label')
225 call cfruin (ninp (1), 1, idum , 'isymm')
226 call b2rugm (ninp (1), nx , ny , crx , cry , fpsi , ffbz , &
227 & bb , vol , hx , hy , qz , qc, qcb , gs, pbs , &
228 & wbbl , wbbr , wbbv , wbbc , cell_width , cell_height , gmap)
229
230 call xertst(size(crx).eq.size(cry), &
231 & "The number of x and y coordinates is not the same.")
232
233 corner: do k = 0, 3, 1
234 xi: do j = -1, ny, 1
235 yi: do i = -1, nx, 1
236 write (nout (0) ,*) i, j, k, crx(i, j, k)
237 end do yi
238 end do xi
239 end do corner
240
241 call prgend ()
242
243 ! stop 'b2_ual_write '
244
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245 end subroutine read_b2fgmtry_b2fstate
246
247 subroutine read_additional(ninp , nout , nx, ny, ns, ne, te, ti)
248
249 !> Read and compute additional data (taken from b2mddr.F)
250
251 implicit none
252
253 !> ..input arguments (unchanged on exit)
254 integer ninp (0:6) , nout (0:2), nx , ny , ns
255 !> .. output arguments (unspecified on entry)
256 ! (none)
257 !> .. common blocks
258
259 !> ..local variables
260 integer k, is , idum (0:9) !>, nscx , iscx (0: nscxmax -1), ismain
261 character lblgm *120, lblcp *120, lblmn *120, lblrc *120
262 character cnamip *80, cvalip *80
263 !> .. procedures
264 external subini , subend , xertst , xerrab , cfruch , cfruin ,
cfrure
265 !> .. namelist
266 character :: exp*128, comment *128
267 integer :: shot , overwrite_shotnumber
268 logical :: timedep , snapshot , tallies , movies
269 real (kind=B2R8), allocatable :: zamin (:), zamax (:), zn(:),
am(:), &
270 & na(:), ua(:), uadia (:), po(:), fna(:), fhe(:), fhi(:),
fch(:), &
271 & fch_32 (:), fch_52 (:), kinrgy (:), fch_p (:)
272 real (kind=B2R8), intent(inout), allocatable :: ne(:), te(:),
ti(:)
273 real (kind=B2R8) :: time
274 integer :: cf_sizes (22)
275
276 namelist /b2md_namelist/ exp, shot , time , comment , timedep ,
snapshot , &
277 & tallies , movies , overwrite_shotnumber
278
279 !> .. subprogram start -up calls
280 call subini ('b2mddr ')
281 !> ..test ninp , nout
282
283 call xertst (1.le.ninp (0).and.1.le.ninp (1).and.1.le.ninp (2).
and.&
284 & 1.le.ninp (3).and.1.le.ninp (5).and.1.le.ninp (6).and.&
285 & 1.le.nout (0).and.1.le.nout (1).and.1.le.nout (2) ,&
286 & 'faulty argument ninp , nout')
287 !> ..test dimensions
288
289 call xertst (0.le.nx.and.0.le.ny, 'faulty argument nx, ny')
290 call xertst (1.le.ns , 'faulty argument ns')
291
292 call xertst (ns.le.nsdecl , 'faulty parameter nsdecl ')
293
294 !> Get array sizes from the b2fstate. We open the file again
as a new
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295 !> unit to not disrupt the old unit.
296 !> A routine should exist to do all that work but so far with
no success
297 !> of finding/properly use it.
298 cf_sizes = read_additional_sizes (22)
299
300 ! allocate(lblgm(cf_sizes (2)))
301 allocate(zamin(cf_sizes (3)))
302 allocate(zamax(cf_sizes (4)))
303 allocate(zn(cf_sizes (5)))
304 allocate(am(cf_sizes (6)))
305 allocate(na(cf_sizes (7)))
306 allocate(ne(cf_sizes (8)))
307 allocate(ua(cf_sizes (9)))
308 allocate(uadia(cf_sizes (10)))
309 allocate(te(cf_sizes (11)))
310 allocate(ti(cf_sizes (12)))
311 allocate(po(cf_sizes (13)))
312 allocate(fna(cf_sizes (14)))
313 allocate(fhe(cf_sizes (15)))
314 allocate(fhi(cf_sizes (16)))
315 allocate(fch(cf_sizes (17)))
316 allocate(fch_32(cf_sizes (18)))
317 allocate(fch_52(cf_sizes (19)))
318 !> The program gives an error saying the kinrgy and fch_p are
319 !> already allocated. Where , when?
320 ! allocate(kinrgy(cf_sizes (20)))
321 ! allocate(fch_p(cf_sizes (22)))
322
323 ! call cfruch(ninp (3), cf_sizes (2), lblgm , 'label ')
324 call cfruch(ninp (3), 120, lblgm , 'label')
325 call cfrure(ninp (3), cf_sizes (3), zamin , 'zamin')
326 call cfrure(ninp (3), cf_sizes (4), zamax , 'zamax')
327 call cfrure(ninp (3), cf_sizes (5), zn , 'zn')
328 call cfrure(ninp (3), cf_sizes (6), am , 'am')
329 call cfrure(ninp (3), cf_sizes (7), na , 'na')
330 call cfrure(ninp (3), cf_sizes (8), ne, 'ne')
331 call cfrure(ninp (3), cf_sizes (9), ua ,'ua')
332 call cfrure(ninp (3), cf_sizes (10), uadia ,'uadia')
333 call cfrure(ninp (3), cf_sizes (11), te , 'te')
334 call cfrure(ninp (3), cf_sizes (12), ti , 'ti')
335 call cfrure(ninp (3), cf_sizes (13), po , 'po')
336 call cfrure(ninp (3), cf_sizes (14), fna , 'fna')
337 call cfrure(ninp (3), cf_sizes (15), fhe , 'fhe')
338 call cfrure(ninp (3), cf_sizes (16), fhi , 'fhi')
339 call cfrure(ninp (3), cf_sizes (17), fch ,'fch')
340 call cfrure(ninp (3), cf_sizes (18), fch_32 , 'fch_32 ')
341 call cfrure(ninp (3), cf_sizes (19), fch_52 , 'fch_52 ')
342 ! call cfrure(ninp (3), cf_sizes (20), kinrgy , 'kinrgy ')
343 ! call cfrure(ninp (3), 1, time , 'time ')
344 ! call cfrure(ninp (3), cf_sizes (22), fch_p , 'fch_p ')
345
346 end subroutine read_additional
347
348 !> Get array sizes from the b2fstate.
349 function read_additional_sizes(array_size)
350 integer , intent(in) :: array_size
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351 character(len=256) :: rdline , rdstring
352 integer :: cfcount , stat
353 integer :: cf_sizes(array_size)
354 integer , dimension(:), allocatable :: read_additional_sizes
355
356 allocate(read_additional_sizes(array_size))
357
358 cfcount = 0
359 open(1,file='b2fstate ', status="old")
360 do
361 read(1,'(A)', iostat=io) rdline
362 if (io/=0) exit
363 if (rdline (1:3).eq."*cf") then
364 cfcount = cfcount + 1
365 rdstring = adjustl(rdline (20:28))
366 read(rdstring ,*, iostat=stat) cf_sizes(cfcount)
367 end if
368 end do
369 close(1)
370 read_additional_sizes = cf_sizes
371
372 end function read_additional_sizes
373
374
375 subroutine write_ids_edge_profiles(treename , shot , run , idx ,
username , &
376 & device , version , ne, te, ti)
377 integer :: shot , run , idx
378 integer :: num_nodes_all , num_nodes , num_gridSubsets
379 integer :: gridSubset_index
380 integer :: numCellsX , numCellsY , num_cells , cellId
381 integer :: num_ne_gridSubset , num_ne_values
382 integer :: num_te_gridSubset , num_te_values
383 integer :: num_ti_gridSubset , num_ti_values , num_ti_species ,
ion_specie
384 integer :: num_obj_0D , obj_0D_id
385 integer :: num_obj_2D , obj_2D_id
386 integer :: gridSubset_dim_index
387 integer :: i, j, k, icount , n
388 integer :: homogeneous_time
389 integer :: coordtype (2)
390 integer , allocatable :: edgesNodesList (:,:), cellsNodesList
(:,:)
391 character(len=24) :: treename , username , device , version
392 character(len=255) :: imas_connect_url
393 character(len=255) :: grid_description
394 character(len=132) :: gridSubset_name
395 real (kind=B2R8), intent(in) :: ne(:), te(:), ti(:)
396 !> TODO: get time out from b2fstate
397 ! real(B2R8) :: time
398 real(IDS_R8) :: time
399 real(IDS_R8), allocatable :: nodesGeoList (:,:)
400 real(IDS_R8) :: scalarCells (2)
401 type(ids_edge_profiles) :: edge_profiles
402 type (ids_edge_sources) :: edge_sources
403 type (ids_edge_transport) :: edge_transport
404 type(ids_edge_profiles_time_slice), pointer :: ggd
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405 type(ids_generic_grid_dynamic), pointer :: grid
406 type(ids_generic_grid_dynamic_space), pointer :: space
407 type(ids_generic_grid_scalar), pointer :: idsField
408
409 !> === SET UP IDS ===
410 write(0,*) "IDS parameters"
411 write(0,*) "shot: ", shot
412 write(0,*) "run:", run
413 write(0,*) "username: ", username
414 write(0,*) "device: ", device
415 write(0,*) "version: ", version
416
417 !> We already went through the check if size(crx)==size(cry)
418 !> so we can safely assume that num_nodes == size(crx)
419 num_nodes_all = size(crx) !> Number of all available
coordinates
420
421 write(0,*) "Setting data for edge_profiles IDS"
422
423 !> Preparing database for writing
424 !> Through practice it was disclosed that there are some
mandatory
425 !> steps to be done in order to assure for data to be
successfully
426 !> written to IDS. Without going through those steps errors
and failed
427 !> process of writing to IDS are to be expected.
428 !> This can be done using exampleSetIDSFundamentals routine
429 homogeneous_time = 1
430 time = 0.0 _IDS_R8
431 call exampleSetIDSFundamentals( edge_profiles ,
homogeneous_time , time)
432
433 !> Allocate ggd slice
434 allocate(edge_profiles%ggd(1))
435 !> Set pointers to top IDS nodes/structures
436 ggd => edge_profiles%ggd(1)
437 grid => ggd%grid
438
439 !> Set IDS grid description
440 grid_description = "This IDS was written by b2_ual_write_gsl"
441 grid%identifier%description = grid_description
442
443 !> Set IDS comment under ids_properties substructure
444 allocate( edge_profiles%ids_properties%comment (1) )
445 edge_profiles%ids_properties%comment (1) = &
446 & "This IDS was created by b2_ual_write_gsl using Grid
Service &
447 & Library (GSL)."
448 !> Set IDS code name
449 allocate( edge_profiles%code%name(1) )
450 edge_profiles%code%name(1) = "b2_ual_write_gsl"
451
452 !> === SET UP GRID ===
453
454 !> The 2D structured grid is in our case composed out of one 2
D
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455 !> structured space
456 !> Set definition of the coordinate system of the space
457 coordtype (:) = (/ IDS_COORDTYPE_R , IDS_COORDTYPE_Z /)
458
459 !> --- Set up grid space objects for Class 1 objects - points
---
460
461 !> We are in 2D dimension space and the nodes are defined by
coordinates
462 !> in a way
463 !> n1=[r1, z1], n2=[r2,z2], ..., nn=[rn, zn].
464
465 !> Set geometry (R,Z) coordinate of each node object
466 num_nodes = num_nodes_all
467 allocate(nodesGeoList( num_nodes_all , 2))
468
469 !> To get nodes coordinates to 2D array in correct order
470 icount = 0
471 do k = 0, 3
472 do j = -1, ny
473 do i = -1, nx
474 icount = icount + 1
475 nodesGeoList(icount , 1) = crx(i,j,k)
476 nodesGeoList(icount , 2) = cry(i,j,k)
477 enddo
478 enddo
479 enddo
480
481 !> --- (TODO) Set up connectivity array of grid space objects
for ---
482 !> --- Class 2 objects - edges ---
483 !> TODO! Currently only placeholder edges are given
484
485 !> Set (placeholder) list of indices for nodes defining each
edge object
486 allocate(edgesNodesList (1,2))
487 edgesNodesList (1,1) = 0
488 edgesNodesList (1,2) = 0
489
490 !> --- Set up connectivity array of grid space objects for
---
491 !> --- Class 3 objects - 2D cells ---
492
493 !> Set list of indices for nodes defining each cell object
494 !>
495 !> We are are in 2D dimension and each cell is defined by 4
nodes
496 !> Note: cell nodes must be ordered cyclically (here anti -
clockwise)
497 numCellsX = nx + 2
498 numCellsY = ny + 2
499 num_cells = numCellsX * numCellsY
500 allocate(cellsNodesList( num_cells , 4))
501
502 cellId = 1
503 do j = 1,numCellsY
504 do i = 1, numCellsX
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505 cellsNodesList(cellId , 1) = cellId +0* numCellsX*numCellsY
506 cellsNodesList(cellId , 2) = cellId +1* numCellsX*numCellsY
507 cellsNodesList(cellId , 3) = cellId +3* numCellsX*numCellsY
508 cellsNodesList(cellId , 4) = cellId +2* numCellsX*numCellsY
509 cellId = cellId + 1
510 enddo
511 enddo
512
513 !> --- Set the grid space objects and grid subsets ---
514 !> For that we use GSL routine gridSetup2dSpace
515 call gridSetup2dSpace( grid , coordtype , &
516 & geo_0dObj = nodesGeoList , &
517 & conn_1dObj = edgesNodesList , &
518 & conn_2dObj = cellsNodesList , &
519 & createGridSubsets = .true. )
520 !> --- (Optional) Set grid subsets custom description ---
521 grid%grid_subset (1)%identifier%description = "All nodes in the
domain."
522 grid%grid_subset (3)%identifier%description = "All cells in the
domain."
523
524 !> (optional) Change name of the second grid subset
525 grid%grid_subset (2)%identifier%name = "Edges - empty."
526
527 !> === SET VALUES (ne, te, ti) for "Cells" grid subset ===
528 !> For that we use GSL routine gridStructWriteData1d
529 gridSubset_index = 3
530
531 !> --- Set ne (electron density) ---
532 allocate(ggd%electrons%density (1))
533 idsField => ggd%electrons%density (1)
534 call gridStructWriteData1d( grid , idsField , gridSubset_index ,
ne)
535
536 !> --- Set te (electron temperature) ---
537 allocate(ggd%electrons%temperature (1))
538 idsField => ggd%electrons%temperature (1)
539 !> convert to eV (1 J = 6.242 e18 eV)
540 call gridStructWriteData1d( grid , idsField , gridSubset_index ,
&
541 & te *6.242 e18)
542
543 !> --- Set ti (ion temperature) ---
544 allocate(ggd%ion(1))
545 allocate(ggd%ion(1)%temperature (1))
546 idsField => ggd%ion(1)%temperature (1)
547 !> convert to eV (1 J = 6.242 e18 eV)
548 call gridStructWriteData1d( grid , idsField , gridSubset_index ,
&
549 & ti *6.242 e18)
550
551 !> Set data to edge_profiles IDS
552 write(0,*) "Writing to edge_profiles IDS"
553
554 !> Create and modify new shot/run
555 call imas_create_env(treename , shot , run , 0, 0, idx , username ,
&
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556 device , version)
557
558 !> Or open and modify existing shot/run (might work much
faster than
559 !> imas_create_env)
560 ! call imas_open_env('treename ', shot , run , idx , username ,
device , version)
561
562 !> Put data to IDS
563 call ids_put_slice(idx ,"edge_profiles",edge_profiles)
564 call ids_put(idx ,"edge_profiles",edge_profiles)
565
566 !> Close IDS
567 call ids_deallocate(edge_profiles)
568 call imas_close(idx)
569
570 write(0,*) "IDS write finished"
571
572 end subroutine write_ids_edge_profiles
573
574 !> subroutine for reading edge_profiles IDS
575 subroutine read_ids(treename , shot , run , idx , username , &
576 & device , version)
577 !> Example for reading IDS database in Fortran90
578 integer :: shot , run , idx
579 integer :: gridSubset_index
580 character(len=24) :: treename , username , device , version
581 type(ids_edge_profiles) :: edge_profiles
582 character(len=255) :: imas_connect_url
583
584 gridSubset_index = 3
585
586 !> Open input datafile from local database
587 write (0,*) "Started reading input IDS", idx , shot , run
588
589 call imas_open_env('treename ', shot , run , idx , username ,
device , version)
590 call ids_get(idx , 'edge_profiles ', edge_profiles)
591
592 write(0,*) 'homogeneous_time = ', &
593 & edge_profiles%ids_properties%homogeneous_time
594 write(0,*) "Grid subset 3 name = ", &
595 & edge_profiles%ggd(1)%grid%grid_subset(gridSubset_index)% &
596 & identifier%name
597 write(0,*) "Grid subset 3 index = ", &
598 & edge_profiles%ggd(1)%grid%grid_subset(gridSubset_index)% &
599 & identifier%index
600 ! write (0,*) "Time = ", edge_profiles%time (1)
601 call ids_deallocate(edge_profiles)
602 call imas_close(idx)
603 write (0,*) "Finished reading input IDS"
604
605 end subroutine read_ids
606
607 end program b2_ual_write
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Izpis 4: Complete code in b2 ual write gsl.f90 le.
E ParaView ReadUALEdge plugin code
ReadUALEdge plugin code encompasses several les describing the graphical user inter-
face (GUI) of the plugin and database connections. The ReadUALEdge.cxx,
ReadUALEdge.h and ReadUALEdge.xml codes represent the main part of the plugin,
while the pqMyPropertyWidgetDecorator.cxx and pqMyPropertyWidgetDecorator.h
codes describe advanced GUI options used to list all available IDSs of the user. The
latest code is available at the SOLPS-GUI GIT repository https://git.iter.org/
projects/BND/repos/solps-gui [25] under src/plugins/paraview directory.
E1. ReadUALEdge.cxx
1 //> Legend:
2 //> //> .......... Variables description , additional (helpful)
3 //> information etc.
4 //> // .......... Commented part of code
5
6 // >--------------------------------------------------------------
7 //> DESCRIPTION
8 //> ParaView ReadUALEdge plugin is a tool used to visualize and
analyze data ,
9 //> obtained by fusion simulations (electron temperature/density ,
ion
10 //> temperature/density) stored in CPO and/or IDS database.
11 //> The focus of plugin development is on data stored in IDS "
edge_profiles ".
12 // >--------------------------------------------------------------
13
14 #include <iostream >
15 #include <fstream >
16 #include <string >
17 #include "vtkVersion.h"
18 #include "vtkSmartPointer.h"
19 #include "vtkTable.h"
20 #include "vtkFloatArray.h"
21 #include "vtkIntArray.h"
22 #include "vtkCellArray.h"
23 #include "vtkPointData.h"
24 #include "ReadUALEdge.h"
25 #include "vtkUnstructuredGrid.h"
26 #include "vtkMultiBlockDataSet.h"
27 #include "vtkObjectFactory.h"
28 #include "vtkInformationVector.h"
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29 #include "vtkInformation.h"
30 #include "vtkDataObject.h"
31 #include "vtkDoubleArray.h"
32 #include "vtkCellData.h"
33 #include "vtkPoints.h"
34 #include "vtkPolyData.h"
35 #include "vtkQuad.h"
36 #include "vtkTriangle.h"
37 #include "UALClasses.h"
38 #include <vtkLine.h>
39 #include <vtkVertex.h>
40 #include <vtkStringArray.h>
41 #include <dirent.h>
42 #include <vector >
43 #include <sys/stat.h>
44 #include <unistd.h>
45
46 #define IMAS_IDS
47
48 //> From ggd/f90/src/service/ids_grid_common.f90
49 //> First cartesian coordinate in the horizontal plane [m]
50 #define COORDTYPE_X 1
51 //> Second cartesian coordinate in the horizontal plane [m]
52 #define COORDTYPE_Y 2
53 //> Major radius [m]
54 #define COORDTYPE_R 4
55 //> Vertical position Z [m]
56 #define COORDTYPE_Z 5
57 //> Toroidal angle [rad]
58 #define COORDTYPE_PHI 6
59 //> Poloidal magnetic flux [T*m^2]
60 #define COORDTYPE_PSI 7
61 //> Geometrical poloidal angle
62 #define COORDTYPE_THETA 8
63
64 #define SSTR( x ) dynamic_cast < std:: ostringstream & >( \
65 ( std:: ostringstream () << std::dec << x ) ).str()
66
67 vtkStandardNewMacro(ReadUALEdge);
68
69 ReadUALEdge :: ReadUALEdge ()
70 {
71 this ->User = NULL;
72 this ->Device = NULL;
73 this ->Version = NULL;
74 this ->RefRun = 0;
75 this ->SetNumberOfInputPorts (0);
76 this ->SetNumberOfOutputPorts (1);
77 this ->DebugOff ();
78 this ->stringArray=vtkSmartPointer <vtkStringArray >:: New();
79 }
80
81 std::vector <std::string > findShotRun( std:: string
userIMASShotRunDir ,
82 std:: string user)
83 {
84 //> Function used to read directory holding the IDSs and put
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85 //> the found shot/runs into vector for later use
86 DIR *pDIR = NULL;
87 struct dirent *entry = NULL;
88 std:: string dirPath = userIMASShotRunDir;
89 std::vector <std::string > availableShotRun;
90 std:: string d_name_str;
91 int digitInStrCount = 0;
92 std:: string stripShot;
93 std:: string stripRun;
94
95 struct stat sb;
96 if(string(user) == "")
97 {
98 char *loginUserName = getlogin ();
99 user = string(loginUserName);
100 }
101 //> Check if the directory exists
102 if (stat(dirPath.c_str (), &sb) == 0 && S_ISDIR(sb.st_mode))
103 {
104 std::clog <<"IDS directory from user " << user <<
105 " found. Reading available IDS shot/runs." << std::endl;
106 if( pDIR=opendir(dirPath.c_str ()))
107 {
108 while(entry = readdir(pDIR))
109 {
110 if( strcmp(entry ->d_name , ".") != 0 &&
111 strcmp(entry ->d_name , "..") != 0 )
112 {
113 //> Read all files in directory
114 d_name_str = std:: string(entry ->d_name);
115 int d_name_str_len = d_name_str.length ();
116 if(d_name_str.substr( d_name_str_len - 5 ) == ".tree")
117 {
118 //> Work only with .tree files
119 for(int i = 0; i < d_name_str.length (); i++)
120 {
121 if(isdigit(d_name_str[i]))
122 digitInStrCount ++;
123 }
124 int numExtCh = 5; //> 5 is for ".tree" == 5
characters
125 int numRunMax = 4; //> Run consists of max 4
characters
126 //> (from 0000 to 9999).
127 stripShot = d_name_str.substr(
128 d_name_str_len -numExtCh - digitInStrCount ,
129 digitInStrCount -numRunMax);
130 stripRun = d_name_str.substr(
131 d_name_str_len -numExtCh - numRunMax ,numRunMax);
132 //> Get rid of excess zeros in Run number
133 //> (example 0011 ->11).
134 int stripRunStartLen = stripRun.length ();
135 int eraseCount = 0;
136 while(stripRun [0] == '0' &&
137 eraseCount < stripRunStartLen -1)
138 {
139 stripRun.erase (0,1);
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140 eraseCount ++;
141 }
142 //> Set stripShot and stripRun in proper form
143 availableShotRun.push_back(stripShot);
144 availableShotRun.push_back(stripRun);
145 digitInStrCount = 0;
146 }
147 }
148 }
149 closedir(pDIR);
150 }
151 }
152 return availableShotRun;
153 }
154
155 vtkSmartPointer <vtkPoints > fSetVtkPoints(
156 class IdsNs::IDS:: edge_profiles ::ggd::grid::space& space)
157 {
158 //> Function used to get the geometry/coordinates of all 0D
objects/points
159 //> P[R, Z] forming this grid
160 class IdsNs::IDS:: edge_profiles ::ggd::grid::space ::
objects_per_dimension&
161 dim_obj_0D = space.objects_per_dimension (0);
162 //> Get number of 0D objects / points
163 int num_obj_0D = dim_obj_0D.object.extent (0);
164 vtkSmartPointer <vtkPoints > pointsArray =
165 vtkSmartPointer <vtkPoints >::New();
166 for(int i=0; i < num_obj_0D; ++i){
167 pointsArray ->InsertNextPoint(
168 dim_obj_0D.object(i).geometry (0),
169 dim_obj_0D.object(i).geometry (1),
170 0.0);
171 }
172 return pointsArray;
173 }
174
175 vtkSmartPointer <vtkDoubleArray > fSetValuesArrayBase(
176 int ndarray_num_tuples ,
177 std:: string ndarray_label)
178 {
179 //> Function used to set vtkDoubleArray size and label
180 vtkSmartPointer <vtkDoubleArray > newDoubleArray =
181 vtkSmartPointer <vtkDoubleArray >::New();
182 newDoubleArray ->SetNumberOfComponents (1);
183 newDoubleArray ->SetNumberOfTuples(ndarray_num_tuples);
184 std:: string set_name = ndarray_label;
185 newDoubleArray ->SetName(set_name.c_str());
186 return newDoubleArray;
187 }
188
189 template <typename T>
190 void fValues2UnstructuredGrid(
191 //> Function used to fill predefined (size , label ...)
vtkDoubleArray with
192 //> quantity values and assign it to vtkUnstructuredGrid.
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193 //> (after each full vtkDoubleArray definition process is
required
194 //> to assign it to vtkUnstructuredGrid)
195 std:: string values_array_label ,
196 vtkSmartPointer <vtkUnstructuredGrid > inputVtkUnstructuredGrid ,
197 T const& loc_quantity ,
198 int gridSubset_index ,
199 int num_gridSubset_el)
200 {
201 int quantity_gridSubset_index = loc_quantity.grid_subset_index;
202 int num_values = loc_quantity.values.extent (0);
203 if (gridSubset_index == quantity_gridSubset_index &&
204 num_gridSubset_el == num_values)
205 {
206 // Define vtkDoubleArray and set its label and size
207 vtkSmartPointer <vtkDoubleArray > newVtkDoubleArray =
208 fSetValuesArrayBase( num_gridSubset_el ,
209 values_array_label);
210 //> In correctly written IDS the number of grid subset
211 //> objects and grid subset values (scalars) is equal
212 newVtkDoubleArray ->
213 SetNumberOfValues(num_gridSubset_el);
214 for (int j = 0; j < num_gridSubset_el; j++)
215 {
216 newVtkDoubleArray ->SetComponent(
217 j,0, loc_quantity.values(j));
218 }
219 //> Set new vtkDoubleArray , containing data field , to
vtkUnstructuredGrid
220 inputVtkUnstructuredGrid ->GetCellData ()->AddArray(
221 newVtkDoubleArray);
222 return;
223 }
224 }
225
226 template <typename V>
227 vtkSmartPointer <vtkCellArray > fSetCellArray(
228 V const& el_data_type ,
229 class IdsNs::IDS:: edge_profiles ::ggd::grid:: grid_subset&
loc_gridSubset ,
230 class IdsNs::IDS:: edge_profiles ::ggd::grid& grid)
231 {
232 vtkSmartPointer <vtkCellArray > newCellArray =
233 vtkSmartPointer <vtkCellArray >::New();
234
235 //> Get size/number of elements forming current grid subset
236 //> Currently ReadUALEdge works only with elements containing
one object
237 //> (one scalar value is provided per element).
238 int num_gridSubset_el = loc_gridSubset.element.extent (0);
239
240 //> Get dimension of the objects forming this grid subset
241 //> NOTE : Each grid subset is formed with objects of the same
242 //> dimension
243 //> (either only 0D nodes , 1D edges , 2D cells ...).
244 //> So in that case is enough to read only the dimension of
245 //> the first object forming the grid subset.
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246 int obj_dimension = loc_gridSubset.element (0).object (0).
dimension;
247
248 for (int j = 0; j < num_gridSubset_el; j++)
249 {
250 //> Get objects space index , dimension and index
251 //> Note that in IDS indices are written in Fortran notation
252 //> (1,2,3,...) while C++ notation starts with 0 (0,1,2,...)
253 //> so c++ _index = fortran_index - 1
254
255 //> Get space index of the object
256 int obj_space = loc_gridSubset.element(j).object (0).space;
257
258 //> Get object index of the object
259 int obj_index = loc_gridSubset.element(j).object (0).index;
260
261 //> Get number of nodes/points forming the object
262 int num_obj_nodes = grid.space(obj_space - 1).
263 objects_per_dimension(obj_dimension - 1).
264 object(obj_index - 1).nodes.extent (0);
265
266 //> Fill the el_data_type (it must be either vtkVertex ,
267 //> vtkLine , vtkTriangle or vtkQuad data type)
268 for(int k = 0; k < num_obj_nodes; k++)
269 {
270 int node_ind = grid.space(obj_space - 1).
271 objects_per_dimension(obj_dimension - 1).
272 object(obj_index - 1).nodes(k);
273 el_data_type ->GetPointIds ()->
274 SetId(k, node_ind - 1);
275 }
276 //> Assign the <el_data_type > list of data types to
vtkCellArray
277 newCellArray ->InsertNextCell(el_data_type);
278 }
279 return newCellArray;
280 }
281
282 void fAddBlock2MultiBlock( vtkSmartPointer <vtkMultiBlockDataSet >
MB ,
283 vtkSmartPointer <vtkUnstructuredGrid > UG ,
284 std:: string gridSubset_name)
285 {
286 //> Function to add unstructured grid to main multiblock
287 int num_blocks = MB->GetNumberOfBlocks ();
288 MB->SetBlock(num_blocks , UG);
289 MB->GetMetaData ((unsigned int) num_blocks)->Set(
290 vtkCompositeDataSet ::NAME(), gridSubset_name.c_str());
291 }
292
293 int ReadUALEdge :: RequestData( vtkInformation *vtkNotUsed(request)
,
294 vtkInformationVector ** vtkNotUsed(inputVector),
295 vtkInformationVector *outputVector)
296 {
297 //> get the info object
298 vtkInformation *outInfo = outputVector ->GetInformationObject (0);
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299 //> get the output
300 vtkMultiBlockDataSet *output = vtkMultiBlockDataSet::
SafeDownCast(
301 outInfo ->Get(vtkMultiBlockDataSet:: DATA_OBJECT ()));
302
303 std::clog << "Shot:" << this ->Shot << " Run:" << this ->Run <<
std::endl;
304
305 #ifdef IMAS_IDS
306 using namespace IdsNs;
307 std::clog << "Reading IDS" << std::endl;
308 //> Set IDSs shot and run
309 IDS db(this ->Shot , this ->Run , this ->Shot , this ->RefRun);
310 if (!this ->Version)
311 this ->Version = strdup("3");
312 //> Open IDS
313 db.openEnv(this ->User , this ->Device , this ->Version);
314 std::clog << "User: "<<this ->User <<" Device: "<<this ->Device <<
std::endl;
315 //> Get IDS data
316 db._edge_profiles.get();
317
318 int num_ggd_slices = db._edge_profiles.ggd.extent (0);
319 std::clog << "Number of GGD slices:" << num_ggd_slices << std::
endl;
320
321 if (num_ggd_slices == 0)
322 {
323 std::clog << "ERROR! Either selected database doesn't exist "
324 "or it's empty!" << std::endl;
325 vtkErrorMacro(<<"ERROR! Either selected database doesn 't exist
"
326 "or it's empty!");
327 return 0;
328 }
329
330 //> Set class shortucs for IDS substructures
331 class IDS:: edge_profiles & edge = db._edge_profiles;
332 class IDS:: edge_profiles ::ggd & ggd = edge.ggd(0);
333 class IDS:: edge_profiles ::ggd::grid & grid = ggd.grid;
334 class IDS:: edge_profiles ::ggd::grid:: space & space = grid.space
(0);
335 //> objects_per_dimensions (0) holds every 0D object (nodes/
vertices)
336 class IDS:: edge_profiles ::ggd::grid:: space::
objects_per_dimension &
337 dim_obj_0D = space.objects_per_dimension (0);
338 //> objects_per_dimensions (1) holds every 1D object (edges)
339 class IDS:: edge_profiles ::ggd::grid:: space::
objects_per_dimension &
340 dim_obj_1D = space.objects_per_dimension (1);
341 //> objects_per_dimensions (2) holds every 2D object (faces/2D
cells)
342 class IDS:: edge_profiles ::ggd::grid:: space::
objects_per_dimension &
343 dim_obj_2D = space.objects_per_dimension (2);
344
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345 int num_obj_0D = 0; //> Node/Point/vertice == 0D object
346 int num_obj_1D = 0; //> Edge == 1D object
347 int num_obj_2D = 0; //> 2D Cell == 2D object
348
349 //> Check for nodes , edges and cells data in current IDS
database and
350 //> get number of objects for each dimension
351 num_obj_0D = dim_obj_0D.object.extent (0);
352 num_obj_1D = dim_obj_1D.object.extent (0);
353 num_obj_2D = dim_obj_2D.object.extent (0);
354
355 std::clog << "num_obj_0D: " << num_obj_0D << std::endl;
356 std::clog << "num_obj_1D: " << num_obj_1D << std::endl;
357 std::clog << "num_obj_2D: " << num_obj_2D << std::endl;
358
359 vtkSmartPointer <vtkMultiBlockDataSet > mainMB =
360 vtkSmartPointer <vtkMultiBlockDataSet >::New();
361
362 //> Get the geometry/coordinates of all nodes/points N[R, Z]
363 //> forming this grid
364 vtkSmartPointer <vtkPoints > obj_0D_vtkPointsArray = fSetVtkPoints
(space);
365
366 //> Get number of grid subsets
367 int num_gridSubset = grid.grid_subset.extent (0);
368
369 //> Loop through all grid subsets and extract data for each
370 for(int i = 0; i < num_gridSubset; i++){
371 class IDS:: edge_profiles ::ggd::grid:: grid_subset & grid_subset
=
372 grid.grid_subset(i);
373 std:: string gridSubset_name = grid_subset.identifier.name;
374 int gridSubset_index = grid_subset.identifier.index;
375
376 //> Get size/number of elements forming current grid subset
377 int num_gridSubset_el = grid_subset.element.extent (0);
378
379 std::clog << "num_gridSubset_el: " << num_gridSubset_el <<
380 " gridSubset_name: "<< gridSubset_name << std::endl;
381
382 //> Get dimension of the objects forming this grid subset
383 int gridSubset_obj_dim = grid_subset.element (0).object (0).
dimension;
384
385 //> ------ SET POINTS/NODES -----
386 if (gridSubset_obj_dim == 1)
387 {
388 //> Set vtkUnstructuredGrid dataset
389 vtkSmartPointer <vtkUnstructuredGrid >
gridSubsetPointsUnstructuredGrid =
390 vtkSmartPointer <vtkUnstructuredGrid >::New();
391
392 vtkSmartPointer <vtkVertex > gridSubsetVertex =
393 vtkSmartPointer <vtkVertex >:: New();
394
395 //> Set vtkCellArray for nodes/points
396 vtkSmartPointer <vtkCellArray > gridSubsetVertices =
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397 vtkSmartPointer <vtkCellArray >:: New();
398 gridSubsetVertices = fSetCellArray(gridSubsetVertex ,
grid_subset , grid);
399
400 //> Assign vtkCellArray to vtkUnstructuredGrid
401 gridSubsetPointsUnstructuredGrid ->SetPoints(
obj_0D_vtkPointsArray);
402 gridSubsetPointsUnstructuredGrid ->SetCells(
403 VTK_VERTEX , gridSubsetVertices);
404
405 //> Value to object assignment
406 int te_gridSubsets_num = ggd.electrons.temperature.extent (0)
;
407 int ne_gridSubsets_num = ggd.electrons.density.extent (0);
408
409 //> Assign values found in Electron Temperature substructure
to
410 //> grid subsets objects (vertices)
411 for (int n = 0; n < te_gridSubsets_num; n++)
412 {
413 fValues2UnstructuredGrid("Electron Temperature",
414 gridSubsetPointsUnstructuredGrid ,
415 ggd.electrons.temperature(n), gridSubset_index ,
416 num_gridSubset_el);
417 }
418
419 //> Assign values found in Electron Density substructure to
420 //> grid subsets objects (vertices)
421 for (int n = 0; n < ne_gridSubsets_num; n++)
422 {
423 fValues2UnstructuredGrid("Electron Density",
424 gridSubsetPointsUnstructuredGrid ,
425 ggd.electrons.density(n), gridSubset_index ,
426 num_gridSubset_el);
427 }
428
429 //> Assign values to grid subsets objects (vertices) using
scalars
430 //> found in Ion substructure
431 int num_ion_species = ggd.ion.extent (0);
432 for( int k = 0; k < num_ion_species; k++)
433 {
434 int num_ti_gridSubsets = ggd.ion(k).temperature.extent (0);
435 int num_ni_gridSubsets = ggd.ion(k).density.extent (0);
436
437 //> Assign values found in ion Temperature substructure to
438 //> grid subsets objects (vertices)
439 for (int n = 0; n < num_ti_gridSubsets; n++)
440 {
441 fValues2UnstructuredGrid("Ion Temperature" + k,
442 gridSubsetPointsUnstructuredGrid ,
443 ggd.ion(k).temperature(n), gridSubset_index ,
444 num_gridSubset_el);
445 }
446 //> Assign values found in Ion Density substructure to
grid
447 //> subsets objects (vertices)
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448 for (int n = 0; n < num_ni_gridSubsets; n++)
449 {
450 std:: string ion_charge= ggd.ion(k).label;
451 stringstream ni_species_num2str;
452 ni_species_num2str << k+1;
453 string ni_species_num_str = ni_species_num2str.str();
454 std:: string ni_array_label;
455 if (k < 9)
456 {
457 ni_array_label = "Ion Density 0" +
458 ni_species_num_str + ion_charge;
459 } else
460 {
461 ni_array_label = "Ion Density " +
462 ni_species_num_str + ion_charge;
463 }
464 fValues2UnstructuredGrid(ni_array_label ,
465 gridSubsetPointsUnstructuredGrid ,
466 ggd.ion(k).density(n), gridSubset_index ,
467 num_gridSubset_el);
468 }
469 }
470
471 //> Add unstructured grid to main block
472 fAddBlock2MultiBlock(mainMB ,
gridSubsetPointsUnstructuredGrid ,
473 gridSubset_name );
474 }
475 //> ------ SET LINES -----
476 else if (gridSubset_obj_dim == 2)
477 {
478 vtkSmartPointer <vtkUnstructuredGrid >
gridSubsetLinesUnstructuredGrid =
479 vtkSmartPointer <vtkUnstructuredGrid >::New();
480
481 //> Set vtkCellArray for edges
482 vtkSmartPointer <vtkCellArray > gridSubsetLinesArray =
483 vtkSmartPointer <vtkCellArray >::New();
484 vtkSmartPointer <vtkLine > gridSubsetLine =
485 vtkSmartPointer <vtkLine >:: New();
486 gridSubsetLinesArray = fSetCellArray(gridSubsetLine ,
grid_subset , grid);
487
488 //> Assign vtkCellArray to vtkUnstructuredGrid
489 gridSubsetLinesUnstructuredGrid ->SetPoints(
obj_0D_vtkPointsArray);
490 gridSubsetLinesUnstructuredGrid ->SetCells(
491 VTK_LINE , gridSubsetLinesArray);
492
493 //> Add unstructured grid to main block
494 fAddBlock2MultiBlock(mainMB , gridSubsetLinesUnstructuredGrid
,
495 gridSubset_name );
496 }
497 //> ------ SET 2D CELLS -----
498 else if (gridSubset_obj_dim == 3)
499 {
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500 //> Set vtk array for 2D cells
501 vtkSmartPointer <vtkUnstructuredGrid >
gridSubsetCellsUnstructuredGrid =
502 vtkSmartPointer <vtkUnstructuredGrid >:: New();
503 vtkSmartPointer <vtkQuad > gridSubsetQuad =
504 vtkSmartPointer <vtkQuad >::New();
505 vtkSmartPointer <vtkTriangle > gridSubsetTriangle =
506 vtkSmartPointer <vtkTriangle >::New();
507 vtkSmartPointer <vtkCellArray > gridSubsetCellArray =
508 vtkSmartPointer <vtkCellArray >::New();
509
510 //> Get number of nodes of the first 2D cell in order to
find out
511 //> whether they are triangles or quad (all other 2D cells
of the
512 //> same grid should be of the same type for now)
513 int num_obj_nodes_first =
514 grid.space (0).objects_per_dimension(gridSubset_obj_dim -
1).
515 object (0).nodes.extent (0);
516 //> Cells -Triangles
517 if (num_obj_nodes_first == 3)
518 {
519 gridSubsetCellArray = fSetCellArray(gridSubsetTriangle ,
grid_subset , grid);
520
521 //> Assign vtkCellArray to vtkUnstructuredGrid
522 gridSubsetCellsUnstructuredGrid ->SetPoints(
obj_0D_vtkPointsArray);
523 gridSubsetCellsUnstructuredGrid ->SetCells(
524 VTK_TRIANGLE , gridSubsetCellArray);
525 }
526 //> Cells -Quad
527 else if (num_obj_nodes_first == 4)
528 {
529 gridSubsetCellArray = fSetCellArray(gridSubsetQuad ,
grid_subset , grid);
530
531 //> Assign vtkCellArray to vtkUnstructuredGrid
532 gridSubsetCellsUnstructuredGrid ->SetPoints(
obj_0D_vtkPointsArray);
533 gridSubsetCellsUnstructuredGrid ->SetCells(
534 VTK_QUAD , gridSubsetCellArray);
535 }
536
537 //> Value to object assignment
538 int te_gridSubsets_num = ggd.electrons.temperature.extent (0)
;
539 int ne_gridSubsets_num = ggd.electrons.density.extent (0);
540
541 //> Assign values found in Electron Temperature substructure
to
542 //> grid subsets objects (2D cells)
543 for (int n = 0; n < te_gridSubsets_num; n++)
544 {
545 fValues2UnstructuredGrid("Electron Temperature",
546 gridSubsetCellsUnstructuredGrid ,
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547 ggd.electrons.temperature(n), gridSubset_index ,
548 num_gridSubset_el);
549
550 }
551 //> Assign values found in Electron Density substructure to
grid
552 //> subsets objects (2D cells)
553 for (int n = 0; n < ne_gridSubsets_num; n++)
554 {
555 fValues2UnstructuredGrid("Electron Density",
556 gridSubsetCellsUnstructuredGrid ,
557 ggd.electrons.density(n), gridSubset_index ,
558 num_gridSubset_el);
559 }
560
561 //> Assign values found in Ion substructure to grid subsets
562 //> objects (2D cells)
563 int num_ion_species = ggd.ion.extent (0);
564 for( int k = 0; k < num_ion_species; k++)
565 {
566 int num_ti_gridSubsets = ggd.ion(k).temperature.extent (0);
567 int num_ni_gridSubsets = ggd.ion(k).density.extent (0);
568
569 //> Assign values found in ion Temperature substructure to
570 //> grid subsets objects (2D cells)
571 for (int n = 0; n < num_ti_gridSubsets; n++)
572 {
573 fValues2UnstructuredGrid("Ion Temperature" + k,
574 gridSubsetCellsUnstructuredGrid ,
575 ggd.ion(k).temperature(n), gridSubset_index ,
576 num_gridSubset_el);
577 }
578 //> Assign values found in Ion Density substructure to
grid
579 //> subsets objects (2D cells)
580 for (int n = 0; n < num_ni_gridSubsets; n++)
581 {
582 // Set label
583 std:: string ion_charge= ggd.ion(k).label;
584 stringstream ni_species_num2str;
585 ni_species_num2str << k+1;
586 string ni_species_num_str = ni_species_num2str.str();
587 std:: string ni_array_label;
588 if (k < 9)
589 {
590 ni_array_label = "Ion Density 0" +
591 ni_species_num_str + ion_charge;
592 } else
593 {
594 ni_array_label = "Ion Density " +
595 ni_species_num_str + ion_charge;
596 }
597
598 fValues2UnstructuredGrid(ni_array_label ,
599 gridSubsetCellsUnstructuredGrid ,
600 ggd.ion(k).density(n), gridSubset_index ,
601 num_gridSubset_el);
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602 }
603 }
604
605 //> Add unstructured grid to main block
606 fAddBlock2MultiBlock(mainMB , gridSubsetCellsUnstructuredGrid
,
607 gridSubset_name );
608 }
609 }
610
611 output ->ShallowCopy(mainMB);
612 db.close();
613
614 #else // CPO
615 ItmNs ::Itm itm(this ->Shot ,this ->Run ,this ->Shot ,this ->RefRun);
616
617 if (!this ->Version)
618 this ->Version = strdup("4.10a");
619 itm.openEnv(this ->User , this ->Device , this ->Version); //Open the
database
620 std::clog << "User: "<<this ->User <<" Device:"<<this ->Device <<
std::endl;
621
622 itm._edgeArray.get();
623
624 int num_slices = itm._edgeArray.extent (0);
625 if (num_slices == 0)
626 {
627 std::clog << "ERROR! Either selected database doesn't exist"
628 "or it's empty!" << std::endl;
629 return 0;
630 }
631
632 class ItmNs ::Itm::edge & edge = itm._edgeArray [0];
633 class ItmNs ::Itm::edge::grid & grid = edge.grid;
634 class ItmNs ::Itm::edge::grid:: spaces & space = grid.spaces (0);
635 class ItmNs ::Itm::edge::grid:: spaces :: objects & nodes = space.
objects (0);
636 class ItmNs ::Itm::edge::grid:: spaces :: objects & edges = space.
objects (1);
637 class ItmNs ::Itm::edge::grid:: spaces :: objects & cells = space.
objects (2);
638
639 std::clog << "grid id: " << grid.id << std::endl;
640
641 int num_spaces = grid.spaces.extent (0);
642 std::clog << "num_spaces: " << num_spaces << std::endl;
643 grid.spaces.extent (0);
644
645 int num_coordtypes = space.coordtype.extent (0);
646
647 if (num_spaces != 1 && num_coordtypes != 2)
648 {
649 std::clog << "Unhandled space configuration!" << std::endl;
650 return 0;
651 }
652
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653 //> Assure we are reading SOLPS grid
654 assert(space.coordtype (0,0) == COORDTYPE_R);
655 assert(space.coordtype (1,0) == COORDTYPE_Z);
656 //> assert(space.objects.extent (0) == 1);
657
658 int num_objects = space.objects.extent (0);
659 std::clog << "num_objects: " << num_objects << std::endl;
660
661 int num_nodes = nodes.geo.extent (0);
662 std::clog << "num_nodes: " << num_nodes << std::endl;
663
664 vtkSmartPointer <vtkPoints > points = vtkSmartPointer <vtkPoints >::
New();
665
666 for(int i=0; i < num_nodes; ++i)
667 {
668 points ->InsertNextPoint(nodes.geo(i, 0), nodes.geo(i, 1), 0.0)
;
669 }
670
671 //> 2D cells in GGD are defined by edges. Edges have indices to
nodes.
672
673 int num_edges = edges.boundary.extent (0);
674 int num_cells = cells.boundary.extent (0);
675
676 std::clog << "num_cells :" << num_cells << std::endl;
677
678 vtkSmartPointer <vtkQuad > subgridQuad = vtkSmartPointer <vtkQuad
>::New();
679 vtkSmartPointer <vtkCellArray > cellArray =
680 vtkSmartPointer <vtkCellArray >::New();
681 vtkSmartPointer <vtkMultiBlockDataSet > mainMB =
682 vtkSmartPointer <vtkMultiBlockDataSet >::New();
683
684 double all_cells[num_cells ][4];
685 for (int i = 0; i < num_cells; ++i)
686 {
687 int node_idx [4]; //> Resulting node indices for a cell
688 int free_edge [3]; //> list of edges that are free to search
for node
689 int last_idx; //> last node index
690 int edge_idx = cells.boundary(i, 0) - 1;
691 free_edge [0] = cells.boundary(i, 1) - 1;
692 free_edge [1] = cells.boundary(i, 2) - 1;
693 free_edge [2] = cells.boundary(i, 3) - 1;
694 node_idx [0] = edges.boundary(edge_idx , 0) - 1;
695 node_idx[last_idx =1] = edges.boundary(edge_idx , 1) - 1;
696 for(int loop_count = 0; last_idx < 3 && loop_count < 4; ++
loop_count)
697 {
698 for(int j = 0; j < 3 ; ++j)
699 {
700 //> free_edge
701 edge_idx = free_edge[j];
702 if(edge_idx < 0)
703 continue;
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704 int node1 = edges.boundary(edge_idx , 0) - 1;
705 int node2 = edges.boundary(edge_idx , 1) - 1;
706 if (node_idx[last_idx] == node1)
707 {
708 free_edge[j] = -1;
709 node_idx [++ last_idx] = node2;
710 break;
711 }
712 if (node_idx[last_idx] == node2)
713 {
714 free_edge[j] = -1;
715 node_idx [++ last_idx] = node1;
716 break;
717 }
718 }
719 assert(loop_count < 3);
720 }
721 all_cells[i][0] = node_idx [0];
722 all_cells[i][1] = node_idx [1];
723 all_cells[i][2] = node_idx [2];
724 all_cells[i][3] = node_idx [3];
725 }
726
727 //> Check contents under po (electric potential)
728 class ItmNs::Itm::edge::fluid ::po & po = edge.fluid.po;
729 std::clog << std::left << setw (35) << "po.value (0).extent (0):
_______" <<
730 edge.fluid.po.value.extent (0) << std::endl;
731 std::clog << std::left << setw (35) << "po.value (0).scalar.extent
(0): ___" <<
732 edge.fluid.po.value (0).scalar.extent (0) << std::endl;
733
734 int num_ni_species = edge.fluid.ni.extent (0);
735 std::clog << "Number of Ion Density species:" << num_ni_species
<<
736 std::endl;
737 int num_ti_species = edge.fluid.ti.extent (0);
738 std::clog << "Number of Ion Temperature species:" <<
num_ti_species <<
739 std::endl;
740
741 int num_subgrids = grid.subgrids.extent (0);
742 std:: subgridName[num_subgrids ];
743 std::clog << "num_subgrids: "<< num_subgrids << std::endl;
744 std::clog << "Setting scalars" << std::endl;
745 for(int i = 0; i < num_subgrids; i++)
746 {
747 int subgrid_class = grid.subgrids(i).list (0).cls(0);
748 int ind_num = grid.subgrids(i).list (0).ind.extent (0);
749 subgridName[i] = grid.subgrids(i).id;
750 int indset_found = grid.subgrids(i).list (0).indset.extent (0);
751 //> grid.subgrids(i).list (0).indset contains range for certain
subgrid.
752 //> If indset is not found then also there is no range for
that subgrid.
753 std::clog << std::left << "Subgrid id number: " << setw (2) <<
i+1 <<
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754 " Subgrid name: " << setw (18) << subgridName[i] << " Subgrid
class: " <<
755 setw (1) << subgrid_class << " ";
756 int range0 = 0;
757 int range1 = 0;
758 int range_found;
759 int start_index;
760 int end_index;
761 int jIndex = 0;
762 int array_size;
763 if(indset_found > 0)
764 {
765 int range_size = grid.subgrids(i).list (0).indset (0).range.
extent (0);
766 if(range_size > 1)
767 {
768 range_found = 1;
769 range0 = grid.subgrids(i).list (0).indset (0).range (0) - 1;
770 range1 = grid.subgrids(i).list (0).indset (0).range (1);
771 start_index = range0;
772 end_index = range1;
773 std::clog << std::left << " range: " << setw (4) << range0
+1 <<
774 " - " << setw (4) << range1;
775 array_size = end_index - start_index;
776 } else
777 {
778 std::clog << "Range is either EMPTY or it doesn't exist"
<<
779 std::endl;
780 }
781 } else
782 {
783 range_found = 0;
784 start_index = grid.subgrids(i).list (0).ind(0,0) - 1;
785 end_index = grid.subgrids(i).list (0).ind(ind_num -1,0) - 1;
786 std::clog << std::left << setw (19) << "range: not found";
787 array_size = ind_num;
788 }
789 int index_array[array_size ];
790 std::clog << " index_Array size: " <<
791 sizeof(index_array)/sizeof(* index_array) << std::endl;
792 if(range_found == 1)
793 {
794 for(int j = start_index; j < end_index; j++)
795 {
796 index_array[j-start_index] = j;
797 }
798 } else
799 {
800 for(int j = 0; j < ind_num; j++)
801 {
802 jIndex = grid.subgrids(i).list (0).ind(j,0) - 1;
803 index_array[j] = jIndex;
804 }
805 }
806
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807 int size = (sizeof(index_array)/sizeof(* index_array));
808
809 vtkSmartPointer <vtkCellArray > subgridCellArray =
810 vtkSmartPointer <vtkCellArray >:: New();
811
812 //> ELECTRON TEMPERATURE creating array
813 vtkSmartPointer <vtkDoubleArray > electronTemperatureArray =
814 fSetValuesArrayBase(size , "Electron Temperature");
815
816 //> ELECTRON DENSITY creating array
817 vtkSmartPointer <vtkDoubleArray > electronDensityArray =
818 fSetValuesArrayBase(size , "Electron Density");
819
820 //> ELECTRIC POTENTIAL creating array
821 vtkSmartPointer <vtkDoubleArray > electricPotentialArray =
822 fSetValuesArrayBase(size , "Electric Potential");
823
824 if(subgrid_class == 0)
825 {
826 //> POINTS/NODES
827 vtkSmartPointer <vtkUnstructuredGrid >
subgridPointsUnstructuredGrid =
828 vtkSmartPointer <vtkUnstructuredGrid >::New();
829 //> Getting vertex colored by reading scalars from electron
density
830 //> subgrids (nodes)
831 int ne_subgrid_num = edge.fluid.ne.value.extent (0);
832 for(int n = 0; n < ne_subgrid_num; n++)
833 {
834 int ne_subgrid_ind = edge.fluid.ne.value(n).subgrid;
835 if(i+1 == edge.fluid.ne.value(n).subgrid)
836 //> +1 because in CPO index starts with 1 and not with 0
837 //> as in C++
838 {
839 vtkSmartPointer <vtkCellArray > subgridVertices =
840 vtkSmartPointer <vtkCellArray >::New();
841 vtkSmartPointer <vtkVertex > subgridVertex =
842 vtkSmartPointer <vtkVertex >:: New();
843
844 electronDensityArray ->SetNumberOfValues(size);
845 for(int j = 0; j < size; j++)
846 {
847 points ->InsertNextPoint(nodes.geo(index_array[j], 0),
848 nodes.geo(index_array[j], 1), 0.0);
849 subgridVertex ->GetPointIds ()->SetId(0, j);
850 subgridVertices ->InsertNextCell(subgridVertex);
851 electronDensityArray ->SetComponent(j, 0,
852 edge.fluid.ne.value(n).scalar(j));
853 }
854 //> To add new array Electron Density (Cells) as
unstructuredGrid
855 subgridPointsUnstructuredGrid ->SetPoints(points);
856 subgridPointsUnstructuredGrid ->SetCells(
857 VTK_VERTEX , subgridVertices);
858 subgridPointsUnstructuredGrid ->GetCellData ()->AddArray(
859 electronDensityArray);
860 }
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861 }
862
863 //> Getting vertex colored by reading scalars from electron
864 //> temperature subgrids (nodes)
865 int te_subgrid_num = edge.fluid.te.value.extent (0);
866 for(int n = 0; n < te_subgrid_num; n++)
867 {
868 int te_subgrid_ind = edge.fluid.te.value(n).subgrid;
869 if(i+1 == edge.fluid.te.value(n).subgrid)
870 //> +1 because in CPO index starts with 1 and not with 0
871 //> as in C++
872 {
873 vtkSmartPointer <vtkCellArray > subgridVertices =
874 vtkSmartPointer <vtkCellArray >::New();
875 vtkSmartPointer <vtkVertex > subgridVertex =
876 vtkSmartPointer <vtkVertex >:: New();
877 electronTemperatureArray ->SetNumberOfValues(size);
878 for(int j = 0; j < size; j++)
879 {
880 points ->InsertNextPoint(nodes.geo(index_array[j], 0),
881 nodes.geo(index_array[j], 1), 0.0);
882 subgridVertex ->GetPointIds ()->SetId(0, j);
883 subgridVertices ->InsertNextCell(subgridVertex);
884 electronTemperatureArray ->SetComponent(j, 0,
885 edge.fluid.te.value(n).scalar(j));
886 }
887
888 //> To add new array Electron Temperature (Cells) as
889 //> unstructuredGrid
890 subgridPointsUnstructuredGrid ->SetPoints(points);
891 subgridPointsUnstructuredGrid ->SetCells(
892 VTK_VERTEX , subgridVertices);
893 subgridPointsUnstructuredGrid ->GetCellData ()->AddArray(
894 electronTemperatureArray);
895 }
896 }
897 //> Getting vertex colored by reading scalars from ion
density
898 //> subgrids (nodes)
899 for(int k = 0; k < num_ni_species; k++)
900 {
901 std:: string ion_charge = edge.species(k).label;
902 stringstream ni_species_num2str;
903 ni_species_num2str << k+1;
904 string ni_species_num_str = ni_species_num2str.str();
905 std:: string ni_array_label;
906 if (k < 9)
907 {
908 ni_array_label = "Ion Density 0" + ni_species_num_str +
909 ion_charge;
910 } else
911 {
912 ni_array_label = "Ion Density " + ni_species_num_str +
913 ion_charge;
914 }
915 vtkSmartPointer <vtkDoubleArray > ionDensityArray =
916 fSetValuesArrayBase(size , ni_array_label);
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917 int ni_subgrid_num = edge.fluid.ni(k).value.extent (0);
918 for(int n = 0; n < ni_subgrid_num; n++)
919 {
920 int ni_subgrid_ind = edge.fluid.ni(k).value(n).subgrid;
921 if(i+1 == edge.fluid.ni(k).value(n).subgrid)
922 //> +1 because in CPO index starts with 1 and not with 0
923 //> as in C++
924 {
925 vtkSmartPointer <vtkCellArray > subgridVertices =
926 vtkSmartPointer <vtkCellArray >::New();
927 vtkSmartPointer <vtkVertex > subgridVertex =
928 vtkSmartPointer <vtkVertex >:: New();
929 ionDensityArray ->SetNumberOfValues(size);
930 for(int j = 0; j < size; j++)
931 {
932 points ->InsertNextPoint(nodes.geo(index_array[j], 0)
,
933 nodes.geo(index_array[j], 1), 0.0);
934 subgridVertex ->GetPointIds ()->SetId(0, j);
935 subgridVertices ->InsertNextCell(subgridVertex);
936 ionDensityArray ->SetComponent(j, 0, edge.fluid.
937 ni(k).value(n).scalar(j));
938 }
939
940 //> To add new array Electron Density (Cells) as
unstructuredGrid
941 subgridPointsUnstructuredGrid ->SetPoints(points);
942 subgridPointsUnstructuredGrid ->SetCells(
943 VTK_VERTEX , subgridVertices);
944 subgridPointsUnstructuredGrid ->GetCellData ()->AddArray
(
945 ionDensityArray);
946 }
947 }
948 }
949
950 //> Getting vertex colored by reading scalars from ion
Temperature
951 //> subgrids (nodes)
952 for(int k = 0; k < num_ti_species; k++)
953 {
954 vtkSmartPointer <vtkDoubleArray > ionTemperatureArray =
955 fSetValuesArrayBase(size , "Ion Temperature");
956 int ti_subgrid_num = edge.fluid.ti(k).value.extent (0);
957 for(int n = 0; n < ti_subgrid_num; n++)
958 {
959 int ti_subgrid_ind = edge.fluid.ti(k).value(n).subgrid;
960 if(i+1 == edge.fluid.ti(k).value(n).subgrid)
961 //> +1 because in CPO index starts with 1 and not with 0
962 //> as in C++
963 {
964 vtkSmartPointer <vtkCellArray > subgridVertices =
965 vtkSmartPointer <vtkCellArray >:: New();
966 vtkSmartPointer <vtkVertex > subgridVertex =
967 vtkSmartPointer <vtkVertex >:: New();
968 ionTemperatureArray ->SetNumberOfValues(size);
969 for(int j = 0; j < size; j++)
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970 {
971 points ->InsertNextPoint(
972 nodes.geo(index_array[j], 0),
973 nodes.geo(index_array[j], 1), 0.0);
974 subgridVertex ->GetPointIds ()->SetId(0, j);
975 subgridVertices ->InsertNextCell(subgridVertex);
976 ionTemperatureArray ->SetComponent(j, 0,
977 edge.fluid.ti(k).value(n).scalar(j));
978 }
979
980 //> To add new array Electron Temperature (Cells)
981 //> as unstructuredGrid
982 subgridPointsUnstructuredGrid ->SetPoints(points);
983 subgridPointsUnstructuredGrid ->SetCells(
984 VTK_VERTEX , subgridVertices);
985 subgridPointsUnstructuredGrid ->GetCellData ()->AddArray
(
986 ionTemperatureArray);
987 }
988 }
989 }
990
991 //> Getting vertex colored by reading scalars from electric
potential
992 //> subgrids (nodes): There is no data for electric
potential nodes.
993 int num_blocks = mainMB ->GetNumberOfBlocks ();
994 mainMB ->SetBlock(num_blocks , subgridPointsUnstructuredGrid);
995 mainMB ->GetMetaData ((unsigned int) num_blocks)->Set(
996 vtkCompositeDataSet ::NAME(), subgridName[i]. c_str());
997 }
998 else if(subgrid_class == 1) //>LINES
999 {
1000 vtkSmartPointer <vtkUnstructuredGrid >
subgridLinesUnstructuredGrid =
1001 vtkSmartPointer <vtkUnstructuredGrid >::New();
1002 vtkSmartPointer <vtkCellArray > subgridLinesArray =
1003 vtkSmartPointer <vtkCellArray >::New();
1004 for(int j = 0; j < size; j++)
1005 {
1006 vtkSmartPointer <vtkLine > subgridLine =
1007 vtkSmartPointer <vtkLine >:: New();
1008
1009 int line_ind_0 = edges.boundary(index_array[j],0) -1;
1010 int line_ind_1 = edges.boundary(index_array[j],1) -1;
1011
1012 subgridLine ->GetPointIds ()->SetId(0, line_ind_0);
1013 subgridLine ->GetPointIds ()->SetId(1, line_ind_1);
1014 subgridLinesArray ->InsertNextCell(subgridLine);
1015 }
1016 subgridLinesUnstructuredGrid ->SetPoints(points);
1017 subgridLinesUnstructuredGrid ->SetCells(VTK_LINE ,
subgridLinesArray);
1018
1019 //> Getting all subgrids to main block
1020 int num_blocks = mainMB ->GetNumberOfBlocks ();
1021 mainMB ->SetBlock(num_blocks , subgridLinesUnstructuredGrid);
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1022 mainMB ->GetMetaData ((unsigned int) num_blocks)->
1023 Set(vtkCompositeDataSet ::NAME(), subgridName[i]. c_str());
1024 }
1025 else if(subgrid_class == 2) //>CELLS
1026 {
1027 for(int j = 0; j < size; j++)
1028 {
1029 subgridQuad ->GetPointIds ()->
1030 SetId(0,all_cells[index_array[j]][0]);
1031 subgridQuad ->GetPointIds ()->
1032 SetId(1,all_cells[index_array[j]][1]);
1033 subgridQuad ->GetPointIds ()->
1034 SetId(2,all_cells[index_array[j]][2]);
1035 subgridQuad ->GetPointIds ()->
1036 SetId(3,all_cells[index_array[j]][3]);
1037 subgridCellArray ->InsertNextCell(subgridQuad);
1038
1039 //> ELECTRON DENSITY and ELECTRON TEMPERATURE
1040 electronDensityArray ->SetComponent(j, 0,
1041 edge.fluid.ne.value (0).scalar(index_array[j]));
1042 electronTemperatureArray ->SetComponent(j, 0,
1043 edge.fluid.te.value (0).scalar(index_array[j]));
1044 electricPotentialArray ->SetComponent(j, 0,
1045 edge.fluid.po.value (0).scalar(index_array[j]));
1046 }
1047 vtkSmartPointer <vtkUnstructuredGrid >
subgridCellsUnstructuredGrid =
1048 vtkSmartPointer <vtkUnstructuredGrid >:: New();
1049
1050 subgridCellsUnstructuredGrid ->SetPoints(points);
1051 subgridCellsUnstructuredGrid ->SetCells(VTK_QUAD ,
subgridCellArray);
1052
1053 //> Setting Electron Density and Electron Temperature to
1054 //> UnstructuredGrid
1055 subgridCellsUnstructuredGrid ->GetCellData ()->AddArray(
1056 electronTemperatureArray);
1057 subgridCellsUnstructuredGrid ->GetCellData ()->AddArray(
1058 electronDensityArray);
1059 subgridCellsUnstructuredGrid ->GetCellData ()->AddArray(
1060 electricPotentialArray);
1061
1062 //> ION DENSITY
1063 for(int k = 0; k < num_ni_species; k++)
1064 {
1065 std:: string ion_charge = edge.species(k).label;
1066 stringstream ni_species_num2str;
1067 ni_species_num2str << k+1;
1068 string ni_species_num_str = ni_species_num2str.str();
1069 std:: string ni_array_label;
1070 if (k < 9)
1071 {
1072 ni_array_label = "Ion Density 0" + ni_species_num_str +
1073 ion_charge;
1074 } else
1075 {
1076 ni_array_label = "Ion Density " + ni_species_num_str +
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1077 ion_charge;
1078 }
1079 vtkSmartPointer <vtkDoubleArray > ionDensityArray =
1080 fSetValuesArrayBase(size , ni_array_label);
1081 for(int j =0; j < size; j++)
1082 {
1083 ionDensityArray ->SetComponent(j, 0,
1084 edge.fluid.ni(k).value (0).scalar(index_array[j]));
1085 }
1086 subgridCellsUnstructuredGrid ->GetCellData ()->AddArray(
1087 ionDensityArray);
1088 }
1089
1090 //> ION TEMPERATURE
1091 for(int k = 0; k < num_ti_species; k++)
1092 {
1093 vtkSmartPointer <vtkDoubleArray > ionTemperatureArray =
1094 fSetValuesArrayBase(size , "Ion Temperature");
1095 for(int j =0; j < size; j++)
1096 {
1097 ionTemperatureArray ->SetComponent(j, 0,
1098 edge.fluid.ti(k).value (0).scalar(index_array[j]));
1099 }
1100 subgridCellsUnstructuredGrid ->GetCellData ()->AddArray(
1101 ionTemperatureArray);
1102 }
1103
1104 //> Getting all subgrids to main multiblockdataset block
1105 int num_blocks = mainMB ->GetNumberOfBlocks ();
1106 mainMB ->SetBlock(num_blocks , subgridCellsUnstructuredGrid);
1107 mainMB ->GetMetaData ((unsigned int) num_blocks)->Set(
1108 vtkCompositeDataSet ::NAME(), subgridName[i]. c_str());
1109 }
1110 }
1111 output ->ShallowCopy(mainMB);
1112 itm.close();
1113 #endif // IMAS_IDS
1114 return 1;
1115 }
1116
1117 void ReadUALEdge :: PrintSelf(ostream& os, vtkIndent indent)
1118 {
1119 this ->Superclass :: PrintSelf(os, indent);
1120 }
Izpis 5: Complete code in ReadUALEdge.cxx le.
E2. ReadUALEdge.h
1 #ifndef __ReadUALEdge_h
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2 #define __ReadUALEdge_h
3
4 #include "UALClasses.h"
5 #include <iostream >
6 #include <fstream >
7 #include <string >
8 #include "vtkSmartPointer.h"
9 #include "vtkStringArray.h"
10 #include "vtkDataArraySelection.h"
11 #include "vtkUnstructuredGridAlgorithm.h"
12 #include <vtkMultiBlockDataSetAlgorithm.h>
13
14 using namespace std;
15
16 std::vector <std::string > findShotRun(
17 std:: string userIMASShotRunDir , std:: string user);
18
19 class ReadUALEdge : public vtkMultiBlockDataSetAlgorithm
20 {
21 public:
22
23 vtkTypeMacro(ReadUALEdge , vtkMultiBlockDataSetAlgorithm);
24 void PrintSelf(ostream& os, vtkIndent indent);
25
26 static ReadUALEdge *New();
27
28 vtkGetMacro(Shot ,int);
29 vtkSetMacro(Shot ,int);
30
31 vtkGetMacro(Run ,int);
32 vtkSetMacro(Run ,int);
33
34 vtkGetMacro(CPOLoad ,int);
35 vtkSetMacro(CPOLoad ,int);
36
37 vtkSetStringMacro(User);
38 vtkGetStringMacro(User);
39
40 vtkSetStringMacro(Device);
41 vtkGetStringMacro(Device);
42
43 protected:
44 ReadUALEdge ();
45 ~ReadUALEdge (){}
46
47 int Shot;
48 int Run;
49 int RefRun;
50 int CPOLoad;
51 char * User;
52 char * Device;
53 char * Version;
54 vtkSmartPointer <vtkStringArray > stringArray;
55
56 int RequestData(vtkInformation *, vtkInformationVector **,
57 vtkInformationVector *);
58
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59 private:
60 ReadUALEdge(const ReadUALEdge &); // Not implemented.
61 void operator=(const ReadUALEdge &); // Not implemented.
62 };
63
64 #endif
Izpis 6: Complete code in ReadUALEdge.h le.
E3. ReadUALEdge.xml
1 <ServerManagerConfiguration>
2 <ProxyGroup name="sources">
3 <SourceProxy name="UAL Edge" class="ReadUALEdge" label="UAL Edge IDS">
4 <Documentation
5 long_help="Read an Edge IDS"
6 short_help="Read an Edge IDS">
7 </Documentation>
8
9 <IntVectorProperty
10 name="Shot"
11 command="SetShot"
12 number_of_elements="1"
13 default_values="16151"
14 panel_visibility="default" >
15 <IntRangeDomain name="range"/>
16 <Documentation>
17 The values of this property sets the Shot number.
18 </Documentation>
19 </IntVectorProperty>
20
21 <IntVectorProperty
22 name="Run"
23 command="SetRun"
24 number_of_elements="1"
25 default_values="1000"
26 panel_visibility="default" >
27 <IntRangeDomain name="range"/>
28 <Documentation>
29 The values of this property sets the Run number.
30 </Documentation>
31 </IntVectorProperty>
32
33 <StringVectorProperty
34 name="User"
35 label="User"
36 command="SetUser"
37 number_of_elements="1"
38 default_values="kosl"
39 panel_visibility="default"
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40 immediate_update="true">
41 <Documentation>
42 This property specifies the user for the UAL Database.
43 </Documentation>
44 </StringVectorProperty>
45
46 <StringVectorProperty
47 name="Device"
48 label="Device"
49 command="SetDevice"
50 number_of_elements="1"
51 default_values="solps-iter"
52 panel_visibility="default">
53 <Documentation>
54 This property specifies the Device for the UAL Database.
55 </Documentation>
56 </StringVectorProperty>
57
58 <Property name="Refresh" command="Modified" panel_widget="
command_button" width="5"/>
59
60 <IntVectorProperty
61 name="CPOLoad"
62 label="List Shot/Runs"
63 command="SetCPOLoad"
64 number_of_elements="1"
65 default_values="0"
66 panel_visibility="default" >
67 <BooleanDomain name="bool"/>
68 <Documentation>
69 This checkbox opens the IDS list for specified
user.
70 </Documentation>
71 </IntVectorProperty>
72
73 <StringVectorProperty
74 name="ShotRunList"
75 label="IDS Shot/Runs"
76 number_of_elements="0"
77 number_of_elements_per_command="2"
78 element_types="2"
79 repeat_command ="1"
80 panel_visibility="default">
81 <Documentation>
82 List of avaiable Shot/Run-s for specified user.
83 </Documentation>
84 <Hints>
85 <WidgetHeight number_of_rows="12" />
86 <PropertyWidgetDecorator type="my_decorator"/>
87 </Hints>
88 </StringVectorProperty>
89 <Hints>
90 <ShowInMenu category="IMAS" />
91 </Hints>
92 </SourceProxy>
93 </ProxyGroup>
94 </ServerManagerConfiguration>
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Izpis 7: Complete code in ReadUALEdge.xml le.
E4. pqMyPropertyWidgetDecorator.cxx
1 #include "pqMyPropertyWidgetDecorator.h"
2
3 #include "pqCoreUtilities.h"
4 #include "pqPropertyWidget.h"
5 #include "vtkCommand.h"
6 #include "vtkSMProperty.h"
7 #include "vtkSMProxy.h"
8 #include "vtkSMStringVectorProperty.h"
9 #include "vtkSMUncheckedPropertyHelper.h"
10 #include "ReadUALEdge.h"
11 #include "pqPropertyLinks.h"
12
13 // --------------------------------------------------------------
14 pqMyPropertyWidgetDecorator :: pqMyPropertyWidgetDecorator(
15 vtkPVXMLElement* config , pqPropertyWidget* parentObject)
16 : Superclass(config , parentObject)
17 {
18 vtkSMProxy* proxy = parentObject ->proxy ();
19 vtkSMProperty* prop = proxy? proxy ->GetProperty("CPOLoad") :
NULL;
20 if (!prop)
21 {
22 qDebug("Could not locate property named 'CPOLoad '. "
23 "pqMyPropertyWidgetDecorator will have no effect.");
24 return;
25 }
26
27 this ->ObservedObject = prop;
28 this ->ObserverId = pqCoreUtilities :: connect(
29 prop , vtkCommand :: UncheckedPropertyModifiedEvent ,
30 this , SIGNAL(visibilityChanged ()));
31
32 vtkSMProperty* prop_user = proxy? proxy ->GetProperty("User") :
NULL;
33 this ->ObserverId = pqCoreUtilities :: connect(
34 prop_user , vtkCommand :: UncheckedPropertyModifiedEvent ,
35 this , SIGNAL(visibilityChanged ()));
36
37
38 vtkSMProperty* prop_list = proxy? proxy ->GetProperty("
ShotRunList") : NULL;
39 }
40
41 // --------------------------------------------------------------
42 pqMyPropertyWidgetDecorator ::~ pqMyPropertyWidgetDecorator ()
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43 {
44 if (this ->ObservedObject && this ->ObserverId)
45 {
46 this ->ObservedObject ->RemoveObserver(this ->ObserverId);
47 }
48 }
49
50 // --------------------------------------------------------------
51 bool pqMyPropertyWidgetDecorator :: canShowWidget(bool show_advanced
) const
52 {
53 pqPropertyWidget* parentObject = this ->parentWidget ();
54 vtkSMProxy* proxy = parentObject ->proxy ();
55 vtkSMProperty* prop = proxy? proxy ->GetProperty("CPOLoad") :
NULL;
56 if (prop)
57 {
58 double value = vtkSMUncheckedPropertyHelper(prop).GetAsInt ();
59 if (value ==0)
60 {
61 return false;
62 }
63 }
64
65 // Extracting available Shot/Runs from the user , defined in the
66 // "User" text box , and adding them to the Shot/Run list
67 vtkSMProperty* prop_user = proxy? proxy ->GetProperty("User") :
NULL;
68 vtkSMStringVectorProperty* prop_user_strVec =
69 dynamic_cast <vtkSMStringVectorProperty *>(proxy ->GetProperty("
User"));
70 std::vector <std::string > UserShotRunList;
71
72 vtkSMProperty* prop_list = proxy? proxy ->GetProperty("
ShotRunList") : NULL;
73
74 const char *user;
75 if(prop_user)
76 {
77 // Getting text currently in"User" checkbox to string
78 std::clog << "---prop_user Printself ---: " << std::endl;
79 prop_user ->PrintSelf(std::clog , vtkIndent ());
80 user = vtkSMUncheckedPropertyHelper(prop_user).GetAsString ();
81 }
82 if(prop_list)
83 {
84 // Getting text currently in"User" checkbox to string
85 std::clog << "---prop_list Printself ---: " << std::endl;
86 prop_list ->PrintSelf(std::clog , vtkIndent ());
87 }
88
89 // Getting the users $HOME directory
90 std:: string cmd = "echo ~" + string(user);
91 char buffer [128];
92 std:: string homedir = "";
93 FILE* pipe = popen(cmd.c_str(), "r");
94
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95 if (!pipe) std::clog << "popen() failed!" << std::endl;
96 try
97 {
98 while (!feof(pipe))
99 {
100 if (fgets(buffer , 128, pipe) != NULL)
101 homedir += buffer;
102 }
103 } catch (...)
104 {
105 pclose(pipe);
106 throw;
107 }
108 pclose(pipe);
109
110 // Example of userIMASShotRunDir:
111 // /home/ITER/penkod/public/imasdb/solps -iter /3/0
112 std:: string userIMASShotRunDir = homedir + "/public/imasdb/solps
-iter /3/0";
113 userIMASShotRunDir.erase(std:: remove(userIMASShotRunDir.begin (),
114 userIMASShotRunDir.end(), '\n'), userIMASShotRunDir.end());
115 UserShotRunList = findShotRun(userIMASShotRunDir , string(user));
116
117 vtkSMProperty* prop_SHlist = proxy? proxy ->GetProperty(
118 "ShotRunList") : NULL;
119 if (! prop_SHlist)
120 {
121 qDebug("Could not locate property named 'ShotRunList '. "
122 "pqMyPropertyWidgetDecorator will have no effect.");
123 }
124 else if (prop_SHlist)
125 {
126 vtkSMStringVectorProperty* prop_SHlist_strVec =
127 dynamic_cast <vtkSMStringVectorProperty *>(proxy ->GetProperty(
128 "ShotRunList"));
129 for(int i = 0; i < UserShotRunList.size(); i++)
130 {
131 // Filling the Shot/Run List
132 prop_SHlist_strVec ->SetElement(i, UserShotRunList[i].c_str ()
);
133 }
134 proxy ->UpdatePropertyInformation(prop_SHlist_strVec);
135 proxy ->UpdateSelfAndAllInputs ();
136 }
137 return this ->Superclass :: canShowWidget(show_advanced);
138 }
Izpis 8: Complete code in pqMyPropertyWidgetDecorator.cxx le.
E5. pqMyPropertyWidgetDecorator.h
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1 #ifndef __pqMyPropertyWidgetDecorator_h
2 #define __pqMyPropertyWidgetDecorator_h
3
4 #include "pqPropertyWidgetDecorator.h"
5 #include "vtkWeakPointer.h"
6 class vtkObject;
7
8 class pqMyPropertyWidgetDecorator : public
pqPropertyWidgetDecorator
9 {
10 Q_OBJECT
11 typedef pqPropertyWidgetDecorator Superclass;
12 public:
13 pqMyPropertyWidgetDecorator(
14 vtkPVXMLElement* config , pqPropertyWidget* parentObject);
15 virtual ~pqMyPropertyWidgetDecorator ();
16
17 virtual bool canShowWidget(bool show_advanced) const;
18 private:
19 Q_DISABLE_COPY(pqMyPropertyWidgetDecorator)
20
21 vtkWeakPointer <vtkObject > ObservedObject;
22 unsigned long ObserverId;
23 };
24
25 #endif
Izpis 9: Complete code in pqMyPropertyWidgetDecorator.h le.
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