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En el presente trabajo de investigación se pretende plantear un análisis comparativo de 
modelos y estándares sobre evaluar la calidad del producto software, tomando como 
referencia una empresa de desarrollo de software, a fin de determinar los componentes de 
evaluación que esta toma en cuenta, de acuerdo a los requerimientos que sus clientes le 
formulan. La calidad del software desde toda perspectiva compleja y muchas veces tomada 
de manera subjetiva, dista mucho de ello, ya que se basa en modelos y métricas que intentan 
determinar distintos aspectos que afectan el proceso de desarrollo y la presentación del 
producto software como tal.  
 
El resultado a presentar en lo referente a la medición y evaluación de componentes para la 
calidad de software. aportarán al mejoramiento del software en su elaboración y posterior 
desempeño dentro de un escenario empresarial; consecuentemente se busca un incremento 
de la competitividad de quienes desarrollan productos software en la presentación de 
mejores las aplicaciones y sistemas competitivos en un mundo globalizado. 
 
La espera explícita a las características de la casta del programa puede acarrear a ahorros 
significativos en los costos del ciclo de trascendencia del software. El estamento verdadero 
del programa impone limitaciones específicas a nuestro alcance de determinar de modo 
automática y cuantitativa la ralea del software. 
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This research paper aims to propose a comparative analysis of models and standards on 
evaluating the quality of the software product, taking as reference a software development 
company, in order to determine the evaluation components that it takes into account, in 
agreement to the requirements that its customers formulate. The quality of the software from 
any complex perspective and often taken in a subjective way, is far from it, since it is based 
on models and metrics that try to determine different aspects that affect the development 
process and the presentation of the software product as such. 
 
The result to be presented in relation to the measurement and evaluation of components for 
software quality. They will contribute to the improvement of the software in its elaboration 
and subsequent performance within a business scenario; consequently, an increase in the 
competitiveness of those who develop software products in the presentation of better 
competitive applications and systems in a globalized world is sought. 
 
Explicit interest to the traits of software program pleasant can cause widespread financial 
savings in the prices of the software program existence cycle. The modern-day state of the 
software program imposes specific barriers on our ability to routinely and quantitatively 
compare the quality of the software program. 
  
Keywords: Software quality, software engineering, evaluation metrics, software models. 
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1.1. Realidad problemática 
La Industria del software desde su surgimiento influye notablemente en el desarrollo 
de las empresas, según el Reporte del Caos del año 2014 (Clancy, 2014), en el 43% 
de los casos los proyectos de software no cumplen con el cronograma, el presupuesto 
o las funciones requeridas, el 18% del total de los proyectos se cancelan antes de la 
terminación o estos se entregan y nunca son utilizados. Es por esto que resulta clave 
garantizar una adecuada calidad tanto del proceso y del producto. En el caso del 
producto de software, existen modelos y estándares para evaluar dicha calidad, como: 
el Modelo de McCall, el Modelo de Boehm, el Modelo de FURPS, la norma ISO/IEC 
9126, la ISO/IEC 25010, Modelo de Integración de Modelos de Madurez de 
Capacidades o Capability Maturity Model Integration (CMMI-DEV), ISO/IEC 
15504 (Software Process Improvement Capability Determination), QualOSS 
(Quality of Open Source Software), QSOS (Qualification and Selection Open 
Source), SCORM (Sharable Content Object Reference Model), ISO 12207 (Modelos 
de Ciclos de Vida del Software), ISO 14598 (Evaluación de productos de software), 
entre otros. 
 
En realidad, los productos de software están aumentando rápidamente y se utilizan 
en casi todas las actividades de la vida humana. En consecuencia, evaluar y 
determinar la especie de un producto de programa se ha convertido en una profesión 
apreciación para muchas empresas. Se han propuesto varios modelos para agraciar a 
diversos tipos de usuarios con problemas de calidad. La madurez de técnicas para 
suscitar programa ha influido en el origen de modelos para calcular el linaje. Desde 
2000, el edificio de programa comenzó a servir de componentes generados o 
fabricados y dio extensión a nuevos desafíos para contar la raza. Estos componentes 
introducen nuevos conceptos como la configurabilidad, reutilización, disponibilidad, 
mejor calaña y benjamín marihuana. En consecuencia, los modelos se clasifican en 
modelos básicos que se desarrollaron hasta el año 2000, y aquellos basados en 
componentes llamados modelos de raza a metro. La sorpresa de saliente artículo es 
apodar los principales modelos con sus puntos fuertes y abalizar algunas deficiencias. 
  
En saliente encargo, concluimos que, en la era efectivo, los aspectos de las 
comunicaciones juegan un ambiente sabroso en el linaje del software (Miguel, 
Mauricio y Rodríguez, 2014). 
 
Para Jenkins (2007) las empresas de programa, la clase es uno de los factores de 
competitividad más importantes, el avatar de una perspectiva mecanicista a una 
vertiente que reconoce la verdad de desazón y diferencia ambiental es indiscutible en 
la estimación decisiva de condición auténtico en contextos organizacionales. 
Anteriormente, el tipo dictador para la formulación de estrategias era un juicio 
moribundo para identificar la mejor gestión entre una disposición y su medio. Este 
ajuste se base en la intriga de un esfera soslayable e pasmado, que, por virtual, nones 
es así. Además, oriente ajuste buscó los mejores medios para aparecer un explicación 
último y una presagio exhaustivos y predecibles, concordantes con la racionalidad 
eficaz / técnica. Según Henry Mintzberg, un teórico en convenio e indagación 
organizacional, el esquema, la proyecto y el posicionamiento de las escuelas de 
consideración en el pacto estratégico reflejan esta ilusión y tienden a ser muy 
prescriptivos. 
 
Para Paz y Pow-Sang (2016), la usabilidad es uno de los aspectos más importantes 
de la calidad del software, varios se han desarrollado métodos para establecer 
técnicas capaces de evaluar esto atributo de las primeras fases del proceso de 
desarrollo de software. Sin embargo, la elección del método más apropiado para un 
escenario particular sigue siendo una decisión difícil, debido a la existencia de una 
gran cantidad de enfoques que se describen en la literatura para este propósito. Por 
lo tanto, se realizó una revisión sistemática de mapeo para identificar las técnicas de 
evaluación de usabilidad más utilizadas en desarrollos de software. Un total de Se 
identificaron 1169 estudios, de los cuales solo 215 estudios fueron seleccionados para 
esta revisión. Según el análisis, la mayoría de los estudios de casos establecen el uso 
de cuestionarios de usabilidad como herramienta de evaluación. Además, la 
informática de salud y las aplicaciones web son el software dominio y tipo de 
aplicación que se informa con frecuencia en estas evaluaciones. Este El trabajo ha 
permitido alcanzar resultados prometedores en esta área. Está destinado a ser una 
  
guía para especialistas para apoyar la elección del método más adecuado para un 
escenario particular.  
 
Según García et al. (2015) en Perú, las empresas de creación de programa han 
mostrado una gran actividad económica. En los últimos años, han tenido un 
acrecentamiento impuesto del 15 por ciento anual (2003 a 2011), con cifras de ventas 
para la misma división que aumentó de $ 85 millones a $ 239 millones. De todas las 
empresas que forman noticiero de esta fábrica, el 63 por ciento son microempresas y 
el 27 por ciento son pequeñas empresas. Esta notificación es consistente con los 
resultados obtenidos. En un estudio patrocinado por el Banco Mundial en 2010 en 
micro, pequeño y mediano empresas (MIPYME) en todo el mundo. Después de 
examinar 132 economías, en la investigación se concluyó que hay más de 125 
millones MIPYMES, 13.763.465 de las cuales se encuentran en América Latina y el 
Caribe. En 46 de las 132 economías analizadas, Las MIPYMES se consideran 
empresas con hasta 250 empleados. Si bien no es imaginario sobrevenir un en serie 
de cargo para todos los países, cuando sea creíble, las MIPYMES se clasifican de la 
próxima forma: microempresas: de uno a nueve empleados; pequeñas empresas: de 
10 a 49 empleados; y medianas empresas: de 50 a 249 empleados. 
 
Dávila, Melendez y Flores (2006) mencionan que la calidad del software tiene una 
expectativa creciente en el ámbito informático y la tendencia en el pensamiento 
gerencial, que pasa de una visión mecanicista / determinista de la resolución de 
problemas al proceso dinámico, caracterizada por ciclos iterativos y la participación 
activa de todos los interesados, también se refleja en el desarrollo de software. La 
"comparación emergente del esquema" en la lista se manifiesta los métodos ágiles en 
el pensamiento de grana de software emergente de hoy. Los métodos ágiles se centran 
en las personas y reconocen la audacia de las personas competentes y sus noviazgos 
que contribuyen a la sazón de programa. Además, se centra en proporcionar una alta 
satisfacción del cliente a través de tres principios: entrega rápida de software de 
calidad; participación activa de los interesados; y creando y en gran medida la 
capacidad de una organización para fomentar el aprendizaje, el trabajo en equipo, la 
autoorganización y el empoderamiento personal. El aporte de respuesta y la flacidez 
se logran a través de una "heterarquía" caracterizada por equipos autoorganizados 
  
cuya delegación colaboran, improvisan según el contexto de inquietud y utilizan su 
simpatía para diligenciar problemas. Los principios teóricos de las organizaciones 
holográficas tienen una responsabilidad extrema para dilucidar los fundamentos 
conceptuales de las prácticas ágiles que comparten muchas de las características del 
método. 
 
El objetivo de la presente tesis radica mostrar un método o estándar base de 
evaluación de la calidad de software. 
 
El refrendo de usabilidad es uno de los métodos más utilizados para determinar la 
situación de usabilidad de un producto de software. Sin incautación, siempre hay 
ansiedad para valorar la mejor dialéctica que complementa las pruebas de los 
usuarios en una apreciación de usabilidad profunda. Hoy en día, la dificultad de 
muchos desarrolladores de programa es identificar una metodología apropiada, cuyos 
métodos de estimación puedan medir todos los aspectos de usabilidad de una interfaz 
de heredero. Por este motivo, realizamos una apreciación heurística como un paso 
larguero para la implementación de una declaración de usabilidad, a fin de 
cronometrar en qué metropolitano estos métodos se complementan entre sí y decretar 
las brechas que cubre cada uno de ellos. El cálculo heurístico fue realizado por cinco 
especialistas en la trayectoria de la interacción recio-computadora, quienes 
identificaron un completo de cincuenta y nueve problemas de usabilidad en un lugar 
web transaccional. Posteriormente, se realizó un testimonio de usabilidad con la 
presencia de ocho estudiantes de posgrado de un software de Maestría en Ingeniería 
Informática. Los resultados muestran que la colectividad de los problemas de 
usabilidad que se detectaron durante las pruebas de usabilidad ya había sido 
identificada por la evaluación heurística. Sin retención, hubo diferencias 
significativas en el pico que se le dio a cada desasosiego. Los expertos en usabilidad 







1.2. Antecedentes de Estudio. 
 
Huang, Wu y Chen (2013) mencionan que utilizar la Tecnología de la Información 
(TI) y los objetivos comerciales es una ocupación interesante para las empresas. La 
negociación de servicios TI (ITSM) es uno de los métodos utilizados para llegar este 
objetivo. La implementación de ITSM a menudo implica una gran inversión con 
perjuicios inesperados. Comprender cuáles son las áreas críticas y cómo gestionarlas 
puede auxiliar no romanza a resumir el plus, sino que todavía puede favorecer un 
gasto útil para las empresas. Sin requisa, existen relativamente poca formación sobre 
los factores críticos de auge (CSF) relacionados con la implementación de ITSM. 
Esta gacetilla presenta los resultados de un restaurante Delphi transformado de 
profesionales de ITSM sobre la cúspide relativa de varios CSF para implementar 
ITSM. El comienzo de Pareto identifica un completo de 13 factores, y se investigan 
los medios a espaldas de los factores. Finalmente, las implicaciones basadas en los 
hallazgos se dan para el acuerdo de la implementación de ITSM. 
 
Taft (2014) menciona que la carga de la Tecnología de la Información (TI) a la 
reducción popular es biológico. Además de ser constituyentes en el sector de 
servicios, la ayuda integral de TI puede captarse considerando que las empresas 
privadas en los Estados Unidos gastan más del 50 por ciento de todo el peculio 
trabajado en TI. Esta sabrosa inversión ha requerido rareza en el pacto de TI como 
un ministerio. Específicamente adentro del distintivo de servicio, TI juega un papel 
enjundioso en dispensar a las organizaciones a entregar un mejor servicio al cliente, 
originar nuevos clase y úrico, mejorar las relaciones con los proveedores y reponerse 
la toma de decisiones. A patrón que los sistemas de TI se vuelven más potentes y 
rentables, brindan el aparente de recopilar y averiguar datos de forma más eficiente 
y reunir y difundir noticia a los rincones más remotos del dirigible. Se interés que los 
departamentos / funciones de TI respondan con precipitación a la luz de las nuevas 
oportunidades comerciales, para acusar un ajuste financiero responsable y para 
abonar al autónomo interno y a los clientes externos. Las empresas exigen una 
prestación mejor y más disciplinada de úrico de TI para asegurar un funcionamiento 
sin problemas. Esta altura de ocupación se puede datar a través de noviazgo y noticia 
efectivas entre TI y las empresas. En respuesta a estas demandas comerciales, las 
  
organizaciones de TI están adoptando iniciativas de resarcimiento del ministerio 
como la Biblioteca de Infraestructura de TI. Los marcos de pacto de urinario IT 
(ITSM) han ayudado a las funciones de TI y a los proveedores a progresar de un 
enfoque de producto (hardware / persistencia) a ajuste de ministerio desde el período 
de 1980, y con mayor enajenación en los últimos diez años, hemos sido testigos de 
cambios importantes en los modelos de negocios, estándares, colaboraciones y 
prácticas laborales de ITSM. Además, los marcos de ITSM presentan procesos que 
transforman el enfoque y las prácticas de misión en la utilidad de urinario. Los 
marcos de responsabilidad de ITSM pueden facilitar a las organizaciones un ámbito 
para explosionar sus capacidades y recursos y transfigurar los procesos comerciales. 
 
Bauset-Carbonell y Rodenes-Adam (2013) mencionan que Los métodos, sistemas y 
índole de programas informáticos se divulgan para integrar dinámicamente fortuna 
de programa (como mingitorio web y otros posibles de programa de becerra) 
utilizando los úrico de una ventana de espaciosidad (como un alza de portal). Se 
aprovecha un arquetipo de portlet para autorizar que los portlets programáticos sirvan 
como servidores proxy para los trabajos web, extendiendo así los portlets más acullá 
de su jerarquía óptico antiguo. Se describe una interfaz de implementación y una 
interfaz del sistema para estos servidores proxy de portlet. La interfaz de 
implementación se utiliza para originar nuevos mercados web y se describe un 
aparato de pago. La interfaz del sistema permite el ajuste de la vigencia de 
ajusticiamiento de los trabajos en web por noticiero de la subida del portal. El abacero 
de mingitorio para una jerarquía personal puede poblar vinculado al proxy del portlet 
en el instante de la grana o en el espacio de realización. 
 
Valverde, Saade y Talla (2014) mencionan que la cota de profesión se puede venir a 
través de cortejo y comunicación efectivas entre TI y las empresas. En respuesta a 
estas demandas comerciales, las organizaciones de TI están adoptando iniciativas de 
remedio del ministerio como la Biblioteca de Infraestructura de TI. Los marcos de 
acuerdo de excusado IT (ITSM) han ayudado a las funciones de TI y a los 
proveedores a progresar de un enfoque de producto (hardware / empecinamiento) a 
ajuste de ocupación Desde el lapso de 1980, y con mayor exaltación en los últimos 
diez años, hemos sido testigos de cambios importantes en los modelos de negocios, 
  
estándares, colaboraciones y prácticas laborales de ITSM. Además, los marcos de 
ITSM presentan procesos que transforman el enfoque y las prácticas de misión en la 
preparación de bienes. Los marcos de compromiso de ITSM pueden favorecer a las 
organizaciones un ámbito para explosionar sus capacidades y fortuna y cambiar los 
procesos comerciales. 
 
Gómez (2012) ha planteado en su encuesta la Biblioteca de Infraestructura de 
Tecnología de la Información (ITIL) está apto para decidir las mejores prácticas, 
reingeniería y cerrar el enjuiciamiento de tabla de servicios de TI. Sin requisa, el 
marco de ITIL solo proporciona recomendaciones, y una colectividad necesita buscar 
una metodología para curar la instrucción de soporte de la ocupación de TI y adoptar 
las mejores pautas de la guarnición de ITIL.  
 
Paricahua y Quispe (2011) han planteado como la reingeniería de procesos 
comerciales significa no solo un cambio, destino una vicisitud teatral. Lo que 
constituye un cambio teatral es la revisión de las estructuras organizativas, los 
sistemas de condición, las responsabilidades de los empleados y las mediciones de 
desempeño, los sistemas de incentivos, el grana de habilidades y el uso de la 
tecnología del mensaje. La reingeniería de procesos comerciales (BPR) puede alelar 
potencialmente todos los aspectos de cómo hacemos negocios hoy. El cambio en esta 
escalera puede esculpir resultados que van desde la expansión golosa hasta el fracaso 
perfecto. El BPR exitoso puede salir en enormes reducciones en precio o el lapso del 
ciclo. También puede ocasionar mejoras sustanciales en ralea, servicio al cliente u 
otros objetivos comerciales. El ofrecimiento de BPR no está vacía: positivamente 
puede arar mejoras revolucionarias para las operaciones comerciales. La reingeniería 
puede subvencionar a una entidad agresiva a enquistarse en el remate, o transformar 
una estructuración al umbral de la grieta en un competidor patrimonio. Los éxitos 
han generado afán internacional, y ahora se están llevando a soga importantes 
esfuerzos de reingeniería en toda la tierra. Por otra división, los proyectos BPR 
pueden no actuar con el panorama inherentemente altas de la reingeniería. Encuestas 
recientes estiman que el porcentaje de fallas BPR es tan ilustre como 70%. Algunas 
organizaciones han harto grandes esfuerzos de BPR aria para datar posesiones 
marginales o también insignificantes. Otros romanza ha rematado arrasar la moral y 
  
el tiro acumulados a lo largo de la vida de la disposición. Estas fallas indican que la 
reingeniería implica un gran ímpetu. Aun así, muchas compañías están dispuestas a 
valer ese afecto porque las recompensas pueden ser asombrosas. Muchos intentos 
fallidos de BPR pueden deberse a la gresca que rodea a BPR y a cómo pasivo 
realizarse. Las organizaciones eran conscientes de que era necesitado actuar cambios, 
pero no sabían qué áreas transformarse o cómo cambiarlas. Como resultado, la 
reingeniería de procesos es un principio de arreglo que se ha adscrito por estudio y 
desliz, o, en otras palabras, destreza pericia. A medida que más y más empresas 
vuelven a trazar sus procesos, la noticia de lo que causó los éxitos o fracasos se hace 
fehaciente. 
 
Aunque sutilmente desigual, baza la reingeniería de negocios como el exotismo de 
procesos abordan el principio de rediseño de cómo las empresas realizan procesos 
estratégicos. De influencia, los dos enfoques compartieron una lista de actividades 
centrales. Debido a que los procesos estaban en el instituto de estas filosofías de 
concierto, se adoptó el lapso Reingeniería de Procesos de Negocio, o BPR, para 
achacar estos esfuerzos. Desde entonces, académicos, consultores de ajuste y 
desarrolladores de software han grandullón una miríada de libros, especie, 
seminarios, talleres y herramientas informáticas para patrocinar a las organizaciones 
a desempeñarse BPR. Hoy, muchas organizaciones han adquirido una amplia 
madurez en la ejecución de BPR. Muchos de estos expertos aún no están de pacto en 
todas las actividades necesarias para proceder BPR; Sin confiscación, las actividades 
centrales se han mantenido estables durante el debate graneado. Los desacuerdos 
pueden deberse, en noticiero, a la irregularidad de cada estructuración. Debido a que 
las organizaciones difieren, las actividades necesarias para ejecutar con expansión 
BPR además pueden apartar (Estayno et al., 2009). 
 
La casta del programa mide qué tan acertadamente está diseñado el programa (casta 
de boceto) y qué tan adecuadamente el programa se ajusta a ese boceto (estofa de 
firmeza), aunque existen varias definiciones diferentes. A menudo se describe como 




Callejas, Alarcón y Álvarez (2017) plantean que la casta del software se define como 
una esfera de memoria y habilidad que describe los atributos deseables de la especie 
de software. Existen dos enfoques principales para la casta del programa: concierto 
de defectos y atributos de calaña. Una imperfección de programa se puede meditar 
como un defecto al soportar los requisitos del adjudicatario final. Los defectos 
comunes incluyen requisitos perdidos o mal entendidos y errores en el plan, método 
sencillo, relaciones de datos, sincronización de la instrucción, demostración de fuerza 
y errores de codificación. El enfoque de pacto de defectos de programa se apoyó en 
costar y encargar defectos. Los defectos se clasifican comúnmente por ámbito, y los 
números en cada clase se utilizan para el esquema. Las organizaciones de 
florecimiento de programa más maduras usan herramientas, como matrices de 
evasión de defectos (para copular el signo de defectos que pasan por las fases de 
madurez antiguamente de la detección) y gráficos de control, para determinar y 
reponerse el ámbito del proceso de madurez. 
 
Browne et al. (2018) plantean un sistema y razonamiento para llevar a cabo una 
evaluación de linaje automatizada en un software de programa soez declaración. Un 
sistema de mecanización de prueba ejecuta una prueba en un software de programa. 
Los datos relacionados con la evidencia se recopilan automáticamente. Los datos 
incluyen la primera novedad determinada por el sistema de automatización de 
certificación en respuesta al ajusticiamiento de la afirmación. Los datos incluyen 
todavía una segunda información relacionada con el refrendo y recibida de un 
abrevadero distinto del sistema de mecanización de certificación. Se analiza la 
primera comunicado. Se genera una apreciación de especie del programa de 
programa a romper de la primera comunicación analizada y de la segunda mensaje. 
 
Dado que la sostenibilidad se convirtió en un justa en la ingeniería de software, los 
investigadores principalmente de las comunidades de ingeniería de requisitos y 
edificación de programa han contribuido a fijar el pedestal del conocimiento de 
software consciente de la sostenibilidad. A pesar de estos valiosos esfuerzos, la 
justiprecio y el apunte basados en los principios de sostenibilidad como casta de 
programa aún no se conocen proporcionadamente. No hay consenso sobre qué 
requisitos de sostenibilidad deben considerarse. Para llenar levante vacío, se diseñó 
  
una investigación con un engañoso neutral: i) determinar en qué metro los requisitos 
de casta contribuyen a la sostenibilidad de los sistemas intensivos en programa; e ii) 
identificar dependencias directas entre las dimensiones de sostenibilidad. La 
investigación involucró a diferentes audiencias impreciso (por pauta, arquitectos de 
software, profesionales de las TIC con destreza en sostenibilidad). Evaluamos el 
prestigio / importancia percibida de cada corpulencia de sostenibilidad, y los víveres 
percibida de restallar una norma de sostenibilidad en diferentes actividades de 
ingeniería de software (Condori y Lago, 2018). 
 
La tasación de la clase del programa sigue siendo el envite de importantes esfuerzos 
de indagación, con varios modelos de casta y metodologías de justiprecio propuestas. 
ISO 25010 describe la clase del software en términos de características tales como 
confiabilidad, compostura o mantenibilidad. A su vez, estas características se pueden 
contar en términos de valores de métricas de programa, estableciendo una relación 
entre las métricas de programa y la raza. Sin retención, también no existe un modelo 
hogareño basado en métricas para la calaña del programa. La heterogeneidad de 
aplicaciones de software, las definiciones métricas y las diferencias entre los modelos 
de estofa propuestos contribuyen a esto. Nuestra gacetilla propone una valoración 
longitudinal de los títulos métricos y sus noviazgos en el contexto de tres aplicaciones 
complejas de fuero franco. Cubrimos los 18 años de habladuría de desarrollo de las 
aplicaciones específicas. Exploramos títulos típicos para las métricas asociadas con 
la especie del producto de software y exploramos su progreso en el contexto de la 
sazón de software. Identificamos métricas dependientes y exploramos la inteligencia 
que la prominencia del estrato tiene en el énfasis de las dependencias. En cada obra, 
comparamos los resultados obtenidos con la obligatoriedad relacionado relevante 
para contribuir a una articulación creciente de evidencia en dirección a nuestro 
indiferente: una tasación basada en versificación de las características de linaje del 
software (Molnar, Neamtu y Motogna, 2019). 
 
Lestantri y Rosini (2018) mencionan que la efectividad de software debería tener más 
atrevimiento para sanar el beneficio de la orden además de haber el grado principal 
de automatizar ayer de implementarlo en un medio eficaz, el software pasivo pasar 
la refrendo gradualmente para asegurar que el software funciona aceptablemente, 
  
satisfaciendo las insuficiencias del consumidor y proporcionando preparación para 
que los usuarios lo usen. Esta testificación se realiza en una web empeño, tomando 
una casualidad de afirmación en un empeño E-SAP. E-SAP es una persistencia Se 
utiliza para controlar las actividades de estudios e instrucción utilizadas por un 
permiso en Yakarta. A mida la clase del software, las pruebas se pueden representar 
en usuarios al choque. El legatario muestral seleccionados en este refrendo son 
usuarios con una clase de permanencia de 18 años hasta 25 años, tecnología de 
comunicación de bovino. Esta afirmación se realizó en 30 encuestados. Esta 
evidencia se realiza utilizando el estereotipo McCall. El estereotipo de afirmación 
McCall consta de 11 Las dimensiones se agrupan en 3 categorías. Este verso describe 
las pruebas con informe a la categoría de transacción del producto, que incluye 5 
dimensiones: mejora, usabilidad, capacidad, confiabilidad y reverencia. Esta 
gacetilla discute las pruebas en cada volumen calibrar la ralea del software como un 
afán para sanar el beneficio. El resultado de la pesquisa es que la constancia E-SAP 
tiene buena casta con una audacia de transacción del producto liso a 85,09%. Esto 
indica que la perseverancia E-SAP tiene una gran clase, por lo que la inflexibilidad 
merece ser examinada en la ulterior etapa de la operación esfera. 
 
El método que se obtiene como resultado del procesamiento de la evaluación basada 
en expertos de la calidad del software por diferentes criterios de evaluación 
utilizando gráficos de pétalos. Se considera que el reflejo de la evaluación de la 
calidad del software basada en expertos es el proceso de datos de reflejos en forma 
gráfica para una máxima facilidad de comprensión y percepción rápida, y también 
proporciona una visión general clara y la forma de cualquier objeto, proceso o 
fenómeno. Se ofrecen los criterios de evaluación de la calidad del software y sus 
factores de ponderación para cada experto, que proporcionan una presentación 
confiable del estado actual del proceso de desarrollo del software, una comprensión 
adecuada de los problemas que pueden surgir en cualquier etapa de la 
implementación del proyecto del programa y características exactas de sus 
componentes. Este mecanismo de reflexión de datos permite a los analistas de 
negocios presentar múltiples y cualitativamente valores múltiples de indicadores 
complejos de calidad de software que pueden obtenerse de los resultados de cualquier 
encuesta a diferentes expertos en una etapa particular de la implementación del 
  
proyecto del programa. La metodología propuesta es adecuada para presentar una 
variedad de resultados de encuestas de expertos, con una subdivisión en un número 
ilimitado de los roles de los participantes en la evaluación de la calidad del software 
con respecto a la importancia de cada uno de ellos. Se ha desarrollado un algoritmo 
para calcular el área de pétalos sectoriales en un sistema de coordenadas polares, 
utilizando el cual es posible calcular y evaluar la calidad relativa del software de 
acuerdo con los criterios adecuados. Se determinan los indicadores de calidad de 
software complejos finales para cada experto, y también se resume un indicador 
integral de su calidad. Se ha desarrollado un algoritmo para calcular el área de un 
diagrama de pétalos en un sistema de coordenadas polares, que permite determinar 
la parte de la calidad del software de acuerdo con todos los criterios, que actualmente 
es evaluado por uno de los expertos, así como la parte del software calidad, que aún 
no se ha logrado por su 100% de integridad. Se extraen las conclusiones relevantes 
y se hacen recomendaciones sobre el uso de la metodología de reflexión de datos 
desarrollada (Hrytsiuk y Ferneza, 2019). 
 
1.3. Teorías relacionadas al tema 
 
La Biblioteca de Infraestructura de Tecnologías de Información (ITIL) 
 
La ejecución de un sistema de acuerdo de servicios adecuado para las Tecnologías 
de la Información (TI) requiere el encuentro de las insuficiencias comerciales, la 
situación actual de sustento, una mejor comprensión de los enfoques y herramientas 
disponibles, así como su comparación, interoperabilidad, integración y fructificación 
rezagado. El enfoque que proponemos y la elaboración de este capítulo se encuentra 
en la construcción de la definición del metamodelo Dagstuhl Middle Metamodel 
(DMM) de La Biblioteca de Infraestructura de Tecnologías de Información (ITIL). 
El metamodelo se deriva del diccionario ITIL y otras especificaciones y se presenta 
en un modo orientada a objetos mediante el uso de diagramas de estructura preciso a 
la notación Lenguaje Unificado de Modelado (UML). ITIL, DMM se divide en una 
totalidad de metamodelos componentes Capability Maturity Model (CMM). Algunos 
son fugazmente discutidos, así como su empeño en la esfera del cálculo del 
  
equilibrio, la precisión y la probidad de las definiciones de ITIL y tasación de las 
herramientas basadas en ITIL. 
 
Control Objectives for Information and related Technology (COBIT) 
 
Por una deficiente visión compartida sobre la definición de dirección de TI y los 
profesionales no utilizan los marcos actuales de gestión de TI para mediar su toma 
de decisiones. Una explicación comúnmente acordada de mandato de TI sería muy 
útil y serviría para el desarrollo y el refinamiento de los marcos de dirección de TI y 
las metodologías de apreciación. Este artículo presenta un Diagrama de Teoría de la 
Arquitectura, ATD, y un cerco para fijar la dirección de TI basado en un ilustre 
estudio de información. La gerencia de TI es la compostura, toma e implementación 
de decisiones relacionadas con TI con respecto a objetivos, procesos, personas y 
tecnología a nivel táctico o vital. El recuadro para aclarar la gobernanza de TI se 
utiliza para asemejar cómo se define la gobernanza de TI en la saber e internamente 
de una reunión de expertos en gobernanza de TI. COBIT es la puerta más visto para 
la gestión de TI y los profesionales lo utilizan con frecuencia. Al concordar la 
determinación de COBIT de gobierno de TI con las preocupaciones anticipadamente 
identificadas de la saber y los profesionales, demostró que COBIT respalda la 
generalidad de las insuficiencias, sin embargo, carece de proveer informe sobre cómo 
se deben implementar las estructuras de toma de decisiones. 
 
El gobierno de TI es un asunto que se ha debatido cada vez más desde mediados de 
los noventa. La línea ha heredado mucho de la materia de la diligencia cooperativa, 
sin embargo, se ha convertido en un aviso de sus propias condiciones. Sin requisa, 
teniendo una ofuscación compartida sobre las preocupaciones importantes y cómo 
deben atravesar en el interior del entorno. Las definiciones de encargo de TI son 
amplias y ambiguas, lo que a su vez implica evaluaciones difíciles e inexactas. La 
mayoría de los autores están de acuerdo con el gobierno de TI como una 
preocupación de la alta gerencia para controlar el impacto estratégico de TI, y el valor 
entregado a la empresa. Si el centro de la gobernanza de TI es un universalismo de 
estructuras, procesos y mecanismos relacionales, métricas de ganancia agrupadas 
para embellecer al monitoreo de procesos de TI o cuadros de jefatura general en 
  
cascada no está de acuerdo sobre. También hay una rendija entre lo que se afirma en 
el lenguaje y las opiniones de los profesionales: las teorías desarrolladas en las 
humanidades no son utilizadas con frecuencia por consultores o Chief Information 
Officer CIO. Los objetivos de control para la información y la tecnología relacionada, 
COBIT, es el marco más reconocido para el soporte de las preocupaciones de 
gobernanza de TI, pero ¿aborda realmente las preocupaciones consideradas 
importantes en la literatura y por los profesionales? 
 
Teorías fundamentales sobre la calidad del servicio 
 
Se han insertado varios escenarios, herramientas y estándares en los sistemas de 
encargo de TI, en las organizaciones. Sin confiscación, por sí solos, no son lo 
suficientemente completos como para obedecer como un sistema eficaz de acuerdo 
de TI. Este documento revisa dos marcos establecidos, es mencionar, ITIL, COBIT 
y un unificado, ISO / IEC 27002, centrándose en sus similitudes y diferencias. A 
continuación, propone una ventana completa integrando los tres marcos y estándares 
generales en un batiente de TI que podría estilarse en todas las empresas. 
 
Las organizaciones de TI están bajo una coacción creciente para hacer efecto con los 
objetivos comerciales de sus empresas. Este certamen puede ser particularmente 
desalentador porque implica hacer con regulaciones, como la Ley Sarbanes-Oxley 
(Sarbox) y Basilea II. El depositario requiere fuertes capacidades de gobierno 
sindical que sean demostrables para auditores externos. Debido a que TI desempeña 
un papel tan preponderante en los procesos comerciales, la distribución de TI no aria 
crea diferencia para la importación, al mismo que proporciona los instrumentos para 
delatar levante ordenanza. Las organizaciones confían en pautas como la Biblioteca 
de subestructura de TI (ITIL®) y los Objetivos de examen de la información y la 







Dimensiones de la Calidad 
 
“La concepción de calidad, en el ámbito de la educación superior no está definida 
formalmente, sino como una representación de referencial, en el cual algo puede ser 
superior o inferior que otro, intrínsecamente de un conjunto de componentes 
similares, o en semejanza con algunos patrones de referencia, anticipadamente 
determinados” (Ramírez, 2019, p.7). 
 
ITIL precisa un manual de procesos de mejores prácticas. Desarrollado por primera 
vez en el período de 1980 por la Oficina de Comercio Gubernamental (OGC), un 
parte del Gobierno britano, ITIL define los procesos a un magnate altura. Se deja a 
las organizaciones implementar los procesos de la forma más adecuada para sus 
situaciones y apuros particulares. ITIL se está convirtiendo en un modelo de facto en 
todo el mundo a la medida que las organizaciones lo adoptan como su meta para 
sentenciar procesos de encargo de trabajo de servicios de TI (ITSM). Un gesto 
importante de ITIL es producir la afiliación de TI con la adquisición. ITIL define la 
clase de trabajo como el nivel de alineación entre los procesos reales entregados y 
las deyecciones reales del ejercicio. Las organizaciones que buscan cobrar la 
testimonio en los procesos de ITSM contemporaneidad pueden hacerlo mediante la 
unión de las nuevas normas ISO 20000, que se establecieron el año pasado. Aunque 
ITIL cubre un directorio de áreas, su enfoque patrón es en ITSM. ITIL proporciona 
un persiana completo, coherente y constante de mejores prácticas para ITSM y 
procesos relacionados, que promueve un enfoque de calaña para alcanzar la 
capacidad y poder de la adquisición en el uso de sistemas de comunicación (Hassan, 
Hasan y Ullah, 2018). 
 
Chirinos (2019) refiere que Un sistema será de mayor calidad en la medida en que 
comparado con otro, logra resultados similares con menores recursos. 
 
Según Gamboa (2018) menciona que el problema con las fundamentaciones son 
signos de levantamiento, el recorrido de la madurez de software compromiso 
resquilar a pasos agigantados. En la última división, ha habido enormemente debate 
entre los desarrolladores de software sobre las perspectivas contradictorias de los 
  
enfoques tradicionales basados en planes frente a la resignación ligero de la madurez 
de software. Sin incautación, notoriamente ausentes, están las ricas perspectivas de 
cambios similares en patrones de causa en otras disciplinas y la juntura de supuestos 
conceptuales subyacentes integrados en los diseños de software actuales. Aquí, 
identificamos el asidero teórico y general para la gnoseología emergente —métodos 
de ojeo y verificación de conocimientos básicos— de la habilidad del programa 
resumida en los principios de las metodologías ágiles (MA).  
 
El avance de las aplicaciones es una ocupación compleja que presenta muchos 
problemas, llamados "problemas malignos" por Horst Rittel, un planificador control 
que fue pionero en la noticia de sistemas de mensaje basados en problemas para 
simplificar la formulación y clarificación de decisiones administrativas complejas. 
Tienden a ser únicos y difíciles de ordenar, y las soluciones evolucionan 
continuamente a patrón que el diseñador obtiene un mayor enjuiciamiento de lo que 
tiene que resolverse. La necesidad de acreditar múltiples puntos de audiencia 
conflictivos hace que sea embrollado descubrir una prueba para determinar la 
ingenuidad de las soluciones. La "argumentación", según, es opinión para ejecutar 
estos problemas. Parece que los modos de sondeo en la fructificación de programa 
están más lejos de la racionalidad técnica basada en la concreción y los 
acontecimientos, o el positivismo racional. Las prácticas emergentes (como la 
progresión ligera) cuestionan el supuesto de que la alteración y la ansiedad pueden 
controlarse a través de un ilustre grado de formalización. Los defensores de los 
métodos ágiles han descubierto deficiencias en el esquema serio que sigue 
procedimientos sistemáticos dictados por procesos rígidos. Estas percepciones han 
producido una dialéctica de encuesta más cáustico que se aleja de los enfoques 
tradicionales para el desarrollo de software. Este cambio conceptual y sus debates 
resultantes son apenas excepcionales; también se encuentran cambios evolutivos 
similares en el pensamiento y los métodos de investigación en la arquitectura y la 
gestión estratégica (Salgado, Peralta y Berón, 2019). 
 
Modelo de McCall 
La principal idea acerca del modelo de McCall es determinar el compromiso entre 
los factores de calidad externos y los criterios de casta del producto. La calidad 
  
externa es la clase medida por los clientes; La calidad interna es la forma de calidad 
de medida por los programadores de aplicaciones. 
 
 Según su ejemplo de McCall se base en tres aspectos del software (aplicaciones) la 
adquisición del producto, la revisión del y la adaptación del sistema, la transición del 
producto está relacionada con el procesamiento distribuido, unido con el hardware 
que cambia deprisa, es posible que aumente su prestigio. 
 
Sabiendo que una de las principales contribuciones del prototipo McCall es la 
relación creada entre las características de la calidad y las métricas, aunque ha habido 
críticas de que no todas las métricas son objetivas. Una forma no aceptada sin 
intermediarios por el prototipo fue la funcionalidad del producto de software. 
 
Modelo de Boehm 
Menciona que los modelos actuales de apreciación de costos de aplicaciones, como 
el Modelo de Costo Constructivo de 1981 (COCOMO) para la apreciación de costos 
de software y su modernización Ada COCOMO de 1987, han avezado penalidades 
crecientes para querer los costos de software grande para nuevos procesos y 
capacidades del ciclo de duración. Estos incluyen modelos de proceso de desarrollo 
no secuencial y rápido; enfoques impulsados por la reutilización que involucran 
paquetes comerciales listos para usar (COTS), reingeniería, composición de 
aplicaciones y capacidades de generación de aplicaciones; enfoques orientados a 
objetos compatibles con middleware distribuido; e iniciativas de madurez de 
procesos de software. Las recientes y principales capacidades de modelado de 
COCOMO 2.0 son una familia de modelos(ejemplos) de dimensionamiento de 
programa a ser medido, que incluyen puntos de propósito, puntos de función y líneas 
del código fuente; modelos no lineales para reutilización de software y reingeniería; 
un encuadre de controlador de norma para modelar economías de escala de programa 
relativas; y varias adiciones, eliminaciones y actualizaciones a los controladores de 
costos multiplicadores de afán COCOMO anteriores. Este modelo sirve como marco 
para un amplio esfuerzo de recopilación y análisis de datos actuales para refinar y 
calibrar aún más las capacidades de estimación del modelo. 
 
  
Modelo de FURPS 
Habiendo estudiado el modelo FURPS y propuesto por Robert Grady y Hewlett-
Packard Co. Altera las características en dos condiciones diferentes de requisitos: 
Requisitos funcionales: definidos por entrada y salida esperada; Requisitos no 
funcionales: usabilidad, fiabilidad, rendimiento y compatibilidad. FURPS tiene 
fundamentado en las cinco características que componen su nombre: funcionalidad, 
usabilidad, confiabilidad, rendimiento y compatibilidad. Además, como desventaja 
del modelo FURPS es que no tiene en cuenta la portabilidad del producto de software 
(aplicación) 
 
Norma ISO/IEC 9126 
Se necesitan modelos de calidad para evaluar y establecer objetivos para la calidad 
de un producto de software. Según el estándar internacional ISO / IEC 9126 precisa 
que un modelo de calidad general para productos de software. Se conoce que el 
software se desarrolla en diferentes dominios y el manejo del modelo de calidad ISO 
/ IEC demanda una instanciación para cada dominio concreto. Asegura que un 
dominio especial es el desarrollo y mantenimiento de especificaciones de prueba. 
Detalles de prueba para pruebas, el Protocolo de Internet versión 6 (IPv6) o el 
Protocolo de inicio de sesión (SIP), alcanzan tamaños de más de 40,000 líneas de 
código de prueba, estas grandes especificaciones de prueba requieren un estricto 
control de calidad. A continuación, en este documento, presentamos una adaptación 
del modelo de calidad ISO / IEC 9126 a los detalles de prueba y mostramos su 
creación de instancias para los detalles de prueba escritas en la Notación de prueba y 
control de prueba (TTCN-3) según las medidas de ejemplo del conjunto de pruebas 
SIP estandarizadas demuestran la aplicabilidad de nuestro rumbo. 
 
ISO/IEC 25010 
Existe un incremento en el manejo de sistemas en línea o web para trabajos 
importantes. En los sitios web proporcionan servicios e investigación en línea que 
atraen a diferentes tipos de beneficiarios. Los estudios también han demostrado que 
la Web es una fuente y un recurso importante para la información relacionada con la 
salud. Los estudios reflejan que hay un aumento en la navegación de los portales 
basados en la Web para obtener información relacionada con la salud. Cada vez 
  
mayor de usuarios accede a información sanitaria gratuita online. En consecuencia, 
a este aumento en el uso de sistemas y portales en línea relacionados con la salud, 
existe la necesidad de determinar la calidad de estos portales(sitio) web. Sabiendo 
que su calidad es un precursor de su continuo éxito, uso y utilidad y su capacidad 
para atraer nuevos usuarios y mantener los existentes. Según la Organización 
Internacional de Normalización (ISO)inspecciona la calidad del software en 
diferentes perspectivas, a saber: calidad en uso y calidad interna y externa. El 




Según la gran cantidad de los proyectos de creación de software enfrentan los 
siguientes problemas: los proyectos se retardan; superan el presupuesto; y / o los 
consumidores no están satisfechos con la eficacia(calidad) del software entregado. 
Este fenómeno está tan extendido que incluso se lo denomina crisis de software. 
Entendiendo que la madurez de la creación paso a paso del software está 
estrechamente relacionada con el éxito del proyecto y la excelencia (calidad) de un 
producto de software. El proyecto exitoso se define como productos entregados de 
acuerdo con el cronograma, dentro del presupuesto y el cumplimiento de las 
obligaciones. Las investigaciones sobre la madurez del proceso de software 
proporcionaron una visión profunda de las actividades de software e introdujeron 
varios modelos de proceso de software que ayudaron a evaluar y mejorar tanto la 
capacidad del proceso de software como la madurez de la organización que produce 
software. Empresas, instituciones y organizaciones que desean obtener todas las 
ventajas de los otros modelos de procesos que estimulan su armonización e 
investigación de la mejora de técnicas en entornos multimodelo. La modernización 
de los modelos de secuencias (proceso) de software ha afianzado dos marcos 
principales ampliamente conocidos como CMM y SPICE con sus revisiones 
presentes: CMMI e ISO / IEC 15504. Según los 2 modelos son frecuentes y los más 
importantes a nivel mundial. ISO / IEC 15504 es un estándar internacional y CMMI 
se ha convertido en un estándar desastroso. De igual manera ocurre en Lituania. Las 
compañías de software, como regla, seleccionan CMM / CMMI cuando los proyectos 




Es habitual que existan diferentes pensamientos y prácticas con el estándar ISO / IEC 
15504 y la Biblioteca de Infraestructura de Tecnología de la Información (ITIL) 
llevan a una definición de proyecto de I + D para el uso combinado de ambos 
estándares, de manera adaptada a las PYME. La idea nace de los descubrimientos 
empíricos que proceden de varios proyectos de progreso de procesos de TI que tienen 
lugar en el Centro de Investigación Pública Henri Tudor (Luxemburgo). Luego de 
marcar varios hechos, como la independencia entre la gestión de servicios de TI y el 
progreso de TI, los estándares de calidad de TI no adaptados a las PYMES y la 
implementación cada vez más frecuente de ITIL e ISO / IEC 15504 dentro de las 
empresas y organizaciones, el documento describe los vínculos que se pueden 
establecer entre uno y otro estándares y el resultado Proyecto de I + D destinado a 
fundar un enfoque integrado de evaluación y mejora que armonice su uso, y dedicado 
a las PYME. 
 
QualOSS 
Según la metodología Quality of Open Source Software (QualOSS), tiene como 
objetivo principal construir una metodología y herramientas para ayudar en la 
evaluación de la calidad de los esfuerzos de FLOSS (software libre, libre y de código 
abierto). En particular, presentamos la investigación realizada para evaluar las 
comunidades de esfuerzo de FLOSS. Siguiendo el paradigma Meta-Pregunta-
Métrica, QUALOSS describe las metas, las preguntas asociadas y luego las métricas 
que permiten responder las interrogaciones. Como la cantidad de métricas es alta, se 
definieron indicadores. Los indicadores es una señal de colores sobre la puntuación 
de un proyecto en una determinada métrica o conjunto de métricas. Queriendo 
obtener indicadores precisos, se entrevistó a expertos, pero en el futuro se basarán al 
menos en parte en los análisis estadísticos. Luego los indicadores se han definido 
siguiendo un criterio de color (verde, amarillo, rojo y negro), pasando del mejor 
indicador, verde, al peor indicador, negro. Luego de aplicar la metodología QualOSS 
a cuatro proyectos FLOSS, a saber, Plone, JavaCC, Swallow y Maemo, algunas 
métricas se identificaron como no lo suficientemente informativas, sin embargo, son 
útiles para proporcionar una primera visión de un proyecto dado. Una de la lección 
  
importante que se aprende es orientar el análisis en solo unos pocos repositorios, 
como los sistemas de administración de código fuente, que ayudan a que el modelo 
de calidad sea aprovechable. Según esta línea, recuperamos métricas más avanzadas 
para tener tantas métricas como sea posible. Esto facilitará varios puntos de vista 
desde el mismo repositorio de investigación. A continuación de esto, volveremos a 
crear indicadores que ayudarán en un contexto de toma de decisiones para 
seleccionar el mejor componente FLOSS para un conjunto de requisitos dados. Este 
conjunto de indicadores debe aprobarse utilizando análisis estadísticos y entrevistas 
con expertos. 
 
Qualification and Selection Open Source (QSOS) 
QSOS (Qualification and Selection Open Source) proporciona una jerarquía de árbol 
de criterios de evaluación, junto con un procedimiento para calificar cada criterio. 
QSOS fracciona su plantilla de evaluación en dos partes: una parte genérica y una 
parte específica. La parte genérica incluye criterios que se aplican a todos los 
productos de software, mientras que los criterios de la parte específica incluyen una 
lista esperada de la funcionalidad y, por lo tanto, varía según la familia de productos 
de software como groupware, cms, base de datos, etc. 
 
Sharable Content Object Reference Model (SCORM) 
El estándar SCORM (Sharable Content Object Reference Model) es desarrollado por 
el consorcio Advanced Distributed Learning (ADL), pero los componentes 
individuales provienen de una variedad de fuentes. Este será uno de los principales 
participantes es el proyecto IMS (Instructional Management System), que ha 
trabajado en el progreso de estándares en diferentes áreas desde el año 1995. Su 
principal contribución a SCORM está vinculado de metadatos utilizados. SCORM 
implementa la especificación "Learning Object Meta-data" (LOM), que se basa en el 
trabajo de IMS y las descripciones perfeccionadas por el grupo europeo ARIADNE. 
El LOM fue aprobado como un estándar IEEE en julio de 2003 quien describe qué 
contenido es (título, descripción, palabras clave), quién es el propietario, cuánto 
cuesta (si corresponde), los requisitos técnicos para su uso y los objetivos formativos. 
Aunque los metadatos podrían transmitirse de varias maneras, el método habitual es 
XML, que permite que los datos se puedan estudiar e intercambiar cómodamente. La 
  
aparición de esta herramienta informática XML es un facilitador clave para la 
reciente extensión en el interés y el uso de formas normalizadas de operar e 
interoperar en web. Según el proyecto IMS también contribuyó a SCORM en su 
proceso de empaquetar y transmitir contenido de aprendizaje. Todo el contenido 
cumple con SCORM debe contener un repertorio "manifiesto" (en XML) que 
enumera todos los recursos (archivos) utilizados y su relación entre sí (estructura). 
Los recursos para un objeto de aprendizaje SCORM, llamado "SCO" para "Objeto 
de contenido compartible", habitualmente se colocan en una carpeta que luego se 
guarda como un archivo zip. El archivo zip se puede acumular, compartir o importar 
fácilmente en un software compatible con SCORM, generalmente un sistema de 




Se afirma que la implementación de ISO/IEC 12207:2008 tiene inconvenientes que 
se fundamenta en "qué" pero no "cómo" conducir los procesos; según los métodos 
ágiles pueden ayudar a concebir el "cómo". Estudios como abordan pautas y mapeos 
de métodos ágiles con respecto a ISO / IEC 12207. mientras que en se habla de que 
la documentación requerida por ISO / IEC 12207 no está en contradicción con la 
filosofía ágil sino contra sobre la documentación que inhibe el desarrollo de software 
o el trabajo de los desarrolladores, también menciona el uso de personal y 
herramientas para generar automáticamente documentación desde el código fuente; 
mientras que en se realiza un mapeo utilizando prácticas de metodologías ágiles 
como SCRUM, XP y el método Mobile-D utilizado en proyectos reales. Las 
asignaciones ofrecen mecanismos como la programación de Sprint, la gestión del 
estado de la tarea y las acciones de esclarecimiento de requisitos para la 
implementación y las acciones de prueba de ISO / IEC 12207. Sin embargo, ambas 
se basan en la ISO ISO/IEC 12207:1995. 
 
ISO 14598 
Según el estándar International Organization for Standardization (ISO 14598, 1999) 
puede considerarse como el heredero de ISO9126 (ISO 9126, 1991), definió 
anticipadamente un proceso de evaluación de calidad. Hoy en día, ambos estándares 
  
se complementan entre sí: el estándar ISO 9126 proporciona el vocabulario para 
definir la calidad del producto de software, el ISO 14598 presenta el proceso de 
evaluación. Existen discusiones presentes de la comisión de tareas conjuntas de ISO 
ilustran ambos estándares estrechamente relacionados para concertar ambos 
estándares en un nuevo estándar, ISO 25000, en el que las partes ISO 14598 se 
iniciara como ISO 2504X. El estándar ISO 14598 consta de seis partes. La Parte 1 
presenta el proceso de evaluación frecuente, mientras que la Parte 2 trata sobre 
planificación y gestión. Las partes 3, 4 y 5 del estándar enfatizan un enfoque 
específico, a saber, la vista del desarrollador (14598-3), la vista de adquisición 
(14598-4) y la vista del evaluador (14598-5) sobre la evaluación, y proporcionan 
pautas adicionales para Las fases y acciones. 
 
1.4. Formulación del problema 
 
¿De qué manera el análisis comparativo de modelos o estándares permitirá 
determinar el más adecuado para la evaluación de la calidad del producto de 
software? 
 
1.5. Justificación e importancia del estudio. 
 
La Investigación se justifica por brindar una propuesta para abordar el problema 
formulado referido a mejora de la calidad, hacia el logro de una visión de mediano y 
largo plazo. 
La importancia de la Investigación radica en mostrar un método o estándar guía para 




El análisis comparativo de modelos y estándares permitirá la proponer la mejor 







1.7.1. Objetivo General 
 
Proponer un esquema de evaluación de calidad del producto de software, basado en 
un análisis comparativo de modelos y estándares. 
 
1.7.2. Objetivos Específicos 
 
a) Identificar los modelos o estándares para la evaluación la calidad del producto de 
software. 
b) Describir los fundamentos teóricos y metodológicos que sustenten un esquema 
comparativo de modelos o estándares para la evaluación la calidad del producto 
de software. 
c) Elaborar una propuesta de modelo de gestión calidad del producto de software, 
fundamentado en las teorías de calidad de procesos de W. Edwards Deming. 
d) Validar económicamente el modelo de gestión calidad del producto de software 
planteado. 
 
II. MATERIAL Y MÉTODO 
 
2.1. Tipo y diseño de investigación 
Arias y Fidias (1999) lo mencionan como el nivel de profundidad para aborda un 
tema, clasificándolo como: Investigación Exploratoria, Descriptiva y Explicativa. 
La investigación realizada es un tipo de estudio básico con propuesta, según su 
carácter de investigación es descriptiva – propositiva, porque tiene como objetivo 
central la descripción teórica y proponer un modelo o estándar. 
 
Diseño no experimental, porque partió del diagnóstico de la situación actual (real) 
para luego diseñar una propuesta de solución con la finalidad de obtener los 












Figura 1. Diseño de investigación 
Fuente: Elaboración propia (adaptado de Hernández, Fernández y Baptista) 
 
2.2. Población y muestra 
La población está por el conjunto de métodos y estándares investigados, los cuales 
son: el Modelo de McCall, el Modelo de Boehm, el Modelo de FURPS, la norma 
ISO/IEC 9126, la ISO/IEC 25010, Modelo de Integración de modelos de madurez de 
capacidades o Capability maturity model integration (CMMI-DEV), ISO/IEC 15504 
(Software Process Improvement Capability Determination), , QualOSS (Quality of 
Open Source Software), QSOS (Qualification and Selection Open Source), SCORM 
(Sharable Content Object Reference Model), ISO 12207 (Modelos de Ciclos de Vida 
del Software), ISO 14598 (Evaluación de productos de software). 
 
Muestra 
Comprendida por Modelos y/o Estándares utilizados en proyectos realizados por la 
empresa TECNOCOMP – Chiclayo (para el análisis se han tomado 22 proyectos en 
el periodo mayo – diciembre 2018). 
De los 22 proyectos señalados, la elección del Modelos y/o Estándares a utilizar para 
evaluar el producto software resultante de dicho proyecto, estuvo basado en criterios 
de: dimensión del proyecto, necesidad de desarrollo y requerimientos del cliente; de 
esta manera se observaron las siguientes características: 7 proyectos fueron 
evaluados por el Modelo Boehm, 8 proyectos por la ISO/IEC 9126, 3 proyectos por 




Dx: Diagnóstico de la 
realidad 
T: Fundamentos Teóricos 
P. Propuesta 
  
Para nuestro análisis elegiremos los 3 de mayor uso en los proyectos analizados: 
Modelo Boehm, ISO/IEC 9126, ISO/IEC 25010. 
 
 
2.3. Variables Operacionalización 
Tabla 1 




Técnicas e instrumentos de 
recolección de datos 
Modelos y 
estándares. 
Número de modelos y estándares 
recopilados producto de la 
investigación. 
Revisión de Documentación. 









Técnicas e instrumentos de 








Capacidad de mantenimiento 
Portabilidad 
Calidad de Uso 
Observación. 
 






2.4. Técnicas e instrumentos de recolección de datos 
 
Métodos de investigación 
 
El método es inductivo, ya que los resultados que se van a obtener con relación a la 
muestra, permitirán tomar decisiones sobre el conjunto. 
 
Técnicas de recolección de datos 
 
a) Encuesta: Esta técnica persigue indagar la opinión de los expertos 
(desarrolladores) sobre práctica y estilos de calidad. 
b) El análisis de documentos: Esta técnica permite realizar un análisis cualitativo de 
los documentos. 
 
Instrumentos de recolección de datos 
 
a) Cuestionario: Instrumento que contiene un conjunto de indicadores referidos a la 
práctica de diagnóstico de la calidad de software. 
b) Guía de análisis de documentos: Este instrumento permitió analizar distinta 
información de diversos documentos técnicos académicos y administrativos 
relacionados con el objeto motivo de investigación. 
 
Estos instrumentos permitieron analizar distinta información de diversos documentos 
técnicos académicos y administrativos relacionados con el objeto motivo de 
investigación. 
 
2.5. Procedimiento para la recolección de datos 
Para la recolección de datos se procedió a la suministración de una encuesta 





2.6. Criterios éticos 
 
Se guardó con absoluta reserva los resultados obtenidos, los cuales sirvieron sólo 
para los fines del presente trabajo de investigación. No se publicaron nombres de los 
involucrados en la investigación; así como no se otorgaron premios, estímulos por 
brindar información ni se aplicaron sanciones. 
 
Se solicitaron los permisos correspondientes para realizar la presente investigación a 
la empresa TECNOCOMP. 
 
2.7. Criterios de rigor científico 
 
Se guardó con absoluta reserva los resultados obtenidos, los cuales sirvieron sólo 
para los fines del presente trabajo de investigación. No se publicaron nombres de los 
alumnos y docentes involucrados en la investigación; así como no se otorgaron 






3.1. Resultados en tablas y figuras. 
 
a. Funcionalidad  
Es la capacidad del producto de software para proporcionar funciones que 
satisfagan los requerimientos declarados o implícitos del usuario.  
 
Es importante los requerimientos funcionales, es lo principal que el consumidor 
espera del software, si, por ejemplo, el software es una aplicación bancaria, cuya 
aplicación debería poder establecer una nueva cuenta, renovar la cuenta, excluir 
una cuenta, etc. Entonces los requisitos(requerimientos) funcionales se detallan 
y se especifican(declaran) en el diseño e interfaz del sistema. 
 
Este requisito (requerimiento) no funcional no es fácil, el requisito del sistema, 
sino que por fortuna está relacionado con la usabilidad (de cualquiera manera), 
como ejemplo, para una aplicación bancaria, un requisito no funcional importante 
estará disponible, la aplicación debe estar disponible 24/7 sin tiempo de 
inactividad si es posible. 
 
b. Fiabilidad 
En un sistema es de suma importancia la fiabilidad, sabiendo que es una medida 
de su capacidad para suministrar una operación libre de errores. En muchas 
situaciones prácticas realizadas, la fiabilidad de un sistema se representa como la 
tasa de falla o error. Si queremos medir la tasa de falla o errores de un producto 




c. Usabilidad  
La usabilidad del software se refiere a la facilidad de utilizar un software o sitio 
web. Según la ingeniería de software, la usabilidad es el factor a través del cual 
puede identificar fácilmente objetivos como la eficiencia, el contexto de uso, la 
complacencia del cliente, la efectividad del producto. 
 
d. Eficiencia 
La eficiencia es una característica que captura la capacidad de un producto de 
software correcto para proporcionar un rendimiento adecuado en relación con los 
recursos proporcionados. 
 
e. Capacidad de mantenimiento 
 
Se le conoce como la capacidad que un software permitiendo modificar un 
producto después de que se haya entregado al consumidor (cliente). Como 
objetivo principal del mantenimiento del software es cambiar y actualizar la 
aplicación posterior a la entrega para subsanar fallas/errores y potenciar el 
rendimiento absoluto. 
 
La capacidad de mantenimiento del software/aplicación debe realizarse para: 
Corregir fallas/errores, Mejora el diseño, mejorar la interfaz con otros sistemas, 
adecuación de aplicaciones para ser utilizado diferentes tipos de equipos 
informáticos (hardware) en diferentes sistemas operativos (software) 





La portabilidad del software es una característica no funcional esencial del 
software. La portabilidad del software se define en términos de usabilidad del 
software en diferentes entornos del sistema. El software debe ser utilizable en un 
sistema con varias configuraciones de software y hardware. 
 
g. Calidad en uso 
Está determinada por los factores del usuario, por los tipos de usuario y la 
satisfacción del usuario con el producto de software determinado por la capacidad 
del software para conseguir los objetivos en un escenario específico. 
 
3.2. Discusión de resultados. 
 
Para el análisis de los componentes, se evaluarán 3 softwares como base de desarrollo 




Métricas de Indicadores de Software  
Indicadores Parámetro Peso 
Funcionalidad Capacidad de la interfaz visual: capacidad del producto de software para mostrar los resultados del modo más 
legible posible.  
Informes, estadísticas: capacidad del producto de software para ofrecer los informes y estadísticas de la manera 
más precisa posible según la necesidad.  
Seguridad: se refiere a la habilidad de prevenir el acceso no autorizado, sea accidental o premeditado, a los 
programas y datos.  
0 = Deficiente = 0,5  
1 = Regular = 1,5  
2 = Bien = 2  
3= Excelente = 3,3 
Fiabilidad Nivel de madurez: Permite medir la frecuencia de falla por errores en el software.  
   
Tolerancia a fallas: se refiere a la habilidad de mantener un nivel específico de funcionamiento en caso de fallas 
del software o en caso de ocurrencia de infracciones de su interfaz específica.  
Recuperación: se refiere a la capacidad de restablecer el nivel de operación y recobrar los datos que fueron 
afectados directamente por una falla, así como el tiempo y el esfuerzo necesarios para lograrlo.  
0 = Alta = 0,5  
1 = Baja = 4 
0 = No = 1  
1 = Si = 3  
 
Usabilidad Entendimiento: capacidad del producto de software para permitir al usuario entender si el software es adecuado, y 
cómo puede utilizarse para las tareas y las condiciones particulares de la aplicación.  
Aprendizaje: Es la capacidad del producto de software que brinda al usuario aprender su aplicación. Un aspecto 
importante a considerar aquí es la documentación del producto.  
Operabilidad: El producto de software tiene la capacidad permitiendo al usuario operarlo y administrarlo.  
Atracción: el producto de software tiene capacidad de ser llamativo al usuario. 
0 = Deficiente = 0,5  
1 = Regular = 1,5  
2 = Bien = 2  
3= Excelente = 2,5  
 
 
Eficiencia Tiempo de procesos: capacidad del producto de software para proveer tiempos adecuados de respuesta y 
procesamiento, así como tiempos de rendimiento cuando realiza su función bajo las condiciones establecidas.  
Utilización de recursos: capacidad del producto de software para utilizar cantidades y tipos adecuados de recursos 
cuando este funciona bajo las condiciones establecidas. Los recursos humanos se incluyen en el concepto de 
resultados.  
Bases de datos: El producto de software tiene capacidad para encontrar en diferentes bases de datos, de distintas 
plataformas.  
Variables. Indicadores: Se refiere a la capacidad del producto de software para utilizar diferentes variables o 
indicadores para realizar su actividad.  
0 = Deficiente = 0,5  
1 = Regular = 1,5  
2 = Bien = 2  




Capacidad de ser analizado: capacidad del producto de software para atenerse a diagnósticos de deficiencias o 
causas de fallas en el software o la identificación de las partes a ser modificadas.  
Facilidad de prueba: esfuerzo necesario para validar el software una vez que fue modificado.  
Posibilidad de actualización: capacidad del software para permitir que una determinada modificación sea 
complementada.  
Estabilidad: El software tiene la capacidad de evitar efectos imprevistos por modificaciones del software.  
0 = Deficiente = 0,5  
1 = Regular = 1,5  
2 = Bien = 2  
3= Excelente = 2,5  
 
Portabilidad Facilidad de instalación: El software debe tener la capacidad para ser instalado en un lugar elegido.  
Adaptabilidad: capacidad del software para ser adaptado a diferentes entornos especificados sin aplicar acciones 
o medios diferentes de los previstos para el propósito del software considerado.  
Coexistencia: capacidad del software para coexistir con otros productos de software independientes dentro de un 
mismo entorno, compartiendo recursos comunes.  
0 = Deficiente = 0,5  
1 = Regular = 1,5  
2 = Bien = 2  
3= Excelente = 2,5 
 
Reemplazabilidad: capacidad del software para ser utilizado en lugar de otro producto de software, para el mismo 
propósito y en el mismo entorno.  
Calidad de Uso Flexibilidad de los datos de entrada: se refiere a si el producto de software es capaz de hacer una descarga desde 
bases de datos en línea, ficheros salvados, matrices en diferentes formatos o utilizar otros formatos (txt, Access, 
doc., etc.).  
Integración de indicadores métricos: Permite la aplicación de varias técnicas de análisis. Aplicación de indicadores 
de actividad, aplicaciones de indicadores de correlación.  
Multi-lenguaje: Permite realizar el análisis de datos en diferentes idiomas.  
Cantidad de variables: Representación simultánea de variables.  
Exportación: Permite exportar los datos (representación visual) en varios formatos. 
Tiempo para completar la tarea: se refiere al tiempo que se demora el software en completar una orden dada.  
Esfuerzo del usuario: Esfuerzo que tiene que realizar el usuario para comprender el software y poderlo usar. 
Costo financiero: Se refiere al costo general del producto de software, desde la compra hasta el equipamiento 
necesario para que funcione:  
Facilidad de uso: nivel en conocimiento que debe tener el usuario para poder interpretar los datos.  
Aplicabilidad: nivel de aplicación, inteligencia empresarial, bioinformática, bibliotecología, etcétera.  
Licencias: se refiere a si el producto de software tiene la licencia para operar.  
Contratos de uso de software: se refiere si existe un contrato establecido entre el comprador del software y su casa 
productora para su uso.  
0 = Deficiente = 0,5  
1 = Regular = 0,7  
2 = Bien = 1  





0 = Deficiente = 0,5  
1 = Regular = 1,5  
2 = Bien = 2  
3= Excelente = 3  
Alto: 1  
Bajo: 4  
0 = Bajo = 3  
1 = Alto = 5  
0 = No disponible = 2  
1 = Disponible = 5  




Elección del Modelo o Estándar para Adaptabilidad 
Indicadores Parámetros 




















Capacidad de la 
interfaz visual 
2 1 2 
1.67 
2 1 2 
1.67 




3 1 3 
2.33 
2 1 3 
2.00 
2 1 2 
1.67 
Seguridad 2 1 0 1.00 1 1 1 1.00 1 1 1 1.00 
Fiabilidad 
Nivel de madurez 1 1 0 0.67 0 0 0 0.00 0 0 0 0.00 
Tolerancia a fallas 1 1 1 1.00 1 1 1 1.00 1 1 1 1.00 
Recuperación 1 1 1 1.00 1 1 1 1.00 1 1 1 1.00 
Usabilidad 
Entendimiento 2 1 2 1.67 2 1 1 1.33 2 1 1 1.33 
Aprendizaje 2 1 2 1.67 2 1 1 1.33 2 1 1 1.33 
Operabilidad 3 1 1 1.67 1 1 1 1.00 2 1 1 1.33 
Atracción 3 3 3 3.00 3 3 3 3.00 3 2 1 2.00 
Eficiencia 
Tiempo de procesos 2 1 2 1.67 2 1 1 1.33 2 1 1 1.33 
Utilización de 
recursos 
2 1 2 
1.67 
2 1 1 
1.33 
2 1 1 
1.33 
Base de datos 2 1 1 1.33 2 1 1 1.33 2 1 1 1.33 
Variables, 
Indicadores 
3 3 3 
3.00 
3 3 3 
3.00 
3 3 1 
2.33 
 Capacidad de 
mantenimiento 
Capacidad de ser 
analizado 
2 1 2 
1.67 
2 1 1 
1.33 
2 1 1 
1.33 
Facilidad de prueba 2 1 2 1.67 2 1 1 1.33 2 1 1 1.33 
Posibilidad de 
actualización 
2 1 1 
1.33 
2 1 1 
1.33 
2 1 1 
1.33 




2 2 2 
2.00 
2 2 2 
2.00 
2 2 2 
2.00 
Adaptabilidad 3 2 2 2.33 2 2 1 1.67 1 1 1 1.00 
Coexistencia 3 1 1 1.67 3 1 1 1.67 1 1 1 1.00 
Reemplazabilidad 3 3 3 3.00 3 3 3 3.00 3 3 3 3.00 
Calidad de 
Uso 
Flexibilidad de los 
datos de entrada 
3 2 2 
2.33 
2 2 2 
2.00 




3 2 2 
2.33 
2 2 2 
2.00 
2 2 2 
2.00 
Multi - lenguaje 3 3 3 3.00 3 3 3 3.00 2 1 1 1.33 
Cantidad de variables 3 3 3 3.00 3 2 2 2.33 2 2 2 2.00 
Exportación 3 3 3 3.00 3 3 3 3.00 3 3 3 3.00 
Tiempo para 
completar la tarea 
3 3 2 
2.67 
3 3 2 
2.67 
2 2 2 
2.00 
Esfuerzo del usuario 3 2 2 2.33 2 2 2 2.00 2 2 2 2.00 
Costo financiero 4 4 4 4.00 4 4 4 4.00 4 4 4 4.00 
Facilidad de uso 1 1 1 1.00 1 1 1 1.00 1 1 0 0.67 
 
Aplicabilidad 1 1 1 1.00 1 1 1 1.00 1 1 0 0.67 
Licencias 1 1 1 1.00 1 1 1 1.00 1 1 0 0.67 
Contratos de uso de 
software 
1 1 1 
1.00 
1 1 1 
1.00 
1 1 0 
0.67 
Fuente: Elaboración propia 
  
Tabla 5 
Elección del Modelo o Estándar para Adaptabilidad (Valores Medios) 
Indicadores ISO/IEC 9126 Modelo Boehm ISO/IEC 25010 
Funcionalidad 1.78 1.56 1.56 
Fiabilidad 0.89 0.67 0.67 
Usabilidad 2.00 1.67 1.50 
Eficiencia 1.92 1.75 1.58 
Capacidad de mantenimiento 1.92 1.75 1.58 
Portabilidad 2.25 2.08 1.92 
Calidad de Uso 2.22 2.08 1.75 
Evaluación → 1.85 1.65 1.51 
Fuente: Elaboración propia 
 
De acuerdo al análisis realizado, la mejor alternativa se basa en la ISO/IEC 9126, con un 
promedio de los parámetros analizados de 1.85, para la cual plantearemos algunos 
atributos de calidad. 
 
Tabla 6 






Capacidad de mantenimiento 5 
Portabilidad 5 
Calidad de Uso 4 
Total, de criterios → 31 




Criterios o atributos de Calidad ISO/IEC 9126 





 Conformidad de funcionalidad 
Fiabilidad Madurez 
 Tolerancia a fallas 
 Recuperabilidad 





 Conformidad de uso 
Eficiencia Comportamiento de tiempos 
 Utilización de recursos 
 Conformidad de eficiencia 
Capacidad de mantenimiento Capacidad de ser analizado 
 Cambiabilidad 
 Estabilidad 
 Facilidad de prueba 
 Conformidad de la facilidad de 
mantenimiento 
Portabilidad Adaptabilidad 
 Facilidad de instalación 
 Coexistencia 
 Reemplazabilidad 
 Conformidad de portabilidad 








Según la ISO/IEC 9126, establece que: 
• Actualmente es uno de los estándares de calidad más extendidos. En su forma 
real, abarca tanto modelos de calidad como métricas. Debido a su naturaleza 
genérica, algunos de los conceptos presentados allí deben ser refinados antes de 
usar el estándar en un proyecto real. Específicamente, con respecto a la parte 1 
de la norma, se centra en la forma jerárquica de las entidades de calidad (es decir, 
características, subcaracterísticas y atributos) que aparecen en los modelos de 
calidad; se algunos criterios para distinguir entre subcaracterísticas y atributos; 
se distingue entre atributos derivados y atributos básicos; y se propone una 
extensión para cubrir no solo factores técnicos sino también administrativos y 
políticos. Con respecto a las otras 3 partes del estándar (una de ellas actualmente 
pendiente de aprobación), distinguimos diferentes criterios de categorización de 
métricas (escala, tipo, objetividad, cualitativo / cuantitativo) y los fundamentos 
detrás de su definición con la Meta-Pregunta -Enfoque métrico. Como 
contribución final, el uso de diagramas de clase UML para representar todos los 
conceptos del estándar y sus relaciones, y se destaca la necesidad de contar con 
soporte de herramientas para el desarrollo de modelos de calidad y la definición 
de métricas. 
• Además de los factores de calidad, existen otros tipos de factores que son 
completamente importantes al adquirir sistemas de software. Hemos encontrado 
que estos factores pueden ser manejados de una manera similar a los de calidad, 
proporcionando por lo tanto un marco unificado que ha demostrado ser cómodo 
durante la adquisición de software. Los elementos de una métrica de software no 
se aclararon en la definición estándar. Por ejemplo, no estaba claro qué tipo de 
escalas métricas estaban permitidas, ni qué clasificación considera el estándar. 
Decidimos entonces hacer esta información también explícita. La definición de 
las métricas propuestas no siguió un procedimiento establecido. Los conceptos 
incluidos en el estándar, enriquecidos con las decisiones esbozadas en los ítems 
precedentes, forman una rica base de conocimiento. Desde nuestro punto de vista, 
se hace necesario representar este conocimiento de una manera más formal que 
en texto puro, por lo tanto, se ha desarrollado un modelo conceptual utilizando 
  
diagramas de clases UML. El desarrollo de modelos de gran calidad con un rico 
catálogo de métricas está lejos de ser una tarea simple.  
 
 
Figura 2. Ciclo de vida de la calidad 
Fuente: Elaboración propia 
 




La adaptación de software se centra en los problemas relacionados con la 
reutilización de entidades de software existentes al construir una nueva 
aplicación, y promueve el uso de adaptadores, entidades computacionales 
específicas para resolver estos problemas. El objetivo principal de los 
adaptadores de software es garantizar que los componentes de software 
interactúen de manera correcta no solo a nivel de firma, sino también a nivel 
de protocolo y semántica. En este sentido, la adaptación de software puede 
considerarse como una nueva generación de modelos de coordinación. 
 
Exactitud 
Para los sistemas de software, se puede evaluar la precisión de la transmisión 
de datos o la precisión del almacenamiento, mantenimiento y recuperación de 
datos correctamente desde / hacia una base de datos. La precisión también es 
un aspecto que el Comando de Prueba de Interoperabilidad Conjunta suele 




La interoperabilidad de un software es la facilidad con la que se utiliza un 
software con otros sistemas de software.  
 
Seguridad 
Un requisito de seguridad funcional es algo que describe el comportamiento 
funcional que hace cumplir la seguridad. Se puede probar y observar 
directamente. Los requisitos que tienen que ver con el control de acceso, la 
integridad de los datos, la autenticación y el bloqueo de contraseñas 
incorrectas se encuentran dentro de los requisitos funcionales. 
 
Conformidad de la funcionalidad 
En tecnología de la información, la funcionalidad (del latín functio que 
significa "realizar") es la suma o cualquier aspecto de lo que un producto, 





Si la madurez del software no puede medirse simplemente por cuánto tiempo 
ha estado en el mercado, pero el tiempo en el mercado es claramente un 
indicador de cuán maduro es un software, entonces, ¿cuál es el factor que 
estamos midiendo aquí? Diría que estamos midiendo la evolución del 
software de dos maneras distintas. 
Primero estamos midiendo cuán "sólido" es el software. Esto también se 
puede dividir en varias cualidades diferentes, pero solo me quedaré con una 
medida de defectos. Con el tiempo, se espera que la cantidad de defectos 
disminuya a medida que una pieza de software madure. 
En segundo lugar, estamos midiendo qué tan bien ha evolucionado el software 
para cumplir su función. Con el tiempo, suponemos que un software cambiará 
con las presiones del mercado para convertirse en algo que cumpla mejor su 
función que cuando se lanzó originalmente. Esta es una medida relativa, pero 
dado un software en particular, probablemente pueda encontrar algunas 
  
formas de medirlo. Creo que esta medida también incluye qué tan bien se ha 
adaptado una pieza de software para mantenerse al día con su mercado, ya 
que su mercado está cambiando. 
 
Tolerancia a errores 
Es la capacidad del software de la computadora para continuar su normal 
funcionamiento ante la presencia de errores del sistema o del hardware. El 
software tolerante a fallas tiene la capacidad de satisfacer los requisitos a 
pesar de las fallas. 
 
Recuperabilidad 
La Prueba de recuperación se define como un tipo de prueba de software, que 
se realiza para determinar si las operaciones pueden continuar después de un 
desastre o después de que se haya perdido la integridad del sistema. El 
propósito de las pruebas de recuperación es verificar la capacidad del sistema 
para recuperarse de varios puntos de falla. 
 
Conformidad de la fiabilidad 
La prueba de conformidad se define como un tipo de prueba de software que 
determina si el sistema cumple con los requisitos de especificaciones y 
condiciones, regulaciones y estándares, etc. junto con su documentación. 




Nuestro objetivo principal es comprender qué hacen las personas cuando 
desarrollan software y cuánto tiempo les lleva hacerlo. Para obtener una 
perspectiva adecuada de los procesos de desarrollo de aplicaciones, debemos 
estudiarlos en su contexto, es decir, en su contexto organizativo y tecnológico. 
Un medio extremadamente importante para adquirir el entendimiento y la 





El desarrollo y la evolución del software se caracterizan por múltiples 
objetivos y limitaciones, por una gran cantidad de incertidumbre, información 
incompleta y parámetros cambiantes del problema. El éxito del desarrollo de 
software depende en gran medida de proporcionar el conocimiento correcto, 
en el lugar correcto y para la persona adecuada. Los enfoques de fábrica de 
experiencia y aprendizaje organizacional se utilizan cada vez más para 
mejorar las acciones de desarrollo de aplicaciones. 
 
Operabilidad 
Las pruebas de software son necesarias para garantizar la integridad y la 
operatividad de las aplicaciones de software y nuestra experiencia y atención 
constante a los detalles garantiza la calidad. 
La operabilidad es un término de ingeniería que se refiere a las cualidades de 
un sistema que lo hace funcionar bien durante su vida útil, y la operabilidad 





Una gran atracción del software como medio de implementación es su 
capacidad de complejidad. Las funciones que son difíciles, costosas o 
imposibles de implementar por otros medios (ya sea automáticamente en 
dispositivos físicos o manualmente en organizaciones humanas) a menudo se 
pueden realizar a bajo costo en software. De hecho, el costo marginal de la 
complejidad en el software puede parecer insignificante, ya que el costo de 
los recursos computacionales cae. De hecho, sin embargo, la complejidad 
puede causar grandes costos. Cuando un sistema de software crece a medida 
que se agregan funciones nuevas y más complejas, su estructura tiende a 
deteriorarse y cada nueva modificación se vuelve más difícil de realizar, lo 
que requiere que se cambien más partes del código. No es raro que un sistema 
colapse bajo el peso de su propia complejidad. 
 
  
Conformidad de uso 
El modelo de conformidad está destinado no solo a la comparación de 
modelos de proceso, sino que también nos sirve de base para integrar modelos 
de proceso. Los primeros pasos de integración se refieren principalmente a 
los flujos de trabajo principales y sus productos resultantes, mientras que la 




Comportamiento de tiempos 
La verificación y la verificación en tiempo de compilación del 
comportamiento de los programas en tiempo real es un tema importante en 
muchas aplicaciones, por ejemplo, control de procesos, automatización de 
laboratorio y monitoreo de misiles y vehículos. Los lenguajes y compiladores 
de programación actuales carecen de las facilidades para calcular los tiempos 
de ejecución de los programas. 
 
Utilización de recursos 
Se define como el porcentaje de uso (usabilidad) del software. 
 
Conformidad de eficiencia 
Las pruebas de eficiencia prueban la cantidad de código y los recursos de 
prueba solicitados por un programa en la realización de una función 
particular. También es el número de casos de prueba ejecutados divididos por 
unidad de tiempo (generalmente por hora). 
 
Capacidad de mantenimiento 
Capacidad de ser analizado 
La versión analizada incluye el programa de usuario y la información de 
tiempo sobre cómo el procesador de destino ejecutaría el programa de usuario 
de tal manera que mientras el procesador host ejecuta la versión analizada del 
programa de usuario, el simulador de procesador genera información de 
  
tiempo de ejecución precisa que incorpora el objetivo sincronización de 
instrucciones del procesador como si el programa de usuario se estuviera 
ejecutando en el procesador de destino. Como la mayoría de los procesadores 
modernos tienen una tubería, y los efectos de la tubería, como las condiciones 
de peligro, tienen un efecto significativo en el tiempo de instrucción, la 
incorporación de los efectos de la tubería en la información de tiempo de 
ejecución aumenta la precisión. 
 
Cambiabilidad 
La capacidad de cambio tiene una relación directa con la capacidad de 
mantenimiento del software y tiene un papel importante en el suministro de 
software de alta calidad, sostenible y confiable. El concepto de capacidad de 
cambio es un factor importante cuando diseñamos y desarrollamos software 
y sus componentes. 
 
Estabilidad 
Prueba de capacidad: es la capacidad del producto para continuar 
funcionando, a lo largo del tiempo y en todo su rango de uso, sin fallar ni 
causar fallas. 
 
Facilidad de prueba 
Estos son los pasos esenciales de prueba de software que todo ingeniero de 
software debe realizar antes de mostrar su trabajo a otra persona: Pruebas de 
funcionalidad básica. Comience asegurándose de que todos los botones de 
cada pantalla funcionen, Revisión de código, Análisis de código estático, 
Examen de la unidad, Pruebas de rendimiento para un solo usuario. 
 
Facilidad de mantenimiento 
La calidad del software puede definirse como conformidad con 
funcionalidades explícitamente establecidas y a menudo no se menciona, por 






Debe entenderse como la capacidad de un sistema (por ejemplo, un sistema 
informático) para adaptarse de manera eficiente y rápida a las circunstancias 
cambiantes. Por lo tanto, un sistema adaptativo es un sistema abierto que 
puede adaptarse a su comportamiento de acuerdo con los cambios en su 
entorno o en partes del sistema mismo. 
 
Facilidad de instalación 
Esta característica hace referencia al grado en que versiones anteriores influyó 
en el desarrollo del proyecto.  
 
Coexistencia 
Método para medir la capacidad de múltiples dispositivos para interactuar en 
un solo entorno. Ante el aumento del número de elementos interconectados 
por radiofrecuencia, la coexistencia se refiere a garantizar que el dispositivo 
inalámbrico de un usuario no afecte a otro dispositivo inalámbrico. Los 




La capacidad del sistema para sustituir algunos componentes compuestos 
para acomodar el cambio con un esfuerzo razonable. Más específicamente, el 
componente (C) de un sistema de software (S) puede ser sustituido por un 
nuevo componente (C ') y da como resultado un nuevo sistema (S'). 
 
Conformidad de portabilidad 
La prueba de portabilidad es un proceso de prueba con facilidad con el que el 
software o producto se puede mover de un entorno a otro. Se mide en términos 







Calidad de Uso 
Eficacia 
El ciclo de efectividad implica más pragmatismo y ser consciente de su 
contexto. Un desarrollador eficaz comprende el contexto de las tareas en las 
que está trabajando. Luego pueden tomar decisiones en código basadas en ese 
contexto. 
Productividad 
La definición de productividad es "la calidad, el estado o el hecho de poder 
generar, crear, mejorar o producir bienes y servicios". La productividad puede 
tomar muchas formas. Puede estar generando un contenido para sus 
vendedores o trabajando en un proyecto para lanzar un nuevo producto. No 
importa lo que esté creando, el software de productividad le permite 
completarlo. 
El software de productividad es una aplicación que permite a las personas 
crear elementos como documentos, presentaciones, proyectos, diseños y 
gráficos. Los ejemplos de software de productividad incluyen herramientas 
de organización, software de presentación, programas de procesamiento de 
texto, programas de diseño, herramientas de hoja de cálculo y más. 
 
Seguridad 
La seguridad del software es una idea implementada para proteger el software 
contra ataques y otros riesgos. 
 
Satisfacción 
La calidad se mide por las fallas del producto en el campo y la satisfacción 
del usuario se mide por los comentarios del cliente. El marco permite la 
identificación de estrategias de gestión para nuevas mejoras de productos y 
soporte de servicios. Además, las inversiones iniciales en diseño y 
planificación, especialmente para proyectos más grandes y complejos, 





Figura 3: Aplicabilidad del modelo de gestión sistémica para mejorar la calidad  





IV. CONCLUSIONES Y RECOMENDACIONES 
 
Conclusiones  
a) Se identificaron modelos o estándares relacionados a la calidad de software y su 
evaluación, los cuales permitieron conocer detalles de calidad particulares, 
delimitando determinados lineamientos relacionados con indicadores de 
análisis de valoración de software como producto. 
b) Se describió los estándares de calidad de software como fundamentos teóricos 
y metodológicos, que permitieron coberturar las necesidades presentadas por 
los clientes a través del del producto de software. 
c) Se identificaron el conjunto de atributos de calidad como propuesta de 
modelo de gestión calidad del producto de software, a través del análisis de 
los lineamientos ya existentes para los diversos enfoques, permitiendo 
realizar un esquema comparativo. 
d) Se planteó un modelo de análisis económico de la propuesta en basado en 




Se sugiere a la empresa TECNOCOMP, Estandarizar su proceso de valoración 
de la característica de calidad en sus desarrollos en base a los indicadores y 
parámetros planteados. 
 
A los trabajadores de la empresa se les recomienda que continúen su mejora 
constante en la calidad de creación y procesos de software para alcanzar sus 
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