Abstract. In this paper we will concentrate on the conceptual modeling and semantics of service delegation and alignment in information systems. In delegation, one typically has the situation that a source company wishes to hand over parts of its functionality together with related responsibilities to a supplying party. From the side of the outsourcer the search for a suitable supplier mostly will be a manual process with all the consequences of a long time to market, as well as trial and error before a good fit is obtained between both related parties. This paper addresses an agent-based solution for improving this match-making process in B2B markets. Part of the match-making process will be the alignment of business processes on the side of the outsourcer as well on the side of the supplier. Here we will provide a formal means to ensure that the delegation relationship between both related parties, determined by a ruling service level agreement (SLA), satisfies specific correctness criteria. These correctness criteria are defined in terms of consistency and completeness between the delegated operation and the associated operation offered by the supplier. Our correctness criterion will concern mappings between an existing delegator schema and an existing supplier schema, and will address both semantical and ontological aspects pertaining to delegation and alignment. Agent-based delegation together with formal specifications can prove their value in the process of constructing delegation contracts. Our analysis will be performed within the modeling framework based on the UML/OCL formalism. The concepts we discussed in this paper are illustrated by an example of companies delegating billing services to Billing Service Providers.
Introduction
Today many companies consider delegation of services or functionality outsourcing as a key element in their business strategy [18] . Main reasons are that the cost of internal business processes involves too much resources, that these processes do not keep up with current technologies, and also -in general-do not contribute to the overall mission of the company. By delegating. many organizations will have a better focus on their core operations and can deal with variable operational costs in stead of fixed costs. The choice of a capable outside supplier is critical, however, since such outside suppliers result in serious formal commitments based on contractual agreement. Delegation of services can be divided in two main phases: the pre-contracting phase up to the moment a preferred supplier is found (i.e., till the contract is drawn up), and the execution phase thereafter. The pre-contracting phase is often a more-or-less a vague (and unsatisfactory) process in the B2B market where customers obtain their information about suppliers either from past experiences, verbal transfer, or from industry analysts. Moreover, this phase can be timeconsuming, since it often depends on manual processes such as drawing up requests for proposals and supplier shortlists. Once selecting an outside supplier has taken place, it is often still not clear whether an appropriate match in functionalities has indeed been achieved. This paper proposes a position by envisaging a future situation for companies wishing to delegate certain functionalities, where the process of delegation will be supported in one or more of its phases (in our case, pre-contracting) by an agent-based infrastructure [19] . The general framework of such an infrastructure presumes the existence of an agentenabled virtual group of companies, being the potential suppliers of the outsourced function. Due to the great and rising number of these service-providing companies, the potential customer who wants to delegate functionality as an externally offered service has the difficult job to select an appropriate supplier. We will show in this paper how an agent infrastructure enhances the process of pre-contracting, especially semantic alignment by agent-based negotiation. This happens after typical activities supported by recommender systems (like searching via matching, refining, and selecting suppliers) have taken place. Our proposed framework can be seen as an extension of the classical recommender agents [15] , used by customers on the Web selecting products and services from e-commerce sites. The extension here is the capability of the agents to "negotiate" in order to align semantic descriptions of the data of the outsourced function and to increase the chance that a good match between the supplier of the outsourced function will be found. Our proposed agents will keep some of the "classic" recommender agents features (like selection and ranking), but their main ability will be able to take decisions to change the constraints [10] , in a confined setting mainly governed by the delegating party. Also, when matching proves difficult and alignment is apparently impossible, the agents will be able to detect this situation and could ask the human owners of the delegator and supplier agent to intervene and take external decisions. We note, however, that the scope of this paper does not include these typical recommender agent activities; we assume that these activities have already been concluded before entering the phase of alignment. We shortly elaborate here on what should happen before two software agents start their alignment interaction. We assume that the pool formed by the virtual cluster of suppliers of service is potentially large, and that an initial agent search has to be performed, requiring some kind of infrastructure enabling a software agent on the customer side to easily locate an agent on the supplier side supplier to open an interaction. Subsequently, a typical recommender agent activity performed after this initial filter, is matching. Both the customer and the suppliers have to provide their software agents with a description of the delegated functionality (data semantics, process structure, etc) that can be compared, and a matching value should be computable. Thus, a specific metric (or set of metrics) should be defined a priori in the framework (including busines-related aspects like price, time limits, trust, reputation, etc.). The alignment by negotiation can then start with those suppliers that are above a certain ranking value. In summary, we assume that in the recommendation phase, the two filters (searching and matching) have previously been applied, before entering into our phase of semantic alignment. In this paper we will therefore concentrate on the conceptual modeling and semantics of service delegation and alignment. In delegation, one typically has the situation that the delegated service satisfies certain input-and output requirements. These requirements will be defined in terms of the ruling service level agreements (SLAs). We will provide a formal means to ensure that the delegation relationship between delegating party and supplier, determined by a SLA, satisfies specific correctness criteria. These correctness criteria are defined in terms of consistency and completeness between the delegated operation and the associated operation offered by the supplier. Our correctness criterion will concern mappings between an existing delegator schema and an existing supplier schema, and will address both semantical and ontological aspects. Formal specifications as offered in this paper can prove their value in the setup and evaluation of delegation contracts. We will perform our analysis within the modeling framework based on the UML/OCL formalism (version 2.0, cf. [14, 20] ). In [9] , UML is advocated as a means to model businesses and business applications. Though originally developed to model software systems, UML is also adequately suited for business modeling purposes. This is due to the fact that UML is equipped with a wide range of high-level modeling primitives in which one can capture complex requirements pertaining to data and processes occurring in many business applications. Moreover, the accompanying constraint language OCL provides UML with a wealth of additional possibilities to define business rules and business requirements [7, 9] . We will focus on the UML/OCL data model to tackle the problem of offering a semantics of delegation and alignment. The Object Constraint Language OCL ([14,20] ) offers a textual means to enhance UML diagrams, offering formal precision in combination with high expressiveness. In [1] it has been demonstrated that OCL has at least the same expressive power as the relational algebra, (the theoretical core of the relational query language SQL), thus making OCL a very powerful language for specification of constraints, queries and views on data. Also, UML is the de facto standard language for analysis and design in object-oriented frameworks, and is being employed more and more for analysis and design of information systems, in particular information systems based on databases and their applications. Specifying a typical SLA places high demands on the expressiveness and precision of the modeling language employed. It is in this case that OCL proves to be very effective; OCL is both a high-level language for modeling a wide range of (ad hoc) constraints and is very detailed and precise as well. We will define so-called exact views [3, 4] on top of existing information systems in order to eventually capture the formal requirements of the delegation relation. This paper contributes in three ways to the theory of agent-based delegation. Firstly, we will show that abstract versions of agents (i.e., for purposes of semantic alignment), both on the side of the delegating and the supplying party, can be modeled in terms of UML/OCL. We will employ our notion of exact view to model agents; exact views can capture both the functionality aspect (calculation) and the responsibility aspect (satisfaction of input/output-constraints) of the delegated service. A SLA will be given precise specifications in terms of pre-and post-condition statements on operations in OCL, and a correctness criterion will be defined in terms of consistency with respect to these pre-and post conditions. Secondly, we will show how to construct a mapping from delegator agents to supplier agents preserving the SLA. Such a mapping (called an ω-mapping) will be shown to abide to a so-called abstract alignment schema (called an) in UML/OCL, ensuring correct delegation of a source operation. Finally, we will show that in the framework of an ω-schema, negotiation between two agents can be described in terms of strengthening and weakening pre-and post conditions. We remark that semantic alignment of service delegation can greatly improve current trial-and-error testing methods used by delegating parties to get some guarantee beforehand that the outsourcing will be performed correctly by some prefered supplier. Testing often offers a quick and simple means to predict that the bulk of the outsourced functionality is covered correctly. In cases involving highly complex services, and high standards exist regarding quality and robustness of the outsourced services, testing (due to its non-exhaustive nature) will usually fall short in offering actual guarantees. Formal means, in combination with agent-based pre-contracting -as proposed in this paper-will then save time and prove to be more effective ( [8] ). This paper is organized as follows. Section 1 offers a description of the correctness problem pertaining to alignment. In Section 2 we offer an introduction to views in UML/OCL and how they can be used to model agents.. Section 3 describes so-called exact views to model delegation, and alignment based on ω-schemas and ω-maps. This section also contains an illustrative example of a delegation relation. Finally, Section 4 offers conclusions and directions for further research.
The problem: ensuring correctness of delegation and alignment.
In delegation, one typically has the situation that a source company wishes to hand over parts of its functionality (including associated responsibilities) to an outside party. This outside party is called the supplier to which the functionality (or service) is outsourced. In terms of agents, this situation translates to a source agent having one or more services that will be delegated to an outside target agent. To be able to perform this delegation activity, one not only has to locate within the source company which operation O is to be delegated, but also all relevant attributes, relations, constraints and auxiliary operations that are used in the definition of that particular operation O. All of this source material (operation, attributes, constraints, auxiliary operations) will provide the ingredients for the construction of the source agent. On the other hand, the target company wishes to supply material to meet the requirements of the delegated operation as described in the source agent. The target agent will offer specifications of the material that the supplying company can provide. As an example, consider the situation of a Communications Service Provider (CSP) delivering communication services, such as voice and data services to customers. This CSP wants to concentrate on its core business and therefore wishes to delegate, as a customer, its billing to a dedicated party, a Billing Service Provider (BSP). Here, billing is the business process dealing with sending invoices to end users, and requesting for payment of debts. The BSP will make up the invoices on behalf of the CSP, send the invoices to the customers of the CSP and finally collect the money due The collected revenues will be passed back to the CSP minus commission for the handling and taking the credit risks. For the customers of the CSP, delegation of the billing to the BSP is transparent; they do not notice that it is handled by another party and perceive no difference. Billing of a communications service is done in several steps. First the usage of the service by customers has to be accounted for in so called Usage Records (UR). With each communication session Usage Records are generated containing fields, like Origination, Destination, Connection Date: Date, Connection Start/Stop Time, Service type, etc. In our example, delegation pertains to calculating the end rating of the Usage Records, where customer specific information is used. To calculate this rating the Usage Records have to be transported to the BSP, where the records will be extended with an extra field, called End Rate, with domain type Amount. (Amount is some abstract data type consisting of two fields (number, Currency), e.g., an amount like € 5 will recorded as a pair (5, €). . After calculation of End Rating, Usage Records will be transformed into Charge Records (CR). (Note that, for reasons of simplicity, we will confine oursleves to delegation of End Rating, and assume that delegation of, say, invoicing and collecting actual money can be described in a similar way.) In order to perform delegation of billing functionality, the operation End Rating (denoted by calcEndRate) requires specific information of each service session regarding service type, the origination and destination of the communication session, the start-and ending time of the session, the volume in bytes transported in case of a data service, and possibly more. Once it has been decided that an operation like calcEndRate is to be delegated, one tries to locate an outside party supplying the functionality of this operation. Once such an outside (target) party is found, the source party and the target party enter negotiations regarding the quality of the outsourcing service that the target has to provide. Once an agreement has been reached, a so-called Service Level Agreement (SLA) is drawn up to which both parties are bound. A SLA is crucial in degating, since it is the sole basis on which source and target parties provide input-(responsibility of the source company ) and output material (responsibility of the target company). The source agent offers the outsourced operation, say O, as well as all relevant attributes, relations, constraints and auxiliary operations that are used in the definition of that particular operation O. Furthermore, the source agent offers its initial conditions that have to be met by a target agent (offering specifications of the material that the supplying company can provide). These conditions are the basis for a SLA pertaining to source and target agents, and could typically be given in terms of pre-and post conditions. In the case of our example, we could stipulate the following conditions (written in UML/OCL) context Usage Record::calcEndRate: Amount pre: Label = subscriber post: Destination not in Europe implies result > 2.50 € and StartTime > 18:00 hrs implies result < 1.00 € We have assumed that Usage Records which do not relate to own subscribers of the CSP (i.e., usage records related to other roaming users) will be passed by some interface to another billing domain, and hence will be not considered here for outsourcing (pre-condition). Furthermore, this specification states that within some class Usage Record, an operation called calcEndRate satisfies the post condition that all usage records which relate to communcation sessions with a destination outside Europe are rated at least at €2.50 , and that sessions started off-peak (i.e., later then 18:00 hrs) will have a rate less than €2.50. Should one wish to delegate this operation, then the supplier is bound to this specification in terms of pre/post-conditions. This entails that the supplier is to offer an implementation calcEndRate' of calcEndRate, such that calcEndRate' has a pre/post-condition consistent with respect to the pre/postcondition of calcEndRate. For pre-conditions this means that calcEndRate' should not accept arguments that are not accepted by calcEndRate, and for post conditions it holds that calcEndRate' should never produce results contradicting the post condition of calcEndRate. Typically, a source agent is equipped with a pre/post-condition, and is roaming for a target agent that also is equipped with a pre/post-condition and that is compliant with the pre/post-condition of the supplier. This process of getting target and source agents to match in order to fulfill such compliancy, is called alignment. It is the topic of this paper to offer a semantics of succesful alignment. In our approach, the SLA between source and target agents provides the input for a contract binding both parties. The SLA is then used to produce a formal specification, in terms of pre-and post conditions, in which it is precisely (unambiguously) and completely stated what the supplier is expected to deliver. Such a formal counterpart of the SLA is coined a σ-constraint.
Alignment can be described in terms of a schema. In general, in the context of delegation and alignment, source and target agents have to abide to the following (abstract) alignment schema SA: {pre1} op1 {post1} (σ1)
This schema (called an ω-schema, "ω" from outsourcing) is to be read as follows. SA denotes the source agent, TA denotes the target agent, σ-constraint σ1 denotes the pre/post-codition combination pertaining to the delegated operation op1, whereas σ-constraint σ2 denotes the pre/post-codition combination pertaining to the supplying operation op2. Operation op2, on the target side, is (by definition) a correct implementation of op1, if and only if pre-condition pre1 logically implies pre-condition pre2, and postcondition post2 logically implies post-condition post1. We also say that σ-constraint σ2 is in alignment with σ-constraint σ1. An ω-schema prescribes a consistency and completeness condition with respect to pre-and post conditions of the delegated and the supplier operation involved. In the context of an ω-schema, we can now also describe what it means that agent SA negotiates with agent TA in reaching agreement on a binding SLA. Initially it could be the case an SA-constraint does not align with some related TA-constraint; by negotiating, however, these two constraints could align. Typically, negotiation could be dedicated to appropriate strengthening of condition pre1 to, say, a condition pre1', and/or appropriate weakening of condition post1 to, say, post1' such that pre-condition pre1' logically implies pre-condition pre2, and post-condition post2 logically implies post-condition post1'. Negotiation in this sense could be the subject of semi-automatic support [18] . In this paper we focus on the problem of how to represent source and target agents such that their matching (negotiation resulting in an alignment) can be described in terms of an ω-schema. We will do so by assuming that the source and target companies can approriately be described in terms of a UML/OCL schema. By this we mean that we assume that within the source company, we can provide a suitable description UML/OCL model description of some operation O (to be delegated), as well as all relevant daat sets, attributes, relations, constraints and auxiliary operations that are used in the definition of that particular operation O. All of this source material (operation, attributes, constraints, auxiliary operations) will provide the ingredients for the construction of the source agent, which we will describe in terms of a derived class (or view) with respect to the source model. On the other hand, the target company supplies similar material (in terms of operations, attributes, constraints, auxiliary operations) as input for a target agent to meet the requirements of the delegated operation as described in the source agent. Analogously, we will offer a description of the target agent in terms of a derived class with respect to the original model description of the target company. Matching of source and target agents will usually involve an extra initial step, that we have not mentioned before. Before we can investigate just how the matching of source and taget can take place, both source and target have to be placed in the same language frame, by which we mean that we have to find a suitable mapping from model elements on the source side to model elements on the target side. We have a similar situation in the field of so-called data integration, where we have to map a collection of (local) source models to a (global) target model integrating various aspects of the source models. Typically, these local models are models of legacy systems, which have to be mapped to a newly defined global system, and is known as the problem of Global as View (or GAV, cf. [4, 5, 6, 12] ). When constructing such mappings from local models to a global model in data integration, we encounter problems pertaining to so-called data extraction. The process of data extraction [5] can give rise to various inconsistencies due to matters pertaining to the ontologies [4, 5] of the different component information systems. Ontology deals with the connection between syntax and semantics, and how to classify and resolve difficulties and classification between syntactical representations on the one hand, and semantics providing interpretations on the other hand. Matters such as naming conflicts (e.g. homonyms and synonyms), conflicts due to different underlying data types of attributes and/or scaling, and missing attributes all deal with differences in structure and semantics of the different local databases. Careful analysis of these problems usually reveal that these conflicts are not real inconsistencies, but rather that by employing techniques such as renaming, conversion functions, default values, and addition of suitable extra attributes can result in the construction of a common data model in which these (quasi-) inconsistencies are resolved (cf. [2, 3, 4, 16] ). Should we also wish to maintain constraint properties in the transition from local to global, then we move into the realm of so-called data reconciliation. Data reconciliation is often hard to realize, because of the severe restrictions placed on the mapping from local models to the global model. In [4, 17] , it has been shown that only when such a mapping satisfies certain isomorphism properties, the mapping will ensure correct resolution of the data reconciliation problem. Such constraint preserving mappings have been coined ψ-maps (cf. [4] ), where ψ stands for preservation of system integrity (hence, psi); [4] provides an algorithm for constructing ψ-maps under the assumption that in a specific transition from local to global, the data extraction problem has previously been resolved. In this paper we have been inspired by the work done in the fields of data extraction and reconciliation; we have tried to translate the results from these two fields to the field of delegation, where we are faced with a more-or-less dual situation: here we are moving from a global system (the system of which a part will be delegated) to a collection of local systems (cf. [11] ). Typically, the global system is a legacy system that has to be mapped to an existing local system that will supply the desired service. Mapping an existing (global) model to an existing (local) model is known as the problem of data exchange ( [13] ). In general, there are no algorithms for constructing mappings solving the data exchange problem. What we can do, however, as will be done in this paper, is provide criteria by which it can be judged, in retrospect, whether the construction of an aligning mapping from an existing model to another existing model has been performed correctly. In our case, we will offer a criterion, formulated in terms of an ω-schema, by which we can judge that an ω-map ensures correctness of the aligning relation between source and target agents. The next section is devoted to derived classes in UML/OCL; derived classes will be used in subsequent sections of this paper for modeling agents, and for constructing ω-maps in the context of alignment.
Views in UML/OCL and their application to agent modeling
Consider the case that in the context of some company, we have a class called Emp1 with attributes nm1 and sal1, indicating the name and salary (in euros) of an employee object belonging to class Emp1 -nm1 : String -sal1 : Integer
Emp1
(2) Now consider the case where we want to add a class, say Emp2, which is defined as a class whose objects are completely derivable from objects coming from class Emp1, but with the salaries expressed in cents. The calculation is performed in the following manner. Assume that the attributes of Emp2 are nm2 and sal2 respectively (indicating name and salary attributes for Emp2 objects), and assume that for each object e1:Emp1 we can obtain an object e2:Emp2 by stipulating that e2.nm2=e1.nm1 and e2.sal2=(100 * e1.sal1). By definition the total set of instances of Emp2 is the set obtained from the total set of instances from Emp1 by applying the calculation rules as described above. Hence, class Emp2 is a view of class Emp1, in accordance with the concept of a view as known from the relational database literature. In UML terminology [20] , we can say that Emp2 is a derived class, since it is completely derivable from other already existing class elements in the model description containing model type Emp1. Class Emp2 can be described as a derived class in UML/OCL [13, 20] in such a way that it satisfies the requirements of a (relational) view. The set of instances of class Emp2 is the result of a calculation applied to the set of instances of class Emp1. The basic idea is that we introduce a class called DB that has an association to class Emp1, and that we define within the context of the database DB an attribute called Emp2. A database object will reflect the actual state of the database, and the system class DB will only consist out of one object in any of its states. Hence the variable self in the context of the class DB will always denote the actual state of the database that we are considering. In the context of this database class we can then define the calculation obtaining the set of instances of Emp2 by taking the set of instances of Emp1 as input. 
context DB def: Emp2: Set(Tupletype{nm2:String, sal2: Integer}) = (self.emp1-> collect(e:Emp1 | Tuple{nm2=e.nm1, sal2=(100*e.sal1)}))-> asSet
In this way, we specify Emp2 as the result of a calculation performed on base class Emp1. Graphically, Emp2 could be represented as follows where the slash-prefix of Emp2 indicates that Emp2 is a derived attribute 
Modeling agents as exact views
Exact views belong to the domain of data extraction, and are constructed from a certain collection of injective conversion functions ( [3, 4] ). Exact views have the property that they are correctly updatable, in the sense that any update on an exact view corresponds to exactly one (combination of) correct update(s) on the base class(es) it stems from ([1]). Such views can be used to offer a certain filter on larger classes (or even combinations of classes) coming from some existing information system. Agents typically represent some part of an existing software system; they are equipped with suitable attributes, operations, and constraints on data and operations offering them appropriate functionality to negotiate with other agents about some activity, e.g. an activity pertaining to delegation of some service. In our treatment of delegation, we wish to abstract from certain details and concentrate on that kind of functionality that a delegator agent needs to (semantically) align with some other (supplier) agent. We propose to model delegator and supplier agents, in the context of semantic alignment, as exact views on top of existing information systems.
The next section deals with specifications of schemas for delegator agents and supplier agents. These schemas will rely heavily on employing exact views; these exact views will provide the mechanism to eventually construct so-called ω-maps, eventually ensuring correctness of alignment. We will also describe a running example of a company wishing to delegate its billing services.
Delegation and alignment by ω ω ω ω-schemas and ω ω ω ω-maps
Consider the case of our billing example, partially described in Section 1. To be more precise, the CSP wishes to delegate the calculation of the End Rates of the communication services used by its customers on the basis of: User Profile; Origination and destination of the communication session; Connection date; Connection start and stop time; Service type; Number of Bytes transported in case of a data service. The price a customer has to pay for its service usage, called End Rate, is based on two elements: the list price of the service (the so-called basic rate), and the subscription schemes a customer has agreed on with the CSP. Furthermore, the CSP wishes to obtain for each customer an invoice listing all of the rated sessions the customer has "consumed" the last period, say month, based on the rates of all of the Charge Records of that particular customer. In terms of a source agent, not all elements of the class Usage Record are relevant for outsourcing of these operations. To this end, we will construct a derived class with respect to the class Usage Record containing, in general, only those attributes, relations, operations, and constraints that are relevant to our particular delegation application. This particular derived class, called /RateView, will denote our source agent, and is depicted in the following figure
A view such as /RateView is called a source view. In order to ensure a one-to-one correspondence between the view /RateView and the original class Usage Record (necessary to obtain a unique association between a usage-record object and his end rate), we provide a ψ-map ensuring that each object in the set of instances We shall now consider the side of the supplying party, and attempt to construct the target agent (or TA, for short). Should the company wish to delegate the operation calcEndRate, then the supplier is bound to the σ-constraint specified above. This σ-constraint entails that the supplier is to offer an implementation calcEndRate' of calcEndRate, such that calcEndRate' has a pre-and post condition that are in alignment with the pre-and post conditions of calcEndRate.
We will assume that a target model TM is already given (defined in terms of an existing external information system, for example a specific information system that can calculate end rates), and we are then faced with the problem to define a view on TM , resulting in a target agent (TA), with the following properties (i) TA contains all relevant information also available in the source agent /RateView; we could also say that TA offers isomorphic copies of data structures available in SA (ii) TA additionally contains from the target side extra attributes, operations, and relations (e.g., auxiliary tables with input data for operations) necessary to actually provide the calculations for the outsourced operations
Moreover, TA will typically be defined as a view on the complete target model TM. Hence, we will assume the existence of some ψ-map, say ψ 0 ', between TM and TA as depicted below ψ 0 '
The view TA contains offers isomorphic copies of data structures available in /RateView; we shall assume that there exists a ψ-map, say ψ 1 , between RateView and TA, as depicted in
Existence of a ψ-map like ψ 1 is necessary for two reasons (i) ψ 1 maps object data from RateView to TA solving data extraction problems in the transition from the source model SM to the target model TM.
We have to ensure that each object in the set of instances of the source agent RateView corresponds to exactly one object in the target agent TA, and vice versa. Only in this way can we freely, and unambiguously move between the source and the target agents.
In order to provide sufficient material to implement calcEndRate as calcEndRate' in the view TA, we will typically employ auxiliary data found in classes in the target model TM. Examples of such auxiliary classes contain data, operations and constraints concerning list prices of service usage, taxes, promotions, credits, debits. Hence, view TA is used to obtain yet another view, say TA', containing the following data 
where we have assumed the existence of some ψ-map ψ 2 to map TA-objects to TA'-objects. TA' will also contain constraint information, defining the actual calculations of end rate. If we split the view RateView into two parts, one called SA containing purely the attributes, and the other called SA' containing purely the desired operations and the original σ-constraint, then we would have the following situation (10) where SA' is a subclass of SA. By now providing a suitable ψ-map, say ψ 3 , to map TA' to SA', we can now provide SA' with the desired calculations of calcEndRate. We are now in the situation that we can construct our sought after ω-map as a composition of a certain sequence of ψ-maps. Consider the following diagram, in which we offer an overview of the various ψ-maps encountered in our example thus far
Outsourcing Company (CSP) Supplier(BSP)
(ω ω ω ω-schema ensuring correctness of alignment)
The desired ω-map, say Ω (mapping the source view to the target view), is defined as the inverse of the map ψ 3 . Note that ψ-maps ψ 1 and ψ 2 are essential in defining Ω, since these two ψ-maps determine the target view TV'.
Conclusions and future work
In this paper we have shown how to use UML/OCL as an effective means to model abstract versions of delegator agents and supplier agents in the context of semantic alignment. We have provided a formal means to ensure that the delegation relationship between delegator and supplier, determined by a ruling TM service level agreement (SLA), satisfies specific correctness criteria. These correctness criteria are defined in terms of consistency and completeness between the delegated operation and the associated operation offered by the supplier. Alignment correctness is ensured by satisfying so-called ω-schemas. Finally, negotiation between agents has been described as a strengthening and/or weakening of pre-and post conditions in the context of an ω-schema. Semantic alignment is, of course, only one aspect of actual alignment in a B2B setting. The final selection of a supplier by a delegator is not only determined by semantic alignment, but also by more businessrelated aspects such as price, delivery time, reliability of the supplier, etc. Technical aspects play an additional role: even if two parties can agree on alignment in terms of semantical correctness, and business approval, then the actual implementation of the delegated service still has to be technically feasible. In this sense, a whole suite of agents play a potential role in reaching actual agreement on delegation of some service. We wish to study interaction of such a suite of agents in our formal framework; cascading and nesting of agent responsibilities, for example, are possible subjects of further research. Another interesting aspect is the role that so-called agent providers (or agent brokers) could play in this framework of interacting agents. Finally, we mention the research topic of the degree of automation support that can be reached in negotiations between two agents trying to agree on semantic alignment.
