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Tato  bakalářská  práce  je  zaměřena  na  management  projektů  pomocí  Ganttových  diagramů. 
Problematika  je  řešena jako  klient-server  aplikace postavená na knihovně  ExtJS.  Práce nastiňuje 
možnosti ExtJS a přináší detailní popis Ganttova diagramu. Z něj vychází návrh systému, který se 
týká  hlavně  principu  vytváření  diagramu,  způsobu  jeho  chování  a  drag&drop operací  sloužících 
pro jeho úpravu. Podle návrhu je následně zpracována implementace, která je zde detailně popsána. 
Abstract
This bachelor's  thesis  is  focused on project  management  using Gantt  charts.  This issue is  solved 
as a client-server  application  based  on  ExtJS  library.  This  thesis  suggests  possibilities  of  ExtJS 
and brings a detailed description of the Gantt chart. This description brings a design of the system 
which covers the main principles of creating a diagram, its behaviour and drag&drop operations used 
for editing the chart. According to the concept the implementation is then processed and described 
in detail.
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Firemní  řízení  projektů  je  spojeno  s  problémem  efektivního  využití  času  při  práci 
na jednotlivých částech daného projektu. Jedním z prostředků, jakým lze navrhnout časové rozdělení 
projektu, přidělení úkolů a kontrolu jejich provádění je Ganttův diagram. 
Tato bakalářská práce se zabývá možnostmi tvorby Ganttových diagramů v prostředí ExtJS. 
Jedná se o aplikaci typu klient-server, převážně zaměřenou na klientskou část. 
Detailní popis Ganttova diagramu je zpracován ve druhé kapitole.  Je zde nastíněna historie 
tohoto  grafu,  nynější  podoba  diagramu  známá  z  několika  rozšířených  aplikací  a  jeho  výhody 
a nevýhody.
Třetí  kapitola  se  věnuje  technologiím,  které  jsem  použil  při  implementování této  práce. 
Zahrnuje základní popis použitých prostředků, ať jsou to programovací jazyky, formáty pro uložení 
dat nebo pokročilé nástroje pro tvorbu webových aplikací. V této kapitole lze též najít detailní rozbor 
knihovny ExtJS, na které jsem postavil svoji práci.
Návrh celého systému je obsažen ve čtvrté kapitole.  Rozebírám zde také logické rozdělení 
aplikace,  návrh  složitějších  částí  systému,  běh  systému  nebo  datová  úložiště,  která  jsem použil 
pro uchování perzistentních dat.
Kapitola  pátá  obsahuje  detailní  popis  implementace  a  to  jednotlivých  částí  systému, 
které spolupracují  při  vytváření  modelu diagramu, prvky uživatelského rozhraní,  popis výkonných 
částí systému, databázové skripty a také popis komunikace se serverovou částí aplikace.
Testování  aplikace rozebírám v kapitole šest,  kde popisuji  problémy,  na které jsem narazil 
během testování aplikace, a jejich řešení.
Zhodnocení  celého  projektu  přináší  kapitola  Závěr.  Zde  se  vyjadřuji  k  průběhu  práce 
na projektu, rozebírám výsledek práce a navrhuji možná rozšíření.
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2 Ganttův diagram
V této kapitole se nejprve věnuji detailnímu popisu Ganttova diagramu, jeho podobě, historii, 
výhodám a nevýhodám jeho užití a programům, které jsou určeny pro jeho vytváření.
Ganttův diagram je  velmi  častý prostředek pro popis  posloupnosti  událostí  v  čase  a  jejich 
návazností.  Jedná  se  o  druh  pruhového  diagramu,  kdy  na  x-ové  ose  je  zobrazena  časová  osa. 
Na ose y jsou pak zobrazeny jednotlivé  události.  Ve  své nejranější  podobě neposkytoval  diagram 
příliš mnoho informací. Postupem se z něj stal dobrý prostředek pro plánování projektů a vývojem 
přibyly další  možnosti  jako druhy úkolů, kalkulování nákladů, přidělování lidských zdrojů a míra 
plnění jednotlivých úkolů.
2.1  Historie
Zřejmě  první  Ganttův  diagram  byl  vytvořen  roku  1896  polským  ekonomem  Karolem 
Adamieckim. Jelikož svou práci popsal až roku 1931 v polštině a ruštině, jazycích na západě nepříliš 
známých,  byl  diagram pojmenován  podle  Henryho  L.  Gantta  (1861-1919),  amerického  strojního 
inženýra, který jej nastínil ve své knize Organizing for Work (1919). Masivní rozšíření zaznamenal 
Ganttův  diagram až  s  nástupem počítačů  v  osmdesátých  letech  minulého  století  a  pak  zejména 
na konci  devadesátých  let  při  vývoji  aplikací,  které  umožňují  správu  společného  obsahu  více 
uživatelům, například prostřednictvím webového rozhraní (tzv. groupware) – Lotus Notes, Microsoft 
Exchange,  Novell  GroupWise.  Zřejmě  nejznámější  komerční  aplikací  pro  tvorbu  Ganttových 
diagramů je Microsoft Project [14] (příklad projektu vytvořeného tímto programem je na obrázku 1), 
který je součástí  kancelářského balíku Microsoft Office. Na poli  aplikací s otevřeným zdrojovým 
kódem jsem se setkal s aplikací Gantt Project [1].
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Obrázek 1: Ganttův diagram v prostředí Microsoft Project 2007
2.2 Popis Diagramu
Diagram je  tvořen časovou osou,  úkoly a závislostmi  mezi  nimi.  Úkoly jsou na diagram 
kladeny tak,  že vzhledem k časové ose zastávají  takové období,  za které by měly být vykonány. 
Míra plnění  jednotlivých  úkolů  je  znázorněna  vnitřní  úsečkou.  Podle  vyplnění  celého  úkolu  lze 
pak odhadnout  procentuální  vyjádření  splnění  úkolu.  Velký  pokrok zaznamenal  Ganttův  diagram 
přidáním spojnic znázorňujících jednotlivé návaznosti úkolů. Pro specifičtější vyjádření návaznosti 
byly zavedeny čtyři druhy návazností: úkol může začít až po ukončení předešlého úkolu (návaznost 
typu konec-začátek), úkol musí skončit zároveň s předchozím úkolem (návaznost typu konec-konec), 
úkoly začínají  současně (návaznost typu začátek-začátek) a úkol může skončit,  jakmile předchozí 
úkol začne (návaznost typu začátek-konec). Návaznosti na jednotlivé úkoly lze samozřejmě skládat 
tak,  že  začátek  úkolu může  být  závislý  na  dvou skončených předchozích úkolech.  V moderních 
nástrojích pro tvorbu Ganttových diagramů lze úkolům přiřadit zdroje, tedy hlavně osoby zodpovědné 
za jejich plnění. Diagram obvykle vyznačuje také aktuální datum a datum ukončení projektu.
Výhodou  diagramu  je  přehledné  zobrazení  návazností  činností  v  čase.  Je  nutné   předem 
stanovit, do jaké úrovně detailů zajít při popisu projektu. Přehlednost diagramu se ztrácí s větším 
množstvím úkolů. V nynějších nástrojích lze ovšem úkoly hierarchicky sdružovat do skupin a nechat 
si zobrazit jen jednotlivé skupiny úkolů.
Nevýhodou  Ganttova  diagramu  je  relativně  malé  množství  informace  na  jednotku  plochy 
a nečitelnost diagramu při zobrazení většího počtu závislostí  mezi  úkoly.  Mírným nedostatkem je 
nepřehlednost diagramu pro projekty obsahující víc úkolů, než lze zobrazit na obrazovce, což lze 
ale příznivě ovlivnit zvolenou mírou abstrakce. 
Více informací lze nalézt v literatuře [9].
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3 Použité technologie
Kritériemi pro výběr použitých technologií byly hlavně licence pro volné užívání, rozšířenost 
prostředku,  kompatibilita  s  již  existujícími  technologiemi  a  obsáhlá  dokumentace,  která  by 
zajišťovala snadnost použití produktu. 
Na základě mých zkušeností s vývojem webových aplikací a použitých prostředků,  jsem se 
rozhodl pro HTML jako základní jazyk vývoje aplikace, CSS jako jazyk pro popis stylů, skriptovací 
jazyk JavaScript pro implementaci klienta. Skripty použité na serveru jsem vyvíjel v jazyku PHP. 
Datová úložiště jsem se rozhodl umístit do MySQL databáze a XML souborů. Všechny technologie 
podrobně popíšu v této kapitole.
Pro tvorbu uživatelského rozhraní jsem použil pokročilý framework ExtJS obsahující široké 
spektrum pokročilých nástrojů pro tvorbu rozsáhlých webových projektů.
Při  vývoji  aplikace  mi  byl  velkým  pomocníkem  WampServer,  což  je  vývojové  prostředí 
pro Windows poskytující podporu pro PHP skriptování, MySQL databázi, Apache server pro lokální 
ladění aplikace bez nutnosti umisťovat zdrojové kódy do otevřeného prostředí Internetu a aplikaci 
phpMyAdmin pro administraci MySQL databáze. 
Nyní k jednotlivým technologiím podrobněji.
3.1 HTML
Hypertext Markup Language je značkovací jazyk z rodiny SGML. Je naprosto dominantním 
prostředkem pro tvorbu webových stránek. Vývoj tohoto jazyka byl ovlivňován tvorbou webových 
prohlížečů. Jeho počátky sahají do roku 1990, kdy byl navržen spolu s protokolem HTTP, který měl 
přenášet  dokumenty napsané v tomto  jazyce.  Hlavním architektem byl  Tim Berners-Lee.  V jeho 
podání nepodporuje HTML grafický režim, ten byl přidán až v roce 1994 jako reakce na rozšíření 
prohlížeče Mosiac,  prvního  prohlížeče s plně grafickým rozhraním.  V prosinci 1999 byla  vydána 
zatím poslední verze 4.01 s důrazem kladeným na to, aby se značkami uvozovaly části dokumentu 
a vzhled se přesunul k popisu pomocí kaskádových stylů. Další informace lze nalézt v [10] a [12].
Od roku 2004 se připravuje HTML 5, který již není potomkem SGML. Hlavními odlišnostmi 
jsou nová struktura dokumentu a jednoduchá práce s  vkládáním a zobrazováním multimediálních 
prvků. Dokončení se plánuje do roku 2012. 
Při implementaci jsem použil poslední verzi HTML a to 4.01.
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3.2 CSS
Vývojem HTML se do tohoto jazyka  dostalo mnoho elementů a atributů,  které popisovaly 
nejen  obsah,  ale  i  grafické  zobrazení  prvků.  V  případě  stránek  malého  rozsahu  to  nevadilo, 
ale s přibývajícími nároky na velikost obsahu a jeho design se situace stala neudržitelnou.
Kaskádové styly (CSS – Cascading style sheets) vznikly na popud konsorcia W3C pro oddělení 
logického  členění  dokumentu,  popsaného  pomocí  HTML,  a  grafického  formátování.  I  HTML 
podporoval atributy, které měnily zobrazení elementů, toto řešení však nebylo dobré, jelikož pokud 
chtěl  vývojář  změnit  jednu  vlastnost  pro  více  stejných  elementů,  musel  projít  celý  dokument 
a na všech místech výskytu provést úpravy. Proto se doporučuje vložit stylopis do externího souboru 
a pomocí  selektorů  se  odkazovat  na jednotlivé  prvky.  CSS  umožňuje  formátování  jakékoli  části 
dokumentu od písma a odstavců, přes obrázky až po neutrální značky <div> a <span>. Elementům lze 
nastavit velké množství vlastností pro vzhled, velikost a efekty.
Stálou komplikací při psaní webových stránek je interpretace CSS různými prohlížeči jiným 
způsobem. Momentálně se vyvíjí CSS verze 3 [2], ale pro tvorbu kaskádových stylů v aplikaci jsem 
použil  CSS ve verzi  2.1,  jelikož je dostupná ve většině prohlížečů.  Znalosti  jsem čerpal  z knihy 
Martina Prokopa [19].
3.3 JavaScript
JavaScript patří do rodiny objektově orientovaných jazyků. Používá se především pro vytváření 
skriptů, použitých v dynamických webových stránkách. Syntaxí je podobný jazykům C/C++/Java. 
V drtivé většině pracuje na straně klienta, existují však implementace na straně serveru (LiveWire). 
Základ jazyka  položil  Brendan Eich ze  společnosti  Netscape v roce 1995.  První  standardizovaná 
verze JavaScriptu pochází z roku 1997 pod názvem ECMAScript. V současnosti pracuje na vývoji 
tohoto jazyka nadace Mozilla Foundation. Podrobnosti lze nalézt v [11], [15] a [27].
Existuje několik možností, jak přiložit skriptový kód ke stránce. Lze například využít značky 
<script>, do které lze vložit kód přímo, nebo se pomocí atributu src odkázat do externího souboru. 
JavaScript  je  dynamicky  typovaným  jazykem.  Funkce  jsou  zároveň  objekty,  lze  jim  tedy 
definovat  atributy  a  vnitřní  funkce  a  pak  k  nim  přistupovat  pomocí  tečkového  operátoru. 
V JavaScriptu neexistuje dědičnost jako taková, lze ji však simulovat pomocí prototypů.
Nevýhodou JavaScriptu je fakt, že nelze přistupovat k lokálnímu souborovému systému kvůli 
bezpečnosti klienta. Uživatel také může JavaScript zcela zakázat.
Implementované  kódy v  JavaScriptu  jsou ve verzi  1.8.1,  což je  i  poslední  stabilní  verze 
(standard ECMA-262 edice 5).
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3.4 PHP
PHP  je  skriptovací  jazyk  pro  tvorbu  interaktivních  webových  stránek.  Jedná  se  zřejmě 
o nejrozšířenější jazyk používaný na straně serveru. 
Pod originálním názvem Personal Home Page Tools začal vývoj PHP v roce 1994 dánským 
programátorem  Rasmusem  Lerdorfem,  jako  sada  skriptů,  napsaných  v  Perlu,  pro  spravování 
privátních webových stránek.  Vývojem přibyly syntaktické  zápisy podobné jazyku  C pro přístup 
k databázi a další  funkce. V roce 1997 došlo k přepsání syntaktického analyzátoru a zefektivnění 
překladu jazyka. Změnil se též název na PHP Hypertext Preprocessor, kterým se PHP označuje dnes. 
Toto vydání bylo oficiálně uvedeno jako PHP3. Nejvyšší verze tohoto skriptovacího jazyka je verze 
5.3.2. Tuto verzi jsem využil i já pro implementaci serverových skriptů. 
PHP  je  dynamicky  typovaný  jazyk,  syntaxí  vycházející  z  jazyků  C  a  Perl.  Jeho  hlavními 
výhodami  jsou  velká  rozšířenost,  obrovské  množství  vestavěných  funkcí,  přímá  podpora 
nejrozšířenějších  databázových  systémů,  multiplatformnost  a  široké  zastoupení  u  hostingových 
služeb. 
Mírnou  nevýhodou  je  slabá  podpora  Unicode  (slibované  zlepšení  s  příchodem  PHP6) 
a nejednotné pojmenování funkcí. 
Více informací lze nalézt v [13], [17], [18] a [26].
3.5 MySQL
MySQL je velmi oblíbený databázový systém vyvíjený původně švédskou firmou MySQL AB 
od roku 1995.  Tato  firma  je  nyní vlastněna  společností  Oracle,  která  v  současnosti vede  vývoj. 
Začátek vývoje tohoto systému je spojen se jménem Ulf Michael Widenius. Tento finský programátor 
je hlavním autorem původní verze této databáze.
MySQL je  multiplatformní databáze vyvíjená  pod duální  licencí  -  GPL (licencí  pro volně 
šířitelný  software)  a  komerční.  Komunikace  s  databází  probíhá  pomocí  jazyka  SQL.  Je  součástí 
mnoha vývojářských balíčků v kombinaci s Apache serverem a PHP. 
Její hlavní vlastností je rychlost, pro kterou byla původně optimalizována, což přineslo určité 
nevýhody  v  nepřítomnosti  pohledů,  databázových  triggerů  a  uložených  procedur,  které  byly 
přidávány až později.
Poslení  stabilní  verzí  MySQL  je  5.1.46,  já  jsem využil  verze  5.1.36,  jelikož byla  součástí 
balíku WampServer. Více informací o MySQL lze nalézt v [16].
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3.6 XML
XML (Extensible Markup Language) je značkovací jazyk vycházející z rodiny jazyků SGML. 
XML nepřiřazuje značkám sémantiku, tu dodává programátor. Je hierarchicky uspořádaný a každá 
značka musí mít svou párovou ukončovací značku. Dokumenty uložené ve formátu XML jsou snadno 
čitelné člověkem i strojem a často se používají jako prostředek výměny informací mezi aplikacemi. 
Díky  svému  velkému  rozšíření  obsahuje  mnoho  programovacích  jazyků  základní  knihovny 
pro serializaci dat v tomto formátu. 
První verze XML 1.0 byla vydána konsorciem W3C v únoru 1998. V současnosti  poslední 
je verze  1.1  z  února 2004.  Tuto  verzi  jsem  použil  pro  uložení  projektových  dat  a  úkolů. 
Více informací lze nalézt v [20].
3.7 Nástroj ExtJS
Jedním  z  prostředků  k  ulehčení  práce  při  vytváření  rozsáhlých  webových  portálů  jsou 
frameworky, tedy knihovny, díky nimž je práce rychlejší, mají mnoho vestavěných funkcí a poskytují 
mnoho rozšíření. Jsou to například prostředky pro asynchronní komunikaci se serverem, komponenty 
uživatelského rozhraní, spravování cookies, časovače, prostředky pro validaci vkládaných dat a další. 
Nejznámější  frameworky  pro  tvorbu  interaktivních  webů  jsou  Nette  Framework  a  Zend 
Framework. Existuje ovšem mnoho dalších: CakePHP, Symphony, Ruby on Rails. Mezi frameworky, 
které u nás nejsou příliš známé, se řadí i ExtJS.
ExtJS  [3]  je  velmi  pokročilý  nástroj  pro  tvorbu  rozsáhlých  webových  portálů,  firemních 
aplikací a systémů pro správu obsahu (CMS). Je to javascriptový, objektově orientovaný framework. 
Použil  jsem ExtJS pro jeho velmi  široké možnosti.  Poskytuje  mnoho komponent  a funkcí, 
které mi byly nápomocny při implementaci. Zejména mi vyhovoval jeho „okenní“ vzhled a tedy jistá 
podobnost s běžnou prací v operačním systému a vývojem okenních aplikací. Drobnou komplikací 
je absence české dokumentace. To však nebyl problém vzhledem k tomu, že anglická dokumentace 
je velice  přehledná,  obsahuje  i  ukázky  vzorových  řešení  a  části  zdrojových  kódů.  Výborná  je 
též oficiální podpora, kde lze nalézt odpověď na určitý problém do několika minut.
3.7.1 Historie
Vývoj  tohoto  nástroje  začal  v  roce  2006.  Programátor  Jack  Slocum  začal  pracovat 
na rozšiřujících nástrojích a knihovnách pro YUI (Yahoo! User Interface) framework. Tato rozšíření 
byla distribuována pod označením „yui-ext“. Na podzim roku 2006 byla vydána poslední (33.) verze 
a dále už byla tato rozšíření pojmenována jen jako Ext. Na začátku roku 2007 byla založena firma Ext 
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a  v  dubnu 2007 byla  vydána  první  oficiální  verze  ExtJS 1.0,  která  položila  základ  pro  budoucí 
rozšiřování této knihovny. Verze 2.0 (prosinec 2007) přinesla rozšíření již vytvořených komponent 
a nové návrhové vzory pro tvorbu rozvržení stránek. Také díky přehledné dokumentaci se Ext stal 
od této verze velmi  známým. Od verze 3.0 se ExtJS stává jedním z nejrobustnějších frameworků 
na trhu,  díky  velké  programátorské  základně  každým  dnem  přibývají  nové  a  nové  komponenty 
a několik těchto bylo přidáno jako plnohodnotné části systému. Celkově je třetí verze mnohem více 
odladěná než verze  2 a  lépe se  s  ní  pracuje.  Aktuálně je  nejnovější  stabilní  verze  3.2.0,  vydaná 
v březnu 2010. Použil jsem verzi 3.0.0, jelikož jsem začal s návrhem aplikace před vydáním poslední 
verze a vzhledem k tomu,  že jsou drobné problémy se  zpětnou kompatibilitou,  rozhodl  jsem se, 
že nebudu přecházet na nejnovější verzi.
3.7.2 Licence
Verze 1.x a 2.x jsou licencovány pod upravenou LGPL, tedy licencí pro svobodný software, 
používanou hlavně pro knihovny a  publikovanou nadací  Free  Software  Foundation.  Tato  licence 
dovoluje používat ExtJS pro osobní, vzdělávací a nevýdělečné účely. Lze jej použít v open-source 
projektech, které vylučují použití nesvobodného softwaru. Od verze 3.0 se změnila licence na GPL 
verze 3, která je přísnější než LGPL. Vedle licence LGPL existuje též licence pro komerční využití.
3.7.3 Komponenty
ExtJS  obsahuje  velké  množství  zabudovaných  komponent  hierarchicky  seřazených  podle 
vlastností.  Téměř  všechny  objekty  jsou  odvozeny  ze  základní  třídy  Ext.util.Observable, 
která poskytuje rozhraní pro zachytávání událostí. Potomci této třídy jsou jak viditelné komponenty, 
tak abstraktní  datové  struktury,  abstraktní  třídy  pro  zpracování  formulářů  a  modely  chování 
komponent. Prvky uživatelského rozhraní jsou odvozeny od třídy Ext.Component. Zejména pak 
její  potomek  Ext.BoxComponent,  ze které dědí  třídy rozdělené do několika kategorií.  Jsou to 
formulářové  prvky,  jako  například  checkBox,  radioButton,  textField,  comboBox atd. 
Dále  prvky  tvořící  menu: menuItem,  separator,  textItem atd.  Toolbarové  třídy 
pagingToolbar,  tbItem, tbButton a  další.  Třídy  pro  specifikaci  úložišť  (tzv.  store): 
arrayStore, jsonStore, xmlStore, groupingStore. Je zde také třída Ext.Container, 
ze  které  se  dědí  takové  třídy  jako  Ext.panel,  jehož  potomci  jsou  například  formulář 
(Ext.form.FormPanel), tabpanel (Ext.tabPanel), okno (Ext.window) a další. Pro ukázku 
lze na obrázku 2 vidět hierarchii tříd pro formulář. 
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3.7.4 Návrhy rozvržení
Rozvržení (layouts) jsou velmi silnou stránkou ExtJS. Používají se pro návrh celé stránky 
i vnitřního  uspořádání  jednotlivých  komponent.  ExtJS  verze  3  jich  poskytuje  dvanáct.  Krátce 
představím některé z nich:
• absolute:  absolutní  pozicování  objektů  uvnitř  komponenty,  která  má  nastaveno  toto 
rozvržení, pomocí x, y souřadnic
• border:  rozvržení  používané pro návrh celé stránky,  odděluje objekty hranicí,  rozděluje 
rodičovskou komponentu na regiony: západní, severní, východní, jižní a centrální
• fit: vyplňuje vnitřními objekty celý obsah rodičovské komponenty
• form:  rozvržení  používané  pro  formuláře,  staví  objekty  pod  sebe  a  nechává  mezi  nimi 
mezeru
Existují  i  další,  i  když  méně  využívané,  pro  úplnost  je  uvedu:  accordion,  anchor,  card, 
column, table, vBox a hBox. Další informace lze nalézt v [6].
3.7.5 Nástroje
Kromě  uživatelského  rozhraní  poskytuje  ExtJS  velmi  široké  spektrum  dalších  funkcí. 
Pro serverové  operace  je  to  například  třída  pro  asynchronní  komunikaci  Ext.Ajax a  třída 
Ext.Direct pro  volání  vzdálených  procedur.  Spravování  cookies  zajišťuje  třída 
Ext.CookiesManager.  Je  zde  nepřeberné  množství  funkcí  pro  plánování  událostí,  časovače, 
quicktips, abstraktní vrstva pro přístup k DOM reprezentaci, podpora drag&drop operací a mnoho 
dalších.  ExtJS  poskytuje  i  podporu  vytváření  vlastních  komponent  děděním  vlastností  z  již 
připravených objektů [21]. 
Další informace lze nalézt v [4], [5], [7] a [8].
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Obrázek 2: Hierarchie tříd pro formulář
4 Návrh řešení
V této  kapitole  se  podrobně  věnuji  návrhu  aplikace,  výběru  použitého  frameworku,  volbě 
datových úložišť a návrhu komponent, které jsem použil při implementaci.
4.1 Tvorba Ganttových diagramů v ExtJS
ExtJS obsahuje  velmi  široké  možnosti  tvorby diagramů.  Je  zde  výběr  z  šablon  pro tvorbu 
koláčových  a  sloupcových  grafů,  kterým  lze  přiřadit  určité  grafické  prvky.  Diagram,  který  by 
poskytoval  zobrazení úkolů a návazností,  avšak ve výběru chybí.  Rozhodl jsem se proto vytvořit 
Ganttův diagram jako komponentu, která bude moci fungovat samostatně. 
Jako základ jsem použil  komponentu  Ext.Panel,  jenž je základní zobrazovací jednotkou 
v ExtJS  a  to  jako  panel,  který  obsahuje  jak  časovou  osu  projektu,  tak  i  vlastní  diagram. 
Aby nevznikly problémy s rolováním, rozdělil jsem tento panel tak, že jsem do něj vložil dva další 
panely: jeden  pro hlavičku a druhý pro tělo. Celá komponenta se pak v logice systému vyskytuje 
pod označením main-panel, jeho vrchní část header-panel a tělo gantt-panel.
Do hlavičky se vykresluje časová osa podle rozpětí vytvářeného projektu a to ve dvou řádcích. 
V prvním řádku se zobrazují týdny (zde jsem se inspiroval nástrojem Microsoft Project) a v druhém 
dny označené číslem dne v měsíci (a zde jsem se naopak inspiroval Gantt Projectem). 
Panel pro zobrazení Ganttova diagramu je komponenta (typu Ext.Panel), kde se vykresluje 
velké množství objektů od úkolů, přes zdroje a návaznosti, po pásy ohraničující týdny. Použil jsem 
pro něj absolutní rozvržení. Díky němu jsem byl schopen umisťovat na panel komponenty na přesné 
místo podle potřeby. 
Jedním z největších problémů, se kterými jsem se setkal při řešení projektu, bylo znázornění 
a vykreslení  návazností  mezi  úkoly.  Jelikož  ExtJS  nemá  podporu  pro  grafické  operace  typu 
vykreslení bodu, případně čáry, musel jsem si pomoci jinými prostředky. Navrhl jsem komponentu 
odvozenou  od  Ext.Panel  s  průhledným  pozadím.  Komponentu  jsem  umístil do  panelu 
pro zobrazení  Ganttova diagramu na souřadnice úkolů,  mezi  kterými  bude znázorněna návaznost. 
Nastavil jsem x, y souřadnice, šířku a výšku podle vzdálenosti mezi oběma úkoly. Vlastní návaznost 
je znázorněna šipkou vytvořenou z HTML elementů <div> umístěných absolutně do tohoto panelu 
s nastavenou barvou. Poskládáním několika těchto elementů podle určených pravidel je vytvořena 
šipka, která sahá od jednoho úkolu ke druhému a vytváří definici návaznosti. Návaznosti mezi úkoly 
mohou být různého typu (začátek-konec atd.). Proto jsem navrhl jsem mechanismus, podle kterého se 
určí, jaká pravidla se aplikují. Jeho přesnou podobu lze nalézt v popisu implementace.
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Všechny  vzdálenosti  se  při  vytváření  diagramu  řídí  zvláštní  konstantou  (CONST_DAY), 
která udává  počet  pixelů,  které  zabírají  zobrazení  dne.  Díky  tomuto  návrhu  bylo  možné 
implementovat funkce pro zmenšení, či zvětšení časové osy a tím vizuálně zmenšovat či zvětšovat 
celý diagram.
4.2 Návrh systému
Při  navrhování  systému  jsem  se  spíše  zaměřil  na  klientskou  část  a  to  zejména  příjemné 
uživatelské  rozhraní  a  kvalitní  zpracování  tvorby  Ganttových  diagramů,  vycházející  z  poznatků 
nasbíraných  při  testování  již  existujících  řešení.  Jelikož  se  počítá  s  implementací  této  aplikace 
do rozsáhlejšího systému, jsou části administrace uživatelů a nastavování práv omezeny na minimum. 
S  ohledem  na rozdělení  systému  do  vzájemně  komunikujících  modulů,  jsem  veškeré  prvky 
uživatelského rozhraní např. okna, formuláře či lokální datová úložiště rotdělil do tříd, které jsem 
navrhl tak, aby byly volatelné z jakéhokoliv místa v systému.
4.2.1 Rozdělení systému
Systém je  rozdělen  do  dvou  částí  –  základní  část  a  moduly.  Strukturou  jsou  si  obě  části 
podobné,  liší  se  jen  v  zaměření  na  určitou  část  projektu.  Základní  část  obsahuje  prostředky 
pro zobrazení  aplikace,  styly  pro  zobrazení  mnou  definovaných  komponent  a  pomocné  skripty 
pro běh systému a nadstavbové funkce. 
Moduly  jsou  oddělené  jednotky  pro  správu  jedné  části  aplikace.  Jsou  to  tři  moduly 
pro uživatelské rozhraní – modul pro správu hlavního menu (module_mainBar), modul pro správu 
panelu úkolů (module_taskTree), modul pro správu Ganttova diagramu (module_ganttPanel) a řídící 
modul (module_engine), který obsahuje hlavní třídu, jenž má na starosti běh systému po přihlášení 
uživatele. 
Všechny  moduly  obsahují  inicializační  třídu,  která  zavede  hlavní  komponentu  modulu. 
Její soubor se nazývá podle modulu. Modul se pak dělí do dvou složek. Složka tříd (classes), kde jsou 
kódy napsané v javascriptu obsahující  třídy uživatelského rozhraní  -  jednotlivá okna s formuláři, 
lokální datová úložiště a podpůrné, rozšiřující skripty. A složka PHP kódů (scripts), kde jsou skripty 
pro komunikaci s databází, ať jsou to XML soubory nebo MySQL databáze. Modul pro zobrazení 




Při vytváření návrhu rozvržení aplikace jsem se inspiroval u programů Microsoft Project 2007 
a Gantt Project.  Základní nabídku jsem umístil  do lišty v horní části uživatelského rozhraní, jak je 
obvyklé u drtivé většiny programů, známých z běžné práce na PC. 
Na levou stranu jsem umístil panel se zobrazením úkolů. Úkoly jsou seřazeny podle hierarchie 
do stromové  struktury.  Panel  poskytuje  funkce  pro  přidání,  editaci  a  mazání  úkolů.  Dále  jsou 
zde například nástroje pro nastavení vzhledu diagramu a menu poskytující funkce pro import a export 
otevřeného  projektu.  V  logice  programu  vystupuje  panel  pod  označením  taskTree (případně 
task-tree).
Do  centrálního  regionu  jsem umístil  již  představený  hlavní  panel,  který  poskytuje  vlastní 
rozhraní pro editaci Ganttova diagramu. Problémem byly posuvníky. Musel jsem zajistit, aby se při 
vertikálním rolování posouval jak hlavní panel, tak panel s úkoly o stejnou vzdálenost.  Řešení se 
nakonec  ukázalo  jako  snadné.  Oběma  panelům jsem navrhl  zachytávač  událostí,  který  reagoval 
stejným způsobem jak na posun v hlavním panelu, tak v panelu s úkoly a to tak, že oběma panelům 
nastavil  stejný  scrollTop,  což je vlastnost komponenty,  která udává o jakou vzdálenost se má 
obsah komponenty posunout směrem dolů. 
Do spodní  části  zobrazení  aplikace jsem umístil  logovací  konzoli,  která  zobrazuje  až  osm 
posledních provedených operací. Zobrazuje též chybová hlášení a varovné zprávy při nestandardním 
chování aplikace. 
Návrh uživatelského rozhraní je vidět na obrázku 3.
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Obrázek 3: Návrh uživatelského rozhraní
4.2.3 Jádro systému
Pro řízení aplikace jsem potřeboval prostředek, který by byl schopen zpracovávat požadavky 
celého systému, reagovat na nečekané události a udržovat stav systému. 
Rozhodl  jsem  se  implementovat  třídu,  která  by  udržovala  veškeré  informace  o  právě 
přihlášeném uživateli, editovaném projektu a stavu dalších proměnných. Tato třída bude poskytovat 
prostředky a funkce pro překreslení diagramu podle prováděných změn. Jakmile se stane jakákoli 
změna v právě editovaném projektu, zavolá se metoda této třídy, která pomocí podřízených funkcí 
překreslí  hlavní panel a provede změny hodnot ve stromu úkolů, v případě, že se jedná o změnu 
časového rozpětí určitého úkolu. 
Operace překreslení je nejvíce používaným procesem v celém systému.  Nejprve se vymaže 
celý  obsah hlavního panelu.  To  proto,  aby nedocházelo k přikreslování  údajů do již  změněného 
diagramu. Následně se analyzuje časové rozpětí celého projektu. Podle něj se vykreslí hlavička s dny 
a týdny do panelu s časovou osou. Zároveň se vykreslí bloky ohraničující jednotlivé týdny do panelu 
s  Ganttovým diagramem.  V třetí  fázi  se  do stejného panelu přidají  návaznosti.  Proces  vytvoření 
návaznosti  je  popsán v předcházející  kapitole.  A jako poslední  se přidají  samotné  úkoly a jejich 
zdroje. Je možné, že některé návaznosti mohou přesahovat mimo definovanou oblast. Avšak tím, že 
se vykreslují úkoly až po návaznostech, se tyto případné nedostatky překryjí.
Do hlavní třídy jsem zařadil i metodu, která se stará o procesy spojené s otevíráním projektů – 
nastavování zobrazení určitých komponent, volba datového zdroje, nahrání dat a další. 
Schéma překreslovací funkce je zobrazeno na obrázku 4.
15
Obrázek 4: Schéma překreslovací funkce
4.2.4 Drag&drop operace
Tyto operace se řídí událostmi myši  nad panelem s Ganttovým diagramem. Na stisk tlačítka 
myši  se  analyzují  souřadnice  této  události.  Vyhledá  se  úkol,  který  je  v  rámci  těchto  souřadnic 
definován.  Podle  souřadnice  x se následně  zjistí,  do  které  části  hledaného  úkolu  uživatel  klikl, 
zda mimo nebo uvnitř  a případně jestli  na začátek,  prostřední  část  nebo konec úkolu.  Nsledně se 
zapne aktivní režim myši,  což znamená například nastavení chování kurzoru myši.  Pokud uživatel 
uvolní tlačítlo myši, tato nastavení se stornují a vypne se aktivní režim myši. Stejně jako u události 
stisku tlačítka myši se analyzuje úkol, nad kterým byla uvolněna myš, a ve stejném formátu se uloží. 
Provedou se kontroly, zda se skutečně jedná o drag&drop operaci a pokud ano, tak se zjistí 
jakého  typu.  Pokud  se  oba  uložené  úkoly  shodují,  jedná  se  o  úpravu  časového  rozpětí  úkolu. 
Pokud ne, jedná se o vytvoření návaznosti. Pro větší názornost přikládám schéma drag&drop operací 
vyobrazené na obrázku 5.
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Obrázek 5: Průběh drag&drop operace
4.2.5 Autorizační procedury
Systém se může nacházet ve třech stavech podle uživatele. Stav kdy je uživatel přihlášen, 
není  přihlášen  nebo  mu  vypršel  čas  nastavené  expirace.  Pokud  uživateli  vypršel  čas  nastavené 
expirace,  je  automaticky odhlášen a  přesměrován na přihlašovací  obrazovku,  kde se  musí  znovu 
autorizovat.
Pokud  uživatel  není  přihlášen,  zobrazí  se  mu  přihlašovací  formulář,  kde  vyplní 
své uživatelské jméno a heslo a po úspěšném ověření těchto údajů může pracovat. V tomto stavu je 
poslána na klienta pouze stránka s přihlašovacím formulářem. Veškeré další části systému a podpůrné 
funkce se neodesílají.
Po úspěšném provedení přihlašovacího procesu se nejprve načtou podpůrné funkce, neboť je 
využívají  ostatní  části  systému.  Následně  se  inicializuje  hlavní  třída.  V  ní  se  nastavují  data 
přihlášeného  uživatele  a  pokud  byl  uživatel  již  přihlášen  a  měl  otevřen  projekt,  nastaví  se 
též projektová  data.  Následně  proběhne  inicializace  modulů  a  jako  poslední  se  zobrazí  šablona 
pro uživatelské rozhraní a systém je připraven k práci.
4.3 Datová úložiště
Pro uchování perzistentních dat jsem potřeboval nosič, který by byl umístěn na serveru a byl 
trvale přístupný všem uživatelům. Jako nejlepší způsob se ukázalo rozdělit data na dvě místa. Data 
o projektech a úkolech uložit  do XML souborů, které poskytují  hierarchickou strukturu a existuje 
jednoduchý způsob, jak data nahrát do stromu, který jsem použil pro zobrazení úkolů. A informace 
důležité  pro  administraci  systému  uložit  do  MySQL  databáze,  kvůli  snadném přístupu k  datům, 
které nepotřebují mít hierarchickou strukturu a mohou být jednoduše uloženy jako záznamy v tabulce.
4.3.1 MySQL databáze
MySQL  databázi  jsem  použil  pro  uložení  dat  uživatelů,  přihlášených  uživatelů  a  zámků 
projektů.
Data  o  uživatelích  jsem zredukoval  na  naprosté  minimum  díky  zaměření  projektu  hlavně 
na tvorbu diagramů. Jako primární klíč jsem stanovil login uživatele, dále každý záznam obsahuje 
jméno  a  příjmení  uživatele,  heslo  pro  přihlášení  do  systému,  příznaky  pro  povolení  práce 
na projektech a administrace uživatelů a jazykový kód, podle něhož se stanovuje jazyk systému.
Tabulka  přihlášených uživatelů  se  aktualizuje  s  každou operací,  kterou  přihlášený uživatel 
provede. Pomocí ní se hlídají sezení, kterým vypršel čas nastavené expirace a jejich uživatelé se tedy 
musejí znovu přihlásit, aby mohli pokračovat v práci. Uchovává pouze login přihlášeného uživatele 
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a čas, kdy provedl poslední akci. Pokud se tento čas od aktuálního času liší o nastavenou konstantu, 
je tato položka odstraněna a uživateli vypršelo sezení a musí se znovu přihlásit.
Pokud se odstraňuje položka z tabulky přihlášených uživatelů, zároveň se odstraňuje položka 
ze zámků projektů, pokud měl uživatel otevřen nějaký projekt. Tato tabulka zajišťuje výlučný přístup 
jednoho uživatele k jednomu projektu. Uživatel smí mít otevřen jen jeden projekt a pokud chce začít 
pracovat na dalším, musí tento projekt nejprve zavřít, čímž se zruší položka v tabulce zámků.
Na obrázku 6 lze vidět ER-diagram databáze.
4.3.2 XML soubory
Veškeré  informace  o  projektech  se  ukládají  do  XML  souborů  ve  složce  xml.  Projektu  je 
při jeho vzniku přiřazeno identifikační číslo (id), kterým je pojmenován i soubor, kde jsou uloženy 
jeho  úkoly.  Tyto  úkoly  jsou  zde  seřazeny  v  hierarchické  struktuře.  Data  týkající  se  projektu 
samotného jsou jsou uloženy v <root> uzlu. Jsou to id, jméno, datum začátku projektu, datum konce 
projektu  a poznámka.  Úkoly mají  stejné  vlastnosti  jako projekt  (tj.  jméno,  datum začátku úkolu, 
datum konce úkolu a poznámku) a přidávají ještě zdroje, návaznosti, trvání úkolu, míru plnění a typ 
(normální úkol/milník). Kvůli správnému zobrazení v panelu úkolů bylo potřeba přidat do atributů 
úkolů položku leaf=“true“. Jelikož tuto informaci přijímá již syntaktický analyzátor (parser), 
není možné ji generovat v aplikaci automaticky a je potřeba ji mít uloženou v XML. 
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Obrázek 6: Schéma relační databáze
5 Popis implementace
Při implementování aplikace jsem vycházel z návrhu systému, popsaného v minulé kapitole. 
Respektoval  jsem  rozdělení  na  základní  část  a  moduly.  Adresářová  struktura  projektu  je  tedy 
rozdělena do několika  složek:  složka modules,  která  obsahuje  navržené moduly pro správu částí 
aplikace. Dále složka includes, která pod sebou sdružuje kódy pro správu celého systému a skripty 
důležité pro běh systému pomocí databázových operací. Složka resources obsahuje celou knihovnu 
ExtJS,  ikony  a  obrázky,  které  jsou  součástí  uživatelského  rozhraní  a  složku  s  XML  soubory 
s projekty. Uživatelský manuál s vlastním souborem index.php je umístěn ve složce docs. Poslední 
složkou je install, která obsahuje skripty install.php a uninstal.php pro nainstalování či odinstalování 
databáze a nastavení tabulek pomocí souboru db.sql, který je umístěn ve stejném adresáři.
V  kořenovém adresáři  projektu  je  umístěn  soubor  index.php.  Jelikož  probíhá  komunikace 
se serverem pomocí asynchronního volání, je tato stránka jediná, která se vykreslí  při celém běhu 
aplikace. Je v ní implementována celá logika přihlašování a ověřování uživatele, popsaná v návrhu 
aplikace.  Pro  proces  zjišťování  stavu  uživatele  se  používá  proměnná  $_SESSION[“user-
state“]. Ta může nabývat třech hodnot: LOGGED, NOT_LOGGED a EXPIRED. Pomocí přepínače 
se pak inicializují  šablony  odpovídající  jednotlivým  stavům.  Pokud  není  tato  proměnná 
inicializována, je jí implicitně nastavena hodnota NOT_LOGGED.
5.1 Základní část
Skripty ve složce includes slouží k zavedení  systému a poskytují  pomocné funkce pro běh 
aplikace. 
Důležitou součástí  základní části  jsou kódy ve složce scripts.  Analogicky se stejnojmennou 
složkou  v  modulech  slouží  tyto  PHP  skripty  ke  komunikaci  se  serverem.  Jsou  to  skripty 
pro přihlašování,  odhlašování uživatele,  nahrávač skriptů, skript pro testování spojení se serverem 
a soubor includes.php. Tento skript obsahuje funkce, které využívá každý PHP kód v systému, který 
komunikuje s databází MySQL. Je to především funkce dbConnect(), která slouží pro připojení 
k databázi. Před jakýmkoli dotazem se volá tato funkce. Skript dále poskytuje různé pomocné funkce, 
například  pro  zamykání  tabulek a  zjišťování  validity uživatele.  Důležité  konstanty pro  serverové 
operace  se  nastavují  v  souboru  config.php.  Jsou  to  zejména  konstanty pro  připojení  k  databázi, 
nastavení časového pásma a konstanta TIME_DIFF, která upravuje expirační čas sezení.
Klientskou část v základní části zastupují složky se šablonami (templates) a podpůrné funkce 
systému (složka common). 
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5.1.1 Šablony
Šablony jsou dvě – přihlašovací obrazovka a rozhraní pro práci se systémem po přihlášení 
uživatele.  Naprosto  stěžejním  prvkem  ExtJS,  který  využívají  obě  šablony,  je  funkce 
Ext.onReady().  Ta slouží  k zaregistrování  funkce,  aby byla  provedena poté,  co jsou všechny 
prvky použité na stránce nahrány a zaručuje tak, že bude jakýkoliv objekt dosažitelný. Inicializační 
funkce obou šablon jsou předány funkci Ext.onReady().
Šablona přihlašovací obrazovky obsahuje jednoduchý formulář s textovými poli pro zadání 
uživatelského jména a hesla. Klikem nebo zmáčknutím klávesy Enter se formulář odešle a zpracuje 
skriptem login.php.  Nejprve  se  ověří,  zda  je  zadané  jméno  a  heslo  správné.  Pokud se  vyskytne 
jakákoli chyba během přihlašování, odešle se zpět chybové hlášení a zobrazí se okno s upozorněním, 
že  autentizace  neproběhla  úspěšně.  Pokud  jsou  zadané  údaje  ověřené,  nahrají  se  klientova  data 
do proměnných sezení, které později slouží k naplnění klientských dat v hlavní třídě. Dále probíhá 
kontrola,  zda  některý  z  uživatelů  v  tabulce  přihlášených  uživatelů  nepřekročil  dobu  nečinnosti 
a případně jej odhlásí. Pokud při této kontrole systém nenalezne právě přihlašovaného uživatele, vloží 
jej do tabulky  přihlášených  uživatelů.  Nastaví  proměnnou  $_SESSION[“user-state“] 
na LOGGED a odešle příznak úspěchu zpět na klienta. Ten se přesměruje znovu na stránku index.php, 
ale vzhledem  k  tomu,  že  je  změněn  stav  uživatele,  provedou  se  procedury,  které  předcházejí 
zobrazení šablony systému.
Je to zejména inicializace hlavní třídy. Ta se naplní daty přihlášeného uživatele z proměnných 
sezení. Podle lokalizační  značky uživatele se nastaví  jazykové prostředí  systému.  Dále se nahrají 
moduly pro správu částí systému a naposled šablona.
Ta obsahuje inicializace uvítacích panelů systému, grafiky horní lišty a hlavně tzv. viewport 
(komponenta Ext.viewport), tedy pohled na rozvržení systému. V něm jsou definována umístění 
jednotlivých modulů a chování regionů, ve kterých jsou tyto komponenty umístěny.
5.1.2 Podpůrné funkce
Tyto  skripty  využívají  komponenty  uživatelského  rozhraní  a  jejich  chování  je  stejné 
pro všechny  komponenty.  Jsou  to  například  skripty  pro  nastavení  jazykového  rozhraní,  validace 
formulářů a další.
Pomocné  funkce  a  konstanty  pro  celý  systém  jsou  umístěny  do  souboru  functions.js. 
Ten obsahuje  například  funkce  pro  převádění  formátu  času  a  různé  zjišťovací  funkce  týkající  se 
časových  dat,  které  využívá  nejvíce  hlavní  třída.  Také  jsou  zde  kontrolní  funkce  při  změnách 
Ganttova diagramu a systémové funkce pro změny zobrazení systému při ztrátě spojení.
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Skript lang.js obsahuje lokalizační data, a to asociativní pole  lang, které udržuje všechny 
texty v systému od nápisů, jmenovky tlačítek přes názvy oken, a panelů po položky v kontextových 
menu.  Pro  účely  testování  je  systém  lokalizován  do češtiny  a  angličtiny.  Je  snadno  rozšiřitelný 
pro přidání dalších jazyků.
Jsou zde též umístěny stylopisy style.css a style_ie.css (pro Internet Explorer), které obsahují 
předpisy pro vytváření časové osy v  header-panelu a odkazy pro ikony položek kontextových 
menu a tlačítek.
5.2 Modul pro řízení systému
Jádrem celého systému je modul uložený v adresáři module_engine. V kořenovém adresáři 
tohoto modulu se nachází složky classes obsahující klientské javascriptové kódy a scripts s PHP kódy 
pro kontakt s databází a zavádění modulu. Soubor engine.js nacházející  se ve stejném adresáři  se 
používá jen pro zachování stejné struktury s ostatními moduly. Obsahuje vytvoření instance hlavní 
třídy  a  přidělení  identifikačního  atributu  id.  Složka  classes  pak  obsahuje  především  skript 
class_engine.js a dále pomocné panely s definicí návazností, úkolů, nadřazených úkolů a milníků. 
5.2.1 Hlavní třída
V úvodu hlavní třídy (v logice programu vystupuje pod identifikátorem mainClass) jsou 
definovány  proměnné  pro  uchování  názvu,  identifikátoru  a  časového  rozpětí  právě  otevřeného 
projektu a proměnné pro udržování přehledu o tom, v jakém stavu se celý systém nachází. Dále jsou 
tu  definovány  proměnné  pro  udržování  doplňujících  informací  při  vykreslování  diagramu. 
A jako poslední proměnná engine, která na hlavní třídu odkazuje.
Hlavní  členění  pak  rozděluje  třídu  do  tří  oddělení:  administrační,  výkonné  a  oddělení 
pro správu  logu.  Administrační  oddělení  obsahuje  jedinou  funkci  a  to  openProject() 
pro otevírání projektu. S tím je spojeno mnoho operací jako nastavování cesty k nahrávanému XML 
souboru  s projektem,  inicializace  kořenového  uzlu  s  vlastnostmi  projektu  ve  stromové  struktuře 
taskTree a nastavení zobrazení systému.
Výkonné oddělení obsahuje ještě několik částí – řídící část a jednotlivé části překreslovacího 
procesu.  Hlavní  překreslovací  funkcí  je  dataChanged().  Pokud se  v  systému  provede  nějaká 
změna, zavolá se tato metoda a pošle se asynchronní požadavek na server se změnou,  která byla 
provedena. 
Jako  první  se  v  této  funkci  inicializuje  maska  nad  ganttPanelem.  Jelikož  operace 
vykreslení  diagramu  může  trvat  i  několik  sekund,  zvolil  jsem  tuto  cestu,  aby  nebylo  uživateli 
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dovoleno provádět další operace v diagramu, které by mohly zapříčinit nekonzistentnost dat. Funkce 
dataChanged() pak volá dalších sedm funkcí.
Pomocí  storeScrolls() se  uloží  hodnoty  scrollTop (vertikální  posun) 
a scrollLeft (horizontální posun) ganttPanelu a posuvníky se nastaví do základních poloh.
Následně  se  volá  funkce  destroyModel(),  která  vymaže  všechny  komponenty 
z ganttPanelu a  headerPanelu,  aby  nedocházelo  k  přikreslování  komponent  do  již 
upraveného diagramu. 
Následně  se  volá  makeTimeModel().  Provede  se  nejprve  několik  kontrol  a  nastavení 
zobrazovaných  dat.  Pak  funkce  makeHeaderModel() vytvoří  časovou  osu  projektu  a  vloží 
ji do headerPanelu.  Vytvoření  časové  osy probíhá  následujícím způsobem:  nejprve  se  funkcí 
getWeek() zjistí,  ve  kterém týdnu  projekt  začíná.  Následně  se  pro  každý  den  vytvoří  <div> 
element. Pokud je daný den pondělí, vytvoří se i panel do horní části časové osy, který představuje 
týdny, a pás, který pomáhá s orientací v  ganttPanelu. Pokud je dosažen poslední den projektu, 
dokreslí se část týdne do neděle a nadefinované týdny i dny se vloží do headerPanelu.
Pak  se  provede  metoda  makeArrowModel() pro  vytvoření  návazností.  Prochází  celý 
strom  úkolů  a  pro  každého  předchůdce,  který  daný  úkol  má,  zavolá  proceduru 
processAncestor(). Podle pořadí ve stromu se zjistí y-ová souřadnice budoucího panelu, který 
ponese šipku představující návaznost. Podle typu návaznosti a pozice předchůdce se nastaví x-ová 
souřadnice.  Šířka  a  výška  panelu  s  návazností  se  odvodí  podle  vzájemné  pozice  předchůdce 
a následníka.  Pak  je  zavolána nad  ganttPanelem funkce  add(),  jenž vytvoří  novou instanci 
komponenty Arrow, naplní ji daty a vloží ji do ganttPanelu.
Pomocí funkce  makeTaskModel() se vytvoří úkoly a to tím způsobem, že se pro každý 
viditelný úkol zjistí,  zda nemá nějaké podúkoly.  Pokud je má,  funkcí  add() se vytvoří  instance 
komponenty ParentTask. Pokud je nemá, zjistí se jakého je úkol typu a pro typ úkolu milník se 
vytvoří instance objektu  Milestone a pro normální úkol se vytvoří instance třídy  Task.  Y-ová 
souřadnice  se  počítá  podle  pořadí  právě  zpracovaného úkolu,  x-ová  souřadnice  a  šířka  úkolu  se 
zjišťují z časových údajů o zahájení úkolu a délce jeho trvání. V této části tvoření modelu diagramu 
se ke každému úkolu přidají zdroje úkolu a to jako komponenta Ext.form.Label.
Následně se nad ganttPanelem volá ExtJS funkce doLayout(). Ta zajišťuje vykreslení 
vložených komponent a ze všech funkcí, volaných v rámci překreslení diagramu, trvá nejdelší dobu. 
Při používání  této  metody  jsem  odhalil  některé  chyby,  které  jsem,  díky  tomu,  že  se  jednalo 
o vlastnosti knihovny ExtJS, musel řešit méně standardním způsobem. Pokud bylo například v panelu 
s Ganttovým diagramem odrolováno na jiné souřadnice, než výchozí, došlo maskování celé aplikace 
modrým  pruhem,  který  se  každým  překreslením  lišil.  Tento  problém  jsem  vyřešil  nastavením 
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posuvníků  do  základních  poloh  a  nastavením  masky  nad  panelem  s  Ganttovým  diagramem, 
která eliminuje toto chování. 
Předposlední  funkcí  je  restoreScrolls(),  která  se  volá  nad  hotovým  diagramem. 
Ta pomocí proměnných uložených na začátku překreslovací funkce nastaví hodnoty  scrollLeft 
a scrollTop pro posuvníky v komponentách ganttPanel, ganttHeader a taskTree.
Nakonec se  provede funkce  unmask(),  jenž odmaskuje  ganttPanel a  uživatel  může 
pokračovat v práci.
/**
 * Prekreslovaci funkce
 */
this.dataChanged = function() {
  // nasazeni masky
  Ext.get('gantt-panel').mask("  "+lang["render"]+"  "); 
  engine.storeScrolls();              // ulozeni hodnot posuvniku
  engine.destroyModel();              // vymazani diagramu
  Ext.onReady(function() {
    engine.makeTimeModel();           // vytvoreni casove osy
    if (engine.renderModel) {
      engine.makeArrowModel();        // vytvoreni modelu navaznosti
      engine.makeTaskModel();         // vytvoreni modelu ukolu
      ganttPanel.doLayout();          // vykresleni diagramu
      engine.restoreScrolls();        // vraceni posuvniku
    }
    Ext.get('gantt-panel').unmask();  // odstraneni masky
  }, Ext.get('gantt-panel'));
}
Oddělení pro správu logu obsahuje předpis pro uložení logovaného záznamu. Uchovává se 
typ události,  datum a čas a text.  Jedinou funkcí v tomto oddělení a zároveň poslední funkcí celé 
hlavní  třídy  je  log(),  která  vytvoří  logovaný  záznam  a  uloží  jej.  Ten  se  následně  zobrazí 
v logovacím panelu ve spodní části uživatelského rozhraní. 
5.2.2 Panely řídícího modulu
Javascriptové  kódy  panel_milestone.js,  panel_task.js  a  panel_parentTask.js  obsahují  třídy 
pro zobrazení úkolů v celém systému. Všechny panely se liší pouze v grafickém zobrazení, jinak mají 
implementováno stejné chování. Všem je přiřazen odchytávač na událost pohybu myši. Pokud se myš 
pohybuje deset pixelů od začátku nebo deset pixelů od konce panelu,  změní se vzhled kurzoru na typ 
ukazatel  (pointer),  jakmile kurzor myši  panel  opustí,  změní  se vzhled kurzoru zpět na standardní 
ukazatel. Kurzor se mění v těchto místech, protože se zde vyskytují zachytávací plochy úkolů, z nichž 
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lze provádět drag&drop operace. Tohoto chování jsem docílil nastavením vlastnosti cursor u obou 
zachytávacích ploch.
Normální úkol (panel_task.js, třída Task) a úkol obsahující podúkoly (panel_parentTask.js, 
třída  ParentTask)  přidávají  navíc ještě funkčnost  takovou,  že pokud se kurzor myši  pohybuje 
nad panelem, zobrazí se zachytávací plochy panelu jako obrázky ohraničující plochu, za kterou lze 
provádět  operace.  Tyto vlastnosti  upravují  funkce  mouseMove() a  mouseOut(),  které  jsou 
přiřazeny jako zachytávače událostí myši nad úkoly.
Posledním kódem, který je umístěn do této sekce, je panel_arrow.js. Ten nese třídu Arrow, 
odvozenou  od  komponenty  Ext.Panel,  která  obsahuje  předpisy  pro  tvoření  návazností. 
Podle proměnné  orientation je  nastaven  typ  návaznosti.  V  přepínači  se  pak  podle  typu 
rozhoduje,  jaký předpis je na danou návaznost  aplikován. Podle něj se sestaví posloupnost <div> 
elementů,  které se  jako jeden řetězec vloží  do atributu  html,  což při  překreslení  diagramu vede 
k jejich vykreslení.
5.3 Modul pro správu hlavní lišty
Tento panel obsahuje funkce systému, které slouží ke správě celých projektů, administrační 
rozhraní pro nastavování práv uživatelů, testy spojení se serverem, nastavení jazyka systému nebo 
též zobrazení  nápovědy.  Dělí  se na hlavní  menu a lištu vrchního panelu.  V té je pouze umístěna 
komponenta  Ext.form.Label,  která  nese  název  právě  otevřeného  projektu,  a  logo  systému. 
Zobrazení názvu projektu je řízeno hlavní třídou v metodě openProject(). Hlavní menu obsahuje 
několik dalších podmenu, které umožňují přístup k určitým částem systému a tlačítko Odhlásit pro 
odhlášení uživatele ze systému. Po kliku na něj se asynchronně zavolá skript logout.php. Ten vymaže 
uživatele  z  tabulky  přihlášených  uživatelů  a  pokud  má  otevřeny  nějaké  projekty,  vymaže  tyto 
záznamy  z tabulky  pm_locks.  Následně  vykoná  funkci  session_destroy() a  provede 
přesměrování zpět na stránku index.php, kde se uživateli zobrazí přihlašovací formulář. Je zde také 
menu Nápověda. Klikem na položku Manuál se pomocí funkce window.open() otevře další panel 
prohlížeče a v něm uživatelský manuál, který obsahuje základní návody práce s programem.
Na obrázku 7 lze vidět vyobrazenou hlavní lištu s výše popsanými menu.
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Obrázek  7: Hlavní lišta
5.3.1 Vytváření projektů
Menu  Projekt  (komponenta  Ext.menu.Menu)  obsahuje  položky  pro  rychlý  přístup 
k projektům. Pokud nemá uživatel otevřen projekt,  jsou dostupné položky Nový projekt a Otevřít 
projekt. Pokud uživatel otevře projekt nebo založí nový, tyto položky se znepřístupní a naopak je 
nastaven  aktivní  stav  tlačítkům Upravit  projekt  a  Zavřít  projekt.  Otevření  nebo založení  nového 
projektu jsou z hlediska programu totožné operace, pouze s tím rozdílem, že při vytvoření nového 
souboru se tento uloží do XML a zavolá se nad ním operace otevření metodou  openProject() 
z hlavní třídy. Při otevření se volá přímo metoda openProject(). 
Kliknutí na položku Nový projekt znamená vytvoření instance třídy NewProjectWnd, která 
je odvozena od Ext.Window. Formulář obsahuje komponentu  Ext.TabPanel, jenž má tři panely 
(Obecné,  Čas,  Poznámky).  Na prvním panelu je komponenta  typu  Ext.form.TextField pro 
zadání jména projektu. Na dalším jsou komponenty  Ext.form.DateField pro zadání začátku 
a konce projektu. Poslední panel nese komponentu Ext.form.TextArea, kde může uživatel zadat 
poznámku k projektu. Vyplnění této komponenty není jako jediné z celého formuláře povinné. Toto 
rozdělení na panely je použito i pro formuláře pro úpravu projektu a přidání a úpravu úkolu. 
Schéma otevírání a přidávání nových projektů je zbrazeno na obrázku 8.
5.3.2 Ošetření selhání komunikace se serverem
Test  spojení  (menu  Administrace)  je  funkce,  která  se  používá,  pokud  selže  spojení  se 
serverem. Kontaktuje skript testConnection.php a jestliže se od něj vrátí odpověď, spustí se funkce 
system_setOnline(),  která  nastaví  systém  do  aktivního  režimu  a  zpřístupní  hlavní  menu. 
Jestliže  není  spojení  navázáno,  systém  se  přepne  do  výchozího  stavu  funkcí 
system_setOffline() a  veškeré  funkce  jsou  zakázány,  kromě  tohoto  testu  spojení.  Tento 
scénář se aplikuje i v případě, jestližeže selže spojení při kterékoli operaci v systému, která vyžaduje 
kontakt se serverem.
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5.4 Modul pro správu panelu úkolů
V tomto modulu se uchovávají veškerá data o úkolech právě otevřeného projektu, obsahuje 
všechny třídy uživatelského rozhraní,  které slouží jako formuláře pro přidávání,  editaci či  mazání 
úkolů,  návazností  nebo zdrojů.  Obsahuje  komponenty,  které  se  používají  i  v  modulu  pro správu 
panelu  s  Ganttovým diagramem,  jako například  kontextové  menu  úkolů,  formuláře  pro  upravení 
úkolů,  či  editační  okna  pro  úpravu  návazností  či  zdrojů.  V  tomto  modulu  je  umístěna  logika 
překreslování diagramu, která se aplikuje v případě, že dojde k přesunu úkolu na jiné místo ve stromu 
nebo v případě sbalení části stromu. 
Grafická podoba panelu s úkoly je na obrázku 9.
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Obrázek 8: Schéma založení nového nebo otevření existujícího projektu
5.4.1 Strom úkolů
Panel  taskTree [23] uchovává úkoly ve stromové struktuře, kde každý úkol reprezentuje 
uzel stromu. Důležitou částí je nahrávač stromu. Jde o upravený Ext.ux.tree.XmlTreeLoader 
[25]. Ten, podle cesty zadané parametrem url, načte XML soubor, rozdělí jej na jednotlivé úkoly 
a nahraje  jej  do stromu.  Po  nahrání  stromu  se  volá  událost  onLoad(),  která  projde  stromovou 
strukturu  a  rozdělí  vlastnosti  každého úkolu  do  konkrétních proměnných.  Pro  každý úkol  se  též 
nastavuje ikona. Po zpracování všech uzlů se zavolá překreslovací funkce.
Data úkolu jsou reprezentována jako vlastnosti  uzlu. Jedná se o jednoduché hodnoty jako 
jméno úkolu, typ, míra plnění, doba trvání a poznámka. Datum začátku a konce úkolu jsou uloženy 
jako čtyři vlastnosti pro každé datum. Je to samotné datum ve formátu dd.mm.rrrr, které se používá 
pro rychlé zobrazování v komponentách. A pak samostatně den, měsíc a rok. Zvolil jsem toto řešení, 
protože se s časovými údaji úkolů pracuje ve velké míře a před každou operací by bylo potřeba datum 
analyzovat,  proto  jsou  hodnoty  uloženy  zvlášť.  Následnictví  je  v  každém  uzlu  reprezentováno 
jako řetězec, který obsahuje hodnoty oddělené znakem ' | '. Jsou tvořeny id předchůdce odděleného 
tečkou  od  typu  návaznosti  ('  a  '  jako  návaznost  typu  konec-začátek,  '  b  '  jako  konec-konec, 
' c ' jako začátek-konec a  '  d  '  jako začátek-začátek).  Tyto  hodnoty se pak v překreslovací  funkci 
používají pro hledání předchůdce a určení typu následnictví. Zdroje úkolu jsou uloženy podobným 
způsobem, jen místo id předchůdce je název zdroje a místo typu návaznosti jsou jednotky zdroje.
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Obrázek 9: Panel s úkoly
5.5 Modul pro správu Ganttova diagramu
Ze všech modulů je tento nejméně obsažný. Obsahuje pouze třídy pro zobrazení Ganttova 
diagramu.  Soubor  v  kořenovém adresáři  tohoto  modulu  (ganttPanel.js)  obsahuje  pouze  rozdělení 
centrálního  panelu.  Toto  rozdělení  poskytuje  komponenta  mainPanel,  což  je  standartní 
Ext.Panel s nastaveným rozvržením pomocí kotev (anchor layout). Ten dále obsahuje dva panely 
a to vytvořené instance tříd  GanttHeader a  GanttPanel.  Celý modul je pak pouze nosičem 
Ganttova diagramu.  Veškeré  funkce,  které  se  týkají  překreslování  diagramu,  jsou administrovány 
v hlavní třídě, případně v pomocných funkcích v souboru functions.js. Vkládání a samotná úprava 
diagramu se děje pomocí překreslovací funkce. Přesto je zde velmi důležitá část aplikace a to správa 
drag&drop operací. Celý panel s Ganttovým diagramem je zobrazen na obrázku 10.
5.5.1 Drag&drop operace
Drag&drop  událostí  se  řídí  pomocí  dvou  funkcí,  což  jsou  vlastně  zachytávače  událostí, 
a to onMouseDown() a  onMouseUp().  Na  událost  stisku  tlačítka  myši  se  nejprve  zjistí 
souřadnice události. Ty se analyzují pomocí funkce getTask(), která zjistí pořadí hledaného uzlu. 
Následně proběhne kontrola, zda souřadnice x padne do rozpětí daného časovými daty úkolu. A když 
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Obrázek 10: Panel s Ganttovým diagramem
ano, tak do které jeho části. Výsledky analýzy uloží do proměnné  dragBeginTask. Zároveň se 
pomocí proměnné mouseActive zapíná aktivní režim myši, kterým se zahajuje drag&drop operace 
a jestliže není jako hledaný úkol vrácena hodnota  undefined,  nastavuje se odchytávač události 
pohybu  kurzoru  myši  a to funkce  mouseMoveOnPanel().  Ta  zajišťuje  hlavně  změny  kurzoru 
podle typu drag&drop operace. Pokud se dále uživatel pohybuje po stejné (v rozmezí deseti pixelů) 
y souřadnici,  je  nastaven kurzor  typu  e-resize  a  drag&drop událost  se  dále  považuje  jako změna 
časového rozmezí úkolu. Jestliže se uživatel myší  pohybuje mimo úkoly,  je nastaven kurzor  no-
drop a  žádná  drag&drop  operace  se  neprovede.  Pokud ale  uživatel  nastaví  kurzor  nad  úkolem 
nad úkolem  (jiném  než  ten,  ze  kterého  začal)  změní  se  kurzor  na pointer,  případně  obecný 
ukazatel a drag&drop operace se považuje za vytváření následnictví.
Pokud uživatel pouští  tlačítko myši,  zavolá se událost ošetřovaná funkcí  onMouseUp(). 
Nejprve  se  vypne  aktivní  režim  myši.  Pak  se  stejným  způsobem  jako  při  stisku  tlačítka  myši 
analyzuje  úkol,  nad kterým byla  provedena  tato  akce  a  uloží  se  do  proměnné  dragEndTask. 
Provede se několik kontrol, zda se jedná o drag&drop operaci a ošetření proti události kontextového 
menu.
Pak pokud se oba úkoly (dragBeginTask a dragEndTask) shodují, jedná se o operaci 
změny časového rozpětí úkolu. Analyzují se pozice začátku a konce operace a podle nich se vypočítá 
nové časové rozpětí úkolu. Provádí se validace operace, zda například není umístěn začátek úkolu 
za jeho  koncem (pokud  ano,  nastaví  se  začátek  a  konec  úkolu  na  stejné  datum).  Jestliže  je  vše 
v pořádku,  volá se  updateParentNode() pro  úpravu  rodičovských  uzlů  a  provede  se 
překreslovací funkce. Pomocí asynchronního volání se změna uloží na server.
V případě,  že se úkoly neshodují,  jedná se o operaci  přidání  následnictví.  Nastaví  se typ 
následnictví  podle  oblastí,  odkud  kam  byla  v  zúčastněných  úkolech  vedena  operace  (začátek, 
prostředek, konec). Pokud je jedna z oblastí prostředek, nastaví se automaticky návaznost typu konec-
začátek, protože se používá nejčastěji. Návaznost se přidá k úkolu, zavolá se překreslovací funkce 
a změna se asynchronně uloží na server.
5.6 Popis asynchronní komunikace
Veškerá  komunikace systému se serverem se děje  pomocí  asynchronních volání.  Ty jsou 
implementovány dvěma způsoby. Buď je to odesílání formulářů funkcí submit(), nebo explicitně 
vyvolané volání pomocí funkce  Ext.Ajax.request(). V obou případech je požadavek poslán 
metodou POST na adresu výkonného skriptu,  která se nastavuje pomocí  parametru  url.  V obou 
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případech  se  nastavují  parametry  požadavku v  atributu  baseParams.  Jsou  to  zejména  položky 
action a  validLogin.  První položka slouží jako směrovač, která funkce na serveru má daný 
požadavek obsloužit.  ValidLogin je důležitou součástí všech požadavků odesílaných na server, 
obsahuje login právě přihlášeného uživatele.
Než  se  provede  jakákoliv  operace  na  serveru,  tak  se  pomocí  položky  validLogin 
zkontroluje, zda uživateli nevypršelo sezení pomocí funkce isUserValid(). Ta ověří, zda rozdíl 
času poslední  akce a aktuálního času nepřekročil  konstantu  TIME_DIFF,  definovanou v souboru 
config.php. Pokud ne, aktualizuje čas uživatele na aktuální čas. V opačném případě maže záznam 
přihlášeného  uživatele  z  tabulky  pm_logged  jako  i  záznam  o  případném  otevřeném  projektu, 
nastavuje  stav  uživatele  na  EXPIRED a  vrací  na  klienta  zápornou  odpověď  s  parametrem 
notValid, která znamená přesměrování uživatele na přihlašovací obrazovku s varovným hlášením. 
V případě úspěchu požadované operace, vrací na klienta kladnou odpověď a ten pokračuje v práci. 
Pro ukázku uvádím příklad asynchronního volání pro změnu časového rozpětí úkolu:
Post
action     nodeEdited
begin      01.05.2010
end        07.05.2010
id         10







V  průběhu  implementace  této  práce,  ale  hlavně  po  ukončení  implementační  části,  jsem 
prováděl  testování,  při  kterém jsem odstranil  drtivou většinu problémů,  které mohou při  provozu 
aplikace nastat. Samotná testovací část probíhala po dobu jednoho a půl měsíce. 
Největší čas při testování zabraly drag&drop operace, které obsahovaly mnoho chyb, díky 
kterým mohla  vzniknout  nekonzistence  dat.  Řešením většiny  problémů  s  nesprávným chováním 
operací  se  ukázalo  být  manuální  zastavení  události  myši  pomocí  funkce  stopEvent().  Pokud 
neproběhla drag&drop operace úspěšně, zůstaly nastavené hodnoty v události myši, které ovlivňovaly 
následné operace. 
Aplikaci samotnou jsem testoval v operačních systémech Microsoft Windows 7 a Ubuntu 
10.04 Lucid Lynx.
6.1 Microsoft Windows 7
Pro testování v systému Windows jsem použil  WampServer v2.0 [24],  s instalací Apache 
serveru ve verzi 2.2.11 a MySQL databází (verze 5.1.36). Hlavním testovacím prohlížečem se stal 
Mozilla  Firefox  ve  verzi  3.6.3,  hlavně  díky  svému  rozšíření  Firebug,  které  poskytuje  nástroje 
pro správu skriptů a umožňuje výpis do chybové konzole. Největším problémem z hlediska zobrazení 
se stalo přizpůsobení aplikace jednotlivým typům prohlížečů. Testoval jsem aplikaci v prohlížečích 
Opera 10.50, Google Chrome, IceWasel 3.0 a Internet Explorer ve verzi 8. 
Nejvíce práce zabralo ladění pro poslední jmenovaný prohlížeč. Jelikož se zobrazení systému 
v jeho podání liší natolik od ostatních prohlížečů, musel jsem implementovat soubory s kaskádovými 
styly  výhradně  určenými  pro  tento  prohlížeč  (ve  struktuře  práce  to  jsou  soubory  pod  názvem 
style_ie.css).  V  programu  jsou  pak  celé  větve  kódu,  které  se  provádějí  jen  tehdy, 
pokud je detekovaným  prohlížečem  právě  Internet  Explorer.  Knihovna  ExtJS  poskytuje  v  tomto 
ohledu vynikající funkce na detekování prohlížeče (v případě Internet Exploreru to jsou  isIE(), 
isIE6(), isIE7() a isIE8() ). Velmi nepříjemnou vlastností tohoto prohlížeče je neschopnost 
vykreslit  prázdné  HTML  elementy  typu  <div>  a  <span>  a  nastavení  minimální  velikosti  těchto 
elementů.  Jelikož  je  zobrazení  návazností  prováděno právě  pomocí  těchto  elementů,  musel  jsem 
každý upravit,  aby mohl  být  zobrazen v IE správně,  a  to  přidáním vlastností  font-size:1px 
a line-height:0px. Jako obsah každého takového elementu jsem musel přidat entitu &nbsp;, 
která  vkládá  pevné  mezery.  Dalším  problémem  při  běhu  systému  je  různá  interpretace 
javascriptových kódů a to hlavně ve zpracování datového typu Date. Tento prohlížeč interpretuje rok 
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jako  aktuální  datum.  Ostatní  prohlížeče  jej  interpretují  jako  počet  let  uplynulých  od  roku  1900. 
Jednou z věcí, která se mi nepodařila úplně odladit v tomto prohlížeči, je nahrávání úkolů, kdy občas 
z neznámých důvodů nedojde k načtení celého stromu úkolů a je vynechán jeden úkol. Je to záležitost 
převzaté komponenty pro nahrávání stromu.
V ostatních prohlížečích pracuje  systém s drobnými  chybami  dobře.  Prohlížeč  Opera  má 
občas problémy se zobrazením časové osy a zachytnutím události nad vybraným úkolem. IceWeasel 
je odnož  prohlížeče  Firefox,  takže  nemá  s  aplikací  problémy.  V prohlížeči  Google  Chrome  běží 
systém  dokonce  lépe  než  v  testovacím  Firefoxu.  Překreslovací  funkce  proběhne  natolik  rychle, 
že uživatel ani nepostřehne nastavení masky na panel s Ganttovým diagramem.
6.2 Ubuntu 10.04 Lucid Lynx
Testování  v  operačním  systému  Ubuntu  jsem  prováděl  pomocí  LAMP  serveru  [22] 
v konfiguraci Apache serveru ve verzi 2.2.14.
Jako první testovací prohlížeč jsem zvolil Mozilla Firefox ve verzi 3.2.0. Systém se choval 
víceméně  stejně  jako  při  testování  v  systému  Windows,  ale  vyskytly  se  drobné  odchylky 
v interpretaci  javascriptových  kódů.  Hlavní  problémy  se  projevily  při  drag&drop  operacích. 
Drag&drop operace přiřazuje odchytávač  události  pohybu kurzoru myši,  který mění  tvar  kurzoru 
podle souřadnic.  Tento odchytávač se sice ve funkci  onMouseUp() ruší,  což se ale nestalo při 
zobrazení kontextového menu návaznosti. Bylo proto nutné do funkce, která se provede po zavření 
kontextového menu, přidat explicitně další příkaz, který deaktivuje myš a zruší jí odchytávač událostí. 
Druhým  testovacím  prohlížečem  se  stala  Opera  ve  verzi  10.10.  Proti  chování  systému 
ve Windows se  opět  vyskytly  problémy při  drag&drop operacích.  Zejména  při  změnách kurzoru 
po najetí  na  úkol.  Bylo  třeba  kompletně  přepsat  mechanismus  přepínání  kurzoru  a  to  přidáním 
vlastnosti cursor přímo do elementu záchytné plochy, který měnil kurzor. Zviditelnění záchytných 
ploch  jsem  pak  umístil  do  zvláštních  funkcí.  Tento  způsob  se  nakonec  ukázal  být  mnohem 
efektivnější než dosavadní řešení.
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7 Závěr
V  úvodu  práce  jsem  se  zaměřil  na  Ganttův  diagram.  S  tímto  typem  grafů  jsem  neměl 
zkušenost až do začátku práce na tomto projektu a tudíž byl pro mě novinkou. Poznal jsem, že se 
jedná o silný nástroj, který bych rád využil při plánování svých vlastních projektů. 
Dalším pozitivem bylo pro mě detailní poznání knihovny ExtJS. Měl jsem zkušenosti s tímto 
frameworkem již v minulosti, ale nikdy ne na úrovni, které jsem dosáhl díky práci na tomto projektu. 
Též mám mnohem větší  povědomí  o tvorbě webových aplikací.  Naučil  jsem se  používat  jazyky 
pro implementaci internetových aplikací na mnohem lepší úrovni než doposud.
Velmi  ceněnou  zkušeností,  kterou  si  odnáším  z  tohoto  projektu,  je  práce  a  vývoj  takto 
rozsáhlé aplikace. Zejména pak iterativní vývoj, kdy jsem byl nucen díky nedobrému návrhu opustit 
již implementované řešení a začít  s novým návrhem,  který se ukázal být mnohem všestrannějším 
a poskytl mi možnosti, které jsem předtím neměl.
Podařilo se mi naplnit všechny body zadání práce. Aplikace by ovšem určitě mohla poskytovat 
širší spektrum funkcí, než je v práci implementováno. Při dalším rozšíření aplikace bych se zaměřil 
na pokročilejší administraci zdrojů, zejména přesné vypočítávání nákladů na jednotlivé části projektu. 
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Seznam příloh
Příloha 1. CD se zdrojovými kódy, manuálem a technickou zprávou v elektronické podobě
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