Abstract
Introduction
EXtensible Markup Language (XML) [1] has become the defacto standard for storing and manipulating self-describing information since its introduction in 1996. XML creates vocabularies in assisting information exchange between heterogenous enterprise data sources over the web [2, 3] . Conversely, Enterprise Content Management (ECM) is the integration and utilization of one or more technologies, tools, and methods to capture, manage, store and deliver content across an enterprise [4] , where XML is gaining momentum as the data representation and integration language.
One of the data intensive issues in ECM is the data warehousing concept that has gained in importance in recent years [5] . At the most basic level, data warehousing has been an approach adopted for management of large volumes of historical data for detailed analysis to provide crucial business intelligent (BI) for organisations in; (1) Decision Support Systems (DSS) [5, 6] , Management Information Systems (MIS) [5] and (3) Executive Information Systems [6] . A data warehouse integrates large amounts of enterprise data from multiple and independent data sources consisting of operational databases into a common repository [7] for querying and analysis (using BI tools). In addition, data warehouses are designed for online analytical processing (OLAP) [5, [7] [8] [9] , where the queries aggregate large volumes of data in order to detect trends and anomalies. To reduce the cost of executing aggregate queries in such an environment, warehousing systems usually pre-compute frequently used aggregates and store each materialized aggregate view [7, 10, 11] in a multidimensional data cube [7, 9, 11, 12] . These data cubes group the base data along various dimensions, corresponding to different sets of operational attributes, and compute different aggregate functions (e.g. sum, avg, min, max) on measures.
Since the introduction of OMG's Model-Driven Architecture (MDA) initiative [13] , platform independent models play a vital role in system development and data engineering. Under the MDA initiative, first the model of a system is specified via an abstract notation independent of the technical or deployment specifications (i.e. Platform Independent Model or PIM) and then the PIM is mapped or transformed into a deployment model (i.e. Platform Specific Model or PSM) by adding platform or deployment specific information into the PIM. To support MDA initiatives in ECM (i.e. data engineering, data semantics, constraints etc.), model requirements has to be specified precisely at a higher level of abstraction. This presents an opportunity to investigate data views [14] as a means of providing data abstraction and semantics in PIMs for data intensive MDA solutions.
In the context of MDA solutions for XML domains, it is still a challenging task to produce PIMs despite the flexibility and the semantic richness of the semistructured data/schema languages (e.g. XML). This is mainly due to OO modeling languages such as OMG UML™ [15] , Extended-ER [5] etc. provide insufficient modeling constructs for utilizing XML schema like data descriptions and constraints, while XML Schema lacks the ability to provide higher levels of abstraction (such as conceptual models, visual constraints) that are easily understood by humans. We note that models are often abstract representations that only keep so much of the detail as is relevant to the particular problem being considered [16] . In this context, XML Schema generally is too low a representation to permit users to interact, visualize or understand it. To rectify this situation, many researchers in work such as [17] [18] [19] [20] [21] [22] , have applied intuitive techniques, notations and transformation methodologies to capture XML semantics at the conceptual level. This presents an interesting challenge to look at dimensional data engineering, such as data warehouse models, under the MDA initiatives.
In this paper, we propose an view-driven architectural construct for conceptually modeling and designing a Global XML FACT repository (GxFACT) based on logically grouped, geographically dispersed, XML FACT repositories (xFACT) [23, 24] of XML document warehouses (XDW) and XML Document Marts. Here, the proposed GxFACT model is equivalent of a PIM in MDA. The initial conceptual design of xFACT (in XDW) was proposed by authors of the work in [23, 24] and Web Document Warehouse (WDW) [25] , where they use Object-Oriented Conceptual Modeling (OOCM) to build a conceptual framework for XML document warehouse using a view formalism with conceptual and logical extensions (for XML) [14, 26] .
The rest of this paper is organized as follows. In section 2, we review early work in data warehouse model and view related domains, followed by a brief introduction of our layered view model for XML in section 3. Section 4 describes an illustrative industrial case study used in this paper. In section 5, we present our proposed global XML repository model (PIM) with its properties, followed by design methodology in section 6 and implementation options (PSM) in section 7. We conclude the paper and outline future work in section 8.
Related Work
Data warehousing concept that has gained in importance in recent years [7, 27, 28] as part of ECM initiatives. A data warehouse integrates large amounts of enterprise data from multiple and independent data sources consisting of operational databases into a common repository [7] for querying and analysis (using BI tools). In addition, data warehouses are designed for online analytical processing (OLAP) [7, 8, 27, 29] , where the queries aggregate large volumes of data in order to detect trends and anomalies. To reduce the cost of executing aggregate queries in such an environment, warehousing systems usually precompute frequently used aggregates and store each materialized aggregate view [7, 10, 11] in a multidimensional data cube [7, 9, 11, 12] . These data cubes group the base data along various dimensions, corresponding to different sets of operational attributes, and compute different aggregate functions (e.g. sum, avg, min, max) on measures. To address such requirements many models have been proposed for designing data warehouses.
Since the introduction of dimensional modeling, several design techniques have been proposed to capture multidimensional data (MD) at the conceptual level. Conceptual data models for such MD, which revolves around FACTs, dimensions and hierarchies, have been extensively discussed in research and industrial literature [7, 9] . These discussions normally includes support for data warehouses and OLAP data (ROLAP, MOLAP), where MD is the feasible data model for such applications.
The early work on MD and data warehousing concepts date back to works done by W.H. Inmon et al. [6, [30] [31] [32] . Later work by Ralph Kimball's popular Star Schema [5, 8] provided the base for other wellknown conceptual models such as SnowFlake and StarFlake to be derived. More recent comprehensive data warehouse design models are built using ObjectOriented concepts on the foundations of the Star Schema. In [9, [33] [34] [35] [36] [37] , and [38] , two different OO modelling approaches are demonstrated where a data cube is transformed into an OO model integrating class hierarchies. The Object-Relational Star schema (O-R Star) model [39] aims to utilise Object-Relational (O-R) data model and its features for warehouse MD data and hierarchies.
For XML data, one of the early XML data warehouse implementations for web data includes the Xyleme Project [2] . The Xyleme project [40] was successful and it was made into a commercial product in 2002. It has well defined implementation architecture and proven techniques (such as materialised views) to collect and archive web XML documents into an XML warehouse for further analysis. Another approach by Fankhauser et al. [41] explores some of the changes and challenges of a document centric XML warehouse. Other works that use XML in data warehouse context includes [42, 43] .
In another related work, authors focused on building a requirement driven, meaningful FACT repository in , the work on XML-view driven XML document warehouses [23, 24] and Web document warehouses [25] , authors argue that, coupling these approaches with a well defined requirement-oriented [44] conceptual design methodology will help future error-free, maintainable design of such XML warehouse for large-scale XML systems.
In DW domain, views are mainly used to provide aggregate data and queries, performance (as materialized views), meta-data and OLAP queries [6, 8, 9, 12, 27, 28, 31, 33, [45] [46] [47] . Only few work has been done in the direction of using views for providing DW architectural constructs and frameworks [10, 11, 23, 24] .
Preliminaries: The Layered View Model for XML
The 3-layered view model used to construct the GxFACT model was proposed by the authors in [14, 26] . The XML-view model has three-layers of abstraction, namely; (1) conceptual, (2) logical or schematic and (3) document or instance level. The view model is based on the postulates 1 and 2, about the real world.
Postulate 1: The term context refers to the domain that interests an organization as a whole. It is more than a measure and implies a meaningful collection of objects, relationships among these objects, as well as some constraints associated with the objects and their relationships, which are relevant to its applications.
Postulate 2: The term view refers to a certain perspective of the context that makes sense to one or more stakeholders of the organization or an organization unit at a given point in time.
The conceptual layer describes the structure and semantics of XML views in a way which is more comprehensible to human users. It hides the details of view implementation and concentrates on describing objects, relationships among the objects, as well as the associated constraints upon the objects and relationships. Due to its abstract nature, conceptual views can be defined using any high level modeling languages such as Dillon & Tan notation [16] , UML [48] , XSemantic Nets [49] or Extended EntityRelationship Model (E-ER) [27] . The middle schema (or logical) layer describes the schema of XML views for the view implementation, using the XML Schema language. Views at the conceptual level are mapped into the views at the schema level via the transformation mechanism developed in work [17] [18] [19] . The output of this level will be in either textual (such as XML Schema language) or some visual notations that comply from the schema language (such as graph).
The document (or instance) level implies a fragment of instantiated XML data, which conforms to the corresponding view schema defined at the upper level. A detailed discussion this layered view model can be found in [14, 50] .
An Illustrative Case Study
To illustrate our concepts, we use an example case study of a fictitious global logistics company called LWC & e-Solutions Inc. (e-Sol) that provides global logistics, warehouse space and cold storage facilities to their global (and regional) customers and collaborative partners. The e-Sol solution includes a standalone and distributed Warehouse Management System (WMS/e-WMS), and a Logistics Management System (LMS/e-LMS) on an integrated e-Business framework called eHub [51] for all inter-connected services for customers, business customers, collaborative partner companies, and LWC staff (for e-commerce B2B and B2C). Some real-world applications of such company, its operations and IT infrastructure can be found in [51] [52] [53] . For e-Sol to support DSS, EIS and MIS, it is essential to provide a data model to support dimensional data in the context of data warehouse. Due to e-Sol's dynamic and heterogeneous nature (both system and data), the data warehouse model should support rapidly evolving new data formats (from relational, XML to propriety data scripts), at a higher-level of abstraction. For a local stakeholder/partners' perspective, the XDW model solve some of the problems faced by e-Sol. But in a global perspective, where multiple stakeholders/partner system are involved and need to support e-Sol global information demand, the role and scope of XDW has to be challenged and a new global warehouse model is inevitable and an unfortunate reality; thus the GxFACT model.
PIM: The GxFACT Model
In this section, we present the GxFACT model, its properties and implementation options.
GxFACT is an architectural construct (than an implementation or storage structure) to build and integrate multiple XML FACT repositories and XML data marts into one global XML FACT repository that provide perspectives to an organization at the global level (Fig. 2) . It is an aggregated xFACT (i.e. xFACT of one or more xFACTs) to support DSS, MIS and EIS solutions in global business environments, in the context of a global XML document warehouse.
The GxFACT model utilizes the layered view model to provide three levels of abstraction, namely conceptual, logical/schema and document/instant levels, which in turn uses OOCM approach to data warehousing and the industry standard UML as the modeling language. The design methodology starts from initial OO operational data level to the global repository level. Since it is based on high-level modeling (conceptual and logical) semantics, it is independent of the implementation platform/storage architecture or the operational data model. Also, it does not matter which implementation model (or platform) is chosen for the GxFACT, as far as the storage model supports native XML data. Thus we say that the model and design of GxFACT is platform independent (or produce Platform-Independent-Model (PIM)).
Similar to conceptual views, at the conceptual level, we can define a GxFACT as; constructed in the given context of "Warehouse_revenue". The valid collection set is given by the e-Sol "xFACT_WMS" objects.
Example 2: Similarly, it can be shown the same for the conceptual view "Staff-salary_by_region" in the given context of "Staff_salary_pkg".
Example 3: A conceptual view "Warehouse-
"Warehouse-Capacity-China", "Warehouse-Capacity-Australia" and "WarehouseCapacity-HK", in the given context of "Warehouse-
Since the basic constructs are views, building hierarchical dimensions (VDim) and virtual view support for OLAP queries are built-in to the model, which can be designed using top-down approaches, based on user requirements and/or performance issues.
The GxFACT repository will; (1) provide an integrated data source for BI tools for a given context (e.g. global/regional earnings), (2) provide data and data semantics to built further (global) dimensions and dimensional hierarchies, (3) provide seamless integration of existing data warehouse sources with preserved data semantics, (4) preserve conceptual semantics of initial data warehouse environments and (5) support and reflect changing warehouse requirements at a higher level of abstraction.
Example 4: In our e-Sol example, for a GxFACT "Warehouse-Capacity", many VDim's such as "Regional-Warehouse-Capacity-by-Season", "Warehouse-Capacity-by-Country", "Profit-byRegion" etc. can be defined, providing regional and/or global perspectives.
The GxFACT Design Steps
Here we briefly show the steps involved in building a GxFACT model. Step 1: Individual XDW models (xFACTs and associated VDims) conceptually designed and implemented for each subject-group and/or organization unit. Priorities are given to capture local business needs and requirements (such as a large warehouse/logistics provider or departments) to support their business at the local (not global) business entity level. The xFACT and the VDims designed reflect individual and local business needs. Since the VDim constructed using views, they can reflect fast changing local business paradigm. This step is comparable to traditional data warehouse engineering, except the requirement engineering methodology is based on [44] , data is XML and the warehouse architecture is based on XDW [23] .
Step 2: Global XDW requirement is developed (using the requirement engineering technique in [44] ) based on all existing XDW (mainly xFACT conceptual models) and the available data. Here, the main goal is to treat all participating business stakeholders (warehouse service providers, logistics providers, local business and collaborative partners, third-party logistics providers etc.) as one business entity. The output of this step is to amalgamate global business requirements into a requirement model for developing a global XDW.
Step 3: Correlated XDW (mainly xFACT) models collected and crossed-checked for duplicity and ambiguity in the context of the global XDW model.
Step 4: Multiple contexts (Fig. 2) are developed over existing (or new) xFACT repositories of the local business and enterprise stakeholders.
Step 5: For each correlated XDW, conceptual views are defined over their defined context (xFACT repository models) to refine elements of interest for the global XDW.
Step 6: Based on the requirement model (defined in Step 2) and contexts (and conceptual views) defined in Sept 3-5 above, GxFACT conceptual model is developed. Fig. 2 shows the domain of these contexts (shaded region).
Step 7: Based on the conceptual model of GxFACT, (collection of conceptual views), logical model (i.e. equivalent logical views and schemas for the conceptual views) is developed for the GxFACT. Such transformations (i.e. conceptual to logical views) are discussed in related works [14, 22] .
Step 8: The GxFACT model operators (conceptual operators) are transformed into query constructs.
Step 9: The GxFACT logical model is implemented. That is, all GxFACT schemas (underlying conceptual view schemas) are made persistent and online.
Step 10: Depending on the implementation solution (PSM) adopted (see section 7), the GxFACT data is instantiated. Note: this step is comparable to the relational data warehouse ELT process [30] , which itself is a detailed process and not discussed in detail here. This step includes many operations such as; (1) data cleaning, (2) data caching, (3) data merging, (4) data aggregation, (5) data mapping, and (6) data loading to name a few.
PSM Options: GxFACT Implementation
In GxFACT model; (a) the data source for the instance data comes from one or more xFACT of either XDW or XML document marts, (b) the Meta-Data (due to the nature of XML/XML Schema) is embedded within the source data and (c) the GxFACT is designed using (conceptual and logical) views. Due these factors, we provide three implementation solution models to implement the Global XDW (namely the GxFACT and the associated VDims).
Option 1: Fully persistent (or materialized) GxFACT repository with dimensions. In this option, the GxFACT (the collections of views that form the GxFACT) are fully materialized. New VDims can be defined over this repository as in simple XDW model. Also, if needed, depending on user requirements and performance, some VDims can be materialized (e.g. to support OLAP queries).
This option is preferred in a situation, where dimensional definitions are of dynamic nature (user query, to support third-part analytical tool etc.) and high-performance computing power (and network resources) are in abundance. This also suits well where the GxFACT should remain reasonably static (e.g. due to the underlying XDW data sources and connectivity) and updated constantly in regular intervals to maintain data accuracy [55] .
Option 2: Non-persistence (or non-materialized) GxFACT repository with persistence global dimensions. This option is unorthodox, where, GxFACT logical model is implemented (i.e. schemas, environment parameters etc.), but data is not materialized at the GxFACT level. This situation is comparable to a view definition stored in a relational model. But all the VDims are defined and materialized with their data. Here, GxFACT serves as a meta-data repository than a XDW repository.
This option is preferred when an organization has fixed warehouse requirements (at the global level) and wide-range of high-performance storage solutions (not computational power, such as grid or cluster computing). Also, this solution is feasible, if the underlying operational data sources are updated over a longer term than in regular, short (weekly or monthly) intervals. Another advantage of such option is that, since all the dimensions are already materialized (i.e. all complicated query processing is done and data is readily available for end-users), end-users do not require high-performance computing power, thus, suited well for regions that suffer from such issues.
Option 3: Here, it is a combination of option 1 and 2, where predefined sections of the GxFACT repository (i.e. selected views) and selected VDims (i.e. dimensional views) are materialized based on business (and performance) requirements.
In making a decision on which option to choose, the following factors should be considered; (1) GxFACT requirements, (2) availability of computing power (and associated resources), (3) end-user computing resources, (4) end-user knowledge, (5) support for inhouse/third party analytical tools, (7) estimated size (and predicted growth rate) of the GxFACT and (6) required performance level.
For example, if a section of the business or regional XDW (or data availability) suffers from lack of computing and network resources, GxFACT/VDim sections associated with such data may be materialized to improve data availability and/or performance for the overall global XDW. Note: In deciding option 3, in addition to warehouse and business requirements (steps 1-3 in section 6), warehouse operational requirements must be considered (which section/(s) and/or VDim to materialize etc.) in designing the GxFACT conceptual model.
Example 5:
In our e-Sol example, in addition to XDWs for local warehouse owners, regional GxFACT (e.g. Europe, USA, China) can be built to support growing business demand and/or if a requirement exists, where warehouse/logistics turn-over is very high. E.g. "US-Logistics-Orders".
Conclusion and Future Work
In this paper, we presented an intuitive, layered view-driven, architectural construct (equivalent to PIMs in MDA) to conceptually model, design and implement a global XML FACT repository, GxFACT. Such repository will combine organizations' existing warehouse solutions (XML Document Warehouses and XML marts) to provide an integrated (or global) perspective for DSS, MIS and EIS.
For future work, some further issues deserve investigation. First, the investigation into OLAP support in GxFACT. Second is the derivation of a formal GxFACT (and associated VDim) model. Finally, is the formulation of a valid empirical study to consider model transformation and model mapping formalism between the traditional xFACT models and the GxFACT model.
