The authors' meta tools are a collection of tools for generic programming. This includes generating Java sources from mathematically well-founded specifications, as well as the creation of strictly typed document object models for XML encoded texts. In this context, almost every computer-internal structure is treated as a "model", and every computation is a kind of model transformation.
Principles of meta tools and Context of this Report
The authors' view on model transformation [5] is in some aspects a "dual" approach to the construction of dedicated model transformation tools: It implies that every computer-internal data structure can (and should!) be seen as a model, and every computation is a kind of model transformation. Consequently, models are realized as type definitions, invariants and processing code in the hosting computer language: In a first step, source code is generated automatically from a mathematical description. In a second step, the programmer is free to handle the model objects by combining the generated API and the corresponding runtime libraries with his/her familiar coding techniques. During the last decade the authors' coding activities in this area have been collected into meta tools [4] , a tool set for JAVA source code generation. In this context, even source code generation itself is realized as a transformation between models which adhere to different meta-models.
Obviously this view differs significantly from dedicated model transformation languages. Both approaches have their merits. It may be valuable to compare the experiences, it may be possible to learn from each other, and maybe both approaches turn out to be two sides of a bridge which slowly grow and will meet somewhere in the middle.
Regrettably, the authors did not get to know about the "Transformation Tool Contest 2011" [7] until it had started. Nevertheless, the organizers invited them to present their approach and the authors afterwards developed a solution to the "compiler optimization task" from TTC 2011 using meta tools. The results are presented in this paper.
Solved Tasks
The source text and a runnable demonstration of this solution is found at [6] . It can read, visualize and optimize the files min.gxl, const.gxl, zero.gxl, and testcase.gxl, which are included as copies from the task's original test data. The other files employ "memory operations", which are not yet supported by the importing code. 
Import and Export Pipeline
The "Compiler Optimization Task" is presented in [3] , containing an informal description and the necessary test data. The latter is given as an intermediate graph following the "Firm" syntax [9] . This in turn is encoded in the "GXL" format, a standardized XML format for exchanging graph-like data [8] . Given this setting, it soon turned out that a stack of models is an adequate approach. Not only due to the fact that two programmers were involved who created code for GXL and Firm independently, but also for clean, modular and correct implementation. Figure 1 shows the transformation pipeline.
Two kinds of model transformations are involved: First, identical information is transformed from one representation to another. Then the optimization task itself is performed as a transformation on the best-suited representation. Afterwards the first transformation chain is reversed.
Directly from the DTD at [8, /gxl-1.0 .dtd], the tdom generator from meta tools generated a typesafe document object model, in form of source text for JAVA classes. Only a small driver DTD (see appendix A) had to be prepended, for manually identifying some common attributes and abstractions of common content models. These will be translated to abstract super classes. Appendix B shows the code snippet for creating a model instance from a SAX event stream.
Then this model is transformed into a equivalent umod model, (see next section for explanation and appendix C for the source). The inheritance relation which spans the umod model resemble that from the "XML Schema" version of the GXL definition, see [8, xmlschema/xmlschema.html 
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The sequential order of the outgoing edges is realized most naturally by the distinction of the fields which contain the references, and by special container classes like lists and maps for containing more than one outgoing edge.
Consistency Checks on the Firm Model
Both the textual description of the task in [2, section 3 "Getting started. Verifier"] and the Firm documentation in [9, section 2.1.3 "Further restrictions to Firm Graphs"], suggest to check certain consistency properties. In our approach, some of these are already guaranteed "by construction", i.e. by the algorithm which translates from the GXL into the Firm umod model, see appendix G. Further properties are checked explicitly be a dedicated Checker class, see appendix I. Others are guaranteed implicitly, by the structure of the umod model. Table 1 lists these properties (just by a few keywords for the reader familiar with both documents) and indicates which part of our solution does cover them.
The Checker class is derived from the generated visitor class, but indirectly, because we have to deal with cycles explicitly. We assume that the only cycles in the graph are made by blocks and their final "Jump/Cond" nodes. The class VisitBlocksOnce cuts these cycles. It will be compiled as a static inner class in Firm.java, since it is contained as a JAVA escape directly in the umod source, see appendix F.
Optimizing Transformations on the Firm Model
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