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RÉSUMÉ.Le concept de raffinement est un élément clé dans les approches formelles pour le dé-
veloppement de logiciels et a donné lieu à de nombreux travaux dans lesquels la preuve de la
correction entre les différents états de spécifications joue un rôle important. Nous proposons un
cadre formel de définition des patrons de raffinement de diagrammes de classes UML. L’utilisa-
tion de la méthode B et de son mécanisme de raffinement permet la vérification de la correction
des patrons à l’aide des outils supports. Nous illustrons notre proposition par la définition de
quelques exemples de patrons et leur application au développement d’une étude de cas.
ABSTRACT.The concept of refinement is a key element in formal approaches for the development
of software and gave place to many studies in which the correctness proof between the various
states of a specification plays an important part. We propose a formal framework to define
refinement patterns for UML class diagrams. The use of the B formal method and its refinement
mechanism allows the verification of the correction of the patterns by the B support tools. We
illustrate our proposition by the definition of some pattern exemples and their application to a
case study development.
MOTS-CLÉS :Patron, raffinement, développement progressif, diagramme de classes, UML, B.
KEYWORDS:Patterns, refinement, progressive development, class diagram, UML, B.
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1. Introduction
Le modèle d’un système complexe ne peut être construit de façon monolithique,
c’est-à-dire en une seule étape et son développement s’effectue par approximations
successives [ABR 03]. Ces différentes approximations établissent entre elles une re-
lation dite "de raffinement", largement étudiée dans les approches formelles. Habi-
tuellement, deux types de raffinements sont distingués, les raffinements horizontaux
et les raffinements verticaux. Le raffinement horizontal est l’occasion d’introduire de
nouvelles vues, d’introduire plus de détails sur les objets modélisés. Chaque ajout de
détails à un modèle entraîne un nouveau modèle qui doit rester cohérent avec le pré-
cédent. Si c’est bien le cas, on dit que le deuxième modèle raffine le premier. Quant
au raffinement vertical, il permet de passer d’un niveau abstrait vers un niveau plus
concret, avec en particulier réduction de l’indéterminisme et affaiblissement des pré-
conditions des opérations. Le modèle concret traduit la réalisation finale du modèle
abstrait.
Le concept de raffinement est un élément central dans les méthodes formelles,
comme la méthode B [ABR 96, POT 03] ou l’approche orientée objets Perfect Deve-
loper [CRO 03], avec vérification de la correction : un raffinement est correct si ce
que l’on attend du modèle abstrait est vérifié par le modèle plus concret. Dans ces
approches, le raffinement entre deux modèles (abstrait et raffiné) est défini formel-
lement. Cette relation peut être prouvée mathématiquement par des outils associés à
ces méthodes. Les travaux méthodologiques liés à l’utilisation du raffinement dans un
processus incrémental de développement de systèmes complexes sont rares [GUY 02].
Les études de cas en B proposant un processus incrémental de développement basé sur
le raffinement sont peu nombreuses et portent essentiellement sur des algorithmes dis-
tribués et des systèmes réactifs [CAN 03]. Il est difficile, à partir de ces études de cas,
de tirer des règles universelles relatives à l’utilisation du raffinement.
Les démarches de développement incrémentales sont naturelles et pertinentes mais
elles sont actuellement difficiles à mener avec UML. En effet, une définition rigou-
reuse du concept raffinement se heurte au cadre semi-formel induit par l’utilisation
d’UML. La vérification des propriétés des modèles UML pose des problèmes. Certes,
OCL [OMG 03] couplé à UML a permis le développement d’une approche de valida-
tion de tels modèles [GOG 03, ZIE 03]. Une telle approche est basée sur la génération
automatique de plusieurs micro-univers d’objets (diagrammes d’objets) à partir des
scénarios modélisés par des diagrammes de séquences. Ces scénarios traduisent des
cas de tests issus des fonctionnalités souhaitées du système étudié. Dans le cas où le
scénario ne satisfait pas une contrainte OCL (précondition, postcondition ou invariant)
alors le test échoue et le diagramme de classes n’est pas validé. Cette technique de va-
lidation des modèles UML/OCL est basée sur l’exécution : elle est assimilée à une
activité de test de modèles UML. Par conséquent, elle ne peut pas apporter la preuve
de la correction des modèles UML.
Dans le cadre UML, le concept de raffinement a fait l’objet d’un certain nombre
d’études. Les travaux effectués par et autour de Claudia Pons [PON 03, PON 04,
PON 05, PON 06] ont donné naissance à des patrons de raffinement UML et au dé-
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veloppement d’un outil appelé E-Platero supportant une activité de raffinement des
diagrammes de classes UML. L’outil E-Platero propose une relation de raffinement
équivalente à celle d’Object-Z [GRA 00]. Une telle relation de raffinement est im-
plantée par la technique d’évaluation des modèles UML/OCL présentée précédem-
ment. Shen et Low [LOW 05] proposent des règles de raffinement des relations UML
(généralisation et association). Ces règles sont décrites au niveau méta-modèle - le
niveau M2 de l’architecture de méta-modélisation à quatre niveaux- en proposant des
stéréotypes.
Dans cet article, nous proposons un cadre de définition de patrons de raffinement
de diagrammes UML. Un patron est décrit à l’aide d’un diagramme UML présen-
tant deux niveaux d’abstraction, le niveau abstrait et le niveau raffiné, incluant les
conditions d’application et les propriétés du modèle raffiné. Ce patron est ensuite
formalisé en B en utilisant les règles de transformation systématique d’UML vers B
[MEY 99, LED 01], permettant ainsi de vérifier la correction du raffinement à l’aide
des outils supports [B4f]. Nous illustrons notre propos par la définition de quelques
exemples de patrons et leur application pour le développement des premières étapes
d’un système de contrôle d’accès à un ensemble de bâtiments [ABR 98]. L’accès s’ef-
fectue sur la base d’une carte que chaque personne autorisée est censée posséder. Des
contrôleurs sont installés aux différents points d’accès permettant d’identifier les per-
sonnes munies de cartes et de gérer l’ouverture et la fermeture des points d’accès.
L’article est constitué comme suit. La section 2 décrit quelques patrons de raffine-
ment. La section 3 décrit les premières étapes de développement de l’étude de cas du
contrôle d’accès à un bâtiment par instanciation de ces patrons. La section 4 propose
une discussion sur ces patrons et différentes extensions possibles.
2. Patrons de raffinement
La construction incrémentale d’un diagramme de classes repose sur l’introduc-
tion progressive de ses différentes éléments, voir leur décomposition. Nous propo-
sons quelques patrons permettant de décrire différents raffinement d’associations et
de classes : par décomposition chaînée, par décomposition d’agrégat et par spécialisa-
tion.
Seul le patron de raffinement par décomposition chaînée est décrit complètement
avec la spécification B correspondante. Pour les autres patrons, nous donnerons uni-
quement les schémas UML et les propriétés du niveau raffiné.
2.1. Patron de raffinement par décomposition chaînée
(a) Description UML
Le raffinement par décomposition chaînée d’une association [LOW 05] correspond au
cas où une association est décomposée en deux associations avec introduction d’une
classe intermédiaire. Sa représentation graphique est donnée Figure 1.
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Figure 1. Patron de raffinement par décomposition chaînée
(b) Condition d’application
assoc∈ classe1↔ classe2 [1]
(c) Propriétés du raffinement
Les propriétés identifiées ci-dessous concernent les associations unidirectionnelles :
– Les classes qui représentent les extrémités de l’association abstraite doivent cor-
respondre aux classes des extrémités de la chaîne crée par le raffinement, tout en res-
pectant le sens de l’association. Sachant qu’une association UML est modélisée par
une relation B [MEY 99], cette contrainte est traduite en B par l’expression [1] :
dom(assoc) = dom(assoc1)∧ ran(assoc) = ran(assoc2) [2]
– La classe intermédiaire doit correspondre à l’extrémité entrante d’une associa-
tion et à l’extrémité sortante d’une autre, pour compléter la chaîne [2] :
ran(assoc1) = dom(assoc2) [3]
(d) Correction du patron
La modélisation B de ce patron est présentée Figure 2. La machine abstraiteSystem,
correspond à la transformation en B du niveau abstrait du diagramme de classes, et
la machineSystem_refà celle du niveau raffiné. Les propriétés du raffinement sont
introduites dans l’invariant de la machineSystem_refappelé invariant de collage, per-
mettant d’établir le lien entre machine abstraite et machine raffinée. Ces propriétés
sont visualisées dans l’encadré.
La vérification de la correction du raffinement est effectuée à l’aide de B4free. Les
obligations de preuves générées ont été vérifiées automatiquement.
(e) Discussion
Une association bidirectionnelleAssocBi[OMG 05] est sémantiquement équivalente
à deux associations unidirectionnellesA socUni1 et AssocUni2de sens inverses :
AssocBi= AssocUni1∪ AssocUni2∧ AssocUni1 = AssocUni2−1
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MODEL
System
INCLUDES
Classe1, Classe2
VARIABLES
assoc
INVARIANT
assoc∈ classe1↔ classe2
INITIALISATION
assoc:= ∅
END
REFINEMENT
System_ref
REFINES
System
INCLUDES
Classe1, Classe2, Classe_Inter
VARIABLES
assoc1, assoc2
INVARIANT
assoc1∈ classe1↔ classe_Inter∧
assoc2∈ classe_Inter↔ classe2∧
dom(assoc) = dom(assoc1)∧
ran(assoc) = ran(assoc2)∧
ran(assoc1) = dom(assoc2)
INITIALISATION
assoc1:= ∅‖ assoc2:= ∅
END
Figure 2. Modélisation en B
Il en résulte que les propriétés du raffinement relatives à une association bidirection-
nelle peuvent être définies par la conjonction des propriétés du raffinement relatives à
deux associations unidirectionnelles de sens opposé.
Remarque. La définition et la vérification du patron de raffinement par décom-
position chaînée d’une association proposée dans ce papier contient une seule classe
intermédiaire appeléeClasse_Inter. Nous avons généralisé ce patron à l’introduction
den classes intermédiaires.
2.2. Patron de raffinement par décomposition d’agrégat
Figure 3. Patron de raffinement par décomposition d’agrégat
Ce patron permet de décomposer une structure composite appelée agrégat en plu-
sieurs composants comme modélisé Figure 3. La relation entre l’agrégat et ses com-
posants peut être matérialisée par une relation : de composition, d’agrégation ou d’hé-
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ritage en fonction des exigences du système étudié et du contexte d’application de ce
patron.
La propriété du raffinement est :
Composant1⊂ Agregat∧
Composant2⊂ Agregat∧
Composant1∩ Composant2= ∅
[4]
La matérialisation de la relation entre agrégat et ses composants correspond à un
raffinement vertical. Ainsi, on peut proposer trois patrons d’implantation d’agrégat :
par composition, par agrégation et par héritage. La Figure 4 illustre le patron d’im-
plantation d’un agrégat par composition.
Figure 4. Patron d’implantation d’agrégat par composition
2.3. Patron de raffinement par spécialisation
Le raffinement par spécialisation d’une association consiste à ajouter des informa-
tions à une association existante : l’une des extrémités de l’association raffinée corres-
pond à l’une des sous-classes de l’extrémité de la structure composite, voir Figure 5.
La condition d’application de ce patron est :
assoc∈ classe1↔ classe2∧
Composant1⊂ Classe1∧
Composant2⊂ Classe1∧
Composant1∩ Composant2= ∅
[5]
La propriété du raffinement de ce patron est :
assoc∈ Composant1↔ Classe2 [6]
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Figure 5. Patron de raffinement par spécialisation
[PON 03] a défini un patron de raffinement par spécialisation traitant à la fois le
raffinement des classes et des associations.
3. Étude de cas
Nous décrivons le développement progressif d’un diagramme de classes de l’étude
de cas considérée par application de patrons proposés. Pour chaque étape, nous décri-
vons informellement les propriétés prises en compte et la décision prise en termes de
patron avec les paramètres requis. L’application du patron choisi donnera un nouvel
état du diagramme de classes, état généré automatiquement par application du patron.
3.1. Première spécification
Nous nous intéressons à la spécification initiale du système en construisant un
premier modèle très abstrait [ABR 98].
P1 Le modèle comprend des bâtiments ouverts à des personnes.
Figure 6. Un premier diagramme de classes
Nous initialisons le processus de développement à partir de la propriétéP1du pre-
mier diagramme de classes proposé Figure 6. Il est constitué des deux classesBâtim nt
et Personne, qui représentent respectivement l’ensemble de bâtiments et les groupes
de personnes autorisées. Ces classes sont reliées par une associationest_ouvert_a.
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3.2. Premier raffinement
P2
L’entrée dans un bâtiment s’effectue à l’aide d’une carte magnétique
– chaque personne autorisée dispose d’une carte magnétique,
– une carte magnétique est identifiée par un lecteur de carte.
Figure 7. Premier raffinement
La propriété P2 apporte des informations supplémentaires sur l’association
est_ouvert_a. Deux classes intermédiaires peuvent être introduites :
– la classeCarteassociée à chaque personne,
– la classeLecteurassociée à chaque lecteur de cartes d’un bâtiment.
Ces classes sont reliées de la manière suivante :Carteest reliée àPersonne, Carteest
reliée àLecteuretLecteurest reliée àBâtiment.
L’application du patron de raffinement par décomposition chaînée à l’association
bidirectionnelleest_ouvert_adu diagramme de classes de la Figure 6 avec comme
paramètres :
– les classesCarteetLecteur,
– les associations :
- dispose_dentrePersonneetCarte,
- identifieentreCarteetLecteur,
- est_sous_contrôlentreLecteuretBâtiment,
génère le diagramme de classes de la Figure 7.
3.3. Deuxième raffinement
P3 Chaque lecteur de cartes est accompagné d’un voyant lumineux pour la vi-
sualisation de l’autorisation.
La propriété P3 fait apparaître la nécessité d’introduire une nouvelle classe,Voyant
et de regrouper cette classe avec la classeLecteurdans une super classeContrôleur.
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L’application du patron de raffinement par regroupement de sous-classes, non présenté
dans ce papier, avec :
– la classeLecteurcomme paramètre d’entrée,
– les deux classesContrôleuretVoyantcomme paramètres de sortie,
– l’associationidentifieentreCarteetLecteurcomme paramètre de sortie
génère un nouvel état du diagramme de classes présenté Figure 8.
Figure 8. Deuxième raffinement
3.4. Troisième raffinement
P4
Chaque bâtiment est muni
– de capteurs d’incendie,
– de points d’accès qui sont sous le contrôle du contrôleur.
Par une instanciation des paramètres analogue à celle de la section 3.2, l’application
du patron de raffinement par décomposition d’agrégat suivi de spécialisation, nous
obtenons le diagramme de classes présenté Figure 9.
Figure 9. Troisième raffinement
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3.5. Autres raffinements
Les deux classesLecteuret Voyantde la structure compositeContrôleur font ré-
férence à des composants physiques qui n’ont d’existence que relativement au contrô-
leur. Ceci est également vrai pour les deux classesPoint_d_accesetCapteur_d_incendie
de la structure compositeBâtiment. En appliquant successivement sur ces deux struc-
tures composites le patron d’implantation d’agrégat par composition, nous obtenons
le diagramme de classes présenté Figure 10.
Figure 10. Diagramme de classes du contrôle d’accès à un bâtiment
4. Conclusion et perspectives
Nous avons défini un ensemble de patrons de raffinement de base relatifs aux dif-
férents concepts des diagrammes de classes UML. Ces patrons ont été définis formel-
lement avec leur expression en B, permettant entre autre de vérifier ses conditions
d’application (par l’intermédiaire d’un invariant sur l’état abstrait). La vérification de
la correction de chaque patron est ainsi effectuée à l’aide des outils support. Nous
avons montré comment les patrons de raffinement proposés peuvent être appliqués sur
un exemple concret.
La question de la découverte des classes est centrale et difficile pour les concep-
teurs de logiciels orientés objet. La méthodologie objet apporte plusieurs réponses
basées sur des approches différentes [MEY 00] : linguistique, cas d’utilisation, type
de données abstrait (TDA) et patron (patron de conception et analyse). De notre point
de vue, les patrons de raffinement sont un guide intéressant permettant au concepteur
de déterminer les classes. Mais la pertinence des classes trouvées demeure liée à la
compétence du concepteur. Le gain apporté par l’application des patrons de raffine-
ment vis-à-vis des approches existantes concerne essentiellement la vérification de la
cohérence entre les différentes approximations du système modélisé.
Le premier modèle UML conditionne le processus incrémental de développement
basé sur le raffinement. Le premier raffinement effectué par l’application d’un patron
de raffinement fait la supposition que le modèle initial est cohérent. Celui-ci peut être
obtenu en ajoutant des contraintes OCL. Le modèle initial UML/OCL peut être traduit
et prouvé en B.
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De manière générale, la composition des patrons, qu’ils soient de conception,
d’analyse ou de raffinement, est un problème ouvert. En partant d’un contexte donné,
il faut choisir le "meilleur" patron applicable, et on répète le même processus sur le
nouveau contexte obtenu. Cependant, pour les patrons de raffinement présentés dans
ce travail, nous proposons l’ordre d’application suivant : patron de raffinement par dé-
composition chaînée, patron de raffinement par décomposition d’agrégat et patron de
raffinement par spécialisation. Nous travaillons actuellement à la définition de patrons
dits stratégiques permettant la composition de patrons de base.
L’application des patrons de raffinement proposés dans ce travail permet l’obten-
tion d’une structure macroscopique (voir figure 10) du système étudié : les notions
jugées comme classes et les relations entre ces classes. Mais ces classes sont "vides"
dans le sens où elles ne contiennent ni partie statique, ni partie dynamique. Pour faire
face à cette situation, il est nécessaire de compléter ces patrons de raffinement orientés
relations (association, agrégation, composition et héritage) par de nouveaux patrons
de raffinement orientés classes (raffinement des méthodes, des attributs). De même,
nous définissons des patrons permettant de faire évoluer en parallèle plusieurs dia-
grammes UML : diagramme de classes et diagramme de machines d’état-transitions,
diagrammes de classes et diagrammes de séquences.
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