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Spätný prekladač je nástroj reverzného inžinierstva umožnujúci rekonštrukciu strojového
kódu na niektorý z vyšších programovacích jazykov. Táto práca sa zaoberá popisom tohto
nástroja, pričom sa sústreduje hlavne na spätný prekladač projektu Lissom. Je tu navrhnu-
tých niekoľko techník pre optimalizáciu prekladu ako statická interpretácia LLVM IR kódu
a pamäť pre výsledky interetácie. Ďaľšie optimalizácie sa týkajú rozšírenia funkcionality
prednej časti prekladača, podporu delay slotov a detekciu rozloženia pamäte a endianity.
Implementované techniky sú nakoniec demoštrované na generovanom kóde.
Abstract
Decompiler is a reverse engineering tool for translation of binary codes into one of the
higher level languages. This bachelor thesis describes such a tool paying special attention
on decompiler of the Lissom project. There are proposed several techniques for translation
optimalization like static LLVM IR code interpretation and memory for its results. Other
optimalizations are conserning addition of platform dependent features like delay slot sup-
port or memory datalayout and endianness detection. Finally implemented techniques are
demostrated on several examples.
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Asi každý človek pohybujúci sa v oblasti informačných technológii sa stretol s pojmom
kompilácia a preklad do strojového kódu. Táto práca pojednáva o veľmi príbuznej meto-
dike, ktorá sa však už neteší takej popularite. Predmetom záujmu tejto práce bude spätná
kompilácia, čo je proces prekladu strojového kódu do niektorého z vyšších programovacích
jazykov. Dekompilácia ako sa inak nazýva spätná kompilácia má mnohé využitia jednak pri
ladení aplikácii alebo pri identifikácii potencionálne škodlivého softwaru.
Napriek jednoznačným výhodám tohto odvetvia, existuje pomerne málo kvalitných rie-
šení. Väčšina stávajúcich projektov nepodporuje viac ako jednu zdrojovú platformu a tieto
spätné prekladače majú veľké problémy s technikami typicky využívanými škodlivým kó-
dom ako bude názorne ukázané neskôr. Z tohto dôvodu bol výskum projektu Lissom, pre-
biehajúcom na Fakulte informačných technológii, rozšírený. Jedným z jeho náplní sa stal aj
vývoj spätného prekladaču, ktorý je jednak nezávislý na zdrojovej platforme, operačnom
systéme alebo formáte binárneho súboru ale takisto generuje človekom ľahko čitateľný kód
aj z vysoko optimalizavaného alebo škodlivého programu.
Autorovou úlohou v tomto projekte bude navrhnúť a zaviesť niektoré optimalizácie do
tohto spätného prekladača. Autorom navrhnuté optimalizácie v tejto práci by mali zefektív-
niť hlavne prednú časť spätného prekladača alebo dodať podporu pre niektoré hardwarovo
špecifické vlastnosti.
V kapitole 2 je stručný úvod do reverzného inžinierstva. Je tu popísané, čo je jeho
predmetom a z akých častí sa skladá. Špecialna pozornosť sa tu venuje spätnému prekladu
a zbežne sa pozrieme na niektoré predchádzajúce projekty v tomto odvetví.
V kapitole 3 sa pokračuje predstavením projektu Lissom a oblastí jeho výskumu, pričom
sa podrobnejšie rozobere práve spätný prekladač tohto projektu. Je tu možné najsť popis
jeho architektúry a niektorých vlastností. Obšírnejšie sa spomenie jeho predná časť a kvalita
generovaného kódu pred implementáciou autorom navrhnutých úprav.
Kapitola 4 pojednáva o návrhu úprav pre prednú časť spätného prekladaču. Budú tu na-
vrhnuté optimalizácie týkajúce sa niektorých vlastností závislých na architektúre ale aj idea
statickej intepretácie kódu. Aby sa zvýšila efektivita spätného prekladu, bude tu navrhnutá
pamäť pre výsledky intepretácie.
Implementáciou navrhnutých zmien sa bude zaoberať kapitola 5. Preberú sa tu podrob-
nejšie implementačné prostriedky a bližšie sa špecifikujú implementačné detaily.
Kapitola 6 sa zaoberá testovaním navrhnutých zmien a demoštráciou výsledkov práce.
Ukážeme si tu, v čom navrhnuté zmeny vylepšili spätný preklad kódu.





Reverzné inžinierstvo je koncept ľudstvu známy už dlhú dobu. Za zložitým názvom sa ukrýva
prostá zvedavosť človeka, pochopiť ako a prečo veci fungujú tak ako fungujú. Reverzné inži-
nierstvo môžeme definovať ako proces analýzy predmetného systému s cieľom identifikovať
komponenty systému, ich vzájomné väzby alebo vytvoriť reprezentáciu systému v inej forme,
poprípade vo vyššej úrovni abstrakcie [20]. Prostredníctvom takto získaných znalosti by sme
mali byť schopný systém opäť vybudovať.
Reverzné inžinierstvo je veľmi podobné ako vedecký výskum. Rozdiel spočíva v tom, že
reverzné inžinierstvo sa zaujíma len o systémy vytvorené človekom. Snahou tejto metódy je
získať chýbajúcu znalosť, či už od autora ochotného alebo neochotného ju poskytnúť alebo
znalosť, ktorá sa časom stratila a snažíme sa ju znova nadobudnúť.
Reverzné inžinierstvo si našlo uplatnenie aj na poli softwarového inžinierstva. Cieľom
tohto procesu je v tomto prípade získať predstavu o fungovaní konrétnej aplikácie alebo
niektorej jej súčasti. Toto odvetvie je ústredným záujmom tejto práce a ďalej sa táto práca
bude venovať takmer výhradne reverzným inžinierstvom pri vývoji softwaru [4][8].
2.1 Využitie
Reverzné inžinierstvo má pomerne širokú aplikáciu. Je zaujímavé, že nie je veľmi populárne
ako metóda priemyslovej špionáže (získanie pôvodného návrhu alebo zdrojových súborov
aplikácie z jej spustitelného súboru). V súčasnosti sú aplikácie veľmi komplikované a táto
metóda by nebola finačne rentabilná 1 [4]. Existujú ale prípady, ktoré buď nehladia toľko
na finačnú rentabilitu alebo jednoducho nemajú iné prostriedky ako získať poznatky resp.
analyzovať systém. Tieto prípady by sme mohli rozdeliť do dvoch hlavných kategórii2:
• Bezpečnosť
◦ Kryptografia je náuka o šifrách a šifrovaní. Šifrovanie je proces, pri ktorom sa
utajuje obsah správy a je možné opätovne ho získať len s určitou špecialnou zna-
lostou (šifrovacím kľúčom). Šifrovacie algoritmy sa delia na dve skupiny podľa
toho, či sa používa rovnaký kľúč aj pri zašifrovaní aj pri rozšifrovaní (symetrické
šifrovanie) alebo sú pre tieto dve operácie separátne kľúče (asymetrické šifrova-
nie). Asymetrické šifrovanie má význam aj pri overovaní autenticity (digitálny
podpis).
1K tomu prispieva aj fakt, že veľa kvalitných riešení sa šíri spoločne so svojím zdrojovým kódom.
2Jednotlivé aplikácie ale medzi sebou väčšinou nemajú žiaden vzťah. Ide len o oblasti, ktorých sa týkajú.
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Reverzné inžinierstvo je v tomto prípade využívané hlavne pri kryptoanalýze.
Kryptoanalýza sa zaoberá odhalovaním šifier. Kryptoanlytik musí získať infor-
mácie o tom, akým algoritmom bola správa zašifrovaná a šifrovací kľúč. V tomto
smere mu môže byť reverzné inžinierstvo veľmi nápomocné.
◦ Škodlivý kód alebo malware je program napísaný s úmyslom narušiť bežnú
činnosť operačného systému, získavať citlivé dáta alebo vytvoriť priestor pre
neautorizovaný vstup útočníka. Medzi takéto programi patria počítačové vírusy,
trójske kone, spyware3 a mnohé ďaľšie.
S týmito programi bojuje rôzny antivírový software. Medzi dve základné me-
tódy rozpoznávania vírusov patrí dynamická analýza, kedy antivírus monitoruje
systémove volania programu a podľa nich rozhoduje o potencionálnej hrozbe, a
statická analýza, ktorá sa pokúša takýto kód preložiť do jazyka symbolických
inštrukcii alebo niektorého z vyšších programovacích jazykov a tak odhaliť jeho
účel.
◦ Crackovanie je snaha prelomiť ochranu softwaru. Niektoré programi zvyknú
mať zabudovanú ochranu aby mohli byť využívané len oprávnenými uživateľmi,
ktorý si danú aplikáciu zakúpili alebo inak právoplatne získali. Väčšinou sa tento
pojem spája s počítačovým pirátstvom a krádežou softwaru. Takýto útočník sa
snaží prostredníctvom reverzného inžinierstva vypnúť alebo odstrániť ochranu
proti nelegálnemu použitiu.
• Vývoj softwaru
◦ Spolupráca s proprietárným softwarom môže byť niekedy veľmi náročná.
Autor takéhoto softwaru sa síce bude snažiť zahrnúť všetky potencionálne otázky
v dokumentáciu to však nie je vždy možné. S pomocou reverzného inžinierstva
je možné tieto informácie získať. Navyše ak programátor naozaj vie ako daná
knižnica funguje a nehľadí na ňu ako na magickú skrinku, je mnohokrát schopný
napísať efektívnejší kód.
◦ Overenie funkčnosti a robustnosti programu je ďaľším dôvodom prečo sa
spoľahnúť na reverznémé inžinierstvo. V prípade, že si kupujeme software s uzat-
voreným kódom, dávame vlastne dôveru predajcovi, že daný software je kvalitný
a naozaj robí to, čo predajca sľubuje. Veľakrát je síce k dispozícii verzia zadarmo
na vyskúšanie ale takýmto spôsobom ťažko zistíme, či program nemá ešte nejaký
iný skrytý vyznam.
◦ Vývoj softwaru je dneska veľmi komplikovanou záležitosťou. Programátor sám
niekedy nie je schopný predvídať všetky situacie, ktoré jeho program môže vy-
tvoriť. Preto sa pri programovaní aplikáciu používa ladenie kedy si programátor
opakovane program spúšta, krokuje a sleduje stav programu. Táto ladiaca prak-
tika pomáha odhaliť veľké množstvo chýb v programoch už pri ich vývoji.
Toto sú len niektoré aplikácie reverzného inžinierstva. Je tu možné vedieť, že tento odbor
ma široké uplatnenie a potencionál do budúcnosti sa ďalej rozvýjať.
3Program, ktorý využíva prístup k internetu k odosielaniu citlivých dát útočníkovi.
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2.2 Nástroje
Používa sa niekoľko nástrojov súvisiacich s reverzným inžinierstvom. Niektoré analyzujú
kód dynamicky, čo znamená, že program spustia a sledujú ako sa chová (aké volá systémové
volania, ktorú svoju podčasť vykonáva,. . .). Iné nástroje analyzujú kód staticky - prevezmú
spustitelný súbor a bez toho aby ho vykonali ho transformujú do inej formy, väčšinou
čitateľnejšej pre ľudí. Medzi základné druhy nástrojov patria:
• Nástroje monitorujúce systém sa pokúšajú sledovať systém za behu aplikácie.
Zhromaždujú dáta o aplikácii a jej komunikácii so systémom ako je napríklad sieťový
tok, prístup k súborom alebo registrom, systémové volania,. . .
• Spätný assambler (disassambler) je program, ktorý transformuje strojový kód do
jazyka symbolických inštrukcii. Tento proces je pomerne jednoduchý, kedže jazyk
symbolických inštrukcii je len textová podoba strojového kódu. Spätné assamblere sú
závislé na architektúre spustitelného súboru ale mnohé podporujú viacero architektúr.
Známymi spätnými assamblermi sú napríklad Ida Pro alebo ILDasm.
• Ladiaci nástroj (debugger) je nástroj nevyhnutný pre akéhokoľvek softwarového
vývojára. Jeho účelom je hľadanie a identifikovanie chýb v programe. Tento nástroj
umožnuje nastavovať breakpointy (riadok kde sa má vykonávanie programu zastaviť)
a krokovať program (spúštať riadok po riadku) a ukazuje aktuálnu hodnotu pre-
menných, stav zásobníka volaných funkcii, atď. V súčasnosti existuje veľké množstvo
ladiacich programov. Medzi najznámejšie patrí napríklad Gnu Debugger alebo Intel
Debugger.
• Spätný prekladač alebo dekompilátor je nástroj, ktorý prekladá strojový kód do
niektorého z vyšších programovacích jazykov. Tento proces je náročný a zložitý a kedže
spätný preklad je hlavnou náplnou tejto práce, budeme sa mu venovať podrobnejšie
v nadchádzajúcej kapitole.
2.3 Spätný prekladač
Posledným prvkom reverzného inžinierstva sa budeme zaoberať podrobnejšie, pretože je
hlavnou náplňou tejto práce. Spätný prekladač alebo dekompilátor je program, ktorý číta
iný program napísaný v strojovom kóde, poprípade v jazyku symbolických inštrukcii a
prekladá ho do niektorého z vyšších programovacích jazykov, zväčša C.
Strojový kód je zavislý na danej architektúre a mnohokrát implementuje niektoré vlast-
nosti špecifické pre danú architektúru. Pre ľudí je prakticky nečitateľný a v dnešnej dobe by
sa ním aplikácie vyvíjali len veľmi náročne. O niečo lepšie je tomu s jazykom symbolických
inštrukcii, ktorý sa síce používa hlavne pre vstavané systémi alebo nízkoúrovnové ovládače
v operačných systémoch, avšak stále nie je tak dobre čitateľný ako je tomu pri vyšších
programovacích jazykoch.
Naproti tomu jazyky vyšších úrovní vytvárajú istú úroveň abstrakcie, ktorá síce ľu-
ďom uľahčuje čítanie takéhoto kódu, avšak používajú konštrukcie, ktoré musí prekladač pri
kompilácii zjednodušovať.
Existuje niekoľko hlavných odvetví, v ktorých má využitie spätného prekladaču vý-




- Spätný prekladač - Cieľový program
(jazyk vyššej úrovne)
Obr. 2.1: Spätný prekladač
• rekonštrukcia kódu4
• migrácia kódu na novú architektúru
• testovanie prekladaču
• analýza škodlivého kódu
2.3.1 Obecná schéma spätného prekladača
Za obecný návrh spätného prekladača je v tejto práci považovaný návrh, prezentovaný
v [3]. Uvedená práca vyčerpávajúco popisuje všetky elementárne časti spätného prekladu a
väčšina súčastných spätných prekladačov využíva schému navrhnutú práve v tejto práci.
Fázy spätného prekladu sa vo svojej štruktúre veľmi podobajú na preklad klasických
prekladačov[14]. Spätný preklad je proces, pri ktorom pôvodný strojový kód postupne trans-
formuje z jednej reprezentacie na druhú. Jednotlivé fázy je možné vidieť na obrázku 2.2.
Obr. 2.2: Fázy spätného prekladu [3]
Za povšimnutie stojí fakt, že proces spätného prekladu nevykonáva lexikálnu analýzu.
Kedže strojový kód je lexikálne veľmi jednoduchý, tokeny môžeme reprezentovať priamo
ich bitovým vyjadrením v strojovom kóde a nie je nutná žiadna transformácia. O význame
konkrétnych tokenov musí aj tak rozhodnúť až niektorá z neskorších analýz.
4Právne dôsledky tejto činnosti sú nad rámec tejto práce.
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V praxi však nie je výhodné programovať každú z transformácii uvedených na ob-
rázku 2.2 samostane. Niektoré z týchto transformácii úzko spolupracujú, iné sú na sebe
úplne nezávislé.
Obr. 2.3: Moduly spätného prekladača [3]
Ako je vidieť na obrázku 2.3 proces spätného prekladu je tu rozdelený na 3 základné
moduly. Každý modul môže byť programovaný samostane a je nezávislý na ostatných mo-
duloch. Komunikácia medzi jednotlivými modulmi prebieha pomocou určitej internej re-
prezentacie dát.
Prvým modulom je predná čast prekladača alebo front-end. Ako vstup berie priamo
program v strojovom kóde a preto je závislý na zdrojovej architektúre. Je potrebné tu im-
plementovať všetky vlastnosti zavislé na platforme ako aj interpret danej inštrukčnej sady.
Tento modul musí riešiť taktiež komplikácie zavedené ochranou proti spätnému inžinierstvu
alebo vysokou optimalizáciou pôvodného prekladu. Predná časť postupne vykonáva syntak-
tickú a semantickú analyzu, transformuje kód do vnútornej reprezentácie (napr. troj-adresný
kód) a optimalizuje jednoduchšie konštrukcie kontrolného toku. Výstupom býva vnútorná
reprezentácia, ktorá je úplne nezávislá na zdrojovej architektúre.
Vygenerovaný kód následne spracúva univerzálny stroj spätného prekladu (universal
decompiler machine - udm) alebo middle-end či optimalizačná časť. Názov sa môže rôzniť,
funkcia sa ale v podstate zachováva. Tu by malo byť sústredene jadro analýzy spätného
prekladu a takisto všetky transformácie a optimalizácie, ktoré nesúvisia ani s platformovo
zavislou časťou ani s generovaným cieľového jazykom. Optimalizačná časť by mal vykonávať
hlavne analýzu toku dát a kontrolného toku. Výstupom je opäť interná reprezentácia, avšak
vysoko optimalizovaná a vhodná na preklad do cieľového jazyka.
Posledný modul je zadná časť prekladača alebo back-end. Úlohou zadnej časti je trans-
formovať optimalizovanú vnútornú reprezentáciu prekladača do cieľového jazyku, pričom
by mal dbať hlavne na dobrú čitateľnosť generovaného kódu. Tento modul je závislý na
generovanom jazyku vyššej úrovne.
Takto rozdelený spätný prekladač má nesporné výhody pri programovaní. Ako už bolo
povedané, každý z týchto modulov je nazávislý na ostatných, čo programátorovi umožnuje
rozdeliť komplexný problém na podproblémy. Takýto projekt je potom oveľa ľahšie spravo-
vateľný.
Hlavná výhoda ale spočíva v tom, že len predná časť je závislá na zdrojovej platforme.
V prípade, že by bolo nutné spätný prekladač reimplementovať pre novú architektúru,
postačí naprogramovať len novú prednú časť resp.: doplniť konkrétnu funkcionalitu. Naopak
iba zadná časť prekladača je zavislá na cieľovom vyššom jazyku a teda v prípade nutnosti
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dodať funkcionalitu pre nový jazyk, stačí reimplementovať len túto zadnú časť. V oboch
prípadoch nie je nutný akýkoľvek zásah do optimalizačnej časti.
2.3.2 Problémy spätného prekladu
Pri písaní spätného prekladaču sa vynára niekoľko problémov. Niektoré je možné vyriešiť
rôznymi heuristickými metódami, niektoré sú nerozhodnuteľné. Väčšinu týchto problémov
môžeme zaradiť do jednej z dvoch hlavných kategorii.
Prvá kategoria sa týka hlavne obfuskácii kódu5 a môžeme sa s ňou stretnúť pri vyso-
kej optimalizácii kódu prekladačom alebo je častokrát používaná na ukrytie potencionálne
škodlivého softwaru [9]. Medzi základné métody obfuskácie patrí:
• zámena inštrukcii
Niektoré operácie môžu byť vykonané viacerymi inštrukciami alebo skupinou inšt-
rukcii. Takéto inštrukcie sa nazývajú idiomy. Typickým príkladom je vynulovanie
registru, ktoré je možné realizovať napríklad ako mov reg, 0 alebo xor reg, reg
alebo sub reg, reg. Táto metóda je takisto využívaná prekladačmi pri vysokej opti-
malizácii výsledného kódu.
• premapovanie registrov
Pre každú architektúru existuje štandardné ABI (application binary protocol) [16]
[1] [7]. Toto ABI okrem iného popisuje, ktoré registre sú použité pre predávanie ar-
gumentov a v ktorých sa navracia hodnota. Väčšina inštrukcii je schopná pracovať
s ktorýmkoľvek registrom. Tento typ obfuskácie prehadzuje dočasne význam registrov
a ako register pre uchovanie arguemntov pri volaní funkcie používa iný register než je
definovaný v štandardnom ABI pre danú architektúru. Napríklad MIPS architektúra
používa pre predanie prvého argumentu register a0. Škodlivy kód (malware) by sa
však snažil pre tento účel používať dočasný register t0.
• vkladanie mŕtveho kódu
Mŕtvy kód je časť kódu, ktorý môže byť odstránený bez akýchkolvek následkov na
chovanie pôvodného programu. Takýto kód znižuje čitateľnosť a veľakrát ma za úlohu
skryť potencionálne nebezpečný kód. Odstránenie tohto kódu ma veľmi priaznivý
vplyv na čitateľnosť generovaného kódu.
• samoupravovací kód6
Samoupravocí kód (self-modifying code, skrátene SMC) je kód, ktorý upravuje sám
seba tj. prepisuje niektoré svoje nasledujúce inštrukcie. Kedysi sa táto technika po-
užívala aby sa ušetrila pamäť (prepisovanie dát na inštrukcie a naopak), dneska je
používaná malware generátormi. Je dokonca možné zamaskovať škodlivý kód jedno-
duchou XOR šifrou a pri behu programu túto pasaž opätovne rozšifrovať a vykonať.
Druhá kategoria poväčšinou vychádza z problémov konkrétnej platformy zdrojového
programu. Rôzne platformy podporujú rozdielne vlastnosti, maju inak definované ABI, roz-
dielnu dĺžku spracovávaného slova, iný počet registrov, endianitu, rozdielne inštrukcie,. . .
5obfuskácia = proces, pri ktorom sa mení kód ale význam programu sa zachováva, väčšinou za účelom
zníženia čitateľnosti
6Táto metóda sa vztahuje hlavne na systémy Von Neumannovskej architektúry, ktoré nemaju oddelenú
dátovú a kódovú časť pamäte.
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Ak chce programátor zabezpečiť spätný preklad pre danú architektúru, spätný prekladač
musí vedieť všetky tieto informácie alebo si ich musí dokázať v čase prekladu zistiť. Tento
proces však nie je vždy plne rozhodnutelný, v tých lepších prípadoch je možné použiť he-
uristické metódy, nie vždy je to však možné. Tento proces ešte stažujú rôzne obfuskácie
kódu a fakt, že prakticky žiaden program nie je šírený aj s debugovacími symbolmi.
2.3.3 Predchádzajuce projekty
Myšlienka prekladu strojového kódu späť do niektorého z vyšších jazykov vznikla pred viac
ako 50 rokmi. Prvý spätný prekladač, ktorý ukázal, že niečo takéto by bolo možné vznikol
okolo roku 1960 a bol to D-Neliac dekompilátor [5]. V súčasnosti už existuje niekoľko dobre
známych riešení. Najznámejšie sú zhrnuté v tabuľke 2.1.
V roku 1994 dr. C. Cifuentes vo svojej diplomovej práci [3] popísala všetky transfor-
mácie potrebné pri spätnom preklade. Jej spätný prekladač dcc bol pomerne jednoduchý
a umožnoval preklad len z MS-DOS spustiteľných súborov do jazyka C. Často však býva
uvedený ako východzý bod pri iných spätných prekladačoch.
Projekt Boomerang [2] je šíriteľný aj so svojím zdrojovým kódom. Ani jeden z týchto
projektov však už nie je naďalej vyvýjaný. Medzi ďalšie známe projekty patria REC decom-
piler [19] alebo Hex-Rays Decompiler [6].












Cieľový jazyk C C C-podobný C
Tabuľka 2.1: Porovnanie spätných prekladačov. [10]
Väčšina týchto projektov je však zameraná len na vymedzený počet platforiem. Podpora
akejkolvek ďalšej architektúry by sa musela zdĺhavo doimplementovávať a tieto prekladače
nepoužívaju veľmi automatizované postupy riešenia. Jedine REC decompiler sa stále vyvýja
a podporuje slušný počet zdrojových platforiem (autor sľubuje v ďalšej verzii aj podporu
64b). Na druhú stranu tento spätný prekladač zase nevykazuje tak dobré výsledky genero-
vaného kódu pri použití obfuskacii.
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Kapitola 3
Spätný prekladač projektu Lissom
V súčasnosti je možné vidieť, že veľké množstvo zariadení je riadené vnoreným systémom.
Tieto systémy sú omnoho lacnejšie a šetrnejšie ako je tomu u ich komplexnejších protejškov
aj keď nemajú tak univerzálne použitie. Táto skutočnosť implikuje rýchly rozvoj tohto prie-
myslu a teda vystáva veľká potreba čo najviac skrátiť čas potrebný k ich návrhu a vývoju.
Najlepšia možnosť ako toho dosiahnuť je pokúsiť sa čo možno najviac úloh automatizo-
vať. Tieto úlohy je potom možné popísať niektorým z vyšších programovacích jazykov, čo
prospieva udržatelnosti projektu, urýchluje vývojový cyklus a zlacnuje projekt.
Hektický vývoj nových mikroprocesorových architektúr má takisto za následok pomerne
veľký počet nových architektúr na trhu. Tohto faktu využívajú aj tvorci škodlivého kódu,
kde už nemusia cieľiť len na jednu konkrétnu platformu ako tomu bolo doteraz. Antivírové
firmy sa musia s touto novou výzvou samozrejme vedieť vyrovnať, takže vystáva potreba
kvalitných a multiplatformných nástrojov pre boj s malwarom.
3.1 Projekt Lissom
Projekt Lissom[11] vznikol na Fakulte informačných technológii Vysokého učení technického
v Brne. Účelom projektu je vytvoriť kompletnú metodológiu pre návrh aplikačne špecific-
kých procesorov. Projekt Lissom sa pokúša vytvoriť a aplikovať jazyk pre popis mikro-
procesorovej architektúry. Samozrejme aby bol tento jazyk aplikovatelný v praxi je nutné
k nemu takisto implementovať určité vývojové prostredie. Vytvorenie takéhoto jazyka by
umožnilo výrazne redukovať čas potrebný pre vývoj vnorených systémov.
Teoretický výskum sa zapodieva niekoľkými aspektami nutnými pre súčasný návrh har-
dwaru aj softwaru (hardware/software co-design). Je dôležité vytvoriť formálny model pre
popis architektúr ako základ pre jazyk popisujúci architektúru procesorov. Týmto jazy-
kom je ISAC (Instruction Set Architecture C)[13]. Dôležité je samozrejme modely popisané
týmto jazykom aj verifikovať a validovať, takže výskum prebieha aj v tejto oblasti. A na-
koniec nás zaujíma vývoj nových kompilačných techník, ktoré by sme mohli implementovať
v našich nástrojoch.
Aby však bol ISAC použitelný v praxi je nutné implementovať okolo tohto jazyku
pomerne rozsiahle vývojové prostredie. Týmto sa prednostne zaoberá praktický výskum
projektu Lissom. Na obrázku 3.1 je znázornený zjednodušený vývojový cyklus pri návrhu
novej architektúry. Návrhari po tom, čo dostanú popis programu musia navrhnúť novu ar-
chitektúru. Po časovo náročnom návrhu však je ešte nutné pre takúto architektúru napísať
vývojové prostriedky ako prekladač alebo simulátor. Účelom projektu je túto časť vývoju
10
Obr. 3.1: Zjednodušený vývojový cyklus pri návrhu architektúry
automatizovať a tým významne skrátiť a zefektívniť čas potrebný pre vývoj. Toto by bolo
možné dosiahnuť implementovaním rekonfigurovatelných nástrojov. Takýto nástroj dokáže
pracovať s danou architektúrou len na základe určitého formálneho popisu tejto architek-
túry odvodeného z jazyku ISAC. Nie je nutné nástroj po navrhnutí novej architektúry
reimplementovať tak ako sa to zvyčajne robieva.
Vzhľadom na náročnosť takto obecne navrhnutých nástrojov každá etapa vývoju je veľmi
naročná. Projekt je rozdelený na viac vývojarských týmov kde jeden tým implementuje
jeden nástroj. Aby sa udržala integrácia medzi jednotlivými nástrojmi, vyvíja v mnohých
iteráciach. Medzi nástroje, ktoré sa v rámaci tohto projektu vývíjajú patrí:
• rekonfigurovateľný prekladač
• univerzálny assembler a spätný assembler
• zostavujúci program (linker)
• simulátor
• vývojové prostredie pre mikroprocesory a aplikačný návrh
• hardwarový generátor syntetizujúci mikroprocesor
Ako už bolo spomenuté na začiatku, výskum má okrem urýchlenia vývojového cyklu
ešte ďalšiu motiváciu - boj proti škodlivému kódu na rôznych platformách. K tomuto účelu
Lissom vyvíja rekonfigurovatelný spätný prekladač.
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3.2 Jazyk ISAC
Jazyk je štrukturovaný do niekoľkých blokov. Každý blok popisuje určitý aspekt daného
procesoru.
Zdroje procesoru sú popísané v bloku RESOURCES. Uvádza sa tu počet a veľkosť registrov.
Registru je možné priradiť špecialny význam ako napríklad programový čítač (program
counter). Takisto je tu popis hierarchie pamäte.
V bloku OPERATION sa nachádza popis inštrukčnej sady procesoru aj s popisom ich
správania a mikroarchitektúra procesoru. Na príklade 3.1 je vidieť popis inštrukcie add.
Kľúčové slovo ASSEMBLER úvadza inštrukciu v jazyku symbolických inštrukcii, CODING
zase popisuje jej strojový (binárny) tvar. Sekcia BEHAVIOR nakoniec definuje význam
inštrukcie za pomoci podmnožiny jazyka ANSI C.
1 RESOURCES { // HW z d r o j
2 PC REGISTER b i t [ 3 2 ] pc ; // PC
3 REGISTER b i t [ 3 2 ] gpregs [ 3 2 ] // r e g i s t r e
4 RAM b i t [ 3 2 ] memory {ENDIAN(LITTLE ) ; FLAGS(R,W,X) ; } ;
5 }
6
7 OPERATION reg REPRESENTS gpregs
8 { /∗ t e x t o v ý a s t r o j o v ý pop i s r e g i s t r o v ∗/ }
9
10 OPERATION op add { // pop i s i n š t r u k c i e
11 INSTANCE gpregs ALIAS {rd , rs , r t } ;
12 ASSEMBLER { ”ADD” rd ” , ” r s ” , ” r t } ;
13 CODING { 0b000000 r s r t rd 0b00000 0b100000 } ;
14 // chovanie i n š t r u k c i e
15 BEHAVIOR { gpregs [ rd ] = gpregs [ r s ] + gpregs [ r t ] ; } ;
16 }
Zdroj. kód 3.1: Príklad zdrojového súboru jazyku ISAC [10].
3.3 LLVM IR
Jazyk LLVM IR bol navrhnutý projektom LLVM [17] ako jazyk vnútornej reprezentácie
ich prekladového systému. Je veľmi podobný jazyku symbolických inštrukcii, obsahuje však
dostatočnú mieru abstrakcie, aby bolo možné týmto jazykom zapísať ktorýkoľvek program
nezávisle na cieľovej architektúre. Zároveň je však dostatočne podrobný, aby mohol byť
preložený z ktoréhokoľvek vyššieho programovacieho jazyka a mohli by byť vykonané mnohé
optimalizácie.
Tento jazyk je vhodný ako interná pamäťová reprezentácia pre prekladače (resp. spätné
prekladače), ako binárny kód vhodný napríklad pre Just-In-Time prekladače (*.bc) alebo
ako jazyk dobre čitateľný pre človeka (*.ll). Všetky tieto tri formy sú navzájom ekvivalentné.
LLVM IR je založený na princípe SSA (static signle assignment). Táto vlastnosť zabez-
pečuje, že do každej premennej smie byť priradená hodnota len jedenkrát, čím sa podstatne
uľahčuje analýza dátového toku.
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; Dec lare the s t r i n g cons tant as a g l o b a l cons tant .
@. s t r = private constant [ 13 x i 8 ] c” h e l l o world \0A\00”
; Ex terna l d e c l a r a t i o n o f the puts f u n c t i o n
declare i 32 @puts ( i 8 ∗ nocapture ) nounwind
; D e f i n i t i o n o f main f u n c t i o n
define i 32 @main ( ) { ; i32 ()∗
; Convert [13 x i8 ]∗ to i 8 ∗ . . .
%cast210 = gete l ementptr [ 13 x i 8 ]∗ @. st r , i 64 0 , i 64 0
; C a l l pu t s f u n c t i o n to w r i t e out the s t r i n g to s t d o u t .
ca l l i 32 @puts ( i 8 ∗ %cast210 )
ret i 32 0
}
Zdroj. kód 3.2: Program Hello world v jazyku LLVM IR [12].
V ukážke 3.2 je možné vidieť program vypisujúci ’hello world!’. Ide o reprezentáciu
vhodnú pre človeka a je tu možné pozorovať niektoré zo základných syntaktických prvkov
jazyka.
• Jednoriadkové komentáre sa označujú prostredníctvom ;.
• Globálne premenné sa označujú symbolom @ + názov, lokálne ako % + názov.
• Dočasné premenné sú pomenované sekvečne (napr. %2).
• Dátové typy sú pomenované ako ich číselný typ a bitová šírka (i32 teda značí celočí-
selný typ o veľkosti 4 bajty). Typy majú teda presne danú veľkosť na rozdiel od jazyka
C (kde typ int má na rôznych architektúrach rôznu veľkosť). Ukazateľ je označený
znakom *.
• Jazyk obsahuje niekoľko samostatných inštrukcii. Popis týchto inštrukcii je možné
nájsť na [12].
Kód môže byť rozdelený do viacerých modulov. Každý modul obsahuje globálne pre-
menné, tabuľku symbolov a funkcii.
3.4 Popis spätného prekladača
Ako bolo spomenuté v sekcii 2.3.3 existuje niekoľko projektov zaoberajúcich sa spätným
prekladom. Väčšina týchto prekladačov je viazaná na konkrétnu architektúru. Náš prekladač
by mal byť nezávislý na architektúre a mal by dokázať preložiť aj programi, ktoré obsahujú
obfuskáciu kódu.
Návrh spätného prekladača vychádza z návrhu prezentovaného v sekcii 2.3.1 a je možné
vidieť ho na obrázku 3.2. Prekladač je takisto rozdelený na 3 časti: prednú, optimalizačnú
a zadnú. Aby sme však dosiahli nezávislosť na architektúre, bolo nutné pôvodný návrh
rozšíriť.
Jediná časť zavislá na platforme je predná časť. Aby bola schopná pracovať s danou
architektúrov, je potrebné najskôr navrhnúť model tejto architektúry v jazyku ISAC. Fakt,
že náš spätný prekladač je rekofingurovateľný modelom architektúry ho výrazne odlišuje od
ostatných podobných projektov.
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Obr. 3.2: Schéma rekonfigurovatelného spätného prekladača
3.4.1 Predná časť
Úlohou prednej časti je transformovať strojovo závislý kód na sekvenciu nízkoúrovnových
LLVM IR príkazov nezávislých na architektúre. Ako prvý krok je nutné ešte pred prekla-
dom, namodelovať danú architektúru v jazyku ISAC. Pomocou sémantického extraktoru
je možné vytvoriť sémantický popis jednotlivých inštrukcii a zdrojov procesoru. Extraktor
transformuje popis chovania inštrukcie z ANSI C (vid. ukážku 3.1 sekciu BEHAVIOR) na sek-
venciu LLVM IR príkazov. Toto nám umožnuje mapovať konkrétne inštrukcie v strojovom
tvare na sekvenciu LLVM IR príkazov.
Vstupný spustitelný súbor je vo formáte závislom na architektúre. Bolo by pomerne
náročné implementovať všetky tieto formáty priamo v prednej časti prekladača, takže sa
pre tento účel implementoval samostatný nástroj (konvertor). Momentálne sú podporované
formáty Windows PE, Unix ELF, Symbian E32 a Android DEX. Ako výstup tohto konver-
toru bol navrhnutý špecialny formát vychádzajúci z formátu COFF. Predná časť prekladača
teda spracúva takto prekonvertovaný spustitelný súbor.
Prekladač najskôr rozpoznáva staticky pripojený kód. Staticky pripojený kód je sú-
časťou externých knižníc a prispieva k čitateľnosti kódu ak sú staticky pripojené funkcie
reprezentované len svojou deklaráciou nie aj definíciou (miesto celého tela funkcie gene-
rujeme len hlavičku). K rozpoznaniu tohto kódu je nutné najskôr vygenerovať signatúry
daných knižníc, ktoré nám poskytujú informácie o názvoch a adresách funkcii. Nevieme
však zatiaľ nič o počte a dátových typoch argumentov funkcii a návratových typoch.
Tieto informácie sa pomerne ľahko dajú zistiť z hlavičkových súborov knižníc. Hlavičky
však väčšinou obsahujú typy typické pre jazyky C/C++ (int, float,. . .) v horšom prípade zlo-
žené typy, my potrebujeme ich reprezentáciu v LLVM. LLVM projekt ale poskytuje nástroj
Clang (predná časť prekladaču pre C), na základe ktorého sme vytvorili nástroj schopný
požadované informácie extrahovať a prezentovať ich vo vhodnej forme pre náš prekladač.
Pre lepšiu čitateľnosť generovaného kódu ale zachovávame aj pôvodnú reprezentáciu.
Prostredníctvom sémantického súboru sa následne generuje dekóder inštrukcii. Dekóder
je schopný podľa prijatej sémantiky rozpoznať vo vstupnom súbore inštrukcie danej archi-
tektúry a preložiť ich na sekvenciu LLVM IR príkazov. Funkcia dekóderu je veľmi podobná
ako funkcia spätného assambleru, rozdiel spočíva v preklade do vnútornej reprezentácie
nášho prekladača (LLVM kódu) namiesto jazyku symbolických inštrukcii.
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Po dekódovaní inštrukcii je nutné nad týmto kódom vykonať niekoľko druhov statických
analýz a transformovať ho na kód vhodnejší a komentovanejší pre ďalšie časti spätného
prekladača. V kóde sa vyhladávajú idiomy a nahradzujú sa svojou čitateľnejšou formou.
Vytvárajú sa alternatívne postupnosti inštrukcii kontrolného toku (podmienené a nepod-
mienené skoky). Detekujú sa funkcie a ich použitie. So správne detekovaným ABI1 je možné
v tejto fázy odstrániť kód súvisiaci s volaním funkcii a s návratom z funkcie. Na záver sa
spúšta LLVM IR generátor a vygenerovaný kód sa predáva ďalšej časti spätného prekladača.
3.4.2 Optimalizačná časť
V tejto fázy máme k dispozícii nízkoúrovnový LLVM IR kód. Jednotlivé bloky LLVM IR
príkazov reprezentujú konkrétnu inštrukciu pôvodného programu. Príkazy boli zatiaľ ana-
lyzované len ako samostatné bloky (pôvodných inštrukcii), nachádza sa tu mnoho redun-
datných inštrukcii a neexistuje žiaden náznak vyšších jazykových konšstrukcii (napr. if-else
výrazy alebo cykly).
Hlavným účelom optimalizačnej časti je zlepšiť vlastnosti tohto kódu a upraviť ho pre
finálnu transformáciu do jazyka vyššej úrovne. Optimalizačná časť využíva niekoľko trans-
formácii aby tohto dosiahla. Opäť sa v kóde vyhľadávajú idiomy, teraz však ako dlhšie
skupiny príkazov, ktorých kombinovaný význam nemusel byť zreteľný na úrovni jednotli-
vých inštrukcii. Ďaľej sa vyhladávajú konštrukcie vyšších jazykov ako napríklad if - else
výrazy či cykly. Nakoniec sa uplatnujú niektoré optimalizácie kódu, ktoré sú súčastou LLVM
alebo ktoré sme sami navrhli (napr. optimalizácie cyklov, premenovanie premených či sa
znovu združujú niektoré výrazy).
Na zlepšenie výkonu optimalizácii, kód generovaný prednou časťou okrem samotného
kódu obsahuje aj metadáta. Použivané metadáta poskytujú informácie o vstupných bodoch
funkcii alebo o štandardnom ABI (napr. systémové volanie, volania funkcii,. . .)
3.4.3 Zadná časť
Posledné transformácie vykonáva zadná časť prekladača. Tu už sa prekladá optimalizovaný
LLVM IR kód do niektorého z vyšších programovacích jazykov. Ako generovaný jazyk sme
zvolili jazyk odvodený z jazyku Python, plánovaná je však aj podpora pre iné jazyky. Z tohto
jazyka sme vychádzali pretože jazyk Python zdôraznuje čitateľnosť kódu[18].
Tento jazyk je netypový, štrukturovaný, bloky kódu sa rozlišujú odsadením (a nie zátvor-
kami ako je tomu v C/C++). V prípade, že nejaká špecifická konštrukcia v jazyku Python
neexistuje, používa sa jej ekvivalent z jazyka C (napr. switch). Miesto polí sú použité zo-
znamy, štruktúry sú nahradené slovníkmi. Takisto boli pridané ukazatele známe z jazyka C.
Kedže stále môžu v generovanom kóde existovať sekvencie, ktoré nie sú reprezentovatelné
žiadnou konštrukciou vyššieho jazyka (neredukovatelný podgraf kontrolného toku), bolo
nutné doplniť aj príkaz goto.
Po vygenerovaní kódu je tento kód opätovne spracovávaný, aby sa zlepšila čitateľnosť.
Kód prechádza niekoľkými optimalizáciami ako je eliminácia zátvoriek, odstránenie propa-
gácie premenných, priradzovanie seba sama (napr. var = var) zavedených zadnou časťou,
zjednodušenie výrazov typu if not (a == b): na if a != b: a ďalšie.
1Automatická detekcia zatiaľ nie je implementovaná.
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3.5 Kvalita generovaného kódu
Obsah tejto kapitoly je klasifikovaný ako utajený, viz licenčné ujednanie.
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Kapitola 4
Návrh optimalizácii pre spätný
preklad









Testovanie spätného prekladaču prebiehalo na operačnom systému GNU/Linux s jadrom
3.3.0 a architektúrou amd64. Prekladač bol kompilovaný programom GCC verzie 4.6.2.
K prekladu bola použitá verzia Codasip SDK 1.2.4-1.nightly.120513 pre Ubuntu 11.10
amd64.
Najskôr by sme sa mali vrátiť k príkladu použitom v kapitole ??. Ukážme si ako pomohli
implementované optimalizácie v preklade tohto kódu.
1 def func ( lemon ) :
2 global apple
3 tomato = apple
4 apple = lemon
5 p r i n t f ( ”Som volany s ˜parametrom : %d\n” , lemon )
6 plum = apple
7 i f plum < 1 :
8 apple = tomato
9 return 0
10 apple = plum
11 i = 0
12 while plum + i > 1 :
13 i = i + 1
14 apple = tomato
15 return i + plum
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17 def main ( argc , argv ) :
18 puts ( ”Idem vo la t funkc iu ” )
19 peach = rand ( )
20 papaya = func ( peach )
21 p r i n t f ( ” Dostal som %d\n” , papaya )
22 return 0
Zdroj. kód 6.1: Preklad s optimalizáciami
Ukážke 6.1 bola spätne preložená z rovnakého programu ako tomu bolo v pripade ukážky
??. V tomto prípade ale v prekladači už boli implementované nové optimalizácie.
Zrozumiteľnosť a funkcionalita tejto novej ukážky sa výrazne posunula dopredu. Všetky
funkcie boli správne detekované. Pri výpisoch sa použila textová hodnota reťazca. Funkcie
printf() bez premennej v parametri boli nahradené funkciou puts(). Cyklus vo funkcii
func() zodpovedá pôvodnému cyklu z ??.
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Zlepšenie tohto príkladu bolo možné hlavne vďaka implementácii delay slotov a statickej
interpretácie kódu. Rozoberme si teda tieto dve optimalizácie na samostatných príkladoch.
6.1 Delay sloty
Originálny zdrojový kód je možné vidieť v ukážke 6.2. Jedná sa o jednoduchý program,
ktorý vykonáva cyklus for. V každom cykle vypíše správu a iteračnú premennú.
Program bol skompilovaný prekladačom psp-gcc verzie 4.3.5 pre architektúru MIPS
32b. Pri preklade boli zapnuté optimalizácie (-O2), bez ladiacich informácii. Výsledný prog-
ram nebol zbavený dodatočných informácii (stripped).
1 #include <s t d i o . h>
2
3 int main ( ) {
4 int i ;
5 for ( i = 1 ; i < 10 ; i++) {
6 p r i n t f ( ” t e s t #%i \n” , i ) ;
7 }
8 return 0 ;
9 }
Zdroj. kód 6.2: Pôvodný kód
1 def main ( argc , argv ) :
2 for i in range (0 , 9 ) :
3 p r i n t f ( ” t e s t #%i \n” , 1)
4 return 0
Zdroj. kód 6.3: Bez podpory delay slotov
V ukážke 6.3 je program spätne preložený prekladačom bez podpory delay slotov. Na
prvý pohľad sa síce môže zdať, že ide o totožný program, je nutné si ale všimnúť druhý
parameter funkcie printf(). Program nevypisuje aktuálny stav iteračnej premennej ale len
textový reťazec a hodnotu 1. Tento program je funkcionálne úplne rozdielny od pôvodného
programu.
1 def main ( argc , argv ) :
2 for i in range (0 , 9 ) :
3 p r i n t f ( ” t e s t #%i \n” , i + 1)
4 return 0
Zdroj. kód 6.4: Kód s podporou pre delay sloty
V ukážke 6.4 sa nachádza program preložený prekladačom s podporou delay slotov. Je
možné vidieť, že program už naozaj vypisuje stav iteračnej premennej a je funkcionálne
zhodný s 6.2.
Prekladač takisto správne detekoval for cyklus a použil vhodnejší názov pre iteračnú
premennú.
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6.2 Statická interpretácia kódu
V tomto prípade bol použitý program z ukážky 6.5. Program bol preložený prekladačom
mips-gcc verzie 4.5.3 so zapnutými optimalizáciami (-O2) pre architektúru MIPS 32b. La-
diace informácie boli pri preklade vypnuté a súbor následne nebol zbavených prebytočných
informácii (stripped).
Tento prekladač generuje volanie funkcii prostredníctvom nepriamych skokov (skokov
cez register). Implementáciu vyhodnocovania skokov cez register by sme práve radi demo-
nštrovali.
1 int func ( int a )
2 {
3 p r i n t f ( ”Som volany s ˜parametrom : %d\n” , a ) ;
4 return a ∗ rand ( ) ;
5 }
6
7 int main ( int argc , char ∗ arg [ ] )
8 {
9 p r i n t f ( ”Idem vo la t funkc iu \n” ) ;
10 int a = rand ( ) ;
11 int x = func ( a ) ;
12 p r i n t f ( ” Dostal som %d\n” , x ) ;
13 return 0 ;
14 }
Zdroj. kód 6.5: Pôvodný kód
1 def func ( plum ) :
2 global apple
3 global banana
4 tea = banana
5 banana = plum
6 unknown function reg jump ( )
7 unknown function reg jump ( )
8 r e s u l t = banana ∗ apple
9 banana = tea
10 apple = r e s u l t
11 return r e s u l t
12
13 def main ( argc , argv ) :
14 global apple
15 unknown function reg jump ( )
16 unknown function reg jump ( )
17 apple = func ( apple )
18 unknown function reg jump ( )
19 apple = 0
20 return 0
Zdroj. kód 6.6: Kód bez statickej interetácie
Na prvej ukážke 6.6 je znázornený preklad bez statickej interpretácie kódu. Je tu možné
vidieť ze prekladač nebol schopný správne detekovať prilinkované funkcie a miesto nich po-
užil preddefinovanú unknown function reg jump(). Podarilo sa mu síce správne detekovať
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v programe definovú funkciu func(), je však náročné usúdiť jej pôvodnú funkcionalitu.
Program sémanticky nezodpovedá ukážke 6.5.
1 def func ( lemon ) :
2 global apple
3 pear = apple
4 apple = lemon
5 p r i n t f ( ”Som volany s ˜parametrom : %d\n” , lemon )
6 orange = rand ( )
7 plum = apple
8 apple = pear
9 return plum ∗ orange
10
11 def main ( argc , argv ) :
12 puts ( ”Idem vo la t funkc iu ” )
13 cherry = rand ( )
14 grape = func ( cherry )
15 p r i n t f ( ” Dostal som %d\n” , grape )
16 return 0
Zdroj. kód 6.7: Kód s použitím statickej interetácie
Na druhej ukážke 6.7 už je implementovaná aj statická intepretácia. Program je tu
funkčne zhodný s pôvodným vzorom 6.5. Dodatočných infomácii bolo možné zistiť mená
funkcii a použiť ich v preloženom kóde. Mená premenných sa však už nezachovali a teda
museli byť vegenerované náhodné názvy.
Navyše bolo možné generovať kód aj s dosadeným textového reťazca miesto jeho ukaza-
teľa, čo je omnoho čitateľnejšie. V hlavnej funkcii bola nahradená funkcia printf() funkciou
puts(). V tomto prípade ich totiž bolo možné bez úhony zameniť (printf() obsahuje len
reťazec bez premnných).
Stále by však mohli byť dosiahnutá lepšia čitateľnosť elimináciou premenných vo funkcii
func().
6.3 Porovnanie rýchlosti pri použití triedy InterpretCacher
V tomto prípade sme sa snažili ukázať, že implementované ukladanie výsledkov interetá-
cie urýchli celkovú dobu intepretácie. Boli zvolené 4 jednoduché príklady. Pre približné
porovnanie ich zložitosti je uvedený ich počet riadkov v programovacom jazyku.
Následne boli preložené prekladačom psp-gcc verzie 4.3.5 prostredia PSPSDK [15]. Tes-
tovali sme verziu s optimalizáciami (prepínač -O2) aj s vypnutou optimalizáciou (prepínač
-O0). V tomto prípade sme boli zvedavý aký vplyv na výkonnosť interetácie bude mať
neoptimalizovaný kód.
Každý z týchto spustitelných súborov bol spustený 10x a bola meraná doba celkovej doby
spätného prekladu v sekundách. V tabuľke 6.1 sú uvedené priemerné namerané hodnoty.
V stĺpci Bez cache sú hodnoty v prípade, že vždy došlo k opätovnej intepretácii. V stĺpci
Cache sú hodnoty za použitia pamäte pre výsledky interpretácie.
Z nameraných hodnôt vyplýva, že implementovaná pamäť nedosahuje výrazné zlepše-
nie, pokiaľ sa prekladá veľmi malý program (rozumej do 100 riadkov kódu). V takomto
prípade nedochádza k opakovanej interpretácii kódu veľmi často a nie je teda možné získa-
vať výsledky z pamäte. Výnimku tvoria súbory sha.c a stringsearch.c. Keď si však tieto
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Program Počet riadkov
Bez cache Cache Zlepšenie
-O2 -O0 -O2 -O0 -O2 -O0
ack.c 19 13.21 13.314 13.182 13.252 +0.03 +0.06
ackermann.c 75 13.741 18.166 13.718 14.234 +0.02 +3.93
dijkstra.c 90 1.103 1.171 1.066 1.136 +0.04 +0.03
fibo.c 28 26.924 27.239 24.037 24.043 +2.89 +3.2
IZP-proj2.c 500 33.579 35.3 30.322 31.212 +3.26 +4.09
IZP-proj3.c 707 35.305 39.798 31.762 33.92 +3.54 +5.88
IZP-time.c 186 23.909 24.314 19.668 20.251 +4.24 +4.06
quicksort.c 161 1.12 1.214 1.095 1.202 +0.02 +0.01
sha.c 228 15.531 15.583 14.466 15.429 +1.07 +0.15
stringsearch.c 165 1.167 1.384 1.141 1.363 +0.03 +0.02
Tabuľka 6.1: Zrovnanie rýchlosti s a bez použitia pamäte
súbory prehliadneme, zístíme, že väčšinu programu tvorí deklarácia premenných a samotnej
implementácii je tam taktiež skromnejšie.
Lepších výsledkov sme ale dosiahli s mohutnejšími súbormi. V oboch prípadoch nám
vyšlo, že priemerne namerané hodnoty sú nižšie o 9.7-17.7% pri použití pamäte pre vý-
sledky interpretácie. Môžeme teda usúdiť, že implementovaná optimalizácia naozaj urých-





Táto práca nám v krátkosti predstavila reverzné inžinierstvo, jeho využitie v oblasti in-
formačných technológii a hlavné nástroje, ktoré ho využívajú. Špecialna pozornosť bola
venovaná spätnému prekladaču a technikám spätného prekladu. Porovnali sme niekoľko stá-
vajúcich projektov a priblížili základné techniky obfuskácie alebo iné metódy komplikujúce
spätný preklad. Následne bol predstavený projekt Lissom a koncept spätného prekladača
tohto projektu. Tento prekladač by mal byť rekonfigurovatelný (schopný preložiť ľubovolný
spustitelný súbor skompilovaný na ľubovolnej architektúre). V súčasnosti je podporovaných
niekoľko typov spustiteľných súborov a architektúr. Nakoniec sme zhodnotili kvalitu kódu
generovaného týmto prekladačom.
Vysvetlili sme si, čo sú to delay sloty a na čo je pre spätný preklad dôležitá informácia
ako rozloženie pamäte, endianita alebo použitý prekladač. Boli navrhnuté optimalizácie pre
prednú časť prekladača, ktoré by mali jednak kompenzovať modifikácie zapríčinené užitím
delay slotov alebo využiť spomenuté informácie pre spätný preklad. Následne sme načrtli
ako by mohla pomôcť a a vzápätí aj fungovať statická interpretácia LLVM IR inštrukcii.
Túto interpretáciu sme navyše vylepšili o návrh pamäte pre výsledky interpretácie.
V ďaľšej kapitole bolo povedané niečo o implementačnom prostrdí a nástroj nutných na
implementáciu navrhnutých optimalizácii. Bolo tu spomenuté ako implementovať podporu
pre delay sloty a ako predať strednej časti prekladaču informácie o endianite, rozložení
pamäte a použitom prekladače. Kedže však stále nefunguje automatická detekcia použitého
ABI, nie je možné tieto informácie získavať automaticky. Podrobne sme preberali rozhranie
triedy pre statickú interpretáciu a takisto sme si povedali ako je možné prostredníctvom
tejto triedy spätne vyhodnotiť hodnotu ľubovolného registra. Vyhladávací algoritmus bol
ošetrený voči vlastnému zacykleniu. Následne bola vysvetlená implementácia programovej
pamäte pre ukladanie výsledkov implementácie.
Implementované optimalizácie sme testovali a v testoch bolo potvrdené, že optimali-
zácie pozitívne vplývajú na proces spätného prekladu. Navrhnutá podpora delay slotov
odstránila všetky chyby zanesené použitím tejto techniky. Takisto sme dosiahli úspech pri
statickej interpretácii LLVM IR kódu, ktorá nám umožnila zvýšiť čitateľnosť generovaného
kódu, dokonca v niektorých prípadoch úplne umožnila spätný preklad zachovávajúci ori-
ginálnu funkcionalitu. Pamäť pre výsledky interpretácie sa taktiež ukázala ako účinná a
podľa nameraných hodnôt dokázala zrýchliť spätný preklad prednej časti prekladača o 9 až
17%.
Autor práce však stále vidí potencionál na zlepšenie. V budúcnosti by sme sa mali
zamerať na automatickú detekciu použitého ABI. Takisto by malo byť možné detekovať
použitý prekladač automaticky. Tieto informácie by nám mohli dopomôcť k špecifickejšej
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optimalizácii generovaného kódu. V tomto smere je však potrebný dodatočný výskum.
Ďalej by bolo vhodné zlepšiť výsledky intepretácie. V súčasnosti je najväčší priestor na
zlepšenie úspešnosť interpretu pri vyhodnocovaní viacerých vetiev. V terajšej podobe sa
interpret zastaví v momente keď nájde viac ako jednu predchodziu inštrukciu. Riešenie by
mohlo spočívať vo vyhodnotení každej vetvy samostatne a následnom porovnaní výsledku.
Je však nutné overiť, či nie je časovo príliš náročné.
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V tomto adresári sa nachádza aplikácia spätného prekladača. V adresári decfront/interpret/
je možné nájsť zdrojové kódy, ktoré implementoval autor práce.
• doc/
Tu sa nachádza technická správa v latexových zdrojových súboroch. Je možné vyge-
nerovať pdf verziu prostredníctvom priloženého Makefile.
• pdbparserl/, stacofinl/
Binárne súbory nutné pre preklad prednej časti prekladača.
• sdkcodasip/
Takisto binárne súbory ku knižniciam poskytovaným spoločnostou Codasip. Kvôli
licenčným podmienkam nie je možné spúštať aplikáciu mimo VUT domény.
• support/
V tomto adresári je možné nájsť súbory potrebné k prekladu prostredníctvom prednej
časti prekladača. Sú tu signatúry, typové a sémantické súbory a popis ABI. Súbory
sú rozdelené do dvoch podadresárov pre MIPS aj ARM.
• refs/
Referečné súbory pre všetky testy poskytované v rámci media.
• tests/
Skúšobné testy, na ktorých boli optimalizácie testované. Testy sú rozdelené do podad-
resárov podľa toho ako boli spomínané v práci.
• Makefile
Makefile pre preklad aplikácie a technickej správy.
• decompile.sh
Skript pre volanie prekladača s automatickým pridaním všetkých potrebných súborov.
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