Commit is an important operation of revision control for opensource software (OSS). Recent research has been pursued to explore the statistical laws of such an operation, but few of those papers conduct empirical investigations on commit interval. In this paper, we investigated the dynamics of software developers' collective commit behavior in terms of the distribution of commit intervals, and found that the data sets of project-level and filelevel collective commit interval within both the lifecycle and each release of the projects under discussion roughly follow power-law distributions. The implications of what we found for OSS research were outlined, which could provide an insight into understanding OSS development processes better.
INTRODUCTION
It has been recognized that the open collaborative development among world-wide software developers is a significant factor to the success of open-source software (OSS) projects [1] . Revision control (or version control) is essential for the organization of multi-developer projects. In software engineering, the main role of revision control is to track and provide control over changes to source code [2] . As we know, OSS developers often use revision control tools such as CVS (Concurrent Versions System), Subversion (SVN) and Git to manage and maintain different types of files stored in a (code) repository that hosts an OSS project.
With these tools for revision control, software developers check out a given revision of a file or the most recent files from a repository to their local workspace of integrated development environments, and commit changes to the file(s) with related short comments/messages to the repository. So, the development of an OSS project is comprised of committing code contributions to a repository that hosts the project in this sense [3] . In order to understand OSS development and maintenance processes better, a number of papers have been pursued to investigate such an important operation. However, previous work [3] [4] [5] focused mainly on the distribution of commit size, to the best of our knowledge, few of them conducted empirical research on the dynamics of software developer's commit behavior.
Human behavior, as one of the significant issues in science, has a history of about one century since the time of Watson [6] . In fact, the development of an OSS project could be deemed as a collaborative process of software developers' collective commit behavior [7] , but few researchers have yet investigated it from the perspective of mining OSS repositories [8] . So, the main purpose of this paper is to gain a deeper understanding of statistical laws for software developers' collective commit behavior in centralized revision control systems. Based on an empirical investigation, we hope our research outcomes could be a new starting point for investigating how we can improve software quality and collective software development efficiency further.
The remainder of this paper is structured as follows. Section 2 introduces related work. Section 3 presents the analysis method we followed and preliminary results. Section 4 discusses the implications of what we found for OSS development and maintenance. Finally, Section 5 concludes this paper.
RELATED WORK
Commit size describes the probability that a given commit is of a particular size [5] . In 2008, the commit size in terms of the number of files committed for a revision was found to follow a Pareto distribution [4] . One year later, Arafat et al. found that the commit size in terms of source lines of code follows a power-law distribution [3] ; similarly, the distribution of the commit size in terms of lines of code was confirmed to be best described by a generalized Pareto model [6] . The distribution of commit size with a long tail indicates that software developers might carry out large-size commits, though they are less likely to occur. Compared with the previous work, in this paper we focus on the general distribution of commit intervals.
Based on the increasing evidence from communication to entertainment and work patterns, Barabási et al. found that the timing of many human activities within these fields follow nonPermission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. Copyrights for components of this work owned by others than ACM must be honored. Abstracting with credit is permitted. To copy otherwise, or republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. Request permissions from Permissions@acm.org. Poisson statistics, characterized by bursts of rapidly occurring events separated by long periods of inactivity [9] . Interestingly, such heavy-tailed distributions of inter-event times have also been demonstrated in computer science. For example, the time interval between consecutive visits by a selected user to a given website is best approximated with a power-law distribution, in contrast to the exponential expected for Poisson processes [10] . However, there are few representative statistical analyses on the dynamics of software developer's commit behavior according to appropriate data sources such as SourceForge and Google Code.
DATA ANALYSIS AND RESULTS

Metrics for Commit Behavior
For an OSS project under centralized revision control, a revision is a snapshot of its repository at a particular moment in time, and each successive commit increases the revision number by one [11] . Definition 1. Project-level collective commit interval (PLCCI) is the time difference (or waiting time) between two consecutive revisions in the repository of an OSS project.
For a file stored in the repository, a revision is basically a file that is modified when compared to the previous version. The history of file revision is all the information collected about a given file as it changes over time. Such information would be valuable for the research on file evolution, bug fixing and code refactorying. Our analysis method is based on case studies, so we selected four OSS projects written in Java on the Apache.org: Apache POI, Tomcat, Struts2, and Derby. These four projects from different application domains were chosen to be experimental subjects based upon that each project in question has been active for at least 3 years and attracts over 10 fixed software developers or committers to participate in. Table 1 shows a brief introduction to these four projects that were analyzed as of October 12, 2012 , including the number of releases, the number of class files, the total number of commits analyzed, and the number of committers.
Data Collection
Data Processing
Popular functions such as power function, exponential function, polynomial function, and logarithmic function were utilized to fit release-level and lifecycle-level data sets, so as to indentify the best fitting curve and its corresponding function expression. Because the projects in question are still evolving, we use a long period of development time (over three years) to approximate the lifecycle of each project. Although in statistics a distribution can be represented as a probability distribution function (PDF), we used a cumulative distribution function (CDF) to reduce noise levels during the estimation of the scaling exponent of power function with the method introduced in [12] .
Preliminary Results
The scattered points of lifecycle-level PLCCI in hours and in days are presented in Figure 1 , where X axis denotes the length of a commit interval and Y axis represents the number of commit intervals whose lengths are greater than or equal to a given number. It is obvious from the log-log plot that most of the waiting times between two consecutive commits last several hours (i.e., more than 80% of commit intervals are less than one day), but only a few of them experience a long duration of waiting that exceeds one week.
Figure 1. Distributions of lifecycle-level PLCCI
Interestingly, all release-level data about PLCCI in hours can be also best fitted by power functions, implying a general pattern of collective commit behavior recurred within different stages in the development process of an OSS project. Due to the space limitations, in this paper we only give an example of POI to illustrate how the data of lifecycle-level and release-level PLCCI in hours were fitted (see Table 2 , where R 2 is the goodness of fit). 
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After a class file was created in the SVN repository of a project, various software developers would modify it together and then commit changes to it to the repository. For the projects under discussion, we found that both lifecycle-level FLCCI at different time scales and 55 release-level data sets of FLCCI in days were best fitted by the similar law. The finding indicates that the commit intervals of frequently-modified class files are relatively short on average (i.e., more than 80% of commit intervals of these classes are less than 3 days), while only a minority of classes' revisions need to wait for a very long time of years (see Table 3 , where r in the last row means power exponent without a unit of measurement), perhaps because they are trivial, deleted, or found to have hidden bugs that are not always easy to detect. 
IMPLICATIONS FOR OSS RESEARCH
Although the projects analyzed differ in class size and the number of committers, each project varies slightly in terms of the distribution of PLCCI. Such an indicator reflects to some extent the level of activity of a project developed by various software developers. We argue that power-law distributions of lifecyclelevel and release-level PLCCI may be derived from the mode of centralized revision control as well as the basic principles of incremental development.
On one hand, SVN uses a centralized model where all the revision control functions take place on a shared server [2] , and it stores the latest version of each file in a central repository, with backward-looking differences between two adjacent revisions [11] .
Updates to HEAD of the trunk in a SVN repository committed by different committers are always finished quickly so as to ensure the normal collaborative development among different software developers. On the other hand, OSS projects at large follow the principles of incremental development. We found an interesting phenomenon that the waiting time between the last commit within the previous release and the first commit after the delivery of a new release is longer than normal values; moreover, it recurs within all 55 releases of the projects in question. This could be used to explain the occurrence of small probability events (with long waiting time) in power-law distribution of PLCCI.
Division as well as cooperation is the basic principle of modern software development. Power-law distributions of lifecycle-level and release-level FLCCI may be a consequence of a queuing process driven by human decision making based on priority. When a committer has/receives multiple changes to be committed, he/she has to assess and prioritize the changes to different class files, and then allocates time for the chosen files with high perceived priority, which can be simply estimated in terms of functional and structural importance. So, committers often commit changes to those class files with complex function and structure in short order, while the waiting times for two consecutive commits of inactive or trivial class files are very long.
CONCLUSIONS
We took four OSS projects on the Apache.org for example to investigate the general statistical laws for the distributions of lifecycle-level and release-level commit interval. The preliminary findings are 1) both lifecycle-level and release-level PLCCI roughly follow power-law distributions, and 2) the distributions of both lifecycle-level and release-level FLCCI are found to share similar laws. The future work is to investigate work patterns of active committers and its impacts on OSS development processes. 
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