We present algorithmic, complexity and implementation results for the problem of isolating the real roots of a univariate polynomial in Bα ∈ L[y], where L = ( Q(α) is a simple algebraic extension of the rational numbers. We revisit two approaches for the problem. In the first approach, using resultant computations, we perform a reduction to a polynomial with integer coefficients and we deduce a bound of OB(N 10 ) for isolating the real roots of Bα, where N is an upper bound on all the quantities (degree and bitsize) of the input polynomials. In the second approach we isolate the real roots working directly on the polynomial of the input. We compute improved separation bounds for the roots and we prove that they are optimal, under mild assumptions. For isolating the real roots we consider a modified Sturm algorithm, and a modified version of descartes' algorithm introduced by Sagraloff. For the former we prove a complexity bound of OB(N 8 ) and for the latter a bound of OB(N 7 ). We implemented the algorithms in C as part of the core library of mathematica and we illustrate their efficiency over various data sets. Finally, we present complexity results for the general case of the first approach, where the coefficients belong to multiple extensions.
INTRODUCTION
Real root isolation is a very important problem in computational mathematics. Many algorithms are known for isolating the real roots of a polynomial with integer or rational coefficients that are either based solely on operations with rational numbers, [8, 13, 24, 29] and references therein, Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for prof t or commercial advantage and that copies bear this notice and the full citation on the f rst page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specif c permission and/or a fee. ISSAC '11, June 8-11, 2011 , San Jose, California, USA. Copyright 2011 ACM 978-1-4503-0675-1/11/06 ...$10.00. or they follow a numerical, but certified approach, [25, 33] and references therein. In this paper we consider a variation of the problem in which the coefficients of the polynomial are polynomial functions of a real algebraic number, that is they belong to a simple algebraic extension of the rationals. Rump [31] , see also [30] , presented an algorithm for the problem that is an extension of Collins and Loos [6] algorithm for integral polynomials. Johnson [17] presented and compared various algorithms for Problem 1. He considered a norm based algorithm that reduces the problem to root isolation of integral polynomial (this is the approach that we consider in Sec. 3) and extended three algorithms used for integral polynomials, i.e. Sturm (we present it in Sec. 4.2), the algorithm based on derivative sequence and Rolle's theorem [6] , and the algorithm based on Descartes' rule of sign [5] (we present a modified version in Sec. 4.3). Johnson and Krandick [16] modified the latter and managed to replace exact arithmetic, when possible, with certified floating point operations; a novelty that speeds up considerably the computations. Along the same lines, Rouillier and Zimmermann [29] presented an optimal in terms of memory used algorithm for integral polynomials that exploits adaptive multiprecision techniques that could be used for Problem 1, if we approximate the real algebraic number up to a sufficient precision. In a series of works [11, 12, 22] a bitstream version of Descartes' algorithm was introduced. The coefficients of the input polynomial are considered to be real numbers that we can approximate up to arbitrary precision. We use the most recent version of this approach, which is due to Sagraloff [32] , to tackle Problem 1. Last but not least, let us also mention the numerical algorithms due to Pan [25] and Schönhage [33] , that could be also used if approximate α in our problem up to a sufficient precision.
Rioboo [28] considered various symbolic algorithms for operations with real algebraic numbers, based on quasi Sylvester sequences. These algorithms could be used for Problem 1, and they are closely connected with the Sturm algorithm that we present (Sec. 4.2). However, we use different subalgorithms for sign evaluations and solving polynomials. The focus in [28] is on efficient implementation of the real closure in axiom.
Problem 1 is closely related to real root isolation of of triangular systems and regular chains. In [4, 20, 38, 39] algorithms and implementations are presented for isolating the real roots of triangular polynomial systems, based on interval arithmetic and the so-called sleeve polynomials. In the case of two variables the problem at study is similar to Problem 1. In this line of research the coefficients of the algebraic polynomial are replaced with sufficiently refined intervals, hence obtaining upper and lower bounds (i.e. a sleeve) for the polynomial. Isolation is performed using evaluations and exclusion predicates that involve the non-vanishing of the derivative. To our knowledge there is no complexity analysis of the algorithms. Neverthelss in [4] evaluation bounds are presented, which are crucial for the termination of the algorithm, based on separation bounds of polynomial systems. However, the systems used for the bounds involve the derivative of the polynomial (this is needed for the exclusion criterion), which is not the case for our approach. In [3] the problem of real root isolation of 0-dim square-free regular chains is considered. A generalization of Vincent-Collins-Akritas (or Descartes) algorithm is used to isolate the real roots of of polynomials with real algebraic numbers as coefficients. This approach is similar to the direct strategy that we study. To our knowledge the authors do not present a complexity analysis since they focus on efficient algorithms and implementation in maple.
We revisit two approaches for isolating the real roots of a square-free polynomial with coefficients in a simple algebraic extension of the rational numbers. The first, indirect, approach (Sec. 3), already presented in [17] , is to find a polynomial with integer coefficients which is zero at all roots of Bα, isolate its real roots, and identify the intervals which contain the roots of Bα. We compute (aggregate) separation bounds for the resulting polynomial (Lem. 7), that are slightly better than the ones in [31] , and prove that the complexity of the algorithm is OB(N 10 ), where N is an upper bound on all the quantities (degrees and bitsizes) of the input. The second approach (Sec. 4.1) is to isolate the roots of the input polynomial directly, using either the Sturm's algorithm or Sagraloff's modified Descartes algorithm. We analyze the worst-case asymptotic complexity of the algorithms and we obtained a bound of OB(N 8 ) and OB(N 7 ), respectively. We obtain these complexity bounds by estimating improved separation bounds for the roots (Sec. 4.1 and Lem. 9), that we also prove that they are optimal (Sec. 4.4). The bounds are better than the previously known ones [17, 30] by a factor of N . We empirically compare the performance of the indirect approach and the direct approach based on Sagraloff's modified Descartes algorithm. The algorithms were implemented in C as part of the core library of mathematica, and we illustrate their behavior on various datasets (Sec. 5). The complexity bounds that we present are many factors better that the previously known ones. However, a fair and explicit comparison with the bounds in [17] is rather difficult, if possible at all, since, besides the improved separation bounds that we present, the complexity bounds of many subalgorithms that are used have been dramatically improved over the last 20 years, and it is not clear how to take this into account in the comparison.
Finally, we present a generalization of the first approach to the case where the input polynomials are univariate, but with coefficients that belong to multiple extensions (Sec. 6). We derive (aggregate) separation bounds for this case (Lem. 12) and we sketch the overall complexity of the algorithm. The bounds are single exponential with respect to the number of extensions.
Notation. OB means bit complexity and the OB-notation means that we are ignoring logarithmic factors.
, deg(A) denotes its degree. L (A) denotes an upper bound on the bitsize of the coefficients of A, including a bit for the sign. For a ∈ ( Q, L (a) ≥ 1 is the maximum bitsize of the numerator and the denominator.
If α1, . . . , α d are the distinct, possible complex, roots of A, then ∆i = |αi − αc i |, where αc i is the roots closest to αi. ∆(A) = mini ∆i(A) is the separation bound, that is the smallest distance between two (real or complex, depending on the context) roots of A. By Σ(A) = − n i=1 lg ∆i(A), we denote the numbers of bits needed to represent isolating rational numbers for all the roots of A.
Given two polynomials, possible multivariate, f and g, then resx(f, g) denotes their resultant with respect to x.
PRELIMINARIES
Real algebraic numbers are the real roots of univariate polynomials with integer coefficients; let their set be IR alg . We represent them in the so-called isolating interval representation. If α ∈ IR alg then the representation consists of a square-free polynomial with integer coefficients, A ∈ Z Z[x], that has α as a real root, and an isolating interval with rational endpoints, I = [a1, a2], that contains α and no other root of the polynomial. We write α ∼ = (A, I).
The following proposition provides various bounds for the roots of a univariate polynomial. Various versions of the proposition could be found in e.g. [8, 10, 36] . We should mention that the constants that appear are not optimal. For multivariate bounds we refer to [15] .
Proposition 1. Let f be a univariate polynomial of degree p. If γi are the distinct real roots of f , then it holds 
, such that deg(g) = q, L (g) = σ, we compute sign(g(α)) in bit complexity OB(pq max{τ, σ} + p min{p, q} 2 τ ).
For the proofs of the following results the reader may refer to [9] 
By SR(f, g ; a) we denote the evaluation of the signed polynomial remainder sequence of f and g with respect to x over a, and by SRj(f, g ; a) the j-th element in this sequence. Proposition 4. We can compute res(f, g) w.r.t. x or y in OB(pq max{p, q}dτ ).
REDUCTION TO INTEGER COEFFICIENTS

Some useful bounds
The roots of Bα in Problem 1 are algebraic numbers, hence they are roots of a polynomial with integer coefficients. We estimate bounds on the degree and the bitsize of this polynomial, and we will use them to analyze the Boolean complexity of the real root isolation algorithm.
Consider a real algebraic number α ∈ IR alg , in isolating
Since A is square-free, has m, possible complex, roots, say α1, α2, . . . , αm and after a (possible) reordering let α = α1.
Let Bα ∈ Z Z(α)[y], be a univariate polynomial in y, with coefficients that are polynomials in α with integer coefficients. More formally, let Bα = n i=0 bi(α) y i , where bi(x) = η i j=0 cij x j and ηi < m, 0 ≤ i ≤ d. The restriction ηi < m comes from the fact that Z Z(α) is a vector space of dimension 1 m and the elements of one of its bases are 1, α, . . . , α m−1 . Finally, let L (Bα) = maxi,j L (cij) = σ. We assume that Bα is a square-free.
Our goal is to isolate the real roots of Bα (Problem 1). Since Bα has algebraic numbers as coefficients, its roots are algebraic numbers as well. Hence, there is a polynomial with integer coefficients that has as roots the roots of Bα, and possible other roots as well. To construct this polynomial, e.g. [8, 17, 19] , we consider the following resultant w.r.t. x
where η = max{ηi}, and B(x, y) ∈ Z Z[x, y] is obtained from Bα after replacing all the occurrences of α with x. Interpreting the resultant using the Poisson formula, R(y) is the product of polynomials B(αj, y), where j ranges over all the roots of A. Our polynomial Bα ∈ Z Z(α)[y] is the factor in this product for j = 1. Hence, R has all the roots that Bα has and maybe more. 1 If A is the minimal polynomial of α then the dimension is exactly m. In general it is not (computational) easy to compute the the minimal polynomial of a real algebraic number, thus we work with a square-free polynomial that has it as real root. Remark 6. Notice that R(y) is not square-free in general. For example consider the polynomial Bα = y 4 
Using Prop. 14 and by taking into account that ηi < m, we get deg(R) ≤ mn and L (R) ≤ m(τ + σ) + 2m lg(4mn). We may also write deg(R) = O(mn) and L (R) = O(m(σ + τ )).
In order to construct an isolating interval representation for the real roots of Bα, we need a square-free polynomial. This polynomial, C(y) ∈ Z Z[y], is a square factor of R(y), and so it holds deg(C) ≤ mn and L (C) ≤ m(τ +σ)+3m lg(4mn), where the last inequality follows from Mignotte's bound [23] .
Using the Prop. 1, we deduce the following lemma: 
The algorithm
The indirect algorithm for Problem 2, follows closely the procedure described in the previous section to estimate the various bounds on the roots of Bα. First, we compute the univariate polynomial with integer coefficients, R, such that the set of its real roots includes those of Bα. We isolate the real roots of R and we identify which ones are roots of Bα.
Let us present in details the three steps and their complexity. We compute R using resultant computation, as presented in (4) . For this we consider B as a bivariate polynomial in Z Z[x, y] and we compute resx(B(x, y), A(x)), using Prop Now we isolate the real roots of R. This can be done in OB(m 4 n 3 (mn 2 + mnτ + n 2 σ + mτ 2 + mσ 2 + mτ σ)), by Prop. 2. In the same complexity bound we can also compute the multiplicities of the real roots, if needed [14] .
The rational numbers that isolate the real roots of R have bitsize bounded by O(m 2 n(n+σ +τ )), which is also a bound on the bitsize of all of them, as Prop. 1 and Lem. 7 indicate.
It is possible that R can have more roots that Bα, thus it remains to identify which real roots of R are roots of Bα. For sure all the real roots of Bα are roots of R. Consider a real root γ of R and its isolating interval [c1, c2]. If γ is a root of Bα, then since Bα is square-free, by Rolle's theorem it must change signs if we evaluate it over the endpoints of the isolating interval of γ. Hence, in order to identify the real roots of R that are roots of Bα it suffices to compute the sign of Bα over all the endpoints of the isolating intervals.
We can improve the step that avoids the non-relevant roots of R by applying the algorithm for chainging the ordering of a bivariate regular chain [26] . However, currently, this step is not the bottleneck of the algorithm so we do not elaborate further.
Consider an isolating point of R, say c j ∈ ( Q, of bitsize sj. To compute the sign of the evaluation of Bα over it, we proceed as follows. First we perform the substitution y = cj, and after clearing denominators, we get a number in Z Z[α], for which we want to compute its sign. This is equivalent to consider the univariate polynomial B(x, cj) and to compute its sign if we evaluate it over the real algebraic number α. The overall complexity of the algorithm is dominated by that of real solving. We can state the following theorem:
Theorem 8. The complexity of isolating the real roots of B ∈ Z Z(α)[y] using the indirect method is OB(m 4 n 3 (mn 2 + mnτ + n 2 σ + mτ 2 + mσ 2 + mτ σ)). If N = max{m, n, σ, τ }, then the previous bounds become OB(N 10 ).
If the polynomial Bα is not square-free then we can apply the algorithm of [37] to compute its square-free factorization and then we apply the previous algorithm either to the square-free part or to each polynomial of the square-free factorization. The complexity of the square-free factorization is OB(m 2 n(σ 2 + τ 2 ) + mn 2 (σ + τ )), and does not dominate the aforementioned bound.
TWO DIRECT APPROACHES
The computation of R, the polynomial with integer coefficients that has the real roots of Bα is a costly operation that we usually want to avoid. If possible, we would like to try to solve the polynomial Bα directly, using one of the well-known subdivision algorithms, for example strum or descartes and bernstein, specially adopted to handle polynomials that have coefficients in an extension field. In practice, this is accomplished by obtaining, repeatedly improved, approximations of the real algebraic number α and subsequently apply descartes or bernstein for polynomials with interval coefficients, e.g. [16, 29] .
The fact that we compute the roots using directly the representation of Bα allows us to avoid the complexity induced by the conjugates of α. This leads to improved separation bounds, and to faster algorithms for real root isolation.
Separation bounds for Bα
We compute various bounds on the roots of Bα based on the first inequalities of Prop. 1. For this we need to compute a lower bound for |disc(Bα)| and an upper bound for Bα 2.
First we compute bounds on the coefficients on Bα. Let α1 = α, α2, . . . , αm be the roots of A. We consider the resultants
It holds that
where η = max{ηi} < m. The roots of ri are the numbers bi(α k ), where k runs over all the roots of A. We use Prop. 14 to bound the degree and bitsize of ri. The degree of ri is bounded by m and their coefficient are of bitsize ≤ mσ + mτ + 5m lg(m). Using Cauchy's bound, we deduce 2 −mσ−mτ −5m lg(m) ≤ |bi(α k )| ≤ 2 mσ+mτ +5m lg(m) , (11) for all i and k. To bound |disc(Bα)| we consider the identity disc(Bα) =(−1)
resy(Bα, ∂Bα(y)/∂y)
where the resultant, RB ∈ Z Z[α], can be computed as the determinant of the Sylvester matrix of Bα and ∂Bα(y)/∂y, evaluated over α.
The Sylvester matrix is of size (2n − 1) × (2n − 1), the elements of which belong to Z Z[α]. The determinant consists of (2n − 1)! terms. Each term is a product of n − 1 polynomials in α of degree at most m − 1 and bitsize at most σ, times a product of n polynomials in α of degree at most m − 1 and bitsize at most σ + lg n. The first product results a polynomial of degree (n − 1)(m − 1) and bitsize (n − 1)σ + (n − 1) lg m. The second product results polynomials of degree n(m − 1) and bitsize nσ lg n + n lg m. Thus, any term in the determinant expansion is a polynomial in α of degree at most (2n − 1)(m − 1), or O(mn), and bitsize at most 4(2n − 1)σ lg(mn) or O(nσ). The determinant itself, is a polynomial in α of degree at most mn and of bitsize 4(2n−1)σ lg(mn)+(2n−1) lg(2n−1) ≤ 5(2n−1)σ lg(mn) = O(nσ).
To compute a bound on RB(α) we consider RB as a polynomial in Z Z[y], and we compute a bound on its evaluation over α. For this we use resultants. It holds
(y − RB(αi)) .
We notice that the roots of D ∈ Z Z[x] are the evaluations of RB over the roots of A. So it suffices to compute bounds on the roots of D. Using Prop. 14 we deduce that deg(D) ≤ m and L (D) ≤ 13mnσ lg(mn)+mnτ or L (D) = O(mn(σ+τ )). Using Cauchy bound, refer to Eq. (1), we conclude that 2 −13mnσ lg(mn)−mnτ ≤ |RB(α)| ≤ 2 13mnσ lg(mn)+mnτ .
Using this inequality and (11), we can bound |disc(Bα)|, i.e. (bi(α)) 2 ≤ (n + 1) 2 2m(σ+τ +5 lg(m)) .
The previous discussion leads to the following lemma Lemma 9. Let Bα be as in Problem 1, and ξi be its roots. Then, it holds |ξi| ≤ 2 m(τ +σ+5 lg m) , (13) − lg ∆(Bα) ≤ 12mn(σ lg(mn) + τ + 5 lg m) , (14) − i lg ∆i(Bα) ≤ 14mn(σ lg(mn) + τ + 5 lg m) , (15) or 
The sturm algorithm
Let us first study the sturm algorithm. We assume Bα as in Problem 1 to be square-free. To isolate the real roots of Bα using the sturm algorithm, we need to evaluate the Sturm sequence of B(α, y) and its derivative with respect to y, ∂B(α, y)/∂y, over various rational numbers. For the various bounds needed we will use Lem. 9.
The number of steps that a subdivision-based algorithm, and hence sturm algorithm, performs to isolate the real roots of a polynomial depends on the separation bound. To be more specific, the number of steps, (#T ), that sturm performs is (#T ) ≤ 2r + r lg B + Σ(Bα) [8, 10] , where r is the number of real roots and B is an upper bound on the real roots. Using (14) and (15) we deduce that (#T ) = O(mn(τ + σ)).
To complete the analysis of the algorithm it remains to compute the complexity of each step, i.e. the cost of evaluating the Sturm sequence over a rational number, of the worst possible bitsize. The latter is induced by the separation bound, and in our case is O(mn(τ + σ)).
We consider B as polynomial in Z Z[x, y] and we evaluate the Sturm-Habicht sequence of B and ∂B ∂y , over rational numbers of bitsize O(mn(τ + σ)). The cost of this operation is OB(m 2 n 4 (τ + σ)) (Prop. 5).
It produces O(n) polynomials in Z Z[x], of degrees O(mn) and bitsize O(nτ + nσ). For each polynomial we have to compute its sign if we evaluate it over α. Using Prop. 3 each sign evaluation costs OB(m(m 2 + n 2 )τ + mn 2 σ), and so the overall cost is OB(mn(m 2 + n 2 )τ + mn 3 σ). If we multiply the latter bound with the number of steps, O(mn(τ + σ)), we get the following theorem.
Theorem 10. The complexity of isolating the real roots of B ∈ Z Z(α)[y] using the sturm algorithm is OB(m 2 n 2 (m 2 + n 2 )(τ 2 + σ 2 )), or OB(N 8 ), where N = max{m, n, σ, τ }.
A modif ed descartes algorithm
We consider Sagraloff's modified version of Descartes' algorithm [32] , that applies to polynomials with bitstream coefficients. We also refer the reader to [12, 21] .
As stated in Problem 1, let α be a real root of A = , ηi < m and |ci,j| < 2 σ for 0 ≤ i ≤ n and 0 ≤ j ≤ ηi, where we also assume that Bα is square-free.
Let ξ1, . . . , ξn be all (complex) roots of B, and ∆i(Bα) := min j =i |ξj − ξi|. By Theorem 19 of [32] , the complexity of isolating real roots of Bα is
bn(α) ≤ 2 τ B and Σ(Bα) = − n i=1 lg(∆i(Bα)). From Lem. 9 we get that Σ(Bα) ≤ 14mn(τ + σ lg(mn)) + n lg n = O(mn(τ + σ)) . 
Finally, by combining (19) and (20), we deduce that the cost of isolating real roots of B is OB(n(Σ(Bα) + nτB) 2 ) = OB(n(mnτ + mnσ) 2 ) = OB(m 2 n 3 (σ 2 + τ 2 )) .
If N = max{m, n, σ, τ }, then the bound becomes OB(N 7 ).
It remains to estimate the cost of computing the successive approximations of bi(α)/bn(α). The root isolation algorithm requires approximations of bi(α)/bn(α) to accuracy of O(Σ(Bα) + nτB) bits after the binary point. Since |bi(α)/bn(α)| ≤ 2 τ B , to approximate each fraction, for 0 ≤ i ≤ n−1, to accuracy L, it is sufficient to approximate bi(α), for 0 ≤ i ≤ n, up to precision O(L + τB). Hence, the algorithm requires approximation of bi(α), for 0 ≤ i ≤ n, to precision O(Σ(B)+nτB). By inequality (11) , |bi(α)| ≥ 2 −τ B , and therefore it is sufficient to approximate bi(α) to accuracy O(Σ(Bα) + nτB).
Approximation of ci,jα j to accuracy of L bits requires approximation of α to accuracy of L + lg |ci,j| + lg(j) + (j Theorem 11. The bit complexity of isolating the real roots of Bα of Problem 1 using the modified Descartes' algorithm in [32] is OB(m 2 n 3 (σ 2 + τ 2 ) + m 3 (mτ 2 + nσ + nτ )), or OB(N 7 ), where N = max{m, n, σ, τ }.
Almost tight separation bounds
Let α be the root of A(x) = x m −ax m−1 −1, in (a, a+1), for a ≥ 3, m ≥ 3. Then the Mignotte polynomial Bα(y) = y n − 2(α k y −1) 2 , where k = ⌊(m−1)/2⌋, has two roots in ( 
If a ≤ 2 τ and τ = Ω(lg(mn)), then − lg ∆(Bα) = Ω(mnτ ), which matches the upper bound in (15) of Lem. 9. This quantity, Ω(mnτ ), is also a tight lower bound for the number of steps that an subdivision based algorithm performs, following the arguments used in [13] to prove a similar bound for polynomials with integer coefficients. 
IMPLEMENTATION AND EXPERIMENTS
We compare implementations of two methods of real root isolation for square-free polynomials over simple algebraic extensions of rationals. The first method, ICF (for Integer Continued Fractions), performs reduction to integer coefficients described in Section 3.2. For isolating roots of polynomials with integer coefficients it uses the mathematica implementation of the Continued Fractions algorithm [1] . The second method, BMD (for Bitstream Modified Descartes), uses Sagraloff's modified version of Descartes' algorithm ( [32] , see Section 4.3). The algorithm has been implemented in C as a part of the mathematica system.
For the experiments we used a 64-bit Linux virtual machine with a 3 GHz Intel Core i7 processor and 6 GB of RAM. The timings are in given seconds. Computations that did not finish in 10 hours of CPU time are reported as > 36000.
Randomly generated polynomials. For given values of m and n each instance was generated as follows. First, univariate polynomials of degree m with uniformly distributed random 10-bit integer coefficients were generated until an irreducible polynomial which had real roots was obtained. A real root r of the polynomial was randomly selected as the extension generator. Finally, a polynomial in Z[r, y] of degree n in y and degree m − 1 in r with 10-bit random integer coefficients was generated. The results of the experiments are given in Table 1 . Each timing is an average for 10 randomly generated problems.
Generalized Laguerre Polynomials. This example compares the two root isolation methods for generalized Laguerre polynomials L α n (x), where α was chosen to be the smallest root of the Laguerre polynomial Lm(x). Note that L α n (x) has n positive roots for any positive α and Lm(x) has m positive roots, so this example maximizes the number of real roots of both the input polynomial with algebraic number coefficients and the polynomial with integer coefficients obtained by ICF. The results of the experiment are given in Table 2 . Table 4 .
The experiments suggest that for low degree extensions ICF is faster than BMD, but in all experiments as the degree of extension grows BMD becomes faster than ICF. Another fact worth noting is that ICF depends directly on the extension degree m, since it isolates roots of a polynomial of degree mn. On the other hand, the only part of BMD that depends directly on m is computing approximations of coefficients, which in practice seems to take a very small proportion of the running time. The main root isolation loop depends only on the geometry of roots, which depends on m only through the worst case lower bound on root separation. Indeed, in all examples the running time of ICF grows substantially with m, but the running time of BMD either grows at a much slower pace or, in case of generalized Wilkinson polynomials, it even decreases with m (because the smallest root α of Lm(x), and hence the root separation of Wn,α(x), increase with m). The superiority of the direct approach was also observed in [17] .
MULTIPLE EXTENSIONS
In this section we consider the problem of real root isolation of a polynomials with coefficients in multiple extensions. We tackle the problem using a reduction to a polynomial with integer coefficients. The technique could be considered as a generalization of the one presented in Sec. 3.
We use x e to denote the monomial x We denote by ai the coefficients of Ai, where 1 ≤ i ≤ ℓ, and by c the coefficients of B. We compute separation bounds following the technique introduced [15] .
We consider the zero dimensional polynomial system (S) :
We should mention that we make the assumption that B does not become identically zero when α1, . . . , α l are replaced with some set of their conjugates (otherwise the resultant is zero).
We hide variable y, that is we consider (S) as an overdetermined system of ℓ + 1 equations in ℓ variables. We consider the resultant, R, with respect to x1, . . . , x ℓ , that is we eliminate these variables, and we obtain a polynomial R ∈ Z Z[a1, . . . , a ℓ , c, y]. We interpret the resultant using the Poisson formula [7] , see also [27] , i.e. We consider R as a univariate polynomial in y. The resultant is a homogeneous polynomial in the coefficients of (S), we refer to e.g. [7, 27] for more details and to [15] for a similar application. To be more specific, the structure of the coefficients of R is
The semantics of a M i i are that it is a monomial in the coefficients of Ai of total degree Mi. Similarly, c M ℓ+1 −k stands for a monomial in the coefficients of B of total degree M ℓ+1 − k. Moreover, Mi ≤ ℓηm ℓ−1 < ℓ(m−1)m ℓ−1 < ℓm ℓ . The degree of R with respect to y is at most n M ℓ+1 = nm ℓ .
Since |ai,j| ≤ 2 τ , it holds
Similarly, since |ci,j| ≤ 2 σ , we get
Finally, [34] , where (#Qi) is the number of integer points of the Newton polytope of the polynomial Ai. We let A ℓ+1 = B. It is (#Qi) = m + 1 for 1 ≤ i ≤ ℓ, so ℓ i=1 (#Qi) M i ≤ (m + 1) ℓ(m−1)m ℓ−1 ≤ m ℓm ℓ , and (#Q ℓ+1 ) ≤ (ℓ(m − 1) + n) ℓ+1 + ℓ + 1. Hence, (#Qi) M ℓ+1 ≤ (ℓ(m − 1) + n) ℓ+1 + ℓ + 1 m ℓ ≤ (2ℓm + n) (ℓ+1)m ℓ ≤ (ℓmn) ℓm ℓ , and so for every k
By combining (21), (22) and (23) we can bound the coefficients of R and its square-free factors. Using also Prop. 1 we get the following lemma.
Lemma 12. Let Bα be as in Problem 2. The minimal polynomial, C ℓ of the, possible complex, roots of Bα, γi, has degree ≤ n m ℓ and bitsize ≤ m ℓ (τ ℓ 2 + σ + 3ℓ lg(mnℓ)) or O(m ℓ (ℓ 2 τ + σ)). Moreover, it holds |γi| ≤ 2 m ℓ (ℓ 2 τ +σ+2ℓ lg(mnℓ)) ,
− lg ∆(C ℓ ) ≤ m 2ℓ n(ℓ 2 τ + σ + 4ℓ lg(mnℓ)) , (25) − i lg ∆i(C ℓ ) ≤ m 2ℓ n(ℓ 2 τ + σ + n + 6ℓ lg(mnℓ)) (26)
− lg ∆(C ℓ ) = O(m 2ℓ n(ℓ 2 τ + σ)) , We can isolate the real roots of C ℓ in OB(n 5 m 5ℓ +n 4 m 5ℓ τ ℓ 2 + n 4 m 4ℓ σ + +n 3 m 5ℓ τ 2 ℓ 4 + +n 3 m 3ℓ σ 2 ). That is we get a single exponential bound with respect to the number of the real algebraic numbers involved. Proof: The proof follows closely the proof in [2, Prop. 8.15 ] that provides a bound for general multivariate polynomials. We can compute the resultant of B(x, y) and A(x) with respect to x from the determinant of the Sylvester matrix, by considering them as univariate polynomial in x, with coefficients that are polynomial in y, which is where b k = n i=0 c i,k y i . The resultant is a factor of the determinant of the Sylvester matrix. The matrix is of size (η +m)×(η +m), hence the determinant consists of (η + m)! terms. Each term is a product of m univariate polynomials in y, of degree n and bitsize σ, times the product of n numbers, of bitsize τ . The first product results in polynomials in y of degree at most mn and bitsize at most mσ+m lg(n+1); since there are at most (n+1) m terms with bitsize at most mσ each. The second product results in numbers of bitsize at most ητ . Hence each term of the determinant is, in the worst case a univariate polynomial in y of degree m and bitsize mσ + ητ + m lg(n + 1). We conclude that the resultant is of degree at most mn in y and of bitsize mσ + ητ + m lg(n + 1) + (m + η) lg(m + η) or O(mσ + ητ ).
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