Many researchers have found that one of the most important characteristics of the structure of linkage disequilibrium is that the human genome can be divided into non-overlapping block partitions in which only a small number of haplotypes are observed. The location and distribution of haplotype blocks can be seen as a population property influenced by population genetic events such as selection, mutation, recombination and population structure. In this study, we investigate the effects of the density of markers relative to the full set of all polymorphisms in the region on the results of haplotype partitioning for five popular haplotype block partition methods: three methods in Haploview (confidence interval, four gamete test, and solid spine), MIG＋＋ implemented in PLINK 1.9 and S-MIG＋＋. We used several experimental datasets obtained by sampling subsets of single nucleotide polymorphism (SNP) markers of chromosome 22 region in the 1000 Genomes Project data and also the HapMap phase 3 data to compare the results of haplotype block partitions by five methods. With decreasing sampling ratio down to 20% of the original SNP markers, the total number of haplotype blocks decreases and the length of haplotype blocks increases for all algorithms. When we examined the marker-independence of the haplotype block locations constructed from the datasets of different density, the results using below 50% of the entire SNP markers were very different from the results using the entire SNP markers. We conclude that the haplotype block construction results should be used and interpreted carefully depending on the selection of markers and the purpose of the study.
Introduction
Linkage disequilibrium (LD) means non-random association of alleles between different loci in a population [1] . Genetic variants in close proximity tend to be inherited together as a single haplotype and low frequency of recombination between them resulting in association between alleles of these variants in the population data [1, 2] . Therefore, information of LD can provide evidences to support a hypothesis about population history and help to reveal genetic etiology [3, 4] . Many researchers have studied the structure of LD patterns by observing population data and have found that one of the most obvious characteristics of the structure of LD is that the human genome can be divided into non-overlapping block partitions in which only a small number of haplotypes are observed [5] . These blocks are called haplotype blocks or LD blocks [6] [7] [8] [9] [10] . The variants within a same block tend to be in strong LD with each other whereas the variants across different blocks are mostly in weak LD or in linkage equilibrium [8] .
The location and distribution of haplotype blocks can be seen as a population characteristic that is influenced by evolutionary phenomenon such as selection, mutation rate, recombination rate and population structure [11] . Especially, strong agreement between recombination hotspots and the haplotype block boundaries has been reported through comparisons of the block locations with the experimentally obtained locations of recombination hotpots [6] . In the other hand, an investigation on haplotype blocks using simulated data revealed that haplotype blocks can be formed without recombination hotspots [9] . However, their investigation in [9] used an operational definition for haplotype block in which all the single nucleotide poly-Genomics & Informatics Vol. 14, No. 4, 2016 morphisms (SNPs) are in strong LD with each other resulting in producing many short length blocks.
Several different methods for haplotype block partitioning have been developed and implemented in distributable software. Among them, Haploview carries three different methods for haplotype block partitioning each of which adopts a different operational definition for haplotype blocks: confidence interval (CI) method by Gabriel et al. [8] , four gamete test (FGT) by Wang et al. [9] , and solid spine (SS) method [10] . More recently, following the haplotype block definition of Gabriel et al. [8] , some computationally efficient algorithms have been also released and these include MIG＋＋ [12] and S-MIG＋＋ [13] . MIG＋＋ is also implemented in PLINK 1.9 with additional modification for computational efficiency [14] .
Haplotype blocks can be directly obtained from the individual genetic association study data of SNP markers. Also, in many cases, they are identified using reference panel data such as HapMap or 1000 Genomes Project. These databases or study-specific data have different SNP marker sets with different density. If haplotype blocks are related to the biological causes such as recombination hotspots or population history, the location of blocks-the block boundaries-should be marker-independent and the most accurate estimation of haplotype block locations should be obtained from DNA sequencing data where every polymorphism is identified in the data. Therefore, to apply the haplotype block information obtained from the genotype data of a subset of polymorphisms in that region to the population genetic research or discovery of disease susceptibility variants, the effects of marker density on the haplotype block partition results should be carefully considered.
In this paper, we describe how the density of SNP markers affects haplotype blocks partitions by comparing the block partition results obtained from the experimental datasets sampled from the reference panel using several certain sampling ratio conditions. We also investigate how these effects of the marker density work differently for different haplotype block partitioning methods. The haplotype block partition methods we investigate include three methods implemented in Haploview (CI, FGT, and SS) [10] , MIG＋＋ implemented in PLINK version 1.9 [12, 14] , and S-MIG＋＋ [13] . For reference panel to construct experimental datasets we use the 1000 Genomes Projects phase 1 release 3 dataset [15] and HapMap phase III dataset [16] . From our investigation, we found that low sampling ratio under 50% cannot guarantee marker-independent haplotype partition results for all methods and the haplotype blocks constructed from full density data tend to be divided into small length blocks compared to the results from low density data.
Methods

Haplotype block partition methods
We compare the results of five haplotype block partition methods applied to the experimental datasets sampled from the 1000 Genomes Project dataset and the HapMap dataset with various marker density scenarios. The description of each haplotype block partition method follows.
Haploview (CI, FGT, and SS)
The haplotype visualization software Haploview [10] implements three haplotype block partition methods, the CI method by Gabriel et al. [8] , the FGT method by Wang et al. [9] , and SS method [10] .
In the CI method, the algorithm first classifies each pair of markers into one of three categories in terms of the LD measure D' [3, 17] : (1) "strong LD" if the one-sided upper 95% confidence bound of D' is ＞0.98 and the lower bound is ＞0.7, (2) "strong evidence for historical recombination" if the upper confidence bound of D' is ＜0.9, (3) "noninformative" otherwise. The pairs satisfying the conditions (1) and (2) are said to be informative. Once all marker pairs are classified into three categories, a region is defined as a haplotype block if the outer-most marker pair (two markers at the starting and the ending position of the region) is in "strong LD" and the proportion of the number of "strong LD" marker pairs over the number of all informative marker pairs in the region is greater than 0.95. To partition a genomic region into an optimal set of haplotype blocks, the CI algorithm adopts a greedy approach: find the longest block region by examining the proportion of "strong LD" marker pairs over all informative marker pairs located between each candidate outer-most marker pair in the remaining region at each iteration. In this way, the CI algorithm can add blocks which do not overlap with an already taken blocks.
The FGT algorithm begins by computing the population frequencies of the four possible two-marker haplotypes for each marker pair. By the FGT criterion, it regards that a recombination event has been occurred between two markers if all four possible two-marker haplotypes are observed with at least 1% frequency. Using this criterion, the algorithm constructs haplotype blocks of consecutive markers that do not show history of any recombination event between them.
The SS method defines the region as an LD blocks if the first and last markers in the region are in strong LD (D'＞0.8) with all intermediate markers in the region. In the LD chart, the square matrix of a pairwise LD measure where the (i,j)-element represents the strength of LD between i th and j th markers, the spine of strong LD stretches along the edge of the triangular block pattern.
MIG＋＋ and S-MIG＋＋
There have been several attempts to accelerates the speed and improve memory performance of the CI method in Haploview. Such attempts include MIG＋＋ [12] and S-MIG＋＋ [13] both of which can reduce the time/memory complexity by omitting unnecessary computations.
The MIG＋＋ saves runtime and memory by omitting the computations of regions which have shown insufficient cases of strong LD. In addition, to improve the runtime/ memory of the algorithm, the MIG＋＋ uses a method based on an approximated estimator of the variance of D' proposed by Zapata et al. [18] instead of the likelihood-based method proposed by Wall and Pritchard [19] used in Haploview [10] . The MIG＋＋ algorithm is now implemented in PLINK 1.9 [14] , but in PLINK 1.9, the CI of D' is estimated based on the maximum likelihood method by Wall and Pritchard [19] with improved efficiency in estimating diplotype frequencies [13, 20, 21] . In this study, we only obtain the haplotype block partition results of the PLINK-MIG＋＋ implemented in PLINK 1.9 instead of the originally proposed version of MIG＋＋.
The S-MIG＋＋ algorithm improves the MIG＋＋ by first sampling small fraction of all SNP pairs to estimate the upper limits of the LD block boundaries and then moving to the refinement step to determine exact haplotype boundaries [13] . In this way, S-MIG＋＋ could reduce the search space much more than MIG＋＋.
Experimental evaluation
The experiments have been conducted using the 1000 Genomes phase1 release 3 To construct experimental subsets of 1000G dataset with different density settings, we randomly selected 80%, 60%, 40%, and 20% of SNPs (resulting in 60,446, 45,349, 30,233, and 15,116 SNPs, respectively) of all SNP markers in the 1000G dataset in successive order by limiting the selection of SNPs within the SNPs already selected by the bigger subsets.
We applied the three Haploview methods (CI, FGT, and SS), PLINK-MIG＋＋, and S-MIG＋＋ to the entire 1000G dataset of chromosome 22, the entire HapMap dataset of chromosome 22, and the four datasets constructed from the 1000G dataset with the subsets of SNP markers chosen by the above method (80%, 60%, 40%, and 20% sampling ratio). To obtain results of CI, FGT, and SS, we constructed the moving windows of 1,000 SNPs for every 500 SNPs and run the Haploview program for each window region. When some block boundaries do not agree in the results of overlapped regions in consecutive windows, which occurs usually for the blocks at the boundary of a window, we construct a combined block region of two different block identification results and take it as the final haplotype block. For PLINK-MIG＋＋ and S-MIG＋＋, there was no need to split the markers of the data used in our experiments due to enough capacity for runtime/memory of two programs. Note that in Haploview program, the CI method declares the size-2 blocks and size-3 blocks as haplotype blocks only when they do not span more than 20 kb and 30 kb, respectively. When we obtained the results using PLINK-MIG＋＋ and S-MIG＋＋, we did not apply these limits for size-2 and size-3 blocks as the program does not allow this option. For the CI method, we set the option of Haploview to only consider the SNP pairs that are apart less than 500 kb such that the haplotype block size would be less than the limit. We applied the same condition about the distance between two SNPs in a pair to PLINK-MIG＋＋, but not to S-MIG＋＋ as the program does not allow this option. When we applied S-MIG＋＋ program [13] to the experiments, we set the sampling fraction option of the first step of the algorithm to be 0.01.
Results
In Table 1 and Fig. 1, a summary and across consecutive blocks are slightly lower and higher than that of CI and PLINK-MIG＋＋ and the difference in the haplotype block sizes is greater than the two methods even though S-MIG＋＋ uses the same operational definition for LD block, which shows the fractional sampling methods adopted by S-MIG＋＋ for computational efficiency also affects the LD block construction results. Fig. 2 shows the LD heatmaps of an example region with the markers of haplotype blocks obtained by each method for five 1000G datasets of different sampling ratios and the HapMap dataset. We could observe that the big haplotype block regions that maintain strong LD in substantial proportion of SNP pairs are partitioned into several small blocks when using the entire SNP markers of 1000G dataset due to some breaks in the LD streaks, but with low sampling ratio subsets, many of these breaks disappear resulting in bigger sized haplotype blocks produced. The number of haplotype blocks obtained using the HapMap data was similar to the number of haplotype blocks obtained using 20% of SNPs of the original marker sets of 1000G dataset. However, actual locations of haplotype blocks obtained from two datasets were a little different.
In Fig. 3 , we plotted the distributions of the length of the haplotype blocks produced from the 1000G datasets with different density levels and the HapMap dataset, for each method. The distribution of the length of haplotype blocks obtained from the HapMap dataset was similar to the one obtained from the 1000G dataset with 20% of the original markers. The frequencies of the haplotype blocks with length less than 30 kb decreases with the reducing density levels, but these frequencies were rather similar for big haplotype blocks in the results by all methods.
In Fig. 4 , we present the proportions of commonly found haplotype blocks for each experimental dataset compared to the 1000G dataset with all SNP markers for each method. Only 7%-10% of the haplotype blocks that are obtained using the entire SNP markers in the 1000G dataset are also observed in the result using 20% of the original SNP markers for CI, PLINK-MIG＋＋, and S-MIG＋＋ based on the 80% overlap criterion for common observation considering all blocks or excluding singleton blocks in the comparison.
These proportions are even smaller for FGT and SS, only 3%-6% of haplotype blocks constructed from the entire markers are found when using 20% of original markers. When we compared only the haplotype blocks with sizes greater than 5,000 bp or 10,000 bp, the proportions of commonly found haplotype blocks from the datasets of all SNPs and 20% of SNPs increase to 21%-28% for CI, PLINK-MIG＋＋, and S-MIG＋＋ whereas these proportions increase only to 8%-15% for FGT and SS. The effect of the density on the discovery of common haplotype blocks with results of full marker set was more severe in the results of FGT and SS compared to the other methods.
Discussion
In this study, we investigated the effect of SNP marker density on haplotype block partition by comparing the haplotype block partition results based on subsets of the entire SNPs in the region. We observed that using only 20% of the original markers, the number of blocks produced by these methods reduces to 30%-40% and the average length of the blocks increases to 1.8-2.4 times of the results obtained using all SNPs. The effect of the density on the discovery of common haplotype blocks using a subset of the original marker set was almost linear for CI, PLINK-MIG＋＋, and S-MIG＋＋, and even exponential for FGT and SS methods as the density increases.
We could observe that the three haplotype block partition methods (CI, PLINK-MIG＋＋, and S-MIG＋＋) based on the definition of haplotype block by Gabriel et al. [8] tend to preserve more common blocks compared to the other two methods (FGT and SS) with low density marker sets. However, even for CI, PLINK-MIG＋＋, and S-MIG＋＋, the proportions of common blocks preserved with low density marker set decrease to below about 20% using 40% of the original markers when we decide 80% overlap as the common blocks considering only non-singleton blocks. Also, with low density marker sets of 20% or 40% SNPs, more than 75% or 65% haplotype blocks constructed from these low density sets were not found by the results using the entire SNP markers. In summary, the results using the entire SNP marker sets and results using less than half of the marker sets of the same dataset were quite different in all methods investigated in this study. The FGT methods usually produces smaller size haplotype blocks than the other methods, and the SS methods produces bigger size haplotype blocks than the rest of the methods. However, both methods show low rates of finding common haplotype blocks from the dataset with different density levels compared to CI, PLINK-MIG＋＋, and S-MIG＋＋. Both methods define a haplotype block if strong LD is maintained for all SNPs with each other (FGT) or with the first and last SNPs (SS). From the 1000G dataset with the full set of all SNPs, we could observe that some extensive LD regions where the strong LD is shown between some non-consecutive markers which cannot be considered as in the same block region by FGT or SS by their definition the haplotype block. Consequently, these LD regions are split into small regions when using high density SNP markers, but with low density markers, there are more chance to find bigger haplotype block. The most of haplotype block partition methods have been developed using relatively low density such as the HapMap data rather than the whole genome sequencing data such as the 1000 Genomes Project [10] . The recent methods such as PLINK-MIG＋＋ and S-MIG＋＋ is mere computational improvement of the CI method resulting in similar block partition results as the Haploview-CI algorithm. This study shows that researchers should be very careful when they use the haplotype block construction results from reference panel data for the analysis and interpret genetic analysis using different genotype data with different marker density. Also, there is need for a new method that finds more marker-independent haplotype blocks regardless of the selection of the SNP markers, especially the one that works well for high density SNP markers such as 1000 Genomes Project dataset.
