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1 Einleitung
1.1 Bioinformatik
Die Bioinformatik ist ein sich rasant entwickelndes Teilgebiet der Biologie. In ihr
vereinen sich sowohl Methoden der Mathematik, als auch der elektronischen Da-
tenverarbeitung, um biologische Fragestellungen zu lösen. Zu den Themengebie-
ten der Bioinformatik gehören die Sequenzanalyse von DNA und Proteinen, die
Genomannotation, die Analyse von Genexpressionsdaten, die Beschreibung von
metabolischen und Regulationsnetzwerken, vergleichende Genomanalysen und die
Vorhersage von Proteinstrukturen. Zur Bearbeitung der spezifischen Fragestellung
Tabelle 1.1: Spezialisierte biologische Datenbanken.
D S I
BRENDA Enzymdaten http://www.brenda-enzymes.info
EMBL Nukleotidsequenzen http://www.ebi.ac.uk/embl
KEGG Metabolische Daten http://www.genome.jp/kegg
PDB Proteinstrukturen http://www.pdb.org
Prodoric Transkriptionsfaktoren http://www.prodoric.de
und regulatorische Daten
von Prokaryonten
Swiss-Prot Proteinsequenzen http://expasy.org/sprot
stehen eine Vielzahl von Techniken und Konzepten der angewandten Mathematik
und Informatik zur Verfügung. So werden beispielsweise „Hidden Markov Modelle
(HMM)“ in der Genomannotation eingesetzt um kodierende Bereiche von nicht ko-
dierenden Bereichen der DNA zu unterscheiden [53]. „Supported Vector Machines
(SVM)“ werden verwendet um Microarraydaten zu analysieren [26]. Auch Algo-
rithmen der künstlichen Intelligenz wie zum Beispiel „künstliche neuronale Net-
ze (KNN)“ finden in der Bioinformatik Verwendung, um zum Beispiel Promotor-
sequenzen von bakteriellen Genomen vorherzusagen [40]. Algorithmen sind zum
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Teil für konkrete Fragestellungen der Biologie entwickelt worden. So versteht man
unter dem Prozess der Alignmenterstellung das Arrangieren von DNA, RNA oder
Proteinsequenzen in der Art, dass verwandtschaftliche, strukturelle oder funktio-
nelle Beziehungen zwischen den einzelnen Sequenzen abgeleitet werden können.
Man unterscheidet zwischen globalen und lokalen, sowie zwischen paarweisen und
multiplen Sequenzalignments. Die wichtigsten Algorithmen, die für dieses kom-
plexe Problem entwickelt wurden sind: Needleman-Wunsch-Algorithmus (globales
Alignment) [57], Smith-Waterman-Algorithmus (lokales Alignment) [70], FASTA
(heuristisches Verfahren für ein paarweises multiples Alignment) [49] und BLAST
(Sammlung von Programmen für heuristische paarweise multiple Alignments) [2].
Neben der Gewinnung neuer Information aus experimentellen Daten, stellt die Spei-
cherung eben dieser experimentellen Daten und der gewonnenen Informationen
einen weiteren wichtigen Bereich der Bioinformatik da. Die explosionsartige Ent-
wicklung des Internets hat gerade in dieser Disziplin entscheidenden Einfluss ge-
habt. Techniken zur Speicherung und Darstellung von Informationen stehen da-
durch in einer breiten Fülle zur Verfügung. So werden die Daten in Datenbanken
gespeichert und mittels Internet anderen Wissenschaftlern zur Verfügung gestellt.
Die meisten biologischen Datenbanken sind dabei auf spezifische Fragestellungen
Abbildung 1.1: Dargestellt ist die Anzahl neu publizierter Genome pro Jahr für die letzten 12
Jahre (Quelle: http://www.genomesonline.org).
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spezialisiert. In Tabelle 1.1 sind einige wichtige Datenbanken mit dem jeweiligen
Schwerpunkt angegeben.
Die Grundlage vieler biologischer Datenbanken bilden Nukleotidsequenzen aus
Genomprojekten. Die Anzahl publizierter Genome nimmt stetig zu. In Abbildung
1.1 ist diese Entwicklung graphisch dargestellt. Da die Kosten für die Sequenzie-
rung kompletter Genome immer niedriger werden, wird dieser Trend vermutlich
noch an Geschwindigkeit gewinnen. Aufgabe der Bioinformatik ist es hier geeig-
nete Werkzeuge zur Verfügung zu stellen, die eine präzise Annotation der neuen
Genome ermöglichen und die Ergebnisse Benutzern zugänglich zu machen.
1.2 Systembiologie
Die Systembiologie ist eng mit der Bioinformatik verbunden, da die Systembiolo-
gie, mehr als andere Zweige der Biologie, auf Werkzeuge der Bioinformatik an-
gewiesen ist, um neue Gesetzmäßigkeiten zu entdecken. Ziel der Systembiologie
ist es einen Organismus in seiner Gesamtheit zu verstehen und alle untersuchba-
ren Ebenen in ein Modell zu integrieren, das Vorhersagen über biologische Abläufe
erlaubt. Eine herausragende Rolle für die Systembiologie spielen dabei die soge-
nannten ‚Omics‘-Techniken, die eine Analyse der Gesamtheit einer Regulations-
ebene eines Organismus oder einer Zelle ermöglichen [45]. Für die Transkriptions-
ebene ermöglichen „Microarrays“ einen Blick auf die RNA, die in der betrachte-
ten Zelle zu einem bestimmten Zeitpunkt vorhanden ist. Die Proteomebene wird
beispielsweise mit Hilfe von „Zwei-Dimensionalen-Protein-Gelen“ oder „Massen-
spektrometrie“ untersucht. Für die Analyse der Metabolite (Metabolomics) in ei-
ner Zelle stehen zum Beispiel die „Gaschromtatografie mit Massenspektrometrie
(GC/MS)“ und „Flüssigchromatographie mit Massenspektrometrie (LC/MS)“ zur
Verfügung.
Bei der Verarbeitung der dabei entstandenen Datenmengen sind geeignete Al-
gorithmen und Computerprogramme, die beispielsweise Transkriptomdaten grup-
pieren [7], Unterschiede bei Proteomdaten visualisieren [10] oder Metabolomdaten
[43] auswerten, ein unentbehrliches Hilfsmittel geworden.
Ein wichtiges Ziel der Systembiologie ist die Bildung von Modellen für komple-
3
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xe biologische Prozesse. Für die einzelnen Ebenen stehen dafür verschiedene Kon-
zepte zur Verfügung. Das Konzept der „Flux balance analysis“ zum Beispiel kann
eingesetzt werden, um den Metabolismus eines Bakteriums quantitativ zu simulie-
ren [42]. Für Transkriptomanalysen stehen verschiedene „Clusteralgorithmen“ zur
Verfügung, die Gene nach gleichen Expressionsprofilen einteilen und so Hinweise
darauf liefern können, welche Gene einem gemeinsamen Regulon angehören [23].
Die Integration der einzelnen Regulationsebenen zu einem Modell der Zelle oder
des Organismus ist die Herausforderung, der sich die Systembiologie in den nächs-
ten Jahren stellen muss [54].
1.3 Der Sonderforschungsbereich 578: Vom Gen
zum Produkt
Der Sonderforschungsbereich 578 ist ein Zusammenschluss verschiedener Insti-
tute der Technischen Universität Braunschweig, dem Helmholtz Zentrum für In-
fektionsforschung und dem Max-Planck-Institut Magdeburg. Der Schwerpunkt des
SFB 578 liegt auf der Erforschung der rekombinanten Produktion biotechnologisch
oder pharmazeutisch interessanter Proteine mittels gentechnisch veränderter Orga-
nismen. Als Wirtssystem für die rekombinante Proteinproduktion dienen dabei Ba-
cillus megaterium als Gram positives prokaryotisches System und Aspergillus niger
als eukaryotisches System.
Innerhalb des SFB werden Forschungsansätze aus verschiedenen wissenschaftli-
chen Disziplinen gebündelt, um ein möglichst umfassendes Modell des Produkti-
onsprozesses zu erhalten. Der Produktionsprozess soll somit in seiner Gesamtheit
verstanden werden und so optimiert werden. Die Forschungsansätze kommen aus
den Bereichen der Molekularbiologie, der Mikrobiologie, der technischen Chemie,
der Biotechnologie, der pharmazeutischen Technologie, der Bioverfahrenstechnik,
der mechanischen, chemischen und thermischen Verfahrenstechnik, der Bioinfor-
matik, der elektrischen Messtechnik und der Mikrotechnik. Um dem interdiszipli-
nären Forschungsansatz gerecht zu werden, unterteilt sich der SFB in vier Projektbe-
reiche, die sich weiter in insgesamt 17 Teilprojekte aufschlüsseln. Die vier Projekt-
bereiche sind Projektbereich A: Molekularbiologie der Produktbildung, Projektbe-
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reich B: Systembiotechnologie der Produktbildung, Projektbereich C: Prozesstech-
nik und Projektbereich D: Anwendungstechnik [32].
1.3.1 Das Teilprojekt B4: Systembiologie der Produkt- und Pelletbildung
durch Aspergillus niger
Das Teilprojekt B4 mit dem Titel „Systembiologie der Produkt- und Pelletbildung
durch Aspergillus niger“ beschäftigt sich mit der Herstellung rekombinanter Prote-
ine durch A. niger. Dabei wird den Kultivierungsbedingungen, wie zum Beispiel
Abbildung 1.2: Dargestellt ist die Kombination aus Tanskriptom-, Proteom- und Metabo-
lomdaten, die mittels bioinformatischer Methoden Vorhersagen über das biologische System
erlaubt.
Temperatur, pH-Wert, Sauerstoffpartialdruck und Kohlenstoffquelle besondere Auf-
merksamkeit geschenkt, da diese das Wachstum unmittelbar kontrollieren und damit
einen erheblichen Einfluss auf die Proteinproduktion ausüben.
Neben der Klärung der Zusammenhänge zwischen Wachstumsbedingungen, Zell-
morphologie und Produktivität wird im Teilprojekt B4 ein systembiologischer An-
satz verfolgt, der mit Hilfe der verschiedenen „Omics-Techniken“ die Parameter
bestimmt, die für die Produktion entscheidend sind. Zu diesem Zweck werden Un-
5
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tersuchungen des Transkriptoms, Proteoms und Metaboloms mit Techniken der Bio-
informatik kombiniert, um die Daten effizient auszuwerten und schließlich Modelle
zellulärer Teilprozesse zu generieren.
In einem iterativen Prozess soll das Modell letztendlich mit den experimentellen
Daten angepasst und optimiert werden, um Aussagen über Produktionsengstellen
treffen zu können, die dann aufgelöst werden können. In Abbildung 1.2 ist dieser
Prozess schematisch dargestellt1,2.
1.4 Die Schimmelpilzgattung Aspergillus
Die Gattung Aspergillus gehört zur Klasse der „Echten Schlauchpilze (Ascomyce-
tes)“. Ihnen gemein ist die Ausbildung eines schlauchähnlichen Gebildes (Ascus),
in dem die Ascusspore gebildet wird. Die Ascusspore stellt das Endprodukt der
sexuellen Fortpflanzung der Ascomyceten dar. Die Ascomyceten zeichnen sich au-
ßerdem durch ein septiertes Myzel aus [66]. Die Gattung der Aspergilli umfasst
sowohl Arten, die saprotroph leben, als auch opportunistische Krankheitserreger.
Alle Krankheiten, an denen Aspergillus-Arten beteiligt sind, werden als Aspergil-
lose bezeichnet. Im Allgemeinen versteht man darunter seltene Infektionen durch
Aspergillus, die sich meist in der Lunge oder den Ohren manifestieren. Meist sind
daher auch Symptome am Atmungsapparat festzustellen, jedoch können sich auch
Läsionen an Leber, Darm oder anderen Stellen des Körpers bilden [69].
Aspergilli sind in der Natur weit verbreitet und kommen im häuslichen Bereich
auf altem Brot, Käse oder Obst vor. Sie wachsen als filamentöse Pilze. Jedes Fila-
ment wächst hauptsächlich an der Spitze durch Verlängerung der terminalen Zelle.
Die einzelnen Filamente bezeichnet man als Hyphe. Durch multiples Verzweigen
der Hyphen und dadurch, dass sich auf diese Weise viele verschiedene Hyphen mit-
einander verweben, entsteht ein Teppich aus Pilzfäden, den man als Myzel bezeich-
net [56]. Verschiedene Aspergillus-Arten finden in der Biotechnologie Verwendung,
um zum Beispiel Zitronensäure, Sojasoße oder Essig herzustellen. Auch in der ge-
netischen Forschung gehören verschiedene Aspergillus-Arten mittlerweile zu den
1http://sfb578.tu-braunschweig.de/seiten/tp/tpb4.html
2http://www.tu-braunschweig.de/ibvt/forschung/projekte/sfb578-b4
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etablierten Modellorganismen [1].
1.4.1 Aspergillus niger
Aspergillus niger hat seinen Namen von der der Farbe seiner Konnidien, der ase-
xuellen Vermehrungsform der Ascomyceten, die im Allgemeinen tiefschwarz sind.
Unter Kupfermangel jedoch verfärben sich diese Sporen zuweilen auch schon mal
gelb [69]. Der filamentöse Pilz findet in der Biotechnologie viele Anwendungen.
So wird A. niger beispielsweise eingesetzt, um Zitronensäure für die Lebensmit-
telindustrie oder Pharmabranche herzustellen. Außerdem wird mit Hilfe von A. ni-
ger Gluconsäure produziert, die als Träger von Kalzium oder Natrium ebenfalls in
der Lebensmittelindustrie Verwendung findet.
Das Genom von A. niger wird auf eine Größe zwischen 35,5 und 38,5 Megaba-
senpaare geschätzt, die sich auf 8 Chromosomen verteilen [6]. Der GC-Gehalt wird
mit 52% angegeben [47].
A. niger ist ein Bodenbewohner und hat als saprotroph lebender Organismus An-
teil am globalen Kreislauf des Kohlenstoffs. Als Modellorganismus dient er unter
anderem zur Untersuchung der eukaryotischen Proteinsekretion, des Einflusses ver-
schiedener Umweltfaktoren auf das Ausscheiden biomasseabbauender Enzyme, der
entscheidenden molekularen Mechanismen zur Entwicklung von Fermentationspro-
zessen und Regulationsstrukturen der Pilzmorphologie [6].
1.4.2 Weitere Aspergillus-Arten
Die Gattung Aspergillus umfasst mehr als 185 Arten [27]. Da die einzelnen Arten
zum Teil eine große Bedeutung in der Biotechnologie oder als Krankheitserreger ha-
ben, wurden inzwischen die Genome von mehreren Arten aufgeklärt. Einige dieser
Aspergillus-Arten werden im Folgenden kurz vorgestellt:
Aspergillus nidulans
Aspergillus nidulans hat große Bedeutung als Modellorganismus in der Genetik er-
langt. Der Grund dafür beruht unter anderem darauf, dass er im Gegensatz zu vielen
anderen Aspergillus-Arten einen gut untersuchten sexuellen Fortpflanzungszyklus
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besitzt. Das Genom von A. nidulans ist ca. 30 Megabasenpaare groß und besitzt ca.
10000 proteinkodierende Sequenzen auf 8 Chromosomen. Der GC-Gehalt beträgt
50% [27].
Aspergillus fumigatus
Aspergillus fumigatus kann Allergien auslösen, als opportunistischer Krankheitser-
reger wirken oder auch primärer Krankheitsauslöser sein. Der Pilz ist sehr weit ver-
breitet und man findet ihn beispielsweise häufig in Häusern und Wohnungen aber
auch in Komposthaufen. Das Genom von A. fumigatus ist 29,4 Megabasenpaare
groß und auf 8 Chromosomen verteilt. Der GC-Gehalt beträgt 49,9% [58].
Aspergillus oryzae
Aspergillus oryzae hat besonders in Japan große wirtschaftliche Bedeutung, da er
zum Beispiel eingesetzt wird, um Reis zu Wein zu fermentieren (Sake) oder Soja-
soße herzustellen. Durch seine Fähigkeit große Mengen Enzym, wie zum Beispiel
Amylasen und Proteasen, zu sekretieren, spielt er auch bei der heterologen Prote-
inproduktion eine Rolle [46]. Das Genom von A. oryzae ist 37,2 Megabasenpaare
groß und ebenfalls auf 8 Chromosomen verteilt. Der GC-Gehalt beträgt 48,2% [51].
1.5 Heterologe Proteinexpression
Unter heterologer Proteinexpression versteht man die Übertragung eines Fremdgens
in einen Wirtsorganismus und die Expression des Gens, mit der Absicht, dass das
entsprechende Protein von dem Wirtsorganismus synthetisiert wird. Diese Technik
ist in der Biotechnologie weit verbreitet und bildet die Grundlage für die Herstellung
vieler Stoffe für die Pharma- und Lebensmittelindustrie. So beruhen beispielsweise
biotechnologische Verfahren zur Herstellung von Insulin, vieler Antibiotika, Ascor-
binsäure, Chymosin (Enzym des Labferments), etc. auf dieser Technik.
Um einen Wirtsorganismus zur Produktion eines für ihn fremden Proteins zu be-
wegen, sind mehrere Schritte erforderlich. Zunächst muss das Zielgen aus dem Or-
ganismus isoliert werden. Hat man das Zielgen isoliert wird der Wirtsorganismus
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mittels eines geeigneten Vektors mit dem Zielgen transformiert, so dass die Gen-
sequenz nun zum Ablesen im Wirt vorliegt. Anschließend sollte der Wirt das ge-
wünschte Protein synthetisieren und gegebenenfalls ins Medium sekretieren. Han-
delt es sich um einen Wirt, der das Produkt nicht ins Medium sekretiert, schließen
sich noch ein Zellaufschluss und ein Reinigungsschritt an (siehe Abbildung 1.3).
Abbildung 1.3: Schematische Darstellung der heterologen Proteinproduktion. Nachdem das
Zielgen aus dem Organismus isoliert wurde, kann der Wirtsorganismus damit transformiert
werden. Einige Wirtsorganismen sekretieren das gewünschte Zielprodukt direkt ins Medium.
Andernfalls schließt sich ein Zellaufschluss und ein Reinigungsschritt an.
Bei dieser stark vereinfachten Beschreibung heterologer Proteinproduktion kön-
nen eine Reihe von Problemen auftreten. Hat man erstmal das Gen isoliert und konn-
te die Sequenz stromabwärts eines geeigneten Promotors kloniert werden, wird der
Wirtsorganismus mit dem Zielgen transformiert. Wenn dieser Schritt erfolgreich
verläuft, ist das leider noch keine Garantie dafür, dass das Zielprodukt synthetisiert
wird. Ein wichtiger Punkt der berücksichtigt werden muss ist, dass das Gen außer-
halb seines natürlichen genomischen Kontextes steht. Auf die in Abbildung 1.3 dar-
gestellte Vorgehensweise werden beispielsweise regulatorische Elemente, die sich
stromaufwärts oder stromabwärts des betrachteten Gens befinden, gänzlich außer
Acht gelassen. Weiterhin muss man berücksichtigen, dass der Wirtsorganismus und
der Organismus, aus dem das Gen stammt, unter Umständen unterschiedliche re-
gulatorische Elemente bevorzugen. Letztlich kann sich auch der verwendete geneti-
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sche Code in einigen Punkten unterscheiden [31].
Auf eine besondere Art der Regulation innerhalb der Sequenz und die damit ver-
bundenen Schwierigkeiten der heterologen Proteinexpression, wird im Folgenden
eingegangen: die „codon usage“.
1.5.1 Kodonnutzung und heterologe Proteinproduktion
Der genetische Code ist degeneriert, das bedeutet, dass bis zu sechs Kodons für die
gleiche Aminosäure kodieren können. Abhängig von dem jeweiligen Organismus,
werden die Kodons unterschiedlich häufig für die betrachtete Aminosäure einge-
setzt [36, 37]. Beispielsweise verwenden GC-reiche Organismen mehr Kodons die
‚G‘ und ‚C‘ enthalten als Kodons die ‚A‘ und ‚T‘ enthalten. Aus dieser Bevorzu-
gung bestimmter Kodons ergibt sich, dass es optimale und suboptimale Kodons für
jeden Organismus gibt. Die „codon usage“ verschiedener Gene eines Organismus
hat großen Einfluss auf die Expressivität des Gens [30]. Die Bevorzugung bestimm-
ter Kodons ist nicht universell gültig, sondern für jeden Organismus einzigartig. Der
Grund für dieses Ungleichgewicht der einzelnen Kodons beruht auf der unterschied-
lichen Anzahl der entsprechenden tRNAs in den verschiedenen Organismen.
Die „codon usage“ spielt somit eine entscheidende Rolle bei der heterologen Pro-
teinexpression. Kodons im Zielgen, die in dem Wirtsorganismus selten eingesetzt
werden, können zu einer geringen Translationsrate der mRNA, einer verringerten
mRNA-Stabilität und manchmal so gar zu einem verfrühten Abbruch der Translati-
on führen [72, 29]. In Escherichia coli wurde festgestellt, dass falsche Aminosäuren
eingebaut werden können, wenn seltene Kodons für die Aminosäure Arginin ver-
wendet werden [15].
Prinzipiell gibt es zwei mögliche Lösungen für dieses Problem. Die erste Mög-
lichkeit ist es dem Wirtsorganismus die entsprechenden tRNAs zuzuführen, die an-
dernfalls nur in unzureichenden Mengen vorliegen [14]. Die andere Möglichkeit,
auf die hier näher eingegangen wird, besteht darin die Gensequenz „de novo“ zu
synthetisieren und damit den Gegebenheiten des Wirtsorganismus anzupassen.
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1.5.2 Kodonadaptierung
Kodonadaptierung meint die Anpassung einer fremden Gensequenz, im Folgenden
„Zielgen“ genannt, an das Umfeld des Wirtsorganismus bezüglich der verwendeten
Kodons. Dabei werden zuerst die optimalen Kodons für einen Wirtsorganismus be-
Tabelle 1.2: Bioinformatische Werkzeuge für die Analyse und/oder Anpassung der „codon
usage“ an einen Wirtsorganismus.
N R
Webserver
DNAWorks Hoover & Lubkowski [34]
GeneDesign Richardson et al. [62]
IBG GeneDesigner Vogelbacher et al. [75]
Optimizer Puigbò et al. [61]
Synthetic Gene Designer (SGD) Wu et al. [76]
Eigenständige Programme
Codon Optimizer Fuglsang [25]
GeMS Jayaraj et al. [39]
GeneDesigner Villalobos et al. [74]
UpGene Gao et al. [28]
stimmt. Anschließend schreibt man das Zielgen so um, dass nur noch die optimalen
Kodons des Wirtsorganismus in der Sequenz verwendet werden. Eine Variante der
oben beschriebenen Anpassung ist, dass nicht alle, sondern nur ein Teil der Kodons
ausgetauscht werden. Meist werden dann die Kodons ausgetauscht, die nach dem
gewählten Kriterium besonders schlechte Werte haben. Für die Quantifizierung der
„codon usage“ existieren verschiedene Indizes. Sie berechnen sich aus der Anzahl
der verwendeten Kodons für die jeweilige Aminosäure im betrachteten Organismus.
Als Beispiele seien hier der „Codon Adaptation Index (CAI)“ [68], die „Frequency
of optimal codons (Fop)“ [48] und der „Codon Bias Index (CBI)“ [8] genannt. Als
Zwischenschritt, bei der Berechnung der “codon usage“ für ein Gen, werden für
die einzelnen Kodons Werte festgelegt, die dann im zweiten Schritt für alle Kodons
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des betrachteten Gens aufsummiert oder multipliziert werden. Die Werte, die für
die Kodons festgelegt wurden, werden oft als Maß für die Güte eines Kodons im
jeweiligen Organismus verwendet. Auch die Anzahl der Kopien der tRNA im Ge-
nom für ein spezielles Kodon, wird manchmal als Maß für die Güte eines Kodons
herangezogen [61].
Zur Analyse und Anpassung der „codon usage“ einer Sequenz an einen bestimm-
ten Wirtsorganismus, stehen eine Reihe bioinformatischer Werkzeuge zur Verfü-
gung. Einige dieser Werkzeuge sind in Tabelle 1.2 dargestellt. Die deutliche Zunah-
me von Werkzeugen in diesem Bereich, innerhalb der letzten zwei Jahre, ist damit
zu erklären, dass die Preise für die Herstellung synthetischer Gene kontinuierlich
fallen. Die Herstellung synthetischer Gene hat sich also zu einer echten Alternative
zur Verwendung kodonoptimierter Wirtsorganismen entwickelt.
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1.6 Aufgabenstellung
Eine wichtige Aufgabe des SFB 578 „Vom Gen zum Produkt“ ist die modellhafte
Erschließung von Aspergillus niger als eukaryotischem Produzenten von Enzymen.
Im Teilprojekt B4 „Systembiologie der Produkt- und Pelletbildung durch Aspergil-
lus niger“ sollen hierfür die theoretischen und experimentellen Grundlagen geschaf-
fen werden. Im Laufe der vorliegenden Arbeit wurden drei verschiedene A. niger
Genomsequenzen zugänglich. Um die Ergebnisse dieser Genomdaten innerhalb des
SFBs verfügbar zu machen, sollte ein netzwerkbasiertes System implementiert wer-
den, das eine erweiterte Annotation, sowie das Ableiten metabolischer und regulato-
rischer Wege erlaubte. Das System sollte mit experimentellen Daten, insbesondere
Transkriptom-, Proteom- und Metabolomdaten erweitert werden können und damit
die Grundlage für den systembiologischen Ansatz des Projektes darstellen.
Neben der konkreten Problemstellung, A. niger als Wirtsorganismus zu etablie-
ren, sollten auch allgemeine Probleme der heterologen Proteinexpression in dieser
Arbeit bearbeitet werden. Ein wichtiger Punkt bei der heterologen Proteinexpressi-
on ist die Kodonnutzung. Etablierte Werkzeuge zeigten deutliche Nachteile in Be-
zug auf ihre Plattformunabhängigkeit, Anwendbarkeit auf vielfältige Wirtsorganis-
men oder ihre benutzerfreundliche Bedienung. Aus diesem Grund sollte ein neues
Werkzeug entwickelt werden, mit dessen Hilfe es auf einfache Art möglich ist, die
Kodonnutzung an verschiedene Organismen anzupassen, insbesondere an die inner-
halb des SFB 578 im Fokus stehenden Organismen A. niger und Bacillus megateri-
um. Eine Überprüfung, der mit Hilfe des bioinformatischen Werkzeugs gemachten
Prognosen, sollte in verschiedenen Gruppen des SFBs erfolgen.
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2 Material und Methoden
2.1 Annotation von Genomen
Die Annotation von Genomen bezeichnet die Schritte, die nötig sind, um einer nack-
ten Nukleotidsequenz ihre Gene und deren Funktion zuzuordnen. Die Programme,
die für die vorliegende Arbeit verwendet wurden, werden im Folgenden vorgestellt.
2.1.1 Gene Locator and Interpolated Markov ModelER (GLIMMER)
Das Programm „GLIMMER“ wurde zunächst entwickelt, um Gene in bakteriel-
len Sequenzen vorherzusagen [22]. Später wurde das Programm dann weiterentwi-
ckelt, um auch Nukleotidsequenzen von Eukaryonten analysieren zu können [65,
52, 53]. In der vorliegenden Arbeit wurde das Programm in der Version „Glimmer-
HMM“ dazu verwendet, „Open Reading Frames (ORF)“ aus unannotierten Nukleo-
tidsequenzen vorherzusagen.
GlimmerHMM basiert auf einem „generalisiertem Hidden Markov Model“. Ein
„Hidden Markov Model“ ist ein stochastisches Modell, das, nachdem es mit einem
geeignetem Datensatz trainiert wurde, Vorhersagen erlaubt, in wie weit eine Ein-
gabesequenz dem Trainingssatz entspricht. Die Eingabesequenz wird dabei als ei-
ne „Markov-Kette“ mit unbekannten Parametern verstanden. Die Markov-Kette ist
eine Abfolge von verschiedenen Zuständen, deren Übergänge durch Wahrschein-
lichkeitswerte charakterisiert sind. Für eine DNA-Sequenz kann das zum Beispiel
bedeuten, dass die Zustände bestimmte Basen sind. Aufgrund der Reihenfolge in der
diese Basen in der Sequenz auftreten wird dann bestimmt, ob es sich bei der ein-
gegebenen Sequenz beispielsweise um ein Gen handelt. Das generalisierte Hidden
Markov Model geht noch einen Schritt weiter. Statt nur einzelner Symbole werden
hier, bei jedem Übergang von einem Zustand zum nächsten, funktionelle Einheiten
der DNA oder Sequenzabschnitte, wie zum Beispiel ein Exon bewertet [53].
Das Programm wird mit zwei Trainingssätzen ausgeliefert. Der erste Trainings-
satz besteht aus den annotierten Genen von Arabidopsis thaliana. Der zweite Trai-
ningssatz, der für die vorliegende Arbeit verwendet wurde, besteht aus Genen von
Aspergillus spec.
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2.1.2 Basic Local Alignment Search Tool (BLAST)
„BLAST“ ist ein Programmpaket, das verschiedene Programme zum datenbankge-
stütztem Vergleich von Nukleotid- und Proteinsequenzen bereitstellt. Mit dem Pro-
gramm „blastp“ wurden in der vorliegenden Arbeit die Aminosäuresequenzen, der
mit GlimmerHMM vorhergesagten und translatierten, ORFs, mit Proteinsequenzen
bekannter Funktion verglichen, um Rückschlüsse auf die Funktion des potentiellen
Proteins ziehen zu können. BLAST verwendet zu diesem Zweck einen heuristi-
schen Suchalgorithmus. Neben dem Ergebnis der Suche werden statistische Werte
berechnet, die die Qualität der Treffer beschreiben.Für den Datenbankabgleich bie-
tet BLAST eine Reihe von Programmen, die in Tabelle 2.1 dargestellt sind. Bei
Tabelle 2.1: Verschiedene BLAST-Programme (Quelle:
http://www.ncbi.nlm.nih.gov/BLAST/).
N F
Nukleotid-BLAST Eine Nukleotiddatenbank wird nach einer Nukleotid-
sequenz durchsucht. Algorithmen: blastn, megablast,
discontiguous megablast
Protein-BLAST Eine Proteindatenbank wird nach einer Proteinsequenz
durchsucht. Algorithmen: blastp, psi-blast, phi-blast
blastx Eine Proteindatenbank wird nach einer vom Programm
translatierten Nukleotidsequenz durchsucht.
tblastn Eine vom Programm translatierte Nukleotiddatenbank wird
nach einer Proteinsequenz durchsucht.
tblastx Eine vom Programm translatierte Nukleotiddatenbank wird
mit einer vom Programm translatierten Nukleotidsequenz
durchsucht.
der BLAST-Suche wird zunächst eine Tabelle mit kurzen Teilsequenzen der Daten-
banksequenzen als auch der Suchsequenz erstellt. Anschließend können mit diesen
Tabellen die Teilsequenzen der Suchsequenz in der Datenbank sehr schnell gefun-
den werden. Diese initialen Treffer, die noch keine Lücken enthalten dürfen, werden
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dann in mehreren Schritten zu beiden Seiten verlängert, bis das größtmögliche Ali-
gnment für diese beiden Sequenzen gefunden wird. Dieses Alignment darf auch
Lücken enthalten. Der „BitScore“ ist ein für die Länge des Alignments normalisier-
ter Wert für die Qualität des Alignments. Die statistische Signifikanz des Treffers
wird durch den „E-Value“ angegeben [2, 3].
2.1.3 Metabolic Search and Reconstruction Kit (metaSHARK)
Das Programmpaket „metaSHARK“ dient der Vorhersage von enzymkodierenden
Genen in nicht annotierten Nukleotidsequenzen. Zu diesem Zweck werden verschie-
dene Programme kombiniert, die nacheinander ausgeführt werden. Im ersten Schritt
Abbildung 2.1: Dargestellt ist hier der Ablauf der Genomannotation mit dem Programmpaket
„metaSHARK“ nach Pinney et al. [60]. Beschreibung siehe Text.
wird die DNA-Sequenz nach speziellen Motiven durchsucht, die aus der „PRIAM-
Datenbank“ stammen. Die PRIAM-Datenbank enthält die wesentlichen Motive be-
kannter Enzyme als „positions-spezifische, gewichtete Matrix“ [20]. Die Suche er-
folgt dabei mit Hilfe des Programms „PSI-TBLASTN“ [3]. Mit PSI-TBLASTN ist
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eine sehr sensitive Suche von kodierenden Regionen in DNA-Sequenzen möglich.
Diese Suche ist ein erster Filterungsschritt, um interessante Regionen in der DNA
zu lokalisieren. Im nächsten Schritt werden die identifizierten Regionen extrahiert
und mit dem Programm „Wise2“ analysiert. Wise2 vergleicht diese Sequenzen mit
bereits bekannten Genen und sagt mit Hilfe eines Hidden Markov Models vorher,
inwieweit diese Sequenzen den vorgegebenen ähneln. Bei diesem Schritt wird au-
ßerdem die Intron-Exon-Struktur des Gens bestimmt [13]. Anschließend wird die
Proteinsequenz des potentiellen Proteins vorhergesagt. Diese Sequenz wird dann
mit einer zweiten BLAST-Suche mit den Motiven aus der PRIAM-Datenbank ver-
glichen. Die zweite BLAST-Suche liefert auf diese Weise auch statistische Werte
für den Treffer [60]. In Abbildung 2.1 ist der Ablauf der Vorhersage schematisch
dargestellt.
2.1.4 tRNAscan-SE
„tRNAscan-SE“ ist ein Programm zur Vorhersage von tRNA-Genen in einer Nu-
kleotidsequenz. Das Programm ist im Internet frei verfügbar1 und lässt sich auf
jedem Linux-System installieren. Als Eingabe erwartet das Programm Nukleotid-
sequenzen im „FASTA-Format“. Das FASTA-Format besteht aus zwei Typen von
Zeilen:
1. Bezeichnerzeile - Die Zeile beginnt mit dem Zeichen ‚>‘ gefolgt von der Be-
zeichnung der Sequenz. Diese Zeile wird allgemein „Header“ genannt.
2. Sequenzzeile - In dieser Zeile steht die Sequenz, die zum Beispiel eine Nu-
kleotid- oder Aminosäuresequenz sein kann.
Auf die in dieser Form eingegebenen Sequenzen werden nacheinander drei ver-
schiedene Algorithmen zur Vorhersage von tRNA-Genen angewendet. tRNAscan-
SE findet mit dieser Methode 99-100% korrekter tRNA-Gene [50].
In der vorliegenden Arbeit wurde das Programm tRNAscan-SE dazu verwendet
um tRNA-Gene aus den Nukleotidsequenzen von Aspergillus niger vorherzusagen.
1ftp://ftp.genetics.wustl.edu/pub/eddy/software/tRNAscan-SE.tar.Z
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2.2 Datenquellen der Aspergillus-Datenbank
Für die Aspergillus-Datenbank wurden Daten aus verschiedenen Quellen bearbeitet
und in die Datenbank integriert. Im Folgenden werden die Datenquellen vorgestellt.
2.2.1 Quellen der Genomdaten verschiedener Aspergillus-Arten
Die Sequenzen, für die in der Aspergillus-Datenbank gespeicherten Genome, stam-
men aus folgenden Quellen:
2.2.1.1 Integrated Genomics
Integrated Genomics Inc. ist eine amerikanische Firma mit Sitz in Chicago, Illi-
nois. Im Rahmen des SFB 578 wurden durch das Teilprojekt Z - „Zentrale Aufga-
ben für den Sonderforschungsbereich“ - Nutzungsrechte an einer Aspergillus niger-
Genomsequenz von Integrated Genomics erworben.
Bei der erworbenen Sequenz handelt es sich um den Stamm NRRL3. Neben der
Bezeichnung NRRL3 wird der Stamm auch mit DSM 2466 oder ATCC 9029 be-
zeichnet. Der Stamm wird unter anderem zur Herstellung von Enzymen und orga-
nischen Säuren, beispielsweise Zitronensäure, verwendet. Die erworbene Sequenz
besteht aus 33,69 Megabasen DNA-Sequenz, die auf 9510 „Contigs “ verteilt sind.
„Contigs“ bezeichnen überlappende DNA-Fragmente aus verschiedenen sequen-
zierten Teilstücken („Reads“), die zu größeren Einheiten zusammengefasst wurden.
Als Maß für die Qualität der Sequenzierung von Genomen kann man das „Covera-
ge“ nach der der folgenden Formel berechnen:
Coverage =
NL
G
(2.1)
N = Anzahl der sequenzierten Teilstücke („Reads“)
L = durchschnittliche Länge der sequenzierten Teilstücke
G = Länge des Genoms
Für die vorliegende Sequenz errechnet sich ein dreifaches Coverage. Aufgrund
der Beschaffenheit des Genoms werden bei einem Coverage von drei nicht alle Be-
reiche des Genoms getroffen. So lassen sich beispielsweise repetitive Bereiche im
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Genom nur schwer sequenzieren. Grundsätzlich gilt, je höher das Coverage, umso
genauer ist das Ergebnis der Sequenzierung.
2.2.1.2 Joint Genome Institute (JGI)
Das Joint Genome Institute ist ein Zusammenschluss von fünf amerikanischen Insti-
tuten mit dem Ziel verschiedene Organismen, mit Hilfe von Sequenzierungsprojek-
ten und computergestützten Analysen zu untersuchen, die für Energie und Umwelt
eine Rolle spielen2. Ergebnisse von Sequenzierungsprojekten werden, auch wenn
sie noch einen vorläufigen Charakter haben, der wissenschaftlichen Welt sofort zur
Verfügung gestellt.
Im Jahr 2006 wurde vom JGI die vorläufige Sequenz von A. niger ATCC 1015
veröffentlicht. Die Sequenz besteht aus 37,19 Megabasen DNA-Sequenz, die auf
143 Contigs verteilt sind. Das Coverage ist 8,9-fach für diese Sequenz.
2.2.1.3 DSM
Die DSM ist eine niederländische Firma mit Sitz in Heerlen. Ihr Betätigungsfeld
liegt in der Biowissenschaft und der Materialkunde. Die DSM beliefert sowohl die
Lebensmittelbranche und die Pharmabranche mit Stoffen, die zum Beispiel in Fer-
mentationsprozessen gewonnen werden können. Mit Produkten aus der Sparte der
Materialkunde werden Kunden in der Automobilindustrie, Kunden von Sport- und
Freizeitbranche, etc. beliefert3.
Der Vorfahre eines für die Herstellung von Enzymen verwendeten Stammes von
A. niger wurde im November 2006 von der DSM veröffentlicht. Die Sequenz des
Stamms mit der Bezeichnung CBS 513.88 besteht aus 33,9 Megabasen DNA-Se-
quenz, die auf 468 Contigs verteilt sind. Das Coverage für diese Sequenz ist 7,5-
fach.
2http://www.jgi.doe.gov
3http://www.dsm.com
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2.2.1.4 Broad Institute
Das Broad-Institut ist ein Zusammenschluss des „Massachusetts Institute of Tech-
nology (MIT)“, Harvard und angeschlossener Krankenhäuser und des Whitehead-
Instituts. Ziel ist es eine Brücke zwischen Medizin und Methoden der Genomanaly-
se zu schlagen. Am Broad-Institut werden verschiedene Projekte zu vergleichenden
Genomanalysen durchgeführt. Zu diesem Zweck werden Daten aus Genomprojek-
ten gesammelt und analytisch aufbereitet. Zum Teil werden aber auch eigene Se-
quenzierungsprojekte durchgeführt4.
Für vergleichende Analysen an Aspergillus wurde eine Datenbank ins Netz ge-
stellt, die unter anderem die reinen Sequenzdaten verschiedener Aspergillus-Arten
zum Herunterladen anbietet. Aus dieser Quelle wurden die Sequenzdaten von A.
fumigatus, A. nidulans und A. oryzae übernommen. Details zu den einzelnen Ge-
nomsequenzen sind in Tabelle 2.2 angegeben.
Tabelle 2.2: Aspergillus-Sequenzen aus der Datenbank des Broad-Instituts
(http://www.broad.mit.edu/annotation/genome/aspergillus_group).
N G¨  C A  C
M . C
Aspergillus fumigatus 29,4 nicht angegeben 8
Aspergillus nidulans 30 13-fach 248
Aspergillus oryzae 37,2 9-fach 89
2.2.2 Weitere Quellen für die Erstellung der Aspergillus-Datenbank
Neben den beschriebenen Quellen, aus denen vor allem die Genomdaten stammen,
wurden Daten aus weiteren Quellen in die Datenbank integriert, die im Folgenden
beschrieben werden.
4http://www.broad.mit.edu/
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2.2.2.1 Die „Kyoto Encyclopedia of Genes and Genomes (KEGG)“
Der Schwerpunkt von KEGG liegt auf der Analyse genomischer Daten. Ziel ist es
mittels geeigneter bioinformatischer Methoden Vorhersagen für das Verhalten biolo-
gischer Systeme höherer Ordnung, wie zum Beispiel der Zelle oder des Organismus,
aus den Genomdaten treffen zu können5.
Das System von KEGG besteht aus mehreren Bereichen nämlich „Pathway“,
„Genes“, „Ligand“ und „BRITE“. Die Abteilung „Pathway“ enthält Informationen
zu metabolischen Pfaden und auch gezeichnete Karten dieser biologischen Prozesse.
Der „Genes “-Bereich enthält genomische Daten. In „Ligand“ sind die Informatio-
nen zu chemischen Reaktionen und Enzymen zusammengefasst. Eine Sammlung
hierarchischer Regeln für die Darstellung biologischer Systeme ist in der Abteilung
„BRITE“ gespeichert [41].
Für die Erstellung der Aspergillus-Datenbank wurden vor allem die Daten aus der
Ligand-Datenbank verwendet, um das metabolische Netzwerk der einzelnen Stäm-
me zu konstruieren. Für die Darstellung von Stoffwechselwegen auf der Webseite
werden außerdem Daten zur Laufzeit aus der KEGG-Datenbank abgefragt und ver-
wendet (siehe 2.5.7, Seite 35).
2.2.2.2 Swiss-Prot und TrEMBL
Swiss-Prot und TrEMBL bilden zusammen eine mächtige Proteindatenbank. Es
handelt sich dabei um ein Konglomerat von experimentellen und vorhergesagten
Proteinen. Während die Swiss-Prot-Datenbank manuell annotiert wird und viele zu-
sätzliche Informationen bietet, ist die TrEMBL eine Ergänzung der Swiss-Prot, die
die Translation aller, in der EMBL-Datenbank vorhandenen, Nukleotidsequenzen
enthält. Die Swiss-Prot bietet neben der reinen Sequenz noch Informationen be-
züglich der Funktion des Proteins, Informationen zu posttranslationalen Modifika-
tionen, wie zum Beispiel Acetylierung oder Phosphorylierung, Informationen über
Domänen oder Bindestellen, Sekundärstrukturen, Ähnlichkeiten zu anderen Prote-
inen, etc. Zum Zeitpunkt der Erstellung dieser Arbeit werden in der Swiss-Prot-
Datenbank Informationen zu 285335 Proteinen gespeichert. Die TrEMBL-Daten-
5http://www.genome.jp/kegg/
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bank enthält zu diesem Zeitpunkt die Sequenzen von 4932421 Proteinen6 [5].
Die Informationen der Swiss-Prot/TrEMBL-Datenbanken wurden in der vorlie-
genden Arbeit dazu verwendet, die mit GLIMMER (siehe 2.1.1, Seite 15) vorher-
gesagten potentiellen Proteine mittels BLAST (siehe 2.1.2, Seite 16) einer Funktion
zuordnen zu können.
2.3 Optimierung heterologer Proteinexpression
durch Kodonadaptierung
Um die „codon usage“ eines Gens an eine neue Umgebung anzupassen, sind eine
Reihe von Berechnungen nötig. Es gibt verschiedene Möglichkeiten, um festzustel-
len wie gut die verwendeten Kodons an die Umgebung angepasst sind. In diesem
Abschnitt werden die Algorithmen beschrieben, die das Programm „JCat“ verwen-
det, um diese Berechnungen durchzuführen.
2.3.1 Codon Adaptation Index (CAI)
Der „Codon Adaptation Index“ beschreibt wie ähnlich die Zusammensetzung der
Kodons eines Gens der Zusammensetzung der Kodons eines Organismus ist. Für
die Berechnung des Index muss eine Referenzmenge hochexpremierter Gene des
betrachteten Organismus definiert werden. Mit Hilfe dieser Liste wird mit der in 2.2
angegebenen Formel eine Referenztabelle des „Relative Synonymous Codon Usage
(RS CU)“ gebildet.
RS CUi j =
xi j
1
ni
ni∑
j=1
xi j
(2.2)
xi j bezeichnet die Häufigkeit des Auftretens von Kodon j für die Aminosäure
i. ni ist die Anzahl der alternativen Kodons für die Aminosäure i. Gültige Werte
für die Anzahl der alternativen Kodons sind Zahlen von eins bis sechs, die vom
verwendeten genetischem Code des Organismus abhängen.
6http://expasy.org/sprot/
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Aus dem RS CU berechnet man im zweiten Schritt nach Formel 2.3 die „Relative
Adaptiveness (wi j)“ eines Kodons.
wi j =
RS CUi j
RS CUimax
=
xi j
ximax
(2.3)
RS CUimax und ximax bezeichnen den jeweiligen RS CU- bzw. x-Wert für das Ko-
don, das für die Aminosäure i im Referenzdatensatz am häufigsten verwendet wird.
Die „Relative Adaptiveness (wi j)“ wurde im Programm „JCat“ als Maß für die Qua-
lität eines Kodons verwendet.
Aus wi j kann man anschließend den CAI nach Gleichung 2.4 für ein Gen berech-
nen.
CAI = (
L∏
k=1
wk)
1
L (2.4)
Der CAI dient als theoretisches Maß für die Expressivität eines Gens und kann
Hinweise darauf liefern ob ein Gen in einem fremden Kontext exprimiert werden
kann [67].
Neben dem hier beschriebenen Codon Adaptation Index sind auch noch andere
Indizes gebräuchlich, um die „codon usage“ zu quantifizieren (siehe 1.5.1, Seite
10). Der CAI ist jedoch wohl der am weitesten verbreitete Index zur theoretischen
Berechnung der Expressivität eines Gens [25].
2.3.2 Algorithmus zur iterativen Berechnung des CAI
Im Jahr 2003 wurde ein Algorithmus veröffentlicht, der aus einer Menge von Genen
diejenigen Gene herausfindet, deren „codon usage“ die der restlichen Gene domi-
niert. Die Berechnung erfolgt dabei ohne menschliche Interaktion und die gefunde-
nen Gene können als Referenzmenge für die Berechnung von CAIs genutzt werden
[16].
Um diese Gene für einen Organismus zu berechnen geht man folgendermaßen
vor: Im ersten Schritt wird das „Relative Synonymous Codon Usage (RS CU)“ be-
rechnet. Als Referenzdatensatz dienen dabei alle Gene des betrachteten Organismus.
Aus dem RS CU wird dann die „Relative Adaptiveness (wi j)“ berechnet. Anschlie-
ßend wird für alle Gene der CAI berechnet (siehe 2.3.1, Seite 23). Im folgenden
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Abbildung 2.2: Dargestellt ist die Funktionsweise des Algorithmus zur Berechnung der domi-
nierenden „codon usage“ nach Carbone et al. [16]. Nach jeder Berechnung der CAIs erfolgt
eine Reduzierung der Referenzdatensatzes um 50%. Dabei werden nur die Gensequenzen
übernommen, deren „codon usage“ dominierend ist. Der Algorithmus endet, wenn der Refe-
renzdatensatz nur noch 1% der ursprünglichen Gensequenzen beinhaltet.
Schritt werden die 50% der Gene aus der Referenzmenge ausgewählt, die die do-
minierendste „codon usage“ aufweisen, d.h. die Gene mit den höchsten CAI. Diese
Gene dienen nun im nächsten Durchlauf der Berechnung als Referenzmenge. Die
Schritte werden so lange wiederholt, bis nur noch 1% von der Gesamtmenge der
Gensequenzen des Organismus als Referenzmenge übrig bleibt (siehe Abbildung
2.2). Dass nur ca. 1% der ursprünglichen Sequenzen als Menge der Gene mit domi-
nierendem „codon usage“ definiert wird, erfolgt in Anlehnung an die ursprüngliche
Definition des CAI. Dort sind auch nur ca. 1% der Gensequenzen von Escherichia
coli als Referenzdatensatz verwendet worden [67, 68].
Der Algorithmus wurde in der vorliegenden Arbeit dazu verwendet, um die Refe-
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renzmenge hochexpremierter Gene für die Organismen vorherzusagen, die mit dem
Programm „JCat“ optimiert werden können.
2.3.3 Algorithmus zur Vorhersage von rho-unabhängigen
Transkriptions-Terminatoren
Bakterielle Genome sind unterteilt in Bereiche, die expremiert werden und Berei-
che, die nicht expremiert werden. Diese Bereiche sind flankiert von Sequenzen, an
denen die Transkription der DNA in RNA initiiert und terminiert wird. Die Gen-
expression kann unter anderem dadurch beeinflusst werden, dass die Effizienz des
Initiationsprozesses und des Terminationsprozesses verändert wird. Ein Mittel die-
ser Art der Genregulation stellen rho-unbhängige Transkriptions-Terminatoren dar.
Diese Sequenzen bilden eine „Haarnadelstruktur“ in RNA-Sequenzen aus und be-
wirken so einen Abbruch des Transkriptions-Prozesses (siehe Abbildung 2.3). Zur
Abbildung 2.3: Dargestellt ist das Modell eines rho-unabhängigen Terminators nach Ermo-
laeva et al. [24].
Vorhersage dieser Sequenzen müssen verschiedene Dinge von der Sequenz bekannt
sein:
1. Die Stabilität der RNA-Haarnadelstruktur
2. Zusammensetzung und Entfernung zur Uracil-reichen Region stromabwärts
der Haarnadelstruktur
3. Position und Orientierung des Terminators in Bezug auf benachbarte Gene
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Da in dieser Arbeit der Algorithmus lediglich zur Vermeidung unvorteilhafter Struk-
turen in der kodonoptimierten Sequenz verwendet wurde, wird auf den letztgenann-
ten Punkt nicht näher eingegangen.
Zur Berechnung der Stabilität der RNA-Haarnadelstruktur wird folgende Formel
verwendet:
E = gc · x1 + au · x2 + gu · x3 + mm · x4 + gp · x5 + lp · x6 − 5, 7 (2.5)
x1, x2 und x3 bezeichnen die Anzahl der Paarungen von G-C-, A-U- und G-
U-Nukleotiden im Stamm der Haarnadelstruktur. x4 und x5 geben die Anzahl der
Fehlpaarungen („mismatches“) und Lücken („gaps“) im Stamm an. Die Anzahl der
Nukleotide im ungepaarten Bereich fließt als Variable x6 in die Berechnung ein.
Für die Nukleotidpaarungen, Fehlpaarungen, Lücken und die Anzahl der Nukleo-
tide im ungepaarten Bereich werden Werte eingefügt. Die besten Ergebnisse werden
für die Folgenden erhalten [24]:
E = 2, 3 · x1 + 0, 9 · x2 + 1, 3 · x3 + 3, 5 · x4 + 6, 0 · x5 + 1, 0 · x6 − 5, 7 (2.6)
Zur Bewertung des Uracil-reichen Bereichs stromabwärts der Haarnadelstruktur,
wurde die von d’Aubenton Carafa et al. [21] vorgeschlagene Formel verwendet:
T = −
15∑
n=1
xn (2.7)
Dabei gilt:
xn = xn−1 · 0, 9, wenn das n-te Nukleotid ein Uracil ist.
xn = xn−1 · 0, 6, wenn das n-te Nukleotid kein Uracil ist.
Für die vorliegende Arbeit wurde der „Cutoff-Value“, also die Schwelle an der
die Bedingung für einen Haarnadelstruktur noch erfüllt ist, mit ‚-6,0‘ definiert. Der
Cutoff-Value für den Uracil-reichen Bereich wurde mit ‚-2,0‘ festgelegt.
2.4 Datenquellen für die Kodonanpassung
Um heterologe Proteine zu exprimieren und die „codon usage“ des entsprechenden
Gens anpassen zu können, muss das Genom des Wirtsorganismus analysiert wer-
den, in dem das Protein synthetisiert werden soll. Zu diesem Zweck werden Daten
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aus verschiedenen Datenquellen verwendet, die in diesem Abschnitt beschrieben
werden.
2.4.1 Die Genome-Reviews-Datenbank
Die „Genome-Reviews-Datenbank“ hat es sich zum Ziel gemacht, die Darstellung
kompletter Genomsequenzen zu standardisieren. Die große Zahl neu publizierter
Genome aus unterschiedlichen Quellen macht es häufig schwierig für Entwickler
eigene Datenbanken auf dem aktuellen Stand zu halten, da bereits kleine Fehler in
einer Datei die Integration neuer Daten sehr komplex gestalten können. Auch in-
haltliche Fehler in Dateien kommen gelegentlich vor. Ein weiteres Problem ist, dass
die Integration experimentell erhaltener Daten bei der Veröffentlichung eines neu-
en Genoms oft unberücksichtigt bleibt [44, 71]. Aus diesem Grund integriert die
Genome-Reviews-Datenbank Informationen aus verschiedenen Datenquellen, wie
zum Beispiel EMBL und Swiss-Prot. Auch die Annotation der Daten wird gege-
benenfalls nachbearbeitet. So werden zum Beispiel Gene die für tRNAs kodieren
vorhergesagt, falls das bei der Publikation des neuen Genoms von den jeweiligen
Autoren noch nicht durchgeführt wurde. Der Schwerpunkt der Datenbank liegt auf
den Genomdaten von Prokaryonten, aber es sind auch einige ausgesuchte eukaryon-
tische Sequenzen vorhanden, zum Beispiel Saccharomyces cerevisae und Arabidop-
sis thaliana.
Die Datenbank GenomeReviews wird zum Herunterladen in einfachen Textdatei-
en angeboten7. Diese Dateien wurden in der vorliegenden Arbeit verwendet, um die
„codon usage“ für Prokaryonten im Programm „JCat“ zu berechnen.
2.4.2 Weitere Datenquellen
Neben den bereits erwähnten Genome-Reviews wurden noch weitere Datenquellen
für die Berechnung der „codon usage“ verwendet:
7http://www.ebi.ac.uk/GenomeReviews
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Bacillus megaterium
Innerhalb des SFB 578 wurde die Sequenzierung von Bacillus megaterium DSM
319 durch die Firma GATC-Biotech AG durchgeführt. Die Annotation wurde 2005
im Rahmen einer Diplomarbeit innerhalb der Arbeitsgruppe Jahn begonnen [35].
Die Annotation ist noch nicht abgeschlossen und das Genom besteht zur Zeit aus
250 Contigs.
Arabidopsis thaliana
Die Genomsequenz von Arabidopsis thaliana stammt vom „The Institute for Geno-
mic Research (TIGR)“8. Die Sequenz wurde anschließend vom „Munich Informa-
tion Center for protein sequence (mips)“ annotiert und mit weiteren Daten ergänzt9.
Aspergillus niger ATCC 1015
Die Genomsequenz zur Berechnung der „codon usage“ des Stamms Aspergillus ni-
ger ATCC 1015 stammt aus der gleichen Quelle wie in 2.2.1.2, Seite 20 angegeben.
Aspergillus niger NRRL3
Die Genomsequenz zur Berechnung der „codon usage“ des Stamms Aspergillus ni-
ger NRRL3 stammt aus der gleichen Quelle wie in 2.2.1.1, Seite 19 angegeben.
Caenorhabditis elegans
Die Genomsequenz zur Berechnung der „codon usage“ von Caenorhabditis elegans
stammt aus der Datenbank „Wormbase“10 [12].
Drosophila melanogaster
Die Genomsequenz zur Berechnung der „codon usage“ von Drosophila melanogas-
ter stammt aus der Datenbank „Berkeley Drosophila Genome Project“11 [18].
8http://www.tigr.org/tdb/e2k1/ath1/
9http://mips.gsf.de/proj/plant/jsf/athal/index.jsp
10http://wormbase.org
11http://www.fruitfly.org
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Homo sapiens
Die Genomsequenz zur Berechnung der „codon usage“ für das humane Genom
stammt vom „The German cDNA Consortium“12 [38].
Mus musculus
Die Genomsequenz zur Berechnung der „codon usage“ für das Genom von Mus
musculus stammt vom „NIA Mouse cDNA Project“13 [17].
Saccharomyces cerevisae
Die Genomsequenz zur Berechnung der „codon usage“ von Saccharomyces cerevi-
sae stammt aus der „Yeastgenome“-Datenbank14 [19].
2.4.3 Translationstabellen vom „National Center of Biotechnology
Information (NCBI)“
Das „National Center of Biotechnology Information (NCBI)“ bietet Translations-
tabellen für verschiedene Organismen bzw. Zellorganelle an. Mit den Tabellen ist
es möglich Nukleotidsequenzen aus z.B. pflanzlichen oder bakteriellen Plastiden,
Wirbeltiermitochondrien, etc. in eine Aminosäuresequenz zu übersetzen. Insgesamt
stehen 17 Translationstabellen zur Verfügung15.
Die Translationstabellen wurden in das Programm „JCat“ integriert, um Sequen-
zen einlesen zu können, die nicht dem Standardcode entsprechen.
2.4.4 The Restriction Enzyme Database (REBASE)
Die REBASE-Datenbank enthält umfassende Informationen zu Restriktionsenzy-
men, DNA-Methyltransferasen und verwandten Proteinen. Es sind sowohl publi-
zierte als auch unpublizierte Referenzen, Erkennungssequenzen und Schnittstellen,
12http://mips.gsf.de/projects/cdna/german_human_project_index_html
13http://lgsun.grc.nia.nih.gov/cDNA/
14http://www.yeastgenome.org
15http://www.ncbi.nlm.nih.gov/Taxonomy/Utils/wprintgc.cgi
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Informationen zur kommerziellen Verfügbarkeit, Kristallisations- und Sequenzda-
ten in der Datenbank gespeichert. Damit bietet REBASE die größte Datensammlung
mit diesem Schwerpunkt [64, 63].
Anfang 2007 enthält die Datenbank nahezu 3800 Einträge. Die Datenbank ist als
Textdatei verfügbar16 und wurde als solche dazu verwendet, unerwünschte Restrik-
tionsenzymbindestellen aus kodonoptimierten Sequenzen zu entfernen.
2.5 Verwendete Techniken aus der Informatik
In diesem Abschnitt werden Techniken der Informatik beschrieben, die entweder für
die Erstellung der Aspergillus-Datenbank oder für das Programm „JCat“ verwendet
wurden.
2.5.1 Das Datenbankmanagementsystem PostgreSQL
Datenbanken dienen zur Verwaltung großer Datenbestände. Mit ihrer Hilfe ist es
möglich komfortabel auf Daten zuzugreifen, Daten zu verändern, neue Daten hinzu-
zufügen oder Daten zu löschen. Zugriff auf die Daten erfolgt dabei immer mit Hilfe
eines Datenbankmanagementsystem, das die Datenorganisation übernimmt. In der
vorliegenden Arbeit wurde PostgreSQL als Datenbanksystem für die Aspergillus-
Datenbank gewählt. PostgreSQL ist ein relationales Datenbankmanagementsytem,
das die Daten in Tabellen organisiert. In Abbildung 2.4 ist als Beispiel für eine
Tabelle eines relationalen Datenbankmanagementystems die Tabelle ‚contig‘ der
Aspergillus-Datenbank dargestellt. Diese Tabelle enthält die Nukleotidsequenzen
der Contigs. Neben den Spaltennamen sind die jeweiligen Datentypen angegeben.
Verbindungen zwischen den Tabellen bezeichnet man als Referenzen. Die Gesamt-
heit aller Tabellen und Referenzen nennt man Datenbankschema. Als Schnittstelle
zwischen Benutzer und Datenbankmanagementsystem dient die „Structured Query
Language (SQL)“. In Abbildung 2.5 ist dieser Zusammenhang schematisch dar-
gestellt. SQL ist eine Abfragesprache für relationale Datenbanksysteme. Mit ihrer
Hilfe können Daten sowohl abgefragt als auch manipuliert werden. Der von Post-
16http://rebase.neb.com/rebase/rebase.ftp.html
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Abbildung 2.4: Dargestellt ist hier die Tabelle eines relationalen Datenbankmanagementsys-
tems. In der linken Spalte sind die Spaltennamen angegeben. Die rechte Spalte gibt den je-
weiligen Datentyp an.
greSQL verwendete Dialekt von SQL hält sich weitgehend an die vom „American
National Standards Institute“ festgelegten Standards „ANSI-SQL 92/99“17.
Abbildung 2.5: Dargestellt ist der Zusammenhang zwischen Datenorganisation, Datenbank-
managementsystem und Benutzerinteraktion bei der Verwendung eines relationalen Daten-
bankmanagementystems.
17http://www.postgresql.org/
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2.5.2 Java
Java ist eine objektorientierte Programmiersprache. Sie ist plattformunabhängig, so
dass Programme, die in dieser Sprache geschrieben wurden, ohne großen Aufwand
auf allen Computern laufen, die über eine entsprechende Java-Laufzeitumgebung
(„Java-Runtime-Environment“) verfügen. Entwickelt wurde die Sprache Mitte der
90er von der Firma „Sun Microsystems“18. Seither hat die Sprache gerade in Koe-
volution mit dem Internet einen regelrechten „Boom“ erfahren. Mittlerweile ist Java
die am weitesten verbreitete Programmiersprache, wenn man die Anzahl der in Java
geschriebenen „Open-Source“-Projekte als Grundlage verwendet19.
Die Programmiersprache ist stark strukturiert, so sind Klassen beispielsweise in
Paketen angeordnet. Diese Pakete können in neue Projekte integriert werden und er-
möglichen so eine unkomplizierte Einbindung bereits implementierter Funktionen
in die neue Anwendung. Java ist aufgrund seiner umfangreichen Klassenbibliothek
geeignet, um umfangreiche Programme mit graphischer Oberfläche, Webapplika-
tionen, datenbankgestützte Anwendungen und viele weitere Programme zu entwi-
ckeln20.
In der vorliegenden Arbeit wurde Java für alle implementierten Anwendungen als
Programmiersprache eingesetzt.
2.5.3 Das „Java-Package“ JFreeChart
„JFreeChart“ ist eine Java-Programm-Bibliothek, mit deren Hilfe es einfach mög-
lich ist Diagramme zu erstellen, die in jede Applikation eingefügt werden können.
Die Bibliothek ist frei verfügbar, darf allerdings nicht verändert werden (GNU Les-
ser General Public License21). JFreeCharts herausragende Eigenschaften umfassen:
• eine gut dokumentierte Programmierschnittstelle (API), die viele verschiede-
ne Diagrammtypen bietet
• ein flexibles Design, das einfach erweitert werden kann und sowohl für „ser-
verseitige“ als auch „clientseitige“ Applikationen entwickelt wurde
18http://www.sun.com/
19http://www.cs.berkeley.edu/~flab/languages.html
20http://java.sun.com/
21http://www.gnu.org/licenses/lgpl.html
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• Unterstützung für unterschiedliche Ausgabedateitypen zum Beispiel „Swing
components“, verschiedene pixelbasierte Grafiken und verschiedene vektor-
basierte Grafiken
• JFreeChart darf frei und ohne Beschränkungen verwendet werden22
In der vorliegenden Arbeit wurde JFreeChart dazu verwendet, um im Programm
„JCat“ die „codon usage“ über der eingegebenen bzw. optimierten Sequenz darzu-
stellen. Außerdem werden mit Hilfe von JFreeChart experimentelle Metabolomda-
ten, die in der Aspergillus-Datenbank gespeichert sind, dargestellt.
2.5.4 Das Java-Datenbankmanagementsystem HSQLDB
„HSQLDB“ ist ein relationales Datenbankmanagementsystem, das komplett in der
Programmiersprache Java geschrieben ist. Es ist die Fortsetzung eines Projektes das
als „HypersonicSQL“ begonnen wurde und hat daher auch seinen Namen erhalten.
HSQLDB bietet einen JDBC-Treiber, mit dessen Hilfe aus Java-Programmen her-
aus auf die Datenbank zugegriffen werden kann. Die Spezifikation und Syntax der
Datenbank hält sich dabei weitgehend an die offiziell festgelegten Standards „ANSI-
92“ und an Erweiterungen, die unter den Namen „SQL99“ und „SQL2003“ be-
schlossen wurden. Weitere Eigenschaften von HSQLDB sind:
• HSQLDB ist sehr klein und sehr schnell
• Tabellen einer Datenbank können auf der Festplatte gespeichert werden oder
nur im Hauptspeicher gehalten werden
• HSQLDB enthält verschiedene Werkzeuge zum Zugriff oder zur Darstellung
der Daten
• HSQLDB ist komplett frei und ohne Beschränkungen verfügbar
• Quellcode und eine umfangreiche Dokumentation sind ebenfalls verfügbar23
22http://www.jfree.org
23http://hsqldb.org
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Die HSQLDB wurde in der vorliegenden Arbeit eingesetzt, um die relevanten Da-
ten für die Kodonanpassung der Stand-Alone-Version des Programms „JCat“ in die
Applikation zu integrieren.
2.5.5 Java Server Pages (JSP)
„Java Server Pages“ sind ein Framework zur Integration von Java-Code in HTML-
Webseiten. Java Server Pages stellen somit eine Erweiterung von einfachen „Java-
Servlets“ dar, die alle Java-Klassen bezeichnen, deren Instanzen innerhalb eines Ap-
plikationsservers Anfragen von Clients bearbeiten.
Mit der Hilfe von Java Server Pages ist es möglich Webseiten dynamisch zu ge-
stalten und auf diese Weise Daten aus verschiedenen Quellen, wie zum Beispiel
Datenbanken, auf der Webseite darzustellen. Der Code für die Anwendung wird da-
bei direkt in den Quellcode der HTML-Seite eingefügt. Um Java-Code auf einem
Webserver auszuführen verwendet man den „Apache Tomcat“ (siehe 2.5.6, Seite
35).
2.5.6 Apache Tomcat
„Apache Tomcat“ ist ein Programm, das eine Umgebung bereitstellt, die es ermög-
licht Java-Code auf einem Webserver auszuführen und dynamisch generierte Ergeb-
nisseiten dem anfragenden Benutzer zurückzusenden (siehe Abbildung 2.6). Die
Open-Source-Anwendung dient dabei als „Container“, der Java Server Pages und
Java Servlets ausführen kann. In Verbindung mit dem integrierten Webserver kann
Apache Tomcat direkt als Webserver verwendet werden24.
In der vorliegenden Arbeit wurde Apache Tomcat sowohl für den Internetauftritt
der Aspergillus-Datenbank als auch des Programms „JCat“ verwendet.
2.5.7 Simple Object Access Protocol (SOAP)
SOAP ist ein Protokoll zum Austausch von Informationen in einem dezentralisier-
tem, verteiltem Netzwerk. Es handelt sich dabei um ein XML-basiertes Protokoll
das aus drei Teilen besteht:
24http://tomcat.apache.org/
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Abbildung 2.6: Dargestellt ist die Interaktion zwischen Tomcat-Server und Datenbankmana-
gementsystem. Der Benutzer stellt über den Webbrowser eine Anfrage, die an den Tomcat-
Server weitergeleitet wird. Dort wird dann ein Java-Skript ausgeführt, das beispielsweise, wie
hier dargestellt, eine Anfrage an eine Datenbank stellen kann. Das Ergebnis aus der Anfrage
wird anschließend auf dem Tomcat-Server wieder in HTML umgewandelt und zum Aufrufer
zurückgeschickt.
1. ein Rahmenwerk, das beschreibt was in der Nachricht enthalten ist und wie
die Daten verarbeitet werden müssen
2. eine Reihe von Verschlüsselungsregeln, mit deren Hilfe die Instanzen, der von
der Applikation definierten Datentypen, aufgelöst werden können
3. eine Konvention, die festlegt wie entfernte Anfragen verarbeitet und beant-
wortet werden
SOAP kann in Kombination mit vielen verschiedenen Protokollen verwendet wer-
den. Meist werden Anwendungen aber über das Internet mittels „Hypertext Transfer
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Protocol (HTTP)“ miteinander verknüpft25.
In der vorliegenden Arbeit wurde SOAP dazu verwendet, um dynamisch gene-
rierte Stoffwechselwege aus der KEGG-Datenbank auf den Webseiten der Aspergil-
lus-Datenbank darzustellen.
25http://www.w3.org/TR/soap/
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3.1 Die Aspergillus-Datenbank „ANigerDB“
Im Teilprojekt B4 des Sonderforschungsbereichs 578 wird die Systembiologie von
Aspergillus niger untersucht. Ziel ist es ein Modell der Zelle zu entwickeln, mit
dessen Hilfe Vorhersagen gemacht werden können, die eine Optimierung der Pro-
duktion rekombinanter Proteine erlauben.
Als ersten Schritt in diese Richtung kann man die Entwicklung der Aspergillus-
Datenbank betrachten. Ursprünglich beinhaltete diese Datenbank nur die Sequenz
des Aspergillus niger Genoms von Integrated Genomics (siehe 2.2.1.1, Seite 19).
Nachdem aber weitere Genome von A. niger der Öffentlichkeit zugänglich gemacht
wurden, wuchs auch die Anzahl der Genomsequenzen in der Datenbank. Mittler-
weile enthält die Datenbank neben den drei verfügbaren Genomsequenzen von A.
niger auch die Genomsequenzen von weiteren Aspergillus-Gattungen wie A. fumi-
gatus, A. nidulans und A. oryzae. Die Genomsequenzen wurden abhängig von der
Datenlage mit verschiedenen Methoden annotiert und die Ergebnisse dieser Vorher-
sagen wurden anschließend auf den Webseiten der Datenbank dargestellt.
3.1.1 Formale Eigenschaften der Aspergillus-Datenbank
Die Aspergillus-Datenbank verwendet als technischen Rahmen das relationale Da-
tenbankmanagementsystem PostgreSQL. Die Daten werden hier in Tabellen gespei-
chert. Auf einige Besonderheiten des Datenbankschemas wird im folgenden Ab-
schnitt eingegangen.
Datenbankschema
Die Datenbank besteht aus 39 Tabellen, die über 42 Referenzen miteinander ver-
bunden sind. Das Kerngerüst der Datenbank besteht aus den vier Tabellen „Contig“,
„Gene“, „Polypeptide“ und „Protein“. Von diesen Tabellen zweigen sich alle wei-
teren direkt oder indirekt ab. In Abbildung 3.1 sind diese vier Tabellen mit den
wichtigsten Referenzen und betroffenen weiteren Tabellen dargestellt. Die Tabelle
„Contig“ enthält Informationen zu den einzelnen Contigs eines Genoms. Die Tabelle
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Contig
Contig_No
Gene
Gene_No
Protein
Protein_No
Polypeptide
Polypeptide_No
Gene_No
Contig2Gene
Contig_No
Gene_No
Polypeptide2Protein
Polypeptide_No
Protein_No
Exon
Exon_No
Gene_No
RNA
RNA_No
Gene_No
Abbildung 3.1: Dargestellt ist hier das Grundgerüst der Aspergillus-Datenbank „ANigerDB“.
Neben den Tabellennamen sind noch die jeweiligen primären Schlüssel dargestellt. Die Pfeile
stellen Referenzen zwischen den Tabellen dar.
„Contig2Gene“ speichert wo auf dem Contig gefundene Gene liegen. In der Tabelle
„Gene“ sind zusätzliche Informationen zu dem Gen gespeichert. Wenn das potenti-
elle Gen ein Intron enthält, werden die entsprechenden Positionen des Exons in der
Tabelle „Exon“ abgelegt. Handelt es sich bei dem Gen um einen RNA-kodierenden
ORF, so sind Informationen dazu in der Tabelle „RNA“ zu finden. Die Tabelle „Po-
lypeptide“, die direkt mit der Tabelle „Gene“ verbunden ist, enthält die Proteinse-
quenz des potentiellen Gens. Über die Tabelle „Polypeptide2Protein“ ist diese mit
der Tabelle „Protein“ verknüpft. In der Tabelle „Protein“ findet man schließlich In-
formationen zu dem Protein, das aus dem potentiellem Gen folgt.
Ein weiterer wichtiger Bereich der Datenbank enthält die Informationen, die aus
der KEGG-Datenbank integriert wurden (siehe 2.2.2.1, Seite 22). Die wichtigsten
Tabellen hierfür sind „EC“, „Reaction“, „Compound“ und „Pathway“ (siehe Abbil-
dung 3.2). Über die Tabelle „EC2Protein“ werden die Daten der KEGG-Datenbank
mit den Sequenzdaten der Aspergillus-Genome verknüpft. Die Tabelle „EC (Kurz-
form für ‚Enzyme Classification‘)“ enthält Informationen zu den Enzymen. Über
die Tabelle „Reaction2EC“ werden Informationen zu den katalysierten Reaktio-
nen („Reaction“) mit den Enzyminformationen verbunden. In der Tabelle „Com-
pound“ sind Informationen zu den Metaboliten enthalten, die an den Reaktionen als
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Protein
Protein_No
EC
EC_No
Pathway
Pathway_No
Reaction
Reaction_No
EC2Protein
EC_No
Protein_No
EC2Reaction
EC_No
Reaction_NoReaction2Pathway
Reaction_No
Pathway_No
Compound
Compound_No
Compound2Reaction
Compound_No
Reaction_No
Abbildung 3.2: Dargestellt sind hier die Tabellen der Aspergillus-Datenbank „ANigerDB“,
die die metabolischen Daten enthalten. Über die Tabelle „Protein“ werden die Tabellen mit
den Sequenzdaten der Aspergillus-Stämme verknüpft.
Edukte oder Produkte beteiligt sind. Über die Tabelle „Compound2Reaction“ wer-
den sie miteinander verknüpft. In der Tabelle „Pathway“ schließlich sind mehrere
Reaktionen zu verschiedenen Stoffwechselwegen zusammengefasst.
Der dritte Bereich des Datenbankschemas, der hier etwas detaillierter vorgestellt
werden soll, enthält die experimentellen Daten (siehe Abbildung 3.3). Die expe-
Protein
Protein_No
Gene
Gene_No
Microarray
Microarray_No
Experiment
Experiment_No
Compound
Compound_No
Proteingel
Proteingel_No
Metabolomic
Metabolomic_No
Microarray_data
Microarray_No
Gene_No
Proteingel_data
Proteingel_No
Protein_No
Metabolomic_data
Metabolomic_No
Compound_No
Microarray2Experiment
Microarray_No
Experiment_No
Proteingel2Experiment
Proteingel_No
Experiment_No
Metabolomic2Experiment
Metabolomic_No
Experiment_No
Abbildung 3.3: Dargestellt sind hier die Tabellen der Aspergillus-Datenbank „ANigerDB“,
die die experimentellen Daten enthalten.
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rimentellen Daten lassen sich zunächst in die Bereiche Transkriptom-, Proteom-
und Metabolomdaten unterteilen. Zum Speichern allgemeiner Informationen die-
nen die Tabellen „Microarray“, „Proteingel“ und „Metabolomic“. Um diese spe-
ziellen Experimente in einen größeren Kontext stellen zu können, verschiedene
Experimente zusammenfassen zu können und allgemeinere Informationen zu dem
durchgeführten Experiment speichern zu können, wurde die übergeordnete Tabel-
le „Experiment“ angelegt. Die untergeordneten Tabellen sind mittels der Verknüp-
fungstabellen „Microarray2Experiment“, „Proteingel2Experiment“ und „Metabolo-
mic2Experiment“ miteinander verbunden. Die eigentlichen Daten schließlich be-
finden sich in den Tabellen „Microarray_data“, „Proteingel_data“ und „Metabolo-
mic_data“. Diese Tabellen enthalten jeweils eine Referenz zu dem entsprechenden
Experiment, also „Microarray“, „Proteingel“ oder „Metabolomic“ und eine Refe-
renz zu dem beeinflussten Datenbankobjekt „Gene“, „Protein“ oder „Compound“.
3.1.2 Annotation der Aspergillus niger Stämme ATCC 1015 und NRRL3
mit verschiedenen Methoden
In der Aspergillus-Datenbank befinden sich die Genomsequenzen verschiedener
Aspergillus-Arten. So weit es möglich war, wurden bereits bestehende Annotatio-
nen übernommen. Für die A. niger-Stämme ATCC 1015, der vom Joint Genome
Institute sequenziert wurde (siehe 2.2.1.2, Seite 20) und NRRL3, der von der Firma
Integrated Genomics sequenziert wurde (siehe 2.2.1.1, Seite 19), wurden im Rah-
men dieser Arbeit die Sequenzen neu annotiert.
3.1.2.1 Annotation mit Hilfe von BLAST und GlimmerHMM
Die Annotation einer Genomsequenz mit Hilfe von BLAST und GlimmerHMM
erfolgt in zwei Etappen:
1. Vorhersage der „Open Reading Frames (ORF)“ aus der Nukleotidsequenz
2. Analyse der ORFs mittels Homologiesuche
Für die Vorhersage von ORFs aus der Sequenz wurde das Programm GlimmerHMM
verwendet. Als Modell für die Vorhersage wurde ein Modell gewählt, das mit Genen
aus verschiedenen Aspergillus-Arten erstellt wurde (siehe 2.1.1, Seite 15).
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Die Homologiesuche wurde mittels des Programms BLAST durchgeführt (siehe
2.1.2, 16). Als Referenzdatenbank für diese Suche wurden alle Proteine der Swiss-
Prot-TrEMBL-Datenbank verwendet (2.2.2.2, Seite 22). In Abbildung 3.4 ist diese
Abbildung 3.4: Dargestellt ist die Vorhersage von Genen in einer Nukleotidsequenz mit Hilfe
von BLAST und GlimmerHMM.
Vorgehensweise schematisch dargestellt. Die Verknüpfung der aufeinander folgen-
den Annotationsschritte, wurde mittels Java-Programmen und der Aspergillus-Da-
tenbank realisiert. Es wurden zwei Programme entwickelt, die den jeweiligen Aus-
gabestrom von GlimmerHMM und BLAST analysieren („parsen“) und die Ergeb-
nisse in die Datenbank schreiben. UML-Diagramme, die diese beiden Programme
beschreiben sind im Anhang zu finden.
Nachdem die vorhergesagten ORFs mit BLAST analysiert wurden, wurde ei-
ne weitere Analyse der ORFs mit dem Programm tRNAscan-SE durchgeführt, um
tRNA-kodierende Gene zu finden, die mittels BLAST nicht gefunden werden kön-
nen.
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3.1.2.2 Annotation mit Hilfe von metaSHARK
Die Genomsequenzen der A. niger-Stämme ATCC 1015 und NRRL3 wurden neben
der oben beschriebenen Methode zusätzlich mit dem Programmpaket metaSHARK
analysiert (siehe 2.1.3, Seite 17). Mit Hilfe des Programms metaSHARK ist es mög-
lich das metabolische Netzwerk aus der Genomsequenz von A. niger direkt abzulei-
ten, da alle notwendigen Programme direkt aus dem Paket heraus aufgerufen wer-
den. Ein Vorteil der Methode ist außerdem, dass aufgrund der Funktionsweise der
Analyse auch potentielle Proteine gefunden werden, wenn diese nicht komplett auf
der Sequenz liegen. Das kann beispielsweise dann der Fall sein, wenn ein Gen zwi-
schen zwei Contigs liegt. Als Ergebnis wird eine Datei im XML-Format generiert,
die mittels eines Java-Programms „geparst“ und in die Datenbank geschrieben wur-
de. Ein Beispieleintrag aus dieser Datei ist im Anhang zu finden.
3.1.2.3 Integration der Daten aus der KEGG-Datenbank
Um das metabolische Netzwerk für die annotierten Organismen zu erstellen, wur-
den anschließend noch die Informationen der KEGG-Datenbank in die Aspergil-
lus-Datenbank integriert. Die Datenbankstruktur wurde dabei weitgehend von den
Dateien der KEGG-Datenbank vorgegeben (siehe Abbildung 3.2, Seite 41). Für die
das Auslesen der einzelnen Dateien und die Übertragung in die Datenbank wurde
ebenfalls ein Java-Programm entwickelt, dessen UML-Diagramm sich im Anhang
befindet. Beispieleinträge der Dateien „ECTable“, „Compound“ und „Reaction be-
finden sich ebenfalls im Anhang.
3.1.3 Vergleich der Annotationen der Aspergillus niger-Stämme
Aufgrund der unterschiedlichen Annotationsmethoden ergeben sich tum Teil größe-
re Unterschiede bei Anzahl und Art der gefundenen Gene und der daraus abgeleite-
ten Proteine und Enzyme. In Tabelle 3.1 sind die Ergebnisse für die Annotationen
der unterschiedlichen A. niger-Genome dargestellt. Wie bereits in Abschnitt 3.1.2.2
beschrieben, liefert die Annotation einer DNA-Sequenz mit metaSHARK auch po-
tentielle Proteine, wenn deren Sequenzen unvollständig sind. Diese erhöhte Sensi-
tivität ist auf die besondere Art der Suche zurückzuführen, bei der die Motive der
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Tabelle 3.1: Ergebnisse der Annotation von Aspergillus niger mit verschiedenen Methoden.
S/    
A G P tRNA E
A. niger ATCC1015 8946 8674 272 809
(BLAST/GlimmerHMM)
A. niger ATCC1015 3282 3282 n. v. 1295
(metaSHARK)
A. niger NRRL3 12668 12441 227 759
(BLAST/GlimmerHMM)
A. niger NRRL3 3255 3255 n.v. 1257
(metaSHARK)
Proteine auch in Nukleotidsequenzen gefunden werden können, wenn beispielswei-
se der vordere oder der hintere Teil der Sequenz nicht vorliegt (siehe 2.1.3, Seite
17). Im Gegensatz dazu liefert die Annotation einer Sequenz mit Hilfe von BLAST
und GlimmerHMM nur dann einen Treffer, wenn die gesamte Nukleotidsequenz in-
klusive Start- und Stopkodon vorliegt. Andererseits erfolgt bei der Analyse einer
Sequenz mit metaSHARK nur dann einen Treffer, wenn sich aus der gefundenen
Sequenz ein Enzym ableiten lässt. Gene, die für tRNAs kodieren, wurden für die
Sequenzen, die mit metaSHARK analysiert wurden, nicht vorhergesagt. In der An-
zahl der Treffer drücken sich diese Unterschiede aus. Während die Annotation mit
BLAST und GlimmerHMM für die Stämme ATCC 1015 und NRRL3 drei- bis vier-
mal so viele Gene liefert, wird auf Grund der Anzahl, der gefundenen potentiellen
Enzyme deutlich, dass metaSHARK für diesen Bereich der Vorhersage wesentlich
spezifischere Ergebnisse liefert. Vergleicht man die mit BLAST und GlimmerHMM
durchgeführte Annotation der Sequenz des Stamms NRRL3 mit der des Stamms
ATCC 1015 fällt auf, dass bei der zuerst genannten Sequenz deutlich mehr Gene
lokalisiert werden können. Wenn man jedoch die Anzahl der vorausgesagten di-
stinkten Enzyme aus dieser Sequenz mit in die Betrachtung einbezieht, zeigt sich,
dass diese Sequenz nicht unbedingt vollständiger ist. Da die beiden Sequenzen nur
vorläufigen Charakter haben, sind Teilbereiche des Genoms vermutlich mehrfach
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sequenziert worden. Diese Bereiche sind aus der unfertigen Sequenz noch nicht
gelöscht worden und liefern entsprechend mehrfach dieselben vorhergesagten po-
tentiellen Enzyme. Abbildung 3.5 zeigt ein Venn-Diagramm, das die Unterschiede
Abbildung 3.5: Dargestellt ist hier ein Venn-Diagramm, das die Verteilung der
Enzyme, nach EC-Nummern klassifiziert, für die annotierten Aspergillus niger
Stämme zeigt. Die Darstellung ist angelehnt an VENNY(Oliveros J.C. (2007)
http://bioinfogp.cnb.csic.es/tools/venny/index.html).
zwischen den gefundenen Enzymen graphisch darstellt. Ein großer Teil der Enzyme
konnte mit beiden Annotationsmethoden in beiden A. niger-Stämmen vorhergesagt
werden. Die beiden Annotationen mit metaSHARK weisen die größte Menge ge-
meinsamer vorhergesagter Enzyme auf. Ein Rest von mehr als hundert Enzymen
konnte jedoch nur in dem Stamm ATCC 1015 gefunden werden. Ein Vergleich die-
ser beiden Stämme in der Annotation mit Blast und Glimmer zeigt ebenfalls diese
Unterschiede. Der größte Teil, der mit dieser Annotationsmethode vorhergesagten
Enzyme, konnte zwar für beide Stämme vorhergesagt werden, aber auch hier bleibt
ein Rest von mehr als hundert vorhergesagten Enzymen, die nur in dem Stamm
ATCC 1015 gefunden werden konnten. Deutlich werden hier auch noch einmal die
zum Teil unterschiedlichen Ergebnisse der beiden Annotationsmethoden. So wer-
den ca. 150 Enzyme, die in der Sequenz des Stamms ATCC 1015, der mit Hilfe von
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BLAST und GlimmerHMM annotiert wurde, gefunden, diese aber nicht gefunden,
wenn die Sequenz mit metaSHARK annotiert wurde. Auffällig ist in diesem Zusam-
menhang ebenfalls, dass die Annotationen der A. niger-Stämme mit metaSHARK
die jeweils größten Mengen exklusiv vorhergesagter Enzyme aufweisen. Während
die mit BLAST und GlimmerHMM annotierten Sequenzen hier für beide Stämme
nur ca. 30 Enzyme aufweisen, lassen sich bei den mit metaSHARK annotierten Se-
quenzen für NRRL3 71 Enzyme und für ATCC 1015 111 Enzyme vorhersagen, die
jeweils nur in dieser Sequenz gefunden wurden. In Tabelle 3.2 sind beispielhaft fünf
Stoffwechselwege und die Anzahl der annotierten Enzyme für die einzelnen A. ni-
ger-Stämme dargestellt. Auch hier zeigt sich, dass die Annotation mit metaSHARK
Tabelle 3.2: Anzahl gefundener Enzyme für einige beispielhafte Stoffwechselwege verschie-
dener Aspergillus niger Stämme.
S ATCC1015 ATCC1015 NRRL3 NRRL3
(A  E) (BLAST/G) (SHARK) (BLAST/G) (SHARK)
Glykolyse (42) 20 32 24 28
Citratzyklus (25) 14 17 14 17
Atmungskette (36) 14 17 14 18
Glycin-, Serin-, 32 41 30 38
Threonin-
Metabolismus (59)
Cystein- 10 11 8 11
Metabolismus (21)
die meisten Enzyme findet. Die mit BLAST und GlimmerHMM annotierten Stäm-
me zeigen hier nur geringe Unterschiede. Der Stamm ATCC 1015 weist allerdings
für die gezeigten Stoffwechselwege, sowohl in der Annotation mit metaSHARK als
auch in der Annotation mit BLAST und GlimmerHMM, geringfügig mehr Enzyme
auf, als der Stamm NRRL3 (siehe dazu auch Tabelle 3.1, Seite 45).
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3.1.4 Ein kurzer Vergleich der unterschiedlichen Aspergillus-Arten
Die Aspergillus-Datenbank enthält neben den A. niger-Genomsequenzen auch die
Sequenzen der Genome von A. fumigatus, A. nidulans und A. oryzae. Die einzelnen
Aspergillus-Arten unterscheiden sich zum Teil erheblich in Verhalten, bevorzug-
ten Umweltbedingungen und metabolischen Eigenschaften (siehe 1.4, Seite 6). Am
deutlichsten sollten die Unterschiede der Aspergillus-Arten in den annotierten En-
zymen erkennbar sein, da diese die Lebensbedingungen des Organismus letztend-
lich bestimmen. Die Anzahl der vorhergesagten Gene und der potentiellen Enzyme,
der noch nicht beschriebenen Aspergillus-Arten der Datenbank, sind in Tabelle 3.3
angegeben. Die Annotation wurde dabei für A. fumigatus, A. nidulans und A. ory-
Tabelle 3.3: Vorhergesagte Gene und potentielle Enzyme der Aspergillus-Arten in der Asper-
gillus-Datenbank.
Aspergillus-A  G  E
A. fumigatus 9887 900
A. nidulans 10680 929
A. oryzae 12063 942
zae von der jeweiligen Projektgruppe übernommen (siehe 2.2.1, Seite 19). Ein Ver-
gleich der Enzyme der Aspergillus-Arten ist in Abbildung 3.6 als Venn-Diagramm
dargestellt. Für A. niger wurde der Stamm ATCC 1015, der mit BLAST und Glim-
merHMM annotiert wurde, als Referenz gewählt. Zu erkennen ist, dass der größte
Teil der Enzyme, nämlich 527, in den Nukleotidsequenzen aller vier Arten gefun-
den werden kann. Die meisten Enzyme, die nur in einer einzigen Aspergillus-Art
gefunden werden, sind die Enzyme von A. niger. Hier finden sich 189 Enzyme, die
A. niger exklusiv für sich beansprucht. Die anderen drei Aspergillus-Arten weisen
jeweils nur ca. 20 - 40 exklusive Enzyme auf. Ein ähnliches Bild zeigt sich auch bei
dem Vergleich von jeweils einer weiteren Aspergillus-Art mit A. niger. Hier liegt die
Anzahl gemeinsamer Enzyme zwischen 564 und 584. Die Anzahl gemeinsamer En-
zyme von jeweils zwei anderen Aspergillus-Arten dagegen liegt zwischen 833 und
852. Gründe dafür können neben den bereits erwähnten Unterschieden in den Le-
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Abbildung 3.6: Dargestellt ist hier ein Venn-Diagramm, das die Verteilung der Enzyme, nach
EC-Nummern klassifiziert, für alle Aspergillus-Arten der Datenbank zeigt. Als Referenz für
A. niger wurde der mit Hilfe von BLAST und GlimmerHMM annotierte Stamm ATCC 1015
verwendet.
bensbedingungen und daraus resultierenden Unterschieden im Metabolismus auch
in der Methodik der Annotation zu finden sein. So wurden die Genomsequenzen
von A. fumigatus, A. nidulans und A. oryzae in enger Kooperation sequenziert, ana-
lysiert und schließlich auch gemeinsam publiziert [27, 58, 51]. In Tabelle 3.4 sind
die Stoffwechselwege dargestellt, für die in einer oder mehreren Aspergillus-Arten
keine Enzyme annotiert werden konnten, wohingegen für mindestens eine ande-
re Aspergillus-Art der Datenbank mindestens ein Enzym gefunden werden konn-
te. Auffällig ist, dass anscheinend nur A. niger einen Teil, der für den Abbau von
Ethylbenzen notwendigen Satz, von Enzymen besitzt. Der weitaus größte Anteil,
der Stoffwechselwege ist aber scheinbar in allen Aspergillus-Arten, wenigstens ru-
dimentär, vorhanden. Neben den hier dargestellten acht Stoffwechselwegen, werden
in der KEGG-Datenbank nämlich mehr als 110 Stoffwechselwege unterschieden,
für die in den Sequenzen der Aspergillus-Stämme der Datenbank ein oder mehrere
Enzyme vorhergesagt werden konnten. Die meisten Stoffwechselwege, die in der
Tabelle aufgeführt sind, bestehen jedoch nur aus wenigen Enzymen, so dass die
Aussagekraft dieser Unterschiede eher gering ist, denn ein einzelnes Enzym kann
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Tabelle 3.4: Stoffwechselwege, für die nicht in allen Aspergillus-Arten der Aspergillus-
Datenbank Enzyme in der jeweiligen Genomsequenz lokalisiert werden konnten. Die Be-
zeichnung der Stoffwechselwege ist der KEGG-Datenbank entnommen.
S A   E
(Anzahl der Gesamtenzyme) A. niger A. fumigatus A. nidulans A. oryzae
Ethylbenzene degradation (6) 4 0 0 0
Biosynthesis of 12-, 14- 1 0 1 1
and 16-membered
macrolides (3)
Monoterpenoid 0 0 0 1
biosynthesis (17)
3-Chloroacrylic acid 2 2 2 0
degradation (2)
Tetrachloroethene 1 0 0 0
degradation (3)
Puromycin biosynthesis (1) 0 0 0 1
Biosynthesis of vancomycin 1 0 0 0
group antibiotics (1)
Bisphenol A degradation (1) 0 0 1 1
unter Umständen bei verschiedenen Methoden der Annotation übersehen werden.
3.1.5 Experimentelle Daten in der Datenbank
Neben den Sequenzdaten und den daraus abgeleiteten Informationen werden in der
Aspergillus-Datenbank auch experimentelle Daten von A. niger verwaltet, die in-
nerhalb des SFB 578 generiert werden. Die experimentellen Daten sind zu diesem
Zweck in die Bereiche „Microarray“, „Proteingel“ und „Metabolomic “ unterteilt
(siehe 3.1.1, Seite 39). Momentan befinden sich in der Datenbank experimentelle
Datensätze zu metabolischen und transkriptionellen Experimenten. Die Experimen-
te sind mit dem A. niger Stamm CBS 513.88 verbunden, der im Januar 2007 ver-
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öffentlicht wurde [59]. Das hat einen entscheidenden Vorteil, denn die Microarray-
Chips, die von dem „MicroArray Department, Universiteit van Amsterdam“1 stam-
men, basieren genau auf diesem Stamm. Da die bestehende Annotation für diesen
Stamm übernommen wurde, ist auf diese Art eine Verknüpfung zwischen sämtli-
chen ORFs, die mit dem Chip analysiert werden können, und den Daten der Daten-
bank möglich. Zum Zeitpunkt der Erstellung der Arbeit befinden sich die in Tabelle
3.5 dargestellten Experimente in der Datenbank. Während auf die Transkriptions-
Tabelle 3.5: Experimentelle Daten der Aspergillus-Datenbank. Die Daten stammen aus Expe-
rimenten, die am Institut für Mikrobiologie und am Institut für Bioverfahrenstechnik durch-
geführt wurden.
B B
Myzel- vs. 4 Microarray Chips
Pelletwachstum (35h Mycel, 35h Pellet, 70h Mycel und 70h Pellet)
Exponentielle vs. 2 Microarray Chips
stationäre Wachstumsphase (45h Pellet und 90h Pellet)
Myzel- vs. 4 metabolische Datensätze
Pelletwachstum (35h Mycel, 35h Pellet, 70h Mycel and 70h Pellet)
Verschiedene 8 Metabolische Datensätze unterschiedliche
Kultivierungsbedingungen Kultivierungsbedingungen bzgl. C-Quelle, pH,
fed-batch oder kontinuierliche Kultivierung
daten als Tabelle über die Webseiten der Aspergillus-Datenbank zugegriffen werden
kann, steht für den Zugriff auf die metabolischen Datensätze auch eine graphische
Darstellung zur Verfügung (siehe 3.1.6, Seite 51).
3.1.6 Webinterface der Aspergillus-Datenbank
In der Aspergillus-Datenbank sind Sequenzdaten von vier verschiedenen Asper-
gillus-Arten gespeichert und zusätzlich die Sequenzdaten von drei verschiedenen
1http://www.micro-array.nl
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Aspergillus niger-Stämmen. Die gesammelten Informationen werden unter der In-
ternetadresse http://www.jcat.de/ANigerWeb bereitgestellt. Insgesamt können
dort Informationen von sieben unterschiedlichen Systemen abgerufen werden. Pri-
mär ist die Seite in drei Bereiche unterteilt:
1. StartQuery - Bereich, von dem aus Informationen zu Proteinen, Genen, Con-
tigs oder Stoffwechselwegen abgefragt werden können.
2. BLAST - Bereich, in dem die Aspergillus-Sequenzen mit Hilfe des BLAST-
Algorithmus durchsucht werden können.
3. Experimental Data - Bereich, in dem die experimentellen Daten abgerufen
werden können.
In Abbildung 3.7 ist die Startseite zu der Aspergillus-Datenbank dargestellt. Neben
Abbildung 3.7: Dargestellt ist die Startseite der Aspergillus-Datenbank. Die Datenbank ist
unter der Adresse http://www.jcat.de/ANigerWeb verfügbar.
den Nukleotidsequenzen der Contigs und Gene und den Aminosäuresequenzen der
vorhergesagten Proteine können alle Sequenzen mittels BLAST-Suche analysiert
werden. Die experimentellen Daten der Transkriptionsexperimente werden in tabel-
larischer Form dargestellt. Die Messergebnisse von metabolischen Experimenten
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Abbildung 3.8: Dargestellt sind Messungen von Aminosäuren aus einer kontinuierlichen Kul-
tivierung von A. niger (550 rpm, pH-Wert 3 auf Glukose). Die Kultivierung erfolgte am In-
stitut für Bioverfahrenstechnik. Metabolite wurden am Institut für Mikrobiologie analysiert.
können, wie bereits erwähnt, auch graphisch dargestellt werden. In Abbildung 3.8
ist als Beispiel eine Messung von verschiedenen Metaboliten gezeigt.
Darstellung von Stoffwechselwegen mit Hilfe der KEGG-Datenbank
Durch eine von der KEGG-Datenbank angebotene SOAP-Schnittstelle ist es mög-
lich Daten zur Laufzeit eines Programms aus der Datenbank abzurufen und weiter-
zuverarbeiten. Zu diesem Zweck wird einfach ein Java-Paket in das Programmpaket
integriert, mit dessen Hilfe dann verschiedene Möglichkeiten zum Zugriff auf die
KEGG-Datenbank bereitgestellt werden. Neben der Abfrage von Informationen zu
Genen, Proteinen, Metaboliten, etc. besteht die Möglichkeit sich Stoffwechselwe-
ge generieren zu lassen, in denen beliebige Enzyme und Metabolite farbig markiert
werden. Auf diese Weise ist es möglich für die verschiedenen Aspergillus-Arten
der Datenbank individuelle Stoffwechselwege darzustellen, je nach dem welche En-
zyme in dem jeweiligen Organismus gefunden wurden. In den generierten Stoff-
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Abbildung 3.9: Dargestellt ist der „Arginin und Prolin Metabolismus“ von A. niger ATCC
1015, der mit BLAST und GlimmerHMM annotiert wurde. Für die markierten Enzyme konn-
ten Gene in dem Organismus gefunden werden. Die markierten Metabolite stellen solche dar,
die in Experimenten inzwischen identifiziert werden können. Die Karte stammt aus der „Kyo-
to Encyclopedia of Genes and Genomes“.
wechselwegen werden außerdem die Metabolite farblich hervorgehoben, die bei den
metabolischen Experimenten identifiziert werden konnten. In Abbildung 3.9 ist der
Stoffwechselweg für den Arginin- und Prolinstoffwechsel als Beispiel dargestellt.
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3.1.7 Kurze Zusammenfassung der Aspergillus-Datenbank „ANigerDB“
Die Aspergillus-Datenbank „ANigerDB “, bietet Genomdaten zu den Aspergillus-
Arten A. niger, A. fumigatus, A. nidulans und A. oryzae. Von den Genomdaten
wurden mit Hilfe verschiedener Werkzeuge und Datenbanken die metabolischen
Netzwerke abgeleitet. Die „ANigerDB “ wird zur Verarbeitung von Transkriptom-,
Proteom- und Metabolomdaten verwendet. Mittels eines benutzerfreundliches We-
binterfaces, das unter der Adresse http://www.jcat.de/ANigerWeb verfügbar
ist, können die Daten abgerufen und gegebenenfalls verändert werden.
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3.2 Java Codon Adaptation Tool (JCat)
Im Rahmen dieser Arbeit wurde das, in der Programmiersprache Java geschriebene,
Programm „JCat - Java Codon Adaptation Tool“ entwickelt. Das Programm ermög-
licht die Anpassung der „codon usage“ einer Gensequenz an ein neues Umfeld, um
Proteine mit der Hilfe eines Wirtsorganismus herzustellen. Das Programm kann auf
zwei Arten verwendet werden, als
Anwendung im Internet, die unter der Adresse http://www.jcat.de zur
Verfügung steht und als
eigenständiges Programm, das für Windows und Linux unter der oben an-
gegebenen Adresse heruntergeladen werden kann.
In diesem Abschnitt wird zunächst die Funktionsweise der Kodonadaptierung be-
schrieben. Weiterhin wird auf spezielle Funktionen eingegangen, die bei der Anpas-
sung der Sequenz optional gewählt werden können. Als letztes werden die beiden
Anwendungsoberflächen, auch als „GUIs - Graphical User Interface“ bezeichnet,
vorgestellt.
3.2.1 Anpassung der „codon usage“
Als Anpassung der „codon usage“ werden die Schritte bezeichnet, die notwendig
sind, um eine fremde Gensequenz, mit für den Wirtsorganismus unüblichen Kod-
ons, an die „codon usage“ im Wirt anzupassen. Dieser Prozess kann in zwei Teile
gegliedert werden:
1. Einlesen der Sequenz und gegebenenfalls Übersetzung der Sequenz in eine
Aminosäuresequenz.
2. Optimierung der Sequenz und Ausgabe des Ergebnisses.
Im ersten Schritt wird die Sequenz eingelesen. Falls die Sequenz keine Aminosäu-
resequenz ist, wird sie direkt in eine solche umgewandelt. Im nächsten Schritt wird
für jede eingelesene Aminosäure das Kodon im ausgewählten Organismus gesucht,
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Abbildung 3.10: Dargestellt ist die zweiphasige Anpassung der „codon usage“ einer DNA-
Sequenz. Die Translation der DNA-Sequenz und die Anpassung erfolgt mit Hilfe von vorbe-
rechneten Daten, die in einer relationalen Datenbank gespeichert sind.
das für die Aminosäure die beste „Relative Adaptiveness (wi j)“ aufweist und so-
mit optimal ist. Dieses Kodon wird dann an die neue DNA-Sequenz angehängt.
Wenn die gesamte Sequenz durchlaufen wurde, wird die angepasste DNA-Sequenz
ausgegeben. In Abbildung 3.10 ist der Anpassungsprozess schematisch dargestellt.
Daten, wie zum Beispiel welches Kodon für die entsprechende Aminosäure in dem
betrachteten Organismus das optimale ist, sind in einer Datenbank abgelegt, die im
Hintergrund des Programms läuft.
3.2.2 Weitere Optionen bei der Anpassung der „codon usage“
Neben der einfachen Anpassung der „codon usage“ bietet das Programm JCat wei-
tere Funktionen, die während des Prozesses berücksichtigt werden können. Die zu-
sätzlichen Optionen dienen vor allem dazu unerwünschte Motive oder Sequenzab-
schnitte in der optimierten Sequenz zu vermeiden oder bieten erweiterte Funktionen
bei der Ein- oder Ausgabe der Sequenz. Im Folgenden werden diese zusätzlichen
Funktionen vorgestellt:
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3.2.2.1 Der genetische Code der Eingabesequenz
Da der genetische Code bei einigen Organismen und Zellorganellen geringfügig
vom Standardcode abweichen kann, wurde in das Programm JCat eine Option in-
tegriert, die es ermöglicht auch DNA-Sequenzen mit einem abweichenden Code
einzulesen. Insgesamt stehen 17 verschiedene Translationstabellen zur Verfügung,
die aus Dateien des NCBI ausgelesen wurden (siehe 2.4.3, Seite 30). Wird ein an-
derer Code als der Standardcode gewählt, ändert sich an der oben beschriebenen
Vorgehensweise der Anpassung im Grunde genommen nichts, außer dass die Trans-
lation der eingegebenen DNA-Sequenz in eine Aminosäuresequenz nicht mit Hilfe
der Standardcodetabelle erfolgt, sondern mit Hilfe der ausgewählten Tabelle. Die
Anpassung der „codon usage“ an den Wirtsorganismus erfolgt dann analog zu der
oben beschriebenen Methode.
3.2.2.2 Vermeidung Rho-unabhängiger Transkriptionsterminatoren
Die Vermeidung Rho-unabhängiger Transkriptionsterminatoren spielt eine heraus-
ragende Rolle unter den zusätzlichen Optionen des Anpassungsprozesses. Die zu-
fällige Insertion einer solchen Struktur in die optimierte Sequenz führt nämlich zu
einem Abbruch der Transkription, so dass kein Protein gebildet wird. Wenn diese
Option ausgewählt ist, werden mehrere Schritte in die Anpassung eingefügt:
1. Vorhersage von Transkriptionsterminatoren
2. Wenn ein Treffer erfolgt, Anpassung des entsprechenden Bereichs unter Ver-
wendung von „suboptimalen“ Kodons
3. Erneute Vorhersage von Transkriptionsterminatoren für den entsprechenden
Bereich
4. Zwischenspeichern der optimierten Sequenz, die jetzt keinen mehr Transkrip-
tionsterminator enthält
5. Auswahl der optimalen Sequenz unter Verwendung des CAI-Wertes
Transkriptionsterminatoren werden nach der in Abschnitt 2.3.3, Seite 26 beschrie-
benen Methode vorhergesagt. Wie die Vorhersage erfolgt auch die anschließende
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Abbildung 3.11: Dargestellt ist die Eliminierung von unerwünschten Restriktionsenzymbin-
destellen oder Transkriptionsterminatoren in kodonoptimierten DNA-Sequenzen. Zunächst
wird der zu optimierende Bereich festgelegt. Anschließend werden alle Kodons in diesem
Bereich mit Kodons ausgetauscht, die für dieselbe Aminosäure kodieren. Wird dann das Mus-
ter nicht mehr in der neuen Teilsequenz gefunden, wird diese Sequenz zwischengespeichert.
Nachdem alle Kombinationen getestet wurden, wird mit Hilfe des CAI überprüft, welche
Sequenz am besten an den Wirtsorganismus angepasst ist. Diese Sequenz wird dann zurück-
gegeben.
Optimierung, sofern ein Treffer erfolgt, in zwei Teilen. Zunächst wird versucht die
„Haarnadelstruktur“ aufzulösen, indem alle Kodons, die im Bereich dieser Struktur
liegen, gegen alle anderen möglichen Kodons ausgetauscht werden, die jeweils für
dieselbe Aminosäure kodieren müssen. Die so optimierten Teilsequenzen werden
erneut daraufhin überprüft, ob sie, laut dem angegebenen Modell, noch eine Haar-
nadelstruktur ausbilden. Kann keine Haarnadelstruktur mehr gefunden werden, wird
diese Teilsequenz gespeichert. Nachdem alle möglichen Kombinationen der Kodons
überprüft wurden, wird anschließend mit Hilfe des CAI ermittelt, welche Teilse-
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quenz am besten an die „codon usage“ des Wirtsorganismus angepasst ist. In Abbil-
dung 3.11 ist die allgemeine Vorgehensweise der Eliminierung von unerwünschten
Sequenzmotiven oder Sequenzmustern dargestellt. Im nächsten Schritt erfolgt dann
die Optimierung des Uracil-reichen Bereichs „downstream“ der Haarnadelstruktur.
Die Optimierung erfolgt dabei in ähnlicher Weise wie die Eliminierung der Haar-
nadelstruktur. Alle Kodons in dem fraglichen Bereich werden ausgetauscht und die
resultierende Teilsequenz zwischengespeichert, sofern sie nicht mehr dem in Ab-
schnitt 2.3.3 beschriebenen Kriterium für diesen Bereich entspricht. Nachdem auch
hier alle möglichen Kombinationen überprüft wurden, entscheidet auch für diese
Teilsequenz der CAI darüber, welche Sequenz ausgegeben wird. Nachdem die bei-
den optimierten Sequenzen miteinander kombiniert wurden und in die Gesamtse-
quenz integriert wurden, erfolgt die Ausgabe der angepassten Sequenz.
3.2.2.3 Vermeidung prokaryotischer Ribosomenbindestellen
(Shine-Dalgarno-Sequenz)
Die Ribosomenbindestelle, die in Prokaryonten auch als Shine-Dalgarno-Sequenz
bezeichnet wird, ist ein Sequenzmotiv, das sich zwischen sechs und neun Nukleo-
tide vor dem Startpunkt der Translation befindet. Die Konsensussequenz für Esche-
richia coli lautet: ‚AGGAGG‘. In Abbildung 3.12 ist eine schematische Darstellung
der Ribosomenbindestelle dargestellt. Um Probleme bei der Translation einer an-
Abbildung 3.12: Schema der prokaryotischen Ribosomenbindestelle.
gepassten Sequenz zu vermeiden und die Synthese von unvollständigen Proteinen
zu verhindern, kann in JCat eine Option gewählt werden, die es erlaubt, die ange-
passte Sequenz auf dieses Motiv zu untersuchen und gegebenenfalls zu verhindern.
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Die Optimierung der Sequenz läuft dabei in ähnlicher Weise ab, wie bereits bei der
Vermeidung von rho-unabhängigen Transkriptionsfaktoren beschrieben. Zunächst
wird überprüft, ob sich ein solches Muster in der angepassten Sequenz befindet.
Wenn ein Treffer erfolgt werden die Kodons innerhalb der Konsensussequenz mit
anderen Kodons ausgetauscht, die für dieselbe Aminosäure kodieren. Anschließend
wird eine erneute Überprüfung der Sequenz durchgeführt. Wird keine Ribosomen-
bindestelle mehr gefunden, wird diese Sequenz zwischengespeichert. Die am besten
an den Wirtsorganismus angepasste Nukleotidsequenz wird auch hier mit Hilfe der
Berechnung des CAI für die Sequenz ermittelt. Die am besten angepasste Sequenz,
die jetzt keine Ribosomenbindestelle mehr enthält, wird dann zurückgegeben.
3.2.2.4 Vermeidung spezieller Restriktionsenzymbindestellen
Bestimmte Erkennungssequenzen von Restriktionsenzymen sind in der angepassten
Sequenz nicht erwünscht, da sie möglicherweise während des „Klonierens“ der Se-
quenz in die „Multiple Cloning Site“ eines Vektors stören. Zur Vermeidung dieser
Sequenzmotive wurden Dateien aus der REBASE-Datenbank, die Informationen zu
Restriktionsenzymen enthält, ausgelesen und in das Programm JCat integriert (siehe
2.4.4, Seite 30). Zur Optimierung wird eine einfache Mustersuche mit der Erken-
nungssequenz des ausgewählten Restriktionsenzyms auf der angepassten Sequenz
durchgeführt. Wird die Erkennungssequenz in der angepassten Sequenz gefunden,
werden die Kodons in diesem Bereich gegen andere Kodons ausgetauscht, die für
dieselbe Aminosäure kodieren. Eine erneute Suche sollte dann kann keine Binde-
stelle mehr für dieses Restriktionsenzym enthalten. Alle möglichen Kombinationen
der Kodons werden getestet und letztendlich wird auch hier die Sequenz zurückge-
geben, deren „codon usage“ am besten an den Wirtsorganismus angepasst ist.
3.2.2.5 Unvollständige Anpassung der „codon usage“ der eingegebenen
Sequenz
Neben der Anpassung aller Kodons der eingegebenen Sequenz an die „codon usa-
ge“ des Wirtsorganismus, gibt es auch die Möglichkeit nur die Kodons anzupassen,
die besonders selten in dem Wirtsorganismus verwendet werden. Zu diesem Zweck
wurde ein „Cutoff-Value“ der „Relative Adaptiveness (wi j)“ für das jeweilige Ko-
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don auf ‚0,1‘ festgelegt. Alle Kodons die einen Wert unterhalb des Cutoff-Values
aufweisen, werden gegen das jeweils optimale Kodon ausgetauscht. In der Sequenz,
die schließlich zurückgeliefert wird, sind die Kodons, die nicht mehr der ursprüng-
lichen Sequenz entsprechen markiert.
Diese Option kann dazu verwendet werden, um eine unangepasste Sequenz, die
in einen Wirtsorganismus „kloniert“ werden soll, anzupassen, ohne dass die gesam-
te Sequenz komplett neu synthetisiert werden muss. Oft sind nur einige sehr seltene
Kodons dafür verantwortlich, dass ein Protein in einem Wirtsorganismus nicht syn-
thetisiert wird. Deshalb kann der Austausch einiger Kodons mittels „Site-Directed-
Mutagenesis“ die Proteinproduktion unter Umständen bereits signifikant erhöhen.
3.2.3 Berechnung von CAIs aus einer Datei im FASTA-Format
Das Programm JCat bietet außer der Optimierung einer eingegebenen Nukleotid-
sequenz, auch die Berechnung der CAIs aus einer Liste von Nukleotidsequenzen.
Diese Liste kann sowohl in der Internet- als auch in der eigenständigen Programm-
version von JCat als Datei im FASTA-Format an das Programm übergeben werden
(siehe 2.1.4, Seite 18). Die eigenständige Programmversion von JCat bietet außer-
dem noch die Möglichkeit Sequenzen im FASTA-Format in ein Fenster zu kopieren.
Nachdem die Sequenzen an das Programm übergeben wurden und der Organismus
ausgewählt wurde, wird für jede Sequenz der CAI berechnet (siehe 2.3.1, Seite 23).
Die Ausgabe der Ergebnisse erfolgt in tabellarischer Form, wobei auf der linken
Seite der Bezeichnung der Sequenz angegeben wird und auf der rechten Seite der
berechnete CAI.
3.2.4 Das Datenbankmodell von JCat
Daten für die Berechnung der CAIs und zur Kodonanpassung werden innerhalb des
Programms JCat in einer Datenbank verwaltet. Für die Internet-Anwendung von
JCat wird dabei PostgreSQL (siehe 2.5.1, Seite 31) als Datenbankmanagementsys-
tem verwendet, während in die eigenständige Programmversion von JCat das Java-
paket HSQLDB (siehe 2.5.4, Seite 34) integriert wurde.
Das Datenbankschema, das für beide Systeme dasselbe ist, ist in Abbildung 3.13
dargestellt. Die Tabelle „Genome“ enthält die Namen der Organismen, für die die
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„codon usage“ berechnet bzw. angepasst werden kann. Außerdem ist in dieser Ta-
belle angegeben, welche Translationstabelle für diesen Organismus verwendet wird.
In den Tabellen „Translation“ und „Codon2Amino_Acid“ sind die verschiedenen
Translationstabellen gespeichert. In den Tabellen „Amino_Acid“ und „Codon“ sind
Informationen zu den Aminosäuren und die 64 Kodons gespeichert. Die Tabelle
„Codon2Genome“ schließlich enthält die „Relative Adaptiveness (wi j)“ für die je-
weils 64 Kodons aller Organismen.
Abbildung 3.13: Dargestellt ist hier das Datenbankschema von JCat, das die, für die Berech-
nungen benötigten, Werte enthält.
3.2.5 Anwendungsoberflächen von JCat
JCat kann mit zwei verschiedenen Anwendungsoberflächen genutzt werden. Beide
Versionen von JCat besitzen eine ähnliche Oberfläche, um zu optimierende Sequen-
zen einzugeben oder Nukleotidsequenzen zu laden, für die CAIs berechnet werden
sollen. Im Folgenden werden die beiden Oberflächen kurz vorgestellt.
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3.2.5.1 Der JCat-Webserver
Unter der Adresse http://www.jcat.de ist das Programm JCat als Internetan-
wendung verfügbar. Das Programm unterliegt dabei keinerlei Beschränkungen und
kann frei verwendet werden. In Abbildung 3.14 ist die Startseite von JCat darge-
stellt. Im Durchschnitt werden auf den Webseiten von JCat monatlich mehr als 600
Zugriffe registriert. Neben der Anpassung der „codon usage“ und der Berechnung
von CAIs werden auf den Webseiten Anwendungsbeispiele, Literaturhinweise und
eine kurze Anleitung zu der Benutzung von JCat angeboten. Momentan kann die
„codon usage“ von 377 Prokaryonten und 9 Eukaryonten angepasst werden. Für
dieselbe Anzahl können gleichzeitig auch CAIs berechnet werden.
Abbildung 3.14: Startseite der Webseiten von JCat. JCat ist unter der Adresse
http://www.jcat.de verfügbar.
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3.2.5.2 JCat als eigenständiges Programm
JCat kann unter der Adresse http://www.jcat.de/Download.jsp als eigenstän-
diges Programm heruntergeladen werden. Dort steht jeweils eine Version für die Be-
triebsysteme Windows und Linux zur Verfügung. Die Installation ist unkompliziert,
da durch die Verwendung von ‚HSQLDB‘ kein zusätzliches Datenbanksystem in-
stalliert werden muss. Diese Version von JCat besitzt den gleichen Funktionsumfang
wie die Internetanwendung, allerdings enthält diese Version nicht die zusätzlichen
Literaturhinweise, Anwendungsbeispiele, etc. Der große Vorteil dieser Version ist
jedoch, dass zum Berechnen von CAIs und Optimieren von Sequenzen keine Ver-
bindung zum Internet nötig ist. Seit dem Erscheinen von JCat als eigenständigem
Programm im Oktober 2007 bis Mitte November 2007 wurde JCat mehr als 70 mal
heruntergeladen.
3.2.6 Anwendungsbeispiele für JCat aus der Literatur
Das Programm JCat konnte inzwischen erfolgreich bei verschiedenen Projekten ein-
gesetzt werden. So konnte beispielsweise die Synthese von verschiedenen Proteinen
in Bacillus megaterium durch die Anpassung der „codon usage“ mittels JCat erheb-
lich verbessert oder zum Teil so gar erst ermöglicht werden [11, 73, 80, 79]. Wei-
terhin war JCat hilfreich bei der Entwicklung einer Strategie für die Verbesserung
der Translation von GC-reichen DNA-Sequenzen aus Rhodopseudomonas palust-
ris in Escherichia coli [9]. Auch bei der Visualisierung theoretischer Expressivität
von Genen bzw. der Menge resultierendem Protein, wurden die entwickelten Java-
Klassen von JCat verwendet, um virtuelle 2-D-Gele zu visualisieren [33].
JCat hat sich inzwischen als Werkzeug zur Anpassung der „codon usage“ etabliert
und wird bei neuen Projekten mit ähnlichem Schwerpunkt häufig zitiert [61, 76, 77,
78, 4].
3.2.7 Anpassung des Escherichia coli Arsenat Reduktase Gens arsC an die
„codon usage“ von Bacillus megaterium
Um die Funktionsweise von JCat zu illustrieren, wird in diesem Abschnitt das Gen
„arsC“ aus E. coli, das für eine „Arsenat-Reduktase“ kodiert, an die „codon usa-
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ge“ von B. megaterium angepasst. In dem Beispiel wird eine unvollständige An-
passung der „codon usage“ der eingegebenen Sequenz vorgenommen (siehe 3.2.2,
Seite 57). Abbildung 3.15 zeigt die graphische Ausgabe von JCat. Der CAI der
Eingabesequenz beträgt 0,27. Nach der Anpassung der schlechtesten Kodons er-
gibt sich ein CAI von 0,56. Die durchschnittliche „codon usage“ für B. megaterium
beträgt 0,44. Die durchschnittliche „codon usage“ berechnet sich als das arithme-
tische Mittel der CAIs aller vorhergesagten Gene eines Organismus. Neben dem
CAI wird auch der GC-Gehalt für die eingegebene und angepasste Sequenz berech-
net. Während die eingegebene Sequenz einen GC-Gehalt von 52,2% aufweist, hat
die optimierte Sequenz einen GC-Gehalt von 43,5% und liegt damit deutlich näher
am Durchschnitt des Organismus, der bei 38,3% liegt. Das Alignment der Original-
sequenz von „arsC“ aus E. coli mit der an die „codon usage“ von B. megaterium
angepassten Sequenz in Alignment 3.1 zeigt, dass 24 Kodons in der Sequenz ge-
ändert wurden. Das bedeutet, dass in der eingegebenen Sequenz 24 Kodons, die
E. coli in der Gensequenz von „arsC“ verwendet, in B. megaterium eine „Relative
Adaptiveness (wi j)“ von weniger als 0,1 aufweisen.
3.2.8 Kurze Zusammenfassung des Programms „JCat“
Das Programm „JCat“ ermöglicht die Anpassung der „codon usage“ eines Ziel-
gens an die „codon usage“ des Produktionswirtes. Hierfür nutzt es den etablierten
„Codon Adaptation Index (CAI)“ zur Bewertung der Kodons. Während des Anpas-
sungsprozesses können verschiedene Optionen wie unerwünschte rho-unabhängige
Transkriptionsterminatoren, Ribosomenbindestellen und Erkennungssequenzen von
Restriktionsendonukleasen berücksichtigt werden. Das Programm JCat steht unter
der Adresse http://www.jcat.de als stand alone- oder als online-Version zur
Verfügung.
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Abbildung 3.15: Dargestellt ist hier die unvollständige Anpassung der „codon usage“ von
‚arsC‘ aus Escherichia coli an die „codon usage“ von Bacillus megaterium. Oben in der Ab-
bildung ist die „codon usage“ für die eingegebene Sequenz in B. megaterium aufgetragen (A).
Der untere Teil der Abbildung zeigt die „codon usage“ für die angepasste Sequenz (B). Auf
der x-Achse ist die „Relative Adaptiveness (wi j)“ aufgetragen. Die y-Achse gibt die Nummer
des jeweiligen Kodons in der Sequenz an. Die horizontalen Linien im unteren Bereich der
Abbildungen zeigen die durchschnittliche „codon usage“ für B. megaterium mit den Stan-
dardabweichungen an.
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Original ATGAGCAACATTACCATTTATCACAACCCGGCCTGCGGCACGTCGCGTAATACGCTGGAG 60
Angepasst ATGAGCAACATTACAATTTATCACAACCCGGCTTGCGGCACGTCTCGTAATACGTTAGAG 60
************** ***************** *********** ********* * ***
Original ATGATCCGCAACAGCGGCACAGAACCGACTATTATCCATTATCTGGAAACTCCGCCAACG 120
Angepasst ATGATCCGCAACAGCGGCACAGAACCGACTATTATCCATTATTTAGAAACTCCGCCAACG 120
****************************************** * ***************
Original CGCGATGAACTGGTCAAACTCATTGCCGATATGGGGATTTCCGTACGCGCGCTGCTGCGT 180
Angepasst CGCGATGAATTAGTAAAATTAATTGCTGATATGGGTATTTCTGTACGCGCGTTATTACGT 180
********* * ** *** * ***** ******** ***** ********* * * ***
Original AAAAACGTCGAACCGTATGAGGAGCTGGGCCTTGCGGAAGATAAATTTACTGACGATCGG 240
Angepasst AAAAACGTAGAACCGTATGAGGAGTTAGGCCTTGCGGAAGATAAATTTACTGACGATCGT 240
******** *************** * ********************************
Original TTAATCGACTTTATGCTTCAGCACCCGATTCTGATTAATCGCCCGATTGTGGTGACGCCG 300
Angepasst TTAATCGACTTTATGCTTCAACACCCGATTTTAATTAATCGCCCGATTGTGGTGACGCCG 300
******************** ********* * ***************************
Original CTGGGAACTCGCCTGTGCCGCCCTTCAGAAGTGGTGCTGGAAATTCTGCCAGATGCGCAA 360
Angepasst TTAGGAACTCGCTTATGCCGCCCTTCAGAAGTGGTGTTAGAAATTTTACCAGATGCGCAA 360
* ********* * ********************* * ****** * ************
Original AAAGGCGCATTCTCCAAGGAAGATGGCGAGAAAGTGGTTGATGAAGCGGGTAAGCGCCTG 420
Angepasst AAAGGCGCATTCTCTAAGGAAGATGGCGAGAAAGTGGTTGATGAAGCGGGTAAGCGCTTA 420
************** ****************************************** *
Original AAA 423
Angepasst AAA 423
***
Alignment 3.1: Dargestellt ist hier das Alignment zwischen der originalen Gensequenz von
„arsC“ aus Escherichia coli (Original) und die ausgegebene Sequenz von JCat, nachdem sie
mittels unvollständiger Anpassung an die „codon usage“ von Bacillus megaterium angepasst
wurde (Angepasst).
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Da die Arbeiten an bioinformatischen Projekten aufgrund von aktualisierten Da-
ten, neueren Programmbibliotheken, neuen Techniken und nicht zuletzt aufgrund
von Anforderungen, die Benutzer während des laufenden Betriebes an die Entwick-
ler stellen, eigentlich nie zum Abschluss kommen, sind sowohl für die Aspergil-
lus-Datenbank als auch für das Programm JCat noch verschiedene Aufgaben offen
geblieben:
Aspergillus-Datenbank
• Neben den in dieser Arbeit für die Datenbank verwendeten Genomsequenzen
verschiedener Aspergillus-Arten, stehen noch weitere Genomprojekte kurz
vor dem Abschluss (Aspergillus flavus, Aspergillus terreus, Aspergillus fische-
ri, Aspergillus clavatus). Diese Sequenzen sollten zur Vervollständigung der
Daten ebenfalls in die Aspergillus-Datenbank integriert werden.
• Das Ziel des Teilprojektes B4, nämlich Vorhersagen über den Zustand der
Zelle zu verschiedenen Zeitpunkten der Kultivierung von A. niger machen
zu können, muss weiterverfolgt werden, indem beispielsweise weitere expe-
rimentelle Datenreihen aufgenommen werden. Gerade im Bereich der Trans-
kriptom- und Proteomexperimente besteht dort noch Bedarf.
• Zur Vorhersage von Prozessen in der Zelle müssen verschiedene Konzepte
evaluiert und gegebenenfalls an die Bedingungen von A. niger angepasst wer-
den. Erste Schritte wurden in diesem Zusammenhang schon in Form von me-
tabolischen Flussanalysen, die aus stöchiometrischen Modellen von A. niger,
die mit Hilfe der Datenbank abgeleitet wurden, innerhalb des Teilprojektes
B4 unternommen [55].
• Um die Datenlage aktuell zu halten sind Aktualisierungen der Daten not-
wendig. Das betrifft beispielsweise die Daten, die aus der KEGG-Datenbank
stammen oder auch die Sequenzdaten aus den verschiedenen Datenquellen,
da diese zum Teil weiterhin verbessert werden. Auch neue Eigenschaften in
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der Darstellung sind erwünscht, wie beispielsweise eine verbesserte Darstel-
lung der „Contigs“, die momentan nur in textbasierter Form möglich ist.
JCat
• Die ständige Zunahme sequenzierter Organismen bedingt, dass auch JCat ak-
tualisiert werden muss. Wenngleich die neu sequenzierten Organismen in den
allermeisten Fällen nicht sofort als Wirtsorganismen für die heterologe Pro-
teinexpression erschlossen werden, so ist die Berechnung von CAIs für diese
Organismen eine wertvolle Funktion von JCat.
• Weitere Optionen bei der Anpassung der „codon usage“ sind denkbar. So ist
beispielsweise die Kozak-Sequenz, die Ribosomenbindestelle auf der mRNA
von Eukaryonten, nicht so konserviert wie die Shine-Dalgarno-Sequenz. Je-
doch ließe sich auch diese Sequenz vorhersagen und könnte somit ebenfalls
in der angepassten Sequenz, falls erwünscht, vermieden werden.
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5 Zusammenfassung
Der Braunschweiger SFB 578 „Vom Gen zum Produkt“ befasst sich mit der Er-
fassung aller biologischen und verfahrenstechnischen Parameter, die dem Produk-
tionsprozess rekombinanter Proteine in dem filamentösem Pilz Aspergillus niger
zu Grunde liegen. Gewonnene Erkenntnisse sollen zu systembiologischen Model-
len verarbeitet werden und über Prognosen zur Optimierung des Gesamtprozesses
dienen. Um eine genaue Momentaufnahme der Vorgänge in der Zelle zu erhalten,
werden innerhalb des Teilprojektes B4 „Systembiologie der Produkt- und Pelletbil-
dung durch Aspergillus niger“ Transkriptom-, Proteom- und Metabolomdaten auf-
genommen. In der vorliegenden Arbeit wurde eine nutzerfreundliche, netzwerkba-
sierte Computerschnittstelle geschaffen, mit der es möglich ist diese Daten zu spei-
chern, abzurufen und falls nötig zu verändern. Das System, das aus einer Kombinati-
on von Datenbankmanagementsystem und Webserver besteht, ist unter der Adresse
http://www.jcat.de/ANigerWeb verfügbar. Um vergleichende Analysen zwi-
schen verschiedenen Aspergillus-Arten durchführen zu können, wurden alle zum
Zeitpunkt der Fertigstellung der Arbeit frei verfügbaren Genom- und abgeleiteten
Daten von Aspergillus-Arten (A. niger, A. fumigatus, A. nidulans und A. oryzae)
in die Datenbank aufgenommen. Der besondere Fokus auf A. niger spiegelt sich
auch in der Datenbank wieder, da dort die Genomsequenzen von drei verschiedenen
Stämmen dieser Art gespeichert sind. Neben der Genomsequenz, die von der ame-
rikanischen Firma Integrated Genomics erworben wurde, wurden zwei zusätzliche
Genomsequenzen von A. niger während der Anfertigung dieser Arbeit veröffent-
licht. Die Sequenzen stammen vom „Joint Genome Institute“ und von der nieder-
ländischen Firma „DSM“.
Eine computergestützte Optimierung eines wichtigen, den Proteinproduktions-
prozess beeinflussenden Faktors, der Kodonnutzung („codon usage“), wurde in ei-
nem zweiten Teil der Arbeit mit dem Programm JCat implementiert. Das Programm
ermöglicht auf einfache Art und Weise die Anpassung der Kodonnutzung eines Ziel-
gens an die Kodonnutzung eines Wirtsorganismus für eine optimale Produktion. Ge-
rade die im Fokus des SFB 578 stehenden Organismen A. niger und Bacillus mega-
terium wurden dabei berücksichtigt. Das Werkzeug knüpft dabei an bereits etablier-
te bioinformatische Konzepte zur Bewertung von Kodons an und schließt damit die
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Lücke, die zwischen Analyse und Anwendung gewonnener Erkenntnisse besteht.
Neben einer simplen Anpassung der Kodonnutzung einer eingegebenen Sequenz
an die Bedingungen in einem Wirtsorganismus wurden verschiedene Funktionen in
das Programm integriert, um die Wahrscheinlichkeit einer erfolgreichen Proteinpro-
duktion zu erhöhen. Das Programm kann unter der Adresse http://www.jcat.de
direkt verwendet werden oder von dort heruntergeladen und dann lokal auf dem
Rechner installiert werden. Das Programm wurde bereits für eine Reihe publizierter
experimenteller Optimierungen von Proteinproduktionsprozessen erfolgreich ange-
wendet und von der Firma Sanofi-Aventis lizensiert.
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UML-Diagramme von Java-Programmen
FastaFile
<<create>> FastaFile(in : InputStream)
<<create>> FastaFile(file : String)
processData(sequence : String,header : String) : void
getProteins() : ArrayList
proteins : ArrayList
t : SequenceTools
GlimmerM
<<create>> GlimmerM(ip : String,db : String,user : String,pass : String)
runGlimmer(genes : ArrayList) : void
makeTmpFile(p : Protein) : void
glimmer() : ArrayList
parsGlimmerOutput(out : ArrayList) : ArrayList
executeData(glimmerObjects : ArrayList) : void
ip : String
db : String
user : String
pass : String
GlimmerObject
<<create>> GlimmerObject()
getExonNo() : int
getExonType() : int
getGeneNo() : int
getLength() : int
getStart() : int
getStop() : int
getStrand() : char
getSequenceName() : String
setExonNo(exonNo : int) : void
setExonType(exonType : int) : void
setGeneNo(geneNo : int) : void
setLength(length : int) : void
setStart(start : int) : void
setStop(stop : int) : void
setStrand(strand : char) : void
setSequenceName(sequenceName : String) : void
geneNo : int
exonNo : int
strand : char
start : int
stop : int
exonType : int
length : int
sequenceName : String
ExonTypeInitial : int
ExonTypeInternal : int
ExonTypeTerminal : int
ExonTypeSingle : int
SQL
<<create>> SQL(ip : String,db : String,user : String,pass : String)
insertContigs(contigs : ArrayList) : void
insertGlimmerObject(glimmerObjects : ArrayList) : void
ip : String
db : String
user : String
pass : String
con : Connection
Start
<<create>> Start()
main(args : String[]) : void
Tools
<<create>> Tools()
getTranslation(DNASequence : String) : String
1
1 1
1
1 1
Abbildung 6.1: UML-Diagramm des Java-Programms zur Verarbeitung des Ausgabestroms
von GlimmerHMM.
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Start
<<create>> Start()
main(args : String[]) : void
SQL
setTableNo(table_no : String) : void
<<create>> SQL(ip : String,db : String,user : String,pass : String)
writeBlastEntry(be : BlastElement,polypeptide_no : String) : void
con : Connection
table_no : String
BlastResult
<<create>> BlastResult(is : InputStream)
next() : boolean
close() : boolean
getBlastElement() : BlastElement
in : BufferedReader
be : BlastElement
evalue : double
queryID : String
subjectID : String
bitscore : double
identity : double
alignment_length : int
mismatches : int
gap_openings : int
qStart : int
qEnd : int
sStart : int
sEnd : int
Blast
<<create>> Blast(command : String,db : String,type : int)
getBlastResult(element : FASTAElement) : BlastResult
close() : boolean
main(args : String[]) : void
BLASTP : int
BLASTN : int
command : String
db : String
type : int
p : Process
BlastElement
<<create>> BlastElement()
main(args : String[]) : void
writeObject(oos : ObjectOutputStream) : void
readObject(ois : ObjectInputStream) : void
getEvalue() : double
setEvalue(evalue : double) : void
getQueryID() : String
setQueryID(queryID : String) : void
getSubjectID() : String
setSubjectID(subjectID : String) : void
getBitscore() : double
setBitscore(bitscore : double) : void
getIdentity() : double
setIdentity(identity : double) : void
getAlignment_length() : int
setAlignment_length(alignment_length : int) : void
getMismatches() : int
setMismatches(mismatches : int) : void
getGap_openings() : int
setGap_openings(gap_openings : int) : void
getQStart() : int
setQStart(qStart : int) : void
getQEnd() : int
setQEnd(qEnd : int) : void
getSStart() : int
setSStart(sStart : int) : void
getSEnd() : int
setSEnd(sEnd : int) : void
evalue : double
queryID : String
subjectID : String
bitscore : double
identity : double
alignment_length : int
mismatches : int
gap_openings : int
qStart : int
qEnd : int
sStart : int
sEnd : int
1 1
1 1
1
1
Abbildung 6.2: UML-Diagramm des Java-Programms zur Verarbeitung des Ausgabestroms
von BLAST.
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CompEntry
<<create>> +CompEntry() {sequential}
+getEntry() : String {sequential}
+getFormula() : String {sequential}
+getName() : String {sequential}
+getSynonyms() : ArrayList {sequential}
+setEntry(Entry : String) : void {sequential}
+setFormula(Formula : String) : void {sequential}
+setName(Name : String) : void {sequential}
+setSynonyms(Synonyms : ArrayList) : void {sequential}
+getCompNo(con : Connection) : String {sequential}
+getMass() : String {sequential}
+setMass(Mass : String) : void {sequential}
-Entry : String
-Name : String
-Synonyms : ArrayList
-Formula : String
-Mass : String
Duct
<<create>> +Duct() {sequential}
+getEntry() : String {sequential}
+getHierarchy() : int {sequential}
+getRxPosition() : int {sequential}
+getNumber() : String {sequential}
+setEntry(entry : String) : void {sequential}
+setHierarchy(Hierarchy : int) : void {sequential}
+setRxPosition(RxPosition : int) : void {sequential}
+setNumber(Number : String) : void {sequential}
+Educt : int { frozen }
+Product : int { frozen }
-entry : String
-RxPosition : int
-Number : String
-Hierarchy : int
ECEntry
<<create>> +ECEntry() {sequential}
+getECNumber() : String {sequential}
+getName() : String {sequential}
+getSynonyms() : ArrayList {sequential}
+setECNumber(ECNumber : String) : void {sequential}
+setName(Name : String) : void {sequential}
+setSynonyms(Synonyms : ArrayList) : void {sequential}
+getParent(con : Connection) : String {sequential}
-ECNumber : String
-Name : String
-Synonyms : ArrayList
EnzymeEntry
<<create>> +EnzymeEntry() {sequential}
+getComment() : String {sequential}
+getECNumber() : String {sequential}
+getGenes() : ArrayList {sequential}
+getSysName() : String {sequential}
+setComment(Comment : String) : void {sequential}
+setECNumber(ECNumber : String) : void {sequential}
+setGenes(genes : ArrayList) : void {sequential}
+setSysName(SysName : String) : void {sequential}
+getECNo(con : Connection) : String {sequential}
-genes : ArrayList
-ECNumber : String
-SysName : String
-Comment : String
FillTables
<<create>> +FillTables(con : Connection,path : String) {sequential}
+newTables(withSynonyms : boolean) : void {sequential}
+enterData(prodoric : boolean) : void {sequential}
-fillEC() : void {sequential}
-insertECEntry(ECNumber : String,Name : String,Parent : String,Synonyms : ArrayList,ECTableNo : String) : void {sequential}
-fillComp() : void {sequential}
-insertCompEntry(Name : String,KeggEntry : String,Formula : String,Synonyms : ArrayList,CompTableNo : String,Mass : String) : void {sequential}
-fillRx() : void {sequential}
-insertRxEntry(Name : String,KeggEntry : String,Ducts : ArrayList,enzymes : ArrayList,pathways : ArrayList) : void {sequential}
-updateEC() : void {sequential}
-updateEnzymeEntry(ECNo : String,SysName : String,Comment : String) : void {sequential}
-linkProteins() : void {sequential}
-insertEnzymeEntry(ECNo : String,ECNumber : String,SysName : String,Comment : String,genes : ArrayList) : void {sequential}
-con : Connection
-path : String
-prodoric : boolean
-t : Tools
Gene
<<create>> +Gene() {sequential}
+getGeneNumbers() : ArrayList {sequential}
+getOrganismCode() : String {sequential}
+setGeneNumbers(GeneNumbers : ArrayList) : void {sequential}
+setOrganismCode(OrganismCode : String) : void {sequential}
-OrganismCode : String
-GeneNumbers : ArrayList
ParsCompound
<<create>> +ParsCompound(file : String) {sequential}
+run() : ArrayList {sequential}
-in : BufferedReader
ParsEC
<<create>> +ParsEC(file : String) {sequential}
+run() : ArrayList {sequential}
-getNames(name : String) : ArrayList {sequential}
-in : BufferedReader
-t : Tools
ParsEnzyme
<<create>> +ParsEnzyme(file : String) {sequential}
+run() : ArrayList {sequential}
-in : BufferedReader
-t : Tools
ParsRx
<<create>> +ParsRx(file : String) {sequential}
+run() : ArrayList {sequential}
-getPathway(pathway : String) : Pathway {sequential}
-getDucts(equation : String) : ArrayList {sequential}
-in : BufferedReader
Pathway
<<create>> +Pathway() {sequential}
+getEntry() : String {sequential}
+getName() : String {sequential}
+setEntry(Entry : String) : void {sequential}
+setName(Name : String) : void {sequential}
-Entry : String
-Name : String
RxEntry
<<create>> +RxEntry() {sequential}
+getDucts() : ArrayList {sequential}
+getEntry() : String {sequential}
+getName() : String {sequential}
+getEnzymes() : ArrayList {sequential}
+setDucts(Ducts : ArrayList) : void {sequential}
+setEntry(Entry : String) : void {sequential}
+setEnzymes(Enzymes : ArrayList) : void {sequential}
+setName(Name : String) : void {sequential}
+getPathways() : ArrayList {sequential}
+setPathways(Pathways : ArrayList) : void {sequential}
-Entry : String
-Name : String
-Enzymes : ArrayList
-Ducts : ArrayList
-Pathways : ArrayList
Start
<<create>> +Start() {sequential}
+main(args : String[]) : void {sequential}
1
1
1 0..*
1 0..*
1 0..*
1 0..*
1
0..*
10..*
1
0..*
Abbildung 6.3: UML-Diagramm des Java-Programms zum Einfügen der Daten aus der
KEGG-Datenbank.
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Beispieleinträge aus verwendeten Dateien
<? xml v e r s i o n=" 1 . 0 " e n c o d i n g="UTF−8" ?>
< s h a r k>
<enzyme i d=" 1 . 1 . 1 . 1 ">
< p r o f i l e i d=" 7p1 . 1 . 1 . 1 ">
< h i t i d=" JGINige r | 7 p1 . 1 . 1 . 1 | 1 " s o u r c e=" s h a r k ">
<e−v a l u e>5 . 4 E−60< / e−v a l u e>
<s e q u e n c e> s c a f f o l d _ 4 < / s e q u e n c e>
< s t r a n d >+< / s t r a n d >
< s t a r t >862069< / s t a r t >
<end>872489< / end>
<CDS>8 6 2 0 6 9 . . 8 6 2 2 8 3< /CDS>
<CDS>8 6 2 3 3 1 . . 8 6 2 3 8 9< /CDS>
<CDS>8 6 2 4 3 7 . . 8 6 3 0 3 6< /CDS>
<CDS>8 6 3 0 7 3 . . 8 6 3 3 5 3< /CDS>
<CDS>8 7 2 1 5 1 . . 8 7 2 1 8 5< /CDS>
<CDS>8 7 2 4 7 1 . . 8 7 2 4 8 9< /CDS>
<cDNA>TTTGAAATGGCTGCCTCCAGCATCCGATTCGGCCCTGGAGCCACGAAAG . . . < /cDNA>
< t r a n s l a t i o n >FEMAASSIRFGPGATKEVGMDFANMKAKRVCIVTDE . . . < / t r a n s l a t i o n >
< / h i t >
. . .
< / p r o f i l e >
. . .
< / enzyme>
. . .
< / s h a r k>
Listing 6.1: Dargestellt ist hier ein einzelner Eintrag der XML-Datei, die das Programm me-
taSHARK als Ausgabe erzeugt.
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+D
#<H1>Enzyme EC numbers </H1>
#<H3>EC (Enzyme Commission) numbers assigned by
#<A HREF="http://www.chem.qmw.ac.uk/iupac/jcbn/">IUPAC-IUBMB</A><H3>
#
A<B>@1. Oxidoreductases;@</B>
B @1.1@ Acting on the CH-OH group of donors;
C @1.1.1@ With NAD+ or NADP+ as acceptor
D 1.1.1.1 alcohol dehydrogenase; aldehyde reductase; ADH; ...
D 1.1.1.2 alcohol dehydrogenase (NADP+); aldehyde reductase...
...
Listing 6.2: Dargestellt ist ein Auszug der Datei „ECTable“ aus der KEGG-Datenbank.
///
ENTRY C05706 Compound
NAME Se-Propenylselenocysteine se-oxide
FORMULA C6H11NO3Se
MASS 224.9904
REACTION R04934
PATHWAY PATH: map00450 Selenoamino acid metabolism
DBLINKS PubChem: 8013
ATOM 11
1 Z Se -1.5207 -0.6724
2 C1b C 0.2759 0.3724
3 C2b C -3.3138 0.4966
...
BOND 10
1 1 2 1
2 1 3 1
3 1 4 2
...
///
Listing 6.3: Dargestellt ist ein Auszug der Datei „Compound“ aus der KEGG-Datenbank
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///
ENTRY R00002 Reaction
NAME Reduced ferredoxin:dinitrogen oxidoreductase
(ATP-hydrolysing)
DEFINITION 16 ATP + 16 H2O <=> 8 e- + 8 H+ + 16 Orthophosphate + 16 ADP
EQUATION 16 C00002 + 16 C00001 <=> 8 C05359 + 8 C00080 + 16 C00009 +
16 C00008
RPAIR RP: A00003 C00002_C00008 main
RP: A00010 C00002_C00009 main
RP: A05676 C00001_C00009 leave
ENZYME 1.18.6.1
///
Listing 6.4: Dargestellt ist ein Auszug der Datei „Reaction“ aus der KEGG-Datenbank
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7 Abkürzungsverzeichnis
ANSI American National Standards Institute
API Application Programming Interface
BLAST Basic Local Alignment Search Tool
CAI Codon Adaptation Index
Contig Contiguous DNA-Sequence
DNA Desoxyribonukleinsäure
EC Enzyme Classification
EBI European Bioinformatic Institute
EMBL European Molecular Biology Laboratory
FASTA Fast-All
GC/MS Gas chromatography-mass spectrometry
GNU GNU’s Not Unix
GUI Graphical User Interface
HMM Hidden Markov Model
HTML Hypertext Markup Language
HTTP Hypertext Transfer Protocol
JCat Java Codon Adaptation Tool
JDBC Java Database Connectivity
JSP Java Server Pages
KEGG Kyoto Encyclopedia of Genes and Genomes
KNN Künstliche neuronale Netze
LC/MS Liquid chromatography-mass spectrometry
mRNA Messenger-Ribonukleinsäure
NCBI National Center for Biotechnology Information
ORF Open Reading Frame
REBASE Restriction Enzyme Database
RNA Ribonukleinsäure
rpm Revolutions Per Minute
SFB Sonderforschungsbereich
SOAP Simple Object Access Protocol
SVM Suppport Vector Machines
7 Abkürzungsverzeichnis
SQL Structured Query Language
TIGR The Institute for Genomic Research
UML Unified Modeling Language
tRNA Transfer-Ribonukleinsäure
XML Extensible Markup Language
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