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OCR optical character recognition opticˇno prepoznavanje znakov
RGB red green blue rdecˇa zelena modra
SVD singular value decomposition singularni razcep
YCbCr luminance; chroma: blue; chroma: red svetlost; modra; rdecˇa

Povzetek
Cilj diplomskega dela je realizirati in napisati program, ki vhodni sliki spre-
meni velikost, tako da se cˇimbolj ohranijo pomembni objekti, ter opisati nekaj
algoritmov, s katerimi se to lahko dosezˇe.
V uvodu je opisan problem, ki ga v diplomi resˇujemo. Drugi del se nanasˇa
na nekaj mozˇnih resˇitev, s katerimi lahko resˇimo nasˇ problem. To so OCR,
zaznavanje obrazov, locˇevanje kljucˇnih znacˇilnic in rezanje sˇivov. Vsak od
teh je podrobno opisan. V naslednjem poglavju je opisan pristop k problemu.
Zacˇnemo z opisom orodij, ki smo jih uporabili pri izdelavi programa, in al-
goritmom, ki smo ga realizirali kot mesˇanico algoritmov, opisanih v drugem
poglavju (locˇevanje kljucˇnih znacˇilnic in rezanje sˇivov). Cˇetrti del vsebuje
primere delovanja nasˇega programa. Rezultati so slike, ki vsebujejo samo
kljucˇne oz. pomembne objekte. Pri naslednjem delu je opisano delovanje za-
znavanja obrazov, ki bi lahko priˇslo v posˇtev k nasˇemu algoritmu. Na samem
koncu so opisani sklep, ugotovitve in mozˇnosti nadgradnje algoritma.
Kljucˇne besede: OpenCV, racˇunalniˇski vid, rezanje sˇivov, OCR, locˇevanje
znacˇilnic, spreminjanje razmerja slik.

Abstract
The aim of the thesis is to realize and write a program that resizes the input
image to preserve important objects and describe some algorithms by which
this can be achieved.
The introduction describes the problem. The second part relates to some
possible solutions that could solve the problem. These are OCR, face detec-
tion, salient feature extraction and seam carving. Each of these is described
in detail. The next chapter describes the approach to the problem. We begin
with descriptions of the tools that were used in the production of the algo-
rithm, which was realized as a mixture of algorithms described in the second
chapter (salient feature extraction and seam carving). The fourth part con-
tains examples of how our program works. The results are images that only
contain the important objects. The next section describes the operation of
face detection, which we could realize in our algorithm. At the very end of
the thesis we described the findings and possible upgrades of the algorithm.





Vsak dan se srecˇujemo s slikami, pa naj bodo velike ali majhne. Pri velikih
slikah lahko pride do tezˇave, da zavzamejo veliko prostora (na disku in na
mediju – cˇasopisu, ekranu, mobitelu ...). Idealno bi bilo, da bi obstajal
kaksˇen program ali algoritem, ki bi, ne glede na velikosti slik, zmanjˇsal njihove
dimenzije na poljubno velikost brez izgube ali deformacije glavnega objekta.
Do te ideje so med drugimi priˇsli tudi pri podjetju Zemanta, kjer so dali
izziv sˇtudentom napisati program, ki bi resˇeval ta problem. K izzivu me
je motiviral mentor, ki mi ga je predlagal in mi podal nekaj napotkov za
resˇevanje.
Cilj diplomskega dela je izdelati program, ki zmanjˇsa dimenzije slik, in
predelati nekaj algoritmov, ki naj bi cˇim bolje opravili to delo. Sem spa-
dajo OCR, detekcija obrazov, rezanje sˇivov, segmentacija slik, locˇevanje
znacˇilnic... Program bi lahko priˇsel v posˇtev razlicˇnim podjetjem, ki se
ukvarjajo z mobilnimi spletnimi aplikacijami. Cˇe na primer neka slika pre-
sega dimenzije ekrana ciljne naprave, bi lahko s tem programom odrezali
nepotrebne dele.
1
2 POGLAVJE 1. UVOD
1.1 Predstavitev problema
Vsako sliko lahko iz prvotnih dimenzij zmanjˇsamo na izhodne dimenzije s
skaliranjem ali pa izrezovanjem/rezanjem. Skaliranje je vrsta transformacije,
pri kateri se viˇsina in sˇirina mnozˇita s skalarjem. Cˇe je skalar med 0 in 1, gre
za pomanjˇsavo, cˇe pa je vecˇji od 1, gre za povecˇavo slike. Poznamo uniformno
in neuniformno skaliranje. Pri prvem so skalarji za vse koordinatne osi enaki,
pri drugem pa razlicˇni. V nasˇem primeru skaliranje ni dopustno, saj lahko
izgubimo del informacij, zato lahko problem resˇujemo z izrezovanjem.
Izziv je sestavljen iz dveh delov, in sicer iz rocˇnega in avtomatskega iz-
reza iz slike. Pri Zemanti so implementacije ocenjevali glede na izvirnost,
enostavnost, pravilnost, hitrost delovanja in zanimivost pristopa k problemu
[6].
1.1.1 Rocˇni izrez
Pri rocˇnem izrezu zˇe vnaprej dolocˇimo, kateri del slike je pomembnejˇsi od
drugih, in ga ne smemo odrezati. Druge dele slike lahko poljubno odstranimo,
npr. zgoraj vecˇ, spodaj manj, vendar niso vsi nacˇini enako primerni, zato je
treba najti takega, ki bo cˇim boljˇse opravljal svoje delo.
1.1.2 Avtomatski izrez
V tem primeru mora program sam ugotoviti, kaj je pomembnejˇse od drugih
delov slike, in spet paziti, da se teh delov ne odstrani oz. se jih odstrani cˇim
manj. Tukaj pridejo v posˇtev razni algoritmi za detekcijo obrazov, besedila,
rezanje sˇivov in podobni. Najboljˇsi nacˇin je verjetno mesˇanica dveh ali vecˇ
algoritmov. To lahko ugotovimo zˇe iz samih algoritmov. Na primer eni
prepoznavajo besedilo (OCR), drugi pa zaznavajo obraze. In cˇe bi hoteli na
sliki oznacˇiti besedilo in obraze, moramo uporabiti oba algoritma.
Poglavje 2
Manipulacija s slikami in
iskanje pomembnih delov
V nadaljevanju je predstavljenih nekaj algoritmov, ki so se zdeli primerni za
resˇitev problema. Pri implementaciji sem jih zaradi vecˇ dejavnikov izbral
nekaj, ki so se zdeli najboljˇsi.
2.1 OCR
OCR ali ang. ’Optical Character Recognition’ je nacˇin pridobivanja bese-
dila, pri katerem se cˇloveku berljiv tekst pretvori v besedilo, ki je berljivo
racˇunalniku. OCR, ki se je vcˇasih uporabljal predvsem pri skenerjih, se v
danasˇnjih cˇasih uporablja tudi v mobilnih napravah, npr. pri zajemu slike.
Eden bolj znanih je Googlov odprtokodni Tesseract, ki se uporablja tudi pri
Androidu [15].
Prvi pravi zacˇetki razvoja OCR segajo v 1940 s pojavitvijo digitalnega
racˇunalnika. V komercialne namene se je uporabljal sˇele v sredini petdesetih
let [12]. Potem je sledila prva generacija OCR, ki je bila zelo omejena. Pri
drugi generaciji so lahko brali tudi rocˇno pisane cˇrke in sˇtevilke. Izziv pri
tretji generaciji (sredina sedemdesetih do sredina osemdesetih let) so bili
dokumenti slabe kvalitete. Predvsem zaradi visokih cen so bili aparati OCR
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Slika 2.1: Normalizacija in zameglitev znaka [12]
zelo redki. Pocenitev strojne in druge opreme je nastopila po letu 1986.
Glavni simboli pri OCR so male in velike cˇrke, sˇtevilke in posebni znaki,
kot so na primer vejice, pike in druga locˇila. Uposˇtevati je treba tudi vecˇ
slogov, ki jih lahko spreminjamo pri besedilu. Postopek se zacˇne z opticˇnim
skeniranjem oz. danes lahko zˇe s samim zajemom slike iz fotoaparata. Pri
tem se uporablja zmanjˇsanje barv v sivinske in upragovanje (opisano v 2.3.1).
Sledita lokalizacija in segmentacija. Pri lokalizaciji je treba locirati regije,
kjer sploh so besedila, in jih locˇiti od slik oz. druge grafike. Vecˇina algoritmov
OCR segmentira vsako cˇrko posebej. Segmentacija se izvaja z izolacijo cˇrnih
neprekinjenih komponent. Tezˇave nastopijo, cˇe so znaki sestavljeni iz vecˇ
delov. Pojavljajo se tudi tezˇave, kot so na primer [12]:
• prekrivanje cˇrk;
• pikice (rezultat sˇuma pri upragovanju) se zamenjajo za cˇrke;
• graficˇni objekti se zamenjajo za tekst in obratno.
Po tem sledi predprocesiranje. Tu se delno popravljajo napake, ki so posle-
dica prejˇsnjih postopkov. Sem spadata normalizacija in zameglitev znakov
(glej sliko 2.1).
Zatem se je treba spopasti z najtezˇjim delom, in sicer locˇevanjem znacˇilnic.
Za boljˇso robustnost se mora uposˇtevati naslednjih 5 kriterijev [12]:
• sˇum;
• popacˇenost;




Tu je mnogo razlicˇnih pristopov. Pri enostavnejˇsih se ne gleda nobenih
znacˇilnosti znakov, ampak se takoj preveri s predlaganimi znaki. Zahtev-
nejˇsi pristopi uporabljajo razne meritve in analize. Od tod naprej se izvaja
klasifikacija znakov. To je proces klasifikacije vsakega znaka in dodelitve pra-
vemu razredu [12]. Eden od nacˇinov klasifikacije je sˇtetje horizontalnih in
vertikalnih cˇrt znaka. S tem zmanjˇsamo sˇtevilo vseh znakov v predlaganem
razredu. Zadnji del OCR je koncˇna obdelava. Sem spadata [12]
• grupiranje – tisti znaki, ki so bolj skupaj, verjetno pomenijo eno besedo;
• zaznavanje in popravljanje napak – glede na statisticˇno verjetnost lahko
zaznamo, ali je neka beseda pravilna; uporabimo lahko tudi slovarje.
Kljub temu pa vseeno lahko pride do napak. Za boljˇse rezultate obstajajo
tudi nacˇini, kjer se naprava ucˇi na podlagi zˇe vnaprej vnesenih znakov.
2.2 Detekcija obrazov
Detekcija obrazov ali ang. ’Face Detection’, ki je ne smemo enacˇiti s prepo-
znavanjem obrazov ali ang. ’Face Recognition’, je nacˇin zaznavanja obra-
zov na sliki/videu. Po procesiranju vhodne slike nam vrne novo sliko z
oznacˇenimi obrazi.
Zacˇne se s segmentacijo barv. To je priljubljen in zelo dober pristop k
detekciji obrazov [13]. Obicˇajno se pri slikah v formatu RGB pri spremembi
svetlobne vrednosti zelo spremenijo. Zaradi tega se namesto RGB pogosto
uporablja barvni prostor YCbCr. Pri detekciji barve kozˇe se uporabljata
komponenti Cb in Cr. Sledi segmentacija slike. Pri binarni sliki, ki smo
jo dobili pri segmentaciji barv, se odstrani manjˇse bele necˇistocˇe/sˇum in
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(a) Segmentacija slike (b) Oznacˇena srediˇscˇa na originalni sliki
Slika 2.2: Del postopka zaznavanja obrazov [13]
zapolni cˇrne necˇistocˇe znotraj belih prostorov. Po dodatni detekciji robov
se oznacˇi srediˇscˇe pri vseh belih sˇumih (glej sliki 2.2, leva prikazuje rezultat
po segmentaciji slike, desna ima oznacˇena srediˇscˇa v vseh belih prostorih
z leve slike). Potem je treba preveriti, kateri od teh sˇumov so obrazi. To
preverimo s t. i. lastnimi obrazi ali ang. ’Eigenface’, ki so skupek lastnih
vektorjev. Dobimo jih s testnih slik, na koncu pa izberemo najprimernejˇsega,
ki je povprecˇje vseh (glej sliko 2.3). Tako dobimo cˇim bolj splosˇno obliko
obraza. Pri vseh oznacˇenih pravokotnikih (ki imajo srediˇscˇa v prej omenjenih
belih sˇumih) po segmentaciji slike, se nato z lastnimi obrazi preveri, ali je vsak
od teh obraz. Tu pogosto pride do napak, zato jih je treba popravljati. To
korigiramo npr. tako, da tiste pravokotnike, ki so prevecˇ skupaj, zdruzˇimo.
To je samo eden od nacˇinov detekcije obrazov. Podobne pristope z la-
stnimi obrazi se uporablja pri slikah na socialnih omrezˇjih [14].
2.3 Locˇevanje kljucˇnih znacˇilnic
Sˇe en zanimiv pristop k locˇevanju pomembnih delov slike, ki pa se ne ome-
juje na obraze in tekst, je locˇevanje kljucˇnih znacˇilnic. Za razliko od podob-
nih algoritmov, ki temeljijo samo na svetlosti slik (sivinske slike), sem nasˇel
boljˇsega, ki uposˇteva tudi barve.
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Slika 2.3: Povprecˇje lastnih obrazov [13]
V nadaljevanju je opisan eden od postopkov izracˇuna locˇevanja kljucˇnih
znacˇilnic [10]. Najprej nasˇo vhodno sliko pretvorimo iz barvnega modela
RGB v prostor XYZ, zatem pa sˇe v prostor LMS, ki pa se sˇe dodatno trans-
formira. Vse to lahko predstavimo z enacˇbo 2.1, pri cˇemer je O1 svetlost
















Nato sledi izracˇun matrike M (2.2). Tu si pomagamo z enacˇbo 2.3, kjer










(O1x −O1x)(O1x −O1x) (2.3)
Ko imamo izracˇunano matriko M, lahko na njej izvedemo razcep SVD
(glej enacˇbo 2.4).
M = UΣV (2.4)
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g(Iopp(x, y)) = U · (diag(1/diag(
√
Σ)) · V T ) · Iopp (2.5)
Zatem moramo sˇe izostriti barve z enacˇbo 2.5, kjer je Iopp slika, predsta-
vljena z nasˇimi novimi komponentami (O1, O2, O3).
S(x, y) = ||Iµ − Iωhc(x, y)||2 (2.6)
Sledi sˇe koncˇni izracˇun slike, pri kateri so poudarjeni pomembnejˇsi deli.
Pri enacˇbi 2.6 je Iµ povprecˇje vrednosti, ki smo jih prej izracˇunali (g),
Iωhc(x, y) pa zglajena slika z Gaussovim filtrom. Iz te razlike izracˇunamo
evklidsko razdaljo.
Slika 2.4: Primer locˇevanja kljucˇnih znacˇilnic
Od tod lahko vidimo, da dobimo pri veliko slikah zelo dobre rezultate,
pri katerih so pomembnejˇsi deli bolj osvetljeni. Cˇe hocˇemo binarno masko,
s formulo 2.7 izracˇunamo mejo (prag), nad katero bodo slikovni elementi 1,
vsi drugi pa 0. Temu se recˇe upragovanje.









Slika 2.5: Upragovana oz. binarna maska slike pri locˇevanju kljucˇnih znacˇilnic
2.3.1 Upragovanje
Upragovanje je enostaven in sˇiroko uporabljen nacˇin segmentacije slike [8].
Lahko ga enostavno predstavimo s formulo 2.8. To opiˇsemo tako, da na vho-
dni sliki (obicˇajno je to sivinska slika) za vsak slikovni element preverimo, ali
je vecˇji od T. Cˇe je, ima izhodna slika na tej poziciji vrednost 1, v nasprotnem
primeru pa 0. Izhodna slika naj bi vsebovala vse pomembne oblike glavnih
objektov (locˇevanje ospredja in ozadja).
g(x, y) =
1 if f(x, y) > T0 if f(x, y) ≤ T (2.8)
2.4 Rezanje sˇivov
K resˇevanju problema lahko pristopimo tudi drugacˇe, in sicer z rezanjem
sˇivov. Tu se dinamicˇno spreminja velikost slike, ne da bi izgubili pomembne
informacije.
10
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Slika 2.6: Prvotna slika pri rezanju sˇivov
V nadaljevanju bomo govorili o tem, kaj sploh je sˇiv. Gre za povezano
pot slikovnih elementov od zgoraj navzdol, pri cˇemer gre za optimalno pot
[9]. Optimalnost se izracˇuna na podlagi energijske funkcije, ki jo izracˇunamo
na sliki.
Algoritem deluje tako, da na vhodni sliki (2.6) najprej izracˇunamo ener-
gijo – tu obstaja veliko nacˇinov in pravilnost izracˇuna sˇivov je najbolj odvisna
od tega. Najboljˇsi nacˇin za izracˇun energije je obicˇajno gradient (2.7). V
nasˇem primeru je uporabljeno Scharrovo jedro, v posˇtev pa prideta tudi So-
belovo in Laplacovo. Ko imamo izracˇunano energijo, sledi izracˇun sˇivov (2.8).
Tu si pomagamo z dinamicˇnim programiranjem. Najdemo optimalni sˇiv (2.9)
(z najmanjˇso energijo) in ga izrezˇemo iz slike. Ta postopek lahko ponovimo
poljubnokrat oz. dokler nismo priˇsli do zˇelenih dimenzij.
Vidimo, da je rezanje sˇivov zelo zanimiv nacˇin za manjˇsanje dimenzij
slik brez izgube pomembnih objektov, vendar lahko vcˇasih pride do manjˇsih
anomalij.
2.4.1 Gradient slike
Gradient slike je smerna sprememba intenzitete ali barve slike [2]. Uporablja
se za pridobivanje informacij s slike. Gradient je diferencialna funkcija z
dvema komponentama. Priblizˇke odvodov izracˇunamo s konvolucijo. Pri
konvoluciji je najpomembnejˇse izbrati pravo konvolucijsko matriko oz. jedro.
2.4. REZANJE SˇIVOV 11
Slika 2.7: Gradient prvotne slike
Slika 2.8: Maska sˇivov, temnejˇsi deli so manj pomembni
Slika 2.9: Originalna slika, na kateri je oznacˇen sˇiv
12
POGLAVJE 2. MANIPULACIJA S SLIKAMI IN ISKANJE
POMEMBNIH DELOV
Slika 2.10: Izhodna slika pri rezanju sˇivov
Slika 2.11: Primer konvolucije [16]
Konvolucijo se lahko pri slikah realizira kot mnozˇenje slike z jedrom (ki je
obicˇajno matrika 3x3). To zapiˇsemo z naslednjo enacˇbo:
G = H ∗ F (2.9)
kjer je H jedro, F pa slika [16]. Z jedrom gremo cˇez vsako tocˇko na sliki,
pomnozˇimo istolezˇne elemente, jih sesˇtejemo in zapiˇsemo v izhodno matriko.
Za lazˇjo predstavo si pomagamo s sliko 2.11.
Razlicˇna jedra lahko uporabljamo za [3]:




Nekatera izmed bolj znanih jeder so Gaussovo (za glajenje slike), Cannyevo,
Sobelovo in Prewittovo (vsa tri za detekcijo robov). V nasˇem primeru je pri












Za razliko od Sobelovega je Scharrovo bolj natancˇno oz. fino.
2.4.2 Dinamicˇno programiranje
Pri dinamicˇnem programiranju razbijemo velik problem na manjˇse podpro-
bleme. V nasˇem primeru smo ga uporabljali za iskanje optimalnega sˇiva pri
rezanju sˇivov. Izracˇun lahko predstavimo z enacˇbo 2.11 [9].
M(i, j) = e(i, j) + min(M(i− 1, j − 1),M(i− 1, j),M(i− 1, j + 1)) (2.11)
To lahko ponazorimo s sliko 2.12. V praksi nastanejo slike, podobne sliki 2.8.
Zacˇnemo v drugi vrsti, kjer izmed gornjih dveh ali treh sosedov (odvisno od
lokacije) izberemo najmanjˇsega in ga sesˇtejemo s trenutno vrednostjo. Ko
pridemo do konca, najdemo najnizˇjo vrednost v spodnji vrstici in sledimo
najmanjˇsim gornjim sosedom do vrha (glej sliko 2.13). Tako smo nasˇli opti-
malni sˇiv.
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Slika 2.12: Dinamicˇno programiranje
Slika 2.13: Iskanje optimalnega sˇiva
Poglavje 3
Pristop k problemu
Razvoj programa smo zacˇeli razvijati v Matlabu, ki je programski jezik cˇetrte
generacije [18]. Zaradi same narave skriptnega jezika vcˇasih deluje pocˇasi.
Zato smo se kasneje odlocˇili za C++ in razvojno okolje Microsoft Visual
Studio. Uporabili smo tudi knjizˇnico za racˇunalniˇski vid – OpenCV. Program
se zaganja iz ukazne vrstice, ki mora imeti dolocˇene vhodne parametre. To
so:
• pot do vhodne slike;
• pot do izhodne slike;
• dimenziji izhodne slike;
• oznacˇen pomemben del – opcijsko.
Program je sestavljen iz vecˇ datotek. Ena omogocˇa zagon programa in
preverja pravilnost vhodnih parametrov. Cˇe so dani vsi vhodni parametri, se
program nadaljuje v drugi datoteki, ki predstavlja rocˇno manjˇsanje dimenzij
slik. V primeru, da imamo samo tri dane parametre (vhodna slika, izho-
dna slika, dimenziji izhodne slike), se program nadaljuje v tretji datoteki, ki
vsebuje vse potrebno za avtomatsko manjˇsanje dimenzij slik.
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3.1 Uporabljena razvojna okolja, tehnologije
in knjizˇnice
3.1.1 Matlab
Matlab je programski jezik oz. okolje, ki ga je razvil MathWorks. Omogocˇa
manipulacije z matrikami, risanje funkcij, ima vkljucˇene razne algoritme in je
kompatibilen s programi iz drugih programskih jezikov, kot so C, C++, Java,
Fortran in Python [18]. Matlab smo uporabljali samo za izdelavo prototipa.
3.1.2 Microsoft Visual Studio
Je Microsoftovo razvojno okolje. Z njim lahko razvijamo racˇunalniˇske pro-
grame, spletne strani, spletne aplikacije in storitve. Podpira naslednje pro-
gramske jezike: C, C++, C#, VB.NET, F# in druge z dodatnimi namesˇcˇenimi
storitvami [19]. Uporabljali smo ga za izdelavo nasˇega programa (3.1).
Slika 3.1: Microsoft Visual Studio
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3.1.3 C++
Je objektno usmerjen programski jezik, ki omogocˇa tudi nizkonivojsko ma-
nipulacijo s pomnilnikom. Zacˇetki razvoja segajo v osemdeseta leta, nanj
pa je vplival predvsem jezik C. Najprej je bil mozˇen samo kot dodatek k C,
standardiziran pa je bil sˇele leta 1998. C++ je vplival na razvoj kasnejˇsih
verzij C (C99), Java, C# in drugih [17].
3.1.4 OpenCV
OpenCV predstavlja odprtokodno knjizˇnico za racˇunalniˇski vid. Podpira
delovanje v operacijskih sistemih Windows, Linux, MacOS, iOS in Android.
Z njim lahko piˇsemo programe v C++, C, Pythonu in Javi. Izdan je pod
licenco BSD, zato se lahko uporablja tudi v komercialne namene [7]. Izmed
mnogih modulov [4] smo uporabili:
• core – vsebuje osnovne funkcije in podatkovne tipe (eden najbolj upo-
rabljenih je Mat) za delovanje drugih modulov;
• highgui – graficˇni vmesnik za prikazovanje slik, skrbi za vhodne ope-
racije (miˇska, tipkovnica), branje in pisanje slik in videov na disk oz.
pomnilnik;
• imgproc – manipulacije s slikami (Gaussov filter, upragovanje, gradient
slike, transformacije slik ...).
3.1.5 GitHub
GitHub (GitHub.com) je spletna stran za shranjevanje kode in repozitorijev,
ki temelji na Gitovem sistemu za podporo obvladovanja razlicˇic [11]. Z njim
lahko enostavno prenesemo svojo kodo na repozitorij, jo popravljamo in spre-
minjamo. Prav tako si lahko ogledamo repozitorije drugih uporabnikov, cˇe
so javni. Z Gitom smo nasˇo programsko kodo objavili na javnem repozitoriju
na GitHubu.
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3.2 Rocˇni izrez
Pri tem nacˇinu moramo podati koordinate pomembnega dela slike. Koordi-
nate so v formatu X1xY1-X2xY2, kjer X1xY1 predstavlja prvo tocˇko, X2xY2
pa drugo. Skupaj tvorita pravokotnik. Izhodna velikost je podana na podo-
ben nacˇin, WxH. Prva sˇtevilka pomeni sˇirino slike, druga pa viˇsino.
Glavna ideja resˇevanja problema pri rocˇnem manjˇsanju dimenzij slik je
izracˇun sredine pravokotnika, ki predstavlja pomemben del, in ustrezna razsˇi-
ritev viˇsine in sˇirine. Torej, cˇe imamo pomemben del slike dan kot X1xY1-
X2xY2, se sredina tega izracˇuna kot







Pri OpenCV lahko v C++ iz slike izrezˇemo pravokotnik s pomocˇjo razreda
Rect(). Pri parametrih moramo podati X in Y leve tocˇke zgoraj ter koncˇno
viˇsino in sˇirino. Levo tocˇko zgoraj dobimo tako, da prej izracˇunani srediˇscˇni
tocˇki pravokotnika odsˇtejemo polovico viˇsine in sˇirine.
(X, Y )levazgoraj = ((X)sredina − W
2
, (Y )sredina − H
2
) (3.2)
Zdaj imamo vse potrebne podatke za izrez iz vhodne slike. Pri izracˇunu
tocˇk moramo paziti na vse napake, ki se lahko zgodijo (npr. cˇe je pomemben
del na robu slike, lahko katera od tocˇk izpade iz slike).
3.3 Avtomatski izrez
Tu mora program sam ugotoviti, kateri del je pomembnejˇsi, in ga cˇim manj
odrezati. To smo realizirali kot mesˇanico algoritmov, navedenih v prejˇsnjem
poglavju. Na podlagi preizkusˇanja smo dodali sˇe nekaj sprememb za cˇim
hitrejˇse in pravilnejˇse delovanje.
Najprej zmanjˇsamo vhodno sliko. To naredimo zato, da program deluje
cˇim manj cˇasa v naslednjih operacijah. Sliko zmanjˇsamo samo v primeru,
cˇe je njena viˇsina ali sˇirina vecˇja od 600 slikovnih elementov. To mejo smo
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dobili s testiranjem – pri manjˇsi meji so rezultati izreza slike slabsˇi, pri vecˇji
pa deluje dosti pocˇasneje.
To sliko nato vstavimo v funkcijo calculateBySeamOrder (Mat image, int
reduceRows, int reduceCols). Parameter image je vhodna slika. ReduceRows
in reduceCols sta sˇtevili, ki nam povesta, koliko horizontalnih in vertikalnih
sˇivov bomo izrezali iz slike. Pri vecˇjem zacˇnemo rezati sˇive (npr. cˇe je
reduceCols vecˇji od reduceRows, bomo najprej odrezali reduceCols stolpcev
slike). V nadaljevanju je del kode, s katerim iz slike izrezˇemo reduceCols
vertikalnih sˇivov.
1 Mat energy = ca l cu la t eEnergy ( imageClone ) ;
2
3 for ( int i =0; i<reduceCols ; i++)
4 {
5 Mat seamVert ica l=ca lcu lateSeam ( energy ) ;
6 imageClone=removeSeam ( imageClone , seamVert ica l ) ;
7 energy=removeSeam ( energy , seamVert i ca l ) ;
8
9 c o l s=removeCol ( seamVert ica l , c o l s ) ;
10
11 i f ( i %20==0)
12 energy = ca l cu la teEnergy ( imageClone ) ;
13 }
Iz drugega poglavja vidimo, da je treba pri rezanju sˇivov najprej izracˇunati
energijo. Pri nas to naredimo s klicem calculateEnergy(imageClone), kjer je
imageClone samo kopija vhodne slike. V tej funkciji izracˇunamo energijo na
podlagi naslednje formule, ki smo jo dobili s testiranjem
energy = 0.75 ∗ ColorSaliency + 0.25 ∗Gradient (3.3)
ColorSaliency je binarna maska locˇevanja kljucˇnih znacˇilnic, ki je opisana
v drugem poglavju. Gradient uporablja Scharrovo jedro, ki se v OpenCV
20 POGLAVJE 3. PRISTOP K PROBLEMU
izracˇuna s pomocˇjo funkcije Scharr(). Celotne tezˇe nismo dali na binarno
masko, saj ta ne deluje v vseh primerih 100-odstotno.
Po izracˇunani energiji nadaljujemo z zanko for. S calculateSeam(energy)
izracˇunamo masko sˇivov in sˇiv z najmanjˇso energijo, ki ga funkcija tudi vrne.
Ta je predstavljen kot vektor 1xN, kjer je N viˇsina slike. Vsaka vrstica v
vektorju predstavlja sˇtevilko stolpca na sliki, kjer se nahaja sˇiv.
Nadaljujemo z odstranitvijo sˇiva s funkcijo removeSeam(). Prvi parame-
ter dolocˇa sliko, iz katere ga odstranimo, drugi pa dejanski sˇiv oz. lokacija,
kjer se nahaja. To odstranimo z nasˇe delovne slike, ki jo urejamo, in iz ener-
gije slike. Zaradi optimizacije izracˇunamo energijo po vsakih 20 izrezanih
sˇivih. Cˇe bi energijo racˇunali po vsakem izrezanem sˇivu, bi program deloval
toliko dlje, saj sam izracˇun energije traja relativno dolgo. Cˇe hocˇemo izrezati
horizontalne sˇive, sliko samo rotiramo ali transponiramo.
Ta nacˇin deluje dokaj dobro. Zatakne se le, cˇe moramo izrezati veliko
sˇivov. Takrat se slika zelo deformira in je slabo razvidna. Zato smo v
nasˇ algoritem dodali sˇe neomenjeni spremenljivki cols in rows, s katerima
racˇunamo, kje se nahaja tocˇka, ki je v srediˇscˇu slike z izrezanimi sˇivi, v ori-
ginalni sliki. Do te ideje smo priˇsli tako, da smo predvidevali, da algoritem
rezanja sˇivov potiska pomembne dele proti sredini slike. S taksˇno izracˇunano
srediˇscˇno tocˇko smo potem iz originalne slike izrezali pravokotnik z ustrezno
viˇsino in sˇirino, kjer je srediˇscˇe ta srediˇscˇna tocˇka. Celoten postopek si lahko
lazˇje predstavimo vizualno s sliko 3.2.
Na sliki 3.4 je prikazan nasˇ nacˇin testiranja in postavljanja tezˇ pri izracˇunu
energije (glej formulo 3.3), iz katerih smo izbrali najboljˇso. Cˇeprav smo pri
mnogo primerih dobili dobre rezultate s celotno tezˇo na gradientu, smo pri
nekaj slikah dobili sˇe boljˇse z 0,75 na kljucˇnih znacˇilnicah in 0,25 na gradientu.
3.3. AVTOMATSKI IZREZ 21
Slika 3.2: Celoten postopek avtomatskega izreza slike. Dimenzije slik niso v
razmerju, temvecˇ so namenjene le za predstavo delovanja.
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Slika 3.3: Originalna slika pred izrezom (dimenzije 900x675)
(a) 0*ColorSaliency + 1*Gradient (b) 0,25*ColorSaliency + 0,75*Gradi-
ent
(c) 0,75*ColorSaliency + 0,25*Gradient (d) 1*ColorSaliency + 0*Gradient




Testne slike smo izbirali med nakljucˇnimi slikami iz Googlovega iskalnika slik.
V posˇtev so priˇsle tudi testne slike iz javno dostopnih baz [1]. Na primerih
smo dobili razlicˇne rezultate. Eden je prikazan zˇe v prejˇsnjem poglavju (glej
sliko 3.2). Pri rocˇnem izrezovanju iz slike smo si pomagali z drugimi programi.
Morali smo najti polozˇaje tocˇk, kjer se nahajajo pomembni deli.
Slika 4.1: Primer rocˇnega izreza iz slike, ki ga zazˇenemo tako: Resize.exe
--input cyclist.jpg --output cyclistOut.jpg --size 120x170 --featured 190x30-
300x180. Iz dimenzij 640x426 spravimo sliko na 120x170.
Rocˇni izrez iz slike deluje po pricˇakovanem, saj je enostaven za imple-
mentacijo. Tezˇave se pojavijo pri avtomatskem izrezu, saj algoritem ne zna
vedno dolocˇiti, kateri del je bolj pomemben. To je razvidno pri sliki 4.5,
kjer je v izhodni sliki objekt odrezan. Sˇe vecˇja in bolj ocˇitna napaka se vidi
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Slika 4.2: Primer avtomatskega izreza iz slike, ki ga zazˇenemo z Resize.exe
--input horses.jpg --output horsesOut.jpg --size 250x100.
Slika 4.3: Primer avtomatskega izreza: Resize.exe --input surfer.jpg --output
surferOut.jpg --size 100x100.
na sliki 4.6. Algoritem se ne more odlocˇiti med pomembnostjo srednjega in
spodnjega dela. Po iskanju problema sem ugotovil, da se pri rezanju horizon-
talnih sˇivov veliko odrezˇe na vrhu slike (na nebu). Zaradi rezanja na vrhu se
nasˇe srediˇscˇe premika proti dnu.
V drugih primerih so prikazani dobri izrezi slik.
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Slika 4.4: Primer avtomatskega izreza: Resize.exe --input horse.jpg --output
horseOut.jpg --size 250x250.
Slika 4.5: Primer avtomatskega izreza: Resize.exe --input plane.jpg --output
planeOut.jpg --size 240x140.
Slika 4.6: Primer avtomatskega izreza: Resize.exe --input sea.jpg --output
seaOut.jpg --size 230x160.




Pri diplomski nalogi nas je sˇe zanimalo, kako dobro se odrezˇe algoritem za
zaznavanje obrazov, implementiran v OpenCV. Pri prvem podpoglavju smo
slike manjˇsali enakomerno in z rezanjem sˇivov. Pri drugem pa smo preverili
detekcijo obrazov pri izgubi razmerja viˇsine in sˇirine slik.
5.1 Zaznavanje obrazov pri manjˇsanju slik
Zaznavanje obrazov smo preizkusˇali tako, da smo ga najprej preverili na
vhodni sliki, nato pa jo postopoma zmanjˇsevali (vsaka naslednja slika je bila
za 10 % manjˇsa od prejˇsnje). To smo ponovili do te tocˇke, dokler algoritem ni
vecˇ prepoznal obrazov. Na razlicˇnih primerih smo dobili podobne rezultate
– zaznavanje obrazov popusˇcˇa na slikah, ki so manjˇse od dimenzij 200x200
(sˇtevilke so priblizˇne, segajo v ta rang). Seveda je veliko odvisno od velikosti
slik in samih obrazov na slikah. Do tega pride zato, ker se slike pri manjˇsanju
zameglijo in algoritem ne more vecˇ jasno dolocˇiti, kaj je obraz. V nekaterih
primerih je priˇslo do manjˇsih anomalij, in sicer pri eni sliki ni bilo zaznanega
obraza, pri naslednji manjˇsi sliki pa je bil ponovno zaznan.
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Detekcijo obrazov se pri OpenCV opiˇse z dokaj kratko kodo:
1 Mat grImage ;
2 cvtColor ( image , grImage ,CV RGB2GRAY) ;
3 C a s c a d e C l a s s i f i e r f a c e c a s c a d e ;
4 f a c e c a s c a d e . load ( ” h a a r c a s c a d e f r o n t a l f a c e a l t 2 . xml” ) ;
5
6 std : : vector<Rect> f a c e s ;
7 f a c e c a s c a d e . de t e c tMu l t iS ca l e ( grImage , f ace s , 1 . 1 , 2 ,
0 |CV HAAR SCALE IMAGE, S i z e (30 , 30) ) ;
8
9 // Draw c i r c l e s on the d e t e c t e d f a c e s
10 for ( int i = 0 ; i < f a c e s . s i z e ( ) ; i++ )
11 {
12 Point c en te r ( f a c e s [ i ] . x + f a c e s [ i ] . width ∗0 .5 ,
f a c e s [ i ] . y + f a c e s [ i ] . he ight ∗0 .5 ) ;
13 e l l i p s e ( image , center , S i z e ( f a c e s [ i ] . width
∗0 .5 , f a c e s [ i ] . he ight ∗0 . 5 ) , 0 , 0 , 360 ,
Sca l a r ( 255 , 255 , 255 ) , 4 , 8 , 0 ) ;
14 }
Dejanska detekcija obrazov se klicˇe v sedmi vrstici, krogi (lahko tudi kaksˇne
druge oblike) pa se izriˇsejo v zanki for.
(a) 481x321 (b) 186x125
Slika 5.1: Leva slika prikazuje zaznavanje obrazov pri vhodni sliki, desna pa
zadnjo zaznavo obrazov po postopnem skaliranju.
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(a) 321x481 (b) 139x207
Slika 5.2: Leva slika prikazuje zaznavanje obrazov pri vhodni sliki, desna pa
zadnjo zaznavo obrazov po postopnem skaliranju.
(a) 481x321 (b) 284x190 (c) 186x125
Slika 5.3: Leva slika prikazuje zaznavanje obrazov pri vhodni sliki, najbolj
desna pa zadnjo zaznavo obrazov po postopnem skaliranju. Na sredini je
slika (anomalija), pri kateri ni bilo zaznanega obraza, cˇeprav je bil obraz pri
naslednji zmanjˇsani sliki zaznan.
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Na podoben nacˇin smo preverili tudi, kako deluje detekcija obrazov pri
rezanju sˇivov. Najprej smo obraze zaznali na vhodni sliki, nato pa po na-
kljucˇnem sˇtevilu odrezanih sˇivov. Logicˇno je, da vcˇasih pride do slabsˇih
rezultatov, saj se slika pri rezanju sˇivov v nekaterih primerih deformira (de-
formirani obrazi).
(a) 481x321 (b) 440x170
(c) 400x170
Slika 5.4: Prva slika prikazuje zaznavanje obrazov pri vhodni sliki, druga in
tretja pa zaznavo obrazov po dolocˇenem sˇtevilu odrezanih sˇivov.
5.2 Zaznavanje obrazov pri izgubi razmerja
Zaznavanje obrazov pri izgubi razmerja smo preizkusˇali podobno kot pri
prejˇsnjem podpoglavju, s to razliko, da slikam manjˇsamo samo viˇsino ali
sˇirino (t. i. neuniformno skaliranje). S slik 5.5 in 5.6 vidimo, da pri nesoraz-
mernem manjˇsanju ene od dimenzij slik tudi obrazi izgubijo svoje razmerje.
Zato zaznavanje obrazov ne more dolocˇiti oblike obrazov, najti prave razdalje
med razlicˇnimi deli obraza, kot so na primer razdalja med ocˇmi, med usti in
cˇelom in podobno. Distorzija slike torej slabo vpliva na zaznavanje obrazov.
Zadnje, kar nas je sˇe zanimalo, je, ali izrez iz slike vpliva na zaznavo
obraza. S slike 5.7, ki je izrezana iz originalne slike iz primera 5.5, vidimo,
da zaznavanje obrazov pri izrezanih slikah deluje skoraj identicˇno.
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(a) 1024x685 (b) 544x685 (c) 397x685
Slika 5.5: Prva slika prikazuje zaznavanje obrazov pri vhodni sliki, druga
zadnjo dokaj pravilno zaznavo obeh obrazov, tretja pa zadnji zaznan obraz
pri manjˇsanju sˇirine slike.
(a) 1024x768 (b) 1024x409
(c) 1024x331
Slika 5.6: Prva slika prikazuje zaznavanje obrazov pri vhodni sliki, druga
zadnjo dokaj pravilno zaznavo obeh obrazov, tretja pa zadnji zaznan obraz
pri manjˇsanju viˇsine slike.
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Slika 5.7: Izrez iz originalne slike iz primera 5.5, na kateri je opravljeno
zaznavanje obrazov. Slika je velikosti 453x352.
Nasˇe ugotovitve glede zaznavanja obrazov so, da deluje dobro, vendar le
pod dolocˇenimi pogoji. Obraz mora biti zelo jasen, nedvoumen za algoritem
in s pravimi razmerji med razlicˇnimi deli obraza.
Poglavje 6
Sklepne ugotovitve
V diplomski nalogi smo razvili program, ki iz vhodne slike izrezˇe glavni
objekt. Sestavljen je iz dveh delov. Prvi je rocˇni izrez, v katerem oznacˇimo,
kateri del je pomembnejˇsi. V drugem pa mora program sam ugotoviti, kaj
naj odrezˇe, da bo kljucˇni objekt sˇe vedno v izhodni sliki.
Najprej sem predelal nekaj cˇlankov, ki se nanasˇajo na nasˇo tematiko.
Nato smo zacˇeli z implementacijo algoritmov, zamenjali smo programski je-
zik na hitrejˇsega in sproti dobivali nove ideje. Temu je sledila optimizacija.
Tu lahko omenimo manjˇsanje slike na zacˇetku in racˇunanje energije slike le po
dolocˇenem sˇtevilu izrezanih sˇivov. Pri diplomskem delu smo na koncu opisali
sˇe delovanje zaznavanja obrazov pod razlicˇnimi pogoji (sorazmerno/nesoraz-
merno manjˇsanje velikosti slik, po rezanju sˇivov, izrez iz slike), ki bi ga lahko
implementirali v nasˇem algoritmu.
Algoritem bi se dalo sˇe bolj dodelati npr. z OCR za prepoznavanje be-
sedila, detekcijo obrazov in podobnimi algoritmi. V posˇtev bi priˇsel tudi
drugacˇen izracˇun energije. Namesto gradienta bi izracˇunal entropijo, ki nam
pove kolicˇino informacije, ki se nahaja v slikovnem elementu. Lahko bi izbral
tudi malo drugacˇen pristop z izracˇunom sopojavitvenih matrik, ki nam po-
vedo, koliko krat se nek slikovni element pojavi v blizˇini drugega. Z raznimi
opisniki (korelacija, kontrast, energija, homogenost ...) se potem lahko locˇi
glavni objekt od ozadja. Kljub razlicˇnim idejam je treba vsako preizkusiti in
33
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poiskati najboljˇso.
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Priloga
Listing 6.1: Izvorna koda za rocˇni izrez iz slike
1 #include <opencv2/ core / core . hpp>
2 #include <opencv2/ h ighgu i / h ighgu i . hpp>
3 #include <iostream>
4 #include ”resizeAM . h”
5
6 using namespace cv ;
7 using namespace std ;
8
9
10 int c l i p ( int n , int lower , int upper ) {
11 return max( lower , min (n , upper ) ) ;
12 }
13
14 int res izeManual ( s t r i n g input , s t r i n g output , Point s i z e
, Point featured1 , Point f ea tu red2 )
15 {
16 int widthFeatured = fea tured2 . x−f e a tured1 . x ;
17 int heightFeatured = fea tured2 . y−f e a tu red1 . y ;
18 Mat image ;
19 Mat f ea turedRectang l e ;
20 Point cente rPo int ;
21 Point newPoint1 ;
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22 Point newPoint2 ;
23 int newWidth ;
24 int newHeight ;
25 Mat outputImage ;
26
27
28 image = imread ( input , IMREAD COLOR) ; // Read the
f i l e
29 i f ( ! image . data ) // Check f o r i n v a l i d input
30 {
31 cout << ”Could not open or f i n d the image” <<




35 i f ( c l i p ( s i z e . x , 0 , image . s i z e ( ) . width ) != s i z e . x
| | c l i p ( s i z e . y , 0 , image . s i z e ( ) . he ight ) != s i z e .
y | |
36 c l i p ( f ea tu red1 . x , 0 , image . s i z e ( ) . width )
!= fea tured1 . x | | c l i p ( f ea tu red1 . y , 0 ,
image . s i z e ( ) . width ) != fea tured1 . y | |
37 c l i p ( f ea tu red2 . x , 0 , image . s i z e ( ) . width )
!= fea tured2 . x | | c l i p ( f ea tu red2 . y , 0 ,
image . s i z e ( ) . width ) != fea tured2 . y | |
38 f ea tured1 . x>=featured2 . x | | f e a tu red1 . y
>=featured2 . y )
39 {





44 i f ( s i z e . x<widthFeatured )
45 {
46 cout << ”Warning − f e a tu r ed part must
not be cut ” << endl ;
47 s i z e . x=widthFeatured ;
48 }
49 i f ( s i z e . y<heightFeatured )
50 {
51 cout << ”Warning − f e a tu r ed part must
not be cut ” << endl ;
52 s i z e . y=heightFeatured ;
53 }
54
55 f ea turedRectang l e = image ( Rect ( f ea tu red1 . x ,
f ea tu red1 . y , widthFeatured , he ightFeatured ) )
;
56
57 cente rPo int = Point ( f ea tu red1 . x + widthFeatured
/2 , f ea tu red1 . y + heightFeatured /2) ;
58
59 i f ( ( image . co l s−cente rPo int . x )<s i z e . x/2 )
cente rPo int . x=image . co l s−s i z e . x /2 ;
60 else i f ( cente rPo int . x<s i z e . x/2 ) cente rPo int . x
=s i z e . x /2 ;
61
62 i f ( ( image . rows−cente rPo int . y )<s i z e . y/2 )
cente rPo int . y=image . rows−s i z e . y /2 ;
63 else i f ( cente rPo int . y<s i z e . y/2 ) cente rPo int . y
=s i z e . y /2 ;
64
65 newPoint1 = Point ( c l i p ( cente rPo int . x−s i z e . x
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/2 ,0 , image . s i z e ( ) . width ) , c l i p ( cente rPo int . y
−s i z e . y /2 ,0 , image . s i z e ( ) . he ight ) ) ;
66 newPoint2 = Point ( c l i p ( cente rPo int . x+s i z e . x
/2 ,0 , image . s i z e ( ) . width ) , c l i p ( cente rPo int . y
+s i z e . y /2 ,0 , image . s i z e ( ) . he ight ) ) ;
67 newWidth = newPoint2 . x−newPoint1 . x ;
68 newHeight = newPoint2 . y−newPoint1 . y ;
69 outputImage = image ( Rect ( newPoint1 . x , newPoint1
. y , newWidth , newHeight ) ) ;
70
71 imwrite ( output , outputImage ) ;
72
73 return 0 ;
74 }
Ostala izvorna koda in celoten program sta objavljena na javno dosto-
pnem repozitoriju na povezavi https://github.com/matkovic/Image-resizing.
