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ABSTRAKT 
Tato práce se věnuje vývoji aplikace běžící pod operačním systémem Microsoft 
Windows. Zaměřuje se na vytvoření vlastního jednoduchého komunikačního protokolu 
na sériové lince, který bude komunikovat s osmibitovým mikrokontrolérem AVR. Dále 
se zabývá vlastním zpracováním dat z čidel (rozpoznání čidla, převod čísla z čidla na 
°C, zobrazení naměřených hodnot) a základními příkazy (režim měření, snížení 
spotřeby atd…) pro mikrokontrolér. 
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ABSTRACT 
This bachelor thesis focuses on the development of applications running under the 
Microsoft Windows System. Its aim is to create an own simple communication protocol 
on the serial line, which will communicate with the 8-bit AVR microcontroller. 
Furthermore, the paper deals with processing of the data obtained from the sensors 
(detection of the sensors, conversion of the sensors‘ numbers into ° C, the display of the 
obtained values) and with basic commands (modes of measurement, sleep modes, etc...) 
for the microcontroller. 
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ÚVOD 
Při měření teploty bývá vhodné graficky naznačit její kolísání v závislosti na čase, 
abychom mohli lépe analyzovat externí vlivy, které způsobily výkyvy teplot. 
V této práci bude popsáno řešení aplikace pro měření a zobrazení teploty 
z teplotních čidel, které jsou připojena k PC pomocí mikrokontroléru. Dále budou 
rozebrány možnosti připojení mikrokontroléru k PC, zejména pomocí sériové linky a 
přes USB. Vlastnosti RS-232 se popíší detailněji včetně výhod, nevýhod a krátce bude 
představen USB protokol. Část práce bude věnována možnostem jak přes USB 
komunikovat stejně jako se sériovým portem. 
Druhá kapitola se bude věnovat programovému řešení. Zde se musí vytvořit vlastní 
komunikační protokol, aby se .sjednotila komunikace s měřícím zařízením. Protokol by 
měl být co nejpřehlednější a zabírat co nejméně datových rámců přenosu. Aby měl 
uživatel lepší přehled při nastavování parametrů přenosu a následně lepší přehled o 
teplotách na jednotlivých čidlech, bude popsána tvorba jednoduchého grafického 
uživatelského rozhraní. 
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1 „HARDWAROVÁ“ ČÁST 
V této kapitole je popsaný návrh řešení dílčích částí celého projektu. Popíšeme si 
sériový port, z malé části USB (virtuální sériový port), možnosti komunikačních 
protokolů, převod dat z čidla ADT7410. 
1.1 Sériová linka RS-232 
V dnešní době již velmi zastaralé rozhraní, ale pro náš účel je velmi výhodné díky 
jednoduché hardwarové vrstvě. Levné osmibitové mikrokontroléry obsahují ve většině 
případů alespoň jednu hardwarovou periferii, která zastává sériový přenos dat. Popis 
konektoru je na obr. 1 a rozmístění pinů v tab. 1 [1]. 
 
Obrázek 1: Rozmístění pinů v konektoru CANNON 9 samec 
CANNON 9 Označení I/O 
1 DCD – Detektor přijímaného signálu Vstup 
2 RxD – Přijímaná data Vstup 
3 TxD – Odesílaná data Výstup 
4 DTR – Pohotovost terminálu Výstup 
5 GND - Zem --- 
6 DSR – Pohotovost vysílače Vstup 
7 RTS – Výzva k vysílání Výstup 
8 CTS – Pohotovost k vysílání Vstup 
9 RI – Indikátor volání Vstup 
Tabulka 1: Piny v konektoru CANNON 9 
RS-232 je tedy rozhraní, které přenáší informace mezi dvěma zařízeními 
vzdálených od sebe maximálně 20m. Aby se zvýšila odolnost proti rušení, je zde 
použito vyšší napětí než standardních 5V. V závislosti na nastavení typu komunikace 
(v našem případě asynchronní přenos) nastává synchronizace pomocí pevně nastavené 
přenosové rychlosti sestupnou hranou startovacího impulzu [1]. 
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1.2 Napěťové úrovně RS 232 
RS-232 používá napěťové úrovně log. 1 a log. 0. Log. 1 je klidový stav (marking state) 
a log. 0 je aktivní stav (space state) viz obr. 2.  
 
 
Obrázek 2: Napěťové úrovně RS-232 převzato z [1] 
 
Klidový stav je indikován záporným napětím, zatímco aktivní stav je přenášen 
kladnou úrovní napětí. Napěťové úrovně jsou uvedeny v tab. 1. Nejběžněji se používá 
+10V pro log. 0 a -10V pro log. 1. Pro napětí nacházející se v oblasti -3V až +3V není 
definována napěťová úroveň. 
 
Datové signály 
Úroveň Vysílač Přijímač 
Log. 0 (L) +5V až +15V +3V až +25V 
Log. 1 (H) -5V až -15V -3V až -25V 
Není 
definováno 
-3V až +3V 
Tabulka 2: Napěťové úrovně datových signálů RS-232 
 
Řídící signály 
Signál Driver Terminátor 
Zapnuto -5V až -15V -3V až -25V 
Vypnuto +5V až +15V +3V až +25V 
Tabulka 3: Napěťové úrovně řídících signálů RS-232
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1.3 Parametry datového přenosu 
Budeme používat asynchronní sériový přenos. To znamená, že nebudeme používat další 
pomocné signální vodiče jako RI, CTS, RTS, atd.  
Abychom neztratili synchronizaci a mohli bezchybně komunikovat, musíme si 
předem určit parametry přenosu, které si blíže popíšeme níže. 
1.3.1 Parita 
Jedná se o zabezpečení dat proti chybám v přenosu. Parita navíc nemá nároky na 
výpočetní výkon. Ve vysílači se sečte počet jedničkových bitů v rámci dat a doplní se 
paritním bitem podle liché nebo sudé parity. 
- Lichá parita: Součet jedničkových bitů a paritního bitu dá ve výsledku liché číslo 
- Sudá parita: Součet jedničkových bitů a paritního bitu dá ve výsledku sudé číslo 
7bitová data 
1 byte s paritním bitem 
Sudá parita Lichá parita 
0b0000000 0b00000000 0b10000000 
0b0100101 0b10100101 0b00100101 
0b0101011 0b00101011 0b10101011 
0b1111111 0b11111111 0b01111111 
Tabulka 4: Příklady použití paritních bitů 
1.3.2 Stop bity 
Definují ukončení přenosu jednoho rámce dat. Navíc v tomto okamžiku má přijímač čas 
zpracovat přijatá data – můžeme se setkat i se zdvojenými stop bity => více času na 
zpracování rámce pro pomalejší zařízení. 
1.3.3 Asynchronní přenos dat 
V rámci projektu Program pro měření a vyhodnocení dat z teplotních senzorů budeme 
používat tento typ přenosu dat. To znamená, že každý přenesený byte musíme 
synchronizovat. Synchronizace proběhne při každém vyslání datového rámce. Ten 
začíná start bitem (sestupnou hranou), poté následují datové bity, paritní bit a stopbit 
(obr. 3). Tento typ synchronizace snižuje přenosovou rychlost až o 20%, ale v našem 
případě se bude posílat minimální množství dat. Asynchronní přenos nám dává výhodu 
jednoduššího programování. 
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Obrázek 3: Složení datového rámce RS-232 
1.4 USB 
Jak již bylo výše zmíněno, sériový port je v dnešní době už velmi zastaralý. Tím pádem 
se téměř nevyskytuje ve stolních počítačích a musí se dokupovat speciální periferie, aby 
byl port dostupný. V noteboocích se už dlouhou řadu let (dlouhou vzhledem k pokroku 
v počítačové technice) vůbec nevyskytuje. Vzhledem k univerzálnosti přístroje je jasné, 
že musíme použít USB port. Nabízí se nám několik řešení. 
1.4.1 Softwarová implementace USB do mikrokontroléru 
Při softwarové implementaci USB do mikrokontroléru se musí rozebrat dopodrobna 
celý protokol, pak jej naprogramovat a nahrát do mikrokontroléru. MCU musí mít navíc 
dostatečný výkon a hodně velkou flash paměť, aby vůbec pojal ještě další kód. Navíc 
musíme naprogramovat ovladače pro PC. Hardwarově asi nejjednodušší cesta, ale 
softwarové zpracování by zabralo rozsahem několik bakalářských prací. 
1.4.2 Použití mikrokontroléru s vestavěnými USB periferiemi 
Zde již odpadá programování velmi složitého USB protokolu, ale zase vyvstává 
problém s tím, že mikrokontroléry, které v sobě mají USB, jsou až příliš výkonné a 
jejich cena je také mnohem vyšší, než cena jednoduchého osmibitového 
mikrokontroléru. Navíc se do PC musí dodatečně instalovat ovladače. 
1.4.3 Použití hotového převodníku USBRS-R232  
Převodníky USBRS-232 představují zatím nejpřijatelnější řešení. Zde totiž odpadá 
porozumění USB protokolu a staré zařízení tak můžeme připojit i k novým počítačům bez 
sériového portu. Ovšem do nově navrhnutých zařízení se tato cesta nehodí, protože musíme 
dokoupit další zařízení. Navíc USB pracuje s napětím 5V. Napětí se proto musí převést na 
napěťové úrovně sériového portu a pak je potřeba další převodník na napěťové úrovně TTL. 
1.4.4 Použití integrovaných obvodů FTDI 
Integrované obvody FTDI vytvoří v počítači virtuální sériový port (Virtual Com Port – 
VCP), který se obsluhuje úplně stejně jako reálný sériový port. Rozdíl je v tom, že 
ovladač virtuální ho portu přemostí data právě na integrovaný obvod FTDI, kde máme 
k dispozici všechny signály standardního sériového portu navíc už v 5V úrovních. Tato 
možnost se jeví jako nejvhodnější řešení. 
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1.5 Programování v Delphi 
K sériovému portu můžeme přistupovat buď pomocí Windows API funkcí, to je ale 
hodně složité a často to vyžaduje paralelní programování, nebo můžeme použít předem 
vytvořené komponenty pro sériový port.  
Tyto komponenty řeší veškerou nepříjemnou práci za nás a nám stačí pouze 
komponentu nainstalovat, vybrat si ji z palety, nastavit základní parametry (číslo portu, 
přenosová rychlost, parita, data bity, stop bity) a ošetřit události při příjmu dat, případně 
při připojení k portu. 
 
Obrázek 4: Nově nainstalovaná komponenta TMS Async32 
 
 
Obrázek 5: Nastavení parametrů přenosu "natvrdo" a ošetření událostí při otevření a zavření 
portu a při příjmu dat 
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1.6 Komponenty pro sériový přenos 
Na výběr máme z mnoha komponent: 
 Varian Async 32 
 TMS Async 32 (vylepšená Varian Async 32) 
 ComPort  
 CiaComPort 
 ZLPortIO 
 
Pro náš projekt byla vybrána komponenta TMS Async 32, protože jako jediná 
FREE komponenta dosahuje kvality placených komponent. Jediné omezení je, že při 
spouštění našeho programu vyskočí hláška (z exe souboru, při spouštění z debuggru 
nevyskakuje), která nás informuje o tom, že program obsahuje tuto komponentu, ale 
nijak nebrání běhu programu. 
 
1.7 Čidlo ADT7410 
Jedná se o inteligentní čidlo teploty, kde je měřená teplota zaznamenávána na 9, 10, 13 
nebo 16 bitech. LSB z ADC převodu odpovídá 0,0625°C při rozlišení 13 bitů. Čidlo 
může měřit teoreticky až do 255°C, ale reálný rozsah je od -55°C do +150°C. Výsledek 
měření se ukládá v 16 bitovém registru a porovnává se s maximálními teplotními limity 
nastavenými v registrech TCRIT a THIGH. Výsledek měření je také porovnáván s 
limitem minimální teploty uloženém v registru TLOW. 
1.7.1 Popis způsobu uložení dat v čidle 
Data uložená v registrech teploty, TCRIT, THIGH a TLOW jsou reprezentovány ve 13 bitové 
dvojici komplementárních slov. Tři LSB (Bit 0 až Bit 2) nejsou částí převodu, ale jsou 
to „flagy“ registrů TCRIT, THIGH a TLOW. Tabulka 5 [2] udává příklad použití 13 bitového 
formátu dat bez 3 LSB (Bit 0 až Bit 2). 
Zpětné čtení dat z registru teploty vyžaduje přečtení 2 bytů. Když chceme použít 
9 bitový formát dat, musíme ignorovat poslední čtyři LSB ze 13 bitového čísla. Tyto 
čtyři nejnižší bity jsou Bit 6 až Bit 3 (podle tabulky 5). 
Počet bitů měřené teploty lze rozšířit na 16 s dvojkovým doplňkem nastavením 
Bitu 7 na „1“ v konfiguračním registru (Adresa registru 0x03). Když používáme 16 
bitový datový formát, tak Bity 0 až 2 nejsou jako u předchozích formátů rezervovány 
pro „flagy“ registrů TCRIT, THIGH a TLOW, místo toho jsou použity jako LSB v datovém 
slově pro teplotu. Defaultní nastavení čidla po zapnutí je, že měří ve 13 bitovém režimu. 
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1.7.2 Vzorec pro převod čísla z čidla na teplotu ve °C 
Nejdříve si ukážeme jak převést hodnotu z čidla na teplotu ve 13 bitovém režimu. 
V tabulce 5 je přehled několika možností, které můžeme zaznamenat po přečtení čidla. 
Máme na výběr několik možností převodu. 
 Uvažujeme 13MSB, kdy je znaménkový bit součástí čísla z čidla, takže 
ještě musíme rozeznat jestli měříme kladnou nebo zápornou teplotu 
o Kladná teplota :  ADC Kód(d)/16 
o Záporná teplota :  (ADC Kód(d)-8192)/16 
 Další možnost je, že oddělíme znaménkový bit (Bit 15) a uvažuje pouze 
Bity[14:3] 
o Záporná teplota : (ADC Kód(d)-4096)-16 
 
Příklad výpočtu teploty Tabulka 5, řádek číslo 2: 
1. Nejprve si převedeme binární hodnotu z čidla (ořezanou o tři nejnižší bity) na 
desítkové číslo: 
(1 1100 1110 0000)b=(7 392)d 
2. Potom Použijeme vzorec na výpočet teploty (ADC Kód(d)-8192)/16: 
(7392-8192)= -800; -800/16= -50°C 
 
Řádek Teplota 
Digitální výstup 
(Binární) Bity[15:3] 
Digitální výstup 
(Hexadecimálně) 
1 -55°C 1 1100 1001 0000 0x1C90 
2 -50°C 1 1100 1110 0000 0x1CE0 
3 -25°C 1 1110 0111 0000 0x1E70 
4 -0,0625°C 1 1111 1111 1111 0x1FFF 
5 0°C 0 0000 0000 0000  0x000 
6 +0,0625°C 0 0000 0000 0001 0x001 
7 +25°C 0 0001 1001 0000 0x190 
8 +50°C 0 0011 0010 0000 0x320 
9 +125°C 0 0111 1101 0000 0x7D0 
10 +150°C 0 1001 0110 0000 0x960 
Tabulka 5: 13 Bitový formát teploty 
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Při výpočtu hodnoty teploty z 16 bitového čísla musíme použít jiné konstanty 
než u 13 bitového převodu pro odečítání ze záporného čísla a jinou konstantu pro 
celkové vydělení čísla z převodu. Konstanty zjistíme z datasheetu [2].  
Výsledný vzorec pro výpočet teploty z 16 bitového čísla: 
 Kladná teplota :   ADC Kód(d)/128 
 Záporná teplota :  (ADC Kód(d)-65 536)/128 
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2 PROGRAMOVÁ ČÁST 
V této kapitole si postupně rozebereme tvorbu vlastního komunikačního protokolu 
mezi naším programem a čistě hardwarovou částí měřiče teploty. Dále se budeme 
zabývat grafickým uživatelským rozhraním a také rozebereme zásadní části zdrojového 
kódu. 
2.1 Celkový pohled na zařízení 
Zařízení se skládá z částí (seřazeno od nejnižší vrstvy, viz obr. 6): 
 Čidla 
 I2C 
 Měřicí mikrokontrolér 
 RS232 
 PC 
 
 
Obrázek 6: Blokové schéma celého zařízení 
2.2 Výběr hlavní „inteligence“ 
Dále je třeba zvolit si hlavní inteligenci. Tedy zařízení, které bude inicializovat 
jednotlivá měření a přepínat mezi módy měření. 
Jako nejvhodnější se jeví použít za hlavní inteligenci PC. Komunikace bude 
probíhat ve stylu žádost – odpověď. Bylo by nevhodné, kdyby si zařízení pro měření 
samo posílalo data do PC, který by zrovna v tu chvíli v pozdější fázi pracoval např. na 
vykreslování grafů či na exportu dat. 
2.3 Definice vlastního protokolu 
Abychom si mohli definovat vlastní komunikační protokol, potřebujeme znát 
parametry dat, které chceme přenášet. Víme, že data ve směru z počítače do MCU 
budou obsahovat informaci o tom, na jakém čidle se bude zrovna měřit, také budeme od 
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MCU měřit cyklicky. Dále bude PC posílat pro MCU žádosti o celkovém stavu, 
případně příkazy pro přechod do režimu spánku a zpětné probuzení. MCU bude do PC 
posílat data o tom, které čidlo zrovna změřil a jaká je na něm teplota a také bude 
odpovídat na žádosti stavu. 
Z předchozího vyplývá, že nejdelší rámec dat bude ve směru z MCU do PC, kde se 
v jednom rámci pošle informace o označení čidla a dále informace o naměřené hodnotě 
na čidle. Čidla budeme označovat písmeny abecedy od A až po maximální počet čidel. 
Každé písmeno abecedy zabírá právě jeden byte. Dále bude hodnota obsahovat 
informace o tom, jaká byla naměřena hodnota. Vzhledem k tomu, že budeme měřit 
16bitové číslo, tak další informace zaberou dva byty. Bohužel musíme zabrat více bytů, 
protože kdyby nám přišlo číslo větší jak 127, tak to knihovna VaComm v textovém 
režimu nezpracuje správně. Kvůli tomu se musí převést v MCU 16 bitové číslo 
v hexadecimálním tvaru na textový řetězec a ten se následně pošle do PC k dalšímu 
zpracování. Z toho vyplývá, že maximální délka přenesených dat bude 5 bytů. Když 
známe formát dat, která máme zrovna přijmout, tak nepotřebujeme ukončovací znak. 
Na obrázku 7 je znázorněn formát dat při posílání informace o konkrétním čidle. 
 
 
Obrázek 7: Formát dat posílaných z MCU do PC 
 
Mějme příklad, že na čidle A je teoreticky hodnota 0101 0011 1100 1010 = 
0x53CA. Číslo v šestnáctkové soustavě rozdělíme na čtyři byty. Každý byte odpovídá 
jednomu znaku v ASCII tabulce. Výsledný rámec dat je zobrazen na obrázku 8. Ostatní 
příkazy se vejdou vždy na jeden byte. Podobný přehled jednotlivých příkazů najdeme 
v tabulce 6. Seznam se dá jednoduše rozšířit o další příkazy. 
 
 
Obrázek 8: Výsledný rámec dat 
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PC MCU Popis 
? [0x3F] # [0x23] Dotaz na to, zda je MCU v pohotovostním režimu. MCU odesílá 
potvrzení  
~ [0x7E] MCU odesílá, že není připraven 
A [0x41] Viz výše Dotaz na teplotu na čidle A. Odpověď popsána výše. 
X [0x58] Dotaz na teplotu na všech čidlech najednou 
! [0x21] # [0x23] Přechod do úsporného režimu 
+ [0x2B] # [0x23] Probuzení z úsporného režimu 
Tabulka 6: Seznam příkazů pro MCU 
 
 
2.4 Přijímací část zdrojového kódu 
Zde si ošetření přijmu dat a jejich následné zpracování 
 
2.4.1 Událost OnRxChar 
Při příjmu libovolného znaku se vyvolá událost OnRxChar komponenty VaComm. 
Toho využijeme, protože nám komponenta říká, že právě přišla určitá data na sériový 
port. Funkce ReadText přečte právě příchozí data a uloží si je do proměnné pro příjem. 
Následuje kontrolování, jestli zrovna nepřišel kladný či záporný znak potvrzení. Pokud 
přišel, nastaví se „flag“ potvrzení na příslušnou hodnotu a událost OnRxChar skončí. 
 
  s:=VaComm1.ReadText;  //Přečtení textu na portu 
 
  if s='#' then begin  //Kontrola na příjem kladného potv. znaku 
    Potvrzeni:=true;  //nastavení „flagu“ pro kladný znak 
    Exit;    //Konec události OnRxChar 
  end; 
 
  if s='~' then begin  //Kontrola příjmu záporného potv. znaku 
    Potvrzeni:=false; 
    Exit; 
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  end; 
 
 V opačném případě, tedy nepřišel potvrzovací znak, pokračuje program na vyčtení 
informace o čidle z datového rámce a osamostatnění informace o teplotě.   
 
cidlo:=Copy(s,0,1);  //Vyčtení informace o čidle 
HADC:=Copy(s,1,4);  //Vyčtení samostatné hodnoty z čidla 
 
DADC:=HexToInt(HADC);  //Převedení z hexa zápisu na dekadický 
 
if DADC>32768 then begin //Zjištění, zda měříme zápornou hodnotu 
  teplota:=(DADC-65536)/128; //Výpočet podle vzorce pro zápornou hodn. 
end else begin 
  teplota:=DADC/128;  //Výpočet podle vzorce pro kladnou hodn. 
end; 
 
Tímto máme úplně rozloženou příchozí informaci z MCU. Můžeme provést akce 
pro případ kladného nebo záporného potvrzovacího znaku nebo můžeme předat dál 
informaci o naměřené hodnotě na konkrétním čidle. 
2.5 Grafické uživatelské rozhraní 
Grafické rozhraní by mělo být co nejvíce intuitivní. Při spuštění programu se otevře 
hlavní okno (viz obr. 9). To obsahuje tlačítka s písmeny pro spuštění jednorázového 
změření teploty na přiřazeném čidle. Po úspěšném změření se vyplní teplota 
do příslušného editu. V případě neúspěchu je uživatel informován o chybě při měření. 
 
Obrázek 9: Grafické rozhraní programu 
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Prakticky všechna tlačítka nejsou povolena, protože ještě nebyly nastaveny 
parametry spojení. Lze kliknout jenom na tlačítko „Start“. To vyvolá dialogové okno 
(viz obr. 10), které slouží k nastavení parametrů spojení a po kliknutí na tlačítko 
„Zahájit spojení“ se otevře komunikační kanál na sériovém portu a program je 
připraven provést měření podle požadavků uživatele. Nyní jsou povolena tlačítka 
odpovídající jednotlivým čidlům. Po kliknutí na tlačítko by se měla v okamžiku vyplnit 
teplota do vedlejšího editu.  
 
 
Obrázek 10: Dialogové okno pro nastavení parametrů komunikace 
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3 POUŽITÍ D2XX OVLADAČŮ 
Při dalším zkoumání jak vylepšit připojení měřicí jednotky se nám podařilo prozkoumat 
ovladače přímo od firmy FTDI. Na svých stránkách [6] v sekci podpora uvádí dokonce 
příklad použití. Pro vlastní použití bylo pochopení D2XX ovladačů poměrně složité, ale 
na druhou stranu nám přineslo spoustu výhod. Celkově je celé řešení programátorsky 
čistší, nemusíme používat knihovny třetích stran, máme přímý přístup k UARTu na 
MCU. 
3.1 Klasické funkce D2XX 
Zde rozebereme námi použité funkce D2XX kompatibilní s FT232. Funkce jsou 
detailně popsány v [7]. My rozebereme jen jejich základní parametry. Všechny funkce 
vrací informaci o tom, jak dopadl jejich průběh. Výsledek je typu FT_RESULT.  
3.1.1 FT_GetNumDevices 
Tato funkce nám nastaví počet připojených čipů. Nemá žádné vstupní parametry. 
Užitečná zejména pokud máme k počítači připojeno více čipů FTDI.  
3.1.2 GetFTDeviceSerialNo(DeviceIndex:DWord) 
Vstupním parametrem této funkce je indexové (pořadové) číslo připojeného čipu podle 
pořadí připojení k počítači. Funkce nám vrátí sériové číslo jednotky. D2XX obsahuje 
ještě dvě podobné funkce: 
GetFTDeviceDescription(DeviceIndex:DWord) 
GetFTDeviceLocation(DeviceIndex:DWord) 
První funkce nám vrátí popis jednotky (název zařízení co se zobrazí v počítači). 
Výsledek druhé funkce je alokační místo, to je užitečné když nemusíme používat dlouhé 
sériové číslo či ještě delší název jednotky. 
3.1.3 Open_USB_Device 
Funkce Open_USB_Device naváže spojení s FTDI čipem, který byl k počítači 
připojený jako první. Jestli očekáváme více připojených jednotek, je lepší použít některé 
z funkcí: 
Open_USB_Device_By_Serial_Number(Serial_Number:string) 
Open_USB_Device_By_Device_Description(Device_Description:string) 
Open_USB_Device_By_Device_Location(Location:DWord) 
První funkce otevře spojení s jednotkou podle sériového čísla, druhá podle popisu 
zařízení a třetí podle „umístění“ čidla.  
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3.1.4  Close_USB_Device 
Slouží k odpojení aktuálně připojené jednotky. 
3.1.5 Read_USB_Device_Buffer(Read_Count:Integer) 
Jedna ze stěžejních funkcí – používáme ji ke čtení dat, které přichází UARTu. Do 
proměnné FT_IN_Buffer typu pole bytů se načte ze zásobníku „Read_Count“ bytů. 
Zároveň se přečtené byty ze zásobníku odeberou. To je užitečné, když zpracováváme 
data s mírným zpožděním – používáme pasivní čekání. 
3.1.6 Write_USB_Device_Buffer(Write_Count:Integer) 
Další z hlavních funkcí – používáme ji k poslání dat do UARTu. Nejdříve naplníme 
pole bytů FT_OUT_Buffer podle pravidel v komunikačním protokolu a následně 
zavoláme tuto funkci s parametrem kolik bytů se má z celého zásobníku poslat. 
3.1.7 Set_USB_Device_BaudRate 
Tato funkce se používá k nastavení přenosové rychlosti UARTu. Nejdříve ale musíme 
nastavit proměnnou FT_Current_Baud na požadovanou rychlost a až poté zavoláme 
tuto funkci. V našem případě jsme zvolili neměnnou, předem dohodnutou komunikační 
rychlost 9600bd. 
3.1.8 Set_USB_Device_DataCharacteristics 
FTDI čipu se musí pokaždé nastavit i další charakteristiky přenosu. Před zavolání této 
funkce musíme nejdříve nastavit:  
FT_Current_DataBits 
FT_Current_Parity 
FT_Current_StopBits 
První proměnná nastaví počet datových bitů v rámci UARTu. Druhá nastaví paritu a 
třerí počet stop bitů. Poté můžeme zavolat funkci 
Set_USB_Device_DataCharacteristics. Ta nám nastaví požadované charakteristiky 
přenosu do FTDI čipu.  
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3.2 Popis připojení k FTDI 
Nejlépe je patrné připojení k námi myšlenému FTDI čipu z vývojového diagramu na 
obrázku 11. Nejprve zjistíme kolik FTDI čipů je připojeno k počítači. Pokud je 
připojený pouze jeden, tak se k němu hned připojíme. Jinak vypíšeme uživateli všechny 
připojené jednotky, ať vybere tu správnou. Uživatelsky nejpřívětivější je uživateli 
zobrazit „Device Description“, tedy popis jednotky. Další postup v programu je už 
totožný pro jednu i pro více jednotek. Nastaví se přenosová rychlost a datové 
charakteristiky. Dále se dá uživateli vědět, že všechno proběhlo v pořádku a povolí se 
další funkce programu, které vyžadují připojenou měřicí jednotku. 
 
 
 
Obrázek 11: Vývojový diagram připojení k jednotce 
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4 POPIS VYLEPŠENÉ VERZE 
PROTOKOLU 
D2XX ovladače nám umožňují lepší přístup k UARTu, takže přímo odpadá použití 
textového režimu. Všechno můžeme řešit přes datové buffery, díky kterým je celé 
řešení aplikace programátorsky mnohem čistší.  
4.1 Bytový režim, popis jednotlivých bytů 
Základní myšlenka z textového režimu zůstává, ale díky tomu, že přistupujeme přímo 
k jednotlivým bytům se celková velikost zmenší pouze na 4 byty. Celkový pohled 
na datový rámec poskytuje obrázek 12.  
 
Obrázek 12: Datový rámec 
4.1.1 První byte v datovém rámci 
První byte si rozebereme detailněji, protože ho rozdělíme na jednotlivé bity. Každý 
z těchto bitů má vlastní funkci. Nejvyšší bit nese informaci o tom, který typ čidel zrovna 
měříme. Bit č. 6 nese informaci o tom, zda chceme do čidla zapisovat nebo jestli 
chceme z čidla číst. Ten je ale potřebný pouze pro čidla DS18B20. Zbylé bity 5 až 0 
používáme pro adresu čidla. Z toho plyne, že maximální počet čidel DS18B20 je 25=64. 
U druhého typu čidel není potřeba 6. bit pro určení směru komunikace, takže ho 
můžeme použít pro adresu čidla. To nám navýší počet druhých čidel na 26=128. 
Obrázek 13 graficky naznačuje rozložení jednotlivých bitů. 
 
 
Obrázek 13: Rozložení bitů v prvním byte 
4.1.2 Druhý byte v datovém rámci 
Druhý byte nese informaci, kterou zapisujeme do registrů čidel. Díky tomu můžeme 
nastavit bitové rozlišení čidel a režim měření. Tento byt je využit jen z malé části. Zde 
by se daly zbylé bity použít pro rozšíření počtu čidel. 
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4.1.3 Třetí a čtvrtý byte 
V těchto bytech je rozdělena a uložena šestnáctibitová informace o naměřené teplotě na 
daném čidle. Třetí byt je horních osm bitů, čtvrtý byt obsahuje dolních osm bitů. 
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5 AUTOMATICKÉ MĚŘENÍ 
V této kapitole si rozebereme myšlenku automatického měření, zapisování do jednotky, 
pasivní čekání na přijaté byty a následné čtení z jednotky. 
5.1 Způsob automatického měření 
Jakmile uživatel odstartuje automatické měření, tak se vytvoří datový rámec protokolu, 
který se pošle do MCU. V odchozím rámci je převážně využit první byte, který 
označuje ze kterého typu a čísla čidla chceme měřit teplotu. Po odeslání počítač čeká na 
příchozí data z MCU. Aby nebyl procesor zatížen na maximum, používáme pasivní 
čekání. Toho docílíme tak, že místo aktivního cyklu (while, for…) použijeme Timer 
z Delphi. Ten odchytává přerušení ze základní desky a na základě nastaveného 
časového intervalu spouští námi zvolenou akci. Při přijetí celého rámce zpracuje data, 
vypočítá a uloží teplotu a vykreslí příslušný bod v grafu. Celý proces názorně ukazuje 
vývojový diagram na obrázku 14. 
 
Obrázek 14: Myšlenka automatického měření 
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5.2 Tvorba a odeslání datového rámce 
Odesílání rámce je tvořeno samostatným timerem. To pro případ kdybychom chtěli 
zpomalit měření. Při startu měření se spustí timer pro odesílání. Po uplynutí časového 
intervalu spustí akci naplnění rámce a jeho odeslání. 
Datový rámec se tvoří na základě aktuálního čidla. Podle typu se nastaví 7 bit, 
případně 6 bit pro směr komunikace, dále se přičte hodnota čidla a máme sestavený 
první byte. Druhý byte sestavíme podle toho, jestli potřebujeme dodatečně nastavit 
danému čidlu registr. Zbylé dva byty naplníme nulami, abychom zachovali čtyřbajtovou 
velikost rámce. Celý proces je znázorněn na obrázku 15. 
 
Obrázek 15: Tvorba a zápis datového rámce 
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5.3 Příjem datového rámce a jeho následné zpracování 
Tato část programu je mírně složitější než samotné složení a odeslání datového rámce. 
Zde musíme počkat než přijmeme celý rámec, opět pomocí timeru (po přijetí rámce se 
timer zastaví), dále musíme rozpoznat čidlo, na základě čidla rozpoznat jestli přišel údaj 
o hodnotě na čidle nebo jenom potvrzení, že byla úspěšně zapsána hodnota do registru 
čidla. Až potom můžeme začít převádět hodnotu z čidla na teplotu a teplotu potom 
vynést do grafu. Dále se na základě počtu čidel rozhoduje, jestli jsou už všechna čidla 
stejného typu (aby se přešlo na jiný typ) změřena. V podstatě zpracování rámce 
částečně přebírá práci předchozí funkci. Celý proces demonstruje obrázek 16, kde je 
proces příjmu rámce znázorněn graficky. Obrázek 17 zobrazuje část zdrojového kódu. 
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Obrázek 16: Vývojový diagram zpracování přijatého rámce 
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Obrázek 17: Ukázka zdrojového kódu 
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6 DALŠÍ FUNKCE PROGRAMU 
Program má několik dalších funkcí pro lepší komfort u zpracovávání naměřených dat. 
Můžeme si přepínat mezi zobrazením hodnot v grafu nebo fyzické rozmístění čidel 
v modelu hlavy. Dále si můžeme zobrazovat nebo skrývat libovolné linky v grafu i 
labely na hlavách. Můžeme si měnit tloušťku a barvu linek v grafu. Funkce, která bude 
pro studenty skrytá, nám umožní měnit fyzické rozmístění čidel a kalibrační křivky. A 
nakonec si taky můžeme naměřené hodnoty vyexportovat přímo do Excelu nebo do 
PNG obrázku. 
6.1 Start programu 
Při startu se musí nejprve načíst informace o čidlech (počet, typ, kalibrace, pozice). Na 
základě těchto informací se dynamicky vytvoří počet linek v grafu a počet „labelů“ 
v zobrazení náhledu na hlavy. Dále se vyhledají připojené FTDI čipy. Pokud je připojen 
pouze jeden FTDI čip, tak se k němu program sám automaticky připojí. Pokud je ovšem 
připojeno více FTDI čipů, musí uživatel vybrat ten správný čip v menu. 
6.2 Grafické zobrazení 
Jako grafické rozhraní byl zvolen moderní Ribbon. Jeho přepínání karet a grafické 
zpracování je mnohem živější než staré klasické styly. Také má mnohem více možností 
na ovládací prvky. Cena za to je ovšem složitost při tvorbě úrovní menu. Obrázek 18 
demonstruje rozmístění ovládacích prvků na Ribbonu. 
 
Obrázek 18: Screenshot ovládacích prvků umístěných v Ribbonu 
6.2.1 Ovládací prvky karty „Domů“ 
 Tlačítko „Play“ – slouží ke spuštění měření 
 Tlačítko „Stop“ – slouží k zastavení měření 
 Skupina „Typ grafu“ 
 „Klasický graf“ přepne na zobrazení grafu, zobrazujícího časovou 
závislost čidel. 
 „Rozložení čidel“ zobrazí obrázek lidské hlavy z profilu a zepředu. Na 
těchto obrázcích je graficky znázorněno fyzické rozložení čidel. Této 
problematice se budeme věnovat v samostatné kapitole. 
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 Pole checkboxů jako samostatná skupina „Nastavení čidel“. Zaškrtnutím 
checkboxu povolíme zobrazení daného čidla. Pravým tlačítkem můžeme 
zobrazit/skrýt všechna čidla. 
 Tloušťku linky a její barvu v zobrazení klasického grafu můžeme měnit pomocí 
nástrojů ve skupině „Nastavení linky“ 
 Skupina „Průměrovací okno“ slouží k nastavení velikosti průměrovacího okna, 
které můžeme posouvat po časové ose. Průměr teplot je zobrazen v zobrazení 
fyzického rozložení čidel. 
 Nakonec zde máme ještě ovládací prvky pro export naměřených dat do tabulky 
v Excelu  nebo přímo můžeme vyexportovat obrázek grafu 
 
6.2.2 Ovládací prvky karty „Nastavení“ 
Ovládací prvky jsou zobrazeny na obrázku 19. 
 
Obrázek 19: Ovládací prvky karty "Nastavení" 
 Graf obsahuje jednoduchý zoom. Nastavení jeho ohraničení a výplně 
umožňuje skupina ovládacích prvků „Zoom grafu“ 
 Zajímavější ovládací prvky jsou ve skupině „Možnosti čidel“ 
 Tlačítko „Přidat čidla“ vyvolá režim přidávání čidel. V tomto 
režimu se vedle kurzoru zobrazí label s číslem čidla, které se zrovna 
chystáme položit. Také je zobrazen v místě, kde se na obrázku 
zobrazí label s číslem čidla a aktuální teplotou. To je užitečné, aby 
se nám label nového čidla nepřekrýval s čidlem již umístěným. 
Obrázek 20 demonstruje přepnutí do režimu přidávání čidel, kdy již 
část čidel byla umístěna. Až se umístí všechna čidla, program nás o 
tom informuje a automaticky ukončí režim přidávání čidel. 
 Funkce zbylých tlačítek jsou zřejmé z jejich pojmenování. 
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Obrázek 20: Fyzické rozmístění čidel zobrazeno na obrázcích hlavy 
6.3 Menu programu 
Ribbon umožňuje tvorbu hlavního menu, přístupného kliknutím na ikonu digitálního 
displeje vlevo nahoře. Jak menu vypadá je vidět na obrázku 21. 
 
Obrázek 21: Hlavní menu v Ribbonu 
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6.3.1 Připojit k jednotce 
Jestli je k počítači připojeno více jednotek, tak se pod tlačítkem „Vyhledat jednotky“ 
zobrazí jejich popisy. Uživatel poté klikne na požadovanou jednotku a program se k ní 
připojí. 
6.3.2 Kalibrace čidel 
Žádná dvě čidla nikdy nejsou stejná, proto musíme zvolit softwarovou kalibraci. Za 
tímto účelem byl vytvořen jednoduchý nástroj na úpravu kalibračních hodnot každého 
čidla. Čidlům nastavíme normovanou teplotu a odečteme hodnotu z čidel. To uděláme 
pro několik různých teplot a na základě toho získáme kalibrační křivku, jejíž údaje 
si pomocí našeho nástroje uložíme. Zadávání kalibračních hodnot je na obrázku 22. 
Pokud je zaškrtnutý checkbox „Uložit po zavření“, tak se staré kalibrační hodnoty 
přepíšou novými. Zároveň se pro jistotu vytvoří záložní soubor se starými hodnotami. 
 
Obrázek 22: Úprava kalibračních hodnot pro čidla 
6.3.3 Nastavit počet čidel 
Toto je pouze inicializační volba, při běhu bude skryta. Slouží k nastavení počtu čidel 
 29 
ADT a DS. Pozor, použití této funkce smaže všechna dřívější data o čidlech.  
6.3.4 Další ovládací prvky v Hlavním menu 
Provádí akci, která je zřejmá z jejich popisu. Export do Excelu bude popsán 
v následující podkapitole. 
6.4 Export do Excelu 
Zde využíváme OLE objekty. Na webu podpory Microsoftu[8] je zveřejněn celý postup 
jak automatizovat Excel pomocí Delphi. Nejprve si musíme vytvořit proměnnou typu 
OLEVariant, která nám bude představovat Excel. Díky tomu, že to je OLE objekt, tak 
co zapíšeme do naší proměnné, která představuje Excel, se zobrazí také v Excelu. Celou 
funkci nejlépe představí vývojový diagram na obrázku 23. 
 
Obrázek 23:Vývojový diagram Exportu do Excelu 
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7 ZÁVĚR 
Práce se zabývá návrhem SW na zpracování a především zobrazení dat na PC 
z teplotních čidel.  
První část se zabývá teoretickým rozborem problému. Zvažují se pro a proti 
různých způsobů připojení mikrokontroléru k počítači. Nejvhodnější je použít 
převodník USB na UART FT232 od firmy FTDI. 
Dále jsme se zabývali softwarovým napojením na čip FT232. Jako nejvhodnější se 
jevilo využít virtuálního sériového portu, který vytvoří ovladače FTDI. Po hlubším 
prozkoumání jsme našli programátorsky čistší řešení, kdy nevyužijeme knihovny třetích 
stran pro sériové porty, použít přímo ovladače FTDI. Pochopení DLL ovladače je 
složitější, ale potom samotné programování je mnohem jednodušší než použití knihovny 
třetích stran.  
V další části práce jsme teoreticky rozebírali způsob, jak vytvořit komunikační 
protokol. Zvolili jsme, že si ustanovíme neměnnou délku datového rámce a data 
budeme posílat v textovém režimu. Implementace funkcí z DLL ovladače usnadnila 
práci, takže není potřeba komunikovat v textovém režimu, ale přímo v bytech. To 
zkrátilo délku datového rámce na 4 byty.  
Poslední část práce pojednává již o samotném uživatelském rozhraní. Zde jsme 
použili moderní vzhled Ribbonu, který nám umožňuje efektivně organizovat ovládací 
prvky a zároveň je jeho grafické zpracování příjemné na pohled. Ovládací prvky jsme 
se snažili umisťovat a pojmenovávat co nejvíce intuitivně, aby ovládání nebylo 
krkolomné.  
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK 
MCU Mikrokontrolér  
PC  Personal Computer 
USB  Universal Serial Bus 
ADC Analog to Digital Converter 
SW  Software 
HW  Hardware 
VCP  Virtual Com Port 
RI  Ring Indicator 
RTS  Ready to Send 
CTS  Clear to Send 
Addr Address 
Adr  Adresa 
UART Universal asynchronous receiver/transmitter 
FTDI Future Technology Devices International 
