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El presente proyecto final de carrera nace para dar solución a dos de los 
requerimientos no funcionales que provocan mayor insatisfacción en los usuarios 
finales de los sistemas de información: tiempos de desarrollo dilatados y look & 
feel mejorable.  
Este no es un proyecto de búsqueda de la tecnología idónea para cubrir ambos 
requerimientos. Este proyecto parte de la hipótesis de que Coevery, un CRM que 
dispone de versión web y de escritorio, reúne las características técnicas 
necesarias para ello: uso de meta-modelos y generación automática de código.  
Para la consecución del citado objetivo se ha analizado y documentado Coevery, 
para el cual aún no existía documentación. Asímismo, se ha desarrollado un 
prototipo de módulo tasador de inmuebles sobre ambas versiones de Coevery; 
estos desarrollos han constituido la prueba de concepto. 
La ejecución del proyecto permite concluir que Coevery reduce los tiempos de 
desarrollo. Sin embargo, Coevery no satisface los requerimientos de estabilidad 
por encontrarse en versión alfa. Además, la arquitectura de la versión web hace 
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El presente proyecto – Coevery, de aplicación a Framework – estudia la 
aplicación Coevery y valora la idoneidad de su utilización como framework de 
desarrollo para la construcción de sistemas de información y cálculo para 
grandes empresas de mercados regulados (del sector financiero, energético y de 
telecomunicaciones).  
Para establecer si un framework es adecuado o no, en primer lugar se requiere 
acotar el tipo de software que se pretende construir; si nos centramos por 
ejemplo en el ámbito financiero, no es lo mismo un sistema de core banking que 
un sistema de costes y pricing. Mientras que el primero es un sistema de una 
elevadísima transaccionalidad, y con unas exigencias de disponibilidad y 
fiabilidad mayúsculas, los segundos son sistemas de menor criticidad  pero que 
Este capítulo cubre 
 Cuál es la finalidad del proyecto 
 Oportunidades para la realización del mismo 
 Por qué Coevery puede ser la respuesta 
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incluyen, a menudo, motores de cálculo de cierta complejidad. El objetivo es 
valorar Coevery como framework para los segundos, los sistemas no core.  
Estos sistemas no core suelen ser sistemas departamentales, con acceso de 
usuarios limitado, que requieren cargas de datos masivas pero también la 
introducción de criterio experto por pantalla, la ejecución de un motor de 
cálculo y la generación de reportes. Otros dos ejemplos de este tipo de sistemas 
de información pueden ser: 
 Cálculo de Requerimientos de Capital (sector financiero): herramienta 
que carga los contratos de toda una entidad financiera y calcula, con fines 
regulatorios, diversas métricas en base al riesgo asumido. Genera 
información para ser reportada al regulador. 
 Optimizador de prima de activos asegurables (sector energía): 
herramienta que permite la valoración de activos asegurables como 
turbinas o aerogeneradores, calcula la probabilidad e impacto de posibles 
siniestros en base a eventos pasados y criterio experto y determina una 
póliza de seguro razonable. 
Habiendo acotado ya el tipo de sistemas de información para los que se requiere 
la valoración de Coevery como framework, es relevante determinar qué criterios 
se exigen a la solución para evaluar la idoneidad de Coevery. Por experiencia 
como proveedor de este tipo de sistemas de información (asumiendo diferentes 
roles que van desde la concepción, desarrollo o venta), he constatado que existe 
un amplio abanico de frameworks y tecnologías que permiten construir 
soluciones que satisfacen, en alto grado, los requerimientos de usuario. En 
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términos generales puede afirmarse por tanto que el resultado del producto 
acabado depende más de la habilidad del equipo funcional y del equipo de 
desarrollo que de la utilización de un framework en particular.  
Sin embargo, sí es muy habitual que el cliente o usuario que requiere la 
construcción e implantación de un nuevo sistema de información identifique dos 
carencias en las soluciones propuestas. Estas son: 
 Tiempos de desarrollo excesivamente dilatados. 
 Look & feel mejorable. 
Habitualmente estas carencias no suelen suponer una desventaja competitiva 
puesto que todos los proveedores ofrecen soluciones de calidad similar en estos 
aspectos.  
Este proyecto es la consecuencia de intentar convertir estos dos puntos débiles 
en una ventaja competitiva. En la búsqueda de una solución de código libre que 
mejorase a sus competidores en los dos puntos mencionados, apareció Coevery. 
Coevery es una aplicación, de tipo CRM1 y de código libre, con versión de 
escritorio y versión web.  
La versión de escritotorio (a la que nos referiremos como Coevery Desktop) tiene 
la particularidad de ofrecer un look & feel similar al de la suite Ofimática Office. 
Esto puede suponer un punto a favor de esta solución, por el alto grado de 
aceptación que tiene esta suite en el mundo de la empresa. Adicionalmente, la 
                                            
1
 CRM corresponde a las siglas de Customer Relationship Management. El software de tipo CRM es un software 
orientado a la gestión de las relaciones con los clientes – ya sean estos reales o potenciales –, y tiene como 




aplicación Coevery persiste en su base de datos un conjunto de metadatos que 
contienen la definición de los objetos del sistema y las relaciones entre los 
mismos; ello permite la generación automática de todos los objetos de la capa 
de dominio, lo cual supone un ahorro en tiempos de desarrollo no despreciable. 
Adicionalmente, esas capacidades de autogeneración de código de objetos de 
dominio fueron ampliadas al modelo de datos y a la generación de pantallas en 
la versión web de la aplicación (a la que nos referiremos como Coevery Web), lo 
cual amplía los beneficios de la automatización respecto a la versión de 
escritorio y reduce, presumiblemente, los tiempos de desarrollo. Por todo ello, 














El objetivo de alto nivel es valorar la idoneidad de Coevery como framework de 
desarrollo que permita generar, con poco coste (de manera simple y con pocas 
líneas de código), aplicaciones con un buen look & feel. 
Para poder realizar la valoración que exige el objetivo de alto nivel, deben llevarse 
a cabo varias líneas de trabajo, que son principalmente consecuencia de las 
particularidades de la tecnología y el entorno de Coevery.  
Una de estas particularidades han condicionado notablemente el enfoque de 
este proyecto; se trata del mal endémico de muchas soluciones de código libre 
que supone la ausencia casi total de documentación y una comunidad de 
usuarios y un soporte de desarrolladores casi inexistente. Ello ha obligado a la 
documentación de esta tecnología. 
Este capítulo cubre 
 Objetivos y alcance del proyecto final de carrera 
 Elementos entregables 
 Estructura del documento 
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Adicionalmente, una vez analizada y documentada la tecnología Coevery, es una 
buena práctica someterla a una prueba de concepto. Para ello se ha escogido 
implementar un prototipo de una finalidad totalmente distinta a la cubierta por 
Coevery; se implementará un sencillo tasador de pisos que efectuará la 
valoración de precios de los inmuebles dados de alta en base a la información 
recabada en internet en un conocido portal inmobiliario. 
Por ende, los objetivos concretos establecidos para este proyecto son: 
1. Documentar la arquitectura de Coevery Web y construir una guía de 
desarrollo que elimine la barrera de entrada que supone la ausencia de 
documentación. Desarrollado en la Parte II del documento en los capítulos 
3 y 4. 
 
2. Crear un prototipo sencillo sobre Coevery Web, utilizado como prueba de 
concepto. Se ha implementado un sencillo tasador de pisos que calcula el 
valor de un piso en base a los precios de mercado obtenidos 
automáticamente de internet. Desarrollado en la Parte II del documento 




3. Documentar la arquitectura de la aplicación de escritorio Coevery 
(referido a partir de ahora como Coevery Desktop) y construir una guía de 
desarrollo que elimine la barrera de entrada que supone la ausencia de 
documentación. Desarrollado en la Parte III del documento en el capítulo 
6. 





4. Crear un prototipo sencillo sobre Coevery Desktop, utilizado como prueba 
de concepto. Se ha implementado un sencillo tasador de pisos que calcula 
el valor de un piso en base a los precios de mercado obtenidos 
automáticamente de internet. Desarrollado en la Parte III del documento 





5. Realizar una valoración cualitativa de la idoneidad de Coevery para ser 
utilizado como framework. Desarrollado en la Parte V del documento. 
Adicionalmente se ha incluido el calendario de ejecución del proyecto y la 
valoración económica del mismo, accesible en el capítulo 8 de la Parte IV del 
documento.  
  






























La solución Coevery Web es ofrecida por NovaSoft como un framework web 
OpenSource que ayuda a los usuarios a construir módulos de forma rápida y sin la 
necesidad de ningún tipo de codificación. Ello incluye: 
 Creación y personalización de entidades y campos. 
 Creación y personalización de vistas y formularios. 
 Establecimiento de relaciones entre entidades. 
 Persistencia en base de datos. 
 Historificación. 
Adicionalmente, ofrece funcionalidades básicas para: 
 Gestión de perfiles. 
 Menús y navegación. 
Este capítulo cubre 
 Qué es y cómo funciona el gestor de contenidos 
Orchard CMS 
 Cómo es el modelo de datos de Orchard CMS 
 Nunc ut magna vitae 
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La aplicación Coevery está construida sobre el Gestor de Contenidos Orchard. La 
finalidad de un gestor de contenidos es diametralmente opuesta a la finalidad 
habitual de cualquier sistema de información que además de presentar 
información efectúe algunos cálculos, manipulaciones o representaciones de los 
datos que gestiona. Mientras que los primeros están principalmente orientados a 
la creación de páginas web, foros y blogs, donde la información es consumida en 
la misma forma a como ha sido aprovisionada, las aplicaciones someten los datos 
a uno o varios procesos persiguiendo un fin particular.  
Si bien la finalidad de un gestor de contenidos no sugiere que éste pueda ser 
rediseñado para ofrecer las capacidades de una aplicación, sí que existe una 
característica técnica particularmente atrayente que invita al menos al intento. 
Se trata de la capacidad de gestionar información sin la necesidad de 
codificación, sin la necesidad de poseer conocimientos técnicos de ningún tipo. 
Bajo este enfoque, puede considerarse a Coevery como un generador de modelos 
(un meta-modelo) que hace uso de Orchard para materializar (definir, 
instanciar, persistir) modelos compuestos de entidades y relaciones. Es objetivo 
de esta tercera parte del documento analizar los componentes de Orchard, el 
meta-modelo de Coevery, la arquitectura técnica de la solución y el modelo de 
datos. En capítulos posterios se mostrará una guía para el desarrollo del 







3.1 Conceptos básicos 
Orchard facilita la construcción de páginas webs mediante la composición con 
piezas ya existentes (en contraposición a la creación de piezas nuevas). Estas 
piezas conforman el medio para la gestión del contenido y se han constituido de 
forma que se garantice su flexibilidad, remplazo y extensibilidad. Los conceptos 
básicos en los que se articula la información en Orchard son los siguientes: 
Figura 1: Conceptos básicos para la gestión de contenidos en Orchard 
 
 
1. Module: un Module o Módulo es un contenedor capaz de agrupar 
diferentes componentes cuya funcionalidad tiene elementos comunes. La 
creación de un módulo es el mecanismo habitual para la implementación 
de nuevas funcionalidades. Existen módulos indispensables que 




2. ContentType: un ContentType es un contenedor que permite la 
declaración de un tipo de entidad. Las entidades pueden ser identificadas 
como pertenecientes al tipo definido por su ContentType. También 
permite la definición de una entidad en base a los componentes que 
constituyen el ContentType. Un ContentType es declarado siempre en un 
Module. Un ContentType puede contener varios ContentParts. 
3. ContentPart: un ContentPart es un contenedor que permite la declaración 
de un conjunto de información que puede ser considerado atómico y con 
significado propio. El fin de la creación de ContentParts como 
contenedores de información de granularidad mayor a los ContentTypes es 
la posibilidad de reutilizar los ContentParts en más de un ContentType.  
4. ContentField: un ContentField es la definición de la pieza de información 
más granular que puede definirse. Puede asimilarse a una variable. Un 
ContentField debe asociarse siempre a un ContentPart. Un ContentPart 
puede tener varios ContentFields. 
5. ContentItem: un ContentItem es una pieza de contenido. Es una 
ocurrencia o instancia de alguno de los ContentTypes definidos, que a su 
vez contienen las instancias de los ContentParts y los ContentFields.  
Adicionalmente, Orchard debe ofrecer una capa de presentación que facilite la 
generación de vistas para los componentes de información anteriormente 
definidos. Para ello se apalanca en los siguientes conceptos, que construyen 




Figura 2: Conceptos básicos para la generación de vistas en Orchard 
 
 
1. Theme: un Theme o Tema es un conjunto de hojas de estilo, imágenes, 
Layouts, Templates (incluso código) que determina y define el look and 
feel de la aplicación.  
2. Layout: un Layout es un contenedor de Zones. Puede ser considerado 
como una plantilla en la que se establecen y posicionan las diferentes 
áreas de una página en la que pueden insertarse Widgets. 
3. Zone: una Zone es un área específica de un Layout que puede ser 
personalizada mediante la adición de Widgets.  
4. Widget: un Widget es un fragmento de interfaz de usuario. 
5. Layer: un Layer es un contenedor de Widgets (cada uno de ellos situados 
en su Zone y su Layout) que se activa o desactiva, mostrando u ocultado 
los Widgets que contiene, en base al resultado obtenido tras la evaluación 
de una expresión definida para el Layer. Contrariamente a lo que el 
nombre puede sugerir, un Widget renderizado en una Zone en la que 
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hubiese otro Widget previamente no oculta al primero, sino que ambos 
serían mostrados.  
3.2 Arquitectura de alto nivel 
Orchard está construido como un contenedor de aplicaciones y bajo un enfoque 
que pretende garantizar la extensibilidad de la aplicación como requerimiento 
principal. Ello tiene implicaciones directas sobre la arquitectura del sistema. 
Figura 3: Arquitectura de alto nivel de Orchard CMS3 
 
En términos de Arquitectura, el elemento más granular es el Module, definido en 
el apartado anterior. En términos técnicos, un Module no es más que un área 
ASP.NET MVC (compuesta principalmente por modelos, controles y vistas) que 
contiene un fichero de definición Module.txt para declarar los elementos de 
extensión. Los Modules también contienen EventHandlers, ContentTypes y vistas. 
En términos de su generación para la extensión de un sitio Orchard, es 
destacable su característica de ser dinámicamente compilables. Esto quiere 
decir que, una vez desarrollado el módulo (tarea para la cual es recomendable 
seguir procesos y herramientas habituales de compilación), los sitios Orchard 
                                            
3
 Figura de Geert Doornbos (http://www.codeproject.com/Articles/434484/Welding-on-Orchard-CMS)  
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pueden desplegarlos en entornos productivos añadiendo, a través de la interfaz 
de usuario, el paquete conteniendo los códigos fuente. 
Los Modules deben apoyarse en el Core de Orchard. El Core de Orchard contiene 
módulos que ofrecen funcionalidades básicas como feeds rss, soporte a la 
navegación o ContentParts útiles que, por ejemplo, dotan a todo ContentItem de 
información elemental (usuario, fecha de creación, etc.). Contrariamente a lo 
que el nombre puede sugerir, las librerías que componen el Core de Orchard 
tienen dependencia del OrchardFramework (y no al revés, a pesar de que 
habitualmente son los frameworks quienes hacen uso de librerías de utilidades 
usualmente llamadas common, utils, core o similar).  
El OrchardFramework es el motor de Orchard. Contiene los componentes que no 
pueden ser desacoplados y en los que, generalmente, se apoyarán los módulos 
para extender el sistema.  Las principales tareas del OrchardFramework son: 
 Gestión de datos: 
o Persistencia de datos 
o Migración de base de datos 
o Caching 
o Soporte multi-SGBD 
 Gestión de contenido 
o Gestión de metadatos 
o Gestión de estructuras de contenido 
 Gestión del entorno 
o Configuración del sitio 
o Gestión del compilador 
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o Loader de librerías 
o Gestión de carpetas 
o Anclaje de módulos de extensión 
o Gestión de estado 
 Gestión de bus de eventos 
 Gestión de excepciones 




 Gestión de recetas 
 Gestión de reportes 
 Gestión de la seguridad 
 Gestión de tareas batch 
 Gestión de temas 
 Gestión y composición de interfaces de usuario 
o Interfaces de back-end 
o Interfaces de front-end 
o Menús y navegación 
o Gestor de recursos 
 Gestión del entorno 
o Configuración del sitio 
o Gestión de Tenants 




1. ASP.NET MVC: framework de desarrollo web que implementa el patrón 
Modelo-Vista-Controlador. 
2. NHibernate: framework de código libre de mapeo objeto-relacional (ORM) 
para tecnologías .NET. Gestiona la persistencia de los ContentItems. 
3. Autofac: contenedor de inversión de control (IoC), concepto por el que 
una librería generalista invoca a código de usuario (al revés de lo que 
sucede en la programación tradicional). Este enfoque es requerido para la 
implantación del patrón de diseño orientado a objetos de inyección de 
dependencias, por el cual un contenedor inyecta a cada objeto los objetos 
requeridos en base a una configuración.  
4. Castle: Castle es una librería que permite la generación dinámica de 
proxys, esencial en la construcción de frameworks que pretenden ofrecer 
una arquitectura flexible y fácilmente extensible. Los proxys permiten 
interceptar llamadas a miembros de objetos sin modificar el código de la 
clase invocada.  
Estas librerías y OrchardFramework están construidos sobre el framework de 
desarrollo .NET y la tecnología ASP.NET, que aúna las capacidades de .NET con 
el lenguaje de marcas para la creación de páginas web de Microsoft llamado 
ASP. Como servidor de aplicaciones, se requerirá su despliegue mediante 
Internet Information Services o los servicios Cloud de hospedaje que conforman, 
en parte, Azure (tecnologías Microsoft en ambos casos). 
3.3 Modelo de datos 
El modelo de datos de Orchard tiene algunas particularidades respecto al modelo 
de entidad-relación tradicional. Una de sus características principales es la 
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ausencia de implementación de restricciones de integridad referencial. A 
menudo, esta es una opción de diseño por la que se trasladan estas relaciones de 
integridad al código de la aplicación. En el caso de Orchard, además, ello 
permite ganar flexibilidad en el establecimiento de relaciones entre entidades. 
Un claro ejemplo de este escenario se produce con la gestión de elementos 
versionables, como podrá verse en detalle más adelante; en función de si el 
ContentItem es versionable o no, la relación con sus ContentParts se establece 
en una tabla u otra. 
A pesar de esto, sí puede establecerse un modelo de entidad-relación que 
refleje las relaciones más habituales y las no cambiantes (entendiendo no 
cambiantes como restricciones de integridad referencial vigentes y aplicables en 
cualquier escenario, como las relaciones tradicionales representadas en los 
modelos relacionales). Esta documentación es habitualmente requerida por los 
desarrolladores de Orchard pero ha quedado expresamente excluida de la 
documentación oficial (y no oficial) bajo el argumento de creación de un sistema 
y un modelo excepcionalmente flexibles. 
Por ello, deben considerarse los modelos representados en este apartado como 
modelos de referencia que ayudan a entender de forma rápida la estructura de 
datos de Orchard pero que pueden no reflejar toda la complejidad subyacente a 
la filosofía de persistencia implementada (porque ningún modelo entidad-
relación tracidional puede reflejarla). 
Por último, se han omitido los prefijos que preceden a los nombres de las tablas 
por cuestiones de legibilidad. Todos los prefijos siguen el mismo patrón, siendo 





3.3.1 Metadatos y definición de tipos 
Una de las principales características del framework de Ochard CMS es la 
flexibilidad que ofrece el sistema para la gestión de nuevos tipos de contenidos. 
Su modelo está orientado a la extensión y por ello uno de los elementos más 
importantes de su modelo de datos son sus tablas de metadatos.  
Estas tablas persisten la definición de los elementos (ContentItems) que los 
usuarios declaran a través de la interfaz de usuario. 
Figura 4: Submodelo de metadatos de contenido 
 
Los ContentFieldsDefinitions son tipos de datos como NumberField o TextField. 
Todos los ContentFieldsDefinitions disponibles están persistidos en la tabla  
ContentFieldDefinitionRecord, por lo que dicha tabla podría ser considerada un 
maestro. 
<Nombre_de_aplicación>_<Nombre_de_Módulo>_<Nombre de tabla> 
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De entre todos los elementos representados en el submodelo que muestra la 
Figura 5, únicamente los ContentFieldsDefinitions son elementos que no pueden 
ser creados por los usuarios a través de la interfaz web. Esto es así porque son 
los elementos base que ofrece Orchard a partir de los cuales, mediante 
composición, pueden crearse estructuras de información más complejas, como 
las representadas por ContentParts o ContentItems. La creación de un 
ContentItemDefinition requiere, como mínimo, programar un Driver, clases para 
gestionar la posible configuración del campo y la generación de vistas.  
Los ContentTypeDefinitions permiten identificar y categorizar en base a una 
taxonomía los elementos de información que se crean en un sitio Orchard. En un 
símil a un lenguaje de programación orientado a objetos, equivaldría a los 
diferentes tipos de objetos del sistema.  
Los ContentPartDefinitions permiten identificar y definir subconjuntos de 
información; contendrán ContentFieldsDefinitions. 
 Por último, existen dos tablas de relación que vinculan los tres elementos 
descritos: ContentTypesDefinitions, ContentPartsDefinitions y 
ContentItemsDefinitions. Estas tablas, ContentTypePartDefinitionRecord y 
ContentPartFieldDefinitionRecord persisten relaciones con una cardinalidad N-N. 
Además de la  evidente consecuencia de que todo ContentType está compuesto 
de ContentParts y cada ContentPart de varios ContentFields, esto quiere decir 
también que un mismo ContentField puede ser utilizado en varias ContentParts y 
que una ContentPart puede ser utilizada en varios ContentItems.  
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Sí existe sin embargo una diferencia entre ambas tablas de relación que no 
puede apreciarse sobre el modelo (aunque puede sugerirse por la ausencia de un 
campo Name en la tabla ContentTypePartDefinitionRecord); mientras que una 
ContentPart puede contener varios campos de un mismo tipo, un ContentType 
solo puede tener una ContentPart de cada tipo. 
Consulta 1: Obtención de metadatados de la entidad Tasación 
Query 
 
SELECT  contentType.Id AS ContentType_Id,  
         contentType.[Name] AS ContentType_Name, 
         oContentPartDef.Id AS ContentPartDefinition_Id,  
         oContentPartDef.[Name] AS ContentPartDefinition_Name,  
         oContentPartFieldDef.Id AS ContentPartFieldDefinition_Id,  
         oContentPartFieldDef.[Name] AS ContentPartFieldDefinition_Id_Name, 
         oContentFieldDef.Id AS ContentFieldDefinition_Id,  
         oContentFieldDef.[Name] AS ContentFieldDefinition_Name 
FROM     Master_Settings_ContentPartDefinitionRecord oContentPartDef  
         LEFT OUTER JOIN Master_Settings_ContentPartFieldDefinitionRecord oContentPartFieldDef  
              ON oContentPartDef.Id=oContentPartFieldDef.ContentPartDefinitionRecord_id  
         LEFT OUTER JOIN Master_Settings_ContentFieldDefinitionRecord oContentFieldDef  
              ON oContentPartFieldDef.ContentFieldDefintionRecord_id=oContentFieldDef.Id  
         INNER JOIN Master_Orchard_Framework_ContentTypeRecord contentType 
             ON oContentPartDef.[Name] = contentType.[Name] 
















1023 Tasacion 2046 Tasacion 4046 Tasacion 1 
CoeveryText
Field 
1023 Tasacion 2046 Tasacion 4052 Vivienda 6 
ReferenceFi
eld 
1023 Tasacion 2046 Tasacion 4076 Precio 3 
NumberFiel
d 
1023 Tasacion 2046 Tasacion 4077 Preciopormetro 3 
NumberFiel
d 





1023 Tasacion 2046 Tasacion 4052 Vivienda 6 
ReferenceFi
eld 
      
 
 
3.3.2 Datos y ContentItems 
Las tablas requeridas para la persistencia de los datos pueden separarse 
conceptualmente entre aquellas que gestionan los datos útiles para el 
framework (y que a diferencia de los metadatos pertenecen a las ocurrencias de 
cada tipo de contenido) y las tablas que persisten datos inherentes a los tipos de 
contenido creados (definidos habitualmente por los usuarios a través de la 
interfaz de administración).  
Figura 5: Submodelo de datos de contenido
 
A cada ContentItem – siendo un ContentItem la instancia de alguno de los 
ContentTypes definidos – le corresponde una entrada en la tabla 
FrameWork_ContentItemRecord. Además, también se persiste una entrada en la 
tabla Framework_ContentItemVersionRecord para cada versión de ContentItems. 
Esta tabla de versionado es requerida también para los ContentItems que no 
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manejan versionado (en estos casos, habrá una única entrada en la tabla 
Framework_ContentItemVersionRecord). Ambas tablas pueden ser consideradas 
como un inventario de los identificadores de los ContentItems persistidos en 
sistema, puesto que no contienen más que el ID y algunos datos referentes a su 
estado o tipo; recordemos que los datos se guardan en las ContentParts 
vinculadas a los ContentItems. 
Orchard diferencia entre los ContentItems publicados y los creados pero no 
publicados. También se marcan, de entre todos los ContentItems, cuál es la 
última versión. Estas dos cualidades son persistidas en la tabla 
Framework_ContentItemVersionRecord. 
Todo ContentItem pertenece siempre a un tipo de elemento, su ContentType. La 
tabla Framework_ContentTypeRecord mantiene un inventario con todos los tipos 
registrados en el sistema.  
Para obtener los datos asociados a cada ContentItem se requiere acceder a las 
ContentParts vinculadas. Un ejemplo de ContentPart que forma parte del core 
de Orchard – y que por lo tanto no puede ser deshabilitada sin alterar el 
framework y que está vinculada a todo ContentItem – son las CommonPart. Estas 
ContentParts contienen información referente a cualidades comunes a todos los 
ContentItems como son el propietario, fechas de creación, actualización y 
modificación. Además esta parte también contiene el atributo de Container, que 
permite establecer jerarquías entre diferentes ContentParts. 
Cualquier otra ContentPart creada por el usuario mediante la interfaz de 
administración del sitio tendrá una estructura similar (pero requerirá de una 
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única tabla). El identificador de las ContentParts de objetos no versionables será 
siempre coincidente con el identificador del ContentItem al que pertenece (y del 
único ContentItemVersion creado); para los objetos versionables, el identificador 
de las ContentParts serán coincidentes con el identificador del 
ContentItemVersion. 
Consulta 2: Obtención de datos básicos de entidad 35 de tipo Vivienda 
Query 
 
SELECT  cir.Id AS ContentItemRecord_Id,  cir.ContentType_id AS ContentTypeRecord_Name,  
                ctr.[Name] AS ContentTypeRecord_Name, civr.id AS ContentItemVersionRecord_Id,  
             civr.[number] AS ContentItemVersionRecord_Number,  
                civr.published AS ContentItemVersionRecord_Published  
FROM     Master_Orchard_Framework_ContentItemRecord AS cir 
                INNER JOIN Master_Orchard_Framework_ContentTypeRecord  
              AS ctr ON ctr.Id = cir.ContentType_id 
             INNER JOIN Master_Orchard_Framework_ContentItemVersionRecord  
              AS civr ON civr.ContentItemRecord_id = cir.Id 
WHERE   civr.Published = 1 AND  
  civr.Latest = 1 AND  
          cir.id = 35 
Resultados 





35 13 Vivienda 25687 83 TRUE 
      
 
3.3.3 Seguridad 
La seguridad básica en Orchard está persistida mediante las tablas de usuarios, 
roles y permisos, además de las tablas que relacionan estos conceptos.  
 31 
 
Un permiso, persistido sobre la tabla PermissionsRecord, no es más que una 
etiqueta que identifica un conjunto de acciones; no tiene mayor complejidad 
puesto que no es más que un flag que el desarrollador de cada módulo utiliza en 
el código para permitir el acceso a diferentes partes del mismo.  
Estos permisos son vinculados a roles mediante la tabla de relación 
RolesPermissionsRecord. La relación determina qué permisos tiene un rol, por lo 
que el sistema no dispone de la capacidad de especificar, para cada rol, que 
permisos se le deniegan.  
Los usuarios están persistidos en tabla UsersPartRecord. Los permisos asociados a 
un usuario son los permisos vinculados a todos los roles de dicho usuario.  





Consulta 3: Obtención de permisos para el usuario administrador 
Query 
 
SELECT   perm.*  
FROM     Master_Orchard_Roles_PermissionRecord AS perm 
         INNER JOIN Master_Orchard_Roles_RolesPermissionsRecord 
              AS permrec ON perm.Id = permrec.Permission_id 
         INNER JOIN Master_Orchard_Roles_RoleRecord  
              AS rol ON rol.Id = permrec.RoleRecord_Id 
         INNER JOIN Master_Orchard_Roles_UserRolesPartRecord  
              AS userrol ON userrol.Role_id = permrec.Role_id 
WHERE   userrol.Id  =  2 -- Administrator User 
Resultados 
Id Name FeatureName Description 
1 PublishContent Contents 
Publish or unpublish content for 
others 
2 EditContent Contents Edit content for others 
3 DeleteContent Contents Delete content for others 
… … … … 
      
 
 
3.3.4 Evolución del modelo 
Una de las particularidades del sistema que tiene su reflejo en el modelo de 
datos es el método de actualización de dicho modelo provocado por la evolución 
de los diferentes módulos que lo componen. La gestión de esta evolución se 
apoya en la tabla DataMigrationRecord. Esta tabla contiene, para cada módulo, 
un entero representando la versión instalada. Cuando se levanta Orchard, para 
cada módulo, se compara la versión registrada en base de datos con la versión 
del código desplegado. En caso de que el código desplegado sea posterior a la 
versión instalada, el sistema ejecuta automáticamente y en orden todos los 
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métodos requeridos para transformar el modelo de datos (crear nuevas tablas, 
modificar existentes o alterar los metadatos).  
Figura 7: Tabla para la gestión de versionado de módulos 
 
 
3.4 Funcionamiento de Orchard CMS
4
 
3.4.1 Instanciación de Orchard 
Cuando una instancia Orchard se despliega se crea un host, una clase singleton a 
nivel de dominio de aplicación. Para cada host, se crean uno o varios Tenants, 
que son instancias de la aplicación que trabajan aisladamente. Ello permite 
servir diferentes sitios web Orchard con una única instalación y despliegue. 
Para cada Tenant, se crea un único objeto Shell. Este objeto Shell es el 
encargado de escanear la estructura de directorios de módulos y temas en 
búsqueda de extensiones, además de leer y gestionar la configuración del sitio. 
También prepara el contenedor de Inversión de Control; Orchard dispone de una 
interfaz IDependency que permite generar dependencias inyectables para todos 
los objetos que la instancien. Para el consumo de una dependencia inyectable 
únicamente se requiere pasar como parámetro la interfaz en el constructor del 
objeto que quiera consumir dicha dependencia.  
                                            
4
 Las dos páginas que componen el apartado 4.4 han sido adaptadas del artículo de Geert Doornbos 
‘Welding On Orchard CMS’ (http://www.codeproject.com/Articles/434484/Welding-on-Orchard-CMS). 
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3.4.2 Clases para la gestión del contenido 
Un ContentType está constituido por ContentParts. Cada ContentPart tiene 
asociado un objeto POCO llamado Record conteniendo la representación de los 
datos (será una clase asimilable a un objeto DAO). También tendrá una clase 
ContentPart que será una clase de modelo. Adicionalmente, se requerirá un 
repositorio o Repository, encargado de la interacción con la base de datos 
(existen implementaciones genéricas de esta clase). No obstante, habitualmente 
la interacción con base de datos para el acceso a los contenidos se realiza a 
través del objeto ContentManager. 
 También hay Handlers que implementan IContentHandler. Estos handlers 
permiten detectar cambios de estado de los ContentItems y ejecutar acciones en 
consecuencia; la aplicación más habitual es vincular al objeto el IRepository. Por 
último, hay Drivers. Los Drivers son clases asociados particulamente a una 
ContentPart (por ello derivan de ContentPartDriver<T>). Habitualmente 
construyen y preparan los Shapes para su renderización.  
 
3.4.3 Ciclo de vida de una petición 
Cuando llega una petición a Orchard, la aplicación determina qué módulos de 
entre todos los instalados puede servir la respuesta. Una vez determinado el 
módulo, se delega en el controller del objeto (que será un ItemController 
genérico o uno concreto para el tipo de objeto relacionado con la consulta). Este 
controller interaccionará con el ContentManager para la obtención de la 
información de la base de datos y generará un objeto POM (Page Object Model). 
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Este objeto POM y el Theme del sitio permitirá resolver cuál es la vista adecuada 
para generar la página web y renderizar la página HTML dinámicamente. 
Para cada petición HTTP, Orchard crea una transacción, de modo que en caso de 
producirse algún error todas las acciones son revertidas (incluidos los cambios en 
base de datos). 
 
3.4.4 Bus de Eventos 
Orchard expone sus puntos de extensión creando interfaces; únicamente se 
requiere implementar la interfaz para extender la funcionalidad de Orchard. 
Cuando un punto de extensión llama a la interfaz de una extensión que ha sido 
inyectada, se publica un mensaje en el bus de eventos de Orchard. Uno de los 
















4.1 Conceptos básicos 
Coevery Web es una aplicación web, de tipo CRM y de código libre que permite 
la creación de entidades de dominio a través de una interfaz gráfica.  El 
concepto de entidad debe ser entendido en la acepción que adopta el término 
en el ámbito de los modelos relacionales y que podría resumirse como elemento, 
compuesto de atributos, que representa cosas u objetos reales o abstractos y 
que se diferencian entre sí.  
Dicha interfaz facilita también la gestión de las relaciones entre las diferentes 
entidades, además de la customización de los formularios creados 
automáticamente para llevar a cabo las acciones de lectura, creación, edición o 
borrado de las mismas.  
Este capítulo cubre 
 Cómo Coevery Web utiliza Orchard CMS  
 Cuáles son los conceptos más importantes para 
comprender Coevery Web 
 Nunc ut magna vitae 
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Adicionalmente, la aplicación contiene un gestor de usuarios y perfiles básico y 
ofrece un menú de navegación de dos niveles. Todo ello, sin necesidad de 
desarrollar ni una sola línea de código. 
Para poder brindar desde Coevery Web una solución tan flexible, el sistema ha 
sido construido sobre el framework Orchard CMS, sofisticándolo mediante sus 
puntos de extensión (módulos y temas) para orientarlo a la gestión de entidades 
y no a la gestión de contenidos. De hecho, Coevery Web ha sido seleccionado 
como framework no por la finalidad por la que había sido construido (como todo 
CRM, gestionar la relación con clientes) sino por el elevado grado de flexibilidad 
que confiere por sus capacidades técnicas heredadas de Orchard CMS. 
Sin embargo, a pesar de la flexibilidad de la tecnología, se han identificado 
algunas funcionalidades básicas ofrecidas y requeridas habitualmente en las 
aplicaciones de este tipo que no son ofrecidas por Coevery Web. Las más 
relevantes son:  
1. Gestión de workflows. 
2. Internacionalización (capacidades multi-idioma, multi-divisa, multi-
sociedad). 
3. Capacidad de carga o extracción masiva de datos. 
4. Generación de reporting (informes estáticos o integración con suite de 
BI). 
Si bien estas funcionalidades no son accesibles desde la interfaz de Coevery 
Web, sí que están parcialmente soportadas por Orchard CMS. La primera forma 
parte del core de Orchard CMS y las capacidades multi-idioma pueden obtenerse 
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en múltiples módulos de extensión. La tercera y la cuarta no están cubiertas y 
deberían ser desarrolladas desde cero.     
 
4.2 Arquitectura de alto nivel 
Coevery Web está construido sobre el framework Orchard CMS, estableciendo 
una capa de abstracción que orienta y hace uso de las capacidades técnicas de 
Orchard para una finalidad distinta a la que fue programado. Esta extensión se 
materializa mediante la implementación de nuevos módulos. Concretamente 
Coevery Web está constituido por nueve módulos que interactúan con 7 módulos 
de Orchard.  





El módulo principal es Coevery.Core. Este módulo constituye el pilar básico de 
Coevery y en él se implementan las funcionalidades básicas del framework. Son 
las siguientes: 
 Módulo de administración. 
 Gestión de rutas MVC (mapeo de URL a acción y controlador). 
 Implementación de controllers y handlers MVC. 
 Compilación dinámica de módulos y entidades creadas por usuario. 
 Estructura de vistas. 
 
Se excluyen de este módulo las clases encargadas de administrar los objetos que 
contienen los metadatos de las entidades que crean los usuarios, que es la mayor 
aportación de Coevery Web; esa lógica estará implementada en otros módulos 
específicos, de la misma forma que sucede con la gestión de los menús de 
navegación, construcción de formularios y herramientas de búsqueda de 
entidades (estando implementado esta última funcionalidad en el módulo de 
proyecciones).  
 
4.3 Modelo de datos 
4.3.1 Datos y metadatos de entidades 
El submodelo de datos añadido por Coevery para la persistencia de los 
metadatos de entidades está claramente anclado al submodelo de metadatos de 




Figura 9: Submodelo de metadatos de entidades 
 
La tabla EntityMetadataRecord tiene como cometido la persistencia de todas las 
versiones de todas las entidades del sistema. Dicha tabla tiene una relación 1 a 1 
con la tabla ContentItemVersionRecord, siendo el id el campo que constituye la 
clave primaria pero también la clave foránea de la relación; Coevery ha 
convertido un modelo para crear contenidos en un modelo de modelos para 
gestionar entidades. 
Adicionalmente, es importante destacar los beneficios que puede aportar la 
decisión de diseño por la cual ambas tablas se han persistido como elementos 
independientes. Una alternativa válida hubiera sido vincular directamente los 
FieldMetadataRecord con los ContentItemVersionRecord, prescindiendo de la 
tabla EntityMetadataRecord. Incluso más evidente podría parecer dicha 
alternativa en el caso de no requerirse nuevos atributos respecto a los ofrecidos 
por Orchard (como ya sucede en alguna tabla Coevery donde  únicamente se 
persiste un campo con el identificador del registro). El motivo de tal separación 
es mantener el mínimo grado de acoplamiento entre Orchard y Coevery y así 
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reducir el impacto que causaría en Coevery la actualiación a una versión 
posterior de Orchard. 
Por otro lado, cada EntityMetadaRecord  está compuesto por varios 
FieldMetadataRecords, tabla en la que se persiste la información de los campos 
que componen cada entidad.  Esta tabla está relacionada con los 
ContentFieldDefinitionRecord. Ambas tablas guardan información muy similar; la 
diferencia entre ellas es que la tabla de Orchard, ContentFieldDefinitionRecord, 
contiene únicamente el inventario de campos vigente de cada entidad (la último 
foto) mientras  que la tabla de Coevery, FieldMetadataRecord, contiene todas 
las versiones de dichos campos. 
Por último, la tabla DynamicTypes_<Entidad>_PartRecord representa a cada una 
de las tablas creadas dinámicamente por el sistema tras el alta de una nueva 
entidad, para persistir las ocurrencias de las entidades declaradas (es una tabla 
de datos, no de metadatos). Para cada entidad creada por el usuario a través de 
la interfaz web, Coevery inserta un registro en la tabla de EntityMetadataRecord 
conteniendo la definición de la entidad y crea una nueva tabla dinámicamente, 
originalmente vacía, donde guardar las instancias de los objetos creados. Las 
columnas de dicha tabla están determinadas por los campos del objeto y 
contendrán el valor de los mismos. Existe sin embargo una excepción (no 
justificada) por la que los atributos que contienen dimensiones finitas nunca 
llegan a persistirse en esta tabla y por tanto se mantienen siempre a null; no 
parece existir ningún motivo para no guardar el identificador del objeto 
referenciado como sí se hace con los campos que contiene las claves foráneas a 
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otras entidades. Por su particularidad, el submodelo para la gestión de este tipo 
de datos se verá en detalle más adelante. 
Consulta 4: Obtención de metadatos vigentes de la entidad Vivienda 
Query 
 
SELECT   ent.Id AS EntityMetadataRecord_Id,  
  ent.[Name] as EntityMetadataRecord_Name,  
         ent.ContentItemRecord_id ,  
  fld.Id AS FieldMetadataRecord_Id,  
  fld.OriginalId AS FieldMetadataRecord_OriginalId, 
          fld.[Name] AS FieldMetadataRecord_Name,  
  fld.ContentFieldDefinitionRecord_Id 
FROM     Master_Coevery_Entities_EntityMetadataRecord AS ent 
         INNER JOIN Master_Coevery_Entities_FieldMetadataRecord AS fld 
              ON ent.Id = fld.EntityMetadataRecord_Id 
         INNER JOIN Master_Orchard_Framework_ContentItemVersionRecord AS civr 
              ON (ent.ContentItemRecord_id = civr.ContentItemRecord_id AND  
                                     ent.Id = civr.Id) 
WHERE   ent.[Name] = 'Vivienda' AND 
          civr.Published = 1 AND 
















5393 Vivienda 31 3351 3334 Vivienda 1 
5393 Vivienda 31 3352 3335 CCAA 2 
5393 Vivienda 31 3353 3336 Provincia 2 
5393 Vivienda 31 3354 3337 Municipio 2 
5393 Vivienda 31 3355 3338 Barrio 1 
5393 Vivienda 31 3356 3339 TipoVia 2 
5393 Vivienda 31 3357 3340 NombreVia 1 
5393 Vivienda 31 3358 3341 Numero 3 
5393 Vivienda 31 3359 3342 Planta 2 
5393 Vivienda 31 3360 3343 Escalera 1 
5393 Vivienda 31 3361 3344 Puerta 1 
5393 Vivienda 31 3362 3345 Latitud 3 
5393 Vivienda 31 3363 3346 Longitud 3 
5393 Vivienda 31 3364 3347 CodigoPostal 3 
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5393 Vivienda 31 3365 3348 Coordenadas 5 




Consulta 5: Obtención de datos entidad 35 de tipo Vivienda 
Query 
 
SELECT   cir.Id as ContentItemRecord_Id,  cir.ContentType_id as ContentTypeRecord_Id,  
         ctr.[Name] as ContentTypeRecord_Name,  
                 cprv.Id as CoeveryCommonPartVersionRecord_Id,  
         cprv.CreatedUtc as CoeveryCommonPartVersionRecord_CreatedUtc,  
         cprv.ModifiedUtc as CoeveryCommonPartVersionRecord_ModifiedUtc, 
         vpr.Vivienda, vpr.CodigoPostal 
FROM     Master_Orchard_Framework_ContentItemRecord AS cir 
         INNER JOIN Master_Orchard_Framework_ContentTypeRecord  
              AS ctr ON ctr.Id = cir.ContentType_id 
         INNER JOIN Master_Coevery_Core_CoeveryCommonPartRecord  
              AS cpr ON cpr.Id = cir.Id 
         INNER JOIN Master_Coevery_Core_CoeveryCommonPartVersionRecord  
              AS cprv ON cprv.ContentItemRecord_Id = cir.Id 
         INNER JOIN Master_Coevery_DynamicTypes_ViviendaPartRecord 
              AS vpr ON vpr.Id = cprv.Id 
WHERE   cir.Id = 35 
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Consulta 6: Obtención de datos de entidad 35 de tipo Vivienda 
Query 
 
SELECT  *  
FROM  Master_Coevery_DynamicTypes_ViviendaPartRecord  
WHERE  ContentItemRecord_id = 35 





CCAA Barrio NombreVia Numero Latitud Longitud 
25687 35 (null) Cuatro Caminos Palencia 220 40,4497 -3,70085 
2386 35 (null) Cuatro Caminos Palencia 22 40,4497 -3,70085 




4.3.2 Modelado de relaciones entre entidades 
Coevery Web permite al usuario vincular entidades. Las tablas del submodelo de 
relaciones entre entidades sirven para persistir  esta información. 
Figura 10: Submodelo de relaciones entre entidades 
  
Cada relación entre entidades tiene su reflejo en un registro en la tabla 
RelationshipRecord, que es una tabla de metadatos. El campo Name contiene el 
nombre de la relación. El campo Type contiene si la relación es 1 a N o N a N. El 
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campo PrimaryEntity_id contiene una referencia a la entidad principal de la 
relación; referirá a la entidad con cardinalidad unaria en las relaciones 1 a N y 
cualquier de las dos entidades en las relaciones N a N.  
La tabla OneToManyRelationhipRecord no es una tabla de metadatos; es 
utilizada para persistir las entidades vinculadas a una entidad con la que 
mantiene una relación de tipo 1 a N, para cada uno de los campos de la entidad 
principal. El atributo Relationship_Id referencia a la tabla RelationshipRecord. El 
atributo LookupField_Id identifica qué campo de la entidad establece la 
relación. El campo RelatedListProjection_Id referencia a la proyección, la cual 
mantiene a su vez una lista de identificadores de entidades. 
La tabla ManyToManyRelationhipRecord es la tabla análoga a la tabla 
OneToManyRelationshipRecord para relaciones N a N. Los campos persistidos en 
esta tabla son prácticamente los mismos; el único cambio relevante, más allá 
del nombre de sus atributos, es la adición de un nuevo campo para una segunda 
proyección (PrimatyListProjection_Id y RelatedListProjection_Id). 
Consulta 7: Relaciones activas de la entidad Tasacion de tipo 1 a N 
Query 
 
SELECT rel.Id AS RelationshipRecord_Id,  rel.[Name] AS RelationshipRecord_Name,  
  rel.[Type] AS RelationshipRecord_Type,  
          rel.PrimaryEntity_Id AS RelationshipRecord_PrimaryEntity_Id,  
   ent.[Name] AS EntityMetadataRecord_Name_primary,  
   rel.RelatedEntity_Id AS RelationshipRecord_RelatedEntity_Id,  
   relEnt.[Name] AS EntityMetadataRecord_Name_related 
FROM     Master_Coevery_Entities_EntityMetadataRecord ent 
         INNER JOIN Master_Orchard_Framework_ContentItemVersionRecord civr 
              ON ent.Id = civr.id 
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         INNER JOIN Master_Orchard_Framework_ContentItemRecord cir 
              ON civr.ContentItemRecord_id = cir.id 
         INNER JOIN Master_Orchard_Framework_ContentTypeRecord cty 
              ON cir.ContentType_id = cty.Id 
         INNER JOIN Master_Coevery_Relationship_RelationshipRecord rel 
              ON ent.Id = rel.PrimaryEntity_Id 
         INNER JOIN Master_Coevery_Entities_EntityMetadataRecord relEnt 
              ON relEnt.Id = rel.RelatedEntity_Id 
         INNER JOIN Master_Orchard_Framework_ContentItemVersionRecord relCivr 
              ON relEnt.Id = relCivr.id     
WHERE   ent.[Name] = 'Tasacion' AND 
         civr.Published = 1 AND 
         civr.Latest = 1 AND 
         relCivr.Published = 1 AND 
















57 TasationTestigo 0 17522 Tasacion 22566  Testigo 
      
 
4.3.3 Modelado de opciones (desplegables) 
Un campo cuyo tipo de dato es catalogado como Option es todo aquél campo 
para el que su valor debe forzosamente ser uno de entre los definidos en una 
lista finita de opciones, o nulo cuando se permita; el mecanismo más habitual 
para capturar un valor de uno de estos campos a través de un formulario son los 




Figura 11: Submodelo para la gestión de reference fields 
 
La tabla OptionSetPartRecord contiene el inventario de Options definidos en el 
sistema. Dado que Coevery no contempla el uso de este tipo de enumeraciones 
en un contexto distinto al de tipo de dato de un campo, estos elementos estarán 
siempre vinculados a ellos (el campo IsInternal sugiere que a futuro podría 
ampliarse su uso, pero ahora este campo no se usa y vale siempre false). El 
campo TermTypeName es coincidente con el nombre del campo de la entidad al 
que está vinculado. El ID, sin embargo, solo es persistido como parte del XML 
que se guarda en las tablas FieldMetadataRecord y 
ContentPartFieldDefinitionRecord. 
La tabla OptionItemPartRecord contiene un inventario con todos los 
identificadores de los posibles valores para cada uno de los Options (para 
obtener el valor a partir del identificador, debe accederse a la tabla 
TitleRecord). En nomenclatura de modelos dimensionales, podría decirse que el 
campo OptionSetId – que es la clave foránea hacia la tabla OptionSetPartRecord 
– es la dimensión y que cada registro de la tabla OptionItemPartRecord es el 
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baremo. El campo Weight permite ordenar los baremos y el campo Selectable, 
siempre vale a true y no se utiliza. 
La tabla OptionItemContentItem persiste la relación entre cada valor 
seleccionado (referido como baremo en el párrafo anterior y cuyo inventario es 
persistido en la tabla OptionItemPartRecord) y la entidad a la que pertenece 
dicho atributo.  
Consulta 8: Obtención de los valores de tipo Option para la Vivienda 40 
Query 
 
SELECT  oContItem.Id AS OptionItemContentItem_Id,  
  oContItem.Field AS OptionItemContentItem_Field,  
          Title AS TitlePartRecord_Value,  
  OptionItemContainerPartRecord_id 
FROM     Master_Coevery_OptionSet_OptionItemContentItem oContItem  
         INNER JOIN Master_Title_TitlePartRecord oTitle 
              ON oContItem.OptionItemRecord_id = oTitle.ContentItemRecord_id 









17167 CCAA Catalunya 40 
17168 Provincia Barcelona 40 
17169 Municipio Granollers 40 
17170 TipoVia AVENIDA 40 
17171 Planta 2 40 





El submodelo para la navegación de Coevery está constituido principalmente por 
tablas ya existentes en Orchard. Únicamente la tabla 
ModuleMenuItemPartRecord ha sido añadida por Coevery Web. No obstante, se 
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incluye en este apartado y no como parte del modelo de Orchard por la 
relevancia de este submodelo para Coevery.   
En estas tablas se persiste la estructura soportada por Coevery para el árbol de 
navegación. Este árbol es un árbol de dos niveles. El primer nivel, referido como 
perspectiva, establece un ámbito de la aplicación y permite agrupar varias 
entidades. El segundo nivel está justamente compuesto de entidades. 
Figura 12: Submodelo para la navegación 
 
La tabla MenuPartRecord contiene una referencia a todas las entidades 
accesibles desde el menú de navegación. El campo MenuText contiene el nombre 
de la entidad. El campo MenuPosition contiene el orden el que debe aparecer la 
entidad en el menú o perspectiva. El campo MenuId identifica a qué perspectiva 
(primer nivel de la jerarquía de navegación) pertenece una entidad.  
Las perspectivas están persistidas como ContentItemVersionRecords. Al ser 
creadas, el nombre de dicha perspectiva es persistido en la tabla 
TitlePartRecord. 
La tabla ModuleMenuItemPartRecord, contribución de Coevery Web al modelo, 
permite asociar un icono gráfico para cada una de las entidades presentes en el 
menú de navegación. 
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Consulta 9: Menú de navegación Coevery vigente 
Query 
 
SELECT   menu.Id AS MenuPartRecord_Id,  
         menu.MenuText AS MenuPartRecord_MenuText,  
         menu.MenuPosition AS MenuPartRecord_MenuPosition,  
         menu.MenuId AS MenuPartRecord_MenuId, 
         pers.Title AS TitlePartRecord_Title_perspectiva  
FROM     Master_Navigation_MenuPartRecord menu 
         INNER JOIN Master_Orchard_Framework_ContentItemVersionRecord civr 
               ON menu.Id = civr.ContentItemRecord_id 
         INNER JOIN Master_Title_TitlePartRecord pers 
             ON menu.MenuId = pers.ContentItemRecord_id 
WHERE   MenuId <> 0 AND 
             civr.Published = 1 AND 
             civr.Latest = 1 










1023 Tasacion 2046 Tasacion 4046 
1023 Tasacion 2046 Tasacion 4052 
1023 Tasacion 2046 Tasacion 4076 
1023 Tasacion 2046 Tasacion 4077 







5. Prototipo de tasación 









5.1 Resultado esperado 
El objetivo general del prototipo de tasación sobre Coevery Web es crear un 
sistema capaz de almacenar inmuebles – con su ubicación– y otorgarles un precio 
en base a los precios de oferta obtenidos en un conocido portal inmobiliario de 
internet. Para ello se ha desarrollado un módulo de tasaciones. 
La vista principal del módulo de tasaciones permite visualizar los inmuebles 
dados de alta en el sistema. También permite añadir un nuevo inmueble así 
como editar o eliminar uno ya existente.  
Este capítulo cubre 
 Adición de módulo de tasación sobre Coevery Web 
(prueba de concepto) 
 Mecanismos de extensión de Coevery Web 
 Nunc ut magna vitae 
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Figura 13: Vista principal del módulo de tasación de Coevery Web 
 
El acceso a un inmueble ofrece su información de detalle. La vista de detalle 
debe mostrar el detalle de la ubicación del inmueble y su localización sobre un 
mapa (o mediante los campos de latitud y longitud para el modo edición).  
Figura 14: Vista de visualización de un inmueble a tasar en Coevery Web 
 
Además, el sistema es capaz de efectuar la tasación de los inmuebles dados de alta de 
forma automática. Como resultado tras el alta de un inmueble, el sistema realiza una 
búsqueda en internet de los inmuebles en venta cercanos, a fin de obtener un precio 
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medio por metro cuadrado. El sistema ofrece este resultado en la pantalla de 
tasaciones, donde además del precio se listan todas los inmuebles testigo. 
Figura 15: Vista de tasación automática de inmueble sobre Coevery Web 
 
 
Cada uno de los inmuebles testigo puede ser consultado para obtener 
información de detalle. Más allá de la ubicación y características del inmueble, 
los inmuebles testigo incluyen una galería de fotos del inmueble. 
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5.2 Jerarquías de Options 
Para poder dotar a Orchard CMS y Coevery Web de jerarquías se requiere 
modificar el módulo Coevery.OptionSet. Dado que los requerimientos en cuanto 
relaciones jerárquicas para el prototipo de tasación son de aplicación para tipos 
de datos estáticos, se excluye del alcance dotar al sistema de una pantalla de 




Figura 17: Modelo de datos de OptionSets modificado 
 
La modificación al modelo de datos es simple. Para cada elemento 
perteneciente a una jerarquía, deberá poder persistirse quién es el nodo 
superior. Para ello se ha optado por la solución de tipo AdjacencyList6, donde 
cada elemento contiene el identificador del elemento al que pertenece; Se ha 
optado por implementar esta solución respecto a la opción de ClosureTables7 por 
su simplicidad y por no esperar estructuras de datos de jerarquías de muchos 
niveles de profundidad.  
Complementariamente, se va a persistir para cada elemento a qué conjunto (a 
qué optionset) pertenece el elemento padre; esto implica la introducción de un 
grado de desnormalización en base de datos pero también una mejora en 
términos de rendimiento.  
La tarea de modificación de la estructura de datos y de la populación de la 
información es llevada a cabo mediante la clase Migrations.cs,  clase encargada 
de promover las actualizaciones de versión sobre el modelo de datos presente en 
todos los módulos de Orchard CMS. 
  
                                            
6
 Enfoque de persistencia de relaciones jerárquicas en tablas en el que cada registro contiene su 
identificador y el identificador del nodo padre directo. 
7
 También conocido como BridgeTable, enfoque de persistencia de relaciones jerárquicas en tablas en 
el que se persisten, para cada identificador, un registro para cada uno de los ancestros de dicho 
identificador. Cada registro contiene el identificador ancestro y la distancia al mismo en la jerarquía. 
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Código 1: Migrations de OptionSet 
 
1.  
2. public int UpdateFrom3() 
3. { 
4.     SchemaBuilder.AlterTable("OptionItemPartRecord", table => table 
5.         .AddColumn<int>("Parent_Id", c => c.Nullable()) 
6.         ); 
7.   
8.     SchemaBuilder.AlterTable("OptionItemPartRecord", table => table 
9.        .AddColumn<int>("Parent_OptionSetId", c => c.Nullable()) 
10.        ); 
11.     return 4; 
12. } 
13.   
14. public int UpdateFrom4(){ 
15.   
16.     SchemaBuilder.ExecuteSql(string.Format(@" UPDATE {0}Coevery_OptionSet_OptionItemPartRecord 
17.                                 SET    Parent_Id = 37, Parent_OptionSetId = 36 WHERE Id = 42 
18.                                  
19.                                 UPDATE {0}Coevery_OptionSet_OptionItemPartRecord 
20.                                 SET    Parent_Id = 39, Parent_OptionSetId = 36 WHERE Id = 43 
21.       ( . . . ) 
22.          ,DataTablePrefix())); 
23.   






La actualización del módulo ha sido efectuada en dos pasos. La primera 
actualización que ha llevado ha modificado el esquema añadiendo los dos 
campos nuevos y dejando el módulo en su versión 4. La segunda, ha insertado los 
registros para establecer la jerarquía de geografías y ha dejado el modelo de 
datos apto para la versión 5 del módulo. 
Para poder cargar de forma dinámica los desplegables se ha modificado la clase 
OptionSetService con la adición de dos nuevos métodos. El primer método 
permite obtener el OptionSet en base a su OptionSet padre; ello facilita en la 
capa de presentación identificar el desplegable a refrescar, como sucede por 
ejemplo con el de municipios cuando se cambia el valor seleccionado del 
desplegable de provincias. Se trata del método GetChildOptionSet de la línea 2. 
El segundo método permite obtener los OptionItems de un OptionSet en función 




Código 2: OptionSetService 
 
1.   
2. public OptionItemPart GetChildOptionSet(int parentOptionSetId) 
3. { 
4.   return _contentManager.Query<OptionItemPart, OptionItemPartRecord>() 
5.        .Where(x => x.Parent_OptionSetId == parentOptionSetId) 
6.        .WithQueryHints(new QueryHints().ExpandRecords<TitlePartRecord, CommonPartRecord>()) 
7.        .List() 
8.        .FirstOrDefault();  
9. } 
10.   
11. public IEnumerable<OptionItemPart> GetOptionItems(int optionSetId, int? parent_contentItemId) 
12. { 
13.     if (parent_contentItemId != null && parent_contentItemId != 0) 
14.     { 
15.         var result = _contentManager.Query<OptionItemPart, OptionItemPartRecord>() 
16.             .Where(x => x.OptionSetId == optionSetId) 
17.             .Where(x => x.Parent_Id == parent_contentItemId) 
18.             .WithQueryHints(new QueryHints().ExpandRecords<TitlePartRecord, CommonPartRecord>()) 
19.             .List(); 
20.   
21.         return OptionItemPart.Sort(result); 
22.     } 





Las clases encargadas de obtener la información para refrescar los desplegables 
en  la capa de presentación son los drivers. Los drivers son controladores a nivel 
de campo; tienen acceso a las clases de servicio y sirven y adecuan la 
información a los modelos de la capa de presentación. Cada atributo de una 
entidad de Coevery Web es renderizado en base a la información contenida en 
una clase de modelo de vista; para el tipo de datos de un OptionSet esta clase es 
OptionSetFieldViewModel. Es objetivo por tanto del OptionSetFieldDriver 
permitir que cuando se haya accedido a una entidad en modo edición, cada 
desplegable contenga información relativa al elemento seleccionado en el 
OptionSet padre – puesto que esto determina las opciones que deben ser 
mostradas – y el OptionSet hijo, cuya identificación permite establecer un 
mecanismo recursivo de refresco de cada desplegable de una jerarquía.  Esta 




Código 3: OptionSetFieldDriver 
 
1.  
2. protected override DriverResult Editor(ContentPart part, OptionSetField field, dynamic shapeHelper) 
3. { 
4.     return ContentShape("Fields_OptionSetField_Edit", GetDifferentiator(field, part), () => 
5.     { 
6.         var settings = field.PartFieldDefinition.Settings.GetModel<OptionSetFieldSettings>(); 
7.         var appliedTerms = _optionSetService.GetOptionItemsForContentItem(part.ContentItem.Id,        
8.    field.Name).Distinct(new TermPartComparer()).ToDictionary(t => t.Id, t => t); 
9.         var optionSet = _optionSetService.GetOptionSet(settings.OptionSetId); 
10.          
11.         ( . . . ) 
12.   
13.         var viewModel = new OptionSetFieldViewModel 
14.         { 
15.             Name = field.Name, 
16.             DisplayName = field.DisplayName, 
17.             OptionItems = optionItems2, 
18.             Settings = settings, 
19.             SingleTermId = optionItems2.Where(t => t.IsChecked).Select(t => t.Id).FirstOrDefault(), 
20.             OptionSetId = optionSet != null ? optionSet.Id : 0, 
21.             ContainerPart = part.ContentItem.ContentType, 
22.             ChildOptionSetId = childOptionSetId, 
23.             ChildName = childOptionSetName, 
24.             ParentOptionSetId = parentOptionSetId, 
25.             ParentSingleTermId = parentSingleTermId 
26.         }; 
27.   
28.         return shapeHelper.EditorTemplate(TemplateName: "Fields/OptionSetField", Model: viewModel,    
29.     Prefix: GetPrefix(field, part)); 





La clave y la complejidad de este desarrollo radican en la capa de presentación. 
Cada campo de tipo OptionSet es renderizado de manera independiente y en el 
momento de la renderización cada campo desconoce si mantiene una relación 
jerárquica con algún otro OptionSet. Los métodos implementados que permiten 
desencadenar los eventos para refrescar los desplegables de forma automática 
son tres y siguen la siguiente estrategia: 
1. Cada desplegable genera un handler semántico (función asociada a un 
elemento HTML que se vincula a un evento) mediante el cual se invoca al 
método que provoca el reseteo del desplegable hijo cuando el elemento 
seleccionado ha cambiado. Ese segundo método es generado también por 
el código generado para el desplegable padre. Dicho método es 
implementado a partir de la línea 2. 
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2. Se genera un método para resetear el desplegable hijo (invocado por el 
método descrito en el punto anterior). Ello implica dos cosas, 
deseleccionar el elemento seleccionado para el desplegable hijo 
eliminando las opciones de dicho desplegable, y volver a poblar el 
desplegable hijo con las nuevas opciones. La primera de las acciones es 
invocada desde el código del desplegable padre y provocará un reseteo en 
cascada para todos los desplegables hijos; esto se consigue generando un 
evento change como puede apreciarse en la línea 15. 
3. La segunda parte consistente en poblar el desplegable hijo es 
responsabilidad del código generado por el desplegable hijo. Desde el 
desplegable padre únicamente se invoca al método, como puede 
apreciarse en la línea 25. 
4. Cada desplegable genera también un método que actualiza los options 
que muestra en función del elemento padre seleccionado. Se trata del 
método de la línea 30. 
Código 4: OptionSetField 
 
1.  
2. $('select#@(Model.ContainerPart)_@(Model.Name)_SingleTermId').change(function () { 
3.     @if (Model.ChildOptionSetId != 0) 
4.     { 
5.      {<text>resetDropdown_@(Model.ChildOptionSetId)(this.value);</text>} 
6.     } 
7. }); 
8.   
9. function resetDropdown_@(Model.ChildOptionSetId)(singleTerm) { 
10.  
11.     var event = new Event('change'); 
12.     try { 
13.          document.getElementById("@(Model.ContainerPart)_@(Model.ChildName)_SingleTermId"). 
14.           value = -1; 
15.          document.getElementById("@(Model.ContainerPart)_@(Model.ChildName)_SingleTermId"). 
16.          dispatchEvent(event); 
17.          document.getElementById("@(Model.ContainerPart)_@(Model.ChildName)_SingleTermId"). 
18.          options.length = 1; 
19.     } catch (err) { 
20.             message.innerHTML = "Error" + err.message; 
21.     } 
22.         @if (@Model.ChildOptionSetId != 0) 
23.         { 
24.             {<text> try { </text>} 
25.             {<text> populate_@(Model.ChildName)(singleTerm);</text>} 
26.             {<text> } catch (err2) { } </text>} 
27.         } 
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28.     } 
29.   
30. function populate_@(Model.Name)(parentValue) { 
31.     switch (parentValue) { 
32.   
33.             @foreach (var list in Model.GetOptionItemsByParent()) 
34.             { 
35.                 {<text>case "@(list.Key)":</text>} 
36.   
37.                 for (int j = 0; j < @list.Value.Count; j++) 
38.                 { 
39.                 {<text>document.getElementById("@(Model.ContainerPart)_@(Model.Name)_SingleTermId")      
40.    .options[document.getElementById("@(Model.ContainerPart)_@(Model.Name)_SingleTermId") 
41.   .options.length] = new Option("@Html.Raw(list.Value[j].Name)", 
42.           "@list.Value[j].Id");</text> } 
43.                 } 
44.   
45.                 {<text>break;</text>} 
46.             } 
47.         } 
48.     } 
49.      
50.     @if (@Model.ParentOptionSetId != 0) 
51.     { 
52.         {<text> $(document).ready(function () { </text>} 
53.         {<text>   document.getElementById("@(Model.ContainerPart)_@(Model.Name)_SingleTermId"). 
54.     options.length = 1; </text>} 
55.         {<text>populate_@(Model.Name)('@Model.ParentSingleTermId');</text>} 
56.   
57.         if (Model.SingleTermId != 0) 
58.         { 
59.             {<text>var select =  
60.    document.getElementById("@(Model.ContainerPart)_@(Model.Name)_SingleTermId") 
61.    .value = '@Model.SingleTermId';</text>} 
62.         } 
63.         else 
64.         { 
65.             {<text> document.getElementById("@(Model.ContainerPart)_@(Model.Name)_SingleTermId"). 
66.    options.length = 1;  
67.       </text>} 
68.         } 
69.   
70.         {<text> }); </text>} 
71.     } 
72.   
 
 
5.3 Servicio de tasación 
La funcionalidad de tasación requiere el procesado de los datos dados de alta 
por el usuario – las viviendas – para la generación de un resultado – el precio 
medio por metro cuadrado para dicha vivienda –. Con ella se implementa un 
sencillo motor de cálculo que es lanzando ante un evento del sistema, 
permitiendo analizar el uso del módulo de workflows de Orchard CMS, disponible 
para Coevery Web. 
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Figura 18: Workflow de tasación 
 
Sí que es necesario crear, para cada nueva actividad, un fichero CSS que defina 
las propiedades de estilo del elemento que contiene la imagen que representa la 
actividad y la imagen en sí. 
 
El workflow está compuesto de dos triggers y una actividad (carece de nodos 
decisión, también soportados en Orchard CMS). Los triggers son eventos que 
provocan el inicio del flujo de proceso. Para el ejercicio de tasación y en lo que 
a los triggers respecta, únicamente ha sido necesario parametrizar dos triggers 
existentes en Orchard CMS, por lo que esta tarea no ha requerido programación 
de código; el flujo de tasación se inicia cuando una entidad de tipo Vivienda ha 
sido creada o actualizada.  
Los iconos de las actividades, como todas las imágenes mostradas por Coevery Web, 
son embebidas en ficheros CSS. Embeber imágenes en una respuesta HTTP permite 




Sí que ha requerido programación la actividad de tasación. Una actividad no es 
más que una clase que encapsula código accesible desde el editor de workflows. 
Su método principal es el método Execute, que recibe como parámetros el 
WorkflowContext y el ActivityContext. Estos parámetros permiten obtener los 
objetos de dominio que han provocado la ejecución de la actividad (como la 
vivienda que acaba de ser creada). 
Código 5: SearchInfoActivy 
 
1.  
2. public override IEnumerable<LocalizedString> Execute(WorkflowContext workflowContext,  
3. ActivityContext activityContext) { 
4.  
5.      ContentItem contentItem = workflowContext.Content.ContentItem; 
6.              
7.      OptionItemContainerPart contentPart = (OptionItemContainerPart)contentItem.Parts 
8.     .FirstOrDefault(p=> p.PartDefinition.Name.Contains("OptionItemContainerPart")); 
9.      ContentPart viviendaPart = (ContentPart)contentItem.Parts.FirstOrDefault(p =>  
10.    p.PartDefinition.Name.Contains("Vivienda")); 
11.              
12.      IList<OptionItemContentItem> optionItems = contentPart.OptionItems; 
13.      IEnumerable<ContentField> flds = viviendaPart.Fields; 
14.   
15.      string CCAA = GetOptionSetValue(optionItems, "CCAA"); 
16.      ( . . . ) 
17.      string CodigoPostal = GetFieldValue(flds, "CodigoPostal"); 
18.   
19.      MapField map = (MapField)viviendaPart.Fields.FirstOrDefault(x => x.Name == "Coordenadas"); 
20.      GeographicalPoint point; 
21.      if (map != null && map.Value != null) 
22.      { 
23.       point = map.Value; 
24.      } 
25.      else 
26.      { 
27.       point = _tasacionService.GetCoordinates(CCAA, Provincia, Municipio, CodigoPostal,  
28.        TipoVia, NombreVia, Numero); 
29.          map.Value = point; 
30.      } 
31.   
32.      _tasacionService.GetAndSavePisosCercanos(contentItem, point, GetFieldValue(flds, "Vivienda")); 
33.   
34.      _contentManager.Publish(workflowContext.Content.ContentItem); 
35.      yield return T("Success"); 




En líneas generales, la actividad SearchInfoActivity captura la vivienda que ha 
sido creada o actualizada (línea 5 a 9) y obtiene su ubicación (líneas 21 a 30). 
Una vez que ha obtenido su ubicación, se invoca a los servicios para realizar la 
 63 
 
búsqueda en internet del precio de viviendas próximas (referidas como 
inmuebles testigo) con los que efectuar la tasación.  
El mecanismo por el cual se obtiene la información de internet puede 
consultarse en el anexo I. Además del uso de un webservice ofrecido por un 
conocido portal inmobiliario, es destacable el bot8 que se ha implementado para 
descargar las imágenes de los inmuebles testigo no ofrecidas por dicho 
webservice.  
Una vez descargada y persistida la información necesaria referente a los 
inmuebles testigo se crea y guarda una nueva tasación. La creación de 
elementos de contenido como es una tasación se efectúa mediante el 
ContentManager.  
Se hace patente en este momento cuán tedioso resulta la creación de elementos 
de contenido programáticamente. Para poder setear los valores deben obtenerse 
los objetos que constituyen el contentItem que desea editarse o crearse. Ello 
implica la obtención de la contentPart y todos los campos que la componen.  En 
el código mostrado se crea el contentItem de tipo Tasacion en la línea 4.  Se 
obtiene la contentPart que quiere editarse en la línea 7 (recordemos que 
Coevery Web cuando crea una entidad crea un ContentItem al que vincula una 
ContentPart homónima). A continuación se obtienen los campos que conforman 
la ContentPart y se asigna el valor deseado. Un ejemplo para el campo que 
vincula a la tasación con la entidad puede observarse en las líneas 9 a 13.  
                                            
8
 Un bot es un programa que imita un comportamiento humano. El bot programado simula la 
navegación web para la descarga de imágenes de un portal inmobiliario (por no ser esta información 
ofrecida mediante los webservices disponibles). 
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Una vez seteados los campos, se actualiza el contentItem para persistir los 
cambios en base de datos (línea 20) y se publica (líneas 22 a 25). El motivo por 
el cual debe publicarse el contentItem tiene que ver con los estados en los que 
puede encontrarse un contenido en Orchard CMS; un contenido Orchard CMS 
siempre es creado en modo borrador y debe ser explícitamente promovido al 
estado publicado para ser visible por los usuarios del CMS. A priori, esta parece 
una característica prescindible para el uso que hace Coevery Web de Orchard 
CMS, por lo que podría modificarse el ContentManager para que, por defecto, 
crease los elementos en estado publicado. 
Código 6: Creación de tasación 
 
1.  
2. private ContentItem CreateTasacion(ContentItem viviendaContentItem, string viviendaTitle) 
3. { 
4.    var contentItemTasacion = _services.ContentManager.New("Tasacion"); 
5.    _services.ContentManager.Create(contentItemTasacion, VersionOptions.Draft); 
6.     
7.    ContentPart tasacionPart = contentItemTasacion.Parts. 
8.   Where(p => p.PartDefinition.Name.Contains("Tasacion")).FirstOrDefault<ContentPart>(); 
9.    ReferenceField viviendaRefFld = (ReferenceField)tasacionPart.Fields. 
10.   Where(ff => ff.Name.Equals("Vivienda")).First(); 
11.    viviendaRefFld.ContentItemField.Value = viviendaContentItem; 
12.    viviendaRefFld.ContentItem = viviendaContentItem; 
13.    viviendaRefFld.Value = viviendaContentItem.Id; 
14.   
15.    CoeveryTextField tasac = (CoeveryTextField)tasacionPart.Fields. 
16.   Where(ff => ff.Name.Equals("Tasacion")).First(); 
17.   
18.    tasac.Value = "Tasacion para " + viviendaTitle + " (" + DateTime.Now.ToLongDateString() + ")";  
19.   
20.    _services.ContentManager.UpdateEditor(contentItemTasacion, null); 
21.   
22.    if (!contentItemTasacion.Has<IPublishingControlAspect>()) 
23.    { 
24.         _services.ContentManager.Publish(contentItemTasacion); 
25.    } 
26.   





5.4 Adición de un nuevo tipo de dato 
Los tipos de datos determinan los valores que pueden asociarse a los campos que 
constituyen las entidades en Coevery Web. Estos tipos de datos son la pieza de 
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mayor granularidad mediante la cual se componen el resto de estructuras de 
información. Es indispensable por tanto para garantizar la extensibilidad de 
Coevery Web que el sistema permita añadir nuevos tipos de datos a los ya 
implementados.  
Es objetivo de este evolutivo la adición de un tipo de dato capaz de persistir 
coordenadas geográficas. Esto permite ubicar geográficamente a las viviendas a 
tasar. Este evolutivo se ha desarrollado sobre el módulo Coevery.Fields y 
permite dar a conocer los pasos necesarios para la adición de un nuevo tipo de 
datos. Otra estrategia válida para el desarrollo del evolutivo hubiera sido crear 
una ContentPart compuesta de dos campos de tipo numéricos (para persistir 
latitud y longitud) y crear un Shape no generado automáticamente por la 
solución para así poder mostrar el mapa; se ha descartado esta segunda 
alternativa puesto que esta opción ya está documentada en la documentación de 
Orchard CMS y el objetivo era valorar la extensibilidad de Coevery Web. 
Para añadir un tipo de dato de coordenadas geográficas en Coevery Web ha sido 
necesario añadir las siguientes clases en el módulo Coevery.Fields: 
1. Clase MapField: contenedor para el nuevo tipo de información. Ofrece 
métodos get y set.  
2. Clase MapFieldDriver: clase que prepara las vistas de edición y consulta y 
que facilita un método para la edición del campo.  
3. Clase Map.cshtml: clase para generar la vista en modo consulta.  
4. Clase Map.Edit.cshtml: clase para generar la vista en modo edición. 
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La clase MapField representa el tipo de dato y constituye el contenedor a través 
del cual se accederá a la información geográfica, ya sea en modo consulta o para 
editar su valor. Además dicha clase también se encarga de transformar el tipo de 
dato de la capa de dominio en un tipo de dato que pueda ser persistido en base 
de datos. En el caso del campo creado MapField, en la capa de dominio se 
trabaja con un tipo de dato llamado GeographicalPoint que encapsula la latitud 
y la longitud en dos campos de tipo float; sin embargo, en base de datos, la 
información será persistida en un único campo string. 
Código 7: Código de MapField 
 
1.  
2.  public GeographicalPoint Value { 
3.    get{ 
4.   var temp = Storage.Get<string>(Name); 
5.        if (temp != String.Empty) 
6.        { 
7.          string[] coords = temp.Split(new string[] { "#" }, StringSplitOptions.None); 
8.           return new GeographicalPoint(float.Parse(coords[0]), float.Parse(coords[1])); 
9.       }else{ 
10.                 return null; 
11.       }             
12.    } 
13.   
14.    set { 
15.         if (value != null) { 
16.          Storage.Set(((GeographicalPoint)value).Latitude+"#"+ 
17.     ((GeographicalPoint)value).Longitude); 
18.         }                  
19.    } 




Para poder presentar la información de un campo de tipo MapField (y de 
cualquier otro tipo) se requiere de un driver que obtenga dicha información y la 
pase a la vista para su renderización. En los métodos Display() y Editor() de las 
líneas 2 y 10 se genera un ContentShapeResult (equivalente a un ActionResult en 
ASP.NET MVC) identificando el nombre de la vista a generarse. También este 
objeto contendrá la configuración del campo y el valor asociado a dicho campo. 
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También es requerido otro método Editor() que permita la actualización del 
modelo una vez los valores del campo ya han sido seteados. Se trata del método 
de la línea 21. Este método aplicará también las validaciones oportunas para 
determinar si los datos del campo cumplen con las restricciones definidas para el 
campo; en el caso que nos ocupa únicamente debe verificarse si el campo es 
requerido y no ha sido poblado; en ese caso se mostrará un mensaje de error, 
generado en la línea 26. Independientemente de si ha habido errores o de si el 
dado ha sido persistido, volverá a renderizarse la vista de edición, como puede 
verse en la llamada de la línea 30.    
Código 8: Driver para campo de mapa 
 
1.  
2. protected override DriverResult Display(ContentPart part, MapField field,  
3.             string displayType, dynamic shapeHelper) { 
4.     return ContentShape("Fields_Map", GetDifferentiator(field, part), () => { 
5.         var settings = field.PartFieldDefinition.Settings.GetModel<MapFieldSettings>(); 
6.         return shapeHelper.Fields_Map().Settings(settings); 
7.     }); 
8. } 
9.   
10. protected override DriverResult Editor(ContentPart part, MapField field, dynamic shapeHelper) { 
11.      
12.     if (field.Value != null) { 
13.         var settings = field.PartFieldDefinition.Settings.GetModel<MapFieldSettings>(); 
14.         field.Value = settings.getDefaultValue(); 
15.     } 
16.     return ContentShape("Fields_Map_Edit", GetDifferentiator(field, part), 
17.         () => shapeHelper.EditorTemplate(TemplateName: TemplateName, Model: field,  
18.              Prefix: GetPrefix(field, part))); 
19. } 
20.   
21. protected override DriverResult Editor(ContentPart part, MapField field, IUpdateModel updater,  
22. dynamic shapeHelper) { 
23.     if (updater.TryUpdateModel(field, GetPrefix(field, part), null, null)) { 
24.         var settings = field.PartFieldDefinition.Settings.GetModel<MapFieldSettings>(); 
25.         if (settings.Required && field.Value != null) { 
26.             updater.AddModelError(GetPrefix(field, part), T("The field {0} is mandatory.",  
27.       T(field.DisplayName))); 
28.         } 
29.     } 





La vista que se renderizará tras la ejecución del método Display (para el modo 
consulta) sencillamente seteará los valores de latitud y longitud del modelo e 
insertará una imagen de Google Maps.  
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Código 9: Pantalla de vista de map.cshtml 
 
1.   
2.  <br> 
3.  <center> 
4.  <img alt="Location" border="1" src="http://maps.google.com/maps/api/staticmap? 
5.        &zoom=15 
6.        &size=1256x256 
7.        &maptype=roadmap 
8.        &markers=color:blue|@Model.Value.Latitude, @Model.Value.Longitude 
9.        &sensor=false” 
10.   </center> 





La vista que se renderizará tras la ejecución del método Editor es algo más 
compleja y utiliza Razor, un motor de vistas que genera código dinámicamente 
en base a unas marcas incrustadas entre el HTML.  
Las 3 primeras líneas de la vista permiten obtener la configuración del campo. 
En este caso únicamente es configurable si el campo es requerido (o si por el 
contrario puede ser poblado con valores nulos). En la línea 6 se muestra la 
etiqueta del campo y se marca si es requerido, a fin de identificarlo con un 
asterisco (o de cualquier otra manera si desea redefinirse su apariencia 
mediante CSS).  En la línea 9 se inicia el elemento div que contiene un campo de 
tipo texto para capturar la latitud, cuyo nombre y valor es seteado en base a los 
valores del objeto de dominio.  La línea 16 permite mostrar los errores añadidos 
por el Driver creado; como ya se ha mencionado, el único error que puede 
producirse y que se añade al modelo en la línea 16 del Código 10 se produce 
cuando el campo es marcado como requerido y se pretende guardar vacío.  A 




Código 10: Código de componente de edición de mapa 
 
1. @{ 
2.     var settings = Model.PartFieldDefinition.Settings.GetModel<MapFieldSettings>(); 
3.     var required = settings.Required ? "required" : null; 
4. } 
5.   
6. <label class="title control-label @required"  
7.   for="@Html.FieldIdFor(m => m.Value.Latitude)">Latitud</label> 
8.   
9. <div class="control controls errortips"> 
10.     <input class="span12"  type="text" id="@Html.FieldIdFor(m => m.Value.Latitude)"  
11.      name="@Html.FieldNameFor(m => m.Value.Latitude) )" value="@Model.Value.Latitude"  
12.      @if (required != null)  
13.            {<text>required data-msg-required="This field is required."</text>} 
14.      @if (!string.IsNullOrWhiteSpace(settings.HelpText))  
15.       {<text>helper:text='@settings.HelpText'</text>}/> 
16.      @Html.ValidationMessageFor(m => m.Value.Latitude) 
17. </div> 
18.   
19. <br> 
20.   
21. <label class="title control-label @required" for="@Html.FieldIdFor(m =>  
22.   m.Value.Longitude)">Longitud</label> 
23.   
24. <div class="control controls errortips"> 
25.     <input class="span12"  type="text" id="@Html.FieldIdFor(m => m.Value.Longitude)"   
26.      name="@Html.FieldNameFor(m => m.Value.Longitude)" value="@Model.Value.Longitude"  
27.      @if (required != null)  
28.   {<text>required data-msg-required="This field is required."</text>} 
29.      @if (!string.IsNullOrWhiteSpace(settings.HelpText)) 
30.   {<text>helper:text='@settings.HelpText'</text>}/> 





Por último, para que los campos del nuevo tipo sean mostrados debe indicarse su 
ubicación. Esto se debe a que Orchard CMS separa la tareas de renderización que 
son llevadas a cabo por plantillas o Shapes de las tareas de ubicación de los 
elementos en dichas plantillas. Esta decisión de diseño permite ubicar elementos 
en las vistas sin explicitar el orden de renderización y sin requerir que cada 
elemento visible conozca que otros elementos van a mostrarse. 
Código 11: Placement.info de Coevery.Fields 
 
1. <Placement> 
2.   ( ... ) 
3.     <!--Map--> 
4.    <Place Fields_Map_Edit="Content:2.6;Wrapper=Wrapper_Script;"/> 










5.5 Adición de galerías 
El evolutivo consistente en la adición de galerías de imágenes que puedan ser 
vinculadas a un ContentItem creado desde Coevery tiene como objetivo conocer 
qué adaptaciones pueden ser requeridas para que una extensión de Orchard CMS 
funcione también con Coevery Web.  
La funcionalidad de gestión de galerías multimedia (de imágenes y vídeos) ha 
sido importada a Orchard CMS instalando el módulo PrettyGallery9. Dicho módulo 
ofrece la posibilidad de vincular una galería a un ContentItem. El contenido de 
las galerías es guardado en una estructura de directorios (no en base de datos) 
administrable desde las pantallas de administración de Orchard CMS.  
La adición de una galería a un ContentItem se realiza mediante la adición de una 
PrettyGalleryPart a dicho ContentItem. La información de cada 
PrettyGalleryPart es persistida en una tabla PrettyGalleryPartRecord, donde 
cada registro contiene información de una galería.   
Figura 19: Submodelo de datos de PrettyGallery 
 
                                            
9
 PrettyGallery es un módulo de Orchard que permite vincular a ContentItems galerías de imágenes o 
de otros elementos multimedia.  
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El campo Id contiene el identificador de la galería, que a su vez es el 
identificador de  un ContentItem. En consecuencia, únicamente puede vincularse 
una PrettyGalleryPart a cada ContentItem.  
En MediaPath se persiste la ruta en la que se encuentra la galería. Se trata de un 
path relativo, construido desde la carpeta root de la aplicación. Este, 
juntamente con el Id, son los únicos campos para los que el motor de tasación no 
establecerá valores por defecto tras la descarga de las imágenes de los 
inmuebles testigo. Sobre este path relativo se ha construido una estructura de 
directorios de dos niveles donde: 
1. En el primer nivel la carpeta es llamada como el Id de la tasación. 
2. En el segundo nivel la carpeta es llamada como el Id del inmueble testigo. 
Este valor coincide con el Id del registro. 
Por ejemplo, un registro cuyo MediaPath sea ‘SampleMedia/16396/16397/’ 
tendrá por Id 16397 (por ser el Id del ContentItem del inmueble testigo) y 
representa una galería con Id 16397 que contiene imágenes del inmueble testigo 
con Id 16397; este inmueble testigo ha sido utilizada para realizar la tasación 
cuyo Id es 16396. 
El resto de campos han sido seteados siempre en sus valores por defecto y 
únicamente determinan algunas características de visualización tales como el 
tamaño de los thumnails, si estos deben mostrarse con o sin título o el aspecto 
de los frames que contienen las imágenes. 
 72 
 
Para poder incrustar las galerías PrettyGallery en las vistas de Coevery Web ha 
sido necesario declarar qué ficheros css y javascript son requeridos por las vistas 
para mostrar las nuevas galerías.   
Código 12: Código de ResourceManifest.cs 
 
1.  
2. public void BuildManifests(ResourceManifestBuilder builder){ 
3.    var manifest = builder.Add(); 
4.    ( . . . ) 
5.    manifest.DefineStyle("prettyPhoto").SetUrl("prettyPhoto.css"); 
6.    manifest.DefineStyle("prettyGallery").SetUrl("prettyGallery.css"); 
7.    manifest.DefineScript("prettyPhoto").SetUrl("jquery.prettyPhoto.js").SetDependencies("jQuery"); 





Una vez definido los nuevos recursos, estos deberán ser insertados en las vistas 
de los ContentItems para los que se vincularán galerías, como se muestra en las 
líneas 3 a 9.  También deben añadirse dos funciones javascript; la primera de 
ellas (línea 18) inicia el código javascript de PrettyGallery una vez la página (el 
objeto DOM) se ha cargado. La segunda función (línea 22) provoca que, ante el 
click en el thumbnail se setee la URL de la imagen a mostrar sobre un elemento 
HTML img contenido en un div vacío y que dicho div sea mostrado, consiguiendo 
el efecto de hacer aparecer una versión maximizada la imagen sobre la que se 
ha pulsado. 




3.     Style.Require("prettyPhoto").AtHead(); 
4.     Style.Require("prettyGallery").AtHead(); 
5.     Script.Require("jQuery").AtHead(); 
6.     Script.Require("prettyPhoto").AtHead(); 
7.     Style.Require("prettyPhoto").AtFoot(); 
8.     Style.Require("prettyGallery").AtFoot(); 
9.     Script.Require("prettyPhoto").AtFoot();    
10. } 
11.   
12. ( . . . ) 
13.  
14. @using (Script.Foot()) { 
15. <script type="text/javascript"> 
16.     //<![CDATA[ 
17.   
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18.         $(document).ready(function () { 
19.            $("a[rel^='prettyPhoto']").prettyPhoto({ "theme": "dark_rounded","overlay_gallery": false 
}); 
20.         }); 
21.   
22.         $("#pop").on("click", function () { 
23.             $('#imagepreview').attr('src', $('#imageresource').attr('src'));  
24.             $('#imagemodal').modal('show');  
25.         }); 
26.   
















































6.1 Arquitectura de alto nivel 
La aplicación Coevery Desktop es una aplicación que sigue el modelo de 
aplicación distribuida de tipo cliente-servidor. El framework que va a describirse 
resuelve las necesidades de desarrollo de ambas partes, cliente y servidor.  
Toda la solución está basada en tecnologías .NET, desarrollada en C#. La 
aplicación cliente hace uso de unas librerías de controles de interfaz de usuario 
para WinForms llamada DevExpress. La parte servidor se ha creado como una 
aplicación orientada a servicios. Para la persistencia de datos se ha utilizado 
EntityFramework10 y LINQ11.  
                                            
10
 EntityFramework es un mapper objeto-relacional de Microsoft para las tecnologías .NET que elimina 
la mayor parte del código de acceso a datos que habitualmente debe ser provisto por el desarrollador. 
Este capítulo cubre 
 Arquitectura y funcionamiento de Coevery Desktop  
 Modelo de datos de Coevery Desktop 
 Tecnologías en las que se ancla Coevery Desktop 
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Figura 20: Arquitectura de Coevery Desktop 
 
El Framework creado para el desarrollo de la aplicación Coevery Desktop tiene 
tres partes claramente diferenciadas, desarrolladas en C#. De abajo a arriba, en 
primer lugar se encuentran los paquetes básicos del sistema. Estos paquetes 
solucionan problemas fundamentales de bajo nivel sobre los que se sustenta el 
framework de Coevery Desktop. Podrían ser considerados como parte del 
framework de Coevery, pero lo cierto es que su implementación no consume 
ningún servicio ofrecido por el framework y podrían ser reutilizados en otros 
proyectos. Los principales componentes que componen esta primera capa se 
encargan de la generación de objetos de dominio, servicios de seguridad y 
persistencia de información y comunicación entre la aplicación cliente y 
servidor. A excepción de esta última funcionalidad, los componentes para dar 
cobertura al resto de funcionalidades han sido creados por el desarrollador de 
Coevery Desktop. Se trata de Coevery.Domain y Coevery.Services.  
                                                                                                                              
11
 LINQ (Language Integrated Query) es un componente .NET que agrega capacidades de consulta 
mediante el uso de las llamadas expresiones de consulta, similares a SQL. Pueden ser utilizadas con 
EntityFramework, enumerables, XMLs, bases de datos relacionales y otras fuentes de datoa. 
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El framework de Coevery que se apoya en los paquetes básicos citados y que 
brinda todos los servicios core para la implementación de un sistema de 
información está compuesto de tres grandes paquetes. 
1. ICSharpCode: paquete de clases de código libre que aglutina algunos 
servicios básicos creados para el entorno de desarrollo .NET llamado 
SharpDevelop. Coevery Desktop hace uso de las siguientes 
funcionalidades: 





 AbstractCommand.  
2. Coevery.AppFramework: paquete de clases desarrollado para Coevery 
Desktop. Contiene toda la lógica necesaria para la capa de dominio y de 
datos, excluyendo la lógica de la capa de presentación. Ello incluye: 
 ConfigSercice: configuración del estado de la aplicación. 
 CustomFunction: clase de utilidades para la gestión del tipo de datos 
Time. 
 Data y Metadata: gestión de DataSources, obtención de metadatos y 
compilación dinámica de objetos de dominio. 
 Extensions: paquete para la extensión de controles de interfaz de 
usuario (actualmente solo extiende un control de tipo desplegable). 
 Security: paquete para la gestión de la seguridad y perfilado 
mediante el mantenimiento de privilegios y usuarios. 
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 UIElements: paquete para la creación automática de algunos 
controles gráficos (por ejemplo se utiliza para añadir elementos en 
los Ribbons de la aplicación tras la activación de un nuevo addin). 
3. Coevery.AppFramework.WinForms: paquete para la gestión de toda la 
lógica de la capa de presentación. Ello incluye vistas, controles, 
mensajes, comandos o recursos de texto o imágenes. 
Por último, en un primer nivel y apoyados sobre el framework de Coevery, se 
desarrollan los módulos. De entre estos módulos pueden encontrarse algunos con 
funcionalidades muy particulares como puede ser el módulo de tasación de 
viviendas construido como prototipo, pero también otros de carácter más 
genérico, como los siguientes:  
1. Gestión de usuarios. 
2. Gestión de roles. 
3. Gestión de históricos. 
4. Gestión de filtros (para pantallas de presentación). 
5. Gestión de formato condicional (para pantallas de presentación). 
6. Conversión de objetos de dominio. 
De toda la arquitectura, para el desarrollo sobre este framework, es 
fundamental el entendimiento del funcionamiento de los siguientes elementos: 
1. Gestión de addins 
2. Modelo de datos 
3. EntityFramework y Templates 
4. LINQ 




6.2 Gestión de Addins 
La información referente a los addins o módulos de extensión de Coevery 
Desktop es gestionada en la aplicación mediante ficheros de configuración XML. 
La aplicación dispone de un fichero XML, que es extendido por los ficheros de 
configuración XML de cada uno de los addins añadidos.  Se analiza a continuación 
la estructura del fichero de configuración principal, vinculado a la aplicación. 
Código 14: Shell Addin 
 
1. <?xml version="1.0" encoding="utf-8" ?> 
2.    <AddIn name= "Coevery CRM Application"              author = "Nova Software" 
3.      url= "http://coevery.codeplex.com"         description = "Base add-in of Coevery" 
4.           addInManagerHidden = "true"> 
5.   
6.   ( . . . )  
7.   
8.   <Runtime> 
9.     <Import assembly = "..\Coevery.exe"/> 
10.     <Import assembly = "..\Coevery.AppFramework.WinForms.dll"> 
11.       <Doozer name="NavItem" class="Coevery.AppFramework.WinForms.Doozers.NavItemDoozer"/> 
12.       ( . . . ) 
13.     </Import> 
14.   </Runtime> 
15.   
16.   <Path name = "/Workbench/Navigation"> 
17.     <NavItem id = "Tasaciones"         type = "Group" 
18.               icon ="Tasaciones"     label = "${res:Tasaciones}" 
19.               builderid ="NavBarGroupBuilder"/> 
20.     ( . . . ) 
21.     <NavItem id = "Reports"         type = "Group" 
22.             icon ="report"            label = "${res:Reports}" 
23.             builderid ="NavBarGroupBuilder"/> 
24.   </Path> 
25.   
26.   <Path name = "/Workbench/MainMenu"> 
27.     <MenuItem id = "Home"             type = "Page" 
28.                 label = "${res:Home}" 
29.                 builderid ="RibbonPageBuilder" mergeOrder="1"> 
30.     </MenuItem> 
31.     <MenuItem id = "Appearance"     type = "Page" 
32.                 label = "${res:ViewPageCaption}"     mergeOrder="999" 
33.                 builderid ="RibbonPageBuilder"> 
34.       <MenuItem id = "Skin"         type = "Group" 
35.               label = "${res:Skins}"             builderid ="RibbonPageGroupBuilder"> 
36.       <MenuItem id = "SkinGallery"     label = "${res:Skins}" 
37.                   shortcut = "Control|N" 
38.               builderid ="skin" initializer="skin"/> 
39.       </MenuItem> 
40.     </MenuItem> 
41.   </Path> 
42.     ( . . . ) 
43.   <Path name ="/Workbench/UIElementInitializers"> 
44.     <Class id="skin" class="Coevery.AppFramework.WinForms.RibbonBuilder.SkinGalleryInitializer"/> 
45.   </Path> 
46.   
47.   <Path name ="/Workbench/StartCommands"> 
48.     <Include id = "Base" path = "/ObjectListViews/InmuebleCommand" /> 






En primer lugar, en el nodo de la línea 2, figura información referente al addin 
en cuestión que configura el fichero. Esta información permite identificar el 
addin e indicar su propósito mediante una breve descripción. En este caso se 
trata de “Coevery CRM Application”. 
El nodo runtime de la línea 8 contiene los ejecutables requeridos por el addin 
para su funcionamiento. Mediante los nodos import se importan estos 
ejecutables. También permite vincular un comportamiento a los tags definidos 
en el propio XML, como sucede en la línea 11 con NavItem; el uso de dicha clase 
permite, declarativamente, añadir un nuevo elemento en el menú de navegación 
de la aplicación con el uso de las etiquetas cuyo nombre sea NavItem. 
El nodo de la línea 16 contiene los elementos accesibles desde el menú de 
navegación. Únicamente se están mostrando las Tasaciones y los Reports. Para 
cada uno de ellos puede declararse su id, icono, label y qué clase lo construye. 
El nodo de la línea 26 permite indicar los elementos que van a aparecer en la 
barra de tareas de la aplicación. Estos elementos, llamados MenuItem, son nodos 
cuya clase ya está implementada en ICSharpCode.  En el caso de la aplicación 
Coevery Desktop se han definido tres elementos; son Home, Appearance y 
SkinGallery. Para cada uno de ellos se define su id, label, tipo y orden; la 
variable orden determina su ubicación relativa respecto a otros elementos del 
menú. También se indica la clase que lo implementa. Para ello, puede utilizarse 
como valor del constructor un identificador definido en el propio XML, como 
sucede con el constructor skin de la línea 38, que es declarado en la 44.  
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Por último, en la línea 47 se indica un comando para que sea ejecutado al inicio 
de la renderización de la pantalla principal de la aplicación. En este caso 
únicamente se activa por defecto la vista de inmuebles. 
 
6.3 Modelo de datos 
La aplicación Coevery Desktop, de la misma manera que sucede con su versión 
web, gestiona su modelo de datos mediante un modelo de metadatos. Dicho 
meta-modelo es persistido mediante la tecnología EntityFramework, framework 
Microsoft de referencia para el acceso a datos mediante el mapeo de objetos a 
entidades de una base de datos relacional.  
El meta-modelo de Coevery Desktop es muy similar al meta-modelo analizado en 
Coevery Web, aunque algo más sencillo por no permitir la generación de 
entidades como composición de partes de contenido de mayor granularidad: 
básicamente modeliza entidades y atributos, relaciones entre entidades y, de 
nuevo, ofrece un submodelo para el tratamiento de atributos de tipo opción 





6.3.1 Metadatos de entidades 
En Coevery Desktop la generación de entidades a través de su meta-modelo 
aporta ventajas como la generación de las clases de dominio y algunas 
funcionalidades básicas de persistencia de datos. Sin embargo, no extiende sus 
beneficios a la generación de la interfaz gráfica, como sucede en Coevery Web.  
Figura 21: Submodelo de metadatos de entidades 
 
El submodelo de metadatos de entidades está compuesto por dos entidades 
principales y dos entidades auxiliares. Las entidades principales son Entity y 
EntityAttribute. La entidad Entity (equivalente a EntityMetadataRecord en 
Coevery Web) alberga los meta-datos necesarios para la declaración de un 
elemento que representa cosas u objetos reales o abstractos y que se 
diferencian entre sí. Cada una de estas entidades está compuesta por varios 
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atributos, definidos en la entidad EntityAttribute (equivalente a 
FieldMetadataRecord en Coevery Web).  
6.3.2 Modelado de opciones (desplegables) 
Las entidades auxiliares del submodelo de entidades son AttributeType y 
AttributeLookupValue. La entidad AttributeType establece el tipo de dato de 
cada uno de los atributos que componen una entidad.  
Los valores posibles que pueden ser asociados a un atributo de una entidad de 
tipo enumeración serán persistidos mediante el uso de dos entidades: 
AttributeLookupValue o AttributePickListValue.  La diferencia entre uno y otro 
radica en si los valores que componen la enumeración son dinámicos o no 
(entendiendo que una enumeración es dinámica si el usuario de Coevery Desktop 
puede cambiarlos). Dicho de otro modo, cuando los valores que componen una 
enumeración sean entidades (persistidas en el modelo como Entity) se usará 
AttributeLookupValue; si por el contrario los valores de la enumeración son 
valores finitos no editables, se usará AttributePickListValue.  
De este modo, un AttributeLookupValue indica, para cada atributo de tipo 
lookup (lo que hemos llamado como enumeración dinámica) qué entidad 
determina la lista de valores posibles; también muestra mediante el campo 
DisplayEntityAttribute qué campo de la entidad se mostrará en el desplegable. 
Esta información de metadatos servirá para interpretar qué tipo de identificador 
es persistido en la tabla de datos (que será el GUID de la instancia de la entidad 




Figura 22: Submodelo de metadatos de opciones estáticas 
 
Cuando un atributo alberga un valor posible de entre los valores de una 
enumeración, y esta enumeración no es editable por el usuario, los metadatos 
serán persistidos según el submodelo de opciones estáticas. Que una opción sea 
estática implica que puede y debe ser presentada en todos los idiomas que 
acepta el sistema; esto determina el modelo de datos. 
Cada atributo persistido en EntityAttribute de este tipo tendrá asociado un 
OptionSet. Un OptionSet puede ser considerado como un contenedor de valores 
de una enumeración, identificado por su Id y con un nombre descriptivo. Las 
opciones de cada OptionSet serán persistidas en la entidad 
AttributePicklistValue. Para cada uno se guardará,  además de su identificador, 
un valor numérico y el orden en que deben presentarse. No se guardará sin 
embargo en la propia entidad la etiqueta de texto vinculada al elemento. Esta 
información será persistida en la entidad LocalizedLabel, que deberá contener 




6.3.3 Modelado de relaciones entre entidades 
Las relaciones en Coevery Desktop son persistidas mediante el submodelo de 
datos de relaciones. 
Figura 23: Submodelo de metadatos de relaciones 
 
En este modelo, la entidad EntityRelationship representa a cada una de las 
relaciones del sistema, asignándoles un identificador y nombre.  
Cada entidad dispone de N relaciones accesibles mediante la entidad 
Relationship. En dicha entidad se determina, principalmente, la entidad y 
atributo de la entidad principal y la entidad y atributo de la entidad 
referenciada (mediante los campos ReferencingEntityId, ReferencingAttributeId, 
ReferencedEntityId y ReferencedAttributeId). También se persiste el 
comportamiento que se desea en lo referente a borrado de entidades, 
definiendo particularmente si la entidad referenciada por la relación debe ser 
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eliminada automáticamente cuando la entidad principal sea eliminada del 
sistema; esto se consigue con el campo CascadeDelete. 
La entidad EntityRelationshipRole, vinculada también a la entidad Entity, sirve 
para indicar qué tipo de relación se está persistiendo. Esto se consigue mediante 
el campo RelationshipRoleType. Este campo acepta 4 valores:  
 0 para indicar que la entidad se trata de la entidad principal en una 
relación uno a N. 
 1 para indicar que la entidad se trata de la entidad referenciada en 
una relación uno a N. 
 2 para indicar que la entidad se trata de la entidad principal en una 
relación N a N. 
 3 para indicar que la entidad se trata de la entidad referenciada en 
una relación N a N. 
La entidad EntityRelationshipRelationships sirve para establecer una relación 
entre Relationship y EntityRelationship. 
 
6.4 Entity Framework 
6.4.1 Generación de código mediante plantillas 
Coevery Desktop utiliza plantillas T4 para la creación de clases de objetos de 
dominio a partir del Entity Data Model (metamodelo examinado en el apartado 
anterior).T4 es un motor generalista para la generación de ficheros de texto. 
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Dicho motor se basa en plantillas de texto compuestas por texto, código y 
algunas directivas que indican instrucciones para su procesamiento. Otros usos 
posibles para el uso de plantillas podrían ser la generación de cartas o la 
generación de código HTML. 
La funcionalidad EntityDesigner del EntityFramework permite la generación de 
código de las entidades de sus modelos. Para ello ofrece por defecto un 
generador de código por defecto llamado EntityModelCodeGenerador. Sin 
embargo, este procesador no es suficiente para generar los objetos de dominio 
en el caso de Coevery Desktop; se requiere de un generador de código que 
genere, por ejemplo, una clase para cada una de las entidades persistidas en 
base de datos, no una única clase para el concepto entidad () perteneciente al 
modelo de metadatos.   
Dicho generador se implementa mediante una nueva plantilla. Se expone a 
continuación un extracto:  
Código 4: Plantilla de generación de los objetos de dominio 
 
1. ( . . . ) 
2. <#@ Import Namespace="System.Net"#> 
3. <# 
4. if (TransformContext == null)  
5. {     
6.     TransformContext= new CodeGenerationContext(); 
7.      
8.     if (string.IsNullOrEmpty(MetadataFile)) 
9.     { 
10.         MetadataUri = "http://localhost:8081/EntityDataService.svc/$metadata"; 
11.         TransformContext.MetadataPath = MetadataUri; 
12.         TransformContext.LoadEdmModelFromMetadataPath(); 
13.         TransformContext.Namespace = "Coevery.Domain.Impl"; 
14.     } 
15.     else  
16.     { 
17.         // We were given an edmx file 
18.         TransformContext.LoadEdmModelFromFile(MetadataFile); 
19.     } 
20. } 
21.   
22. BeginWriteNamespace(); 
23. IEdmEntityContainer container = TransformContext.EdmModel.EntityContainers().FirstOrDefault(); 
24. var entitySetQuery = container.EntitySets(); 
25.   
26. // Wite DataServiceContext entity sets 




29.     WriteContextEntitySet(entitySet); 
30.     WriteContextAddToEntitySetMethod(entitySet); 
31. } 
32. #><#+ 
33.     }     
34.     void WriteContextEntitySet(IEdmEntitySet entitySet) 
35.     {      
36. #> 
37. Public  global::System.Data.Services.Client.DataServiceQuery<<#=entitySet.ElementType.Name#>>  
38.   <#=entitySet.Name#> {  
39.     ( . . . ) 
 
 
En las primeas líneas de la plantilla, entre la línea 4 y la línea 20, se accede a la 
información contenida en el metamodelo. Esta información es accesible a través 
de un servicio WCF. El resultado de la petición a dicho servicio es un modelo 
Edmx que contiene las entidades de dominio. De esta forma, partiendo  
de un meta-modelo en Edmx, estamos obteniendo un modelo en Edmx. 
Una vez obtenido el modelo Edmx conteniendo todas las entidades de la capa de 
dominio, estas se iteran para la generación de las correspondientes clases en 
lenguaje C#. En la línea 27 se inicia la iteración de todas las entidades de 
dominio del modelo; para cada una de ellas se invoca a diversos métodos para la 
generación de código. Como puede apreciarse en la línea 37, el nombre de la 
clase se determina mediante una expresión en función del valor de 
entitySet.ElementType.Name. Aunque se ha omitido en la extracción mostrada, 
se procede de forma similar para la generación de todas las variables y 
relaciones entre entidades. 
 
6.4.2 Entity Framework y LINQ 
Las consultas sobre EntityFramework son ejecutadas mediante LINQ, acrónimo 
de Language Integrated Query. El propósito de LINQ es generalista y su uso de 
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explotación de datos mediante consulta no está limitado a EntityFramework. Son 
muchas las fuentes de datos sobre las que LINQ puede operar. Para 
EntityFramework, se requiere un componente, llamado LINQ to Entities, que 
traduce las consultas LINQ en consultas SQL. Dichas consultas pueden (y suelen) 
ser fuertemente tipadas. 
Para acceder a los datos a través de una consulta LINQ únicamente se requiere 
acceder a la instancia que representa la fuente de datos, el DbContext (que 
también ha sido generado automáticamente mediante las plantillas T4). El 
acceso al DbContext permite el acceso a las entidades que lo componen. Para 
extraer su información debe lanzarse una consulta; los dos métodos más 
comunes para ello son los siguientes: method syntax (sintaxis similar a la sintaxis 
tradicional para la manipulación de enumeraciones en C#) o query syntax 
(sintaxis similar a SQL).  
Por ejemplo, una manera de obtener todos los OptionSets raíz que no tengan un 
OptionSet padre, con method syntax podría ser este el siguiente: 
Código 15: Uso de DbContext con method syntax 
 
1. using (var context = CoeveryEntities.CreateInstance()) 
2. { 
3.    foreach (var optionset in context.OptionSets.Where(x => x.ParentId == null)) 
4.    { 
5.        Console.WriteLine(optionset.Name); 
6.    }  






Para realizar la misma consulta según el método query syntax se haría del 
siguiente modo: 
Código 3: Uso de DbContext con query syntax 
 
1. using (var context = CoeveryEntities.CreateInstance()){ 
2.   var osQuery = from os in context.OptionSets 
3.           where os.ParentId == null   
4.            select os; 
5.      foreach (var optionset in osQuery) 













7.1 Resultado esperado 
El objetivo general del prototipo de tasación sobre Coevery Desktop es idéntico 
al objetivo planteado para su versión web; esto es, crear un sistema capaz de 
almacenar inmuebles – con su ubicación y características – y establecer un precio 
en base a los precios de oferta obtenidos de internet. Para ello se ha 
desarrollado sobre Coevery Desktop un módulo de tasaciones, accesible desde el 
menú de navegación situado a la izquierda de la vista principal. La vista del 
módulo de tasaciones permite acceder a los inmuebles dados de alta en el 
sistema. Adicionalmente, el menú superior (también llamado Ribbon) que 
expone las acciones que pueden ejecutarse para los elementos de la vista 
actual, facilita las tareas de creación, edición, vista o borrado de inmuebles. 
Este capítulo cubre 
 Adición de módulo de tasación sobre Coevery Desktop 
(prueba de concepto) 




Figura 24: Vista principal del módulo de tasación 
 
 
La vista principal permitirá dar de alta nuevos inmuebles o editar los ya 
existentes. Para cada uno de ellos se indicará información de su localización y 
las características del inmueble. El sistema también ofrecerá a través de la 
pestaña Detalle algunos metadatos como cuando se dio de alta o se modificó el 
inmueble y que usuario llevó a cabo la acción. 





Por último, el módulo de tasaciones permite también la generación de un 
reporte conteniendo, para cada inmueble, los resultados de su tasación. Estos 
resultados contienen información del inmueble tasado y también de los 
inmuebles testigo. Para los inmuebles testigo, se incluye una galería de fotos del 
inmueble. 








7.2 Generación de addin 
El primer requisito para la adición de un nuevo módulo a Coevery Desktop es la 
creación de un nuevo proyecto de tipo librería de clases. El vínculo entre el 
software que se desea extender con el nuevo módulo se establece, según se ha 
descrito en el apartado 7.2 Gestión de Addins, mediante addins.  
El addin a definir para el prototipo de tasación debe declarar todas las vistas, 
barras de menús, comandos ejecutables y controladores accesibles por las 
funcionalidades otorgadas con el nuevo módulo para cada uno de los objetos de 
dominio creados. Esto no incluye en exclusividad los nuevos elementos 
desarrollados; dentro del addin también puede hacerse referencia a una vista, 
menú, comando o controlador creado desde algún otro módulo activo de la 
solución. 
Puede verse a continuación la estructura del addin de tasación. En las líneas 3 y 
30 se identifican los objetos de dominio creados accesibles directamente desde 
la interfaz gráfica; son Inmueble e InmuebleReport. Para cada uno de ellos se 
definirá, como mínimo la vista con la que se presentará dicho objeto. Esto se 
hará para cada una de las vistas posibles. El objeto Inmueble interviene en tres 
vistas: lista donde se enumeran todos los inmuebles (línea 4), vista de detalle 
del inmueble (línea 27) y vista generada como menú contextual de un inmueble 
particular (línea 28); esta última vista no es más que el menú desplegable que 
aparece tras pulsar con botón derecho del ratón alguna de las ocurrencias de la 




Únicamente se ha mostrado en el extracto de código que sigue a estas líneas los 
elementos que componen la vista List.   
En primer lugar, para cada vista, se definen los elementos que componen el 
menú superior. Esto se consigue creando un Ribbon (línea 5). Este componente 
da acceso a  comandos definidos en otros módulos (cuya inclusión requiere el uso 
de la directiva Include y la referencia al elemento mediante su Id). El MenuItem 
Home otorga las funcionalidades básicas CRUD13. El MenuItem ShowHistory 
permite acceder al histórico de cambios que ha sufrido cada uno de los 
elementos. A continuación se identifica el contenedor de vistas que serán 
mostradas en el panel principal, indicado mediante el elemento DockPanels 
(línea 13). En este caso solo se definirá una vista y el controlador que se 
encargará de poblarla. Por último, deben determinarse qué comandos de entre 
los definidos en los Ribbons y en los menús contextuales pueden ser ejecutados 
por el usuario autenticado; ello se consigue mediante la inclusión de una lista de 
Commands. 
También es necesario vincular el acceso a los inmuebles en el menú de 
navegación; para ello se extiende el nodo definido en el addin de la aplicación, 
añadiendo un nuevo elemento de tipo NavItem (línea 39). 
En la parte final del addin se especificarán mediante identificador e 
identificando la clase que los implementa los controladores (línea 48), vistas 
(línea 58) y comandos definidos para su uso exclusivo en el módulo de tasaciones 
(línea 63). 
                                            
13
 CRUD responde a las siglas de Create, Read, Update y Delete y refiere a las acciones típicas de 




Código 3: Addin para la adición del módulo de tasación 
 
1. <AddIn name= "Coevery CRM Application" author= "Nova Software" ...> 
2. <Runtime>...</Runtime> 
3. <Path name="/Inmueble"> 
4.   <Path id="List"> 
5.     <Path id="Ribbon"> 
6.         <MenuItem id = "Home" type = "Page" label = "${res:Home}"  builderid ="RibbonPageBuilder"> 
7.           <Include id = "Base" path = "/List/Ribbon/Home" /> 
8.           <MenuItem id="Show" type="Group" label="${res:Show}" builderid ="RibbonPageGroupBuilder"> 
9.             <Include id = "ShowHistory" path = "/HistoryViews/ShowWindow"/> 
10.           </MenuItem> 
11.         </MenuItem> 
12.     </Path> 
13.     <Path id="DockPanels"> 
14.       <View id = "DefaultListView" controller="InmuebleList" guid="{4E7389EE-A998-EA6940417944}"/> 
15.     </Path> 
16.     <Path id="Commands"> 
17.         <Include id = "Base" path = "/List/Commands"/> 
18.         <Condition name = "VisibilityConditionEvaluator" affect="Visibility" action="Exclude"> 
19.             <Include id = "HistoryCommand" path = "/History/Commands/List" /> 
20.             <MenuItem id ="PrintCommand" label = "${res:Print}" source ="Custom" 
21.                 builderid ="BarButtonItemBuilder" RibbonStyle="Small"  
22.                 class ="Coevery.Win.InmuebleModule.OpenInmuebleReportCommand"/> 
23.           </Condition> 
24.     </Path> 
25.   </Path> 
26.   <Path id="Detail"/> 
27.   <Path id ="ContextMenu"/> 
28.   </Path> 
29.    
30.   <Path name="/InmuebleReport"> 
31.     <Path id="List"> 
32.       <Path id="DockPanels"> 
33.         <View id="DefaultInmuebleReportView" controller="InmuebleReportList" guid="{A0CCF078}"/> 
34.       </Path> 
35.     </Path> 
36.   </Path> 
37.   
38.   <Path name = "/Workbench/Navigation/Tasaciones"> 
39.     <NavItem id = "Inmueble" 
40.                   type = "Item" 
41.                   label = "${res:Inmueble}" 
42.               icon ="Inmueble" 
43.               class ="Coevery.Win.InmuebleModule.OpenInmuebleListCommand" 
44.               builderid ="NavBarItemBuilder" 
45.              /> 
46.   </Path> 
47.   
48.   <Path name ="/Controllers"> 
49.     <Controller id="Inmueble" class="Coevery.AppFramework.WinForms.Workspaces.WorkspaceController"  
50.         objectName="Inmueble"/> 
51.     <Controller id="InmuebleList" class="Coevery.Win.InmuebleModule.InmuebleController"/> 
52.     <Controller id="InmuebleDetail" class="Coevery.Win.InmuebleModule.InmuebleDetailController"/> 
53.     <Controller id="InmuebleReport" class="Coevery.AppFramework.Workspaces.WorkspaceController"   
54.         objectName="InmuebleReport"/> 
55.     <Controller id="InmuebleReportList" class="Coevery.Win.InmbleModule.InmuebleReportController"/> 
56.   </Path> 
57.   
58.   <Path name ="/Views"> 
59.     <View id="DefaultInmuebleDetailView" class="Coevery.Win.InmuebleModule. InmuebleDetailView"/> 
60.     <View id="DefaultInmuebleReportView" class="Coevery.Win.InmuebleModule.InmuebleReportView"/>    
61.   </Path> 
62.    
63. <Path name ="/ObjectListViews"> 
64.    <Path id="InmuebleCommand"> 
65.     <Class id = "InmuebleCommand" class = "Coevery.Win.InmuebleModule.OpenInmuebleListCommand"/> 
66.   </Path> 
67.    <Path id="InmuebleReportCommand"> 
68.     <Class id = "PrintCommand" class = "Coevery.Win.InmuebleModule.OpenInmuebleReportCommand"/> 







7.3 Adición de controlador, vistas y reportes 
Es recomendable respetar la estructura de carpetas de módulos de Coevery 
Desktop ya existentes, a fin de seguir un patrón común en cuanto a la 
organización del código. Para el módulo de tasación bastará la creación de dos 
carpetas para ubicar las vistas de detalle y los reportes. También se usará la 
carpeta raíz del módulo para añadir el fichero de configuración App.cofdig, el 
fichero Inmueble.addin, el controlador y los comandos que dan acceso a la vista 
de inmueble y reporte (Coevery Desktop usa el patrón de diseño Command, 
donde un objeto representa una acción). 
Figura 27: Estructura de módulo de tasación 
 
El fichero App.config equivale al fichero web.config de las aplicaciones web. 
Para el módulo particular del módulo de tasaciones, sirve para establecer la 
cadena de conexión Entity Framework, aunque en este caso dicha configuración 
es añadida directamente tras la instalación de Entity Framework (no ha 
requerido modificación). 
El fichero inmueble.addin ya ha sido descrito en el apartado anterior. 
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El controlador InmuebleController apenas contiene lógica. Mediante herencia del 
ListController que ya forma parte del framework de Coevery Desktop, permite 
subscribir a nuestro controlador a los eventos del sistema. Este controlador se 
encarga también de obtener los elementos del tipo inmueble y mostrarlos en una 
lista. Por último, también facilita la renderización de los Ribbons. Para todo 
ello, únicamente hay que definir el nombre de la entidad que debe ser mostrada 
en la lista y el path del fichero addin en el que se define la composición del 
Ribbon. 
 
Figura 28: Controlador del módulo de tasación 
 
1. public class InmuebleController : ListController 
2. { 
3.     public override string ObjectName 
4.     { 
5.         get 
6.         { 
7.             return "Inmueble"; 
8.         } 
9.     } 
10.   
11.     protected override string RibbonPath 
12.     { 
13.         get { return "/Inmueble/List/Ribbon"; } 




Vista de detalle 
La vista de detalle del inmueble de tasación también dispone de un controlador 
InmuebleDetailController que hereda de ObjectDetailController. En este caso, el 
ObjectDetailController confiere a nuestro controlador las capacidades de 
guardado y  copiado de inmuebles. También inicializa las vistas de detalle y 
gestiona el estado del inmueble (si está en modo creación, edición o vista, lo 
que condiciona la pantalla mostrada). 
Sin embargo, Coevery Desktop no dispone de la capacidad de mostrar 
desplegables anidados, jerarquías de opciones. Ello obliga a extender el código 
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de inicialización de la vista de detalle. Particularmente, en jerarquías de 
desplegables, debe redefinirse el comportamiento de Coevery Desktop que 
consiste en cargar las opciones del desplegable para todos los desplegables que 
no sean raíz (cuyas opciones dependan del valor seleccionado de otro 
desplegable) en caso de abrir la vista en modo creación. Se muestra este 
comportamiento en la línea 10. También es relevante en el momento de la 
inicialización de la vista la activación de validaciones, como se hace en el 
método de la línea 17. 
Código 3: Inicialización de controles de interfaz de usuario y validaciones en la vista de detalle 
 
1. public override void InitEditors(Entity entity, EntityDetailWorkingMode _workingMode) 
2. { 
3.     base.InitEditors(entity, _workingMode); 
4.     this.entity = entity; 
5.     this.lookUpEdit1.BindPickList(entity);  
6.     ( . . . )         
7.     if (_workingMode == AppFramework.WinForms.Messages.EntityDetailWorkingMode.Add) 
8.     { 
9.          this.comunidadautonoma.BindPickList(entity);  
10.          this.provincia.BindPickList(entity, null);  
11.     }else // View and Edit 
12.     { 
13.       this.comunidadautonoma.BindPickList(entity);  
14.          ( . . . ) 
15.     } 
16.  } 
17.  public override void InitValidation() 
18.  { 
19.       SetValidationRule(lookUpEdit3, ValidationRules.IsNotBlankRule(this.lookUpEdit3.Text)); 
20.       ( . . . ) 
21.  } 
 
 
Adicionalmente, debe capturarse en la vista los eventos de cambio de opción 
seleccionada para cada desplegable. Tras cada cambio deben resetearse las 
opciones del desplegable (línea 5) y setear el ItemIndex a 0 explícitamente para 
provocar el reseteo en cascada de los desplegables hijos que a su vez también 
captarán el evento del cambio (línea 8). 
Código 3: Actualización en cascada de desplegables en la vista de detalle 
 
1. private void lookUpEdit4_EditValueChanged(object sender, EventArgs e) 
2. { 
3.     if (this.provincia.ItemIndex == -1) 
4.         this.provincia.ItemIndex = 0; 
5.     this.lookUpEdit3.BindPickList(this.entity, 
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6.                     (Guid)((List<LookupListItem<int?>>)this.provincia.Properties.DataSource) 
7.                     [this.provincia.ItemIndex].PickListValueID); 
8.     this.lookUpEdit3.ItemIndex = 0; 
9.   
10.     this.prov = this.provincia.Text; 






La estructura de un reporte es similar a la estructura de cualquier otra vista en 
Coevery Desktop. Requiere de un controlador y de una vista. Esta vista sirve de 
contenedor para incrustar el reporte, objeto de tipo XtraReport. En Coevery 
Desktop los reportes son generados con la tecnología DevExpress. En esta 
tecnología los reportes son generados de una forma similar a los reportes en 
Access. Se establece una relación entre las variables de la entidad para la que va 
a generarse el reporte con los componentes gráficos del mismo. Adicionalmente, 
también pueden crearse las llamadas bandas, que permiten mostrar información 
para una serie de elementos vinculados a la entidad principal. Cada banda 
define un patrón; en el momento de la generación del reporte, se generan 
tantas ocurrencias en dicha banda como elementos se hayan vinculado a la 
entidad principal. En el reporte para la tasación de un inmueble, se mostrará en 
primera instancia la información del inmueble a tasar y a continuación se creará 











Figura 29: Reporte de tasación de inmueble 
 
Cada uno de los inmuebles testigo tiene asociadas diferentes fotografías. Por la 
naturaleza de las bandas, que pueden ser vistas como subformularios, los 
elementos contenidos en ellas son representados en el eje vertical, uno tras 
otro. Para evitar mostrar las fotografías así y ordenarlas en una matriz, se ha 
generado un panel vacío (puede apreciarse un rectánculo minúsculo al final de la 
Figura 30. Este panel es completado antes de la impresión del reporte.   
Código 3: Generación de galería de imágenes en reporte 
 
1. private void XRPanel3_BeforePrint(object sender, System.Drawing.Printing.PrintEventArgs e) 
2. { 
3.     XRPanel panel = sender as XRPanel; 
4.     panel.Controls.Clear(); 
5.     this.CanGrow = true; 
6.   
7.     InmuebleIdealistaOverview inmIdeal=this.DetailReportBand.GetCurrentRow(); 
8.     if (inmIdeal == null) return; 
9.     FotoesCollection fotos = inmIdeal.Fotoes; 
10.   
11.     int columns = 5; 
12.     int rows = ((fotos.Count) / columns) + ((fotos.Count % columns == 0 ? 0 : 1)); 
13.   
14.     for (int index = 0; index < fotos.Count; index++) 
15.     { 
16.         XRPictureBox picBox = new XRPictureBox(); 
17.         picBox.Sizing = ImageSizeMode.CenterImage; 
18.         Image img = Image.FromStream(new MemoryStream((((FotoOverview)fotos[index]).Img))); 
19.         picBox.Image = img; 
20.         picBox.SizeF = new SizeF(158F, 158F); 
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21.         picBox.BoundsF = new RectangleF(((index % columns) * 164), 
22.                                         ((index / columns) * 164) + (index / columns), 
23.                                         158, 158); 
24.         panel.Controls.Add(picBox); 






7.4 Planificador de tarea de tasación 
Coevery Desktop usa Quartz.NET como librería para la planificación y ejecución 
de procesos. El módulo de tasación de Coevery Desktop hace uso de esta 
tecnología para la planificación de la tarea de búsqueda y descarga de 
información para la tasación de los inmuebles dados de alta en el sistema. 
Básicamente, en cada ejecución, el proceso examina qué inmuebles dados de 
alta no han sido aún tasados. Para todo ellos, realiza una búsqueda de inmuebles 
próximos y descarga los inmuebles testigo que permiten la tasación.  
Para llevar a cabo dicha tarea se requiere en primer lugar la creación de un Job 
(una tarea) a ejecutar y de un Trigger (un disparador) que provoque el inicio de 
la ejecución. El siguiente código, invocado cada vez que la aplicación Coevery 
Desktop es iniciada, se encarga de eso; crea un job de tipo TasacionJob (línea 5) 
y crea un disparador que se vincula con el Job creado (línea 12) y provocando 
ejecuciones repetidas cada 3 minutos, indefinidamente y desde el momento 
actual. 
Código 3: Programación de Job de tasación 
 
1. public void RunJob() 
2. { 
3.     StdSchedulerFactory scheduler = new StdSchedulerFactory(); 
4.     IScheduler sd = scheduler.GetScheduler(); 
5.     IJobDetail job = new JobDetailImpl("TasacionJob", "Jobs", typeof(TasacionJob)); 
6.   
7.     SimpleTriggerImpl trigger = new SimpleTriggerImpl("TasacionTrigger"); 
8.     trigger.StartTimeUtc = SystemTime.UtcNow(); 
9.     trigger.EndTimeUtc = (null); 
10.     trigger.RepeatCount = (SimpleTriggerImpl.RepeatIndefinitely); 
11.     trigger.RepeatInterval = (TimeSpan.FromMinutes(3)); 
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12.     sd.ScheduleJob(job, trigger); 




La ejecución de cada Job requiere la identificación del tipo de entidad Inmueble 
(línea 3), la consulta de los inmuebles (línea 10), y el filtrado de los inmuebles 
que aún no han sido tasados (línea 12). Con ellos se conforma una lista para los 
que se descargará información de sus inmuebles testigos mediante el método 
GetAndSavePisosCercanos (línea 22), de la misma manera que se hace para 
Coevery Web. 
Código 3: Ejecución de Job de tasación 
 
1. public void Execute(IJobExecutionContext context) 
2.         { 
3.             var filterEntiy = _getCoeveryEntities().Entities. 
4.    Where(c => c.EntityId == new Guid("F2B59D2F-12A9D63A898C")).First();  
5.              
6.             DbContext commonContext = DynamicModelBuilder.CreateDataSource(); 
7.              
8.             Type filterEntityType2 = DynamicTypeBuilder.Instance.GetDynamicType(filterEntiy.Name); 
9.             
10.             IQueryable query = commonContext.Set(filterEntityType2).AsQueryable(); 
11.       
12.             System.Linq.Expressions.Expression expression = GetExpression(query, 
13.                 CriteriaOperator.Parse("IsNull([TasacionId])")); 
14.             query = query.Provider.CreateQuery(expression); 
15.             IEnumerator iter = query.GetEnumerator(); 
16.             var tempEntityList = new ArrayList(); 
17.             while (iter.MoveNext()) 
18.             { 
19.                 tempEntityList.Add(iter.Current); 
20.             } 
21.   
22.             GetAndSavePisosCercanos(commonContext, tempEntityList);  




7.5 Facilidades para generación del metamodelo 
Análogamente a como sucede en su versión web, Coevery Desktop basa su 
modelo de datos en un metamodelo. En el caso de Coevery Desktop el 
metamodelo es definido en un fichero EDMX, que alberga tanto el esquema 
conceptual como el modelo físico. El uso de un metamodelo implica que la 
adición de una nueva entidad de dominio puede conseguirse mediante 
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instrucciones de tipo DML14, con la inserción de un registro. Habitualmente este 
tipo de tareas requieren la ejecución de sentencias DDL15. 
Es en función de la terna que conforma el metamodelo, los datos persistidos en 
el mismo - -- que definen el modelo de datos --, y la plantilla T4, que se generan 
las clases de los objetos de dominio. 
Una vez que se dispone de estos objetos de dominio, la solución hace uso de la 
tecnología de EntityFramework CodeFirst. Una de las capacidades de la 
tecnología Entity Framework es la aplicación de ingeniería inversa. La ingeniería 
inversa de Entity Framework permite inferir el modelo conceptual de la capa de 
dominio. Inicialmente, en la versión .NET 3.5,  esto solo era posible realizarlo 
desde la base de datos; este enfoque es llamado Database First. De este modo, 
el modelo relacional de la aplicación podía ser convertido en un modelo 
conceptual, y a su vez, este generaba de forma automática las clases de 
dominio. Desde la versión .NET 4.0, Entity Framework sofisticó las capacidades 
de ingeniería inversa creando otro paradigma de trabajo que se basaba en el 
código. Bajo esta perspectiva, la inferencia del modelo conceptual de la capa de 
dominio se basa en el código desarrollado; en este caso la consecuencia es la 
generación automática del modelo de datos. Este ha sido en enfoque utilizado 





                                            
14
 En el ámbito de las bases de datos, las sentencias DML forman parte del lenguaje de manipulación 
de datos y son utilizas para gestionar los datos.  
15
 En el ámbito de las bases de datos, las sentencias DDL forman parte del lenguaje de definición de 
datos y son utilizas para crear y modificar la estructura de las tablas que componen la base de datos. 
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Figura 30: Proceso de generación de modelo de dominio 
 
 
El mecanismo descrito para la generación del modelo de datos excluye la 
populación del metamodelo. A diferencia de la solución Coevery Web, Coevery 
Desktop no ofrece a los usuarios del sistema ningún mecanismo amigable para la 
creación de entidades y el establecimiento de sus relaciones. La única opción 
que hay para extender el modelo es la inserción manual de registros sobre la 
base de datos que compone el metamodelo. Este hecho minora drásticamente 
los beneficios de uso de un metamodelo y plantea el reto que supone ofrecer un 
mecanismo sencillo para su modificación. 
Una posible solución para ese reto pasa por crear un parser que sea capaz de 
leer un modelo EDMX y generar automáticamente las sentencias DML sobre la 
base de datos (que a su vez persiste el metamodelo). Dado que éste es un 
ejercicio teórico y de prototipado, se han relajado los requerimientos de este 
parser en dos aspectos: 
1. One-off: El parser es capaz de realizar la captura de información del 
modelo y la generación y ejecución de sentencias DML sobre un 
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metamodelo vacío. No permite la realimentación del modelo generado 
como resultado del proceso. 
2. Relaciones parcialmente admitidas: el modelo conceptual que es capaz de 
interpretar el parser debe contener entidades y relaciones uno a N. No se 








Parte 4  




















8.1 Planificación del proyecto 
El proyecto ha sido desarrollado durante dos años. La carga de trabajo semanal 
ha sido de unas 10 horas de estudio (incluyendo el desarrollo de los prototipos) y 
1,5 horas de documentación. 
A continuación de muestra el calendario de ejecución de las tareas acometidas, 
con escala quincenal. 
Figura 31: Calendario de ejecución del proyecto 
 
Este capítulo cubre 
 Calendario de ejecución del proyecto 
 Valoración económica de los recursos utilizados 
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De las dos versiones de la aplicación, la versión web ha requerido tres veces más 
trabajo que la versión de escritorio. Esto se debe principalmente a la compleja 
arquitectura de la versión web. Como se mostrado en este documento, dicha 
versión hace uso de un framework destinado a la gestión de contenidos para 
construir un framework para la creación de aplicaciones, Coevery Web.  
La dedicación en horas para cada una de las tareas ha sido la siguiente: 
Tabla 1: Dedicación por horas 
Tarea Horas 
Análisis Orchard CMS 300 
Análisis Coevery Web 160 
Prototipado Web 220 
Análisis Coevery Desktop 100 
Prototipado Desktop 140 
Conclusiones 40 




8.2 Valoración económica de Coevery 
En este apartado se va a realizar la valoración económica de Coevery, tanto en 
su versión web como de escritorio. La valoración se ha hecho considerando este 
proyecto como un proyecto de I+D; se analizarán las amortizaciones del 
hardware y software utilizado y las inversiones en capital de trabajo.  
Quedan por tanto excluidos del alcance de esta valoración cualquier otro coste 
de operación de empresa (suministros, mobiliario, etc.). Tampoco es objetivo de 
esta valoración evaluar la viabilidad económica del proyecto (consecuencia de la 
recomendación de no usar Coevery como framework); con ello se excluye el 
análisis de precio, tasas de riesgo y variabilidad de flujos de caja, métricas como 
VAN, TIR u otras. 
 
8.2.1 Costes fijos imputables a ambas versiones 
Parte de los recursos utilizados para el desarrollo del proyecto son recursos 
compartidos y requeridos para ambas versiones, tanto web como de escritorio. 
Estos recursos econónomicos son el coste de hardware y las licencias de software 
requeridas para el estudio y desarrollos acometidos.  
Dado que el proyecto ha sido desarrollado durante dos años, a efectos del 
cálculo de amortización se van a anualizar las horas dedicadas, asumiendo que 
un año contiene 1.750 horas de trabajo. En consecuencia, las 1.104 horas de 





El total de costes fijos en Hardware y Software asciende a 412€. Si a efectos de 
gestión se quisiese imputar este coste a cada uno de los proyectos, un buen 
driver de reparto podrían ser las horas dedicadas en exclusividad a cada uno (sin 
contemplar tareas cross como la generación de documentación). Bajo este 
criterio, debería imputarse el 74% a Coevery Web y el 26% a Coevery Desktop, lo 
que equivale a 304€ y 107€ respectivamente. 
 
8.2.2 Coste de Coevery Web 
Para las tareas de análisis y prototipado de Coevery Web se ha determinado que 
es necesario disponer de dos perfiles con diferente nivel de cualificación.  
 Arquitecto de Software Junior: Este arquitecto debe disponer de una 
experiencia de dos años en tecnologías .NET v4.0, arquitecturas 
orientadas a servicios, Entity Framework y conocimiento profundo de 
patrones de diseño (particulamente CommandPattern y EventAggregator). 







PC Core I5 8GB RAM  HW 1 1.200€ 4 0,63 189€ 
Licencia Windows 7 SW 1 150€ 5 0,63 19€ 
Licencia VS 2012 SW 1 647€ 2 0,63 204€ 
TOTAL - - - - - 412€ 
Tabla 2: Costes fijos en Hardware y Software 
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 Programador experimentado: Este programador debe disponer de cuatro 
años de experiencia en el desarrollo de aplicaciones .NET, arquitecturas 
orientadas a servicios, Entity Framework y conocimiento profundo de 
diversas bibliotecas Javascript como JQuery. 
Se ha estimado un precio por hora de 80€ para el Arquitecto de Software Junior 
y de 60€ para el Programador experimentado. El número de horas de cada tarea 
se desprende de lo reflejado en la planificación del proyecto del apartado 
anterior. 
Tabla 3: Coste en capital de trabajo para Coevery Web 
 
El coste total de Coevery Desktop, calculado como la parte proporcional de los 
costes fijos comunes a ambas soluciones y el capital de trabajo para este 
proyecto es de 50.304€ (304€ + 50.000€). 
 
8.2.3 Coste de Coevery Desktop 
Los perfiles requeridos para el análisis y prototipado de de Coevery Desktop son 
también un Arquitecto de software Junior y un Programador experimentado, y 
Tarea Horas Perfil Coste/Hora Coste 












TOTAL 680 - - 50.000 
 113 
 
son muy similares a los establecidos para Coevery Web. Para esta versión de 
escritorio es necesario que ambos perfiles tengan conocimientos de WCF. El 
Programador deberá además conocer las librerías de pago de componentes 
gráficos DevExpress. 
El precio por hora del Arquitecto de software se ha rebajado a los 70€ por 
entender que la demanda de arquitectos de aplicaciones de escritorio debe ser 
menor, y estar cubierta, que para aplicaciones web. Se mantiene el precio de 
60€ para el Programador experto por la especificidad del conocimiento de 
DevExpress.  
Tabla 4: Coste en capital de trabajo para Coevery Desktop 
 
 
Complementariamente al capital de trabajo, Coevery Desktop también requiere 
el pago de la licencia para el uso de la librería de componentes gráficos 
DevExpress (en su versión WinForms). 
 











TOTAL 240 - - 15.400 
Tabla 5: Coste fijo en software para Coevery Desktop 









SW 1 799€ 2 0,63 252€ 
TOTAL - - - - - 252€ 
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El coste total de Coevery Desktop, calculado como la parte proporcional de los 
costes fijos comunes a ambas soluciones, el capital de trabajo y el coste fijo en 























9. Valoración y grado de 








9.1 Evaluación de Coevery como Framework 
La evaluación de Coevery como framework se ha realizado en función de los dos 
requerimientos que esperaban ser cubiertos según la descripción del proyecto 
(ágil desarrollo y buen look & feel) pero también en base a otros criterios 
indispensables para la elección de un framework de desarrollo. Estos otros 
criterios son los siguientes: 
 Estabilidad y madurez: estabilidad y madurez son cualidades que van de 
la mano y requieren del paso del tiempo y desarrollo activo. Una solución 
es considerada estable cuando no contiene bugs y los requerimientos para 
los que ha sido desarrollada quedan cubiertos. 
Este capítulo cubre 
 Valoración cualitativa de capacidades de Coevery 




 Documentación: la existencia de documentación de calidad y en 
abundancia es un aspecto indispensable para la elección de un 
framework. Ello contribuye a reducir la curva de aprendizaje y establecer 
patrones de trabajo. 
 Comunidad de desarrolladores: el tamaño de la comunidad es relevante 
porque, a mayor tamaño, mayor probabilidad de que otro desarrollador 
haya resuelto el problema que se nos plantee. También favorece a la 
evolución del framework con el paso del tiempo, disminuyendo las 
probabilidades de obsolescencia. 
 Existencia de librerías de terceros: el framework es solo la estructura 
sobre la que desarrollar la solución. La existencia de una colección de 
librerías extensa puede ahorrar en tiempo y en coste los desarrollos a 
acometer. 
 Curva de aprendizaje: la arquitectura y las particularidades de la 
tecnología condicionan el tiempo que requiere a un nuevo desarrollador 
ser considerado productivo. A menor curva de aprendizaje, más rápida 
será su integración. 
 Coste de licencias y de desarrolladores: el coste es un factor 
determinante y en ocasiones es un factor que obliga a excluir una solución 
como candidata. Para la valoración del coste se considerará 







9.1.1 Coevery Web 
La recomendación es no utilizar Coevery Web como framework debido a la 
dificultad que supone desarrollar sobre esta tecnología, además de por sus 
abundantes errores. La valoración cualitativa de los criterios de evaluación son:  
Requisito Valoración Descripción 
Look & Feel 
 
La interfaz de usuario es adecuada, limpia y sin 
ruidos. La estructura de organización y navegación 
es también adecuada. 
Agilidad de desarrollo  
La creación de nuevas entidades y las relaciones 
entre ellas es instantánea (persistencia, dominio y 
capa de presentación automatizadas). También las 
tareas CRUD. Cualquier otro requerimiento exige 
desarrollo sobre una complejísima arquitectura; 
además, solo Orchard está documentado, no así 
Coevery Web. 
Estabilidad y madurez  
Orchard se encuentra en su versión 1.9. Han pasado 
más de cuatro años desde la priemra versión 
productiva, por lo que apenas tiene bugs. Coevery 
Web sin embargo se encuentra en versión Alpha y 
está repleto de errores. 
Documentación  
La página oficial de Orchard dispone de abundante 
documentación así como de foros. Coevery Web 
ofrece una escuetísima documentación en chino y 




La versión oficial de Ochard dispone de una 
comunidad de desarrolladores de unos 70 miembros, 
aunque la actividad se centraliza en unos pocos. 
Solo en 2015 se han superado los 300 commits. 
Además hay numerosos forks del proyecto. Sin 
embargo, Coevery Web solo dispone de 8 miembros 
y 400 commits desde su concepción. 
Librerías de terceros  
Orchard CMS dispone de una galería de aplicaciones 
y temas para su descarga, conteniendo más de 680 
paquetes descargados casi 8 millones de veces. 
Coevery Web no dispone de librerías de terceros y 
las disponibles en Orchard requieren adaptación. 
Curva de aprendizaje  
Requiere aprender dos frameworks: Orchard y 
Coevery Web. El segundo no dispone de 
documentación. 
Coste de licencias y 
desarrolladores 
 
Orchard y Coevery Web están construidos sobre 
.NET. Requiere el pago de licencias para Sql Server 
e IIS, accesible en determinados SO de Windows. La 
disponibilidad de desarrolladores .NET es alta. 
Tabla 6: Valoración de Coevery Web como framework 
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9.1.2 Coevery Desktop 
La recomendación es no utilizar Coevery Desktop como framework. Más allá de 
los principales inconvenientes de las aplicaciones de escritorio como son la 
necesidad de instalación de la aplicación en cada cliente y que esta solo es 
válida para sistemas operativos Windows, es excesivamente costosa la 
populación de los metadatos, indispensable para crear los objetos de dominio.  
 
 
Tabla 7: Valoración de Coevery Desktop como framework 
 
Requisito Valoración Descripción 
Look & Feel 
 La interfaz de usuario es adecuada, con una 
estructura de navegación con Ribbons similares a los 
de la suite offimática Office.  
Agilidad de desarrollo  
El metamodelo facilita la creación de los objetos de 
dominio. Sin embargo la populación de dicho 
metamodelo requiere la inserción manual de 
registros en base de datos. Tampoco es automática 
la generación de las vistas. 
Estabilidad y madurez  
Coevery Desktop apenas contiene errores. Sin 
embargo, en los últimos meses se ha dado 
discontinuidad al proyecto y ha sido eliminado de 
Codeplex. 
Documentación  





La comunidad de desarrolladores es prácticamente 
inexistente. Se ha dado discontinuidad al proyecto y 
ha sido eliminado de Codeplex. 
Librerías de terceros  Coevery Desktop no dispone de librerías de terceros. 
Curva de aprendizaje  
La única complejidad adicional respecto a una 
aplicación de escritorio tradicional es el modelo de 
meta-datos en el que se fundamenta la persistencia. 
Coste de licencias y 
desarrolladores 
 
Coevery Desktop está construido sobre .NET. 
Requiere el pago de licencias para Sql Server e IIS, 
accesible en determinados SO de Windows. La 
disponibilidad de desarrolladores .NET es alta. 
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9.2 Valoración de esfuerzo de Coevery según COCOMO 2 
La metología COCOMO 2 (Constructive Cost Model) es una metología que permite 
efectuar una valoración objetiva (y comparable) del esfuerzo que se requiere 
para la construcción de un programa informático. Está basado en un modelo 
empírico construido por la experiencia de numerosos y grandes proyectos de 
software. Su primera versión únicamente contemplaba la valoración del esfuerzo 
requerido considerando que el programa era construido desde cero. En COCOMO 
2, esta limitación se vence y ya se proponen métodos para evaluar proyectos en 
los que se parte de un software ya construido. Para ello se definen cuatro 
submodelos: 
 Submodelo para valoración de construcción de prototipos: usado cuando 
el software debe componerse por partes ya existentes. 
 Submodelo de diseño inicial: usado cuando se disponen de los 
requerimientos pero aún no hay software desarrollado. 
 Submodelo de reutilización: usado para calcular el esfuerzo requerido 
para integrar componentes reutilizables. 
 Submodelo de post-arquitectura: usado cuando la arquitectura ha sido 
diseñada y existe documentación de la misma.  
De entre estos cuatro submodelos, a priori, el trabajo desarrollado puede 
encuadrarse en el submodelo para valoración de construcción de prototipos o en 
el submodelo de reutilización. Sin embargo, tras una revisión de alto nivel del 
enfoque de cada submodelo, el primero queda descartado. El modelo de 
valoración de construcción de prototipos asume la utilización de herramientas 
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CASE16, y obvia algunos de los parámetros tan relevantes para este proyecto 
como han sido el conocimiento previo del software ya existente o la facilidad de 
su aprendizaje; estos factores sí están contemplados en el submodelo de 
reutilización, que es el utilizado para la valoración del trabajo realizado.  
El submodelo de reutilización diferencia dos escenarios: cuando el código 
existente es considerado una caja negra que es reutilizada sin cambios o  cuando 
el código existente es considerado una caja blanca que debe entenderse y cuyo 
código puede ser modificado. El escenario que mejor refleja el trabajo realizado 
es el segundo, puesto que se ha analizado cada una de las soluciones y se han 
modificado parcialmente para la adición de funcionalidades (como sucede por 
ejemplo con el módulo de OptionSets de Coevery Web, al que se le han añadido 
opciones jerárquicas).  
Para valorar el esfuerzo en términos de personas·mes según el enfoque escogido 
con el submodelo de reutilización de cajas blancas, COCOMO 2 propone el 
siguiente cálculo: 
 
                                            
16
 Computer Aided Software Engineering, aplicaciones destinadas a aumentar la productividad en el 




PM (Person-Months): Es el número de personas·mes requerido. 
Equivalment KSLOC: Es el número de líneas de código equivalentes, 
expresadas en miles  (líneas de código realmente generadas ajustadas 
en base a diversos factores). 
PROD: Es la productividad de los desarrolladores expresada en miles de 
líneas generadas por mes.  
Adapted KSLOC: Es el número de líneas de código adaptadas (o de nueva 
creación) expresadas en miles. 
AT (Automated translation): Es el porcentaje del código adaptado o 
creado generado de forma automática.  
AAM (Adaption Adjustment Modifier): Es el multiplicador de ajuste del 
código adaptado o creado que considera el coste de reutilización, 
entendimiento del código, integración del mismo, etc. 
AA (Assessment and Assimilation): Valoración del esfuerzo requerido 
para evaluar, documentar y entender el programa que va a ser 
reutilizado. Acepta valores del 0 al 8%. 
SU (Software Understanding): Valoración de la dificultad para 
comprender el código a modificar (por arquitectura, comentarios, etc.) 
Acepta valores del 10% al 50%. 
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UNFM (Unfamiliarity with software): Valoración del grado de 
familiaridad de los desarrolladores con el software a modificar. Acepta 
valores del 0 al 100%. 
AAF (Adaption adjustment factor): Multiplicador de ajuste basado en el 
grado en el que cambia el diseño, la codificación y los esfuerzos de 
integración. 
DM: Porcentaje de diseño modificado. 
CM: Porcentaje de código modificado. 
IM: Porcentaje de integración y testing que requiere ser ejecutado. 
 
9.2.1 Valoración COCOMO 2 de Coevery Web 
La valoración del esfuerzo del análisis y prototipado sobre Coevery Web según la 
metología COCOMO 2 es el siguiente: 
Tabla 8: Coste de análisis y prototipado de Coevery Desktop 




Calc 3,55 - 





Test, Eval. and doc. 
  · AAF 
Adaption adjustment 
factor 
Calc 3,5 - 
  · ·  DM Design modified Input 5 % estimado  
  · ·  CM Code modifed Input 5 % estimado  




La aplicación de la metología COCOMO 2 refleja que el esfuerzo requerido para 
desarrollar el trabajo llevado a cabo es inferior al real. COCOMO 2 establece una 
tasa de cambio de mes a horas de x152. En consecuencia, las horas requeridas 
para dicho trabajo deberían ser 1,79 x 152 = 272 horas, muy por debajo de las 
220 horas de desarrollo del prototipo más las 460 horas de análisis.  
 
9.2.2 Valoración COCOMO 2 de Coevery Desktop 
La valoración del esfuerzo del análisis y prototipado sobre Coevery Desktop 
según la metología COCOMO 2 es el siguiente: 
Tabla 9: Coste de análisis y prototipado de Coevery Desktop 
  · SU Software Understanding Input 50 
Máximo valor 
aceptado por modelo 





pleno de la solución 
AKSLOC 
Adapted KSLOC (lines of 
code) 
Input 1000 - 
PROD 
Productivity (lines per 
month) 
Input 2000 
Valor próximo al std. 
COCOMO2 de 2400 
AT Automated translation Input 0 - 
EKSLOC 
Equivalent KSLOC (lines 
of code) 
Calc 3553,75 - 
PM Person months Calc 1,79 - 
 
 
 - - 




Calc 1,76 - 




Some module Test, 




La aplicación de la metología COCOMO 2 refleja que el esfuerzo requerido para 
desarrollar el trabajo llevado a cabo es inferior al real. Las horas requeridas para 
dicho trabajo deberían ser 1,06 x 152 = 161 horas, muy por debajo de las 140 
horas de desarrollo del prototipo más las 100 horas de análisis.  
  
  · AAF 
Adaption adjustment 
factor 
Calc 3,5 - 
  · ·  DM Design modified Input 5 
% estimado no 
calculado 
  · ·  CM Code modifed Input 5 
% estimado no 
calculado 
  · ·  IM Integration modified Input 0 - 
  · SU Software Understanding Input 35 - 
  · UFNM 
Unfamiliarity with 
software 
Input 70 - 
AKSLOC 
Adapted KSLOC (lines of 
code) 
Input 1200 - 
PROD 
Productivity (lines per 
month) 
Input 2000 
Valor próximo al std. 
COCOMO2 de 2400 
AT Automated translation Input 0 - 
EKSLOC 
Equivalent KSLOC (lines 
of code) 
Calc 2111,98 - 














Una entrada anónima en wikipedia se refería a la programación automática 
como “un eufemismo para programar en un lenguaje de más alto nivel que el 
disponible, en ese momento, para los programadores”.  Esta frase ilustra bien el 
propósito que perseguía este proyecto. Una de las maneras de cumplir con uno 
de los objetivos principales del proyecto, consistente en dar con una tecnología 
que redujese los tiempos de desarrollo, es permitir a los usuarios finales 
participar activamente en la concepción del software. Este enfoque es el que ha 
adoptado Coevery Web y es, a pesar de los discretos resultados de la valoración 
de la solución, el enfoque a seguir para futuros desarrollos. 
Una posible línea de trabajo podría ser la estabilización de Coevery Web. Esto, 
sin embargo, solo tendría sentido para desarrolladores expertos en Orchard CMS. 
Para un desarrollador sin experiencia en el desarrollo de este gestor de 
Este capítulo cubre 
 Inventario de requerimientos de solución ideal 




contenidos, es recomendable trabajar sobre otro framework y no tanto sobre un 
gestor de contenidos al que se le ha añadido una capa de abtracción para cubrir 
una finalidad distinta de para la que fue creado. Además Coevery Web compila, 
en tiempo de ejecución, los cambios sobre los objetos del modelo. Esto permite 
la actualización del mismo sin la necesidad de un redespliegue, lo cual no es un 
requerimiento indispensable para el propósito de las aplicaciones que deben 
poder ser generadas, establecidas en el alcance del proyecto. Por el contrario, 
ello sí que hace más compleja la arquitectura dificultando la evolución del 
software y además tiene impactos en términos de rendimiento.  
Por todo ello se recomienda el uso de un framework que permita la generación 
de código en base a un modelo, pero que este no sea compilado en tiempo de 
ejecución. Para ello puede utilizarse un framework de última generación y 
sofisticarlo dotándolo de un metamodelo similar al de Coevery Web, pues dicho 
metamodelo responde en alto grado a las necesidades de modelización de 
cualquier herramienta de las establecidas en el alcance. Únicamente sería 
necesario que el metamodelo permitiese cubrir también los workflows.  
También es una decisión relevante el escoger usar algún framework y no 
desarrollar una aplicación desde cero. Por experiencia, las posibilidades de 
fracaso al crear un framework son grandes. En caso improbable de éxito, el 
framework construido se parecerá muy probablemente a algún framework ya 
existente. 
Como framework base, debería optarse por un framework de última generación. 
Un framework de última generación ofrecerá una interfaz gráfica muy atractiva, 
estará orientada al mundo web y requerirá de la programación de menos líneas 
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de código que un framework tradicional. Un framework a tener en cuenta es 
Vaadin on Grails. Dicho framework es el resultado de la unión de Vaadin con 
Grails. 
Vaadin es un framework Java de código libre orientado a la generación de 
aplicaciones web; dicho framework se centra, principalmente, en la capa de 
presentación, ofreciendo interfaces particularmente amigables.  
Grails es otro framework web centrado principalmente en la capa de dominio y 
de datos, que integra un ORM (mapeador objeto-relacional), Dependency 
Injection de Spring y de fácil aprendizaje para desarrolladores Java – aunque se 
programa en Groovy – en parte gracias al enfoque Convention-over-
Configuration. 
Se listan a continuación los requerimientos particulares al enfoque propuesto, 
(relativos al uso de un metamodelo y generación de código) y si alguna de las 
soluciones Coevery analizadas cubre ya dicho requerimiento:  
1. Disponibilidad de edición de modelos. Estos modelos deben poder ser 
comprendidos y editados por los usuarios finales. El modelo debe ir más 
allá de los objetos de dominio, permitiendo modelar también los 
workflows de la aplicación.  
La modelización de workflows no está integrada en ninguna de las 
versiones de Coevery (aunque sí es soportada por Orchard CMS). 
2. El modelo debe ser interpretado para que los diferentes artefactos 
(clases, vistas, etc.) sean generados en tiempo de compilación.  
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Coevery Desktop sí genera las clases de dominio en tiempo de 
compilación, pero el complejo modelo de metadatos no aporta mayores 
beneficios. Coevery Web sí se aproxima a los requerimientos mínimos 
exigidos (gestión de objetos de dominio, vistas y base de datos) pero estos 
son generados en tiempo de ejecución, convirtiendo la solución en 
compleja y provocando una curva larga de aprendizaje.  
3. Generación automática de vistas para todos los objetos del modelo. 
Únicamente Coevery Web ofrece esta funcionalidad. 
4. Generación automática de la base de datos. 
Únicamente Coevery Web ofrece esta funcionalidad. 
5. Generación de código para los objetos de dominio.  











Anexo I: Bot para la navegación 
 
Uno de los elementos que aportan mayor valor añadido a los prototipos de 
tasador de viviendas desarrollados en este proyecto es la funcionalidad de 
búsqueda automática de los precios ofertados en la venta de inmuebles a través 
de un conocido portal inmobiliario. Para implementar este servicio se ha hecho 
uso de la API17 ofrecida por el propio portal (www.idealista.com). 
El mecanismo de obtención de información era, inicialmente, simple. Para ello 
únicamente debía construirse una consulta en forma de URL para que el servicio 
web de idealista devolviese, en formato JSON, el inventario de inmuebles que 
cumpliesen con los criterios establecidos en la consulta. En ese primer 
momento, únicamente se requería aplicar alguna técnica de web scrapping18 
simple para identificar las urls de las imágenes. 
Posteriormente ocultaron las URLs de las imágenes en el código HTML y además 
provocaron que la carga de las mismas se efectuase en modo lazy loading (modo 
por el que las imágenes son cargadas cuando el usuario se desplaza sobre la 
página hacia la zona en la que la imagen es ubicada). Como consecuencia de 
este cambio hubo que implementar un pequeño bot que simulase la apertura de 
un navegador, la navegación hasta el final de la página y la extracción de las 
imágenes. 
                                            
17
 A fecha 12/06/2015 el uso del servicio se ha restringido a desarrolladores con API KEY, por lo que el 
servicio de búsqueda se ha inhabilitado. 
18




Para el escenario planteado, la utilización del control del navegador 
(WebBrowser) en .NET 4 exigía que la emulación se produjese de una versión que 
soportara la carga de imágenes en modo lazy loading. Ello puede setearse 
mediante código o estableciendo un navegador por defecto que cumpla con esa 
condición mediante una llave de registro. Habitualmente, el valor por defecto 
refiere a una versión antigua de Internet Explorer. La ruta en la que debe 
setearse la nueva entrada llave de registro es la siguiente: 
 
En dicha ruta, deberá crearse una entrada cuyo key sea el nombre de la 
aplicación desarrollada y cuyo valor sea, por ejemplo, 11001 (0x2EDF), para 
simular la navegación con Internet Explorer 11. 
Para la ejecución del código deberá crearse un thread que instancie un elemento 
de control de tipo WebBrowser y que, antes de ejecutarlo, establezca un 
handler que se ejecute antes de que la página ya se haya cargado. El código 
siguiente es justamente el handler ejecutado tras la carga de la página: 
Código 16: Simulación de navegación y descarga de imágenes 
 
1. static void browser_DocumentCompleted(object sender, WebBrowserDocumentCompletedEventArgs e) 
2.         { 
3.             var br = sender as WebBrowser; 
4.             br.Document.Body.ScrollIntoView(false); 
5.             br.Navigated += (s1, e1) => { if (br.Document.Body != null)   
6.        br.Document.Body.ScrollIntoView(false); }; 
7.             br.Navigate("javascript:window.scroll(0,document.body.scrollHeight);"); 
8.             Thread.Sleep(5000); 
9.   
10.             string path = ((string)br.Tag); 
11.   
12.             if (br.Url == e.Url) 
13.             { 
14.                 //1. Html descargado 
15.                 IHTMLDocument2 doc = (IHTMLDocument2)br.Document.DomDocument; 
16.                 IHTMLControlRange imgRange=(IHTMLControlRange)(doc.body).createControlRange(); 
17.   
18.                 int i = 1; 
19.                 List<string> list = new List<string>(); 
20.                 List<byte[]> imgList = new List<byte[]>(); 




22.                 { 
23.                     //2. Aislar con regex la URL de la foto 
24.   
25.                     string input = ((mshtml.HTMLImg)(img)).outerHTML;  
26.                     string start = "data-ondemand-img=\"http://img2.idealista.com/thumbs?"; 
27.                     string end = "\">"; 
28.   
29.                     Regex r = new Regex(Regex.Escape(start) + "(.*?)" + Regex.Escape(end)); 
30.                     MatchCollection matches = r.Matches(input); 
31.                      try 
32.                     { 
33.                         if (matches[0] != null) 
34.                         { 
35.                             string sufix = matches[0].Groups[1].Value; 
36.                             sufix = sufix.Replace("&amp;", "&"); 
37.   
38.                             string completeUrl = "http://img2.idealista.com/thumbs?" + sufix; 
39.   
40.                             list.Add(completeUrl); 
41.                             Debug.WriteLine(completeUrl); 
42.                         } 
43.                     } 
44.                      catch (Exception ex) { } 
45.                 } 
46.   
47.                 //3. Guardar las fotos 
48.                 WebClient wc = new WebClient(); 
49.                 int k = 1; 
50.                 foreach (string foto in list) 
51.                 { 
52.                     try 
53.                     { 
54.                         wc.DownloadFile(foto, path+"foto"+k+".jpg"); 
55.                         //byte[] img = wc.DownloadData(foto); 
56.                         //imgList.Add(img); 
57.                     } 
58.                     catch (Exception ex) 
59.                     { 
60.                         Debug.WriteLine("WARNING"); 
61.                     } 
62.                     k++; 
63.                 } 
64.                 Thread.Sleep(5000); 
65.                 Application.ExitThread();   // Stops the thread 
66.             } 
67.         }//end browser_documentCompleted 
68.     } 
 
 
La primera acción relevante es ejecutada en la línea 5; mediante código 
Javascript se simula un scroll down hasta el final de la página. A continuación se 
para el thread durante 5 segundos para dar tiempo al servidor a generar la 
respuesta con las imágenes cargadas. 
A continuación, a partir de la línea 22, se extrae mediante expresión regular 
todas los sufijos de las URLS de las imágenes cargadas mediante lazy loading, 
que se completan con la primera parte de la URL.  
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A partir de la línea 47 mediante un control WebClient (que no es más que un 
helper para el uso de HttpWebRequest’s y HttpWebResponse’s) se descargan 
todas las imágenes  y se guardan en el directorio adecuado (que ya viene 
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