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Resumen
Escuela Universitaria de Ingenier´ıa Te´cnica Industrial
Grado en Ingenier´ıa Informa´tica de Gestio´n y Sistemas de Informacio´n
por Guillermo Pacho
En este proyecto se ha desarrollado un bot para la aplicacio´n Telegram cuyo objetivo es
el de proveer con horarios de transporte pu´blico a los usuarios. Para ello, en el backend se
ha utilizado un web crawler que recoge la informacio´n y una base de datos MySQL para
almacenar tanto la informacio´n de horarios como la de los chats de Telegram. Asimismo,
se han utilizado varias tecnolog´ıas, como los servicios Cognitive Services de Microsoft y
los servicios de api.ai para que la interaccio´n usuario-bot sea lo mas humana posible.
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Definiciones
Bot : La afe´resis de robot. Se trata de un software que trata de imitar el compor-
tamiento humano. Existen varios tipos de bots, como los crawlers, bots transaccio-
nales, spammers... siendo el chatbot el que se usa con mayor frecuencia.
Chatbot : Un tipo de bot que se caracteriza por funcionar en el contexto de una
conversacio´n. En la mayor´ıa de los casos el bot obtendra´ la informacio´n que necesite
pregunta´ndosela al usuario y mostrara´ las respuestas en un formato amigable para
cualquier tipo de usuario. Los bots de este tipo tienen una gran presencia en las
aplicacio´nes de mensajer´ıa instanta´nea.
Telegram: Se trata de una aplicacio´n multiplataforma de mensajer´ıa instana´nea
que ha sido elegida para el desarrollo del bot de este proyecto. Telegram ofrece
un servicio ra´pido, seguro y con una API y protocolo abiertos que ofrecen muchas
posibilidades para el desarrollo de este tipo de software.
Microsoft Cognitive Services: Este servicio ofrecido por Microsoft ofrece la
opcio´n de conversio´n de audio a texto. A trave´s de una API abierta y cumpliendo
con el formato que e´sta exige, se puede enviar un audio y recibir como respuesta
una conversio´n de NLP (Procesamiento de Lenguaje Natural).
Api.ai : Un servicio ofrecido por Google.
PHP: Acro´nimo recursivo que significa PHP Hypertext Preprocessor, es un len-
guaje de programacio´n de propo´sito general y se utiliza en el lado del servidor.
PHP ha evolucionado hasta el punto en que hoy en d´ıa pueda ser usado incluso en
aplicacio´nes gra´ficas independientes. A pesar de la aparicio´n de nuevas tecnolog´ıas
como Node.js o ASP.NET, PHP sigue siendo a d´ıa de hoy el lenguaje desplegado
en el mayor nu´mero de servidores del mundo.
v
Definiciones vi
JSON: Acro´nimo de JavaScript Object Notation, es un formato de texto ligero
que proviene de un subconjunto de notacio´n del lenguaje JavaScript. JSON es
fa´cil de escribir para humanos y fa´cil de leer y generar para ma´quinas y al poder
ser interpretado en formato de cadena de texto, ha llegado a ser adoptado como
una alternativa al lenguaje de notacio´n XML.
Scraping : Te´cnica utilizara para la extraccio´n de datos de pa´ginas web mediante
el uso de uno o ma´s programas. E´stos suelen simular el comportamiento de un
humano cuando navega por internet.
Web crawler : Te´rmino usado para identificar un grupo de bots caracterizado
por su utilizacio´n en el rastreo de pa´ginas web. Tambie´n se les suele llamar aran˜as
y su funcio´n principal es la de descargar o indexar las pa´ginas web que le son
asignadas para el rastreo. Son una herramienta muy potente usada en los motores
de bu´squeda y en sistemas de bu´squeda de links rotos pero su versatilidad ofrece
un potencial virtualmente ilimitado.
Python: Lenguaje de programacio´n interpretado y multiparadigma con un am-
plio uso en el desarrollo de todo tipo de software. Se puede utilizar para programar
mediante programacio´n orientada a objetos, programacio´n imperativa y programa-
cio´n funcional. Python posee una licencia de co´digo abierto y su filosof´ıa consiste
en tener una sintaxis que favorezca un co´digo legible.
Scrapy : Se trata de una potente herramienta para la creacio´n y ejecucio´n de web
crawlers. Scrapy ofrece una detallada documentacio´n online y cuenta con una base
importante de programadores que utilizan sus servicios. Los crawlers de Scrapy se
programan en Python.
XPath : Un lenguaje que expresa la localizacio´n de uno o ma´s elementos en un
archivo XML. Utilizado para extraer informacio´n relevante durante la ejecucio´n
del web crawler del proyecto.
Framework : Tambie´n llamado marco de trabajo, un framework es un conjunto
estandarizado de conceptos, pra´cticas, criterios y herramientas para enfocar un
tipo de problema´tica particular que sirve como referencia, para enfrentar y resolver
nuevos problemas de ı´ndole similar.
Definiciones vii
Ataque de denegacio´n de servicio: Se denomina as´ı a un tipo de actividad
dan˜ina hacia un servidor. Consiste en realizar mu´ltiples solicitudes a una velocidad
suficientemente alta como para sobrecargar la ma´quina y denegar as´ı su capacidad
de procesar nuevas consultas.
Cap´ıtulo 1
Introduccio´n
Junto con todas las comodidades que nos puede ofrecer la tecnolog´ıa, los ayudantes
personales no son una excepcio´n. El avance en la tecnolog´ıa de la comunicacio´n esta´
permitiendo que la interaccio´n entre ma´quina y persona sea cada vez ma´s natural y esto
le abre varias puertas a la informa´tica para crear programas cada vez ma´s inteligentes
y humanos.
En esta seccio´n se expondra´ uno de los grupos de este tipo de programas: los chatbots.
1.1. Ayudantes personales
Un ayudante personal (en el contexto de la tecnolog´ıa de la informacio´n) es un robot
o bot, un software disen˜ado para cumplir con uno o varios propo´sitos dentro de un
contexto predefinido. Se puede implementar un bot para que haga virtualmente cualquier
cosa, desde tareas simples como que nos recuerden que debemos tomar una medicacio´n
siguiendo un horario, a otras no tan simples como que nos encuentren el vuelo ma´s
barato disponible a Los A´ngeles dentro de dos semanas.
Los chatbots son una variante de estos programas orientada a que la interaccio´n con
los mismos se haga mediante un chat, simulando una conversacio´n corta que ofrece una
experiencia ma´s natural.
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1.2. Origen del proyecto
La idea de este proyecto proviene del docente Juan Antonio Pereira, que imparte clases
de varias asignaturas en la Escuela de Ingenier´ıa Te´cnica de Bilbao. Es e´l quien, desde
hace un tiempo, desarrolla y experimenta con distintas aplicaciones usando bots. Tiene
ideas de ayudantes para su uso personal que le ayudan en sus tareas de docencia, pero
tambie´n bots adecuados para un uso pu´blico. En este proyecto se ha desarrollado un bot
que satisface el segundo caso, es un chatbot disen˜ado para ayudar a encontrar horarios de
transporte pu´blico, a modo de prueba de concepto para el servicio de trenes de cercan´ıas
que ofrece Renfe en la zona de Bilbao.
1.3. Motivaciones para la eleccio´n del proyecto
Mi principal motivacio´n a la hora de escoger este proyecto fue la de conocer las diferentes
tecnolog´ıas que iba a necesitar para llevarse a cabo, herramientas muy diferentes las unas
de las otras pero que en conjunto tienen una versatilidad y un potencial enorme.
Conversacio´n con el bot
Al ver que se trataba de un chatbot y al saber que su objetivo era el de simular una
conversacio´n, la palabra “Inteligencia Artificial” me vino a la mente (un campo en el
que estoy muy interesado), adema´s, le´ı que para ello habr´ıa que utilizar servicios de
procesamiento del lenguaje natural y conversio´n de audio y la idea pronto atrajo mi
atencio´n.
Web crawlers
Juan Antonio me explico´ que el proyecto tambie´n involucrar´ıa el uso de algu´n me´todo
de scraping y eso no hizo ma´s que aumentar mi intere´s. Ya hab´ıa o´ıdo con anterioridad
ese te´rmino pero no conoc´ıa el potencial que tienen este tipo de herramientas. Las
posibilidades que ofrecen los web crawlers bien implementados son casi ilimitadas y
permiten aprovechar casi cualquier web a modo de fuente de datos.
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1.4. Caso de uso general
Imaginemos que Ane vive cerca de Abando y que ha encontrado trabajo en Portugalete.
Como no tiene coche propio, tiene que buscar la forma de viajar a su lugar de trabajo.
Un amigo le ha recomendado utilizar un bot de Telegram, ya que usar un bot a trave´s
de esta aplicacio´n es parecido a hablar con cualquier contacto real.
Para usarlo por primera vez, Ane busca al bot por su alias, lo an˜ade a sus contactos de
Telegram y lo activa escribiendo el comando /start. Una vez hecho eso ya puede utilizarlo
y Ane prueba a ver si hay horarios para viajes desde Abando hasta Portugalete. El bot
le encuentra horarios de metro y de tren y ella opta por lo segundo.
Cad vez que Ane necesita consultar los horarios, no tiene ma´s que ir a la conversacio´n
de Telegram que tiene con el mismo, escribir el comando /ask y preguntarle por los
horarios con una frase del tipo: “Quiero ir a Portugalete desde Abando”.
Un d´ıa en que Ane se queda dormida sale corriendo de casa, por lo que al tener mucha
prisa no puede escribirle al bot para consultar los horarios y ver si le va a dar tiempo.
En este caso, simplemente le env´ıa una nota de voz mientras corre hacia la estacio´n y
sin ningu´na otra complicacio´n, el bot le devuelve la lista de horarios que necesita.
Cap´ıtulo 2
Planteamiento inicial
Este cap´ıtulo comprende la exposicio´n de los objetivos, las herramientas utilizadas, la
arquitectura, el alcance y la planificacio´n del proyecto.
2.1. Objetivos
El establecimiento de los objetivos es un paso importante en todo proyecto ya que define
las bases sobre las que ir avanzando durante el desarrollo. En esta seccio´n se tratara´ de
enumerar los objetivos iniciales del proyecto con la ma´xima claridad posible.
Respecto al bot de Telegram
Robustez de cara al usuario: Siendo el bot de este proyecto un chatbot, lo ideal
ser´ıa que su interaccio´n con el usuario fuese lo ma´s natural posible. Para esto se
puede acudir a servicios de procesado de audio y del lenguaje natural que, junto
con un disen˜o robusto del flujo de control de estados del bot, posibilite al mismo
para que reaccione adecuadamente a la entrada de datos del usuario.
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Robustez de cara a actualizacio´nes futuras: El proceso de mejora continua y
las futuras ampliaciones en la informacio´n de la base de datos instan a que con el
tiempo, el bot sea capaz de ofrecer cada vez ma´s opciones de transporte al usuario.
Esto requiere que el bot ejecute el comando teniendo este concepto en cuenta y
as´ı, las incorporaciones de nuevos servicios de transporte solo afectara´n a los web
crawlers y no al bot.
Manejo sencillo del comando: El usuario no deber´ıa de invertir demasiado
tiempo ni esfuerzo en ver procesada su consulta, para esto se requiere un disen˜o
eficaz que minimice el nu´mero de pasos a dar durante su ejecucio´n.
Respecto al bot de Scrapy
Evitar ataque de denegacio´n de servicio: La potencia que ofrece scrapy es
tal que si no se controla debidamente puede presentar un riesgo para los duen˜os de
las pa´ginas que son rastreadas. Para conseguirlo, habra´ que limitar las consultas
por segundo realizadas con los crawlers, evitando un posible ataque de denegacio´n
de servicio no intencionado.
Web crawler robusto: Un problema que a menudo surge a la hora de programar
una aran˜a es el hecho de que el contenido de las pa´ginas rastreadas puede cambiar
cada vez que se realiza algu´na modificacio´n (de disen˜o, por ejemplo) en las mismas.
Para minimizar el efecto que ello podr´ıa tener en nuestro rastreo, se deber´ıan
utilizar unas expresiones XPath eficaces y lo menos espec´ıficas posibles (a mayor
genericidad, mayor robustez).
Documentacio´n
Claridad y simpleza: La documentacio´n del proyecto y del co´digo debera´ presen-
tarse de forma sencilla y clara en caso de que en el futuro la aplicacio´n se expanda
o por si algu´n programador externo deseara realizar cambios por cualquier motivo.
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Configuracio´n
Archivos de configuracio´n para cada parte del proyecto: Hay varios para´me-
tros del bot y del crawler que pueden ser modificados y estos deber´ıan ser fa´cilmente
localizables y modificables. Para ello, se dispondra´ de un archivo de configuracio´n
para cada parte del proyecto.
2.2. Herramientas utilizadas
En esta seccio´n se muestra un listado de las herramientas utilizadas para el desarrollo
del proyecto.
PHP
Uno de los 3 lenguajes principales en los que esta´ desarrollado el proyecto, PHP es un
lenguaje de programacio´n que ha sido utilizado para crear todas las funcionalidades del
bot de Telegram, incluyendo las comunicaciones con los servicios de Microsoft Cognitive
Services y de api.ai.
cURL
Una biblioteca de PHP desarrollada por Daniel Stenberg. Permite la conexio´n y co-
municacio´n con distintos tipos de servidores y para hacerlo, soporta el uso de varios
protocolos y certificados.
Python
El segundo de los lenguajes principales del proyecto. Python se ha usado para codificar
el web crawler y tambie´n para los archivos de testeo del bot de Telegram.
Scrapy
El framework que se ha utilizado para crear el web crawler, scrapy es una herramienta
con una versatilidad enorme, desarrollada en Python y bien documentada en su pa´gina
web.
Planteamiento inicial 7
PHP longman telegram-bot
Una de las bibliotecas principales que se usan para desarrollar bots de Telegram. Contiene
las funcionalidades ba´sicas de un bot y esta´ preparado para ser extendido con cualquier
funcionalidad nueva, lo que lo convierte en la base principal sobre la que esta´ desarrollado
el proyecto.
Composer
Paquete utilizado para gestionar dependencias en PHP. Se configura a trave´s de un
archivo JSON para instalar y mantener actualizadas las bibliotecas de un proyecto. El
objetivo de usar este paquete es mantener actualizadas todas las bibliotecas usadas por
el bot de Telegram.
API de Microsoft Cognitive Services
Microsoft ofrece un potente paquete de servicios en relacio´n a la interaccio´n usuario-
ma´quina. Este proyecto utiliza el servicio Microsoft Cognitive Services, para convertir
archivos de audio a texto.
API de api.ai
API que ofrece crear lo que llama un “agente”, al que se le deben asignar unas reglas
de tratamiento de texto y un entrenamiento para que finalmente tenga la capacidad
de extraer la intencio´n de un texto (intent) e incluso distinguir la informacio´n clave o
relevante para la intencio´n detectada.
FFmpeg
Herramienta de conversio´n y editado de archivos de audio y v´ıdeo. Permite codificar,
decodificar, multiplexar, demultiplexar, filtrar, reproducir, etc, pra´cticamente todos los
formatos de audio y v´ıdeo conocidos.
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Image Magick
Un paquete de PHP que permite la creacio´n desde cero de varios tipos de archivos de
imagen. Permite crear efectos, aplicar filtros e incluso crear archivos GIF.
YAML
Se trata de un formato de serializacio´n de datos legible para el ser humano y en es-
te proyecto, se utiliza para crear los archivos de configuracio´n que contienen tanto la
configuracio´n para el entorno de desarrollo como el de produccio´n.
SQL
El tercero, aunque no menos importante lenguaje utilizado para el desarrollo del pro-
yecto. A pesar de que su presencia en el co´digo sea menor, es la herramienta utilizada
para intercomunicar las distintas partes del proyecto a trave´s de la base de datos.
MySQL
El sistema de gestio´n de bases de datos utilizado en este proyecto. MySQL ha permitido
la creacio´n de las tablas y la gestio´n de los datos guardados en el servidor. Aparte de las
tablas obtenidas del paquete de PHP longman telegram-bot, ha hecho falta la creacio´n
de tablas nuevas para gestionar el almacenamiento de los horarios.
Git
Software de control de versiones que aporta una mayor comodidad a la hora de actualizar
y mantener el co´digo de cualquier proyecto. La ayuda que ofrece Git marca en ocasiones
una diferencia tremenda en lo que a mantenimiento y supervisio´n de los archivos fuente
de un proyecto se refiere.
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Atom
El editor de texto utilizado en este proyecto. Entre las caracter´ısticas destacables de
Atom se encuentras su rapidez, el sistema de instalacio´n de paquetes de que dispone,
su disen˜o claro y atractivo y su integracio´n con los servicios de Git. Muestra en tiempo
real el estado de las ramas de los proyectos de Git que se hayan abierto.
Bitbucket
Servicio de guardado de proyectos de Git y Mercurial. Bitbucket ofrece crear y guardar
un ilimitado numero de proyectos, es ra´pido y se puede navegar por su interfaz de forma
intuitiva. Se ha elegido Bitbucket en lugar del ma´s popular Github para poder hacer uso
de repositorios privados de forma gratuita.
Sharelatex
Para redactar la memoria, se ha hecho uso del sistema de creacio´n y desarrollo de
proyectos en LaTeX que ofrece la pa´gina sharelatex.com.
Cacoo
Herramienta para la creacio´n de diagramas utilizada para generar muchas de las figuras
insertadas en la memoria del proyecto. Permite la creacio´n de todo tipo de esquemas y
diagramas, guarda´ndolos en la nube y pudiendo acceder a ella desde cualquier dispositivo
conectado a la red.
2.3. Arquitectura
En esta seccio´n se muestra lo referente a la arquitectura del bot de Telegram, su fun-
cionamiento y la del comando desarrollado, as´ı como la arquitectura del web crawler
creado con Scrapy.
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Bot de Telegram
Los requisitos para hacer funcionar un bot de Telegram ba´sico son disponer de un servidor
con Apache2 instalado y una de las bibliotecas disponibles para su desarrollo. El bot se
puede configurar para que gestione las solicitudes de los usuarios por medio de dos
enfoques distintos: polling y push. El primero se basa en que el bot realice consultas
constantemente para ver si el usuario ha enviado alguna peticio´n, generando un hilo de
comunicacio´n constante con el e´ste. Con el segundo, el bot y el usuario establecen una
conexio´n activa y cuando el usuario realiza alguna consulta, “avisa” al bot para que e´ste
la procese en cuanto la reciba. Dependiendo del tipo de bot que se quiera, habr´ıa que
tener una base de datos MySQL y/o un certificado SSL.
En este proyecto se utilizara´ un servidor con el paquete de desarrollo de bots PHP
longman telegram-bot (el bot estara´ programado en PHP) y el manejo de las peticiones
al servidor se hara´ mediante un webhook. Tambie´n se hara´ uso de una base de datos
MySQL para guardar la informacio´n relativa a los chats (en lo que al bot se refiere).
A continuacio´n, en la figura 2.1 se detalla un esquema del funcionamiento del bot de
Telegram.
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Figura 2.1: Esquema de la arquitectura de un bot de Telegram.
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Los mensajes que recibe el bot desde cualquier dispositivo, pasan primero por los ser-
vidores de Telegram. El servidor detecta que el bot esta´ registrado a un webhook, por
lo que manda el mensaje al servidor donde e´ste reside, y as´ı obtiene la respuesta que
corresponda devolver.
Los mensajes son enviados mediante el protocolo HTTPS que asegura la encriptacio´n
de los mismos y aporta un canal apropiado para este tipo de informacio´n sensible.
Adicionalmente, Telegram utiliza su propio protocolo para la encriptacio´n interna de los
mensajes, el protocolo MTProto.
Cuando la peticio´n de Telegram llega al servidor que custodia al bot, el inte´rprete de PHP
delega la gestio´n al paquete longman telegram-bot. Una vez en este punto, el paquete trata
el mensaje y busca la presencia de algu´n comando o utiliza los servicios de Microsoft
Cognitive Services y de api.ai para extraer la informacio´n relevante. En este paso se
necesita usar una herramienta de manipulacio´n de audio y v´ıdeo llamada FFmpeg con
el fin de evitar un problema de compatibilidad con los archivos de audio.
Microsoft Cognitive Services es utilizado en caso de recibir una nota de voz. Su propo´sito
es transformar la nota de voz en texto. Cuando el bot recibe texto, se utiliza el servicio de
api.ai para extraer una intencio´n (intent) y las palabras clave necesarias para procesar
la peticio´n.
Finalmente, cuando la la biblioteca termina de procesar el mensaje, genera una respuesta
utilizando la biblioteca de PHP Image Magick que devuelve al servidor de Telegram y
e´ste a su vez, env´ıa al usuario que dio´ comienzo a todo el proceso.
La utilizacio´n de FFmpeg para solucionar el problema de compatibilidad, as´ı como el
uso de ImageMagick para la muestra de resultados, son posteriores al planteamiento
inicial ya que surgieron por una necesidad o como una idea durante el desarrollo. Aun
as´ı, se incluyen en este apartado por la suma importancia que tienen en el proyecto y se
discutira´ su inclusio´n ma´s adelante.
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Web crawler de Scrapy
El funcionamiento del comando /ask requiere de una base de datos con informacio´n
actualizada de los horarios de Renfe. La obtencio´n de dicha informacio´n se consigue
mediante un web crawler, un bot disen˜ado para rastrear la pa´gina o pa´ginas web indicadas
y obtener de estas la informacio´n deseada.
La figura 2.2 muestra el esquema del funcionamiento del bot de Scrapy.
Figura 2.2: Esquema de la arquitectura del web crawler.
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Scrapy ofrece un sistema de creacio´n de aran˜as bastante sencillo, basta con instalar
Scrapy y crear un archivo .py en la carpeta spiders. Acto seguido se puede crear una
clase que extiende a una clase nativa de Scrapy: la clase Spider. Este archivo se encargara´
de descargar las pa´ginas deseadas y de procesarlas utilizando el me´todo parse que habra´
que definir.
Scrapy funciona con una pila que inicialmente contendra´ las pa´ginas que se quieran
procesar primero. A su vez, estas direcciones iniciales pueden ser exploradas para buscar
nuevas direcciones que podra´n ser an˜adidas a la pila. El me´todo parse que se defina
simplemente descargara´ las pa´ginas que se hayan an˜adido a la pila y las procesara´
utilizando expresiones XPath para extraer la informacio´n relevante de forma ra´pida y
precisa.
2.4. Alcance
El alcance del proyecto define la totalidad del trabajo necesario para terminar el pro-
yecto, en esta seccio´n se han separado los distintos requisitos encontrados y han sido
enumerados.
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Figura 2.3: Diagrama EDT del proyecto.
A excepcio´n del aprendizaje, no hay una secuencia concreta en la que se hayan realizado
las tareas.
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2.4.1. Aprendizaje
La tarea del aprendizaje contempla los intervalos de estudio por los que se ha tenido que
pasar para poder manejar de forma eficaz las herramientas utilizadas en el desarrollo del
proyecto.
A continuacio´n se muestra un diagrama EDT con los puntos que componen la tarea del
aprendizaje en este proyecto.
Figura 2.4: Diagrama EDT de la tarea del aprendizaje.
Junto al diagrama de la figura 2.4, estas tablas desglosan cada apartado del aprendizaje
para obtener una visio´n ma´s completa.
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Aprendizaje del paquete PHP longman telegram-bot
Duracio´n estimada 20 horas
Descripcio´n Aprender a utilizar los me´todos y el funcionamiento del pa-
quete para poder desarrollar comandos personalizados.
Recursos necesarios PHP, biblioteca longman telegram-bot, Atom, Navegador
Web.
Aprender a hacer consultas usando cURL
Duracio´n estimada 10 horas
Descripcio´n Aprender a realizar peticiones HTTP utilizando la biblioteca
cURL integrada con PHP.
Recursos necesarios Navegador Web, Atom, PHP.
Aprendizaje del lenguaje Python
Duracio´n estimada 30 horas
Descripcio´n Aprender a programar en Python, adquirir nociones de es-
tructuracio´n, uso de algoritmos ba´sicos y funciones nativas
del lenguaje.
Recursos necesarios Navegador Web, Atom, Python.
Aprendizaje del uso de Scrapy
Duracio´n estimada 20 horas
Descripcio´n Aprender a crear bots de Scrapy, a rastrear pa´ginas y a tra-
tarlas para obtener datos u´tiles.
Recursos necesarios Navegador Web, Atom, Python, Scrapy.
Aprendizaje del uso de las expresio´nes XPath
Duracio´n estimada 10 horas
Descripcio´n Aprender a utilizar las expresiones XPath para obtener los
objetos deseados dentro de un documento HTML.
Recursos necesarios Navegador Google Chrome y su consola JavaScript.
Planteamiento inicial 18
Aprendizaje del uso de la biblioteca FFmpeg
Duracio´n estimada 2 horas
Descripcio´n Aprender a utilizar las funciones de la biblioteca FFmpeg
con el fin de arreglar un problema de compatibilidad durante
la ejecucio´n del comando /ask.
Recursos necesarios Navegador Web, PHP, FFmpeg.
Aprendizaje del uso del paquete de PHP Image Magick
Duracio´n estimada 10 horas
Descripcio´n Aprender a utilizar las funciones de la biblioteca Image Ma-
gick con el fin de implementar la generacio´n de ima´genes
con el bot de Telegram.
Recursos necesarios Navegador Web, PHP, Image Magick.
Aprendizaje del lenguaje LaTeX
Duracio´n estimada 15 horas
Descripcio´n Aprender a crear documentos bien estructurados usando el
lenguaje LaTeX.
Recursos necesarios Navegador Web y cuenta en Sharelatex para hacer pruebas.
2.4.2. Gestio´n
La organizacio´n es el proceso de ordenado y secuenciacio´n de las partes del proyecto,
con el objetivo de que se realicen de forma eficaz.
El diagrama EDT de la figura 2.5 muestra los puntos que componen la tarea de la
organizacio´n.
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Figura 2.5: Diagrama EDT de la tarea de la gestio´n.
A continuacio´n, las tablas que desglosan los apartados de la gestio´n.
Planteamiento del proyecto
Duracio´n estimada 5 horas
Descripcio´n Plantear un esquema general del proyecto, valorando la via-
bilidad del desarrollo planteado basa´ndose en las tecnolog´ıas
disponibles.
Recursos necesarios Navegaro Web, papel y la´piz.
Organizacio´n de las partes principales y tareas del proyecto
Duracio´n estimada 5 horas
Descripcio´n Realizar una esbozo base de las distintas partes que compo-
nen el proyecto y de las tareas que habra´ que llevar a cabo
para desarrollarlas.
Recursos necesarios Papel y la´piz.
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Eleccio´n, instalacio´n y configuracio´n del software
Duracio´n estimada 7 horas
Descripcio´n Eleccio´n del software apropiado para el desarrollo y la ins-
talacio´n y configuracio´n de dicho software.
Recursos necesarios Navegador Web, software varios (los elegidos).
Tutor´ıas
Duracio´n estimada 20 horas
Descripcio´n Reunirse con el tutor para establecer las bases del proyec-
to, para realizar consultas informativas y pedir consejos de
cualquier tipo.
Recursos necesarios Papel y la´piz.
2.4.3. Captura de requisitos
Este apartado recoge la captura de los requisitos que se habra´n que cumplir utilizando
las herramientas elegidas durante el desarrollo del proyecto.
El diagrama EDT muestra los puntos que componen la tarea de la captura de requisitos.
Figura 2.6: Diagrama EDT de la tarea de la captura de requisitos.
A continuacio´n, las tablas que desglosan los apartados de la captura de requisitos.
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Casos de uso
Duracio´n estimada 2 horas
Descripcio´n Enumerar los casos de uso para los procesos que se lleven al
cabo al utilizar la aplicacio´n del proyecto.
Recursos necesarios Papel y la´piz.
Disen˜o de la conversacio´n
Duracio´n estimada 8 horas
Descripcio´n Realizar un esbozo del flujo de la conversacio´n que hay que
realizar para la ejecucio´n del comando /ask.
Recursos necesarios Papel y la´piz.
Disen˜o de las tablas de resultados
Duracio´n estimada 1 hora
Descripcio´n Disen˜ar una forma de mostrar los horarios lo ma´s clara y
sencillamente posible.
Recursos necesarios Papel y la´piz.
Modelo de dominio
Duracio´n estimada 5 horas
Descripcio´n Disen˜ar el modelo de dominio que mejor se adapte al pro-
yecto.
Recursos necesarios Navegador Web, papel y la´piz.
2.4.4. Ana´lisis y disen˜o
En este apartado, se detalla la planificacio´n a la hora de analizar el proyecto y disen˜ar
los distintos diagramas que se requieren.
El diagrama EDT muestra los puntos que componen la tarea del ana´lisis y disen˜o.
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Figura 2.7: Diagrama EDT de la tarea del ana´lisis y disen˜o.
A continuacio´n, las tablas que desglosan el apartado.
Diagrama de estados
Duracio´n estimada 5 horas
Descripcio´n Disen˜o y construccio´n del diagrama de estados que atan˜e al
proyecto.
Recursos necesarios Papel y la´piz.
Diagrama de clases
Duracio´n estimada 5 horas
Descripcio´n Disen˜o y construccio´n del diagrama de clases que atan˜e al
proyecto.
Recursos necesarios Papel y la´piz.
Diagramas de secuencia
Duracio´n estimada 8 horas
Descripcio´n Disen˜o y construccio´n de los diagramas de secuencia que
desglosan la secuencia de ejecucio´n del bot.
Recursos necesarios Papel y la´piz.
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2.4.5. Implementacio´n y desarrollo
Este apartado contiene los detalles sobre la implementacio´n y el desarrollo del proyecto.
El diagrama EDT muestra los puntos que componen la tarea de la implementacio´n y
desarrollo.
Figura 2.8: Diagrama EDT de la tarea de la implementacio´n y desarrollo.
Se han dividido las tablas en 2 sub-apartados, a saber, la implementacio´n y desarrollo
del bot de Telegram y la implementacio´n y desarrollo del web crawler.
Implementacio´n y desarrollo del bot de Telegram
A continuacio´n, las tablas que desglosan el desarrollo e implementacio´n del bot de Tele-
gram.
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Comando /ask
Duracio´n estimada 60 horas
Descripcio´n Implementacio´n y desarrollo del comando /ask que englo-
ba el uso de gran parte de las tecnolog´ıas utilizadas en el
proyecto.
Recursos necesarios PHP, biblioteca longman telegram-bot, base de datos con in-
formacio´n u´til, cuentas en las pa´ginas de los proveedores de
los servicios de Microsoft Cognitive Services y api.ai, FFm-
peg, Image Magick, MySQL, Atom.
Implementacio´n y desarrollo del web crawler
A continuacio´n, las tablas que desglosan el desarrollo e implementacio´n del web crawler.
Tablas personalizadas en la base de datos
Duracio´n estimada 2 horas
Descripcio´n Implementacio´n de las tablas personalizadas en la base de
datos.
Recursos necesarios MySQL.
Web crawler
Duracio´n estimada 30 horas
Descripcio´n Implementacio´n y desarrollo del web crawler, verificando que
las pa´ginas rastreadas no cambian con frecuencia y que las
expresiones XPath son robustas.
Recursos necesarios Python, Scrapy, MySQL.
2.4.6. Test
Este apartado contiene los detalles sobre los test realizados con las distintas partes del
proyecto para verificar su funcionamiento y robustez.
El diagrama EDT muestra los puntos que componen la tarea de la realizacio´n de test.
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Figura 2.9: Diagrama EDT de la tarea del testeo.
A continuacio´n, las tablas que desglosan los apartados de la fase de testeo.
Test con el bot de Telegram
Duracio´n estimada 20 horas
Descripcio´n Test realizados al bot de Telegram durante el desarrollo pa-
ra asegurar el funcionamiento correcto y detectar posibles
errores de cualquier tipo.
Recursos necesarios Aplicacio´n de Telegram de escritorio y de Smartphone, PHP,
biblioteca longman telegram-bot, base de datos con informa-
cio´n u´til, cuentas en las pa´ginas de los proveedores de los
servicios de Microsoft Cognitive Services y api.ai, FFmpeg,
Image Magick, MySQL, Atom.
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Test con la consola de tg-cli y el wrapper Python-tg
Duracio´n estimada 10 horas
Descripcio´n Preparacio´n y prueba de una serie de casos de uso, que me-
diante wrapper Python-tg y tg-cli se comunican con el bot
automa´ticamente y comprueban que se comporta de la for-
ma esperada.
Recursos necesarios Python, tg-cli, wrapper Python-tg, Aplicacio´n de Telegram
de escritorio y de Smartphone, PHP, biblioteca longman
telegram-bot, base de datos con informacio´n u´til, cuentas
en las pa´ginas de los proveedores de los servicios de Mi-
crosoft Cognitive Services y api.ai, FFmpeg, Image Magick,
MySQL, Atom.
Test con el web crawler
Duracio´n estimada 10 horas
Descripcio´n Test realizados al web crawler para asegurar el funciona-
miento correcto y detectar posibles errores de cualquier tipo.
Recursos necesarios Python, Scrapy, MySQL.
2.4.7. Documentacio´n
Aqu´ı de desglosan las tareas de documentacio´n del proyecto.
El diagrama EDT muestra los puntos que componen la tarea de la documentacio´n.
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Figura 2.10: Diagrama EDT de la tarea de la documentacio´n.
A continuacio´n, las tablas que desglosan los apartados de la fase de documentacio´n.
Bibliograf´ıa
Duracio´n estimada 5 horas
Descripcio´n Bu´squeda de referencias al material utilizado a la hora de
redactar la memoria final del proyecto.
Recursos necesarios Navegador web, editor de LaTeX.
Figuras y tablas
Duracio´n estimada 15 horas
Descripcio´n Creacio´n de las figuras y tablas utilizadas en la memoria
final del proyecto.
Recursos necesarios Navegador web, editor de LaTeX, Cacoo.
Memoria final de proyecto
Duracio´n estimada 32 horas
Descripcio´n Redaccio´n de la memoria final del proyecto. Se trata de la
organizacio´n y cristalizacio´n de las ideas y desarrollos reali-
zados en un documento final.
Recursos necesarios Navegador web, editor de LaTeX.
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2.4.8. Despliegue
Aqu´ı de desglosan las tareas de despliegue del proyecto.
El diagrama EDT muestra los puntos que componen la tarea del despliegue.
Figura 2.11: Diagrama EDT de la tarea del despliegue.
A continuacio´n, las tablas que desglosan los apartados de la fase de despliegue.
Configuracio´n del servidor de produccio´n
Duracio´n estimada 5 horas
Descripcio´n Instalacio´n y configuracio´n del software utilizado en el ser-
vidor de produccio´n.
Recursos necesarios Conexio´n a bots.ikasten.io (servidor).
Subida perio´dica de datos
Duracio´n estimada 2 horas
Descripcio´n Subida perio´dica del co´digo y base de datos al servidor de
produccio´n.
Recursos necesarios Conexio´n a bots.ikasten.io (servidor).
2.5. Planificacio´n temporal
En la figura 2.12 se muestran las dependencias y duraciones de las tareas previamente
mencionadas, que ma´s tarde servira´n para la creacio´n de un diagrama Gantt que muestre
de forma clara la planificacio´n del proyecto.
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Figura 2.12: Resumem del alcance temporal.
Una vez que se tiene una visio´n general de las tareas del proyecto agrupadas en divisiones
de fa´cil distincio´n, se procedera´ a la construccio´n de un diagrama de Gantt para la
distribucio´n de dichas tareas en el tiempo, dentro de los l´ımites de inicio y final de la
realizacio´n del proyecto.
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Figura 2.13: Diagrama de Gantt.
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Como puede apreciarse en la Figura 2.12, la suma total de horas de trabajo requeridas
para completar este proyecto es de 379 horas. La fecha de inicio del proyecto esta´ marcada
a 1 de Enero de 2017 y la de finalizacio´n a 22 de Junio del mismo an˜o, por lo que
suponiendo una jornada laboral de 20 horas semanales:
Meses ∗ Semanas ∗Horas semanales = 6,6 ∗ 4 ∗ 20 = 528 horas (2.1)
A las que restando una estimacio´n de 50 horas en fines de semana, festivos y dema´s
posibles acontecimientos:
528 − 50 = 478 horas (2.2)
Si se compara el resultado con la suma total de horas obtenida en la tabla del alcance
temporal, se obtiene que hay tiempo suficiente para completar el proyecto en el tiempo
estipulado.
Cap´ıtulo 3
Captura de requisitos
En este cap´ıtulo se detallan los requisitos que se deben cumplir con respecto al bot de
Telegram y al web crawler con el objetivo de conseguir la ma´xima satisfaccio´n por parte
del usuario proporcionando facilidad de uso y simpleza a la hora de mostrar resultados.
3.1. Jerarqu´ıa de actores
El bot de este proyecto tiene como objetivo ser un bot de a´mbito pu´blico, por lo que
en la jerarqu´ıa de actores se podra´ distinguir un u´nico tipo de usuario. Sin embargo, el
paquete de longman telegram-bot distingue dos tipos de usuarios, el usuario normal y el
administrador, por lo que la jerarqu´ıa de actores de este proyecto contemplara´ a ambos
tipos de usuarios.
Figura 3.1: Jerarqu´ıa de actores.
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3.2. Casos de uso
Los casos de uso de la figura 3.2 muestran las distintas acciones que puede realizar un
usuario. Se distinguira´n dos comandos: el comando /ask y el comando /cancel.
Figura 3.2: Casos de uso.
/ask : Al ejecutar este comando se iniciara´ una conversacio´n con el bot, el cual
tratara´ de obtener los datos necesarios para realizar una consulta de horarios. El
bot comenzara´ pidiendo al usuario el origen y destino de su consulta, sugirie´ndole
que puede tanto escribirlos como comunicarlos por medio de una nota de voz. La
interaccio´n con este bot pretende utilizar un lenguaje natural en lugar de rellenar un
formulario. Esto facilita el uso del bot a los usuarios de cualquier edad y tambie´n
proporciona velocidad en caso de no estar en un buen momento para rellenar
campos de texto en un formulario.
/cancel : La ejecucio´n de este comando implica la cancelacio´n de cualquier otro
comando que pudiera estar en curso. Aunque el comando /ask va a tener pocos
estados en la mayor´ıa de los casos, la existencia de una comando para cancelar
toda actividad es siempre u´til.
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3.3. Disen˜o del web crawler
En lo referente al web crawler, se ha disen˜ado para que la informacio´n de los horarios se
haga de forma poco agresiva para las pa´ginas web objetivo, configurando un retardo de
1 segundo entre cada peticio´n realizada. Las expresio´nes XPath se han disen˜ado da´ndole
importancia a la robustez en la medida de lo posible, para que en caso de que haya
modificaciones en el co´digo fuente de las pa´ginas, se minimice el impacto en los datos
recogidos (aunque si hay cambios en la estructura general o los cambios son muy grandes,
es inevitable tener que reajustar los spider).
3.4. Disen˜o de los resultados
Cuando el bot haya conseguido todos los datos necesarios para una consulta y e´sta sea
una consulta va´lida, e´ste enviara´ una imagen generada mediante la biblioteca de PHP
Image Magick (o Imagick) con una disposicio´n de los datos en forma de tabla. El disen˜o
intenta parecerse en lo ma´ximo a las tablas de horarios de la mayor´ıa de empresas de
transporte pu´blico. El disen˜o inicial ha sido realizado a bol´ıgrafo en una hoja y ma´s
tarde implementado y sometido a varios ajustes para una mayor claridad.
Existen dos tipos de tablas: tablas de viajes lineales y tablas de viajes con transbordo.
El disen˜o realizado en papel se corresponde u´nicamente con el primer tipo, mientras
que el segundo ha surgido an˜adiendo ma´s campos de datos y un campo de cabecera al
mismo.
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Figura 3.3: Prototipo sencillo de la tabla de resultados sin transbordo.
3.5. Modelo de dominio
El modelo de dominio se utiliza para la representacio´n conceptual de las entidades de
un proyecto con sus atributos, y mostrando las relaciones entre e´stas. En la figura 3.4
se muestra el modelo de dominio del proyecto.
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Figura 3.4: Modelo de dominio del proyecto.
Ahora se describira´n las entidades del modelo de dominio para una mayor comprensio´n
del esquema:
Usuario
Todo aquel cliente de Telegram que utiliza el bot. Los comandos que puede usar le
permiten solicitar horarios de transporte pu´blico y contiene informacio´n relativa a su
cuenta de Telegram, tales como el nombre, apellido, numero de tele´fono y un identificador
u´nico que lo diferencia de los dema´s usuarios.
Horario
Una agrupacio´n de datos referentes a lo que se asocia conceptualmente como un horario.
La informacio´n que contiene lo describe y debe tener un origen, un destino y una fecha. Se
ha an˜adido una dato llamado servicio que hace referencia a la compan˜´ıa que proporciona
dicho horario, la cual estara´ asociada a un medio de transporte pu´blico.
Servicio
Cada horario esta´ asociado a una compan˜´ıa de tansporte pu´blico de la cual se habra´
obtenido. La entidad servicio contiene el nombre de la compan˜´ıa y el medio de transporte
que utiliza para sus viajes.
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Spider
La entidad spider hace referencia a un web crawler que estara´ al cargo de mantener
actualizada la informacio´n de los horarios de un servicio en la base de datos. Cada
spider tiene un nombre y unas URLs asociadas a la pa´gian web de la empresa de la cual
obtiene la informacio´n. Actualmente hay un spider encargado de rastrear la informacio´n
de los horarios de tren de Renfe Cercan´ıas en Bilbao.
Viaje
Un horario esta´ compuesto de varias entidades viaje. La entidad viaje describe cada una
de las filas de un horario, as´ı como uno de los viajes que se muestra en un horario con un
origen y un destino, en una fecha determinada. Cada entidad viaje engloba informacio´n
relativa a dicho viaje, as´ı como el origen, el destino, la fecha, el servicio, la hora de salida,
la hora de llegada, la l´ınea, el transbordo (si lo hay) y el tiempo de viaje. En caso de
haber transbordo, tambie´n existira´ la hora de llegada y de salida y la l´ınea de la parte
del viaje tras realizar dicho transbordo.
Cap´ıtulo 4
Ana´lisis de antecedentes
Para la consulta de horarios de transporte pu´blico, existen hoy en d´ıa una serie de apli-
caciones web que son desarrolladas por las empresas responsables de ofrecer el servicio
de transporte. El problema es que su acceso desde dispositivos mo´viles puede ser lento
y engorroso por el hecho de acceder a ellas a trave´s de un navegador web y por que a
menudo, requieren completar formularios que en una situacio´n de mucha prisa no son
nada convenientes.
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Figura 4.1: Aplicacio´n web de Renfe Cercan´ıas en Bilbao.
Por otra parte, existen aplicacio´nes para dispositivos mo´viles pero cada empresa tiene
su propia aplicacio´n. Esto significa que si se quiere viajar en autobu´s por Bizkaia, ha
de instalarse alguna de las aplicaciones que ofrezca el servicio, sin embargo, si se va
a realizar un viaje que cruce varias regiones, es posible que haya que instalarse varias
aplicaciones.
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Figura 4.2: Aplicacio´n para dispositivos mo´viles de Renfe Cercan´ıas en Bilbao.
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Con el bot de Telegram de este proyecto, se pretende unificar los servicios de varias
empresas, sin tener que instalarse ninguna aplicacio´n particular (solo hay que tener
instalada la aplicacio´n de Telegram). Esto ofrece al usuario una comodidad y rapidez
dif´ıciles de alcanzar mediante el me´todo tradicional de buscar las aplicaciones de cada
empresa y aprender como se usa cada una.
A fecha de la redaccio´n de la memoria del proyecto, el bot incluye soporte para los
horarios de Renfe Cercan´ıas en la zona de Bilbao, pero el co´digo fuente esta´ disen˜ado
para que la integracio´n de nuevos servicios requieran u´nicamente el desarrollo de nuevos
web crawlers, lo cual hace que el proceso sea relativamente fa´cil.
Cap´ıtulo 5
Ana´lisis y disen˜o
En esta seccio´n se mostrara´n tres diagramas fundamentales en todo proyecto. El diagra-
ma de secuencia, el diagrama de clases y el diagrama de estados.
Para poder disen˜ar los mecanismos utilizados por un bot a la hora de mantener una
conversacio´n, se va a analizar lo que es una conversacio´n y a explicar brevemente el
concepto de ma´quina de estados.
5.1. Conversacio´n
Una conversacio´n es el dia´logo entre dos o ma´s sistemas que intervienen alternativamente
intercambiando informacio´n. En el a´mbito de los chatbot se pueden diferenciar tres
estados distintos de una conversacio´n, a saber, una conversacio´n activa, una parada
y una cancelada.
Una conversacio´n se podr´ıa asimilar con el comando de un chatbot. En cuanto el usuario
ejecuta el comando, se inicia un intercambio de informacio´n entre e´ste y el bot con el fin
de obtener los resultados de dicho comando.
Conversacio´n activa
Se trata de toda aquella conversacio´n que se encuentra en mitad del proceso de dia´logo,
sin que ninguno de los participantes la haya dado por concluida.
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Conversacio´n parada
Cuando un usuario inicia una conversacio´n mediante la ejecucio´n de un comando y tras
una serie de intercambios, el usuario obtiene los resultados deseados, se dara´ el caso en
que o bien el propio bot de´ por concluida la conversacio´n, o que el propio usuario sea el
que lo indique. Llegada a este punto, la conversacio´n cambiara´ al estado de parada.
Conversacio´n cancelada
Parecido al caso de la conversacio´n parada, la diferencia radica en que en este caso, el
usuario ha decidido cancelar la conversacio´n antes de concluirla, por lo que la conversa-
cio´n, en lugar de concluir (pararse) se cancela.
Figura 5.1: Muestra los estados de una conversacio´n y las diferencias entre una con-
versacio´n activa y parada.
En la figura 5.1 no se ha an˜adido el caso que muestra una conversacio´n cancelada.
Para ello simplemente habr´ıa que tomar el mismo caso y cambiar el punto en que el
usuario env´ıa datos por segunda vez por uno en el que el usuario env´ıa la orden de
ejecutar el comando /cancel. El chatbot mandar´ıa la orden al servidor y e´ste lo llevar´ıa
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a cabo, terminando la conversacio´n en mitad de la ejecucio´n y cambiando el estado de
la conversacio´n al de una conversacio´n cancelada.
5.2. Ma´quina de estados
Una ma´quina de estados es un modelo de comportamiento de un sistema que funciona
mediante entradas y salidas. Lo que lo diferencia de otros sistemas similares, es que las
salidas no so´lo dependen de las entradas actuales, sino que pueden depender tambie´n de
entradas ma´s antiguas.
La capacidad de poder guardar datos sobre el histo´rico de entradas para mantenerlos y
utilizarlos durante la conversacio´n es imprescindible en una ma´quina de este tipo. Para
conseguirlo, el bot utilizara´ un objeto asociado a cada conversacio´n llamado notes o las
notas de la conversacio´n.
Gracias al guardado de esta informacio´n, cada vez que se ejecuta el comando en cual-
quiera de los pasos intermedios, el bot puede procesar la informacio´n de estas notas para
poder avanzar al siguiente paso de la conversacio´n.
5.3. Diagrama de estados
El diagrama de estados define el flujo de estados del bot de Telegram durante la ejecucio´n
del comando /ask. En el diagrama de estados de la figura 5.2, se puede apreciar que el
objetivo del chatbot es obtener la informacio´n relativa a la consulta de horarios que el
usuario quiere realizar.
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Figura 5.2: Diagrama de estados del chatbot.
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Como se puede apreciar en el diagrama de estados, el bot puede llegar a pasar por un
u´nico estado antes de mostrar los resultados. En caso de no obtener el origen y el destino
la primera vez que los pide o cuando haya ma´s de una posibilidad de transporte, sera´
cuando tenga que pasar por otros estados.
5.4. Diagrama de clases
Un diagrama de clases muestra la estructura de un sistema, mostrando las clases, sus
me´todos y atributos, y las relaciones entre estas en un diagrama.
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Figura 5.3: Diagrama de clases.
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Figura 5.4: Diagrama de clases. (clase Request)
La clase principal del diagrama de las figuras 5.3 y 5.4 es la clase AskCommand, que
es la que contiene todo el co´digo desarrollado para el bot del proyecto. El resto de
clases son clases de la biblioteca longman telegram-bot que sirven para varios propo´sitos,
desde generar menu´s como parte de las respuestas al usuario hasta gestionar la propia
conversacio´n y almacenar las notas utilizadas en la estructura de la ma´quina de estados.
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5.5. Diagramas de secuencia
Un diagrama de secuencia es un diagrama de comportamiento que modela la interaccio´n
a trave´s del tiempo entre dos o ma´s objetos durante la ejecucio´n de un proceso.
Los diagramas de secuencia mostrados a continuacio´n se corresponden a dos casos de
uso distintos para mostrar los distintos estados por los que pasa el bot si se presentan
distintos flujos de conversacio´n.
En el primero (figuras 5.5 y 5.6), el usuario ejecuta el comando y cuando el bot le pide
el origen y destino, e´ste env´ıa al bot una nota de voz del tipo: “quiero viajar desde
[ORIGEN]”. El bot convierte la nota de voz a texto utilizando los servicios de Microsoft
Cognitive Services y acto seguido, procesa el texto mediante el servicio de api.ai. Por
medio de estas operaciones detecta un origen y pasa a validarlo con e´xito. Como le falta
un destino procede a ped´ırselo al usuario y e´ste env´ıa el destino, esta vez en formato de
texto.
El bot procesa el texto y valida el destino detectado tambie´n con e´xito por lo que pasa a
realizar un consulta con los datos obtenidos con el fin de detectar los tipos de transporte
asociados a ese origen y destino. Como el bot detecta que so´lo tienen el tren asociado, pasa
directamente a analizar los datos de la consulta para determinar el rango de informacio´n
que aparecera´ en la imagen que enviara´ como resultado (la imagen contendra´ un ma´ximo
de 16 filas y si el usuario quiere ver las filas siguientes, debera´ hacerlo mediante los
botones de navegacio´n que aparecera´n junto con la imagen). El usuario pulsa el boto´n
de “Siguiente” y el bot procede a enviarle una nueva imagen con nuevas filas en ella.
Finalmente el usuario pulsa el boto´n “FINALIZAR” para comunicarle al bot que ha
terminado su consulta. El bot termina la conversacio´n y se despide del usuario.
Los estados por los que pasa el bot son:
Estado 1
El bot ha iniciado la ejecucio´n del comando /ask y esta´ a la espera de obtener el origen
y el destino por parte del usuario por primera vez.
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Estado 2
El bot tiene el origen pero no el destino por lo que cambia de estado al estado de espera
hasta obtener el destino.
Estado 3
El bot ha mandado los resultados al usuario y esta´ a la espera de que el usuario le
pida pasar de pa´gina (si es que puede) o que le diga que ha terminado de consultar la
informacio´n.
Figura 5.5: Diagrama de secuencia 1. El bot obtiene la informacio´n de la consulta en
dos pasos antes de mostrar los resultados.
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Figura 5.6: Diagrama de secuencia 1 (continuacio´n). El usuario avanza una pa´gina en
los resultados antes de finalizar la conversacio´n.
En la figuras 5.7 y 5.8, la situacio´n es similar al anterior caso de uso. La primera vez
que manda informacio´n al bot, en lugar de mandar un audio con una frase, el usuario
menciona el nombre del lugar y nada ma´s. Esto provoca que el bot sea incapaz de detectar
un origen o un destino pero no impide que sepa que se trata de un nombre que e´ste tiene
en la base de datos, por lo que procede a preguntarle al usuario si el nombre mencionado
es su origen o su destino. El usuario entonces elige la opcio´n “Destino” y el bot procede
a pedirle el origen tras validar dicho destino. El usuario comunica al bot el origen v´ıa
texto y tras validarlo y realizar la consulta a la base de datos, el bot detecta ma´s de un
transporte compatible con esa combinacio´n de origen y destino. Se muestran al usuario
las opciones de transporte disponibles y se le pide que seleccione una. Cuando el usuario
selecciona “TREN” el chatbot procede a procesar el resultado de la consulta con la base
de datos para obtener el rango de informacio´n del primer resultado, genera la imagen,
y la env´ıa. Una vez ma´s, el usuario quiere pasar a la siguiente pa´gina y tras hacerlo
termina la consulta de horarios.
Los estados por los que pasa el bot son:
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Estado 1
El bot ha iniciado la ejecucio´n del comando /ask y esta´ a la espera de obtener el origen
y el destino por parte del usuario por primera vez.
Estado 2
El bot no sabe si lo que le ha dicho el usuario es un origen o un destino y pasa a la
espera de su respuesta.
Estado 3
El bot tiene el destino pero no el origen por lo que cambia de estado al estado de espera
hasta obtener el origen.
Estado 4
El bot detecta ma´s de un transporte compatible con la consulta del usuario, por lo que
le muestra las opciones y cambia de estado a la espera de que el usuario seleccione un
transporte.
Estado 5
El bot ha mandado los resultados al usuario y esta´ a la espera de que el usuario le
pida pasar de pa´gina (si es que puede) o que le diga que ha terminado de consultar la
informacio´n.
Ana´lisis y disen˜o 53
Figura 5.7: Diagrama de secuencia 2. El bot necesita tres pasos para obtener el origen
y el destino.
Ana´lisis y disen˜o 54
Figura 5.8: Diagrama de secuencia 2 (continuacio´n). El usuario tiene que elegir un
transporte antes de ver los resultados, avanza una pa´gina y finaliza la conversacio´n.
Cap´ıtulo 6
Desarrollo
En esta seccio´n se van a detallar los pasos seguidos a la hora de desarrollar la aplicacio´n de
este proyecto as´ı como los percances encontrados y las pautas seguidas para resolverlos.
El desarrollo estara´ separado en dos partes, siendo la primera el desarrollo del web
crawler y la segunda el desarrollo del chatbot de Telegram.
En te´rminos generales, puede decirse que primero se termino´ de desarrollar el web crawler
(a pesar de que ma´s tarde sufrir´ıa algunas modificaciones) y despue´s el chatbot. Sin
embargo, antes de empezar a desarrollar el web crawler se exploraron los mecanismos
con los que funciona el chatbot llegando a desarrollar un bot de prueba que se utilizar´ıa
de gu´ıa y sobre el que se desarrollar´ıa el chatbot en su versio´n a d´ıa de escribir la memoria
del proyecto.
6.1. Necesidades del cliente
Antes de explicar las dos partes del desarrollo, conviene tener una visio´n de los reque-
rimientos mı´nimos que el bot deber´ıa cumplir, ya que fueron discutidos con el fin de
desarrollar el proyecto poniendo e´nfasis en llevarlos a cabo.
E´stas necesidades son: la facilidad que debe tener el bot al ser utilizado y la ampliacio´n
progresiva de opciones de transporte con el fin de unificar poco a poco todos los horarios
de las principales empresas de transporte pu´blico en una sola aplicacio´n.
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Facilidad de uso del chatbot
Una de las principales caracter´ısticas de este proyecto es que se trata de un bot de uso
pu´blico y lo que esto requiere es que su utilizacio´n sea lo ma´s co´moda posible. Es por
esta razo´n que se hayan elegido tecnolog´ıas para el tratamiento del lenguaje natural y
disen˜ado un flujo de conversacio´n simple.
Capacidad de integraciones futuras de transportes
El chatbot incluye actualmente los horarios de Renfe Cercan´ıas de la zona de Bilbao
pero en el futuro habra´ que an˜adirle ma´s opciones, por ello el chatbot debe de estar
programado para manejar la conversacio´n con la premisa de que existen varias opciones
de transporte en la base de datos y que es posible que una combinacio´n de origen y
destino pueda coincidir en varios transportes pu´blicos. Gracias a este sistema, en el
futuro, el bot ofrecera´ varias posibilidades al usuario.
6.2. Desarrollo de la base de datos
La biblioteca de PHP longman telegram-bot incluye una base de datos que es utilizada
para el manejo y almacenamiento de los mensajes y chats en los que el chatbot participa.
A pesar de la gran utilidad de esa base de datos, se requer´ıa an˜adir ma´s tablas para
guardar los horarios. La figura 6.1 muestra las tablas propias de la biblioteca longman
telegram-bot y la figura 6.2 muestra las tablas creadas durante el desarrollo del proyecto.
Las tablas necesarias para manejar la informacio´n rastreada por los web crawlers son la
tabla de servicios, la de lugares y la de viajes. A continuacio´n se detallara´ brevemente
la funcio´n de cada tabla.
Tabla servicios
En esta tabla se almacenan los identificadores de los servicios que vaya a utilizar el bot
junto con el identificador del medio de transporte que ofrece dicho servicio. Cuando en
el futuro se vaya a an˜adir un nuevo servicio mediante la creacio´n de un nuevo spider,
habra´ que incluir la informacio´n del mismo en esta tabla.
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Tabla lugares
Esta tabla almacena una lista de los lugares (origenes y destinos) que hay relacionados
con un servicio. Se utiliza en el proceso de validacio´n del origen y destino durante la
conversacio´n.
Tabla viajes
La tabla que esencialmente contiene los horarios. Cada fila de esta tabla contiene infor-
macio´n referente a un viaje ofrecido por un servicio y con los datos de origen, destino,
tiempo de viaje, etc, necesarios para formar una fila de la tabla de horarios que se
mostrara´ al usuario como resultado.
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Figura 6.1: Diagrama entidad relacio´n de las tablas de la base de datos correspon-
dientes a la biblioteca longman telegram-bot.
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Figura 6.2: Diagrama entidad relacio´n de las tablas nuevas creadas para almacenar
los horarios.
6.3. Desarrollo del web crawler
Ahora se procedera´ a explicar los detalles de la implementacio´n del web crawler. Lo pri-
mero que se hizo fue programar un spider sencillo que lo u´nico que hiciese fuese guardar
las pa´ginas que se le ordenara descargar. Una vez entendida la meca´nica ba´sica con la
que funcionaba, se procedio´ a buscar la pa´gina de alguna empresa de transporte pu´bli-
co para intentar descargar los datos necesarios. Se eligio´ la pa´gina de Renfe Cercan´ıas
de Bilbao por haber encontrado en ella una direccio´n que mostraba exclusivamente el
formulario para realizar consultas de horarios.
Cabe destacar que al empezar a hacer pruebas de peticiones a Renfe con el co´digo,
se detecto´ que el archivo robots.txt de la pa´gina no permit´ıa el acceso al bot. Para
solucionarlo simplemente se cambio´ la configuracio´n del spider para que ignorase los
archivos robots.txt de las pa´ginas. Esta pra´ctica no es recomendable, y u´nicamente se
hizo con propo´sitos educativos.
Una vez examinada la web, se procedio´ a desarrollar un sistema que visitara la pa´gina
y que generase una consulta con cada combinacio´n de origen y destino disponible en los
selectores de su formulario. El resultado fue que se puso en cola una cantidad enorme de
pa´ginas (puesto que cada vez que se env´ıa el formulario con una combinacio´n an˜ade una
direccio´n a la cola) y al ejecutar el spider comenzo´ a aparecer en la consola much´ısima
informacio´n. Esto genero´ la preocupacio´n de que, al trabajar Scrapy tan deprisa y al
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tener una cantidad tan grande de pa´ginas que visitar en un mismo dominio, el programa
pudiese interferir con el servicio ofrecido por las empresas a causa de una sobrecarga de
peticiones. Esto pod´ıa resultar en un bloqueo por IP al spider por parte de la pa´gina,
lo que ser´ıa un problema mayor y a tener en cuenta con las webs de los futuros servicios
que se consultasen.
La solucio´n fue simple, se an˜adio´ un retardo al spider, de manera que tuviese que esperar
3 segundos entre cada peticio´n. Con todo se analizaron las pa´ginas que ten´ıa que procesar
el spider para encontrar posibles diferencias en los datos desplegados en las distintas
combinaciones de origen y destino. Al hacerlo, se detectaron dos variantes de tabla de
resultados: las tablas en las que el viaje no inclu´ıa un transbordo y las que s´ı.
Al haber encontrado la opcio´n del transbordo para los viajes, se tuvo que modificar la
base de datos para que las entradas de la tabla de viajes contemplasen la posibilidad de
incluir transbordos.
Con la base de datos modificada, se pudieron realizar las primeras pruebas. Primero
hubo que estudiar el funcionamiento de las expresiones XPath, que son las utilizadas por
Scrapy para obtener los objetos de la estructura de los documentos HTML. Utilizando
estas expresiones, se desarrollo´ la funcio´n parse table, que ser´ıa la encargada de procesar
las pa´ginas con tablas de horarios de la cola.
Cada vez que una tabla es procesada, la funcio´n parse table genera un objeto Viaje por
cada fila de la tabla y se la pasa a la clase ViajePipeline en el archivo pipelines.py.
Finalmente, la clase ViajePipeline procesa cada Viaje para validarlo y meterlo en la
base de datos.
Tras finalizar de desarrollar el co´digo del spider, se procedio´ a realizar pruebas para
detectar errores y determinar algunos aspectos de la ejecucio´n del web crawler. Despue´s
de muchos cambios para arreglar errores y dema´s ajustes, al probar el spider en conjunto
con el chatbot (una vez que el chatbot fue desarrollado), se opto´ por configurar el spider
con un retardo de 1 segundo entre cada peticio´n para reducir el tiempo de ejecucio´n y
tambie´n se eligio´ rastrear los horarios de un u´nico d´ıa, con la condicio´n de que el spider
fuese ejecutado todos los d´ıas.
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Cuando se iba a ejecutar el web crawler en el servidor de la universidad, surgieron algunos
problemas con los permisos. Por una parte, se necesito´ la ayuda del director para instalar
el software necesario, ya que por motivos de seguridad, so´lo e´l pod´ıa instalarlo.
Por otra parte, se decidio´ ejecutar el crawler de Scrapy todos los d´ıas a las dos de la
man˜ana y para ello, se har´ıa uso del administrador de procesos en segundo plano: cron.
El problema era que en un principio no se ejecutaba el trabajo, por lo que se trato´ de
cambiar el comando e incluso se creo´ un script para hacerlo. Finalmente, se dedujo que el
problema estaba una vez ma´s en los permisos y tras consultarlo con Juanan, el problema
fue solucionado.
6.4. Desarrollo del chatbot
El desarrollo de la parte principal del proyecto, en esta seccio´n se documentara´n las
pautas seguidas y los problemas encontrados, as´ı como la resolucio´n los mismos durante
el desarrollo del bot de Telegram del TFG.
Como ya se ha comentado, lo primero que se hizo fue estudiar el funcionamiento de los
chatbots de la biblioteca longman telegram-bot y desarrollar un pequen˜o comando co-
piando parte del co´digo de uno de los comandos predeterminados. El comando realizaba
una encuesta al usuario y al final de ella, mostraba los datos introducidos en la encues-
ta. Este comando resulto´ ser muy u´til ya que manejaba distintos tipos de datos como
ima´genes y texto, as´ı como distintos tipos de me´todos de entrada, como la escritura
directa en la barra del chat o la seleccio´n de uno de los botones mostrados en el teclado
de Telegram.
Tras el desarrollo del spider de Scrapy, se procedio´ a mantener una reunio´n con el direc-
tor del proyecto para determinar las bases del comportamiento del chatbot que se quer´ıa
implementar. Con la estructura de la base de datos definida y el web crawler imple-
mentado, se procedio´ a desarrollar un comando simple para el chatbot que se asemejar´ıa
mucho al comando de la encuesta, cambiando los datos de la encuesta por los datos que
se necesitar´ıan a la hora de realizar la consulta final para solicitar un horario.
El comando (que fue denominado /ask) ten´ıa en este punto la estructura ba´sica pero
au´n distaba de cubrir las necesidades del usuario definidas por el director. Se llego´ a
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la fase de desarrollo en la que el objetivo principal era procesar mensajes en lenguaje
natural por parte del usuario, tratando primero de procesar la informacio´n relevante
contenida en un texto (la conversio´n de audio a texto vendr´ıa despue´s). Se exploraron
varias tecnolog´ıas disponibles y al principio se opto´ por usar un servicio de Microsoft
llamado Language Understanding Intelligent Service o LUIS.
Para utilizar LUIS hab´ıa que crearse una cuenta en su pa´gina web y crear un “agente”
que ser´ıa el programa de inteligencia artificial que habr´ıa de ser especializado en tratar
frases del contexto deseado. Tras una investigacio´n en el modo de trabajo de los agentes,
se procedio´ a crear uno que detectara la accio´n de buscar un viaje en un texto y que
detectara las palabras que definir´ıan el origen y/o el destino.
Cuando tan solo hac´ıa falta realizar las consultas HTTP a la direccio´n de contacto del
agente, se descubrio´ que la clave del agente que ofrec´ıa la cuenta de Microsoft era para
uso experimental y aceptaba un ma´ximo de mil peticiones por mes (las claves no expe-
rimentales eran de pago). Se debatio´ en si se deb´ıa buscar otro servicio de prestaciones
similares y que no tuviese la limitacio´n y finalmente se encontro´ uno que cumpl´ıa con
ello: el servicio de api.ai.
Este servicio es muy parecido al servicio de LUIS, con una meca´nica casi ide´ntica, pero
pertenece a Google (fue adoptado por Google en 2016). Al igual que al utilizar LUIS,
hace falta tener una cuenta con una clave y crear un agente que habra´ que entrenar. En
un principio se creo´ un agente que identificara la intencio´n de viaje en una frase y dos
entidades que pod´ıan ser encontradas en la intencio´n: la entidad “deLugar” (origen) y
“aLugar” (destino). El siguiente paso para que el agente funcionase de forma ma´s precisa
fue el de an˜adirle frases de referencia que formar´ıan su conjunto de entrenamiento.
Un agente necesita un conjunto de datos que sea el conjunto de entrenamiento. Adema´s,
los agentes guardan un historial con los casos nuevos que se ha ido encontrando y los
resultados obtenidos (si ha clasificado una intencio´n, si ha encontrado alguna entidad,
etc.) para que en cualquier momento, sea accedido y se puedan validar los resultados
an˜adie´ndolos al conjunto de entrenamiento. Este sistema de retroalimentacio´n permi-
te que a medida que se vaya usando, un agente se vuelva ma´s y ma´s fiable con sus
predicciones.
La figura 6.3 muestra el menu´ del panel de control del agente en la pa´gina de api.ai.
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Figura 6.3: Interfaz de api.ai, panel de control.
Llegados a este punto, se descubrio´ un problema de deteccio´n de entidades, se vio´ que el
agente sol´ıa detectar con relativa facilidad la intencio´n de viaje pero no lograba captar
ni el origen ni el destino y fue entonces, al investigarlo en la interfaz de api.ai, cuando
se descubrio´ que se pod´ıa definir una lista de posibilidades para cada entidad. Esto hizo
surgir una relacio´n entre la base de datos y api.ai. Lo que hac´ıa falta era generar una
nueva tabla en la base de datos que guardase las opciones de viaje de los servicios y una
forma de inserta´rselos al agente de api.ai.
Por suerte, api.ai tiene una API bien documentada y no se tardo´ en crear una tabla
en la base de datos que contuviese la lista de lugares con los que se pudiese realizar
consultas para, acto seguido, incluir co´digo en el spider para que rellenase dicha tabla al
ejecutarse y desarrollar un pequen˜o script en PHP que se conectase a la API de api.ai
y subiese la lista de lugares apropiada a cada entidad.
Despue´s de una seria de pruebas exhaustivas, desarrollando estructuras de control en
el co´digo de la conversacio´n, creando las funciones necesarias, creando el co´digo de las
peticiones en cURL (tras investigar su funcionamiento) y analizando el contenido de las
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respuestas de api.ai, el chatbot ya dispon´ıa de un sistema de reconocimiento del lenguaje
natural.
El siguiente nivel hacia una interaccio´n ma´s natural con el usuario era el de la comunica-
cio´n por voz, para el que ya se hab´ıa encontrado un servicio viable: Microsoft Cognitive
Services. Una vez ma´s se decidio´ por un servicio de Microsoft que resulto´ no tener la
limitacio´n de LUIS.
El primer problema encontrado con este servicio fue que los audios deb´ıan ir en formato
WAV y se detecto´ que los audios almacenados en los servidores de Telegram estaban
en formato OGG. Para solucionarlo, se utilizo´ una herramienta de conversio´n de audios
llamada FFmpeg, y que convertir´ıa los audios al vuelo en cuanto se recibiesen de Tele-
gram. Por lo tanto se ten´ıa un sistema que si detectaba que el usuario enviaba un audio,
al momento se descargaba el audio de los servidores de Telegram y se utilizaba FFmpeg
para convertirlo a WAV.
Cuando se tuvo la informacio´n necesaria y el co´digo de conexio´n con la API de Cognitive
Services (una vez ma´s en cURL) se detecto´ que cada vez que se intentaba obtener el
resultado, se retornaba un error de los servidores de Microsoft. Tras unas tutor´ıas con
el director Juanan, se descubrio´ el problema: los datos no estaban correctamente intro-
ducidos en la peticio´n POST que se enviaba a Microsoft. Hubo que cambiar ligeramente
el co´digo y finalmente se obtuvo el resultado deseado.
Se ten´ıa finalmente un sistema para que el chatbot pudiera procesar consultas formadas
con lenguaje natural en audio o texto. Al continuar desarrollando la conversacio´n, se
descubrio´ que si el usuario simplemente dec´ıa el nombre del origen o del destino, el
servicio de api.ai no era capaz de detectar un origen o un destino, por lo que se tuvo
que crear una nueva entidad para el agente: la entidad “Lugar” que no especificaba si
era un origen o un destino pero s´ı, si se detectaba algu´n lugar de la base de datos.
La figura 6.4 muestra las entidades que debe tener la intencio´n “viaje” en el panel de
control de api.ai.
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Figura 6.4: Entidades de la intencio´n “viaje” de api.ai.
Se an˜adio´ el tratamiento para el caso de mencionar tan so´lo el nombre del lugar y
tras realizar varios cambios, controlar errores, y estructurar adecuadamente el flujo de
estados del chatbot a lo largo de la conversacio´n se consiguio´ un sistema que captase los
datos necesarios y los validase de forma apropiada para realizar la consulta.
El siguiente paso era el de mostrar los resultados al usuario. Para ello, se opto´ por man-
darle una imagen con los horarios solicitados, en lugar de generar una respuesta formada
simplemente por texto. Para hacerlo, se utilizar´ıa la biblioteca de PHP ImageMagick (o
Imagick) que tiene un gran potencial hasta para generar GIFs y efectos complejos en
una imagen desde cero.
Cuando se estaba disen˜ando un formato simple que contuviese la informacio´n necesaria
se detecto´ que era posible que hubiese demasiadas filas en una tabla como para mostrarlas
de manera co´moda en una sola imagen, por lo que se desarrollo´ un sistema de paginacio´n
con el que el usuario podr´ıa ver los horarios en varias ima´genes y navegar por ellas usando
el teclado con el que aparecer´ıan las ima´genes.
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Figura 6.5: Ima´gen con resultados y menu´ del teclado para navegar.
Como recomendacio´n por parte de Juanan, se decidio´ crear un segundo bot de Telegram,
que ser´ıa el que funcionar´ıa por medio de un webhook en el servidor de la universidad.
El chatbot que se hab´ıa estado desarrollando ser´ıa el bot de desarrollo y funcionar´ıa de
la forma en que hab´ıa estado funcionando a lo largo de todo el desarrollo, mediante
la ejecucio´n de un archivo para procesar los mensajes enviados a Telegram. Cada vez
que se quisiera que el bot respondiese a un mensaje, habr´ıa que ejecutarse el archivo
getUpdatesCLI.php por lo que durante el desarrollo se utilizo´ un ciclo while en la consola
de Ubuntu que ejecutara dicho script cada cuatro segundos.
Para manejar efectiva y co´modamente ambos bots, se subieron a un repositorio de Bit-
Bucket cada uno, de forma que efectuar los cambios hechos en desarrollo a produccio´n
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fuese tarea sencilla mediante los comandos de Git. Tambie´n se utilizo´ un sistema para los
archivos de configuracio´n utilizando un archivo que obtendr´ıa los datos correspondientes
a cada bot mediante un fichero YAML.
Cap´ıtulo 7
Pruebas
Para realizar pruebas al bot y determinar su correcto funcionamiento, se utiliza una
biblioteca de Python que se comunica con el cliente de l´ınea de comandos de Telegram
tg para mandar y recibir mensajes. Gracias a ello, puede actuar como intermediario
entre el usuario y el chatbot, programa´ndolo para que simule los casos de uso deseados
y para que muestre los resultados de la ejecucio´n en el momento.
Se utilizaron varios casos de uso distintos durante el testeo del bot, todos ellos en un
u´nico archivo escrito en lenguaje Python. En cada caso de uno se utiliza una funcio´n
para enviar un mensaje al bot, se esperan unos segundos a que responda y se comprueba
que ha respondido como se esperaba. En caso de responder correctamente aparece en la
consola un “OK” en verde y en caso de no hacerlo un “KO” en rojo.
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Figura 7.1: Ejemplo de ejecucio´n de tres casos de uso programados, todos han ido
correctamente.
En todos los casos se inicia una conversacio´n, se avanza siguiendo distintos caminos
del diagrama de flujo y se finaliza por medio del boto´n “FINALIZAR” al recibir los
resultados.
Tambie´n existe un caso de uso para cuando no hay horarios disponibles en la base de
datos.
El archivo de pruebas ask test.py esta´ en un repositorio y puede ser clonado utilizando es-
ta direccio´n: https://willywilly@bitbucket.org/willywilly/contextobot_test.
git
Cap´ıtulo 8
Conclusiones
En este cap´ıtulo se expondra´n las conclusiones del proyecto, que constara´n de la com-
paracio´n entre la planificacio´n previa al desarrollo del proyecto y lo que se ha logrado
realmente en el trabajo, los planes de futuro y, finalmente, una conclusio´n personal.
8.1. Comparacio´n entre la planificacio´n previa al desarro-
llo y los objetivos logrados
En te´rminos generales, el desarrollo del proyecto ha seguido la trayectoria establecida
aunque igualmente, se han encontrado percances y no todos han podido resolverse.
8.1.1. Objetivos
Los objetivos propuestos durante la planificacio´n del proyecto han sido cumplidos en
su mayor medida. La razo´n de que no hayan sido cumplidos del todo es que durante
el desarrollo del proyecto se detecto´ un percance con el servicio de conversio´n de audio
a texto. El problema esta´ en que el servicio esta´ configurado para detectar el idioma
castellano y alguno de los nombres de lugares son nombres en euskera. Esto se deriva a
situaciones en las que el bot sea incapaz de detectar el origen y/o destino del usuario en
cuanto intente pedirlos por medio de una nota de voz.
Actualmente, la u´nica solucio´n a ello esta´ en que el usuario escriba la consulta en lugar
de pedirla por medio de un audio.
70
Conclusiones 71
8.1.2. Herramientas utilizadas
Se han tenido que utilizar ma´s herramientas de las que inicialmente se pensaron, una
de ellas para solucionar un problema de compatibilidad a la hora de cumplir con los
requisitos de uno de los servicios utilizados (el de Microsoft Cognitive Services) y la
otra, por causas de querer aumentar la eficacia de la muestra de resultados del chatbot.
FFmpeg
Una plataforma que ofrece un surtido completo de funcionalidades para conversio´n de
archivos de audio y v´ıdeo. Utilizada para convertir audios al formato deseado y as´ı poder
cumplir con los requisitos impuestos por los servicios que utiliza el proyecto.
PHP Image Magick
Un paquete de PHP que permite la creacio´n desde cero de varios tipos de archivos de
imagen. Permite crear efectos, aplicar filtros e incluso crear archivos GIF.
8.1.3. Planificacio´n temporal
La duracio´n del desarrollo del proyecto ha resultado ser un poco ma´s larga que la estima-
cio´n realizada inicialmente. La causa de esto es que se ha tenido que ampliar ligeramente
la fase de aprendizaje para analizar las herramientas adicionales. En el resto de partes
planificadas, se ha invertido un tiempo similar al establecido previamente.
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Figura 8.1: Gra´fico que muestra la comparativa entre el tiempo a invertir calculado
para cada tarea del proyecto en la planificacio´n temporal y el tiempo real invertido.
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8.2. Planes de futuro
Durante el desarrollo del proyecto, han surgido ideas de funcionalidades que vendr´ıan
muy bien a un chatbot como el que se ha desarrollado, as´ı como la intencio´n de ampliar
el numero de servicios de transporte pu´blico, aumentando as´ı el territorio en el que el
bot pueda ser u´til.
8.2.1. Consulta de saldo
Se ha cre´ıdo oportuno que en el futuro, el chatbot tenga la capacidad de realizar una
consulta de saldo a algu´na de las tarjetas de transporte pu´blico que el usuario pueda
tener, como el servicio Barik, Bat, Mugi, etc.
Esto aumentar´ıa enormemente la utilidad del chatbot y podr´ıa incluso llegar a realizar
recargas de saldo ya que Telegram ha an˜adido la funcionalidad de realizar pagos a los
bots.
8.2.2. Ampliacio´n de los horarios
Se ha dispuesto la estructura del proyecto para que an˜adir ma´s servicios de transporte
pu´blico (por ahora solo tiene uno) sea relativamente fa´cil. Se tratar´ıa de crear nuevos
spiders que rastreasen distintas pa´ginas de servicios de transporte pu´blico.
8.2.3. Deteccio´n de nombres en euskera
El inconveniente de utilizar tecnolog´ıa de reconocimiento de voz esta´ en que el idioma
seleccionado es el Espan˜ol y no contempla muchos de los nombres de ciudades vascas,
por lo que tiene problemas para detectar algunas de ellas. Ser´ıa interesante trabajar
en una solucio´n para este problema, como podr´ıa ser un red neuronal entrenada para
clasificar estas palabras.
8.2.4. Separar la ejecucio´n del crawler
El crawler que hay implementado almacena la lista de lugares por una parte y la lista
de horarios por otra. Ser´ıa algo bueno separar estas tareas para que las manejara una
spider cada una por motivos de buena praxis.
8.3. Conclusio´n personal
Personalmente, opino que la realizacio´n de este TFG me ha aportado mucho y que me
gustar´ıa ver al bot con las funcionalidades extra que se han mencionado previamente.
Me ha interesado mucho aprender a utilizar las distintas tecnolog´ıas involucradas en el
funcionamiento del proyecto. Me ha fascinado conocer los detalles del modo de trabajo
que tienen los spiders, un tema del que hab´ıa o´ıdo poco anteriormente y sobretodo, me
alegro de ver que hoy en d´ıa es mucho ma´s fa´cil de lo que cre´ıa tener acceso a servicios
que incrementan enormemente el potencial de un programa como lo es un bot, hasta
el punto de creer que estamos muy cerca de ver toda una generacio´n de inteligencias
artificiales que realicen gran parte de nuestras tareas por nosotros.
Por otro lado, agradezco mucho la ayuda de Juanan en los momento en los que la insta-
lacio´n de bibliotecas o la configuracio´n de las mismas me han supuesto varios momentos
con dolor de cabeza, sin su ayuda probablemente hubiese tardado mucho ma´s en terminar
el proyecto.

Ape´ndice A
Manual de instalacio´n
En este cap´ıtulo se redactara´ una breve descripcio´n de los requisitos para instalar el
proyecto en un ordenador, as´ı como un pequen˜o manual explicando los pasos a seguir
para su correcto funcionamiento.
A.1. Requisitos previos
Para el correcto funcionamiento del proyecto, se requiere de la instalacio´n de cierto
software previa a la primera ejecucio´n de cualquiera de las partes del proyecto (el web
crawler o el chatbot).
PHP 7.0
La versio´n con la que se ha desarrollado el co´gido del chatbot y los scripts para la
actualizacio´n del agente. Es uno de los pilares ba´sicos para gran parte de las aplicacio´nes
de un servidor.
Apache2
El otro de los pilares ba´sicos es tener un servidor en el que resida la aplicacio´n. Para
ellos se utilizara´ apache2.
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MySQL 5.7
La versio´n de MySQL que se ha utilizado para el desarrollo del proyecto. Si se tiene esta
versio´n se asegura que MySQL no de problemas de compatibilidad.
cURL
La biblioteca cURL de PHP que se utiliza en el co´digo del chatbot para contactar con
los servicios externos como Microsoft Cognitive Services y api.ai.
Cuenta en Microsoft
Para disponer de una clave de acceso a la API de conversio´n de audio a texto de Microsoft
Cognitive Services, se requiere de una cuenta.
Cuenta en Google
Se necesitara´ una cuenta de Google con la que acceder a api.ai y poder importar ah´ı el
agente de reconocimiento del lenguaje natural.
FFmpeg
Esta biblioteca auxiliar es necesaria para que funcione el reconocimiento de voz del
chatbot ya que transforma los archivos de audio enviados por el usuario a un formato
que cumpla con las necesidades impuestas por el servicio de Microsoft Cognitive Services.
PHP Image Magick
Necesaria para mostrar los resultados del chatbot una vez que realice una consulta con
e´xito. Esta biblioteca genera las ima´genes con los datos resultantes de la consulta.
Git
Es la herramienta a utilizar para clonar las partes del proyecto y disponer de todo el
co´digo. Se utilizara´ para clonar la parte de Scrapy y la parte de el bot de Telegram.
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Telegram
La aplicacio´n sobre la que funciona el proyecto, Telegram es necesario para crear la
instancia del bot por medio de otro bot propio de Telegram llamado botfather. Tambie´n
se utilizara´ para interaccionar con el chatbot una vez este´ todo en funcionamiento.
Python
Necesario para ejecutar Scrapy, ya que e´ste esta´ desarrollado en este lenguaje de pro-
gramacio´n.
Scrapy
Es necesario tener Scrapy instalado para poder ejecutarlo y que as´ı los spiders puedan
hacer su trabajo obteniendo informacio´n de las pa´ginas web de los servicios de transporte
pu´blico.
A.2. Instalacio´n de la base de datos
Una vez se hayan instalado los requisitos para el funcionamiento del proyecto, se proce-
dera´ a crear una base de datos en MySQL sobre la que se volcara´ el esquema de la base
de datos del proyecto.
Para hacerlo, primero habra´ que descargar la parte del proyecto que contiene el chatbot
y para hacerlo se podra´ usar Git. Lo que se hara´ sera´ clonar el repositorio en el que esta´
almacenada esa parte del proyecto mendiante el siguiente comando:
git clone https :// willywilly@bitbucket.org/willywilly/contextobot.git
Una vez hecho esto, se podra´ acceder al esquema de la base de datos en la carpeta data-
base schema. Ya solo quedar´ıa crear una base de datos con el nombre deseado y ejecutar
el siguiente comando tras situarnos dentro de la carpeta database schema mediante el
comando cd :
mysql -u usuario -p nombredebasededatos < contextobot.sql
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Tras ejecutar este comando, la base de datos recie´n creada tendra´ la estructura de la
base de datos que requiere el proyecto.
A.3. Importacio´n del agente en api.ai
El siguiente paso sera´ la importacio´n del agente en api.ai. Habra´ que iniciar sesio´n en la
siguiente direccio´n:
https :// console.api.ai/api -client /#/ login
Tras hacerlo, habra´ que crear un nuevo agente siguiendo los pasos que la pa´gina dara´
para hacerlo. En el apartado del idioma del agente, habra´ que seleccionar el espan˜ol y
despue´s habra´ que pulsar el boton SAVE en la parte superior de la pa´gina.
Cuando se haya creado el agente habra´ que dirigirse a la parte izquierda de la pantalla y
clicar en el engranaje junto al nombre del agente que acaba de ser creado. A continuacio´n,
en el menu´ que habra´ aparecido en el centro de la pantalla, habra´ que pulsar en la
pestan˜a Export and Import y hacer clic en IMPORT FROM ZIP. Finalmente habra´ que
seleccionar el archivo Contextobot.zip que fue descargado en la carpeta api.ai agent que
vino al clonar la parte del proyecto del chatbot y pulsar en SAVE.
Como paso adicional, conviene guardar la clave que aparecera´ junto con el agente creado,
ya que se utilizara´ en el archivo de configuracio´n al finalizar el manual.
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Figura A.1: Muestra el panel de control de api.ai mostrando las claves que sera´n
generadas con el agente.
A.4. Creacio´n del bot de Telegram
Una vez que se llega a este punto, se tendra´ el co´digo del chatbot en el repositorio del
chatbot que fue clonado. Tambie´n se dispondra´ de un agente correctamente configurado
en api.ai y de una base de datos en MySQL con la estructura deseada.
Para continuar, hara´ falta un bot en Telegram que se comunique con el usuario y para
ello, se acudira´ al botfather, un bot de Telegram encargado de generar nuevos bots. Para
contactar con el botfather hace falta usar la aplicacio´n de Telegram y hablar con e´l
busca´ndolo a trave´s de su alias “@BotFather”.
Para solicitar que se genere un bot simplemente habra´ que ejecutar el comando /newbot
y seguir los pasos que vaya indicando el botfather.
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Figura A.2: Muestra co´mo se crea un bot nuevo a trave´s del botfather de Telegram.
Finalmente habra´ que utilizar un edito de texto para configurar el archivo de con-
figuracio´n que reside en la carpeta del repositorio clonado. El archivo se llama con-
fig.yml.tamplate y habra´ que introducir la informacio´n requerida en los campos sin dejar
ninguno vac´ıo. Tambie´n habra´ que quitarle la extensio´n .template.
A.5. Preparacio´n de Scrapy
La parte del proyecto que concierne al chatbot ya esta´ instalada y configurada, pero
para que los datos de los horarios sean descargados y mantenidos al d´ıa, se requiere de
la parte de los web crawlers. Para conseguirlo, se utilizara´ el mismo me´todo que para
descargar la parte del chatbot. Se usara´ Git para clonar esta parte del proyecto.
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git clone https :// willywilly@bitbucket.org/willywilly/contextobot_scrapy.git
Finalmente, hay dos archivos de configuracio´n que habra´ que rellenar, el primero se
encuentra en la carpeta naomiCRWL bajo el nombre data.py y el segundo se encuentra
en la carpeta agent updater bajo el nombre config.yml.template.
Para rellenar algunos de los campos referentes a los identificadores de las entidades del
agente de api.ai habra´ que irse a la pa´gina del agente en api.ai e ir seleccionando las
entidades para luego copiar el co´digo de cada una que aparecera´ en la url del navegador.
Figura A.3: Muestra co´mo el identificador de la entidad seleccionada en el panel de
control de api.ai se muestra en la URL.
A.6. Ejecucio´n
Una vez se han completado todos los pasos anteriores, se puede probar el funcionamiento
del bot. Lo primero que hay que hacer es ejecutar el web crawler ejecutando el script
Updater.php que se encuentra en la carpeta agent updater del sub-proyecto de Scrapy.
Este script tambien se encargara´ de actualizar la lista de nombres para las entidades del
agente en api.ai.
Hay dos maneras de hacer que el bot procese solicitudes provenientes del usuario y para
usar cualquiera de las dos habra´ que dirigirse a la carpeta ra´ız del sub-proyecto del bot
de Telegram.
Archivo getUpdatesCLI.php
La forma de usar este archivo para procesar solicitudes es que se ejecute cada vez que
se quiera que el bot procese las solicitudes que este´n pendientes de procesar. Utilizar
este archivo so´lo es recomendable cuando se esta en fase de desarrollo ya que para su
comportamiento normal, el bot deber´ıa procesar las solicitudes del usuario una a una al
momento de recibirlas. Si se esta en fase de desarrollo se puede ejecutar manualmente el
archivo getUpdatesCLI.php cada vez que se quiera procesar una o varias solicitudes de
golpe, o bien, ejecutar el archivo mediante un ciclo while, por ejemplo, cada 4 segundos.
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Uso de un webhook
Cuando el bot esta´ listo pasa su uso en produccio´n (con usuarios reales), es recomendable
el uso de un webhook que asegura que el bot procese las solicitudes en cuanto las recibe.
Para crear un webhook se ejecutara´ una vez el archivo set.php, que devolvera´ un mensaje
comunicando el e´xito de haber creado el webhook. Puede que la creacio´n del webhook
tarde unos minutos en hacerse efectiva pero a partir de entonces, el bot procesara´ al
momento las solicitudes que se le env´ıen.
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