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Problemima projektovanja baza podataka u oblasti obrazovnog ra~unarskog softvera nije 
poklanjana dovoljna pa`nja, iako se smatra da }e primena informatike u obrazovanju biti 
jedan od glavnih pravaca razvoja u budu}nosti. 
 
Projektovanje baza podataka u oblasti poslovnih informacionih sistema je bilo predmet 
mnogih istra`ivanja. Razvijene su metode za projektovanje baza podataka i one su 
implementirane ili u CASE alate za projektovanje baza podataka ili u softvere za 
rukovanje bazama podataka. Pri tom, kori{}eni su neki od osnovnih modela podataka: 
relacioni, model entiteta i poveznika, objektno - orijentisani model. 
 
Savremeni pravci razvoja baza podataka odnose se na povezivanje koncepata baza 
podataka sa mehanizmima zaklju~ivanja - razvoj deduktivnih baza podataka, ili na 
razvoj objektno - orijentisanog modela podataka, {to je posledica uo~enih nedostataka 
relacionog modela podataka. 
 
Osnovni cilj ovog istra`ivanja bio je povezati koncepte otvorenog i zatvorenog sveta u 
bazama podataka i izgraditi sistem, koji ne}e raditi samo na osnovu jednog principa, 
nego }e imati mogu}nost izbora re`ima rada. Ova mogu}nost je naro~ito potrebna za 
rukovanje bazama znanja koje se koriste u projektovanju obrazovnog softvera, jer se 
pokazalo da koncept zatvorenog sveta nije podesan za primenu baza podataka u ovoj 
oblasti. 
 
Prva tri poglavlja imaju za cilj definisanje osnovnih koncepata koji se koriste u ovom 
istra`ivanju. Glavni rezultati istra`ivanja se nalaze u ~etvrtom i petom poglavlju. 
Zaklju~ak i rezime rezultata istra`ivanja se nalaze u {estom poglavlju. Na kraju rada se 
nalaze spisak kori{}ene literature i listinzi procedura. 
 
U prvom poglavlju ovog rada definisani su teorijski koncepti savremenih modela baza 
podataka: relacionog modela, deduktivnog modela, modela entiteta i poveznika (ER 
modela) i objektno - orijentisanog modela podataka. U opisu deduktivnog modela 
podataka identifikovani su osnovni koncepti sve tri komponente ovog modela: 
strukturalne, integritetne i operativne komponente. Istaknute su osnovne karakteristike 
savremenih sistema baza podataka - aktivnih sistema. Ukratko su opisane osnovne 
karakteristike najpoznatijih prakti~no realizovanih softvera za rukovanje bazama 
podataka zasnovanih na relacionom modelu podataka (ORACLE) i post-relacionih 
aktivnih sistema (POSTGRES-a i STARBURST-a). 
 
U drugom poglavlju su definisani osnovni didakti~ki koncepti u projektovanju 
obrazovnog ra~unarskog softvera. Istaknute su mogu}nosti primene baza podataka u 
projektovanju razli~itih tipova obrazovnog softvera u odnosu na dve karakteristi~ne 
klasifikacije.  Dat je prikaz modela podataka u realizaciji pojedinih elemenata, koji 
mogu biti prisutni u raznim tipovima obrazovnog softvera.  
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U tre}em poglavlju su definisane teorijske osnove za realizaciju deduktivnih modela 
baza podataka. Opisana je metoda rezolucije, OL-rezolucija sa markiranim literalima i 
date su osnovne karakteristike ADT sistema. Opisane su osnovne karakteristike 
PROLOG-a, pri ~emu je posebno istaknut problem negacije i kona~nog neuspeha u 
PROLOG-u. U ovom poglavlju je, tako|e, opisan DATALOG kao poku{aj spajanja 
jezika logi~kog programiranja sa bazama podataka. Navedeno je da DATALOG koristi 
stil PROLOG-a za izra`avanje pravila u formi Hornovih klauzula. Opisan je CWA-
princip (princip zatvorenog sveta) na kome se temelji rad DATALOG-a. 
 
Na osnovu ovih teorijskih koncepata definisana je osnovna hipoteza ovog istra`ivanja i 
ona se sastoji u povezivanju koncepata otvorenog i zatvorenog sveta u jedinstven sistem 
za rukovanje bazama podataka. Osnovna hipoteza definisana je u ~etvrtom poglavlju. 
Tako|e, u ovom poglavlju definisani su pojmovi: CWA-predikata, CWA-pravila, 
obja{njen je princip ugra|ivanja CWA-kontrolera u rezolucijske procedure i posebno, u 
OL-rezoluciju sa markiranim literalima. Na osnovu ovih koncepata razvijen je konkretan 
programski sistem BASELOG, koji je tako|e obja{njen u ovom poglavlju. Poseban osvrt 
je dat na korisni~ki aspekt sistema - zadavanje upita i odgovori BASELOG-sistema. 
Izvr{ena je komparacija rada BASELOG-sistema sa ADT sistemom, PROLOG-om i 
DATALOG-om na osnovu konkretnih primera. Na kraju ovog poglavlja nalaze se 
osnovne informacije o programskoj implementaciji BASELOG-sistema i navedene su 
mogu}nosti njegovog daljeg pro{irenja. 
 
U petom poglavlju definisan je op{ti koncept projektovanja obrazovnog ra~unarskog 
softvera, koji koristi deduktivne baze podataka zasnovane na BASELOG-sistemu. Opisan 
je postupak povezivanja BASELOG-a sa konkretnom bazom podataka. Dati su primeri 
rada BASELOG-a na realnoj bazi znanja. Prvo su navedeni jednostavniji primeri, a 
zatim je naveden kompleksniji primer, sa bazom podataka u kojoj se nalazi vi{e 
razli~itih predikata. Na tom primeru je realizovan rad BASELOG-sistema i u otvorenom 
i u zatvorenom re`imu rada u zavisnosti od semanti~ke kompletnosti baze u odnosu na 
dati predikat. U svim ovim primerima izvr{ena je komparacija rada BASELOG-a sa 
DATALOG-om i PROLOG-om, pri ~emu su istaknute prednosti koje ima BASELOG u 
odnosu na ova dva sistema u oblasti projektovanja i primene baza podataka u 
obrazovnom softveru. 
 
U {estom poglavlju se nalaze zaklju~ak i rezime rezultata istra`ivanja, kao i pravci 
daljeg razvoja sistema.  
 
Zahvaljujem se svojoj porodici na podr{ci koju mi je uvek pru`ala i pru`a. Izuzetnu 
zahvalnost izra`avam profesorima Tehni~kog fakulteta “Mihajlo Pupin” u Zrenjaninu: 
mentoru, profesoru dr \or|u Nadrljanskom, i profesoru dr Petru Hotomskom, za ideje, 
motivaciju, podr{ku i pomo}. Tako|e se zahvaljujem docentu dr Ivanu Lukovi}u na 
korisnim i kreativnim sugestijama prilikom zavr{ne obrade disertacije. Za sugestije i 
pomo} pri programskoj implementaciji zahvaljujem se docentu dr Ivani Berkovi} i 
Nedeljku Divjaku, kao i svima koji su mi na bili koji na~in pomogli u radu. 
 





U postupku projektovanja baza podataka veoma je va`no poznavati koncepte odabranog 
modela podataka. Zbog toga se na po~etku ovog poglavlja defini{u osnovni koncepti 
~etiri najpoznatija modela podataka Ullm88: relacioni, model entiteta i poveznika (ER 
model podataka), deduktivni i objektno - orijentisani model. Opisane su osnovne 
karakteristike aktivnih sistema baza podataka i prakti~no realizovanih najpoznatijih 
softvera za rukovanje bazama podataka: relacionog (ORACLE), softvera za personalne 
ra~unare, kao i prototipova aktivnih sistema (POSTGRES-a i STARBURST-a). 
 
1.1. Pregled teorijskih koncepata modela baza podataka 
 
Model podataka je formalno-apstraktni koncept putem koga se predstavlja semantika 
realnog sveta u bazi podataka. Model podataka treba da predstavi strukturu (stati~ke 
osobine), pona{anje (dinamiku) sistema i ograni~enja koja va`e u sistemu. Stati~ke 
osobine  su relativno nepromenljive u du`em vremenskom intervalu. Ograni~enjima se 
predstavljaju pravila pona{anja u realnom sistemu, dozvoljene i nedozvoljene vrednosti 
podataka i dozvoljeni i nedozvoljeni odnosi izme|u komponenata realnog sistema. Cilj 
ograni~enja je da se obezbedi integritet baze podataka a to zna~i da podaci o realnom 
sistemu budu usagla{eni sa ograni~enjima sistema. Dinami~kom komponentom modela 
podataka odslikavaju se promene u realnom sistemu. Potrebno je definisati operacije 
koje }e sadr`aj baze podataka odr`avati u skladu sa izmenama u realnom sistemu. 
Definicija modela podataka se navodi prema (ML96, str. 2): 
 
Definicija 1.1. Model podataka M je matemati~ka apstrakcija, izra`ena trojkom (S, I, 
O), gde je S strukturalna komponenta, I integritetna komponenta, a O operacijska 
komponenta modela.  
 
U toku poslednjih trideset godina razvijeno je vi{e modela podataka. Karakteristi~ni 
modeli su: mre`ni, hijerarhijski, relacioni, model entiteta i poveznika, funkcionalni 
model, model semanti~kih hijerarhija, semanti~ki model, objektno-orijentisani model, 
logi~ki model podataka. 
 
Hijerarhijski i mre`ni model podataka bili su zastupljeni {ezdesetih i sedamdesetih 
godina. Relacioni model podataka je predstavljen 1970. godine i od tog perioda po~inje 
da bude naj~e{}e kori{}eni model podataka u praksi projektovanja i razvoja 
informacionih sistema i baza podataka zbog niza svojih dobrih osobina. Me|utim, zbog 
nedovoljno razvijenih koncepata za predstavljanje semantike realnog sveta u relacionom 
modelu, savremeni pristupi u projektovanju i razvoju baza podataka idu ka razvoju 
modela podataka sa semanti~ki razvijenijim konceptima: objektno-orijentisani model, 
semanti~ki model, model entiteta i poveznika, logi~ki (deduktivni) model. 
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U ovom radu }e biti dat prikaz relacionog, deduktivnog modela, modela entiteta i 
poveznika i objektno-orijentisanog modela. Ovi modeli su, ujedno, najvi{e zastupljeni u 
praksi projektovanja baza podataka (ML96, Ma96, PBR90, Sto90). Prikaz svakog 
modela podataka se sastoji od opisa sve tri komponente modela podataka: strukturalne 
(strukturne), integritetne, operacijske (operativne). 
 
1.1.1. Relacioni model 
 
Teorijske postavke relacionog modela podataka dao je Codd 1970. godine. Osnovu ovog 
modela podataka ~ine relacije i njihovo predstavljanje putem dvodimenzionalnih tabela. 
Razvoju teorije relacionog modela zna~ajan doprinos dali su i: Beeri, Bernstein, Fagin, 
Maier, Rissanen, Ullman i drugi. Podsticaj za razvoj ovog modela bili su nedostaci do 
tada naj~e{}e kori{}enih modela: hijerarhijskog i mre`nog. Ti nedostaci se ogledaju u 
slede}em ML96: 
 nepostojanje jasne granice izme|u logi~kih i fizi~kih aspekata baze podataka, 
 strukturalna kompleksnost i 
 navigacioni jezik za manipulisanje podacima. 
Logi~ka nezavisnost je postignuta postavljanjem jasne granice izme|u na~ina 
prezentacije podataka u programima i na~ina putem koga se ti podaci fizi~ki memori{u 
na medijumu eskterne memorije. 
 
Strukturalna kompleksnost je izbegnuta uvo|enjem koncepta dvodimenzionalne tabele 
kao reprezenta relacije. Navigacioni jezik za manipulisanje podacima relacionog modela 
je jezik koji omogu}uje visoku nezavisnost izme|u programa, sa jedne strane, i 
ma{inske reprezentacije i organizacije podataka, sa druge strane. 
 
Strukturalna komponenta relacionog modela podataka 
 
U daljem tekstu se prema ML96 navode osnovne definicije koncepata relacionog 
modela. 
 
U opisu strukturalne komponente modela podataka koriste se dva pojma. To su: 
intenzija i ekstenzija. Intenzija je definicioni opis nekog skupa. Ona defini{e skup 
navo|enjem uslova koje njegovi elementi treba da zadovolje. Ekstenzija je jedna od 
mogu}e pojave skupa nabrajanjem elemenata. Intenzija je generalizacija skupa intenzija. 
Intenzija defini{e zajedni~ke osobine svojih ekstenzija. 
 
Na nivou ekstenzije koncepte relacionog modela podataka ~ine: domen obele`ja, torka, 
relacija i pojava baze podataka. Na nivou intenzije, koncepte predstavljaju: obele`je, 
{ema relacije i {ema baze podataka. 
Na slici 1.1. nalaze se predstavljeni u obliku tabele osnovni koncepti relacionog modela 
podataka. 




STRUKTURALNA    INTEGRITETNA    OPERATIVNA 
KOMPONENTA     KOMPONENTA    KOMPONENTA 
 
 
1. Na nivou ekstenzije:    Klasifikacija ograni~enja:  1. Jezik za manipulaciju podacima: 
   - domen obele`ja,     - ograni~enja torki,      - jezik za izra`avanje upita, 
   - torka,      - relaciona ograni~enja,     - jezik za a`uriranje pojave  
   - relacija,      - me|urelaciona ograni~enja.       baze podataka. 
   - pojava baze podataka.         2. Jezik za definiciju podataka 
       Tipovi ograni~enja:   Teoretski modeli upitnog jezika: 
2. Na nivou intenzije:     1. funkcionalna zavisnost,  A) Relaciona algebra  
   - obele`je,      2. vi{ezna~na zavisnost,  B) Relacioni ra~un: 
   - {ema relacije,     3. zavisnost spoja,       - nad torkama 
   - {ema baze podataka.    4. zavisnost sadr`avanja.      - nad domenima 
            SQL - strukturirani upitni jezik 
            (objedinjuje funkcije jezika za  
             manipulaciju podacima i jezika 
             definiciju podataka) 
 
       Slika 1.1. 
 




Definicija 1.2. Obele`ja (atributi) su osobine entiteta (predstave realnih objekata). 
 
Definicija 1.3. Domen obele`ja je skup mogu}ih vrednosti koje obele`je mo`e imati u 
konkretnim slu~ajevima. 
 
Skup U =  Ai  i = 1,...,m je podskup skupa obele`ja realnog sistema. Skup U je 
kona~an i naj~e{}e se zove univerzalni skup obele`ja. 
 
Dat je skup obele`ja R  U. 
 
Definicija 1.4. Jedna R - vrednost, u oznaci tR ili kratko t ako je R poznato, je 
funkcija koja preslikava svako obele`je iz R u odgovaraju}u vrednost, odnosno 
    t : R  Dom, 
                 k 
gde je Dom =  dom(Ai) i va`i t (Ai)  dom(Ai) za i = 1,...,k.. ML96 
                i=1 
 
Neka je XR, a tR jedna R-vrednost. Restrikcijom R-vrednosti tR na skup obele`ja 
X, naziva se takva X - vrednost uX, u kojoj je svakom obele`ju A iz X pridru`ena 
ista vrednost kao i u R-vrednosti tR. 
 
Kada se putem indeksa izvr{i numerisanje obele`ja tada se obele`je Ai opisuje kao i-to 
obele`je (po redu) a k-torka ili kratko torka, (a1,...,ak) se koristi za skra}eno ozna~avanje 
R - vrednosti. U tom smislu se R - vrednosti nazivaju torkama. 
 
Definicija 1.5. Relacija je svaki kona~an skup R - vrednosti. ML96 
 
Definicija 1.6. [ema relacije je imenovana dvojka, u oznaci N(R,C), gde je N naziv 
{eme relacije, R  U skup obele`ja, a C skup ograni~enja. ML96, PBG89 
 
Skup ograni~enja C opisuje odnose izme|u elemenata domena iz obele`ja R. 
 
Primer 1.1. Dat je tip entiteta U^ENIK sa slede}im skupom obele`ja: MBR, IME, 
PREZIME, ADRESA, GOD_ROD, pri ~emu obele`je MBR ima zna~enje: mati~ni broj 
u~enika. Za ovaj entitet va`i ograni~enje: 
 
() svaki u~enik ima jedinstveni mati~ni broj i ne postoje dva u~enika sa   
 istim jedinstvenim mati~nim brojem. 
 
[ema relacije koja reprezentuje ovaj entitet ima slede}i oblik: 
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 U~enik(MBR,IME,PREZIME, ADRESA,GOD_ROD, )  (1) 
ili: 
 U~enik(MBR,IME,PREZIME, ADRESA,GOD_ROD, MBR) (2)  
U ovom radu }e se za reprezentaciju {eme relacije koristiti oblik (2). 
 
Definicija 1.7. Relacija r(R), koja zadovoljava svako ograni~enje iz skupa C, predstavlja 
pojavu nad {emom relacije (R,C). Skup svih pojava nad {emom relacije (R,C) obele`ava 
se sa SAT(R,C). ML96, PBG89 
 
Definicija 1.8. Skup obele`ja X  R predstavlja klju~ {eme relacije (R,C), ako za 
svako r  SAT(R,C) va`e slede}a dva uslova: 
10 (u,v  r) (uX = vX  u = v) i 
20 (Y  X) (10). ML96 
 
Definicija 1.9. [emu relacione baze podataka predstavlja imenovana dvojka N(S,I), gde 
je  N  naziv {eme baze podataka,  S  kona~an skup {ema relacija, u oznaci  
S=(Ri,Ci)  
                              n 
i=1,...,n, takvih da je U =  Ri, a I predstavlja skup me|urelacionih ograni~enja i  
         i=1  
ograni~enja, koja su posledica pravila poslovanja. ML96 
 
Definicija 1.10. Pojava nad {emom baze podataka N(S,I) je takva pojava s nad S, koja 
zadovoljava svako i  I, u oznaci s  SAT(S,I). ML96 
 
Integritetna komponenta relacionog modela podataka 
 
Integritetnu komponentu predstavljaju ograni~enja i ona se klasifikuju kao: 
 ograni~enja torki, 
 relaciona ograni~enja i 
 me|urelaciona ograni~enja. 
 
Najva`niji tipovi ograni~enja relacionog modela podataka su: 
 funkcionalna zavisnost, 
 vi{ezna~na zavisnost, 
 zavisnost spoja i 
 zavisnost sadr`avanja. 
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Definicija 1.11. Izraz oblika XY, gde su X  U i Y  U proizvoljni skupovi 
obele`ja se naziva funkcionalna zavisnost (fd). Lu96, ML96 
 
Definicija 1.12. Neka je r relacija nad skupom obele`ja U, a X i Y dva podskupa 
skupa U. Skup torki relacije r zadovoljava funkcionalnu zavisnost XY , ako za 
svake dve torke u i v u r va`i implikacija 
   uX = vX  uY = vY, 
gde je tZ vrednost obele`ja Z u torki t. ML96, PBG89 
 
Operativna komponenta relacionog modela podataka 
 
Operativnu komponentu ~ine tri podkomponente ML96: 
 upitni jezik 
 jezik za a`uriranje podataka 
 jezik za definiciju podataka. 
 
Upitni jezik i jezik za a`uriranje podataka zovu se jednim imenom jezik za 
manipulaciju podacima (Data Manipulation Language). 
 
Jezik za definiciju podataka slu`i za opis implementacione {eme baze podataka. 
 
Karakteristika relacionog modela podataka je da njegovu operativnu komponentu 
predstavlja jedinstveni jezik podataka, koga odlikuje visok nivo deklarativnosti. To 
zna~i da korisnik (projektant informacionog sistema i baze podataka, programer, krajnji 
korisnik) zadaje sistemu samo {ta `eli da uradi a ne kako (ne zadaje se na~in 
zadovoljenja cilja). 
 
Teoretski model upitnog jezika relacionog modela podataka predstavlja relaciona 
algebra. To je skupovno orijentisani, visoko deklarativni upitni jezik.  
 
Definicija 1.13. Relaciona algebra je struktura 
   Ar = (U, Ds, dom, S, rbp, , O) 
 
pri ~emu je U univerzalni skup obele`ja, Ds skup domena, dom : UDs domenska 
funkcija, S = (S,I) {ema relacione baze podataka, rbp relaciona baza podataka nad S, 
=RIL skup relacionih operatora, logi~kih funkcija i logi~kih operatora i 
O=,,,F,,,,x,[F],. ML96 
 
Simboli , , ozna~avaju redom binarne operacije uniju, presek i razliku; simbol F 
ozna~ava preimenovanje obele`ja;  simboli , , , x, [F],   ozna~avaju redom  
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operacije: selekcije, projekcije, prirodnog spoja, dekartovog proizvoda, teta spoja i 
deljenja. 
  
Relacioni ra~un je drugi teoretski model upitnog jezika relacionih baza podataka i on se 
zasniva na principima predikatskog ra~una. On se razlikuje od relacione algebre po 
tome  
{to omogu}ava eksplicitno definisanje tipa i konteksta promenljive, i to u odnosu na 
univerzalni skup obele`ja U. Razlikuju se: 
 relacioni ra~un nad torkama i 
 relacioni ra~un nad domenima. 
 
Standardni upitni jezik relacionih sistema za upravljanje bazama podataka je SQL 
(Structured Query Language). On je nastao 1974. godine. Njega odlikuje visok stepen 
deklarativnosti i on objedinjuje funkcije jezika za definiciju podataka, za manipulisanje 
podacima i funkcije upitnog jezika. 
 
U domenu upitnog jezika, SQL se mo`e posmatrati kao jedna implementacija relacionog 
ra~una nad torkama. Osnovna struktura SQL naredbe je ML96: 
 
  SELECT <lista_obele`ja> 
  FROM   <lista_tabela> 
  WHERE  <uslov_selekcije> 
 
pri ~emu: 
 <lista_obele`ja> je lista obele`ja, koja }e se pojaviti kao rezultat upita,  
 <lista_tabela> je lista tabela (u SQL-u termin tabela se koristi kao sinonim za 
termin relacija) nad kojima se vr{i upit,   
 <uslov_selekcije> je uslov za izdvajanje (selekciju) podataka iz tabela, koje su 
navedene iza slu`bene re~i FROM. 
 
U ML96, Da87 i Ma90 se nalaze detaljniji opisi SQL jezika. 
 
Pored SQL upitnog jezika, relacione baze podataka imaju jo{ jedan upitni jezik: QBE 
(Query By Example) - jezik postavljanja upita na osnovu primera (uzorka, obrasca). 
Korisnik postavlja upit tako {to unosi odgovaraju}e vrednosti u tabelu - uzorak relacije.  
Tabela-uzorak mo`e se i redukovati u odnosu na originalnu relaciju isklju~ivanjem 
kolona koje nisu potrebne. Putem specijalnih oznaka korisnik mo`e da defini{e: ili samo 
prikaz podataka; ili redosled prikaza podataka u rezultatu upita; spoj tabela; izmenu 
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1.1.2. Deduktivni model 
 
Deduktivni model podataka je nastao kao nadogradnja relacionog modela podataka 
konceptima logi~kog programiranja.  
 
Predikatske formule predstavljaju jedan od osnovnih koncepata strukturalne komponente 
deduktivnog modela podataka. Putem predikatskih formula (predikata) defini{e se skup 
legalnih relacija nad skupom obele`ja U (gde je skup U univerzalni skup obele`ja).  
Promenljive predikata, u tom slu~aju, predstavljaju obele`ja iz podskupova X1,...,Xk 
skupa U.  
 
“Neka je Xi =  Ai1,...,Ain  podskup skupa obele`ja U, za koji va`i: 
 
1o 1  Xi U, i 
2o elementi dom(Aij), za j=1,...,n su me|usobno logi~ki povezani u realnom sistemu, 
tada je Pi(Xi) predikat, koji opisuje relaciju ri izme|u elemenata domena obele`ja iz Xi: 
 
    ri =  t [Xi]Pi(Xi t) 
 
pri ~emu je sa Pi(Xit) ozna~ena interpretacija predikata Pi(Xi) s obzirom na torku t i 
va`i da je Pi(Xit)   ,T   
           k 
Definicija 1.14. Skup predikata P =  P1(X1),..., Pk(Xk), takvih da je U =  Xi 
          i=1 
defini{e relaciju 
   r =  tUP1(X1t) ... Pk(Xkt). “ (ML96, str. 136) 
 
To zna~i da relacija r nad skupom obele`ja U sadr`i sve one i samo one torke, koje 
zadovoljavaju svaki od predikata iz skupa P. 
 
Tako|e se i referenciranje na obele`ja u {emi relacije, koju predstavlja dati predikat, 
vr{i po poziciji varijabli u predikatu. Na primer, za predikat p(X,Y) iz programa, koji 
prezentuje relaciju OSOBA(ime, prezime) iz baze podataka, sledi da X promenljiva 
predstavlja obele`je “ime” a Y obele`je “prezime” date relacije. 
 
Na slici 1.2. navedeni su koncepti koji predstavljaju komponente deduktivnog modela 
podataka. Detaljnije obja{njenje koncepata na slici nalazi se u poglavlju 3. Teorijske 











STRUKTURALNA    INTEGRITETNA    OPERATIVNA 
KOMPONENTA     KOMPONENTA    KOMPONENTA 
 
 
1. Term      1. Pravila zaklju~ivanja   U {irem smislu: 
2. Predikatske formule (IDB-predikati)  2. Mehanizam zaklju~ivanja   1. Jezik predikatskog ra~una 
3. Torke relacione BP (EDB-predikati)  (evaluacija predikata,    - sintaksa za izra`avanje pravila, 
4. Klauzule (sastavci)      rezolucijsko pobijanje)     ~injenica i ciljeva (klauzule u  
5. Strategije (unapred (BOTTOM-UP),  3. Princip otvorenog i zatvorenog sveta   PROLOG-u) 
unazad (TOP-DOWN), u {irinu,   - kona~an neuspeh (PROLOG)  - sintaksa IDB i EDB predikata i 
u dubinu)      - CWA-princip (DATALOG)     klauzula u DATALOG-u 
       - CWA-pravilo (BASELOG)   - sastavci, CWA-predikati i bazne 
       4. Sigurnost pravila i izvo|enja zaklju~aka     aksiome u BASELOG-u 
       - zabrana negacije u glavi klauzule  U u`em smislu:  
         (PROLOG)      1. Jezici za rukovanje podacima u 
       - sve promenljive u pravilu su limitirane   bazi podataka (koji su deo softvera 
         (DATALOG)             za rukovanje bazama podataka ili  
       - lista CWA-predikata; du`ina rezolvente i     posebno razvijeni jezici) 
         dubina (odnosno {irina) pretra`ivanja      2. Pravila (na~ini) za izra`avanje 
         (BASELOG)                    cilja 
 
       Slika 1.2 






1.1.3. ER model podataka 
 
ER (Entity - Relationship) model podataka se zove jo{ i model entiteta i poveznika ML96 ili 
model objekti-veze LNB93. Ovaj model podataka se koristi kao alat u postupku logi~kog 
projektovanja informacionih sistema i baza podataka, jer se odlikuje bogatijom semantikom u 
odnosu na relacioni model podataka. Ovaj model podataka je poslu`io kao osnova za razvoj 
semanti~kog modela podataka. Semanti~ki model podataka se koristi u ve{ta~koj inteligenciji i 
u razvoju objektno-orijentisanog modela podataka. 
 
Strukturalna komponenta ER modela podataka 
 
Koncepti ER modela podataka na nivou intenzije su: obele`je, domen, tip entiteta i tip 
poveznika. 
Koncepti obele`je i domen su opisani u poglavlju 1.1.1. 
 
U daljem tekstu se simbolom e ozna~ava entitet, a sa P(e) partitivni skup entiteta. 
 
Definicija 1.15.  Izraz oblika N(A1,...,An) predstavlja model skupa entiteta E = eP(e) i 
naziva se tipom entiteta, ako i samo ako N predstavlja ime skupa eP(e), a A1,...,An obele`ja 
entiteta skupa eP(e). ML96 
Drugim re~ima, tip entiteta predstavlja model realne klase entiteta. 
 
Definicija 1.16. Izraz oblika N(E1,...,En;B1,...,Bn) predstavlja model skupa poveznika R i naziva 
se tipom poveznika, ako i samo ako N predstavlja naziv skupa poveznika R, E1,...,En su 
povezani skupovi entiteta, a B1,...,Bn obele`ja poveznika skupa R=(e1,...,en) ei  Ei, i = 
1,...,n. ML96 
 
ER model podataka karakteri{e grafi~ko predstavljanje stati~ke strukture realnog sistema putem 
takozvanih ER dijagrama. Tip entiteta se predstavlja pravougaonikom sa upisanim nazivom, tip 
poveznika rombom sa upisanim nazivom. 
 
Primer 1.2. Predstaviti putem ER dijagrama slede}u realnu situaciju u informacionom sistemu 
{kole: u~enik (obele`ja ovog tipa entiteta su: mbr, ime, prezime, god_rod) poha|a razred 
(obele`ja ovog tipa entiteta su: id_raz, ime_nastavnika).  
 
 
       U^ENIK   poha|a  RAZRED 
 
 
mbr       ime       prezime      god_rod          id_raz         ime_nast 
 
 




Ekstenzija ER modela podataka 
 
Na nivou ekstenzije koncepti ER modela podataka su: pojava tipa entiteta, skup pojava tipa 
entiteta, pojava tipa poveznika i skup pojava tipa poveznika. 
Ako se svakom obele`ju tipa entiteta pridru`i konkretna vrednost (podatak) iz odgovaraju}eg 
domena dobija se pojava tipa entiteta. 
 
Definicija 1.17. Skup P je skup pojava tipa entiteta ako za svaki njegov element (a1,...,an) 
odnosno n -torku, va`i da se sastoji od konkretizacije vrednosti obele`ja datog tipa entiteta.  
 
Definicija 1.18. Pojava tipa poveznika je torka koja je imenovani niz obele`ja, pri ~emu ta 
obele`ja predstavljaju klju~eve povezanih tipova entiteta.  
 
Drugim re~ima, dovoljno je da pojava tipa poveznika sadr`i vrednosti primarnih klju~eva 
povezanih tipova entiteta umesto kompletnih pojava povezanih tipova entiteta. 
 
Integritetna komponenta ER modela podataka 
 
Integritetnu komponentu ER modela podataka ~ine: 
 integritet domena, 
 kardinalnost tipa poveznika i  




Ovaj integritet se predstavlja putem trojke (tip podatka, du`ina podatka i uslov). Tip podatka i 
du`ina podatka ograni~avaju vrednost obele`ja na tip (vrstu znakova) i broj znakova 
(maksimalni broj znakova). Uslovi (izrazi) mogu biti regularni izrazi ili funkcije, putem kojih se 
tako|e ograni~ava vrednost obele`ja. 
 
Na primer, ako se domenu dom(RAZRED) pridru`i trojka (INTEGER, (1), <8) zna~i da 
obele`je RAZRED mo`e uzeti vrednost iz skupa 0,1,..,8. 
 
Nula vrednost je specijalno ograni~enje putem koga se odre|uje da li obele`je sme imati 
nedefinisanu vrednost. Zna~enje nula-vrednosti mo`e biti: 
 postoje}a, ali nepoznata vrednost ili 
 neprimereno svojstvo. 
 
 
Na primer, obele`ju NAGRADE_TAKMI^ENJA tipa entiteta U^ENIK mo`e biti pridru`ena 









Kardinalnost tipa poveznika 
 
Prirodu odnosa me|u povezanim tipovima entiteta odslikava kardinalnost tipa poveznika. Ako 
se posmatra binarna relacija R izme|u skupova pojava dva tipa entiteta, onda se kardinalnost 
preslikavanja odnosi na brojnost (kardinalitet) elementa partitivnog skupa u koji se preslikava 
jedan elemenat skupa originala.  
 
Kardinalitet relacije R, odnosno tipa poveznika R, se ozna~ava sa:  
 
    R(E1(a1,b1):E2(a2,b2)) 
 
pri ~emu su sa E1 i E2 ozna~eni skupovi pojava poveznih tipova eniteta, sa a1 i a2 minimalni 
kardinalitet a sa b1 i b2 maksimalni kardinalitet preslikavanja. 
 
“Parametrima a i b se naj~e{}e dodeljuju slede}e karakteisti~ne vrednosti: 
 parametru a se dodeljuje vrednost 0, ako se bar jedan elemenat skupa originala preslikava u 
prazan skup, ina~e mu se dodeljuje vrednost 1, 
 parametru b se dodeljuje vrednost 1, ako kardinalitet slike svakog originala nije ve}i od 1, 
ina~e mu se dodeljuje vrednost N ili M, gde je 1<N,ME.”(ML96, str. 24) 
 
Slu~aj kada  je  parametar a2=1 se zove egzistencijalno ograni~enje, jer se tuma~i na slede}i 
na~in: da bi e1 pripadao E1 mora biti povezan najmanje sa jednim e2 iz E2. 
 
Me|utim, kardinalitet tipa poveznika se tuma~i i na slede}i na~in: ako postoji e1 iz E1 takvo da 
se ne javlja nijedanput kao prva komponenta para (e1,e2) tada je e2=0 ina~e a2=1. Ako za svako 
e1E1 va`i da se javlja najvi{e jedanput kao prva komponenta para (e1,e2), tada je b2=1, ina~e 
je b2=N. Ako se kardinalitet tipa poveznika tuma~i na ovakav na~in, onda se kardinalitet 
ozna~ava sa: 
 
    R(E1(a2,b2):E2(a1,b1)) 
 
Na primer, ako je R1(E2(1,b2)) to zna~i da mora postojati neki entitet e2 u E2, da bi entitet e1, 
koji je sa njim u vezi, mogao biti uklju~en u skup E1. Ovaj tip kardinaliteta ujedno ozna~ava 
pretho|enje, odnosno situaciju u kojoj postojanje entiteta e2 iz skupa E2 prethodi nastanku 
entiteta e1 iz E1. 
 
U ER dijagramima se predstavljanje kardinaliteta tipa poveznika vr{i navo|enjem ili para (a1,b1) 
i (a2,b2) ili samo maksimalnih vrednosti parametara b1 i b2 uz simbol, koji grafi~ki predstavlja 










Primer 1.3. Na slici 1.3. predstavljen je ER dijagram, koji opisuje realan sistem u kojem: 
 u~enik poha|a u datom trenutku samo jedan razred, 
 jedan razred poha|a vi{e u~enika a obavezno bar jedan u~enik.  
 
          (1,1)                  (1,M) 
  U^ENIK    poha|a   RAZRED 
 
 
     Slika 1.3. 
 
U odnosu na maksimalne vrednosti kardinaliteta, tipovi poveznika se mogu podeliti u tri grupe: 
M : N, 1 : N i 1 : 1. 
 
Rekurzivni tip poveznika je tip poveznika koji predstavlja model relacije, koja povezuje entitete 
iste klase. Ovaj tip poveznika slu`i za modelovanje situacija kao {to su: radnik rukovodi 
(drugim) radnicima, proizvod je sastavljen od (drugih) proizvoda. 
 
Primer 1.4. Za predstavljanje rodbinskih veza otac-deca u skupu pojava tipa entiteta OSOBA 
koristi se slede}i rekurzivni tip poveznika: 
 
  (Osoba(ima_oca)(0,1):Osoba(ima_decu)(0,N)) 
sa zna~enjem: jedna osoba ima vi{e dece (mada ne mora imati ni jedno dete) i svaka osoba ima 
samo jednog oca.  
 
U slu~aju da tip poveznika povezuje vi{e od dva tipa entiteta radi se o tipu poveznika reda 
ve}eg od dva. Postupak za odre|ivanje kardinaliteta ovog tipa poveznika se ponavlja n puta, za 
svaki od povezanih tipova entiteta jedanput. 
 
Ograni~enje tipa R(E1(a2,b2):E2(1,b1)) ukazuje na postojanje slabog tipa entiteta, odnosno za 
svako e2 iz E2, postoji bar jedno e1 iz E1 pri ~emu su e1 i e2 povezani relacijom R. Ovo 
ograni~enje zove se jo{ i egzistencijalnom zavisno{}u povezanih tipova entiteta. Tip entiteta 
koji nije slab zove se jak (regularan) tip entiteta. 
 
Primer 1.5. Na slici 1.4. putem slabog tipa entiteta U~enik i jakog tipa entiteta Razred 
predstavljena je situacija u kojoj ne mo`e postojati u~enik (u posmatranoj {koli) a da ne poha|a 
razred.  
 
            N    E    1 
    RAZRED    poha|a   U^ENIK 
 
 
     Slika 1.4. 
 





Tip entiteta koji ne poseduje samostalni klju~ i koji je slab s obzirom na povezani tip entiteta 
je identifikaciono zavisan. 
 
Primer  1.6. Na slici 1.5. su nacrtana dva tipa entiteta. Tip entiteta Predmet je identifikaciono 
zavisan od tipa entiteta Razred (misli se na pripadnost odre|enih predmeta prvom, drugom, 
tre}em..., razredu osnovne (srednje) {kole u odnosu na nastavni plan).  
 
 
            N    ID   1 
  RAZRED      ima   PREDMET 
 
 
     Slika 1.5. 
 
Operativna komponenta ER modela podataka 
 
ER model podataka se koristi za logi~ko projektovanje baza podataka. Jo{ uvek ne postoji 
konkretan softver za rukovanje bazama podataka, koji je zasnovan na ovom modelu. Razvijeno 
je nekoliko jezika ER modela podataka, koji prevode upite iskazane terminima ER modela u 
SQL upite. U LuW90 je definisan ER upitni jezik i dati su primeri prevo|enja upita na 
engleskom jeziku u ovaj upitni jezik. U ovom ER upitnom jeziku uklju~eni su i koncepti IS_A 
i IS_PART_OF hijerarhija, da bi se pokazalo na koji na~in semanti~ki model podataka podr`ava 
upite na prirodnom jeziku.  
 
U PS85 se navodi da ne postoje jasno definisane osnovne operacije za jezik za manipulaciju 
podacima (DML) za ER model. Ne postoji jezik, koji u potpunosti podr`ava sve mogu}nosti ER 
modela sa n-arnim tipovima poveznika, tipovima poveznika sa atributima, kompleksnim i 
vi{ezna~nim atributima. U tom radu se predla`e jedan skup operatora za ER model podataka, 
koji je u vezi sa relacionom algebrom (DML jezikom relacionog modela podataka). 
 
U CER90 predla`e se grafi~ki pristup reprezentacije logi~ke strukture baze podataka. Ideja 
rada je da se korisniku omogu}i da grafi~ki formuli{e svoje upite i da ih modifikuje - putem 
manipulacije dijagrama {eme baze podataka. Razvijen je interfejs za manipulisanje dijagramima 
za pro{ireni ER model (Extended ER model). Podr`ani su koncepti: generalizacije, 
specijalizacije (uklju~uju}i podskupove), unija i podela poveznika na dijagramima. Tako 
definisan model, autori ovog rada zovu extended conceputal entity-relationship (ECER) model. 
Ovaj interfejs podr`ava slede}e operatore ECER modela: brisanje, prikaz objekata, uniju, 
razliku, presek, preimenovanje, kreiranje tipa poveznika; dodavanje  novog  tipa entiteta na 









entiteta i tipa poveznika i modifikaciju atributa. Ovakav pristup mo`e biti upotrebljen kao 
krajnji korisni~ki grafi~ki interfejs ka relacionom softveru za rukovanje bazama podataka. 
 
U MMT89 je opisan integrisani jezik op{te namene (ERLAN). Ovaj jezik omogu}uje direktan 
rad sa konceptima ER modela sa mogu}no{}u nadogradnje nad standardne programske jezike: 
Cobol, Pascal, C. Namera je da se omogu}i pristup ER podacima iz aplikacija pisanih na 
pomenutim programskim jezicima. Tako integrisani jezik mora imati slede}e osobine: 
 mogu}nost da se radi sa strukturama podataka u bazi podataka i u aplikaciji na konzistentan 
na~in (atributi entiteta u bazi podataka moraju odgovarati varijablama u programskom 
jeziku, odnosno oni mogu biti kori{}eni u izrazima selekcije (upita), pozivima procedura, na 
isti na~in kao i promenljive iz programa), 
 sistem treba da upravlja kompleksnim vi{estrukim obra}anjima jednom istom entitetu 
 pristup bazi podataka mora biti transparentan za programera. Programer treba da radi sa 
strukturama podataka iz baze, na isti na~in kao da su one u operativnoj memoriji. 
 
Osim ERLAN-a, razvijeno je jo{ nekoliko upitnih jezika za ER bazu podataka: GORDAS, 
ERROL, DESPATH, NETUL, EAS-e. Me|utim, oni se, uglavnom, posmatraju kao krajnji 
interfejs nekog postoje}eg relacionog softvera za rukovanje bazama podataka. 
 
Koncepti pro{irenja ER modela podataka 
 
ER model podataka se odlikuje semanti~ki bogatijim konceptima u odnosu na relacioni model. 
Koncepti kojima se posti`e semanti~ko bogatstvo ovog modela su: 
 potklasa i superklasa odnosno IS_A hijerarhija, 
 kategorija i kategorizacija, 
 gerund. 
  
 IS_A hijerarhija 
  
 Putem IS_A hijerarhije se identifikuju pravi podskupovi entiteta sa specifi~nim osobinama ili 
ulogama na taj na~in {to se zajedni~ka obele`ja svih entiteta grupi{u u superklasu a specifi~na 
obele`ja se grupi{u u odgovaraju}e potklase. 
  
 Pojava potklase sadr`i samo vrednost primarnog klju~a superklase i vrednosti specifi~nih 
obele`ja. Svakoj pojavi potklase odgovara ta~no jedna pojava superklase. Potklasa nasle|uje 
osobine svoje superklase.  
  
 Primer 1.7. Na slici 1.6. putem IS_A hijerarhije predstavljena je superklasa Delo sa svojim 
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       Slika 1.6. 
  
 Na slici je ozna~en samo kardinalitet preslikavanja sa skupa pojava superklase na skup pojava 
potklase. Minimalni kardinalitet ovog preslikavanja je 0, zbog toga  {to postoje pojave 
superklase kojoj ne odgovoraju ni jedna pojava potklase (me|u delima mo`e biti i epsko delo, 
nau~na fantastika i dr.). Maksimalni kardinalitet preslikavanja je 1, zbog toga {to svakoj pojavi 
superklase odgovara pojava iz najvi{e jedne potklase (delo je ili roman ili esej ili lirika).  
  
 Kardinalitet preslikavanja sa skupa pojava potklasa na skup pojava superklase se ne navodi, zbog 
toga {to svakoj pojavi potklase odgovara uvek jedna i samo jedna pojava superklase. 
  
Postupci, putem kojih se defini{e IS_A hijerarhija su: specijalizacija i generalizacija. Postupak 
specijalizacije po~inje od tipa entiteta budu}e superklase, pa se na osnovu klasifikacionog 
obele`ja, izdvajaju potklase sa specifi~nim obele`jima. Postupak generalizacije je suprotan: 
polazi se od razli~itih tipova entiteta, pa se identifikacijom zajedni~kih osobina formira 
zajedni~ka superklasa. 
Cilj uvo|enja  IS_A hijerarhije je identifikacija razli~itih uloga entiteta u realnom sistemu i 
prirodnije predstavljanje veza izme|u entiteta. Tako|e, na nivou ekstenzije izbegavaju se nula-
vrednosti za specifi~na obele`ja, u slu~aju specijalizacije, ili eliminisanje ponavljanja istih 
podataka, u slu~aju generalizacije. 
 
Kategorizacija je postupak izgradnje modela u kome potklasa objedinjuje pojave potpuno 
razli~itih tipova entiteta i tada se potklasa zove kategorijom. 
 
Gerund je koncept putem koga se predstavlja situacija u kojoj su (ne nu`no) sve pojave tipa 
poveznika povezane sa pojavama nekog drugog tipa poveznika. U tom slu~aju se tip poveznika 
transformi{e u gerund i zato se grafi~ki predstavlja kombinacijom simbola za  
 
predstavljanje tipa entiteta i tipa poveznika (pravougaonik u kome je simbol romba). U 
LNB93 se ovaj koncept zove me{oviti tip entitet-veza. 
 
Na slici 1.7. predstavljeni su osnovni koncepti ER modela podataka. 




1.1.4. Objektno-orijentisani model 
 
Primene baza podataka u oblastima: ra~unarom podr`ano projektovanje, multimedijalni sistemi, 
baze znanja imale su za posledicu nastanak i razvoj objektno-orijentisanog modela podataka. 
Relacioni model podataka nije mogao da zadovolji zahteve ovih oblasti primene kao {to su: rad 
sa nehomogenim skupovima podataka, intenzivne izmene {eme baze podataka, upravljanje 
razli~itim verzijama jednog objekta, upravljanje duga~kim transakcijama. ML96 
 
Objektno-orijentisani model podataka nije precizno definisan. On se posmatra ili kao 
nadogradnja nad relacioni model podataka ili kao nadogradnja nad objektno-orijentisane 
programske jezike PBR90. U ML96 se navodi da je objektno-orijentisani model podataka 
nastao integracijom karakteristika objektno-orijentisanih programskih jezika, semanti~kog modela 
i relacionog modela podataka. Zbog toga se ~esto koristi termin paradigma (umesto modela 
podataka). 
 
Definicije osnovnih koncepata: objekat, metoda, poruka, inkapsulacija, klasa, nasle|ivanje i 
identitet objekta su preuzete iz ML96. 
 
Definicija 1.19. Neka je U skup obele`ja, a D = ceo broj, realan broj, niz karaktera fiksne ili 
promenljive du`ine, datum, novac,... skup osnovnih tipova objekata. Tada va`i: 
 
10 Svaki elemenat svakog osnovnog tipa podataka je primitivni objekat. 
20 Ako su: X1,...,Xn razli~ita obele`ja iz U, a o1,...,on objekti, tada je 
   o = ((X1,o1),...,(Xn,on)) 
jedan objekat-torka. Objekat oi je vrednost obele`ja Xi, u oznaci oi = Xi. 
30 Ako su o1,...,on razli~iti objekti tada je 
   o = o1,...,on 
jedan objekat-skup i va`i oi  o.  (ML96, str. 226) 
 
Stanje objekta se reprezentuje putem strukture nad skupom podataka a pona{anje objekta je 
skup procedura, koje se nazivaju metodama ili operacijama. 
Poruka je zahtev, upu}en objektu, da izvr{i metodu. 
 




 STRUKTURALNA    INTEGRITETNA    OPERATIVNA 
 KOMPONENTA     KOMPONENTA    KOMPONENTA 
 
 Na nivou ekstenzije:     - integritet entiteta    Nije razvijen konkretan 
 1. pojava tipa entiteta     - kardinalnost tipa    softver za rukovanje 
 2. skup pojava tipa entiteta      poveznika     bazama podataka 
 3. pojava tipa poveznika    - slabi i identifikaciono          zasnovan na ER modelu 
 4. skup pojava tipa poveznika   zavisni tip entiteta    (kreirano je nekoliko  
               jezika za postavljanje upita, 
               za manipulisanje podacima:  
 Na nivou intenzije:           ECER, ERLAN, GORDAS...) 
 1. obele`je 
 2. domen 
 3. tip entiteta 
 4. tip poveznika 
 
 











Inkapsulacija je princip skrivanja informacija, po kome svaki objekat ima svoj privatni i 
javni deo. Privatni deo objekta ~ine struktura podataka i skup metoda za tu strukturu 
podataka i ovaj deo objekta se zove implementacijom. Javni deo objekta ~ine 
identifikator i nazivi metoda i ovaj deo objekta zove se interfejsom. 
 
Definicija 1.20. Neka je U skup obele`ja, a D = ceo broj, realan broj, niz karaktera 
fiksne ili promenljive du`ine, datum, novac,... skup osnovnih tipova objekata. Tada 
va`i: 
 
10 Dvojka (A, d), gde je d  D, je tip objekta. 
20 Ako su: T1,...,Tk tipovi objekata, tada je i ((X1,T1),...,(Xk,Tk)) tip objekta torka. 
30 Ako je T tip objekta, tad je i T tip objekta skup. Objekat tipa T je skup 
objekata tipa T. (ML96, str. 230) 
 
Klasa je dvojka (tip objekta, skup metoda). 
 
Nasle|ivanje je koncept objektno-orijentisane paradigme putem koga je realizovana 
hijerarhija klasa odnosno “je podvrsta” odnos me|u klasama. Klasa, koja nasle|uje 
osobine od druge klase, zove se potklasa. Klasa, ~ije osobine nasle|uje jedna ili vi{e 
drugih klasa, zove se superklasa. Potklasa nasle|uje osobine (tip strukture i metode) od 
svoje superklase. 
 
Potklasa mo`e naslediti od svojih superklasa obele`ja, metode i interfejs. Nasle|ivanje 
metoda vodi deljenju odnosno ponovnoj upotrebi programskog koda. Preklapanje naziva 
metoda omogu}ava da se metode sa istim imenom, ali razli~itim zna~enjem i 
implementacijom primene na objekte razli~itog tipa. Polimorfizam zna~i da se iste (ne 
samo po imenu) operacije mogu primeniti na objekte razli~itog tipa. To zna~i da 




Identitet objekta se realizuje putem jedinstvenog identifikatora. U objektno-orijentisanim 
jezicima to je pokaziva~ - memorijska adresa lokacije, u kojoj se nalazi objekat. Izme|u 
pojma identiteta i pokaziva~a postoji su{tinska razlika, jer je identitet objekta semanti~ki 
koncept. Postupci za realizaciju identiteta su ML96: 
 virtuelne i fizi~ke adrese, 















Za objektno-orijentisani model podataka je karakteristi~no da se nula vrednost ili navodi 
eksplicitno u deklaraciji strukture tipa objekta klase ili se re{ava u okviru metoda za 




Za razliku od relacionog modela podataka, gde primarni klju~ ima ulogu odr`anja 
integriteta entiteta i pod kontrolom je korisnika, u objektno-orijentisanom modelu 
identifikator nije pod kontrolom korisnika i ne nosi nikakvu semantiku o objektu. 
Identifikator objekta nije adekvatan pojmu klju~a u relacionom modelu. Prilikom 
definisanja domena obele`ja potrebno je navesti vrednost “unique” ili “required” za 
vrednosti identifikatora objekta. Mogu}e je kontrolu integriteta ostvariti i putem 




Referencijalni integritet je posledica same strukture objekta i nema potrebe za posebnim 
mehanizmom za njegovo odr`anje. Me|utim, kontrola referencijalnog integriteta izme|u 
objekata  potklase i superklase predstavlja jo{ uvek nere{eno pitanje. Zbog toga {to ne 
postoji nasle|ivanje objekata, nije podr`ano ni nasle|ivanje sa skupa objekata potklase u 




Jedan od na~ina za kontrolu integriteta domena je definicija potklase neke postoje}e 
klase, ~iji objekti }e uzimati samo dozvoljene vrednosti. Tako definisana potklasa mo`e 
da se proglasi za domen obele`ja. 
 
Operativna komponenta  
 
S obzirom da se objektno-orijentisani model podataka posmatra kao ekstenzija nad 
objektno-orijentisane programske jezike, to se za definisanje operativne komponente 
uzima sintaksa tih jezika. Me|utim, ti jezici nisu u pravom smislu jezici podataka za 
deklarisanje struktura i za manipulisanje objektno-orijentisanim bazama podataka. 
 
Na slici 1.8. navedeni su osnovni koncepti objektno-orijentisanog modela podataka. 
 
 




STRUKTURALNA    INTEGRITETNA    OPERATIVNA 
KOMPONENTA     KOMPONENTA    KOMPONENTA 
 
 
- objekat      - nula vrednost   Objektno-orijentisani programski 
- metoda        (eksplicitno se navodi)  jezici (C++, Smalltalk) 
- poruka      - integritet entiteta   To nisu jezici za deklarisanje 
- inkapsulacija       (nije pod kontrolom korisnika) struktura i za manipulisanje podacima 
- klasa       - referencijalni integritet  - klase 
- nasle|ivanje      - integritet domena   - preklapanje operatora 
- identitet objekta            - nasle|ivanje 
            - generi~ki mehanizam 
 





 Biljana Radulovi} / Projektovanje baza podataka u oblasti ORS 24 
  
 
1.2. Aktivni sistemi baza podataka 
 
Uklju~ivanje aktivnih komponenti sre}e se u programskim jezicima (obrada izuzetaka - 
exceptions), a u sistemima ve{ta~ke inteligencije - demoni. Komercijalni relacioni 
sistemi podr`avaju koncepte iskaza i trigera (ORACLE, INGRES). Savremeni 
istra`iva~ki projekti idu u dva pravca: izrada velikih sistema produkcionih pravila a 
drugi je izrada aktivnih sistema za upravljanje bazama podataka. 
 
1. Veliki sistemi produkcionih pravila imaju mehanizam zaklju~ivanja. Obrada ~injenica 
i pravila se odvija u “prepoznaj-uradi” ciklusu. Prepoznavanje se sastoji u uparivanju 
leve strane pravila sa podacima u radnoj memoriji, a drugi deo u izvr{avanju desne 
strane odabranog pravila. Za prepoznavanje se umesto tehnika ve{ta~ke inteligencije 
koriste tehnike optimizacije upita.  
 
Za ove sisteme je karakteristi~no da se i podaci i pravila nalaze u bazi podataka, 
odnosno, omogu}eno je zaklju~ivanje nad trajnom bazom podataka, {to zna~i da podaci 
i pravila ne moraju biti u radnoj memoriji. Nedostatak ovih sistema je ograni~ena 
mogu}nost konkurentnog rada i oporavka. Najpoznatiji sistemi su: KBMS, RPL, RDL, 
ARIEL. 
 
2. Aktivni sistemi za upravljanje bazom podataka koriste pravila kao mehanizam 
unifikacije za kontrolu integriteta, kontrolu prava pristupa, formiranje i izvr{avanje 
pogleda, formiranje trigera. Izvr{avanje pravila se pokre}e podacima, odnosno nastankom 
doga|aja. 
 
Pravila su sastavni deo {eme baze podataka i obra|uju se tehnikama optimizacije upita, 
koje su ugra|ene u sistem za upravljanje bazom podataka. Konkurentan rad i oporavak 
su potpuno podr`ani kroz karakteristike softvera za rukovanje bazama podataka. 
 
Aktivni sistemi se razvijaju ili kao nadogradnja nad objektno - orijentisane (OO) sisteme 
ili relacione sisteme. Najpoznatiji OO sistem, koji podr`ava ECA pravila je HiPAC 
(pored njega to su jo{ i: O2, ODE, ETM). Najpoznatiji aktivni sistemi kao nadogradnja 
nad relacione sisteme su POSTGRES i STARBURST. 
 
Pravila slu`e kao sredstvo unifikacije, odnosno kao mehanizam za kontrolu integriteta, 
definisanje materijalizovanih pogleda, kontrolu autorizacije, izradu aktivnih sistema, 
realizaciju deduktivnih baza podataka, sistema zasnovanih na znanju i ekspertnih 
sistema, odr`avanje verzija, memorisanih procedura. 
 
Krajem osamdesetih godina vr{ena su istra`ivanja u pravcu spajanja baza podataka i 
logi~kog programiranja, odnosno podataka i pravila, koja obra|uju te podatke. Rezultati 
tih istra`ivanja su slede}e tehnike: 
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(1) Pravila su u aplikativnim programima, a podaci u bazama podataka. 
 
Ova tehnika je zastupljena u poslovnoj obradi podataka. Njen nedostatak je u tome {to 
je za svako novo pravilo potrebno menjati interaktivne programe za a`uriranje baze 
podataka ali tako da se o~uva konzistentnost baze podataka. Time se pove}ava slo`enost 
programa i slo`enost postupka odr`avanja baze podataka u konzistentnom stanju. 
 
(2) Podaci i programi se nalaze u okru`enju ekspertnog sistema (shell-u).  
 
Takvo okru`enje ~ine Prolog, KEE ili PC+. Nedostatak ove tehnike je {to se zahteva da 
svi podaci i pravila, kojima se podaci obra|uju, budu u operativnoj memoriji, {to je 
prakti~no nemogu}e.  
 
(3) Pravila se nalaze u ekspertnom okru`enju a podaci u bazi podataka. 
 
Ova tehnika je realizovana u KEE/Connection sistemu. Baza podataka je kreirana putem 
nekog softvera za rukovanje bazama podataka, a pravila se nalaze u okru`enju 
ekspertnog sistema (shell-u).  Ova dva sistema su “labavo” povezana na taj na~in {to 
ekspertno okru`enje koristi mehanizme softvera za rukovanje bazama podataka na isti 
na~in kao i svaki drugi korisnik tog softvera. Nedostatak ove tehnike je {to se ona ne 
mo`e primeniti u situacijama u kojima se de{avaju ~este izmene podataka u bazi, jer se 
u tom slu~aju vr{i neprekidno selektovanje podataka {to prouzrokuje bespotrebno 
tro{enje resursa. 
 
(4) Pravila i podaci se nalaze u jedinstvenoj bazi pravila i podataka. 
 
Ova tehnika je implementirana u aktivnim sistemima baza podataka: Postgresu, 
Starburst-u i HiPac-u Mar93. Ova tehnika se zove “~vrsto povezivanje” i sastoji se u 
izradi jedinstvenog sistema koji }e na identi~an na~in predstavljati i obra|ivati podatke i 
pravila.  
 
Savremene verzije softvera za rukovanje bazama podataka (npr. ORACLE) u varijanti 
client/server arhitekture omogu}avaju kombinaciju (1) i (4): 
 
a) server: baza podataka, procedure i trigeri, 
b) client: procedure i pravila u aplikativnim programima. 
 
U daljem tekstu su detaljnije obja{njena dva sistema: Postgres i Starburst. 
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1.3. Prakti~no realizovani softveri za rukovanje bazama podataka 
 
“Sistem za upravljanje bazom podataka je programski proizvod koji omogu}uje efikasno: 
formiranje, kori{}enje i menjanje baze podataka.” (ML96, str. 62). Osnovne 
karakteristike svakog softvera za rukovanje bazama podataka (SRBP)  su: 
 zasnovan je na nekom od modela podataka, 
 podr`ava programske jezike za: definisanje strukture i uslova integriteta baze 
podataka, selekciju i izmene (upis, brisanje, modifikaciju) sadr`aja baze 
podataka, 
 poseduje mehanizme za: 
 za{titu od neovla{}enog pristupa podacima od strane korisnika, 
 upravljanje transakcijama, 
 za{titu baze podataka od uni{tenja, 
 obezbe|enje efikasnog kori{}enja baze podataka i 
 upravljanje distribuiranim delovima baze podataka. 
 
U Mi92 su navedeni osnovni zahtevi, koji se postavljaju pred sistem za rukovanje 
bazom podataka: 
 sistem treba da odr`ava opis implementacione {eme baze podataka (konceptualne 
{eme, eksterne i interne {eme) - re~nik podataka; 
 lako pretra`ivanje podataka (SQL standard); 
 obezbe|enje konkurentnog rada za vi{e korisnika (o~uvanje konzistentnosti podataka 
prilikom upita ili provo|enja promena); 
 transakcioni rad - kao metod za obezbe|enje integriteta baze podataka; 
 za{tita od nenormalnih zavr{etaka transakcija i automatsku rekonstrukciju podataka i 
o~uvanje integriteta baze; 
 upit nad distribuiranim bazama, istovremeni upit nad bazom od strane vi{e korisnika 
u mre`i. 
 
U ovom poglavlju su navedene osnovne karakteristike jednog od najpoznatijeg 
relacionog softvera za rukovanje bazama podataka: ORACLE, dat je kratak prikaz 
okru`enja za razvoj baza podataka na personalnim ra~unarima: FoxPro i Access, i 
opisane su osnovne karakteristike dva prototipska aktivna sistema za rukovanje bazama 




ORACLE RDBMS (Relational Data Base Management System) je prvi komercijalni 
softver za rukovanje bazama podataka. Proizvodi ga Oracle Corporation iz Belmonta u 
Kaliforniji.  Prvobitna  ideja u  razvoju ovog softvera je  bila razviti  RDBMS  koji  
}e  
 Poglavlje 1. Uvod 27 
 
 
koristiti strukturirani upitni jezik (SQL) i koji }e imati mogu}nost prenosivosti aplikacija 
i podataka na razne platforme.   
Prva verzija ORACLE 2 se pojavila 1979. godine i radila je na DEC PDP-11 
minira~unaru. Kasnije je ORACLE bio razvijen i za VAX ra~unar pod VMS 
operativnim sistemom. Ova verzija imala je kompletnu implementaciju SQL-a i 
CONNECT BY klauzulu SELECT naredbe za rekurzivne upite kroz stablo. Verzija 3, 
koja se pojavila 1983. godine, bila je napisana ve}im delom u programskom jeziku C, 
{to je i omogu}ilo implementaciju ORACLE sistema na raznim platformama. Ova 
verzija je imala mogu}nost transakcionog rada, ali konzistentnost pri ~itanju nije bila 
podr`ana. Verzija 4 pojavila se 1984. godine za IBM ra~unare za MVS operativni 
sistem kao i verzija za personalne ra~unare. Verzija 4 je omogu}ila konzistentnost pri 
~itanju i mogu}nost da se prilikom upita vide podaci, koji su u saglasnosti sa vremenom 
kad je upit postavljen. 
 
Verzija 5 (1985/86. godine) uvodi klijent/server arhitekturu putem mre`nog softvera 
SQL*Net Ni96. Verzija 5.1 omogu}ila je distribuirane upite, odnosno mogu}nost 
pristupa podacima koji su fizi~ki sme{teni na vi{e lokacija. Verzija 5  je prvi proizvod 
koji je pod MS DOS operativnim sistemom koristio extended memoriju personalnog 
ra~unara. Verzija 6 je imala module za upravljanje baferima, konkurentni pristup, on 
line backup (rezervna verzija baze). Uvedeno je zaklju~avanje na nivou sloga. 
 
Verzija 6.2 pojavila se 1991. godine i to je bio prvi vi{ekorisni~ki LAN SQL server 
baze za operativne sisteme: OS/2, Xenix, Banyan, VINES i Macintosh. Najzna~ajnije 
pobolj{anje bio je proceduralni jezik PL/SQL. To je proceduralni jezik u kome se mogu 
direktno pisati SQL naredbe, i ujedno je i jezik klijenta i jezik servera.  Ova verzija je 
sintaksno podr`ala ANSI/ISO standard za definiciju pravila integriteta (poslovnih 
pravila). Pravila se zapisuju u re~nik podataka, kao i relacije izme|u tabela.  
 
Verzija 7 pojavila se 1992. godine. Pobolj{anja u ovoj verziji su: mogu}nost 
aplikacijama da koriste istu kopiju SQL naredbe ili procedure iz baze (stored 
procedure), koja se ve} nalazi u memoriji; optimizacija upita putem statistike o tabelama 
i indeksima; mehanizam trigera i vi{estruki bazni trigeri istog tipa nad jednom tabelom; 
metode za upravljanje za{titom (lozinke i autorizacija); globalna optimizacija 
distribuiranih upita i distribuiranih a`uriranja; a`uriranje istih podataka na razli~itim 
lokacijama; mogu}nost definisanja SQL funkcija (korisni~ki definisane funkcije); 
deklarativno definisanje referencijalnih integriteta. 
 
U Ra~97 navede se 12 pravila, koje prema E.F. Codd-u, tvorcu teorije relacionog 
modela podataka, treba da ispuni softver za rukovanje bazama podataka da bi mogao da 
se zove relacioni. Codd je 1985. godine istakao da po tim pravilima ni jedan od 
postoje}ih softvera nije u potpunosti relacioni. U odnosu na analizu datu u Ra~97 
ORACLE 7 ne ispunjava slede}e zahteve: 
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 ORACLE dozvoljava postojanje tabele za koju ne postoji definisan primarni klju~, a 
jedno od pravila ka`e da se svakom podatku mo`e pristupiti samo kombinacijom 
imena tabele, vrednosti primarnog klju~a i imena kolone; 
 nema mogu}nost a`uriranja pogleda, koji spajaju vi{e tabela (u verziji 8 bi trebalo 
da se realizuje); 
 posledica prethodnog nedostatka je delimi~na logi~ka zavisnost programa i aplikacija 
od podataka. 
Zadovoljenje skupa zahteva, koji se postavljaju pred svaki sistem za rukovanje bazama 
podataka, inicira njihovu veoma slo`enu programsku realizaciju. Osnovu arhitekture 
ORACLE sistema ~ine: 
 korisni~ki deo sistema (aplikacije) 
 ORACLE sistem (sistem upravljanja bazom i sama baza podataka). 
Na slici 1.9. prikazana je osnovna arhitektura ORACLE sistema (Mi92, str.5): 
 
    Korisni~ki program 
Korisni~ka strana 
 
    SQLLIB, HLI, OCI  Priprema SQL zahteva 
     UPI   ORACLE strani i prihvat 
        odziva korisni~ke strane 
 
 
            Single  ili    Two  Veza koju ostvaruje 
     task          task  operativni sistem 
 
     
     OPI    Prihvat SQL zahteva 
  ORACLE       Korisni~ke strane i priprema 
    strana       odziva korisni~koj strani 
    SQL procesor 
 
  
    Rutine Kernel-a  ORACLE jezgo (KERNEL) 
    za pristup bazi 
 
    Upravljanje 
    baferima (I/O) 
   
    Rekonstrukcija 
       baze 
 
     Slika 1.9. 
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U zavisnosti od operativnog sistema, korisni~ki proces i ORACLE proces mogu da rade 
kao jedinstven proces („single task‟- MS DOS, VAX/VMS, VM/CMS) ili kao posebni 
procesi („two task‟ arhitektura - UNIX, MVS). 
 
ORACLE sistem podr`ava rad u lokalnoj mre`i i pristup bazama podataka iz mre`e ili 
rad sa distribuiranom bazom podataka. Operativni sistem u tom slu~aju obezbe|uje 
razmenu zahteva i podataka izme|u korisni~ke i ORACLE strane. 
 
ORACLE sistem se sastoji iz vi{e programskih modula, a svaki programski modul je 
jedan ili vi{e uslu`nih programa. Programski moduli su: 
 ORACLE osnovni modul se sastoji od slede}ih uslu`nih programa Pol91:  
 -ODL (ORACLE Data Loader) - omogu}ava korisniku uno{enje podataka iz 
 standardnih datoteka, 
 -EXP/IMP (Export/Import) - omogu}ava korisniku da preme{ta podatke izme|u 
 tabela prilikom arhiviranja podataka ili prenosa podataka izme|u razli~itih 
 operativnih sistema ili ORACLE baza podataka, 
 -ODS (ORACLE Display System) - omogu}ava administratoru baze podataka 
 prikaz korisni~kih i ORACLE procesa, 
 -AIJ (After Image Journaling) - omogu}ava administratoru baze podataka  
 snimanje promena nad podacima, zbog potreba oporavka u slu~aju pada sistema, 
 -SGI (System Global Information) - omogu}ava administratoru baze podataka 
 podelu kori{}ene memorije, 
-IOR Program - omogu}ava administratoru baze podataka da pokre}e, zaustavlja 
i inicira sistem, 
 -CCF (Create Contiguous File). 
 
 Easy ORACLE - modul za vo|enje korisnika u toku rada 
 
 SQL ORACLE moduli: 
 
 SQL *Plus - komandni interfejs za SQL komande 
 SQL *Forms - generator formi 
 SQL *Graphics - modul za grafi~ko prikazivanje informacija 
 SQL *Net - modul za pristup bazama podataka na drugim ra~unarima 
 SQL *Report - modul za oblikovanje izve{taja 
 
 Standardni moduli za pristup bazi podataka iz programskog jezika visokog nivoa 
(Pro* C, Pro* COBOL, Pro* Pascal, Pro* FORTRAN). 
 
SQL (Structured Query Language) je standardni relacioni upitni jezik koji je od 1986. 
godine po ANSI standardu standard upitnih jezika. Nastao je u IBM istra`iva~koj 
laboratoriji u San Hose-u, Kalifornija 1974. godine. 
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SQL je implementiran u vi{e od 50 komercijalno raspolo`ivih sistema za upravljanje 
bazama podataka relacionog tipa (DB2, SQL/DS, ORACLE, INGRES, PROGRESS,...). 
Osnovne karakteristike SQL-a su: 
 jednostavnost i jednoobraznost u toku kori{}enja 
Tabela se kreira jednom naredbom i posle kreiranja tabela je odmah raspolo`iva za 
kori{}enje. Svi podaci su memorisani u obliku tabela i rezultat bilo koje operacije se 
logi~ki prikazuje u vidu tabele. 
 mogu}nost interaktivnog i klasi~nog (aplikativnog) programiranja 
Upotrebom SQL-a dobijaju se odgovori na trenutne zahteve ili je mogu}e SQL blokove 
ugraditi u aplikacije, razvijene na nekom od vi{ih programskih jezika (C, Cobol, 
FORTRAN) 
 neproceduralnost (proceduralnost u minimalnom stepenu) 
SQL je u velikoj meri neproceduralan, jer defini{e [TA a ne KAKO; koji podaci se 
`ele, koje tabele se referenciraju i koji uslovi treba da budu ispunjeni, bez specifikacije 
procedura za dobijanje `eljenih podataka. 
 
Jezgro (KERNEL) ORACLE-a izvodi SQL operacije koje zahtevaju korisnici. Ovaj deo 
izvodi ~itanje i pisanje u datoteke baze podataka (DB datoteke - sadr`e korisni~ke 
tabele i re~nik podataka) i u datoteke pre slike (BI datoteke - slike podataka pre 
promene). Jezgro ORACLE-a, tako|e, odr`ava podatke u SGA podru~ju (op{tem 
sistemskom podru~ju, koje je centar aktivnosti ORACLE sistema), i koordinira aktivnost 
vi{e korisnika. 
 
Re~nik podataka je skup relacija i pregleda, kreiranih od strane ORACLE sistema. 
Sadr`i administrativne podatke o korisnicima, relacijama i drugim objektima, i nalazi se 
na centralnom mestu u operacijama ORACLE-a. 
 
 
AKCIJE - TRIGERI (OKIDA^I) 
 
Putem trigera uklju~ena je aktivna komponenta u ORACLE relacioni sistem. Triger se 
sastoji od definicije doga|aja, koji izazivaju izvr{enje akcija, ako su se stekli dati 
uslovi. To su imenovani PL/SQL blokovi naredbi, koji se nalaze u re~niku podataka, i 
koji se implicitno izvr{avaju kada se desi neki doga|aj u sistemu. Doga|aji, koji 
izazivaju izvr{avanje akcije trigera odnose se isklju~ivo na bazu podataka; uslovi, pod 
kojima }e akcija biti izvr{ena proveravaju stanje baze podataka, i na kraju, akcije, koje 
se izvr{avaju su iskazane u terminima operacija nad bazom podataka. Zna~i, svi 
elementi trigera odnose se isklju~ivo na elemente baze podataka. 
 
Svaki definisani triger se pridru`uje jednoj tabeli, pri ~emu se navodi koje od operacija 
dodavanja, brisanja ili a`uriranja pokre}u (okidaju) izvr{avanje takvog programa. 
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Triger je objekat baze podataka, koji se izvr{ava neposredno pre (BEFORE) ili posle 
(AFTER) operacija a`uriranja (INSERT, DELETE, UPDATE) ali pre naredbe 
COMMIT, koje su specificirane u samom trigeru. Triger mora da sadr`i navedenu bar 
jednu operaciju a`uriranja. Ako se ne navede FOR EACH ROW opcija, triger se 
izvr{ava jednom za pokrenutu akciju (naredbu), a ina~e za svaku torku, koja je 
a`urirana datom naredbom. 
 
Sintaksa trigera u ORACLE ver. 7 je slede}a: 
 
 CREATE TRIGGER <{ema>.<naziv_trigera> 
  BEFOREAFTER INSERT OR 
       DELETE OR 
       UPDATE OF <lista_kolona> ON   
      <{ema>.<tabela> 
   REFERENCING OLD AS <staro_ime> 
         NEW AS <novo_ime> 
   FOR EACH ROW 
   WHEN <predikat> 
   <pl/sql/blok> 
 
Putem trigera se mogu definisati specifi~na pravila poslovanja (integriteta). Me|utim, 
trigeri nisu pravila ograni~enja (kao mehanizam samog softvera za rukovanje bazama 
podataka) nego su programi. Zna~i, korisnik ih posebno kreira za date potrebe. 
Implementacija pravila integriteta kao sastavnog dela {eme baze podataka je realizovana 
u aktivnim sistemima baza podataka: POSTGRES i STARBURST, koji su opisani u 
odeljku 1.3.3. i 1.3.4. 
 
 
1.3.2. FoxPro, Access 
 
Pojavom personalnih ra~unara na tr`i{tu, pojavili su se i softveri za razvoj baza 
podataka tipa FoxPro, Access, Clipper, Clarion. Ovi softveri ne mogu da se podvedu 
pod termin softveri za rukovanje bazama podataka, jer ne ispunjavaju u potpunosti sve 
zahteve, koji se pred takve softvere postavljaju: 
 ovi sistemi nemaju (ili samo delimi~no imaju) mehanizme za opis implementacione 
{eme baze podataka (konceptualne {eme, eksterne i interne {eme) - re~nik podataka; 
 ne obezbe|uju u potpunosti konkurentan rad za vi{e korisnika (o~uvanje 
konzistentnosti podataka prilikom upita ili provo|enja promena); 
 ne obezbe|uju transakcioni rad (obezbe|enje integriteta baze podataka); 
 nemaju mehanizme za za{titu od nenormalnih zavr{etaka transakcija i automatsku 
rekonstrukciju podataka i o~uvanje integriteta baze; 
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 delimi~no podr`avaju upit nad distribuiranim bazama, istovremeni upit nad bazom 
od strane vi{e korisnika u mre`i. 
 
Oni su na{li svoju primenu u razvoju aplikacija manjeg obima, slo`enosti i zahteva. 
Pogodni su kao alat za obuku po~etnika u rukovanju softverima za baze podataka. 
 
FoxPro softver je proizvela kompanija Ashton Tate. Prvi proizvod ove kompanije bio je 
dBaseII 1981. godine i bio je proizveden za IBM PC. Zasnovan je na relacionom 
modelu podataka. Daljim usavr{avanjem ovog softvera nastao je FoxBase.  I drugi 
proizvo|a~i su svojim proizvodima davali imena koja su sadr`avala izraz BASE (rBASE 
i SuperBase), pa je dbase postalo ime, koje je naj~e{}e kori{}eno za softvere za baze 
podataka namenjene personalnim ra~unarima. Svi proizvodi kompanije Ashton Tate za 
baze podataka zadr`ali su sintaksu i format datoteka dBASE II. Daljim usavr{avanjem 
nastao je FoxPro 1.0. Kompanija Microsoft otkupila je 1992. godine kompaniju Ashton 
Tate i od tada se FoxPro razvija i pod Windows okru`enjem, razvijaju se alati za izradu 
biblioteka u C jeziku, vr{i se povezivanje sa SQL serverima i drugim platformama baza 
podataka, razvijaju se alati samostalnih izvr{nih verzija. Verzija Visual FoxPro se 
pojavila 1994. godine i pro{irena je mogu}nostima za rad sa objektima i za rad u 
grafi~kom Windows okru`enju. U ovoj verziji razvijen je mehanizam za o~uvanje 
referencijalnog inegriteta putem definisanja tipa veze me|u tabelama u okru`enju 
Database Designer. Mogu}e je definisanje kaskadnog i restriktivnog odr`avanja 
referencijalnog integriteta. 
 
Evolucija FoxPro okru`enja je tekla u pravcu pove}anja broja istovremeno otvorenih 
datoteka, pouzdanije strukture baza podataka, automatskog upore|ivanja i kontrole u 
toku uno{enja podataka, uvo|enja alata (generatori maski, izve{taja, menija), razvoj 
osnovnih mogu}nosti za rad u vi{ekorisni~kom okru`enju (zaklju~avanje datoteka i 
mogu}nost pristupanja datotekama u deljenom re`imu), dodavanjem novih tipova 
podataka (memo polja, OLE - objektno povezivanje i ugra|ivanje), kreiranjem 
strukturiranih i slo`enih indeksa, ugra|ivanjem SQL sintakse. 
 
ACCESS je prozvod kompanije Microsoft. Prva verzija se pojavila 1992. godine i to je 
bio prvi softver za razvoj baza podataka u Windows okru`enju. On je zasnovan na 
relacionom modelu podataka. Ovaj softver se po nekim osobinama pribli`ava softverima 
za rukovanje bazama podataka, ali se one nalaze tek u po~etnim fazama razvoja. 
Podr`ava dinami~ki skup slogova (dynaset), ima skroman re~nik podataka, ima 
mehanizme za odr`avanje referencijalnih integriteta (uklju~uje podr{ku za kaskadno 
brisanje i a`uriranje) i ima SQL upitni jezik. Access je u osnovi neproceduralno 
okru`enje, mada ima u osnovi proceduralan jezik Visual Basic. Access ima mogu}nost 
manipulisanja podacima kori{}enjem Visual Basic koda putem modula: Data Access 
Objects (DAO). Ima podr{ku za upravljanje doga|ajima (event-driven procedure); 
podr`ava vi{ekorisni~ko deljenje baze podataka i u file-server i u klijent-server 
okru`enju; poseduje podr{ku za replikaciju baze podataka.  
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1.3.3. POSTGRES (DATALOG i POSTQUEL) 
 
POSTGRES je razvijen na Kalifornijskom univerzitetu pod rukovodstvom prof. dr M. 
Stonebrakera. Ovaj sistem razvijen je kao ekstenzija nad INGRES relacionim softverom 
za rukovanje bazama podataka. POSTGRES je prototipski sistem. POSTGRES-ov model 
podataka koristi relacionu tehnologiju, {to zna~i da se baza podataka sastoji od skupa 
vremenski promenljivih relacija. Upitni jezik zasnovan je na relacionoj algebri i 
relacionom ra~unu. Relacioni sistem POSTGRES-a pro{iren je mogu}nostima za 
upravljanje znanjem i upravljanje objektima.  
 
Prikaz POSTGRES-a dat je na osnovu SRH90, Ma96, Ma93, FT95. 
 
POSTGRES kao relacioni sistem. POSTGRES-ov upitni jezik je POSTQUEL i 
predstavlja uop{teniju verziju QUEL-a. Pobolj{anja u POSTQUEL-u su SRH90: 
 uvo|enje from klauzule, ~ime je omogu}eno definisanje promenljive tipa red (n-
torka), 
 mogu}nost pisanja izraza kojim se formira relacija na bilo kojem mestu u upitu, 
 uvo|enje u upitni jezik execute (izvr{i) naredbe i naredbe za iteraciju upita, 
 mogu}nost referenciranja na podatke iz pro{losti. 
 
Najjednostavniji oblik upita u POSTQUEL-u je spoj QUEL upitnog izraza (retrieve 
naredba) i SQL upitnog izraza (select naredba): 
 
 retrieve <lista atributa> 
 from <lista relacija> 
 where <uslovi selekcije ili spoja> 
 
Za razliku od QUEL-a, POSTQUEL ima from klauzulu da bi se definisale promenljive 
n-torke (promenljive tipa red). Op{ta sintaksa from klauzule ima slede}i izgled: 
 
 from t1 in R1,...,tn in Rn. 
 
Zna~enje retrieve-naredbe POSTQUEL-a je identi~no zna~enju slede}e retrieve-naredbe 
QUEL-a: 
 range of t1 is R1 
 ... 
 range of tn is Rn 
 retrieve <lista atributa> 
 where <uslovi selekcije i/ili spajanja> 
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select <lista atributa> 
 from R1 t1,...,Rn tn 
 where <uslovi selekcije i/ili spajanja> 
 
Domeni obele`ja mogu biti predefinisani (standardni) i korisni~ki definisani. 
 
Naredbe jezika za opis podataka i jezika za manipulaciju podacima POSTQUEL-a su: 
CREATEDB, DEFINE VIEW, DEFINE INDEX, RETRIEVE, APPEND, REPLACE, 
DELETE. 
 
Upravljanje objektima je postignuto ekstenzijom relacionog modela. Ta ekstenzija se 
sastoji iz:  
 definisanja apstraktnih tipova podataka (uklju~uju}i korisni~ki definisane operatore i 
procedure, atribute relacija tipa procedura) 
 mogu}nost nasle|ivanja atributa i procedura. 
 
Realizovani su slede}i koncepti: agregacija, generalizacija, slo`eni objekti i atributi koji 
referenciraju n-torke drugih relacija. 
 
POSTGRES se svrstava u pro{irene relacione sisteme. Mo`e se definisati i kao 
objektno - orijentisani sistem, jer dodeljuje jedinstveni identifikator svakom objektu, 
odnosno, svakoj n-torki baze podataka, omogu}uje definisanje apstraktnih tipova 
podataka, klasa i metoda (funkcija) i podr`ava nasle|ivanje podataka i funkcija. 
 
U POSTGRES-u su izjedna~eni koncepti relacije i klase, s jedne strane, i n-torke i 
primerka (pojavljivanja) klase, s druge strane. 
 
Svaka relacija (klasa) ima i surogat klju~a - virtuelnu kolonu (atribut), koja jedinstveno 
identifikuje svaku n-torku relacije (svaki primerak klase). To zna~i da je u ovom 
softveru putem surogata realizovan integritet objekta. 
 
POSTGRES ima mogu}nost ~uvanja izbrisanih ili izmenjenih podataka, jer on ~uva sve 
podatke. Brisanje nepotrebnih podataka vr{i se na eksplicitan zahtev korisnika. 
 
Mogu}nost iteracije upita. Iteracija upita ozna~ava se dodavanjem simbola zvezdice kao 
sufiksa na POSTQUEL naredbe za manipulisanje podacima. Retrieve* naredba nastavlja 
da se izvr{ava sve dok nijedna n-torka ne ostane za prikaz, a naredbe append*, delete* i 
replace* sve dok nijedna n-torka ne ostane za a`uriranje. 
 
Primer 1.8. Data je {ema relacije Radnik(MBR, IME, PREZIME, RUKOVODILAC, 
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radnika. Putem slede}eg upita kreira se relacija, koja sadr`i sve radnike koji su direktno 
ili indirektno podre|eni radniku Ivanu: 
 
 retrieve* into PODRE\ENI(R.ime, R.rukovodilac) 
 from R in RADNIK, P in PODRE\ENI 
 where R.ime = “Ivan” 
  or R.rukovodilac = P.ime  
 
POSTGRES kao aktivni sistem baza podataka 
 
Osnovu aktivnih sistema ~ine slede}e opcije: 
 prepoznati definisane situacije (u bazi podataka, aplikacijama, okru`enju) 
 pokrenuti definisane (re)akcije (operacije nad bazom podataka ili programe) po 
nastanku situacija. 
 
Aktivni sistemi se odlikuju svojim ECA (Event-Condition-Action) pravilima. Pravila 
~ine model znanja aktivnog sistema. Pored logi~ke {eme i ~injenica, aktivni sistemi 
omogu}uju i dodatnu semantiku putem slo`enih pravila integriteta i pravila pona{anja. 
Pravila su sastavni deo {eme baze podataka, i zbog toga ovi sistemi imaju ve}u 
semanti~ku mo} u odnosu na klasi~ne relacione sisteme (ORACLE, INGRES...). 
 
Doga|aj mo`e biti:  
 po~etak ili zavr{etak operacije nad bazom podataka, 
 po~etak ili zavr{etak imenovane transakcije, 
 vremenski doga|aj, 
 istorijski doga|aj (pra}enje istorijata neke pojave kroz frekvenciju njenog 
pojavljivanja u vremenskom intervalu), 
 apstraktan doga|aj (pritisak na funkcijski taster). 
  
Upravljanje znanjem  realizovano je putem jedinstvenog op{tenamenskog sistema 
pravila. Sistem pravila je integritetna komponenta POSTGRES-a i koristi se za podr{ku 
referencijalnog i poslovnog integriteta, pogleda, memorisanih procedura, za{tite, verzija, 
za programiranje rukovo|eno doga|ajima.  
 
Prvi POSTGRES-ov sistem pravila zasniva se na ideji da se bilo koja POSTGRES-ova 
naredba mo`e transformisati u pravilo promenom semantike naredbe, tako da se naredba 
logi~ki izvr{ava ili uvek (ALWAYS) ili nikad (REFUSE) ili ta~no jedanput (ONE-
TIME) sa ispunjenjem definisanih uslova. Sintaksa ovog skupa pravila izgleda: 
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Primer 1.9. Data je {ema relacije U~enik(MBR, IME, PREZIME, PROS_OC, 
MBR), pri ~emu obele`je pros_oc predstavlja prose~nu ocenu datog u~enika. 
Slede}im upitom se prikazuje prose~na ocena u~enika Mirka nakon 20. juna: 
 
  ONE-TIME retrieve (U^ENIK.pros_oc) 
  where U^ENIK.ime=“Mirko” and TIME() > “Jun 20”  
  
Prvi skup pravila POSTGRES-a je rekord (tuple) orijentisan: pokre}e ih promena nad 
pojedina~nom n-torkom relacije. 
 
Drugi POSTGRES-ov sistem pravila predstavlja na~in predstavljanja znanja u vidu 
produkcionih, ECA (Event-Condition-Action) pravila i ima izgled: 
 
 define rewrite rule <naziv> 
 on <doga|aj> to <objekat> 
 from <lista relacija> where <uslov> 
   then do instead <lista akcija> 
 
pri ~emu je: 
 <doga|aj> neka od standardnih POSTQUEL naredbi za manipulisanje podacima: 
append, delete, replace ili retrieve, new sa zna~enjem append ili replace i old sa 
zna~enjem delete ili replace, 
 <objekat> je naziv relacije ili lista naziva atributa relacija, 
 from i where klauzule su standardne POSTQUEL klauzule, 
 <lista akcija> je lista koja se sastoji od bilo koje akcije nad bazom podataka sa 
izmenom, koja omogu}uje upotrebu new ili current klju~ne re~i umesto promenljive 
tipa red.  
 
Pravila iz drugog skupa POSTGRES-ovih pravila su, tako|e, rekord-orijentisana, a to 
zna~i da ih pokre}u promene nad n-torkama relacija. 
 
Semantika pravila odre|uje da je u trenutku pristupa, ubacivanja, izmene ili izbacivanja 
n-torke poznata current (teku}a) n-torka (za prikaz, izmenu, izbacivanje) i new (nova) 
n-torka (za izmenu i ubacivanje). Ako je nakon nastanka doga|aja, za teku}u n-torku 
zadovoljen uslov iz where klauzule, pokre}e se izvr{avanje akcija pravila. Nakon {to se 
akcija zavr{i, atributi koji su referencirani sa current.<naziv_atributa> i 
new.<naziv_atributa> dobijaju vrednosti odgovaraju}ih polja teku}e, odnosno nove n-
torke. 
 
Primer 1.10. Data je {ema relacije: 
Razred(SIF_RAZ, SIF_RAZ_ST, BROJ_U^ENIKA,SIF_RAZ, SIF_RAZ_ST) 
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gde obele`je br_u~enika ima zna~enje: broj u~enika datog razreda, a obele`je sif_raz_st 
ima zna~enje: {ifra razrednog stare{ine. Putem slede}eg pravila definisana je akcija -
prikaz {ifre razrednog stare{ine i {ifre razreda, koga poha|a manje od 10 u~enika 
(pravilo se okida kada se taj broj u~enika promeni): 
 
 define rule Prikazi_podatke_razred 
 on replace to razred.broj_u~enika 
 where razred.broj_u~enika<10 
 then do retrieve razred.{if_raz_st, razred.{if_raz  
 
U pravilu je mogu}e definisati da se promena (operacija), koja je prouzrokovala 
pokretanje pravila, uop{te ne izvr{i. To se posti`e klauzulama: 
refuse - promena, koja je inicirala pokretanje pravila, se odbija, 
instead - umesto promene izvr{ava se skup operacija definisanih instead klauzulom. 
 
POSTGRES kao deduktivni sistem baza podataka 
 
Deduktivni sistemi baza podataka koriste model podataka koji koristi relacionu notaciju 
podataka i predikatski ra~un prvog reda za predstavljanje znanja i definisanje 
dozvoljenih operacija nad podacima. Ovaj model podataka je implementiran u 
POSTGRES-u pod imenom DATALOG. Naziv ovog modela podataka (ta~nije re~eno 
paradigme logi~kog programiranja u oblasti baza podataka) poti~e od osnovne namene: 
predlo`iti verziju PROLOG-a, koja je podesna za sisteme za rukovanje bazama 
podataka. 
 
Matemati~ki model podataka, na kome je razvijen DATALOG, istovetan je konceptima 
na kojima se zasniva relacioni model. Predikatski simboli u DATALOG-u ozna~avaju 
relacije. Referenciranje atributa relacije ostvaruje se po poziciji argumenata, jer se oni 
navode u fiksnom redosledu. Na primer, ako je p predikatski simbol, onda u predikatu 
p(X,Y,Z) promenljiva X ozna~ava prvi atribut (kolonu) relacije, koja odgovara predikatu 
p. 
 
Karakteristike DATALOG-a, kao sistema deduktivnih baza podataka, opisane su u 
odeljku 3.3. DATALOG i CWA-princip. U Ullm88 i Ma93 opisan je na~in 
realizacije DATALOG-a u upitnom jeziku POSTGRES-a: POSTQUEL-u. Pri tome, 
osnovna namera je da se u POSTQUEL-u podr`i rekurzija i realizuje iteracija upita. U 
POSTQUEL-u se bilo koje nerekurzivno DATALOG-pravilo predstavlja izrazom bez 
iteracije, a bilo koje rekurzivno DATALOG-pravilo predstavlja se posebnim retrieve* 
iterativnim izrazom.  Pri tome se uva`avaju ograni~enja u odnosu na specifi~an oblik 
pravila (Hornove klauzule). 
 
Na taj na~in razvijen je mehanizam koji putem iteracije upita obezbe|uje mogu}nost 
izvo|enja novog na osnovu postoje}eg znanja, a to je najzna~ajnija karakteristika 
deduktivnih sistema. 





STARBURST je prototipski relacioni sistem koji se razvija u IBM-ovoj istra`iva~koj 
laboratoriji u Kaliforniji od 1985. godine.  
 
STARBURST softver za rukovanje bazama podataka je zasnovan na relacionom modelu. 
Me|utim, njegova najva`nija karakteristika je mogu}nost pro{irenja. Pro{irenje sistema 
se odnosi na slede}e aspekte: 
 
 podr{ka novih operacija, 
 prilago|avanje upravljanja podacima, 
 podr{ka za aplikacije. 
 
Podr{ka novih operacija obuhvata dodavanje novih operacija u cilju usavr{avanja 
upitnog jezika. Upitni jezik STARBURST-a je Hydrogen, pro{irena verzija SQL-a. 
Svaka promena upitnog jezika zahteva promene u modelu grafa upita, odre|ivanje 
semanti~ke optimizacije upita, dodavanje novih strategija izvr{avanja, omogu}avanje 
izvr{avanja novih operacija i definisanje privilegija. 
 
Prilago|avanje upravljanja podacima obuhvata nove na~ine memorisanja podataka i 
izmene jezika za definiciju podataka. Za ove operacije potrebno je da postoji dobro 
definisan skup izvr{nih operacija (scan, fetch, insert, update, delete, drop table). 
 
Podr{ka za aplikacije obuhvata definisanje novih tipova podataka i slo`enih objekata, 
podr{ku novim funkcijama sortiranja i izgradnju sistema pravila. Putem pravila 
omogu}ava se automatsko izvr{avanje odre|enih operacija kada se desi neki doga|aj i 
ako su ispunjeni odre|eni uslovi. 
 
Sintaksa pravila je sintaksa SQL-a, s obzirom da je Hydrogen, upitni jezik 
STARBURST-a, pro{irenje u odnosu na SQL. Relacioni upitni jezici su skupovno 
orijentisani, (odnose se na skup torki) pa su i pravila skupovno orijentisana (pravila 
pokre}u promene nad skupom torki, a akcije u pravilima se, tako|e, odnose na skup 
torki). Pravila su zasnovana na prelazu stanja. Prelaz stanja je nedeljiva celina operacija 
za a`uriranje baza podataka (insert, update, delete). Pravilo u STARBURST-u ima oblik: 
 
  create rule <naziv_pravila> on <tabela> 
  when <predikat_prelaza> 
  if <uslov> 
  then <lista_akcija> 
  precedes <lista_pravila>  
  follows <lista_pravila> 
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Predikat prelaza odre|uje operacije koje pokre}u izvr{avanje pravila. To su slede}e 
operacije: inserted, deleted, updated.  
 
Uslov je proizvoljan SQL predikat nad bazom podataka. Ako je uslov zadovoljen, 
izvr{avaju se akcije, koje su navedene u listi akcija. Ako uslov nije naveden, smatra se 
da se akcije pravila izvr{avaju bezuslovno, odnosno uvek kad god se pokrene pravilo. 
Akcija je bilo koja STARBURST operacija nad bazom podataka: 
 operacija za manipulisanje podacima (insert, delete, update, select) 
 operacija za kontrolne funkcije (rollback), 
 operacija za definisanje podataka (create table). 
Neobavezne klauzule precedes i follows defini{u redosled primene, odnosno prioritet 
pravila. 
 





Definisati pravilo kojim }e se obezbediti kaskadno odr`avanje referencijalnog integriteta 
izme|u {ema relacija Nastavnik i Predaje; kada se bri{u podaci o nekom nastavniku, 
potrebno je putem pravila definisati akciju brisanja odgovaraju}ih podataka u relaciji 
Predaje (podatke da nastavnik, ~iji se podaci bri{u iz baze, predaje neke predmete). 
 
  create rule cascade on nastavnik 
  when deleted 
  then delete from predaje 
   where predaje.sif_nast in 
   (select sif_nast from deleted)  
   
Sistem pravila STARBURST-sistema slu`i za o~uvanje integriteta baze podataka, kao 
sredstvo za odr`avanje materijalizovanih pogleda, realizaciju deduktivnih baza podataka, 
kontrolu prava pristupa (autorizacije), odr`avanje verzija, {to zna~i da predstavlja 
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2. BAZE PODATAKA U DIDAKTI^KOJ TRANSFORMACIJI       
ZNANJA 
 
U ovom poglavlju izlo`ene su teoretsko-didakti~ke osnove projektovanja obrazovnog 
ra~unarskog softvera. Dat je prikaz primene modela podataka u projektovanju baza 
podataka za pojedine tipove obrazovnog softvera u odnosu na njihove karakteristike. 
Opisani su karakteristi~ni postupci projektovanja baza podataka putem relacionog, 
objektno-orijentisanog, logi~kog i kombinacijom relacionog i logi~kog modela. 
 
Sadr`inu ovog poglavlja ~ine slede}i odeljci: 
 didakti~ka transformacija znanja 
 projekcija mogu}nosti i re{enja u domenu baza podataka na ciljeve i zadatke    
obrazovnog ra~unarskog softvera, 
 kori{}enje modela podataka za realizaciju pojedinih elemenata koji mogu biti 
prisutni u raznim tipovima obrazovnog ra~unarskog softvra. 
 
2.1. Pojam didakti~ke transformacije znanja  
 
U ovom odeljku se na osnovu literature izdvajaju najbitniji prilazi problemu usvajanja 
znanja u oblasti nastave i u~enja i ukazuje se na mogu}nosti za transformaciju i 
povezivanje raznih oblika predstavljanja znanja.  
 
Po Felix von Cube-u didaktika je nauka o razvoju i optimizaciji strategija pou~avanja. 
Ona se sastoji od metoda i realizuje se putem sredstava. “Kiberneti~ka didaktika sastoji 
se u primeni kiberneti~kih pojmova i metoda (regulacioni krug, teorija informacija i sl.) 
na predmetno podru~je vaspitanja ili obrazovanja.” Cu91 
 
Upravljanje u nastavi 
 
Najva`niji zadatak teorije u~enja i nastave je {to vi{e pove}ati puno}u upravljanja. Stav 
didakti~ke teorije je da je kod u~enika potrebno formirati ne samo determinisane ve} i 
nedeterminisane (ta~nije, nepotpuno determinisane) procese. La75.  
 
Upravljanje u nastavi mo`e biti direktno ako se u~eniku daju uputstva putem kojih 
u~enik u~i (re{ava zadatak). Upravljanje nije direktno ako se formiranje operacije 
ostvaruje pomo}u odre|ene organizacije sadr`aja nastavnog gradiva, stvaranjem uslova 
da se sam u~enik suo~i sa tom operacijom. I zato se, po didakti~koj teoriji, smatra da 
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“Strategija pou~avanja sastoji se u sledu planiranih mera koje treba da sprovedu 
nastavnik ili mediji, i koje adresata treba da vode odre|enom cilju pou~avanja”. Cu91 
 
Strategije u~enja mogu biti La75: 
 
 od striktnog (~vrstog) upravljanja ka nestriktnom 
 od nestriktnog ka striktnom. 
 
Odre|ivanje vrste strategije zavisi od: 
a) ciljeva nastave, 
b) psiholo{kih mogu}nosti i stanja u~enika. 
 
Modeli i sistemi nastave i modeli u~enja 
 
U didakti~koj teoriji se smatra “da se modeli u~enja i modeli nastave mogu koristiti kao 
sinonimi ako se modeli u~enja nalaze inkorporirani u modelima nastave i sa njima ~ine 
jedinstvo i sklad. Modeli nastave, me|utim, po svojoj strukturi su {iri, jer zahtevaju 
pored metoda u~enja i ciljeve, strategije i sadr`aje u~enja.” Vos95 
 
Klasifikacije modela nastave 
 
Sistemi nastave po \. Leki}u 
 
\. Leki} u Le76 navodi slede}e sisteme nastave: 
 sistem pou~avanja, 
 samostalan rad, 
 sistem programiranja nastave. 
 
Kod sistema pou~avanja nastava je precizno teorijski definisana i podrazumeva se 
nau~no-zasnovan vaspitno-obrazovni rad. Ovaj sistem nastave je, u stvari, klasi~an 
didakti~ki sistem pou~avanja. On ima nedostatke koji se ogledaju u tome {to se nastava 
ne mo`e prilagoditi psihofizi~kim odlikama pojedinaca, a u didakti~koj praksi je poznato 
da nastava bez mogu}e individualizacije nema puni vaspitno - obrazovni efekat. 
Prednosti se ogledaju u mogu}nosti rada sa ve}im brojem u~enika i u precizno 
definisanim ciljevima nastave {to ima za rezultat racionalizaciju nastave. Nastava je 
usmerena ka realizaciji osnovnih zadataka. 
 
Samostalan rad u nastavi je pogodan za razvoj i podsticanje u~eni~kih konativnih 
sposobnosti jer podsti~e voljno - emotivne reakcije u~enika. Nedostatak ovog sistema 
nastave je {to se zanemaruju u~eni~ke kognitivne sposobnosti kao posledica 
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u~enikovih individualnih kreativnih sposobnosti jer nije ograni~en didakti~kim ciljevima 
i zadacima. Omogu}ena je individualizacija nastavnog procesa. Upravo zbog toga, ovaj 
sistem nastave nije pogodan (ekonomi~an) za ve}e grupe u~enika, gde se zahteva 
organizacija nastavnog procesa. Tok nastave nije usmeren ka jasno definisanom cilju pa 
se zbog toga mo`e desiti da se vreme i energija za u~enje tro{e u ve}em obimu nego 
{to je to slu~aj kod sistema pou~avanja. 
 
Sistem programirane nastave je sistem gde je nastavno gradivo najva`nije u ~itavom 
nastavnom procesu. I nastavnik i u~enik su orijentisani ka nastavnom gradivu, ali se i 
nastavnik i u~enik shvataju, tako|e, kao relevantni faktori nastavnog procesa. “Nastavnik 
neposredno programira (priprema, oblikuje, sre|uje, umno`ava) nastavno gradivo, a 
u~enik neposredno u~i (obra|uje, utvr|uje, ponavlja, ve`ba i vrednuje) radi savla|ivanja 
i usvajanja.” (Le76, str.30) U ovom sistemu nastave se `eli da se isticanjem gradiva, 
kao neutralnog faktora nastavnog procesa, elimini{u mogu}i subjektivni odnosi izme|u 
u~enika i nastavnika. 
Da bi nastavnik uspeo u primeni programirane nastave on mora da poznaje Le76: 
 reprezentativnost sadr`aja, 
 odre|enost zadataka, 
 sistemati~nost postupanja, 
 odmerenost ritma, 
 pravovremenost saznanja rezultata. 
 
Modeli nastave po N. Landi 
 
Autor N. Landa razlikuje slede}e modele nastave: 
 algoritamski 
 heuristi~ki modeli 
 polualgoritamski i poluheuristi~ki modeli. 
 
Za ovu podelu modela nastave karakteristi~no je {to strogost (determinisanost) 
upravljanja nastavnim procesom opada idu}i od algoritamskih ka heuristi~kim modelima. 
 
Ovaj autor navodi rezultate didakti~kih istra`ivanja, koja su vr{ena u oblasti re{avanja 
geometrijskih zadataka i u~enja gramatike. U ovim istra`ivanjima je izvr{eno 
upore|ivanje metoda (uputstava) za re{avanje datih zadataka. Uputstvo za re{avanje 
gramati~kih zadataka je precizno odre|ivalo radnje u~enika (to su bili algoritmi), dok je 
uputstvo za re{avanje geometrijskih zadataka sadr`avalo uputstva, koja nisu u potpunosti 
odre|ivala u~enikove radnje (odnosno ta uputstva su bila heuristi~kog tipa). Na osnovu 
ovih istra`ivanja uo~ilo se da algoritmi garantuju re{enje zadatka (ovo je uo~eno na 
primeru re{avanja gramati~kih zadataka), dok heuristi~ke metode ne garantuju re{enje, 
ali se u mnogim slu~ajevima dolazi do cilja sa manjim utro{kom vremena i sredstava.  
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Naime, osnovno svojstvo algoritma je da on u potpunosti i jednozna~no determini{e 
re{avanje zadataka od strane ~oveka i da njegova primena ne zahteva stvarala{tvo, iako 
je  
za otkrivanje i stvaranje algoritma stvarala{tvo potrebno. Zbog toga se u didaktici i 
smatra da u~enicima nije potrebno saop{tavati algoritme u gotovom obliku, nego da 
u~enici samostalno pod rukovodstvom nastavnika kreiraju algoritme. Na taj na~in se u 
modelima nastave vr{i integracija algoritamskog i heuristi~kog modela u~enja. 
 
Galjperinova teorija etapnog formiranja umnih radnji 
 
Po ovoj teoriji se proces formiranja umnih radnji sastoji od: 
 etape formiranja pojedine radnje (prethodno upoznavanje sa radnjom), 
 etapa materijalne radnje, 
 etapa glasnog govora, 
 etapa glasnog govora u sebi (“unutra{njeg govora”) 
 etapa umnog rada. 
 
Ova teorija tvrdi da je mogu}no nepogre{ivo obu~avanje ili u~enje i da je potrebno 
pomo}u uputstava u potpunosti upravljati misaonim procesima.  
 
“Me|utim, u nauci je dokazano (Gedelova teorema) da postoje klase zadataka za koje je 
principijelno nemogu}e sastaviti op{ta i jednozna~na uputstva, koja bi omogu}ila da se 
zadaci date klase re{avaju na jedinstven na~in.” La75. Zato se u didakti~koj teoriji 
smatra da je nemogu}e potpuno determinisati tok re{avanja svih tipova zadataka. 
Galjperinova teorija ima samo relativnu vrednost, jer se ograni~ava samo na jedan tip 
zadataka i samo jedan tip procesa  njihovog re{avanja (algoritamski). 
 
Izbor modela nastave 
 
Stav didakti~ke teorije je da izbor modela nastave zavisi od Vos95: 
 nastavnih ciljeva,  
 prirode nastavnih sadr`aja i  
 individualnih karakteristika u~enika.  
 
Ako je potrebno da se brzo i potpuno usvoje jasno definisane, precizno odre|ene 
informacije na osnovu davanja jednozna~nih uputstava u~eniku onda se koriste 
algoritamski modeli. Ovaj model odgovara u~enicima sa prose~nom inteligencijom, koji 
nemaju samopouzdanja.  
 
Ako je cilj nastave da se razviju kreativnost i sposobnost apstraktnog mi{ljenja onda se 
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logi~ku strukturu. Ovaj model odgovara u~enicima sa razvijenijom inteligencijom, koji 
imaju vi{e samopouzdanja i koji su nezavisni.  
 
Polualgoritamski i poluheuristi~ki modeli u~enja se koriste ako se `eli transformacija 
pou~avanja i instrukcije kompjutera u samou~enje i samoinstrukciju u~enika Vos95. U 
ovim modelima primena didakti~kih softvera dolazi do punog izra`aja. Po~ev od 70-ih 
godina u didaktici se sve ve}a pa`nja poklanja poluheuristi~kim i heuristi~kim modelima 
u~enja i nastave. Upotrebom didakti~kih softvera realizuju se aktivnije i fleksibilnije 
strategije u~enja. U~enici samostalno otkrivaju re{avanje zadataka. 
 
U didakti~koj teoriji Kv78 se smatra da je primenom didakti~kih softvera u nastavi 
omogu}ena individualizacija nastave “pru`anjem mogu}nosti da u~enici sami biraju 
modele u~enja, individualizacijom obima i slo`enosti nastavnog gradiva, na~inom i 
tempom njegove obrade, primenom tehnike “preskakanja”, uva`avanjem razli~itih 
sposobnosti u~enika (tipovi mi{ljenja) i osobina li~nosti (motivacija, karakter, 
temperament, anksioznost, neuroti~nost i dr.)” 
 
Me|utim, smatra se, tako|e, da je sva tri modela nastave (algoritamski, heuristi~ki i 
poluheuristi~ki) potrebno koristiti u razvoju didakti~kog softvera. Izbor poluheuristi~kog 
ili heuristi~kog modela u~enja odre|en je ciljevima nastave, sadr`ajima u~enja i 
psiholo{kim mogu}nostima u~enika. U modelima i sistemima nastave i u~enja, 
strategijama u~enja i upravljanju u nastavi va`nu komponentu predstavlja mogu}nost 
didakti~ke transformacije znanja.  
 
Felix von Cube u Cu91 ka`e: “Primena informacijskoteorijskih metoda u didaktici 
doprinosi preciziranju i optimiranju strategija pou~avanja: tako se npr. mo`e navesti 
kako tekst treba strukturirati da bi za u~enika imao najve}u informativnu vrednost; mo`e 
se izra~unati broj ponavljanja neophodnih za “skladi{tenje”, kao {to se mo`e navesti da 
li se informacija superznacima mo`e, i kako, reducirati... 
...U novije doba se teorija informacija (u sprezi sa teorijom znakova) primenjuje i u 
didaktici nastavnih sredstava. Pritom se poku{avaju precizirati i optimirati uobi~ajena 
kodiranja (npr. kodiranje stvarnosti posredstvom audio-vizualnih sredstava, kodiranje 
apstraktnih sklopova digitalnim sredstvima ili {emama). Time se povisuje dejstvo u~enja 
u kodiranim strategijama pou~avanja.” 
 
Mo`e se re}i da je didakti~ka transformacija znanja jedan vid heuristi~kog modela 
u~enja. Sam pojam didakti~ke transformacije znanja se mo`e posmatrati na makro i 
mikro planu. Na makro planu pod didakti~kom transformacijom podrazumeva se 
transformiranje odre|enog znanja u oblik koji je didakti~ki prihvatljiv. Na primer, 
odre|ene nau~ne ~injenice moraju se transformisati u skladu sa ciljevima, mogu}nostima 
u~enika i drugim uslovima u kojima se znanje usvaja odnosno ne mogu biti 
prezentovane u izvornom obliku. Na mikro planu didakti~ka transformacija podrazumeva 
razne oblike predstavljanja  znanja  i  njihovo  povezivanje,  odnosno  transformaciju  
jednog  oblika  
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predstavljanja znanja u drugi oblik. Na primer,  ako se omogu}i predstavljanje datog 
pojma u obliku teksta ili slike ili animacije ili putem nekog drugog analognog pojma 
(koji ima izvesnu zajedni~ku karakteristiku sa datim pojmom) onda se u~eniku 
omogu}ava da sam bira puteve i na~ine re{avanja zadataka ~ime se doprinosi 
individualizaciji nastave. 
 
Cilj didakti~ke transformacije znanja je da u~eniku omogu}i efikasnije: 
 u~enje postoje}eg znanja - u~enik treba da razume i usvoji odre|ena znanja, 
 sticanje novog znanja otkrivanjem - u~enik treba sam da otkrije postoje}a znanja. 
 
To se odnosi kako na usvajanje pojmova, postupaka, ~injenica i veza me|u njima, tako 
i na sam proces re{avanja zadataka (u naj{irem smislu). Pri tome, osnovnu ulogu imaju: 
 oblici predstavljanja znanja (problema) i  
 izbor efikasne strategije (re{avanja problema). 
 
Oblici predstavljanja znanja bitno uti~u na efikasnost re{avanja zadataka i na efikasnost 
samog procesa u~enja. “Od izbora oblika predstavljanja znanja zavisi slo`enost opisa 
zadataka, a samim tim i efikasnost njegovog re{avanja.” (Hot95, str. 17) Tako|e je u 
Hot95 pokazano kako se jedan oblik predstavljanja znanja transformi{e u drugi 
adekvatniji oblik, koji omogu}uje ne samo efikasnije re{enje postoje}eg problema, nego 
omogu}uje njegovu generalizaciju i sticanje novog op{tijeg znanja. 
 
Izbor adekvatnog oblika predstavljanja znanja vr{i se u skladu sa prirodom samih 
sadr`aja ali i u skladu sa individualnim svojstvima onog ko treba da usvoji te sadr`aje. 
Za takav izbor neophodno je obezbediti mogu}nost transformacije jednog oblika 
predstavljanja znanja u drugi oblik. “Na`alost, za problem transformacije predstavljanja 
jo{ ne postoji op{te teorijsko re{enje. Izbor oblika predstavljanja i njegovo 
transformisanje prepu{teni su kreatoru. U osnovi radi se o izboru takvog oblika 
predstavljanja koji je uskla|en sa sredstvima koja poma`u pri u~enju...” (Hot95, str. 
20) To zna~i da se odluka o izboru oblika prestavljanja znanja i o transformacijama u 
druge oblike, donosi heuristi~kim metodama i zavisi od ciljeva, sredstava i drugih 
raspolo`ivih mogu}nosti. 
 
S obzirom da je ovo istra`ivanje usmereno na projektovanje baza podataka za potrebe 
obrazovnog ra~unarskog softvera, u narednim odeljcima se pokazuje kako se na 
sada{njem nivou razvoja metoda i tehnika u projektovanju i rukovanju bazama podataka 
mo`e ostvariti didakti~ka transformacija znanja. 
 
Uzimaju}i u obzir prethodno iznete stavove, mo`e se re}i da je bazu podataka, koja se 
koristi za potrebe didakti~kog (obrazovnog) softvera, potrebno projektovati tako da se 
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predstavljanja znanja. Ovaj zadatak se svodi na izbor adekvatnog modela podataka i 
izbor tehnika koje su sadr`ane u softverima za rukovanje bazama podataka. Model 
podataka putem svojih formalno - apstraktnih koncepata treba da predstavi ~injenice, 
znanja, probleme, zadatke iz odgovaraju}e predmetne oblasti i da realizuje njihovu 
povezanost. Softver za rukovanje bazama podataka treba da omogu}i izbor odre|ene 
strategije kori{}enja sadr`aja baze, {to uklju~uje: realizaciju upita, a`uriranje podataka u 
bazi, vi{ekorisni~ki rad, kontrolu i za{titu pristupa podacima u bazi, transakcioni rad, 
efikasno kori{}enje baze podataka i upravljanje distribuiranim delovima baze podataka. 
 
 
2.2. Projekcija rezultata iz domena baza na ciljeve obrazovnog 
ra~unarskog softvera 
 
U poglavlju 1. navedene su osnovne karakteristike savremenih modela podataka: 
relacionog, objektno - orijentisanog i logi~kog. Tako|e je dat prikaz savremenih pravaca 
razvoja u bazama podataka koji se odnose na razvoj aktivnih baza podataka. U ovom 
poglavlju izvr{ena je analiza modela podataka i na njima zasnovanih softvera za 
rukovanje bazama podataka u odnosu na mogu}nosti njihove primene u postupcima 
projektovanja i kori{}enja razli~itih tipova obrazovnog ra~unarskog softvera. Klasifikacija 
tipova obrazovnog ra~unarskog softvera se nalazi u literaturi Nad94. 
 
Analiza je izvr{ena za svaki tip obrazovnog softvera u odnosu na slede}e karakteristike: 
 u kojoj meri se cilj datog tipa softvera ostvaruje uz prisustvo odre|enih baza 
podataka i koje baze podataka su u pitanju (npr. da li se model u~enika nalazi u 
svim tipovima softvera) 
 koji model baza podataka je adekvatan u odnosu na vrstu softvera, odnosno njegove 
ciljeve, zadatke i specifi~nosti. 
U Nad94  je izvr{ena klasifikacija tipova obrazovnog softvera na osnovu razli~itih 
kriterijuma i od strane nekoliko autora. U ovom istra`ivanju }e se uzeti klasifikacije 




2.2.1. Mogu}nosti primene baza podataka za realizaciju ciljeva i 
 zadataka obrazovnih softvera u odnosu na klasifikaciju po stepenu 
 samostalnosti 
 
Ova klasifikacija polazi sa stanovi{ta kiberneti~kog prilaza. Su{tina te klasifikacije je 
princip samostalnosti u upravljanju procesom u~enja od strane korisnika . “Da bi 
korisnici svoje obrazovne i radne ciljeve ostvarili, potrebno je da sami oblikuju sadr`aj 
programa i  upravljaju  sredstvima  informati~ke  tehnologije. Stepen  samostalnosti  i  
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upravljanja korisnika u u~enju je razli~it i kre}e se od vo|enog ili upravljanog procesa 
u~enja pa do primene ekspertnog sistema.” Nad94 
 
Po ovoj klasifikaciji postoje slede}i tipovi softvera (pri ~emu stepen samostalnosti 
upravljanja procesom u~enja od strane korisnika raste idu}i od upravlja~kog obrazovnog 
softvera ka ekspertnim sistemima): 
 
 upravlja~ki obrazovni softver, 
 tutorski obrazovni softver, 
 dijagnosti~ki obrazovni softver, 
 obrazovni softver za ve`banje, 
 obrazovni softver tipa banke podataka (znanja), 
 obrazovni softver tipa eksperimenta, 
 obrazovni softver tipa simulacije, 
 softverski alati, 
 ekspertni sistemi. 
 
Upravlja~ki obrazovni softver 
 
Karakteristike: sem elemenata obrazovnih sadr`aja ovaj tip softvera ima i uputstvo za 
kori{}enje koje daje korisniku sugestiju kad da prekine sa kori{}enjem ra~unara i da 
u~enje nastavi nekom drugom metodom (ud`benik, eskperiment, konsultacije sa 
nastavnikom).  
 
Ovaj tip softvera ima u svojoj bazi podataka definisan model u~enika koji sadr`i 
informacije o ste~enom nivou znanja u~enika tokom u~enja uz pomo} obrazovnog 
softvera. Na osnovu tih informacija se daje sugestija da li da se nastavi sa kori{}enjem 
softvera ili ne. 
 
Za projektovanje i implementaciju ovog tipa softvera predla`u se aktivni sistemi baza 
podataka. U poglavlju 1. obja{njene su osnovne karakteristike ovih sistema. U ovim 
sistemima se u formi pravila defini{u:  
 doga|aj koji izaziva datu akciju,  
 uslov pod kojim se akcija sprovodi i 
 sama akcija. 
 
Implementaciju ovog tipa obrazovnog softvera objasni}emo na primeru post-relacionog 
softvera za rukovanje bazama podataka sa aktivnom komponentom - POSTGRES, ~iji je 
detaljniji opis  dat u poglavlju 1.3.3. 
 
Pojmovi iz date nastavne oblasti, teme ili jedinice nalaze se memorisani u obliku tabela, 
s obzirom  da je POSTGRES post-relacioni sistem i on je zadr`ao koncept tabele iz 
relacionog modela podataka. Osim gradiva u bazi podataka nalazi se i model u~enika. 
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Primer 2.1. Model u~enika se nalazi u formi slede}e {eme relacije: 
U^ENIK(IDENT_BR, IME, PREZIME, DATUM, NASTAVNA_JEDINICA, 
BODOVI, IDENT_BR) 
Obele`je bodovi ima zna~enje: osvojeni broj bodova za datu nastavnu jedinicu za 
odre|eni datum. 
 
Na osnovu ove relacije defini{e se pravilo na osnovu koga }e obrazovni softver  da 
prika`e ime u~enika i broj bodova kad god taj broj bodova ne pre|e (ili pre|e) 
odre|enu granicu. Tu granicu defini{e nastavnik na osnovu vrste gradiva i ciljeva ~asa i 
ona slu`i nastavniku kao kriterijum za prelazak na neki drugi oblik u~enja. Pravilo ima 
slede}i izgled (pojam pravila je detaljnije obja{njen u poglavlju 1.3.3.): 
 
 define rule Poruka_Nastavniku 
 on replace to u~enik.bodovi 
 where u~enik.bodovi < granica 
 then do retrieve u~enik.ime, u~enik.bodovi  
 
Za projektovanje baze podataka upravlja~kog obrazovnog softvera odabran je aktivni 
sistem baze podataka, koji putem pravila definisanih u samoj bazi podataka omogu}ava 
pokretanje adekvatnih akcija kojima se usmerava proces u~enja. 
 
Tutorski obrazovni softver 
 
Karakteristike: ovaj tip je predvi|en za u~enje obrazovnih sadr`aja koji se u~e u vidu 
programiranih ve`bi koje korisnik mora istim redom da savlada. On u sebi ima krute 
algoritme upravljanja.  
 
Ovaj tip softvera ima bazu podataka u kojoj se nalaze obrazovni sadr`aji. Ne ukazuje se 
potreba za definisanjem modela u~enika s obzirom na to da se u~enje odvija uvek istim 
redosledom po krutom algoritmu na koga korisnik mo`e malo da uti~e. 
 U didaktici se nastavno gradivo predstavlja u obliku slede}e strukture:  
 nastavno podru~je,  
 nastavna oblast,  
 nastavna tema,  
 nastavna jedinica i 
 didakti~ka celina,  
pri ~emu je nastavno podru~je koncept na najvi{em nivou slo`enosti a didakti~ka celina 
koncept na najni`em nivou. Predstavljanje ovako strukturiranog nastavnog gradiva 
mogu}e je pomo}u relacionog modela podataka u kome se za predstavljanje svakog od 
pobrojanih didakti~kih koncepata nastavnog gradiva koristi koncept relacije. Prikaz 
potrebnih informacija u~eniku (korisniku) se vr{i na osnovu operatora relacione algebre:  
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selekcije, projekcije, spoja i drugih operatora relacione algebre nad relacijama, koje 
prezentuju nastavne teme, jedinice i druge didakti~ke koncepte. Primer ovog oblika 
predstavljanja pojmova nastavnog gradiva dat je u poglavlju 2.3.1. Projektovanje baza 
podataka za slu~aj dekompozicije pojmova. 
 
Upravo zbog ovih karakteristika se za realizaciju ovog tipa softvera predla`e relacioni 
model podataka i na njemu zasnovani softveri za rukovanje bazom podataka.  
 
Za prakti~nu realizaciju ovog tipa obrazovnog softvera se mogu koristiti neki od 
savremenih softvera kao {to su: Access, Visual FoxPro. U ovim softverima su osim 
standardnih tipova podataka (znakovni, numeri~ki, datumski, memo) implementirani i 
tipovi podataka za memorisanje slika, zvuka, animacije. Ovi tipovi podataka su 
neophodni za predstavljanje razli~itih oblika nastavnih sadr`aja.  
 
Na primer, u Visual FoxPro softveru implementiran je binarni tip podataka - general. 
Ovaj tip podatka je sli~an memo poljima, jer i on slu`i za sme{tanje podataka 
promenljive du`ine. Me|utim, razlikuje se po tome {to je sadr`aj, koji je predstavljen 
putem ovog tipa podatka, formatiran prema jednoj specifi~noj tehnici zvanoj OLE 
tehnika (Object Linking and Embedding - Povezivanje i ugra|ivanje objekata). Putem 
ove tehnike, podatke koji su predstavljeni putem tipa general  mo`e koristiti neki drugi 
softver koji, tako|e, podr`ava OLE tehniku. Na primer, WAV datoteka, koja je kreirana 
u softveru za snimanje zvuka, sadr`i podatke za generisanje melodije na osnovu kojih 
program za reprodukciju zvuka mo`e tu melodiju da odsvira. 
 
U Access softveru za rukovanje bazama podataka tip podatka OLE Object slu`i sa 
sme{tanje slika, dijagrama, zvu~nih i video zapisa. U ovom softveru je mogu}e 
ugra|ivanje ili povezivanje objekata iz slede}ih softvera: PaintBrush, Sound Recorder i 
Object Packager. 
 
Dijagnosti~ki obrazovni softver 
 
Karakteristike: koristi se za proveru znanja, sposobnosti i spretnosti korisnika. Ovaj tip 
softvera daje povratne informacije korisniku. 
 
U bazi podataka ovog tipa softvera potrebno je da postoji model u~enika jer se na 
osnovu njega daju povratne informacije. Model u~enika sadr`i slede}e informacije: 
 informacije op{teg tipa: ime, prezime, razred 
 specifi~ne informacije: ime nastavne jedinice, broj bodova osvojenih u prethodnim 
proverama znanja, broj bodova teku}e provere. 
 
Za potrebe projektovanja baze podataka ovog tipa softvera predla`e se logi~ki model 
podataka, jer je potrebno saop{titi informaciju korisniku (u~eniku) o tome da li je i u 
kom stepenu savladao gradivo. U logi~kom modelu podataka mogu}e je definisati 
pravila  
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putem kojih }e na osnovu podataka u bazi o svakom u~eniku obrazovni softver dati 
potrebnu poruku korisniku (nastavniku - u~eniku). 
 
Za realizaciju ovog tipa softvera adekvatan je BASELOG-sistem, detaljnije obja{njen u 
poglavlju 4. Pravila putem kojih se realizuje dijagnosti~ka komponenta ovog tipa 
softvera mogu}e je u BASELOG-sistemu predstaviti putem sopstvenih aksioma 
(detaljnije obja{njeno u poglavlju 4.). Model u~enika je mogu}e predstaviti putem 
aksioma tipa BAKS.  
 
Pored modela u~enika, baza podataka ovog tipa sadr`i skup pitanja i skup odgovora na 
ta pitanja. Pitanja i odgovori mogu biti pohranjeni u obliku tabela a to zna~i da se za 
implementaciju ovog dela baze podataka mo`e upotrebiti neki od relacionih softvera za 
rukovanje bazama podataka (Access, Visual FoxPro, Visual Basic sa komponentom 
pristupa bazama podataka, ORACLE). 
 
Obrazovni ra~unarski softver za ve`banje 
 
Karakteristike: ovaj tip softvera se koristi isklju~ivo za utvr|ivanje znanja pri ~emu se 
korisniku ne saop{tavaju nova znanja. Korisnik mo`e i sam da vr{i selekciju zadataka 
koje treba da re{i. 
 
U bazi podataka ovog tipa softvera sem skupa pitanja i odgovora iz odgovaraju}e 
predmetne oblasti potrebno je da postoji model u~enika. Za realizaciju ovog tipa 
softvera predla`e se relacioni model podataka odnosno softveri za rukovanje bazom 
zasnovani na tom modelu. 
 
U ]NR96 je opisan postupak projektovanja testiranja znanja u~enika kori{}enjem tipa 
obrazovnog softvera za ve`banje. Obrazovni softver (konkretno - programski paket 
KSN4) realizovan je u relacionom softveru Visual FoxPro ver.3.0. Baza podataka sadr`i 
relacije: PITANJA, ODGOVORI, U^ENIK, OPSEG, VREME.  
 
U MK96 opisan je na~in kreiranja multimedijanog softvera kori{}enjem generatora 
aplikacija, koji je projektovan na U~iteljskom fakultetu u Beogradu. Generator 
multimedijanog elektronskog ud`benika kreiran je u Visual Basic-u i omogu}ava 
nastavniku da defini{e strukturu ud`benika; za svaku nastavnu jedinicu mogu}e je 
definisati tekst, tri slike (BMP fajlovi), video - klip (film - AVI fajl) i zvuk (WAV 
fajl). Baza podataka ovog softvera realizovana je kori{}enjem softvera za baze podataka 
Access i sadr`i slede}e tabele: 
 Poglavlja, 
 Lekcije, 
 Test i 
 Rezultati. 
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Obrazovni softver tipa banke podataka (znanja) 
 
Karakteristike: ovaj tip softvera je, u stvari, specijalizovana enciklopedija znanja. 
Korisnik mo`e i sam da vr{i izbor prezentacije nastavnih sadr`aja u skladu sa svojim 
potrebama. 
 
Baza podataka ovog tipa softvera sadr`i samo gradivo - model u~enika nije potreban. 
Zbog potrebe da se u bazi podataka predstavi nastavno gradivo ne samo u obliku 
standardnih tipova podataka (znakovni, numeri~ki, datumski) nego i u obliku slike, 
zvuka i animacija, za projektovanje ovog tipa softvera koristi se neki od relacionih 
softvera za rukovanje bazom ali koji ima mogu}nost predstavljanja nestandardnih tipova 
podataka. Softveri kao {to su Access, Visual FoxPro imaju mogu}nost definisanja tipa 
obele`ja koje mo`e da predstavi sliku, zvuk i video zapis, kao {to je napred obja{njeno. 
 
Me|utim, za realizaciju ovog tipa softvera mogu}e je koristiti objektno-orijentisani 
model podataka. Ovaj model podataka je nastao delom i zbog potrebe memorisanja 
multimedijalnih zapisa: slika, grafika, digitalizovanih zvu~nih i video zapisa. Ovi 
multimedijalni zapisi se u objektno-orijentisanim bazama podataka memori{u kao nizovi 
bajtova promenljive du`ine. Delovi tih nizova su me|usobno spregnuti, radi lak{eg 
povezivanja tekstova, slika, zvuka i video zapisa.  
U IYI96 dat je prikaz jednog objektno-orijentisanog sistema za baze podataka - 
JASMIN. Ovaj sistem je razvijen za potrebe aplikacija u CAD sistemima u kojima se 
podaci nalaze u obliku teksta, slika, tabela. U ovom softveru za rukovanje bazom 
podataka su ovi tipovi podataka definisani kao objekti. Podaci velike du`ine su 
memorisani kao atributi tipa string veli~ine jednog bajta. Korisnik mo`e da optimalno 
prilagodi maksimalnu du`inu podataka, koji se nalaze u jednoj stranici memorije, putem 
specifikacije veli~ine stranice za svaki objekat.  
 
U ovom softveru se prevo|enje objekata u relacije automatski izvodi od strane sistema. 
Instance klasa su memorisane u obliku relacija, tako da instanca odgovara torki a atribut 
polju u torki. Svaka instanca klase (torka) ima svoj OID (identifikator objekta) koji je 
predstavljen putem atributa koji, tako|e, odgovara jednom polju torke. OID atribut se 
sastoji od identifikacionog broja baze podataka, id_broja klase i id_broja instance. 
Karakteristika ovog softvera je da je OID definisan logi~ki i nema fizi~ku adresu u 
sekundarnoj memoriji (kao na primer u objektno-orijentisanom softveru za rukovanje 
bazama - O2). Operacije nad ovim tipovima podataka su definisane kao metode 
objekata. Heterogenim tipovima podataka je mogu}e manipulisati na jedinstven na~in 
putem polimorfizma. 
 
Obrazovni softver tipa eksperimenta 
 
Karakteristike: ovaj tip softvera se koristi za oglede u laboratoriji i u prakti~noj nastavi 
za merenje i upravljanje procesima, aparatima i ma{inama.  
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Ovaj tip softvera ne zahteva postojanje modela u~enika u bazi podataka. Realizacija 
ovog tipa softvera mogu}a je kori{}enjem softverskih alata u matematici i ra~unarskom 
projektovanju: Eureka, MathCAD, AutoCad ili je mogu}e razviti sopstvenu aplikaciju 
upotrebom nekog od strukturnih programskih jezika: C, Fortran, Pascal. U ovom tipu 
softvera se ne name}e zahtev za postojanjem baze podataka sa nekim specifi~nim, 
odre|enim podacima. 
 
Obrazovni ra~unarski softver tipa simulacije 
 
Karakteristike: putem ovog tipa softvera vr{i se predstavljanje nekog realnog sistema na 
ra~unaru putem adekvatno odabranog modela i vr{i se simulacija procesa u tom sistemu 
i procesa iz njegovog okru`enja. Tako|e se predstavlja i struktura datog sistema. 
Korisnik mo`e i sam da kreira modele za simulaciju sistema. 
 
Ovaj tip softvera ne zahteva postojanje modela u~enika. 
 
Zbog potrebe za samostalnim kreiranjem modela datog realnog sistema od strane 
u~enika, za realizaciju ovog tipa softvera podesan je objektno-orijentisani model 
podataka. Ovaj model podataka je odabran ne samo zbog mogu}nosti predstavljanja 
heterogenih tipova podataka (kao {to je to bio slu~aj u obrazovnom softveru tipa banke 
podataka) nego i zbog toga {to on poseduje slede}e mogu}nosti ML96: 
 upravljanje verzijama. Ova mogu}nost je veoma va`na u in`enjerskom projektovanju 
gde tokom rada na jednom projektu nastaje vi{e verzija re{enja problema. 
 evolucija {eme. U in`enjerskom projektovanju se veoma intenzivno menja stati~ka 
struktura projekta {to zahteva dinami~ke izmene {eme baze podataka. Relacioni 
softveri za rukovanje bazama podataka imaju relativno skromne mogu}nosti 
dinami~ke izmene {eme baze podataka. 
 ekvivalentni objekti. “Postoji vi{e mogu}ih pogleda na isti objekat projektovanja. Na 
primer, jedan VLSI ~ip se mo`e predstaviti na nivou logi~kih kola, u cilju provere 
logi~ke funkcionalnosti, na nivou tranzistora, u cilju analize brzine rada, ili na nivou 
{eme povezivanja, u cilju provere primenjenih pravila projektovanja...Te 
reprezentacije se nazivaju ekvivalentnim objektima...Naime, ako se deo projekta 
izmeni u jednoj reprezentaciji, sistem treba ili da tu promenu sprovede i u drugim 
reprezentacijama, li da barem isti deo, u drugim rezprezentacijama ozna~i kao 
neva`e}i.” (ML96, str. 219) Ova osobina objektno-orijentisanog modela podataka je 
va`na za simulaciju realnog sistema u obrazovnom softveru. 
 
Posebnu ulogu u ovom tipu softvera ima savremena tehnologija - virtuelna realnost, 
opisana u Nad97a.  Upotrebom tehnologije virtuelne realnosti kreiran je 
trodimenzionalni kompjuterski model Leonardovog ornitoptera. Ovaj pristup mo`e biti 
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Softverski alati 
 
Karakteristike: ovaj tip softvera je predstavljen u obliku specijalizovanih programa kao 
{to su: alati za obradu teksta (Word), formiranje baza podataka (Access, Visual FoxPro, 
Clarion, dBase, Visual Basic), tabelarni prora~uni (Excel, QuattroPro, Lotus), grafi~ki 
softverski paketi (Corel Draw, AutoCAD). 
 
Rad korisnika se svodi na upotrebu konkretnog alata za odre|ene, jasno definisane 




Karakteristike: Ovaj tip obrazovnog softvera predstavlja najvi{i nivo obrazovnog 
softvera i temelji se na ostvarenjima ve{ta~ke inteligencije. “Sistemi bazirani na znanju 
u oblasti obrazovanja imaju cilj da unaprede podu~avanje, obu~avanje, savetovanje i 
u~enje kori{}enjem metoda tutorijalne podr{ke samostalnom iznala`enju re{enja, 
didakti~kog obja{njavanja, upozoravanjem na gre{ke, itd.” Vra94  
 
U Hot95 su definisane glavne komponente ekspertnog sistema i to su: 
1. Baza znanja 
2. Radna baza (baza podataka) 
3. Mehanizam zaklju~ivanja 
4. Veza sa korisnikom. 
 
“Baza znanja sadr`i na odre|en na~in strukturirano znanje iz poblemske oblasti. 
Naj~e{}e je to deklarativno prezentirano znanje u obliku pravila implikativnog tipa  
ako...onda, frejmovske strukture ili semanti~ke mre`e.” (Hot95, str. 197) 
 
U Dev94 baza znanja ekspertnog sistema je definisana kao logi~ka celina, koja je 
sastavljena od tri me|usobno povezana dela:  
 znanje iz domena primene ekspertnog sistema (ili domenskog znanja),  
 model ekspertnog sistema i  
 deskriptor baze znanja.  
 
Domensko znanje je strukturirani zapis me|usobno povezanih elemenata koji mogu da 
sadr`e sve po~ev od jednostavnih podataka do kompleksnih elemenata znanja poput 
pravila, okvira, itd. Elementi domenskog znanja obi~no su grupisani u smislene 
kolekcije. Pojam “kolekcije”, ovaj autor koristi umesto izraza poput “skupovi, “liste, 
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Baze podataka ekspertnih sistema su do sada, uglavnom bile realizovane upotrebom 
relacionog modela podataka. To zna~i da je za projektovanje i razvoj baze podataka 
ekspertnog sistema kori{}en neki od konkretnih softvera za rukovanje bazama podataka: 
ORACLE, INGRES, Access. 
 
U Vra94 je opisan BEST - alat za izgradnju kompleksnih softverskih sistema baziranih 
na znanju. Baza podataka ovog alata je razvijena u relacionom softveru za baze 
podataka - Access-u, pa je mogu}e putem jednog specifi~nog interfejsa (DDE - 
Dynamic Data Exchange) povezati ovaj sistem sa svim aplikacijama koje rade u istom 
okru`enju (baze podataka, poslovni paketi, grafi~ki paketi). Tako|e, zahvaljuju}i 
standardnom protokolu (ODBC - Open Data Base Connectivity) mogu}e je pristupati 
bazama podataka kreiranim u drugim softverima za rukovanje bazama podataka, koje 
podr`avaju taj protokol (ORACLE, SQL formati). 
 
Me|utim, baze znanja u ekspertnim sistemima zahtevaju predstavljanje podataka sa 
bogatom semantikom. Zbog toga je relacioni model podataka u izradnji baze znanja ES 
potrebno zameniti objektno - orijentisanim modelom podataka. U relacionom modelu 
podataka se semantika iz realnog sveta uglavnom predstavlja putem aplikativnih 
programa. Kada je potrebno dodati neko novo pravilo u bazu, sistem mora uvek da 
proverava da li ono ve} postoji ili je u suprotnosti sa postoje}im pravilima. 
 
Jedan pristup u definisanju objektno-orijentisanih baza znanja dat je u Dev94. U ovom 
radu se baza znanja ekspertnog sistema defini{e kao kompozitni objekat na na~in, 
ilustrovan na slici 2.1.: 
 
 
     D_knowledge 
 
            Descriptor    




     Slika 2.1. 
 
Slede}i dijagram pokazuje kako se elementi baze znanja organizuju i grupi{u u 
homogene kolekcije K_elements, prema Dev94. Objekat iz klase K_elements je 
kolekcija objekata iz klase K_element. Klasa K_element opisuje pojedina~ne elemente 
domenskog znanja, {to je predstavljeno na slici 2.2. 




           Rules     D_knowledge 
 
 
    
     K_elements 
          Frames 
 
         
        K_element  
 
     Slika 2.2. 
 
Dvostruka linija od klase D_knowledge do klase K_elements sa ta~kom uz 
D_knowledge ozna~ava da klasa D_knowledge koristi klasu K_elements. 
 
Elementi klase D_knowledge imaju slede}e svojstvo: jedan objekat iz klase 
D_knowledge dozvoljava drugim objektima (koji komuniciraju sa njim) da koriste 
funkcije iz njegovog interfejsa da bi definisali ili pro~itali njegovo ime, o~itali njegovu 
veli~inu, pristupali kolekcijama njegovih elemenata znanja itd. Tako|e, u ovom pristupu 
projektovanju baza znanja ES vodi se ra~una o enkapsulaciji (u~aurivanju). To je 
generalni i va`an princip objektno-orijentisanog projektovanja softvera: “najve}em broju 
atributa (polja) klasa i objekata u ovakvoj organizaciji baze znanja ne mo`e se pristupati 
direktno. Objekti-klijenti moraju da koriste funkcije interfejsa objekta-servera”. 
 
Obrazovni softver tipa virtuelne realnosti 
 
Karakteristike: U Nad97a virtuelna realnost je definisana kao: “Virtuelna realnost je 
trodimenzionalno, kompjuterski generisano, simulirano okru`enje koje je postavljeno u 
realnom vremenu u skladu sa pona{anjem korisnika...Virtuelna realnost bi}e deo svega 
{to radimo, uklju~uju}i u~enje.” Tako|e su obja{njeni alati i tehnike putem kojih se 
realizuje virtuelna realnost: hardverske platforme, softverski alati i aplikacije, objektno-
orijentisani dizajn multimedije.  
 
Definisane su karakteristike virtuelne realnosti: 
 trodimenzionalnost, 
 kompjuterski generisanost, 
 simulirano okru`enje, 
 sme{tena je u realnom vremenu u skladu sa pona{anjem korisnika. 
 
Tehnologija virtuelne realnosti ima ulogu i u kreiranju obrazovnog softvera tipa 
simulacije (kao {to je napred re~eno) i tipa obrazovne igre (u daljem tekstu). 
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2.2.2. Mogu}nosti primene baza podataka za realizaciju ciljeva i 
 zadataka obrazovnih softvera u odnosu na na~in kori{}enja 
 kompjutera u obrazovanju 
 
Prema klasifikaciji koju je dao Tejlor u Te89, u osnovi postoje tri na~ina kori{}enja 
kompjutera u obrazovanju: 
1. kompjuter kao u~itelj, 
2. kompjuter kao korisni~ko sredstvo za rad i 




2.2.2.1. Obrazovni softver za kompjuter koji ima ulogu u~itelja 
 
U ovom tipu obrazovnog softvera prisutan je slede}i scenario: izla`e se odre|eni 
obrazovni sadr`aj u~eniku, u~enik odgovara, softver ocenjuje odgovor i na osnovu 
rezultata odgovora softver odre|uje dalje faze rada u~enika. Kod boljih re{enja tutorskih 
programa predvi|eno je ~uvanje podataka o podu~avanom u~eniku. U ovoj grupi 
softvera postoje slede}e vrste: 
 Dril i ve`banje, 
 Tutorski programi, 
 Simulacija i stvaranje modela, 
 Re{avanje problema, 
 Obrazovne igre. 
 
Dril i ve`banje 
 
Karakteristike: ovaj tip softvera se koristi za utvr|ivanje ranije obra|enog obrazovnog 
sadr`aja i ne prezentuje se novi. Postavljaju se pitanja u~eniku, ocenjuje se njegov 
odgovor, obezbe|uje se ograni~ena povratna sprega i zatim se postavlja novo pitanje 
uzimaju}i u obzir dati odgovor. 
 
S obzirom da u ovom tipu softvera postoji odre|ena povratna sprega potrebno je da u 
bazi podataka postoji model u~enika. Za implementaciju baze podataka ovog tipa 
softvera predla`e se relacioni model podataka.  
 




    U^ENIK_ODGOVORI(MBR_U^ENIKA,BR_PITANJA,BR_BODOVA, 
   MBR_U^ENIKA, BR_PITANJA) 
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S obzirom da ovaj tip softvera postavlja pitanje u~eniku uzimaju}i u obzir date 
odgovore na prethodna pitanja, u bazi podataka ovog tipa softvera potrebno je kreirati 
slede}e {eme relacije: 
 
    PITANJA(BR_PITANJA, OPIS_PITANJA, SLED_PITANJE,BR_PITANJA) 
 
Zna~enje obele`ja sled_pitanje u relaciji PITANJA je: broj pitanja koje }e softver 
postaviti u narednom koraku u~eniku ako je u~enik odgovorio ta~no na dato pitanje. To 
zna~i, da se realizacija povratne sprege u ovom tipu softvera mo`e realizovati 
procedurno. Ako je u~enik odgovorio na dato pitanje i osvojio odre|eni broj bodova (ta 
informacija se nalazi u relaciji U^ENIK_ODGOVORI) prelazi se na slede}e pitanje, 
koje je nastavnik odredio u zavisnosti od ciljeva ~asa i semantike nastavnog gradiva.  
 
Re{enje koje se ovde predla`e zasniva se na procedurnoj realizaciji provere osvojenog 
broja bodova od strane u~enika za dato pitanje i na osnovu toga zadavanje novog 
pitanja u~eniku. Projektant obrazovnog softvera  i baze podataka ima obavezu da u 
saradnji sa nastavnikom defini{e kojim se redosledom zadaju pitanja u~eniku 
(odre|ivanje vrednosti obele`ja slede}e_pitanje u relaciji PITANJA). To zna~i da se od 
projektanta baze podataka i nastavnika zahteva dobro definisana sistem analiza 
nastavnog gradiva u vidu redosleda pitanja. 
 
Me|utim, umesto procedurne realizacije redosleda pitanja u~enika u obrazovnom 
softveru tipa drila i ve`banja, mogu} je i logi~ko-deklarativni prilaz. U razvoju baze 
podataka ovog tipa obrazovnog softvera mogu}e je iskoristiti sistem DEDUC - sistem za 
kombinatorno generisanje rasporeda Hot97, Hot92, Pro94.. “Logi~ko-deklarativni 
prilaz omogu}uje da se procedurni deo sistema u~ini nezavisnim, a time i 
nepromenljivim, u odnosu na variranje zahtevanih uslova u konkretnom slu~aju”. 
 
Realizacija ovog tipa softvera upotrebom sistema DEDUC zahteva od projektanta 
definisanje uslova pod kojima se generi{e redosled zadavanja pitanja u~eniku. Te uslove 
odre|uje nastavnik u zavisnosti od strukture nastavnog gradiva. Uslovi se nalaze u 
aksiomatskoj bazi, ~iji su elementi predikatske formule (sastavci). Na taj na~in se mo`e 
definisati te`ina pitanja koja }e se postaviti u~eniku u zavisnosti od njegovih 
karakteristika i sposobnosti. Karakteristike u~enika (op{te i posebne) se nalaze u vidu 
vrednosti obele`ja {eme relacije U^ENIK u relacionoj bazi podataka (DBF format 
FoxPro softvera).  
 
Primer 2.3. Predikat D(N,P,Q,d,t) sistema DEDUC u slu~aju projektovanja ovog tipa 
softvera mo`e da se zameni sa slede}im predikatom: 
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koji ima zna~enje: u~eniku U, koji je na pitanje P odgovorio ta~no (O) postavlja se 





To zna~i da su U, P i O konstante a sled_pit je promenljiva, koja se u procesu 




Karakteristike: ovaj tip softvera se koristi za u~enje novog gradiva i utvr|ivanje 
prethodno savladanog. On ima opciju: provera u~enikovih odgovora i davanje uputstava 
o daljem toku u~enja. Poseban tip softvera ~ine inteligentni tutorski sistemi i ti sistemi 
imaju karakteristike ekspertnih sistema. U njima se na poseban na~in strukturira znanje 
koje u~enik treba da savlada. Ovi sistemi, tako|e, sadr`e tipove gre{aka, njihovo 
poreklo  
i sugestije u vezi sa gre{kama. Na bazi gre{aka koje prave u~enici usmerava se dalji tok 
nastavnog procesa. Sam softver odlu~uje o tome kakvu vrstu pomo}i treba dati u~eniku, 
koje zadatke treba postaviti u narednim koracima u~enja. 
 
U bazi podataka ovog tipa softvera postoji model u~enika. U JD96 studentov model  
inteligentnog tutorskog sistema EduSof konceptualno je zami{ljen kao tabela koja sadr`i 
ube|enje studenta (u~enika) da poseduje neko znanje iz domena.  Ova tabela je kopija 
domenskog stabla sa tom razlikom da je svaki ~vor u stablu studentovog modela - 
verovanje, ube|enje studenta da on zna znanje predstavljeno tim ~vorom.  
 
U didakti~koj teoriji definisano je jo{ nekoliko modela u~enika, kao komponente 
inteligentnih tutorskih sistema i to su: model preklapanja (overlay model), model 
gre{aka (buggy model), model obja{njavanja, rekonstruktivni model. Razlike izme|u 
ovih modela se ogledaju u na~inu putem koga se predstavlja znanje u~enika u odnosu 
na znanje eksperta:  
 kao podskup (model preklapanja),  
 kao skup znanja koje ima u~enik ali ih nema odgovaraju}i ekspert (model gre{aka) 
 kao razlika u~enikovog znanja u odnosu na znanje eksperta (rekonstruktivni model). 
 
Projektovanje baze podataka ovog tipa softvera mogu}e je upotrebom logi~kog modela 
podataka. BASELOG-sistem, opisan u poglavlju 4. je adekvatan za prakti~nu 
implementaciju modela u~enika. U poglavlju 5. opisan je postupak na osnovu koga se 
formiraju aksiome tipa BAKS na osnovu baze podataka, koja je kreirana upotrebom 
relacionog softvera za rukovanje bazama podataka (DBF format). U ovoj bazi podataka 
nalaze se osnovne informacije o u~enicima (op{ti podaci, odgovori u~enika, reakcije 
u~enika, stepen prethodnog znanja, teku}e znanje). Pravila zaklju~ivanja inteligentnog 
tutorskog sistema mogu}e je predstaviti putem sopstvenih aksioma BASELOG-sistema. 
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Va`no je napomenuti da se u didakti~koj literaturi El84 sre}e i pojam otvorenog i 
zatvorenog domena. Naime, u tom radu je problemski domen tutorskih sistema 
predstavljen na slede}i na~in: 
 
 
           otvoreni domen 
 
        zatvoreni domen 
 
      nepovezane ~injenice 
  
Najjednostavniji domen su nepovezane ~injenice. Tutorski sistemi, koji imaju ovaj tip 
problemskog domena, ne mogu obezbediti u~enicima informacije o problemima, koji se 
nalaze van znanja u sistemu. Prethodno znanje u~enika nema efekta na proces u~enja. 
 
Kompleksniji domen je “zatvoreno okru`enje” u kome se nalaze sve mogu}e adekvatne 
metode povezanih ~injenica. Obezbe|ivanjem redukovanog skupa mogu}ih znanja, 
ovakvo okru`enje u tutorskom sistemu pojednostavljuje problem projektovanja modela 
u~enika i omogu}ava da se sistem pona{a kao da ima kompletno znanje o datom 
problemu. Prethodno znanje u~enika ima efekta na proces u~enja. Ovakav tip domena 
dopu{ta projektovanje “eksperta” i omogu}ava generisanje skupa mogu}ih “eksperata” 
domena. Ve}ina tutorskih sistema rade u “zatvorenom” okru`enju. 
 
“Otvoreni domen”  je onaj tip domena u kome nije ograni~en broj mogu}ih problema. 
Obrazovni tutorski softver koji radi u ovom okru`enju nema kompletno znanje ni sve 
metode za re{avanje problema iz date oblasti. Ove karakteristike uti~u na projektovanje 
modela u~enika i procenu u~enikovog napredovanja. Iz ovih razloga se u projektovanju 
tutorskih sistema zahteva da u~enici koriste takve mehanizme u procesu svog u~enja, 
koje su tutorskom sistemu poznate, ~ak i kad ti mehanizmi nisu adekvatni ni za u~enike 
ni za dati domen.  
 
U El84 se, tako|e, navodi da zbog ograni~enja na odgovaraju}i tip domena u kome 
sistem radi, mora se voditi ra~una i o tome kako }e se u~enici snalaziti u tom domenu. 
Izbor tipa domena mora biti takav da je mogu}e videti kako }e on uticati na op{te 
mogu}nosti projektovanja sistema. Tako|e je stalno prisutan zahtev za postojanjem jasne 
razlike izme|u otvorenog i zatvorenog tipa domena. 
 
Op{ti stav u didaktici je da nije mogu}e predstaviti sve probleme i re{enja u domenu, 
tako da individualno domensko znanje mora postojati u obliku nekog op{teg modela 
domena, koji opona{a pona{anje u raznim uslovima. Nastavnik mora biti spreman da 
prihvati bilo koji model domena. Domensko znanje se naj~e{}e predstavlja u obliku 
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Znanje domena je stati~no, iako postoje generalne veze me|u komponentama, koje 
modelujemo. U El84 se navode slede}i primeri predstavljanja znanja u tutorskim 
sistemima:  
 SCHOLAR, WHY i TRILL koriste semanti~ke mre`e za predstavljanje koncepata 
znanja. Teme (iz nastavnog gradiva) su predstavljene putem hijerarhijskih struktura, koje 
u svojoj osnovi imaju nivoe generalizacije. Pojedina~na tema mo`e biti podkomponenta 
op{teg (generalnog) koncepta i mo`e da sadr`i druge teme kao svoje podkomponente.  
 Genetic Graph ima domensko znanje koje je reprezentovano u vidu malih “ostrva” 
znanja. Ove jedinice znanja su povezane vezama koje odgovaraju razli~itim metodama 
u~enja, kao {to su generalizacija, analogija itd.  
 Tutorski sistem GUIDON koristi ekspertni sistem MYCIN kao izvor domenskog 
znanja.  
 
Savremeni pravci u razvoju tutorskih sistema idu ka tome da se ekspertni sistem pro{iri 
u nameri da uklju~i znanje koje treba da obezbedi podr{ku tutorskim instrukcijama. 
 
U JD96 opisan je inteligentni tutorski sistem EduSof. Domensko znanje ovog sistema 
je predstavljeno u obliku stabla, ~iji svaki ~vor predstavlja deo domenskog znanja i 
svaka  
veza roditelj-dete zna~i da ako je student u mogu}nosti da razume znanje, predstavljeno 
~vorom-roditelj student, tako|e, mora razumeti i znanja koja su predstavljena putem 
~vorova-sledbenika (dece). Domensko znanje je predstavljeno putem objektno-
orijentisane metodologije kao {to je to obja{njeno u odeljku o inteligentnim sistemima. 
 
Me|utim, projektovanjem baze podataka obrazovnog softvera u kome se koristi 
BASELOG-sistem mogu}e je raditi i u okru`enju otvorenog, zatvorenog i poluotvorenog 
domena (sveta). Koncepti projektovanja baze podataka obrazovnog softvera u re`imima 
otvorenog, zatvorenog ili delimi~no otvorenog sveta obja{njeni su u poglavlju 4. dok je 
u poglavlju 5. naveden prakti~an primer projektovanja baze podataka upotrebom 
BASELOG-sistema. 
 
Simulacija i stvaranje modela 
 
Ovaj tip softvera je obja{njen u klasifikaciji softvera po \. Nadrljanskom. Potrebno je 
samo ista}i da postoji razlika izme|u simulacije, kod koje korisnik treba sam da odredi 
model i simulacije, kod koje korisnik radi sa zadatim modelom. Ovaj tip softvera se 
koristi u prirodnim naukama (biologija, fizika, hemija) i u dru{tvenim naukama 
(ekonomija). Kao {to je re~eno, za projektovanje baze podataka ovog tipa softvera 
adekvatan je objektno - orijentisani model podataka (rukovanje heterogenim podacima, 
upravljanje verzijama, evolucija {eme, ekvivalentni objekti). Za realizaciju simulacije u 








Karakteristike: u~enje upotrebom ovog tipa softvera se realizuje putem kreiranja 
algoritma za re{enje problema koga softver postavlja korisniku. Ponekad se zahteva i 
poznavanje principa programiranja i programskog jezika. U slu~aju slo`enijih problema, 
od korisnika se tra`i i analiza gre{aka u strategiji re{avanja problema. Ovaj tip softvera 
ne zahteva postojanje modela u~enika. Njegova realizacija mogu}a je upotrebom nekog 
od programskih jezika (C, Fortran, Pascal) ili se mogu koristiti specijalizovani paketi za 




Karakteristike: ovaj tip softvera razvija ve{tine manipulisanja podacima, istra`ivanja, 
planiranja, analiziranja, postavljanja hipoteza, otkrivanja, posmatranja. Posebna vrsta su 
avanturisti~ke igre putem kojih se razvija ose}aj za prostor, sposobnost dono{enja 
odluka, re{avanja problema. 
 
Ovaj tip softvera se mo`e realizovati sa ili bez modela u~enika i njegova 
implementacija je mogu}a upotrebom grafi~kih paketa sa mogu}nostima 
vi{edimenzionalnih animacija i alata za reprodukciju zvuka. Posebnu ulogu imaju sistemi 
virtuelne realnosti, opisani u Nad97a. Za potrebe razvoja ovog tipa softvera koriste se 
softveri za rukovanje bazama podataka sa mogu}no{}u predstavljanja nestandardnih 
tipova podataka (slika, zvuk, animacije). Objektno-orijentisani softveri za rukovanje 
bazama podataka, kao {to je napomenuto prilikom opisa obrazovnog softvera tipa 
simulacije, imaju mogu}nost memorisanja ovakvih tipova podataka. 
 
 
2.2.2.2. Obrazovni softver za kompjuter kao sredstvo za rad 
 
U ovoj grupi softvera se nalaze softveri za statisti~ku analizu, obradu teksta, grafi~ki 




Karakteristike: u obrazovnim sadr`ajima nekih predmeta (uglavnom predmeta iz oblasti 
dru{tvenih nauka), u kojima se radi sa ve}im obimom podataka, u~enici mogu da 
koriste softvere za rukovanje bazama podataka u cilju kreiranja sopstvene baze podataka 
ili da samo pretra`uju postoje}u bazu podataka. Softveri za baze podataka (dBase, 
FoxPro) su veoma pogodni za po~etnike, jer imaju dobro razvijen korisni~ki interfejs i 
vodi~ tutorskog tipa, koji korisnika vodi kroz sve faze razvoja aplikacije za kreiranje i 
a`uriranje baza podataka. 
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Kompjuterski vo|eno u~enje 
 
Karakteristike: kompjuter se koristi u u~ionici za upravljanje pomo}nim nastavnim 
sredstvima u tradicionalnoj nastavi, ili za kreiranje testa, ili za pra}enje napredovanja 
u~enika. 
 
U ovom tipu softvera postoji model u~enika i njegova realizacija je mogu}a putem 
relacionog modela podataka. U bazi podataka ovog tipa softvera mogu}e je kreirati 
relacije za memorisanje op{tih podataka o u~eniku (ime, prezime, godina ro|enja, 
razred) i posebnih podataka (za datu nastavnu jedinicu (temu) broj bodova osvojenih na 
testu, broj bodova za prethodno ura|ene testove, ocena, predlozi nastavnika, predlozi 
u~enika). 
 
Kompjuter kao instrument ili laboratorija 
O ovom tipu softvera je bilo re~i u klasifikaciji po autoru \. Nadrljanskom. 
 
 
2.2.2.3. Softver za kompjuter kao sredstvo koje poma`e u~eniku da u~i i da bi   
u~enik u~io druge 
 
Ovaj tip softvera je kreiran od strane naprednijih u~enika sa namenom da taj softver 
primenjuju po~etnici. Kreiranjem ovog softvera pove}avaju se sposobnosti u~enika, koji  
kreiraju softver, sa nivoa usvajanja ~injenica na nivo razumevanja i manipulisanja 
~injenicama. 
 
Za realizaciju ovog tipa softvera adekvatan je programski jezik LOGO. U~enici razvijaju 
sposobnost za re{avanje problema tako {to se problem razlo`i na njegove sastavne 
komponente, a zatim se re{ava svaka od njih posebnom procedurom. 
 
Istra`ivanje i otkri}e 
 
Karakteristike: u~enici upotrebom softvera ovog tipa istra`uju i otkrivaju zakonitosti ili 
relacije nad podacima koji se nalaze u bazi podataka obrazovnog softvera. 
 
Primer 2.4. Softver raspola`e podacima o selima u kojima se kontroli{e {irenje bolesti. 
U~enik preuzima ulogu medicinskog stru~njaka u jednom selu i uz pomo} programa 
pronalazi re{enja za spre~avanje epidemije.  
 
Realizacija baze podataka ovog tipa softvera mogu}a je upotrebom relacionih softvera 
za rukovanje bazama podataka (Access). 
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2.3. Modeli podataka u realizaciji pojedinih elemenata koji mogu biti 
prisutni u raznim tipovima ORS 
 
 U ovom odeljku su opisani karakteristi~ni postupci projektovanja baza podataka za 
potrebe obrazovnog softvera putem slede}ih modela podataka: relacionog, objektno-
orijentisanog, logi~kog i kombinacijom relacionog i logi~kog modela. Izbor modela 
podataka je izvr{en u odnosu na semantiku baza podataka i ciljeve koje treba da ostvari 
obrazovni softver. Opisani su slede}i postupci: 
 
 Dekompozicija pojmova. Opisan je postupak projektovanja na osnovu relacionog 
modela podataka u slu~aju da se radi o dekompoziciji pojmova. Tako|e, opisan je 
postupak projektovanja i putem objektno-orijentisanog modela podataka. 
 Provera u~eni~kih hipoteza u dijalo{kim sistemima. Opisan je postupak 
projektovanja baza podataka primenom logi~kog modela podataka. 
 Kreiranje (projektovanje) modela korisnika. U ovom postupku je izvr{ena 
kombinacija relacionog i logi~kog modela. Naime, tip softvera, koji u sebi ima model 
korisnika treba da omogu}i izvo|enje zaklju~aka u odnosu na korisnika: koje 
informacije treba dati korisniku u narednim fazama u~enja, ili koje slede}e pitanje 
postaviti u narednom koraku testiranja (ve`banja). 
 
 
2.3.1. Projektovanje baza podataka za slu~aj dekompozicije pojmova 
 
Dekompozicija pojma je postupak razlaganja definicije nekog pojma na jedan ili vi{e 
pojmova koji u~estvuju u definiciji. Time se dobija struktura tipa stabla u kojoj su 
elementi listova stabla fundamentalne (elementarne) definicije. Fundamentalne definicije 
su one, ~ijom bi se daljom dekompozicijom izgubio smisao pojmova, posmatrano u 
odnosu na definiciju pojma na najvi{em nivou hijerarhije (koji se nalazi u korenu 
ovakvog stabla). Namera ovog postupka je da se u~eniku omogu}i izbor definicija onih 
pojmova za koje on smatra da su mu neophodne u toku usvajanja novog pojma. U~enik 
sam bira put kojim usvaja nove pojmove. Tako|e, predstavljanjem nastavnog gradiva u 
obliku hijerarhijske strukture dobija se na preglednosti i lak{em postupku projektovanja 
nastavne baze podataka. To je ilustrovano slede}im primerom. 
 
Primer 2.5. Prema Il78 pojam elektri~ni potencijal je definisan kao napon u jednoj 
ta~ki polja prema provodniku. Ovaj pojam se mo`e dekomponovati na slede}i na~in u 
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  elektri~ni potencijal napon u jednoj ta~ki polja prema provodniku 
 
  napon      provodnik 
 
 
potencijalna razlika izme|u dva   materija, koja kretanju nalektrisanja izme|u 
naelektrisana tela    dve ta~ke polja sa razli~itim potencijalima 
      suprotstavlja neznatan otpor 
 
   
       
    materija      naelektrisanje  potencijal 
 
 
       napon u jednoj ta~ki polja prema 
       provodniku 
     
U didaktici se nastavno gradivo predstavlja u obliku slede}e hijerarhijske strukture: 
 nastavno podru~je,  
 nastavna oblast,  
 nastavna tema,  
 nastavna jedinica i 
 didakti~ka celina,  
pri ~emu je nastavno podru~je koncept na najvi{em nivou slo`enosti a didakti~ka celina 
koncept na najni`em nivou. 
 
Polaze}i od ovakve hijerarhijske strukture zaklju~uje se da se u bazi podataka neke 
nastavne oblasti nalaze sve definicije (elementarne i slo`ene), identifikacija nastavnih 
jedinica (naziv ) i definisana pripadnost pojmova nastavnim jedinicama. 
 
Primer 2.6. Uzeto je nastavno podru~je fizike za VIII razred osnovne {kole Il78. U 
skladu sa nastavnim planom za ovaj razred definisane su slede}e nastavne oblasti: 
 elektromagnetne pojave, 
 svetlosne pojave, 
 nuklearni procesi. 
 
U nastavnoj oblasti Elektromagnetne pojave izdvajaju se slede}e nastavne teme: 
 elektri~no polje, 
 elektri~na struja, 
 magnetno polje, 
 elektromagnetno polje i njegove primene. 
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U nastavnoj temi Elektri~no polje mogu}e je identifikovati slede}e nastavne jedinice: 
 uzajamno dejstvo naelektrisanih tela, 
 obja{njenje naelektrisanja, 
 elektri~no polje, 
 provodnici, izolatori, poluprovodnici, 
 provodnik u elektri~nom polju i elektri~na influencija, 
 raspored naelektrisanja na provodnicima, 
 elektri~ni kapacitet provodnika; kondenzatori. 
 
U nastavnoj jedinici Elektri~ni kapacitet provodnika.Kondenzatori izdvajaju se slede}e 
didakti~ke celine: 
1) Elektri~ni kapacitet provodnika.  
Elektri~ni kapacitet provodnika brojno je jednak koli~ini naelektrisanja, kojom treba 
naelektrisati taj provodnik da bi mu se potencijal povisio za 1 volt. 
2) Formule        
   C= q /              1F = C / V 
                    
3) Kapacitet 
Kapacitet od 1 farada ima provodnik ~iji se potencijal promeni za 1 volt kada mu se 
dovede koli~ina elektriciteta od 1 kulona. 
4) Kondenzator 
Kondenzator elektriciteta sastoji se od dva metalna provodnika izme|u kojih se nalazi 
izolator. 
  




Pojava nad ovom {emom relacije su definicije svih pojmova date nastavne oblasti. 
 
NASTAVNE_JEDINICE(SIF_NASJED,NAZIV,SIF_NASJED) 
Pojava nad ovom {emom relacije je relacija u kojoj se nalaze imena svih nastavnih 
jedinica za datu nastavnu oblast. 
 
POJMOVI_NASJED(SIF_NASJED,SIF_POJMA,SIF_NASJED,SIF_POJMA) 
Referencijalni integriteti su definisani u daljem tekstu. 
 
Pojava nad ovom {emom relacije je relacija sa slede}om semantikom: 
U nastavnoj jedinici, identifikovanoj putem obele`ja sif_nasjed, relevantni su pojmovi, 
identifikovani putem obele`ja sif_pojma. Klju~ ove {eme relacije je slo`en i sastoji se 
od obele`ja  sif_nasjed  i sif_pojma. To je posledica semantike  po  kojoj se jedna 
nastavna  
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Semantika ove {eme relacije je, tako|e, posledica organizacije nastavnog gradiva, po 
kojoj jedan pojam mo`e biti dekomponovan na vi{e podpojmova i svaki pojam mo`e 
biti deo definicije nekog drugog pojma. 
 
Za slu~aj nastavne jedinice Elektri~ni kapacitet provodnika.Kondenzatori pojave nad 
ovim {emama relacija imaju slede}i izgled: 
relacija POJMOVI 
 
SIF_POJMA TEKST SLIKA ANIMACIJA ZVUK 
01 Elektri~ni kapacitet provodnika  
brojno je jednak koli~ini 
naelektrisanja.... 
bmp fajl avi fajl wav fajl 
02 Kapacitet od 1 farada ima 
provodnik ~iji se... 
   
03 Naelektrisanje je koli~ina 
elektriciteta koja prote~e kroz... 
   
04 Provodnik je materija, koja 
kretanju naelektrisanja izme|u... 
   
05 Potencijal u nekoj ta~ki elektri~. 
polja brojno je jednak... 
   
06 Elektri~no polje je prostor...    
07 Rad je rezultat delovanja sila i 
puta na kome ta sila deluje. 
   
08 Naelektrisano telo je telo koje 
posle trenja privla~i druga tela. 
   
09 Elektron je najmanje negativno 
naelektrisanje. 
   
10 Sila - mera uzajamnog 
delovanja tela koje menja stanje 
kretanja. 
   
11 Volt je ...    
12 Farad je ...    
13 Kulon je ...    
14 Elektricitet je...    
15 q je ...    
16  je ...    
17 Kondenzator je...    
18 Izolator je ...    
...... ......    





A Elektri~ni kapacitet provodnika. Kondenzatori. 
B Raspored naelektrisanja na provodnicima 





























Pogodnost primene relacionog modela podataka za projektovanje baza podataka ~ija je 
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1. strukturalna komponenta:  
 
ekstenzija 
 torka - jasna reprezentacija pojmova u vidu n-torki 
    Na primer, POJMOVI(18,”Izolator je...”,SLIKA,ANIMACIJA,ZVUK) 
 domen obele`ja - za slu~aj primitivnih obele`ja (tekstualni opis pojma) uglavnom je 
u pitanju tekst; za slu~aj grafi~kog predstavljanja pojma ili animacija radi se o 
nestandardnim tipovima podataka (obi~no su to nizovi bajtova promenljive du`ine) 
 relacija - putem relacija se predstavljaju didakti~ki koncepti na pregledan na~in 





 obele`je - definisanje elementarnih koncepata: nastavnih tema i jedinica 
 {ema relacije - omogu}ava definisanje i ograni~enja: jedinstveno identifikovanje 
koncepata (nastavna tema, jedinica i dr.) putem klju~eva za svaki koncept, 
    Na primer, NASTAVNE_JEDINICE(SIF_NASJED,NAZIV,SIF_NASJED) 
 {ema baze podataka - definisanje me|urelacionih ograni~enja {to }e se videti na 
primeru dekompozicije. 
 
2. strukturalna ograni~enja: 
 
 ograni~enja torke - ograni~enje na du`inu obele`ja za tekstualni opis pojma  
 ograni~enja relacije - jedinstveno identifikovanje nastavnih tema i drugih didakti~kih 
koncepata putem klju~eva 
Putem ova dva ograni~enja definisana je lokalna konzistentnost baze podataka - a to 
zna~i da li pojava nad nekom {emom relacije zadovoljava ograni~enja, koja su 
definisana u {emi relacije. 
 
 me|urelaciona ograni~enja 
 
   Putem ovih ograni~enja defini{e se globalna konzistentnost baze podataka a to zna~i da 
li pojava nad konkretnom bazom podataka zadovoljava ograni~enja koja su definisana u 
{emi baze podataka. 
 
Primer 2.7, Kreirana je baza podataka za nastavnu oblast Elektromagnetne pojave iz 
primera 2.6.  Polaze}i od koncepta dekompozicije pojmova date nastavne oblasti u vidu  
skupa {ema relacija, skup me|urelacionih ograni~enja ima slede}i izgled (notacija je 
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(t  r(Pojmovi_NasJed))(u  r(Nastavne_jedinice)) (tSif_NasJed=uSif_NasJed) 
(t  r(Pojmovi_NasJed))(u  r(Dekompozicija)) (tSif_pojma=uSif_pojma1) 
(t  r(Dekompozicija))(u  r(Pojmovi)) (tSif_pojma1=uSif_pojma  
        tSif_pojma2=uSif_pojma)  
 
Dekompoziciju pojmova mogu}e je predstaviti putem dijagrama ER modela podataka na 
slede}i na~in kao na slici 2.3.: 
 
 
     NAD_POJAM 
    
         (1,M)  
        defini{e 
                           (1,M) 
     
     POD_POJAM 
 
         Slika 2.3. 
 
Kardinaliteti preslikavanja (1,M), koji se nalaze sa obe strane tipa poveznika defini{e, 
ozna~avaju situaciju u kojoj je svaki pojam mogu}e razlo`iti na jedan ili vi{e pojmova i 
svaki pojam mo`e u~estvovati u definisanju jednog ili vi{e pojmova. Saglasno pravilima 
za prevo|enje ER modela podataka u relacioni model, ovaj dijagram se prevodi u 






pri ~emu je u primeru 2.6.  definisana samo jedna relacija Pojmovi za predstavljanje 
svih pojmova u bazi podataka. To zna~i da ona obuhvata svojim sadr`ajem relacije 
Nad_pojam i Pod_pojam.  
 
Softveri za rukovanje bazama podataka zasnovani na relacionom modelu podataka imaju 
mehanizme za kontrolu referencijalnih integriteta, {to zna~i da se ne mo`e uneti u 
relaciju Dekompozicija neka vrednost obele`ja Sif_pojma1 a da ona ne postoji u relaciji 
Pojmovi_NasJed, ili, ne mo`e se uneti vrednost obele`ja Sif_pojma2 a da ona ve} ne 
postoji u relaciji Pojmovi. To zna~i da se automatski proverava od strane sistema 
konzistentnost ovako projektovane baze. Tako|e, to je slu~aj i kod brisanja i izmene 
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Na primer, u Visual FoxPro-u je to definisano u okru`enju Database Designer. U ovom 





U relacionom softveru za rukovanje bazama podataka -  Access-u definisanjem veze 
me|u relacijama (Enforce Referential Integrity) obezbe|ena je automatska kontrola 
unosa novih vrednosti u relaciju ako ne postoji odgovaraju}a vrednost primarnog klju~a 
u relaciji, sa kojom je data relacija u vezi. Selektovanjem opcija Cascade Update 
(Delete) Related Records mogu}e je definisati i uslove referencijalnog integriteta za 
slu~aj izmene i brisanja torki u relacijama me|u kojima je uspostavljena veza, odnosno 
me|u kojima je definisan odre|eni tip poveznika, koji se predstavlja u Access-u 
konceptom Relationship. 
 
Potrebno je naglasiti da su ovo specifi~nosti pomenutih relacionih softvera za rukovanje 
bazama podataka. Pored nabrojanih opcija za odr`avanje referencijalnih integriteta, u 
relacionim sistemima za rukovanje bazama podataka va`ne su i slede}e opcije: 
 
 NULLIFIES - ako se menja vrednost primarnog klju~a neke torke ili se ta torka 
bri{e, a vrednost primarnog klju~a te torke se nalazi kao strani klju~ u drugim 
relacijama, mogu}e je vrednosti tih stranih klju~eva a`urirati na nul-vrednost (pod 
uslovom da je dozvoljena nul-vrednost za klju~eve tih relacija), 
 DEFAULT - ako se menja vrednost primarnog klju~a neke torke ili se ta torka 
bri{e, a vrednost primarnog klju~a te torke se nalazi kao strani klju~ u drugim 
relacijama, mogu}e je vrednosti tih stranih klju~eva a`urirati na pretpostavljenu 
vrednost. 
Ove opcije su navedene radi kompletnog opisa me|urelacionih ograni~enja u relacionom 
modelu podataka. Implementacija ovih ograni~enja zavisi od konkretnog softvera za 
rukovanje bazom podataka. 
 
3. Operativna komponenta 
 
Kao {to je opisano u odeljku 1.1 operativnu komponentu ~ine jezika ML96: 
 
 upitni jezik, 
 jezik za a`uriranje podataka, 
 jezik za definiciju podataka. 
 
U relacionom modelu podataka standardni jezik je SQL i on objedinjuje sve ove 
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Primer 2.8. Ako je potrebno prikazati definicije svih pojmova, koji su relevantni za 
nastavnu jedinicu Elektri~ni kapacitet provodnika.Kondenzatori iz prethodnog primera, 
onda bi realizacija upita imala slede}i oblik: 
 
SELECT A.naziv, D.tekst 
FROM Nastavne_jedinice A, Pojmovi_NasJed B, Dekompozicija C, 
 Pojmovi D 
WHERE A.sif_nasjed=B.sif_nasjed AND B.sif_pojma=C.sif_pojma1 AND 
   C.sif_pojma2=D.sif_pojma AND  
   A.naziv=“Elektri~ni kapacitet provodnika.Kondenzatori”  
 
Primer 2.9. Ako je potrebno prikazati sve pojmove koji u~estvuju u dekompoziciji svih 
nastavnih jedinica realizacija ovog upita ima slede}i oblik: 
 
SELECT A.sif_nasjed, A.naziv, D.tekst 
FROM Nastavne_jedinice A, Pojmovi_NasJed B, Dekompozicija C, 
 Pojmovi D 
WHERE A.sif_nasjed=B.sif_nasjed AND B.sif_pojma=C.sif_pojma1 AND 
   C.sif_pojma2=D.sif_pojma 
GROUP BY A.sif_nasjed     
 
Dekompozicija pojmova upotrebom objektno-orijentisanog modela podataka 
 
Kao {to je re~eno u odeljku 1.1.4., objektno - orijentisani model podataka nije jasno 
teorijski definisan i ne postoji standardni objektno - orijentisani model. U ML96 
definisani su koncepti ovog modela, po kome se vr{i projektovanje baza podataka u 
nastavi za slu~aj dekompozicije pojmova. 
 
1. Strukturalna komponenta 
 
 objekat 
Entitete nastavnog gradiva (oblasti, jedinice, teme) mogu}e je predstaviti putem 
objekata, pri ~emu je mogu}e definisati i njihovu strukturu i skup metoda (procedura) za 
svaki entitet. 
 
Primer 2.10. Ako je u bazi podataka obrazovnog softvera potrebno predstaviti 
didakti~ke celine u obliku teksta, slike i animacije slede}a linearna struktura podataka 
mo`e predstavljati strukturalni deo odgovaraju}eg objekta: 
 
  ((IME,Elektri~ni kapacitet provodnika), (TEKST, Elektri~ni kapacitet  
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dok skup 
  prika`i_podatke, dodaj_novu_jed, dekompozicija 
 
sadr`i nazive metoda koje se mogu primeniti na datu strukturu podataka.  
 
Me|utim, objekat mo`e osim jednostavne strukture imati i slo`eniju strukturu, na 
primer, strukturu tipa stabla, putem koje se realizuje dekompozicija pojmova. 
 
Primer 2.11. Definisan je objekat Nastavna_jedinica sa slede}om strukturom: 
 
((IME, Elektri~ni kapacitet provodnika.Kondenzatori), (POJMOVI, (POJAM, Elektri~ni 
kapacitet provodnika), (POJAM, Kondenzatori), (POJAM, Formule)))  
 
Ovaj slo`eni objekat mo`e se predstaviti slede}om strukturom tipa stabla (slika 2.4.): 
 
 
    Nastavna jedinica 
 
 
(IME, Elektri~ni kapacitet provodnika. Kondenzatori) POJMOVI 
 
 
(POJAM, Elekt. kapac, provod.) (POJAM, Kondenzatori) (POJAM, Formule) 
 
     Slika 2.4. 
 klasa 
U objektno-orijentisanom modelu podataka elementi domena obele`ja objekata mogu 
uzimati vrednosti iz skupa vrednosti nekog osnovnog tipa podataka (Chr, Num, Date), 
ali i iz skupa objekata slo`enije strukture (tip torke ili skupa). S obzirom da su i 
elementi osnovnih tipova podataka objekti, sa svojom strukturom i pona{anjem, 
zaklju~uje se da domen predstavlja klasu. 
 
Primer 2.12. Neka su definisani slede}i tipovi objekata: 
 
  Pojam = ((IME, Chr), (OPIS, Chr)) 
  Nastavna_jedinica = ((IME, Chr), (SASTAV, Pojam)) 
 
Polaze}i od prethodne definicije pojma klasa, mo`e se re}i da u komponenti (SASTAV, 
Pojam) tipa objekta Nastavna_jedinica SASTAV je obele`je a Pojam je klasa. Vrednosti 
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Na sli~an na~in je mogu}e definisati i tip objekta Nastavna_oblast: 
 
  Nastavna_oblast = ((IME, Chr), (SASTAV, Nastavna_jedinica))  
 
Na slici 2.5. objekat Nastavna_oblast prikazan je kao struktura nad skupom objekata. 
Listovi stabla sadr`e primitivne objekte, dok drugi ~vorovi predstavljaju agregate 
(slo`ene objekte), koji su na slici nazna~eni samo svojim op{tim imenom. 
 
 
    Nastavna_oblast 
 
 
  IME                Sastav 
 
 
   Nastavna_jedinica1         Nastavna_jedinca2 
 
 
             IME    Pojam11            IME    Pojam21 
 
 
   IME            OPIS11  IME  OPIS21 
     
     Slika 2.5. 
 
U sistemima za rukovanje bazama podataka zasnovanim na relacionom modelu 
obezbe|eno je rukovanje ekstenzijom. To se posti`e definisanjem tipa odnosno koncept 
{eme relacije omogu}uje upravljanje njenom ekstenzijom (svim mogu}im njenim 
pojavama). U objektno-orijentisanom modelu podataka ne postoji mogu}nost upravljanja 
svim pojavama neke klase. To je mogu}e samo na osnovu identifikatora objekata. 
Identifikator objekata ne odgovora pojmu klju~a u relacionom modelu podataka, nego je 
on pod kontrolom samog softvera za rukovanje bazama podataka.  
 
 nasle|ivanje 
Koncept nasle|ivanja objektno-orijentisanog modelu podataka je va`an za projektovanje 
nastavne baze podataka, jer defini{e odnos “je podvrsta” me|u klasama. Putem ovog 
odnosa se predstavlja hijerarhijska struktura nastavnog gradiva. 
 
Primer 2.13. Ovaj koncept je obja{njen na primeru definisanja klase NastavnaOblast i 
njene potklase NastavnaJedinica. U ovom primeru kori{}ena je sintaksa objektno - 
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class NastavnaOblast 
 tip_podatka_koji_sadr`i_ime_oblasti IME; 
public: 
 funkcija PrikaziIme(); 




funkcija NastavnaOblast::PrikaziIme()  
 Ispi{i ime nastavne oblasti u re~enici “Nastavna oblast se zove ...”. 
 
//... 
class NastavnaJedinica : public NastavnaOblast  




 void PrikaziPojmove(); 
  
 
To zna~i da }e objekti klase NastavnaJedinica automatski naslediti obele`je IME i sve 
metode: PrikaziIme, PrikaziStrukturu. Ako neki objekat klase NastavnaJedinica primi 
poruku PrikaziIme, on }e odgovoriti na nju tako {to }e se pozajmiti odgovaraju}a 
metoda od klase NastavnaOblast. Kao {to se vidi, objektu klase NastavnaJedinica dodata 
je metoda PrikaziPojmove. 
 
2. Integritetna komponenta 
 
 identitet objekta 
 
U objektno - orijentisanom modelu postoji nekoliko na~ina za realizaciju identiteta 
objekta ML96:  
 virtuelne i fizi~ke adrese, 
 korisni~ki nazivi i 
 surogati. 
 
Objekti su jedinstveno identifikovani putem vrednosti sistemski definisanih atributa - 
identifikatora objekata (OID) i sastoje se od identifikacionog broja baze podataka, 
identifikacionog broja klase i identifikacionog broja instance, kao {to je to slu~aj u 
IYI96. Mogu}e je da identifikator objekta ima logi~ku prezentaciju i da nema fizi~ku 
adresu u sekundarnoj memoriji IYI96. U objektno-orijentisanom softveru za rukovanje 
bazama podataka O2 identifikator ima i fizi~ku adresu.  
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U slu~aju dekompozicije pojmova, ova karakteristika objektno-orijentisanog modela 
podataka zna~i da identifikaciju nastavnih tema, jedinica i pojmova realizuje sam softver 
za rukovanje bazama podataka putem vrednosti sistemski definisanih atributa i stoga 
vrednost identifikatora nije podlo`na promenama od strane korisnika (projektanta ili 
administratora baze podataka).  
 
3. Operativna komponenta 
 
Objektno-orijentisani model podataka, pored nedovoljno jasno definisanih koncepata 
nema ni jasno definisane jezike za manipulaciju podacima i za definisanje podataka, jer 
se jo{ uvek posmatra ili kao nadogradnja nad objektno-orijentisane programske jezike ili 
nadogradnja nad relacione softvere za rukovanje bazama podataka. 
 
Primer 2.14. U IYI96 definisan je upitni jezik kao integracija programskog jezika 
op{te namene (C) i jezika baza podataka u objektno-orijentisanom kontekstu, {to je 
detaljnije opisano u odeljku 1.1.4. Upit kojim se realizuje prikaz imena pojmova, koji su 
relevantni za nastavnu jedinicu Elektri~ni kapacitet provodnika u ovom softveru ima 
slede}i izgled: 
 
  NastavnaJedinica.PrikaziPojmove() 
            where NastavnaJedinica.ime==“Elektri~ni kapacitet provodnika”  
 
Na ovom primeru se vidi da objektni izraz u upitu mo`e da sadr`i i metode objekata.  
 
 
2.3.2. Primena logi~kog modela podataka za proveru u~eni~kih hipoteza u 
dijalo{kim sistemima 
 
Sistemi automatskog rezonovanja (SAR) nisu isprva bili razvijeni za potrebe 
obrazovanja, ali se mogu iskoristiti za unapre|enje rada u~enika sa ra~unarom. Razvoj 
sistema automatskog dokazivanja teorema (ADT), PROLOG-jezika i ekspertnih sistema 
omogu}io je primenu SAR i u obrazovanju.  
 
Op{ta procedura rezonovanja dopu{ta upravljanje radom ra~unara na vi{em nivou. To 
zna~i da programer i projektant ne moraju da predvide sve mogu}e opcije rada 
ra~unara.  
Sa druge strane, univerzalnost rezolucijske procedure ~ini sistem nezavisnim od 
problemske oblasti. 
 
U Hot95a navedeno je nekoliko mogu}nosti za razvoj inteligentnih svojstava dijaloga 
u~enika i ra~unara uz primenu SAR. To su slede}e mogu}nosti: 
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 dobijanje odgovora na u~enikovo pitanje (SAR dedukuje odgovor na osnovu 
postoje}ih ~injenica), 
 provera u~enikovih hipoteza, 
 otkrivanje protivre~nosti u izjavama u~enika. 
 
U prvom slu~aju, u bazi znanja nalaze se op{ta i specifi~na znanja. U~enik mo`e da 
unosi i nova relevantna znanja u vezi sa datom problemskom obla{}u. U~enik zadaje 
pitanje na koje sistem odgovara dedukuju}i odgovor na osnovu znanja i ~injenica, koje 
postoje u bazi znanja. Mogu}i odgovori sistema su da je odgovor prona|en, odgovor 
nije mogao biti prona|en ili sistem tra`i od u~enika dodatne informacije. 
 
Primer 2.15. Zadatak je formulisan u Hot95a. Neka se u bazi podataka nalaze podaci 
o rekama i pritokama za odre|eni region u obliku slede}e {eme relacije 
ULIVA(REKA1,REKA2,REKA1,REKA2) sa zna~enjem da se REKA1 uliva u 
REKU2. 
Torke ove relacije predstavljane su u BASELOG-sistemu (opisanom u odeljku 4.) putem 
aksioma tipa BAKS: 
BAKS1:=„Morava,Dunav‟ 
BAKS2:=„Sava,Dunav‟ 
Ako u~enik postavi pitanje “Gde se uliva Timok?” odnosno: 
   ~uliva(Timok,V1)& 
a u bazi podataka nema takve informacije, sistem mo`e da tra`i od u~enika da ka`e {ta 
zna o Timoku. U~enik mo`e da unese informaciju: Timok se uliva u istu reku kao i 




Sistem automatskog rezonovanja na osnovu podataka o Moravi (“Morava se uliva u 
Dunav”) dedukuje odgovor da se Timok uliva u Dunav. Zadatak je realizovan u Ber97 
upotrebom opisnog jezika logi~kog programiranja.  
 
Ovaj primer ilustruje situaciju u kojoj se upotrebom sistema automatskog rezonovanja 
mo`e dedukovati ~injenica koja se ne nalazi u bazi podataka, odnosno, u odnosu na 
klasi~ne baze podataka pristup upotrebom SAR zna~i mogu}nost dobijanja odgovora na 
upite, ~ije se komponente ne nalaze u bazi podataka, ve} se odgovor dedukuje na 
osnovu ~injenica i znanja, automatskim logi~kim rasu|ivanjem. 
 
U drugom slu~aju, rad sistema se zasniva na proveri hipoteze (tvr|enja) u~enika, koju 
sistem tretira kao teoremu, koju treba da doka`e na osnovu aksioma u bazi znanja. 
Mogu}i odgovori sistema su: hipoteza je ta~na, hipoteza nije ta~na i sistem ne mo`e da 
potvrdi niti da odbaci hipotezu (zbog poluodlu~ivosti ili zbog ograni~enja prostorno - 
vremenskih resursa). 
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Primer 2.16. Zadatak je formulisan u Hot95a. U ovom slu~aju se radi o gradivu 
istorije. U~enik postavlja hipotezu: “Boj na ^egru je bio posle boja na Marici.” 
 







(pri ~emu u pojavi nad relacijom BOJ ne postoji podatak o tome kad je bio boj na 
^egru); 
 





Defini{u se i pravila: 
 boj na X1 je bio posle boja na Z1 ako je boj na X1 bio godine U1, a boj na Z1 
godine U2, pri ~emu je  U1 > U2. 
 ako je X1 posle Y1 i Y1 posle Z1 onda je X1 posle Z1.  
 
Sistem automatskog rezonovanja }e na osnovu ovih podataka u bazi i na osnovu datih 
pravila potvrditi u~enikovu hipotezu. 
 
U op{tem slu~aju, sistem mo`e da potvrdi, ne potvrdi ili odbaci u~enikovu hipotezu. 
 
U tre}em slu~aju, otkrivanje protivre~nosti u izjavama u~enika, potrebno je da postoji 
baza znanja u vezi sa odre|enom problemskom obla{}u a sistem poku{ava da izvede 
protivre~nost, odnosno da doka`e da negacija izjave logi~ki sledi iz kreirane baze 
znanja. Mogu}i odgovori sistema su: izjava u~enika nije ta~na (protivre~i bazi znanja), 
izjava u~enika je ta~na (negacija izjave protivre~i bazi znanja) i izjava ne protivre~i bazi 
znanja, ali to ne zna~i da je izjava ta~na. 
 
Primer 2.17. Zadatak je formulisan u Hot95a i realizovan je na opisnom jeziku 
logi~kog programiranja u Ber97. Pokaza}e se kako se realizacija ovog zadatka mo`e 
ostvariti u BASELOG-sistemu. 
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DELO(IME,PREZIME,NAZIV, NAZIV) 
sa zna~enjem da je autor sa datim imenom i prezimenom napisao delo sa datim 
nazivom. 
 
Pojava nad ovom {emom relacije je slede}a relacija: 
 
ime prezime naziv 
Laza Lazarevic Vetar 
Laza  Lazarevic Verter 
Laza  Lazarevic Na bunaru 
Laza Lazarevic Svabica 
Ivo Andric Na Drini cuprija 
Ivo  Andric Travnicka hronika 
Ivo  Andric Gospodjica 
 
U BASELOG-sistemu se putem aksioma tipa BAKS predstavljaju torke relacije DELO 








Ako u~enik navede da je Laza Lazarevi} autor dela “Gospodjica” sistem }e otkriti 
protivre~nost. U formi BASELOG-sistema polazi se od negacije tvr|enja, {to zna~i da 
izjava u~enika ima oblik: 
 
   delo(Laza,Lazarevic,Gospodjica)& 
a sistem daje odgovor: 
uspeh=1 
dokaz je na|en 
 
{to zna~i da je dokazana negacija te izjave i da ova izjava u~enika nije ta~na.  
 
Sprega SAR sa nastavnim bazama podataka doprinosi pove}anju stepena slobode 
korisnika u dijalogu sa ra~unarom i pospe{uje u~enikovo rezonovanje pri postavljanju 
zahteva. 
 
Ovo se naro~ito odnosi na nastavno gradivo koje je faktografskog karaktera (istorija, 
geografija, knji`evnost), gde je u~enikovo rezonovanje potisnuto pa ga treba razvijati 
upotrebom ovakvih sistema. 
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Logi~ki model podataka omogu}ava projektovanje upitno-dijalo{kih sistema putem 
svojih komponenti {to je ilustrovano slede}im kratkim primerima. 
 
1. Strukturalna komponenta 
 
 Termi - promenljive i konstante.  
    Konstante su vrednosti obele`ja {eme relacije. 
    Promenljive pru`aju mogu}nost davanja odgovora na ciljeve, koji nisu u potpunosti        
instancirani konstantama.  
     Na primer. Upit oblika: 
   delo(Ivo, Andric, X) 
    omogu}uje izdvajanje svih dela Ive Andri}a ~iji se nazivi nalaze memorisani u bazi    
podataka. 
    
 Predikatske formule - u pitanju su zatvorene formule (sve promenljive koje se 
javljaju u formulama su univerzalno kvantifikovane) 
 
 Torke relacija u bazi podataka - putem torki se mogu predstaviti ~injenice u bazi 
znanja 
    Na primer, ~injenica da je Ivo Andri} autor dela “Gospo|ica” predstavljena je 
putem   aksiome tipa BAKS BASELOG-sistema na slede}i na~in: 
 
    BAKS7:=„delo(Ivo,Andric,Gospodjica)&‟ 
 
 Klauzule (sastavci) - oblik kojim se  defini{u pravila (uslovi) 
    Na primer,  znanje da je boj na X1 je bio posle boja na Z1 ako je boj na X1 bio 
godine U1, a boj na Z1 godine U2, pri ~emu je  U1 > U2 izra`eno je na slede}i 
na~in Berkovi} I., Deduktivne osnove za razvoj opisnih jezika logi~kog 
programiranja: 
 
 posle(X1,Z1) :- boj(X1,U1),boj(Z1,U2), >(U1,U2). 
 posle(X1,Z1) :- posle(X1,Y1),posle(Y1,Z1). 
 
 Mehanizam zaklju~ivanja - rezolucijsko pobijanje, koje poseduje teorijsku 
univerzalnost odnosno teorijsku snagu za izvo|enje svakog zaklju~ka kad god je on 
logi~ka posledica datih pretpostavki 
 
 Strategije - od mogu}ih strategija (u {irinu, u dubinu, kombinovana) u Ber94 
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2. Integritetna komponenta 
 
Integritetnom komponentom logi~kog modela podataka se zadaju pravila u postupku 
projektovanja nastavne baze podataka i dijalo{kih sistema putem kojih se `eli ostvariti 
slede}e: 
 u~enik treba da dobije pedago{ki prihvatljiv odgovor na upit, 
 odgovor }e biti prona|en (spre~iti mogu}nost generisanja beskona~nih grana u stablu 
pretrage). 
 
Integritetnu komponentu logi~kog modela podataka ~ine: 
 
 Princip otvorenog i zatvorenog sveta - putem deklarisanja liste CWA-predikata 
mogu}e je u BASELOG-sistemu definisati za koje }e predikate sistem raditi u 
re`imu otvorenog, zatvorenog ili poluotvorenog sveta.  
 
Primer 2.18. Definisana je baza podataka u kojoj se nalaze samo slede}i elementi: 
 
 TROUGAO(zbir_unutrasnjih_uglova, 180) 
 KVADRAT(zbir_unutrasnjih_uglova, 360) 
 PRAVOUGAONIK(povrsina, ab) 
 KRUG(obim, 2r) 
Neka su CWA-predikati: TROUGAO i KRUG. 
 
Ako u~enik postavi pitanje: 
  ?- krug(povrsina, r2) 
sistem }e dati odgovor u~eniku “nisu”, jer je za predikat KRUG BASELOG-sistem 
radio u re`imu zatvorenog sveta. Ovaj odgovor se ne sme dopustiti, jer dezinformi{e 
u~enika. 
 
Uzimaju}i u obzir semantiku nastavne baze podataka, kao i mogu}e upite u~enika, 
potrebno je definisati listu CWA-predikata na taj na~in da BASELOG-sistem daje ta~ne 
i pedago{ki prihvatljive odgovore. 
 
 Sigurnost pravila i izvo|enja zaklju~aka - putem liste CWA-predikata mogu}e je 
definisati rad sistema u re`imu zatvorenog sveta, odnosno mogu} je odgovor koji se 
dobija kao i u radu sa klasi~nim bazama podataka (podatak postoji u bazi ili ne). U 
nekim situacijama se bez definisanja CWA-predikata odgovor na upit (dokaz 
tvr|enja) i ne mo`e dobiti. Definisanjem du`ine rezolvente i maksimalne dubine 
pretrage, tako|e je mogu}e uticati na ishod (rezultat) dokaza. 
 
3. Operativna komponenta 
 
 Jezik predikatskog ra~una - u BASELOG-sistemu postoje slede}i koncepti 
operativne komponente:  
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 sastavci - putem ovog koncepta defini{u se pravila 
 Na primer, pravilo da ako su prave X i Y paralelne i prave Y i Z paralelne, onda 
su paralelne prave X i Z u implikativnoj formi ima oblik: 
   paralelno(X,Y)  paralelno(Y,Z)  paralelno(X,Z) 
 odnosno, u formi sastavaka: 
   ~PARALELNO(X1,Y1)~PARALELNO(Y1,Z1)PARALELNO(X1,Z1) 
 CWA-predikati - definisanje izbora re`ima rada sistema 




2.3.3. Kreiranje (projektovanje) modela korisnika 
 
U postupku projektovanja modela korisnika je izvr{ena kombinacija relacionog i 
logi~kog modela podataka. Tip obrazovnog softvera, koji u sebi ima model korisnika 
treba da omogu}i izvo|enje zaklju~aka u odnosu na korisnika:  
 
 koje informacije treba dati korisniku u narednim fazama u~enja, ili  
 koje slede}e pitanje postaviti u narednom koraku testiranja (ve`banja).  
 
Ove informacije su karakteristi~ne za tip softvera: inteligentni tutorski sistemi. Model 
korisnika se u literaturi zove i studentov model AT91, JD96, El84.  
 
Studentov model reprezentuje studentovo teku}e razumevanje sadr`aja AT91. 
Tradicionalni CBI (Computer Based Instruction) programi imaju jednostranu 
reprezentaciju studentovog znanja (razumevanja) koje je tipi~no u obliku odgovora na 
pitanja (ta~nih ili neta~nih). Studentov model bi trebalo da ima vi{e od jednostavnog 
skupa studentovih odgovora (njegovog rada), on bi trebalo da memori{e i koje aspekte 
sadr`aja student razume (definicije, koncepte, pravila, principe, veze) i po mogu}stvu 
kako ih je razumeo. Model treba konstantno da se nadopunjuje na osnovu novih 
informacija, zbog toga {to inicijalni zaklju~ci mogu biti pogre{ni, i zbog toga {to se 
studentovo razumevanje (napredovanje) menja. 
 
Studentov model se primarno sastoji iz odluka (odgovora) kreiranih putem pravila, koja 
su ugra|ena u pedago{kom modelu. Pedago{ki model je druga komponenta softvera za 
u~enje uz pomo} kompjutera i na ovom mestu se navodi zbog potrebe potpunijeg opisa 
studentovog modela. Elementi studentovog modela, koji reprezentuju nekompletno ili 
nepravilno razumevanje, su u vezi sa pravilima za davanje pomo}i u~eniku, 
poja{njavanje i ponavljanje. Elementi studentovog modela, koji reprezentuju kompletno 
ili korektno razumevanje, prouzrukuju aktiviranje pravila za pove}anje kompleksnosti, 
prelaz na nove teme, zavr{etak lekcije, itd. 
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Pedago{ki model sadr`i pravila za u~enje u op{tijoj formi nego tradicionalni programi 
za u~enje uz pomo} kompjutera. 
 
Primeri op{tih upravlja~kih pedago{kih pravila: 
 
Ako student pravi gre{ke, proveriti potrebno znanje. 
Ako student ne odgovora, pitati ga da li je zbunjen. 
Ako student pravi mnogo gre{aka i radi vi{e od 30 minuta, predlo`iti prekid. 
Ako student radi odli~no, pre}i na te`e gradivo. 
 
Specifi~na pravila su: 
 
Ako student ne odgovara ta~no na pitanje, pitati ga da ponovi pitanje da se vidi da li 
ga je razumeo. 
Ako student re{i neki problem nekorektno, tra`iti da se odredi broj negativnih i 
pozitivnih poena (ili broj bodova). 
 
Model sadr`aja je tre}a komponenta CBI programa i on je u kombinaciji sa 
studentovim modelom. To je optimalna reprezentacija sadr`aja. To su obi~no ~injenice u 
bazi podataka, veze, i organizacija nad njima (kao {to je obja{njeno u odeljku 2.2. 
Projekcija mogu}nosti re{enja u domenu baza na ciljeve i zahteve obrazovnog 
ra~unarskog softvera) 
 




Hijerarhijska struktura mo`e biti prezentovana putem relacija, kao {to je pokazano u 
odeljku 2.3.1. Mre`na struktura mo`e biti prezentovana u obliku matrice, gde redovi i 
kolone prezentuju informacije a }elije predstavljaju vezu izme|u  informacija. 
 
Na osnovu datog predstavljanja znanja u bazi, studentov model sadr`i sli~nu formu ali 
razli~itog sadr`aja.  
 
Studentov model nisu samo informacije o studentu. On uklju~uje program koji operi{e 
nad bazom podataka, modifikuju}i je na osnovu studentovog rada da bi reflektovao 
(putem zaklju~ivanja) da li je student ne{to razumeo ili nije.  
 
Na osnovu svega re~enog, zna~i da je u oblikovanju studentovog modela po`eljno 
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Putem relacionog modela mogu}e je predstaviti podatke o u~eniku (studentu). To je 
mogu}e, tako|e i upotrebom BASELOG-sistema, gde se putem aksioma tipa BAKS 
predstavljaju torke relacione baze podataka. U BASELOG-sistemu je mogu}e putem 
sopstvenih aksioma predstaviti pedago{ki model, odnosno pravila zaklju~ivanja (ako je 
korisnik dao ta~an odgovor dati mu novo (te`e) pitanje, ako nije - vratiti ga na staro ili 
mu dati help ili mu predlo`iti neki drugi oblik u~enja). 
 
Primer 2.19. Realizacija studentovog modela na opisnom jeziku logi~kog programiranja. 
 
Neka su u pedago{kom modelu definisana slede}a pravila: 
 
1) Ako student ne odgovora, pitati ga da li je zbunjen   . 
2) Ako student pravi mnogo gre{aka i radi vi{e od 30 minuta, predlo`iti prekid. 
3) Ako student radi odli~no, pre}i na te`e gradivo. 
 
Neka je u bazi podataka definisana slede}a {ema relacije: 
U^ENIK(id_br_uc, ime, prezime, id_br_pit, odgovor, vreme,id_br_uc) 
 
Neka su obele`jima odgovor i vreme pridru`eni slede}i domeni: 
dom(odgovor)=prazno, netacno, tacno 
dom(vreme)=0..45 
 
Jedna pojava nad ovom {emom relacije ima slede}i izgled: 
 
id_br_uc ime prezime id_br_pit odgovor vreme 
001 Jovan Simic 10 tacno 15 
001 Jovan Simic 11 netacno 20 
002 Nikola Peric 10 0 30 
002 Nikola  Peric 13 tacno 25 
003 Mira Tot 10 tacno 45 
... ... ... ... ...  
 
U opisnom jeziku logi~kog progamiranja, opisanom u Ber97, pedago{ka pravila mogu 
biti formulisana na slede}i na~in. 
 
 Slede}e pravilo defini{e prikaz imena i prezimena u~enika koji nije uop{te 
odgovorio na postavljeno pitanje. Argument sa vredno{}u 0 predikata ucenik je 
vrednost obele`ja odgovor istoimene relacije iz baze podataka. 
 
 postavi_pitanje_uceniku(X1,X2) :- ucenik(X1,X2,U1,0,Z1).   (1) 
 
Rezultat ovog upita nad podacima u relaciji U^ENIK je: 
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  zamena: Nikola/X1;Peric/X2;10/U1;30/Z1 
 
Izraz “zamena: Nikola/X1” zna~i da se vr{i supstitucija promenljive X1 vredno{}u 
Nikola.  
 
Dobijeno je ime i prezime u~enika koji nije odgovorio na pitanje, pa je potrebno 
preduzeti adekvatnu akciju. 
 
 U slede}em pravilu je definisana selekcija imena i prezimena u~enika, kojima je za 
odgovor na dato pitanje trebalo vi{e od 30 minuta. Promenljiva V1 }e biti 
instancirana konkretnom vredno{}u obele`ja vreme relacije u~enik koja je u pravilu 
broj (2) predstavljena putem istoimenog predikata. 
 
 predlozi_prekid(X1,X2) :- ucenik(X1,X2,U1,Z1,V1), >(V1,30).   (2) 
 
Rezultat upita nad podacima u relaciji U^ENIK je: 
 
  zamena: Mira/X1;Tot/X2,10/U1,netacno/Z1,45/V1 
 
Dobijeno je ime i prezime u~enika, kome treba predlo`iti prekid rada, jer je tom 
u~eniku trebalo vi{e od 30 minuta da odgovori na dato pitanje. 
 
 Slede}e pravilo, tako|e, defini{e selekciju imena i prezimena u~enika, ali onih koji 
su ta~no odgovorili na dato pitanje za vreme manje od 30 minuta: 
 
 predji_na_teze(X1,X2) :- ucenik(X1,X2,U1,”tacno”,Z1), <(Z1,30)  (3) 
 
Rezultat upita nad podacima u relaciji U^ENIK je: 
 
  zamena: Jovan/X1;Simic/X2,10/U1,tacno/Z1,15/V1 
  zamena: Nikola/X1;Peric/X2,13/U1,tacno/Z1,25/V1 
  
Me|utim, mogu}e je implementirati studentov model i u nekom od softvera za 
rukovanje bazama podataka sa aktivnom komponentom. To su POSTGRES i NAIL!  
 
Primer 2.20. Definisati pravilo putem koga }e se u~eniku zadati odre|eno slede}e 
pitanje u zavisnosti od vrednosti datog odgovora. Za realizaciju prethodno spomenutog 
pravila, pored relacije: 
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u bazi podataka potrebno je da se formira i relacija: 
 
PITANJA(id_br, tekst, id_br_sled_pit, id_br) 
pri ~emu je semantika obele`ja id_br_sled_pit identifikacioni broj slede}eg pitanja ako 
je u~enik ta~no odgovorio na dato pitanje.  
 
U sintaksi NAIL! softvera za rukovanje bazama podataka Ullm88 realizacija se sastoji 
iz dva pravila. Prvim pravilom se izdvajaju ime i prezime u~enika i identifikacioni broj 
pitanja na kojeg je u~enik ta~no odgovorio. Drugim pravilom se defini{e prikaz imena i 
prezimena u~enika i identifikacioni broj slede}eg pitanja. Pravila imaju oblik: 
 
postavi_sled_pit(ime,prezime,id_br_pit) :- ucenik(ime,prezime,id_br_pit,”tacno”,vreme) (1) 
 
sled_pit(ime,prezime,id_br_sled_pit) :-  
 postavi_sled_pit(ime,prezime,id_br_pit),pitanja(id_br_pit,tekst,id_br_sled_pit)   (2) 
 
Putem pravila u aktivnim bazama podataka mogu}e je definisati prirodni spoj relacija. 
Nakon primene pravila (1) dobi}e se spisak imena u~enika koji su ta~no odgovorili na 
pitanje, ~iji je identifikator id_br_pit. Primena pravila (2) se realizuje putem prirodnog 
spoja relacije pitanja i relacije, koja je rezultat primene prvog pravila postavi_sled_pit, a 
prirodni spoj je realizovan na osnovu vrednosti zajedni~kog obele`ja id_br_pit. Na taj 
na~in se za u~enike, koji su ta~no odgovorili na dato pitanje, dobija identifikacioni broj 
pitanja, koje }e im se postaviti u narednom koraku u~enja. 
 
 
2.4. Integracija razli~itih vidova predstavljanja znanja u bazama     
podataka 
 
U ovom poglavlju definisan je koncept povezivanja razli~itih oblika predstavljanja 
znanja u cilju realizacije didakti~ke transformacije znanja. Pojam didakti~ke 
transformacije znanja obja{njen je u odeljku 2.1. Pretpostavka od koje se ovde polazi, je 
da su oblici predstavljanja znanja za date nastavne pojmove memorisani u vidu nekog 
od odabranog koncepta modela podataka (relacije, objekti) u razli~itim bazama podataka 
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       Tekstualni           Slika             Animacija    Zvuk 




KONCEPT POVEZIVANJA OBLIKA PREDSTAVLJANJA ZNANJA 
 
    JEDINSTVENI SISTEM 
 
    DIDAKTI^KA TRANSFORMACIJA OBLIKA PREDSTAVLJANJA   
               ZNANJA 
 
     Slika 2.6. 
 
Cilj ovakvog projektovanja baza podataka u nastavi i u~enju je omogu}iti selekciju 
oblika predstavljanja pojmova od strane u~enika odnosno korisnika ovakve baze. U~enik 
treba da dobije ta~nu informaciju o nekom pojmu, ali u takvom obliku koji je za njega 
prihvatljiv (odgovaraju}i). U AT91 je istaknuto da je prezentacija sadr`aja u 
obrazovnim softverima mogu}a u obliku hijerarhijske ili mre`ne strukture. U odeljku 
2.3.1. dat je primer hijerarhijske strukture pojmova koja je realizovana putem relacionog 
modela podataka. U ovom odeljku }e se uzeti predstavljanje nastavnog sadr`aja putem 
hijerarhijske strukture. 
 
Primer 2.21. Za nastavnu oblast `iva bi}a predstavljena je struktura gradiva na slede}i 
na~in (slika 2.7): 
 NASTAVNA OBLAST 













TEKST   SLIKA ANIMACIJA   
 
     Slika 2.7. 
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Predstavljanje nastavnog gradiva u obliku hijerarhijske strukture pru`a mogu}nost za 
povezivanje razli~itih oblika predstavljanja istog pojma, jer je putem ove strukture 
mogu}e precizno definisati pripadnost svakog didakti~kog koncepta (pojam, tema, 
jedinica) datom nadre|enom konceptu u hijerarhiji koncepata. Ovu hijerarhijsku strukturu 
mogu}e je predstaviti putem dijagrama ER modela podataka {to ilustruje slika 2.8. 
 
Putem IS_A hijerarhije definisan je odnos “je podvrsta” izme|u oblika predstavljanja 
pojmova. 
Saglasno pravilima za prevo|enje ER modela u relacioni, ovaj ER dijagram se prevodi 
u slede}e {eme relacija: 
nastavne_oblasti(ID_NO, ostala_obele`ja, ID_NO) 
nastavne_teme(ID_NT, ostala_obele`ja, ID_NT) 
nastavne_jedinice(ID_NasJed, ostala_obele`ja, ID_NasJed) 







sadr`i_jed(ID_NT, ID_NasJed, ID_NT, ID_NasJed) 
sadr`i_pojam(ID_NasJed, ID_Pojma, ID_NasJed, ID_Pojma) 
oblik(ID_Pojma, ID_Oblik_predstav, ID_Pojma, ID_Oblik_predstav) 
 
Primer 2.22. U bazi podataka nalaze se razli~iti oblici predstavljanja znanja memorisani 
u vidu n-torki relacije (redova tabele). Relacije tekst, slika, animacija, zvuk sadr`e 
konkretne oblike predstavljanja pojma. Svaka n-torka ovih relacija ima identifikacioni 
broj kao primarni klju~ a drugo obele`je predstavlja konkretni zapis (tekst, slika, zvuk), 
~iji format zavisi od samog softvera za rukovanje bazama podataka. Nad97a 
 
Kada je potrebno objediniti sve oblike predstavljanja jednog pojma (na primer, }elija) 
prvo je potrebno odrediti vrednost njegovog primarnog klju~a - ID_pojma. Ako je u 
relaciji oblik, koja predstavlja pojavu tipa poveznika oblici ER dijagrama sa slike 2.8., 
prona|ena vrednost datog ID_pojma, onda se za svaku tu vrednost odre|uje i vrednost 
primarnog klju~a oblika predstavljanja pojma - ID_oblik_predstav. Nakon {to su te 
vrednosti odre|ene, sam oblik predstavljanja znanja datog pojma se pronalazi u 
odgovaraju}im relacijama (tekst, slika, animacija, zvuk). 
Realizacija opisanog konceptualnog re{enja povezivanja razli~itih oblika predstavljanja 
znanja mogu}a je upotrebom relacionih softvera za rukovanje bazama podataka. 
Mehanizmi putem kojih se to ostvaruje su: 
 definisanje referencijalnih integriteta i 
 definisanje veza me|u relacijama (tabelama). 
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Na taj na~in se veliki deo semantike iz procedura prenosi u mehanizme samih softvera  
za rukovanje bazama podataka.  
 
    NASTAVNE OBLASTI 
 
    (1,M)      
           sadr`i_temu 
    (1,M)   
     
      NASTAVNE TEME 
 
    (1,M) 
          sadr`i_jed 
    (1,M) 
     
    NASTAVNE JEDINICE 
    (1,M) 
     sadr`i_ 
     pojam 
    (1,M) 
          POJMOVI 
 
    (1,M) 
            oblici 
     
    (1,M) 
             OBLIK_PRED_POJMA 
 
 




   TEKST  SLIKA ZVUK     ANIMACIJA  
 
     Slika 2.8. 
 
Pored ovih karakteristika, va`no je napomenuti da softveri za rukovanje bazama 
podataka moraju imati mogu}nost predstavljanja nestandardnih tipova podataka. Tehnike 
putem kojih se povezuju razli~iti oblici predstavljanja znanja opisane su u Nad97a. 
Opisani su softverski i hardverski zahtevi i specifi~nosti alata za projektovanje 
multimedijalnih aplikacija. Navedene su karakteristike objektno-orijentisanog 
programiranja, koje se odnose na povezivanje slike, teksta, zvuka i video-animacija. 
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3. TEORIJSKE OSNOVE ZA REALIZACIJU DEDUKTIVNIH     
MODELA BAZA PODATAKA 
 
3.1. Logi~ki potpuni rezolucijski sistemi rezonovanja 
 
U oblasti automatskog rezonovanja centralno mesto pripada deduktivnim sistemima. 
Deduktivni sistemi omogu}uju potpuno automatsko dokazivanje teorema, kao i interaktivno 
dokazivanje teorema. Razlikuju se rezolucijski i nerezolucijski sistemi. Rezolucijski sistemi 
su zasnovani na pravilu rezolucije, dok nerezolucijski sistemi koriste razna pravila na bazi 
ideje prirodnog izvo|enja. Privla~nost rezolucijskih sistema se ogleda u postojanju samo 
jednog pravila izvo|enja ~iju je logi~ku korektnost i potpunost dokazao J. Robinson 1965. 
godine Ro65. Tako je razvijena metoda rezolucije koja se koristi u ovom radu. 
 
 
3.1.1. Metoda rezolucije i teorema o rezoluciji 
 
Formalne teorije su okvir logi~kih sistema u kojima se ostvaruje formalizacija dokazivanja 
teorema. Najpoznatije formalne teorije su: iskazni ra~uni, kvantifikatorski ra~uni, ra~uni 
vi{ih redova, modalne logike itd. Predikatski ra~un prvog reda je univerzalni jezik za 
prezentaciju znanja i re{avanje problema iz raznih domena. 
 
Formalizacija zadatka na predikatskom ra~unu prvog reda je potrebna da bi se realizovalo 
dokazivanje teoreme metodom rezolucije. Kada je re~ o dokazivanju teorema, sve formule 
moraju biti zatvorene (sve promenljive koje se pojavljuju u formulama su univerzalno 
kvantifikovane). U tom slu~aju va`i slede}a veza formalnog izvo|enja sa semantikom:  
 
  A1, A2,...,Ak ├─ A akko ╞═ (A1A2...Ak)  A,  
 
{to ima slede}e zna~enje: 
 
Zatvorena formula A je izvodiva iz kona~nog skupa zatvorenih formula F=A1,A2,...,Ak 
akko je formula (A1A2...Ak)  A valjana. Formula je valjana ako je ta~na u 
svakoj interpretaciji. Ako postoji formalno izvo|enje formule A iz skupa premisa F, ka`e 
se da je A logi~ka posledica skupa F. Sa druge strane, formula A je semanti~ka posledica 
skupa F akko je formula A ta~na u svakoj interpretaciji u kojoj je ta~na svaka od formula 
skupa F. Ekvivalentnost sintaksne i semanti~ke koncepcije izra`ava stav potpunosti 
predikatskog ra~una HK92: 
 
    ├─ A akko ╞═ A 
Formula A je teorema (formalno izvodiva iz aksioma predikatskog ra~una) akko je A 
valjana odnosno ta~na u svakoj interpretaciji. 
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Ovaj stav omogu}uje da se semantika izvo|enja zaklju~ka A iz premisa F zameni 
formalnim izvo|enjem (dokazom) za A1,...,Ak ├─ A. 
 
Za valjane formule postoji mehani~ka procedura koja u kona~nom broju koraka utvr|uje 
da je formula valjana, {to daje osnovu da se predikatski ra~un smatra poluodlu~ivim.  
 
Na osnovu stava potpunosti to zna~i da postoji procedura koja u kona~nom broju koraka 
za teoremu A utvr|uje da je A teorema (logi~ka posledica skupa formula F). Ako formula 
A nije teorema, takva procedura, u op{tem slu~aju, ne zavr{ava rad i ne daje odgovor. 
Upravo u tome se ogleda poluodlu~ivost predikatskog ra~una. 
 
Rezolucijska metoda se zasniva na metodi pobijanja: izvo|enje F ├─ A mo`e se zameniti 
pobijanjem F A, odnosno va`i stav (Hot95, str. 59): 
 
 A1, A2,...,Ak ├─  A ako i samo ako A1,A2,...,Ak,A ├─ protivre~nost. 
 
gde su A1, A2,..., Ak, A zatvorene formule predikatskog ra~una prvog reda. 
Ka`e se da je skup A1,A2,...,Ak, A, iz koga se izvodi protivre~nost nezadovoljiv. 
 
Zna~i, potrebno je negirati formulu koja se dokazuje i izvr{iti odgovaraju}u pripremu 
predikatskih formula (skolemizaciju i transformaciju u skup sastavaka Hot95, HP88). 
Dobija se kona~an skup sastavaka od kojih je svaki disjunkcija kona~nog broja literala.  
 
Pravilo rezolucije ima osobinu kompletnosti a to zna~i da se uz teoretsku pretpostavku 
neograni~enih prostorno-vremenskih resursa mo`e izvesti dokaz svake formule koja jeste 
teorema. 
 
Za razumevanje metode rezolucije neophodni su pojmovi koji se navode prema Hot95, 
HP88. Definicije pojmova: sastavak, literal, komplementaran par, zamenska komponenta, 
zamena, unifikator, najop{tiji unifikator prethode formulisanju pravila rezolucije i  teoreme 
o rezoluciji.  
 
Elementarni pojmovi kao {to su: pojam konstante, promenljive, operacije, funkcije, terma, 
formule i atomi~ne formule, smatraju se poznatim i ovde se ne}e posebno definisati. 
 
Definicija 3.1. Literal je atomi~na formula ili njena negacija.  
 
Definicija 3.2. Sastavak je kona~an skup literala. Prazan skup literala je prazan sastavak. 
 
Neprazan sastavak se mo`e prikazati formulom oblika: 
 
   L1  L2  . . .  Lm,    
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pri ~emu je: m1, Li su literali a  oznaka za disjunkciju.  
U tom smislu, za m2 sastavak je disjunkcija literala. 
 
Literali Li, za i=1,2,...,m imaju oblik: 
  P(t1,t2,...,tn) ili P(t1,t2,...,tn) 
pri ~emu je: P - predikatski simbol, ti su termi (za i=1,2,...,n), a  je simbol negacije. 
 
Definicija 3.3. Ako je A atomi~na formula, onda su literali A i A komplementarni i 
obrazuju komplementaran par.  
 
U procesu dokazivanja teorema veoma va`nu ulogu ima unifikacija. Njen zadatak je da 
ujedna~i (unificira) literale, sastavke, formule ili njihove skupove, pri ~emu se zadr`ava {to 
ve}i stepen slobode (maksimalno se ~uvaju promenljive). 
 
Definicija 3.4. Zamenska komponenta je zapis oblika: t/x, gde je x promenljiva a t term 
razli~it od x.  
 Zamena je kona~an skup zamenskih komponenti: 
  =  t1/x1,...,tn/xn, gde je xi  xj za i  j. 
 Prazna zamena je prazan skup zamenskih komponenti.  
 
Primena zamene  na skup C, gde je C skup terma ili skup literala je skup C odre|en 
jednovremenim zamenjivanjem promenljivih xi termima ti, pri ~emu je ti/xi zamenska 
komponenta zamene . Skup C zove se -primer skupa C. 
 
Definicija 3.5. Zamena  je unifikator skupa C, gde je C skup terma ili skup literala, ako 
je C jedno~lan skup. Ako za skup C postoji unifikator , ka`e se da  unificira skup C, 
odnosno da je C unifikativan skup.  
 
Definicija 3.6. Neka su  i  unifikatori skupa A. Unifikator  je najop{tiji unifikator  
(NOU) skupa A, ako za ma koji unifikator  skupa A postoji zamena  takva da je = 
, gde je  kompozicija redom zamena  i .  
 
Pojam kompozicije zamena mo`e se na}i u HP88 i Hot95. Manje formalno re~eno, 
najop{tiji unifikator se mo`e shvatiti kao unifikator koji “maksimalno ~uva promenljive”. 
 
Postoji algoritam unifikacije koji odre|uje najop{tiji unifikator (NOU) za unifikativan skup 
literala i daje odgovor o nepostojanju NOU kada skup literala nije unifikativan. Hot95 
 
Definicija 3.7. Neka za sastavke D1 i D2, koji ne sadr`e zajedni~ke promenljive ({to se 
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(1) Skupovi L1 i L2 nisu prazni, 
 (2) Za skup A svih atomi~nih formula sadr`anih u L1 i L2 postoji NOU A, 
 (3) Elementi jedno~lanih skupova L1A i L2A obrazuju komplementaran par. 
Rezolventa sastavaka D1 i D2 je sastavak: (D1\L1) A  (D2\L2) A.  
 
Posebno, kad su L1 i L2 jedno~lani skupovi, odnosno, literali u sastavcima D1 i D2 
oblika L1C1, odnosno L2C2, pri ~emu je L2=L1, rezolventa je oblika C1C2. 
Na osnovu ovog posebnog slu~aja sagledava se karakter pravila rezolucije, koja je u 
op{tem slu~aju dokazana u Ro65. 
 
Definicija 3.8. (Pravilo rezolucije) Neka su D1 i D2 sastavci za koje su ispunjeni uslovi 
(1)-(3) definicije 3.7. i R njihova rezolventa. Pravilo izvo|enja D1,D2 zove se rezolucija. 
                R 
Metoda rezolucije sastoji se u generisanju rezolventi polaze}i od po~etnog skupa sastavaka 
S. 
 
Nivoi generisanih skupova primenom pravila rezolucije na elemente skupa S odre|uju se 
na slede}i na~in: 
 
 1. R0(S) = S; 
 2. Rn+1(S) = R(Rn(S)), n 0, 
 
gde je R(Rn(S)) = Rn(S)  r(Rn(S)) i r(Rn(S)) je skup svih rezolventi skupa Rn(S). 
 
Teorema o rezoluciji Ro65: 
 
Kona~an skup sastavaka S je nezadovoljiv ako i samo ako skup Rn(S) za neko kona~no  
n  0 sadr`i prazan sastavak.  
 
Procedura pobijanja koja se gradi neposredno na osnovu teoreme o rezoluciji ima vi{e 
teorijski nego prakti~an zna~aj, jer brojnost skupova Ri(S) sa pove}anjem i  naglo raste. 
 
Op{ta shema takvih algoritama prikazana je na slici 3.1. 
 
U praksi se primenjuju specifi~ne forme rezolucije, koje pobolj{avaju efikasnost procedure 
izvo|enja. U HP88 su opisane specifi~ne forme rezolucije. Za potrebe ovog rada na 
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           po~etak 
 
     
          polazni skup sastavaka 
 
 
        Izbor para sastavaka 
           D1 i D2 
  
               NE 
   Izbor D1 i D2 se mo`e izvr{iti 
 
           DA     
     rezolucijska procedura    
 dokaz nije na|en        za generisanje rezolvente              pro{iriti skup 
            sastavaka D1 i D2                sastavaka sa r 
 
    kraj        NE    
     postoji rezolventa r   
     
                  DA      
           NE     
     r je prazan sastavak       
          
           DA      
             
           
        dokaz je na|en 
          
             
             kraj 
 
     
     Slika 3.1.      
        
 
 
3.1.2. OL-rezolucija sa markiranim literalima 
 
Ure|ena linearna rezolucija (OL) sa markiranim literalima kombinuje svojstva ure|ene i 
linearne rezolucije sa ~uvanjem informacije o rezolviranim literalima. Struktura linearnog 
izvo|enja se mo`e prikazati slede}im usmerenim grafom (drvetom) na slici 3.2.: 
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          C0          B0       
     
          C1       B1 
 
          C2     
          . 
          . 
          . 
          Ck       Bk 
 
           Ck+1 
    
                     Slika 3.2. 
 
gde ~vorovi Ci predstavljaju tzv. centralne sastavke, a ~vorovi Bi predstavljaju tzv. bo~ne 
sastavke. Co je po~etni centralni sastavak, koji pripada potpornom skupu sastavaka 
dobijenih iz negacije tvr|enja koje se dokazuje.  
 
Centralni sastavak Ci+1, za i0, je OL-rezolventa centralnog sastavka Ci i bo~nog sastavka 
Bi. Za bo~ne sastavke Bi uzimaju se sastavci iz po~etnog skupa sastavaka S. 
 
Pored uvo|enja ure|enih sastavaka, koji se za razliku od sastavaka kao skupova literala, 
tretiraju kao ure|ene m-torke literala odre|ene poretkom literala u sastavku s leva na 
desno, ova rezolucija ~uva i informacije o rezolviranim literalima tako {to ih na neki na~in  
markira. Njene prednosti, u odnosu na op{tu rezoluciju su: 
 
 dovoljno je memorisati samo rezolvente na uzastopnim nivoima, a ne sve rezolvente na 
svim nivoima pretrage, 
  
 OL-rezolucija se vr{i po poslednjem literalu centralnog sastavka, koji se markira i 
zadr`ava u OL-rezolventi i po k-tom (k=1,2,...) literalu bo~nog sastavka. Na tako 
dobijenu rezolventu se primenjuju, ako je to mogu}e, operacije sa`imanja i skra}ivanja 
Hot95. 
 
Na slici 3.3. prikazana je shema algoritma za tra`enje pobijanja OL-rezolucijom. Oznake 
na {emi su: j - broja~ niova, Rj+1 je skup OL-rezolventi koje se obrazuju od sastavaka iz 
Rj (centralni) i sastavaka iz polaznog skupa S (bo~ni), • je oznaka za prazan sastavak 





 Poglavlje 3. Teorijske osnove za realizaciju deduktivnih modela baza podataka 95 
 
 
      po~etak 
 
         S - kona~an skup sastavaka 
      D - po~etni sastavak 
 
 
        j = 0 
 
    
     R0 = D  
 
 
   Odre|ivanje skupa Rj+1 svih OL-rezolventi 
   sastavaka iz Rj i sastavaka iz skupa S 
 
                 DA 
       Rj+1 
                                              NE 
  Pobijanje za                            
 S je ostvareno    j = j+1 
 
 
     kraj 
 
     Slika 3.3. 
 
 
Proces generisanja OL-rezolvente datog centralnog sastavka (d1) i datog bo~nog sastavka 
(d2) mo`e se opisati na slede}i na~in: 
 
1. Preozna~avanje  promenljivih  (tako  da  u  sastavcima  ne  bude zajedni~kih 
promenljivih). 
  
2. Odre|ivanje najop{tijeg unifikatora (NOU)  za poslednji literal u sastavku d1 i k-ti 
literal (k=1,2,...)  iz sastavka d2  (ako postoji za neko k, ako ne postoji onda se OL-
rezolventa ne mo`e odrediti). 
  
3. Formiranje  rezolvente  markiranjem poslednjeg literala u d1 i dopisivanjem      
ostatka  sastavka  d2  bez  k-tog  literala   (d1  i d2 su sastavci dobijeni   
primenom NOU  na d1 i d2, respektivno). 
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4. Isklju~ivanje  identi~nih   nemarkiranih  literala  i  ispitivanje tautologi~nosti 
(tautologije se ne memori{u). 
  
5. Operacija skra}ivanja (brisanje svih markiranih literala iza kojih nema nemarkiranih). 
  
6. Operacija sa`imanja (brisanje poslednjeg nemarkiranog literala ako je komplementaran, 
u odosu na negaciju nekom markiranom literalu za unifikator ). 
  
7. Ponovna primena koraka: 5 i 6 sve dok je mogu}e (dok se na poslednji nemarkirani 
literal vi{e ne bude mogla primeniti operacija sa`imanja, ili dok se ne dobije prazan 
sastavak). 
  
Ovim postupkom se formira jedna OL-rezolventa datog centralnog sastavka (d1) i datog 
bo~nog sastavka (d2). Me|utim, u slu~aju da se rezolventa, koja je odre|ena nakon koraka 
5 ne memori{e, nego se memori{e samo finalna rezolventa nakon koraka 7, mo`e do}i do 
gubitka potpunosti metode. Koraci 1-5 predstavljaju ulaznu rezoluciju, a koraci 6-7 
rezoluciju prethodnika. 
 
U HP88 na strani 57, a prema Po76 va`i potpunost OL-rezolucije u slede}em smislu: 
 
Ako je sastavak D ure|en sastavak u nezadovoljivom skupu S ure|enih sastavaka i ako je 
S \ D zadovoljiv skup, onda postoji OL-izvo|enje praznog sastavka iz S sa po~etnim 
sastavkom D.  
 
 
3.1.3. Osnovne karakteristike ADT sistema 
 
Sistem za automatsko dokazivanje teorema ADT sa varijabilnim strategijama omogu}ava 
variranje strategije pretra`ivanja uz kori{}enje samo jedne vrste rezolucije: linearne ure|ene 
OL-rezolucije sa markiranim literalima. Ovaj sistem je razvila I. Berkovi} Ber94. Sistem 
je razvijen na personalnom ra~unaru i radi pod MS-DOS operativnim sistemom. 
Realizacija je izvr{ena na programskom jeziku Pascal (Turbo Pascal ver. 6.0 kompanije 
Borland International, Inc.). Sistem ADT poslu`io je kao osnova za razvoj opisnih jezika 
logi~kog programiranja Ber97, inkorporiran je u sistem DEDUC za kreiranje 
kombinatornih rasporeda Hot92, Pro94; koristi se u nau~no-istra`iva~kom radu 
LHRB95 i LHRB97; koristi se u nastavi. 
 
Kao {to je re~eno, sistem ADT omogu}ava variranje strategije pretra`ivanja. On raspola`e 
sa tri sintaksne strategije pretra`ivanja: 
 strategija pregleda u {irinu, 
 strategija pregleda u dubinu i 
 kombinovana strategija. 
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[irinskom strategijom pretra`ivanja generi{u se sve mogu}e rezolvente ulaznom 
rezolucijom i rezolucijom prethodnika datog centralnog i svakog bo~nog sastavka. Te 
rezolvente predstavljaju kandidate za centralne sastavke na slede}em nivou, itd. 
 
Dubinskom strategijom se generi{e samo jedna od tih rezolventi (prva rezolventa koja se 
mo`e generisati) i ona postaje kandidat za centralni sastavak na slede}em nivou, itd. 
 
Kombinovanom strategijom pretra`ivanja generi{u se rezolvente {irinskom strategijom dok 
ne do|e do popune nivoa. Zatim se, da ne bi do{lo do gubitka rezolventi, vra}a na 
prethodni nivo i pretraga nastavlja dubinskom strategijom. 
 
U toku procesa dokazivanja nekom od raspolo`ivih strategija mogu}i su ishodi Ber97: 
 
 za dati skup sastavaka nije mogu}e ostvariti pobijanje (to zna~i da je sistem-dokaziva~ 
zavr{io rad i nije uspeo da generi{e prazan sastavak: uspeh = 0, dokaz nije na|en), 
  
 za dati skup sastavaka ostvareno je pobijanje (to zna~i da je dokaziva~ uspeo da 
generi{e prazan sastavak: uspeh = 1, dokaz na|en), 
  
 neizvestan ishod; u toku dokaza do{lo je do prekora~enja zadatih parametara, {to zna~i 
da se za dati skup sastavaka ne mo`e zaklju~iti da li protivure~i ili ne (to zna~i da su 
iscrpljeni svi raspolo`ivi resursi i rad nije okon~an ni generisanjem praznog sastavka ni 
generisanjem svih mogu}ih rezolventi: uspeh = 2, neizvesno). 
 
Centralni i bo~ni sastavci se u ADT sistemu ~uvaju u nizovima KNi, gde i=1,2,...,M i 
AKSj, gde j=1,2,...,N, pri ~emu M ozna~ava broj centralnih sastavaka, a N broj bo~nih 
sastavaka. Centralni i bo~ni sastavci se unose u obliku stringova. 
 
Sledi jo{ nekoliko karakteristi~nih detalja rada ADT sistema: 
 
 Sastavci se obavezno zavr{avaju simbolom &. 
 Oznaka za prazan sastavak je &. 
 Disjunkcija izme|u literala se ne pi{e. 
 Oznaka za negaciju je ~. 
 Oznaka za markirani literal je /. 
 
Primer 3.1. Sastavak oblika 
  Q(A,X1)S(X1,Y1)  P(Y1,Z1) 
gde su: Q - predikatski simbol, A - konstanta, X1,Y1,Z1 - promenljive, 
u sistemu ADT se predstavlja kao: 
  Q(A,X1)~S(X1,Y1)P(Y1,Z1)&  
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U sistemu ADT se inicijalno zadaju slede}i parametri: 
 maksimalna du`ina sastavka, 
 maksimalna du`ina literala, 
 maksimalna du`ina rezolvente, 
 maksimalna {irina dokaza, 
 maksimalna dubina dokaza, 
 maksimalan broj centralnih sastavaka, 
 maksimalan broj bo~nih sastavaka. 
 
 
3.2. PROLOG i kona~an neuspeh 
 
3.2.1. Osnovne karakteristike PROLOG-a 
 
PROLOG je neprocedurni opisni jezik logi~kog programiranja. Karakteristika 
neprocedurnih programskih jezika je da programer saop{tava ra~unaru [TA program treba 
da uradi a ne KAKO da re{i problem. Modifikacijom sistema za rezolucijsko dokazivanje 
teorema, opisano u Hot95, omogu}en je razvoj deduktivnog sistema, koji predstavlja 
proceduralnu osnovu za razvoj PROLOG-a kao deklarativnog jezika logi~kog 
programiranja. 
 
Potrebno je uo~iti razliku izme|u PROLOG-jezika i PROLOG-deduktivnog sistema. 
PROLOG-sistem ima procedurni karakter odnosno sastoji se od procedura koje odre|uju 
kako se realizuju izvo|enja. PROLOG-jezik ima deklarativni-karakter, a to zna~i da se 
sistemu saop{tava {ta treba da radi, a ne kako. Sistemu se saop{tava samo opis ciljeva i 
uslova, ali ne i na~in zadovoljenja ciljeva. Zbog toga je PROLOG-jezik opisni jezik. 
 
PROLOG-jezik je zasnovan na predikatskom ra~unu prvog reda i pretpostavlja da su sve 
promenljive univerzalno kvantifikovane. Za opis problema koriste se Hornovi sastavci 
(klauzule). PROLOG-sistem koristi pravilo izvo|enja - selektivnu linearnu rezoluciju 
definitnih klauzula sa negacijom shva}enom kao kona~ni neuspeh SLDNF (Linear 
Resolution with Selection function for Definite clauses and Negation as Failure). Bra86 
 
Karakteristi~ne osobine PROLOG-a su (prema Hot95): 
1. PROLOG-sistem je zasnovan na rezolucijskoj proceduri pobijanja ograni~enoj na 
Hornove sastavke. 
2. PROLOG-jezik sadr`i tri vrste re~enica: ciljeve, pravila i ~injenice. 
3. Rezolucija se svodi na unifikaciju elemenata cilja sa nekom klauzulom (glavom te 
klauzule), pri ~emu se generi{e novi podcilj. 
4. Polazni cilj }e biti zadovoljen ako je PROLOG-sistem generisao prazan cilj (prazan 
sastavak). 
5. Omogu}eno je pronala`enje vi{e razli~itih na~ina zadovoljenja cilja. 
6. Podr`ana je primena rekurzije. 
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7. Procedura pretra`ivanja podr`ava vra}anje i rez. 
8. PROLOG-programe je mogu}e tuma~iti na dva na~ina: deklarativno i procedurno. 
9. Jezik sadr`i i neke karakteristike procedurnih jezika: rad sa listama i drugim 
strukturama, i pro{iren je aritmeti~ko-logi~kim operacijama, ulazno-izlaznim naredbama 
i dr. 
10. Negacija se u ve}ini vrsta PROLOG-a tretira kao kona~an neuspeh. 
 
PROLOG se koristi u slede}im oblastima: ekspertni sistemi, predstavljanje znanja, 
automatsko dokazivanje teorema, procesiranje prirodnih jezika, deduktivne baze podataka, 
CAD sistemi, prepoznavanje oblika, robotika. 
 
Relacioni upitni jezici SQL i QBE, detaljnije obja{njeni u odeljku 1.1., imaju  
implementacije na PROLOG-u. Upiti QBE jezika se prevode u PROLOG na slede}i na~in 
Gray84: svaki red obrasca relacije u QBE jeziku se prevodi u atom, ~iji je simbol 
predikata ime relacije a argumenti su uzorci (promenljive) i konstante, koje respektivno 
odgovaraju redosledu navo|enja vrednosti-uzoraka u redu tabele-obrasca. Prazne kolone se 
ozna~avaju neimenovanim promenljivama u PROLOG-u (_). Slaganje izme|u promenljivih 
u PROLOG-upitu i QBE elemenata-uzoraka je egzaktno, s obzirom da su i argumenti 
predikata PROLOG-klauzula i vrednosti u QBE tabeli egzistencijalno kvantifikovani nad 
domenima. 
 
Primer 3.2. Date su slede}e {eme relacija: 
SMER(ID_SMERA, NAZIV, BR_IND, ID_SMERA, BR_IND), gde obele`je 
BR_IND ima semantiku: broj indeksa studenta sa najboljim uspehom na datom smeru,  
i {ema relacije: 
STUDENT(BR_IND, IME, PREZIME, GOD_ROD,BR_IND) 
 
Upit “Prikazati ime i prezime studenta koji je prvi po uspehu na smeru INFORMATIKA” 
u QBE jeziku ima slede}u realizaciju: 
 
STUDENT 
BR_IND IME PREZIME GOD_ROD 
A P P  
 
SMER 
ID_SMERA NAZIV BR_IND 
 INFORMATIKA A 
 
U relaciji STUDENT izdvoji}e se torka koja se za vrednost obele`ja BR_IND (podvu~eno 
A) poklapa sa vredno{}u obele`ja BR_IND torke relacije SMER gde je vrednost obele`ja 
SMER=“INFORMATIKA”. Podvu~eno slovo A je vrednost-uzorak i ta vrednost }e se 
konkretizovati u momentu izvr{enja upita.  Simbol P u kolonama IME i PREZIME zna~i 
da }e vrednosti tih obele`ja biti prikazane korisniku. 
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Ovaj upit u PROLOG-u ima izgled: 
 odstampaj(X,Y):- student(A,X,Y,_),smer(_,’informatika’,A).  
 
 
3.2.2. Kona~an neuspeh i problem negacije 
 
PROLOG ne dopu{ta primenu negacije u glavi klauzula sa nepraznim telom. Negacija se 
tretira na specifi~an na~in koji nije usagla{en sa tretmanom negacije u logi~kim sistemima. 
Ovaj na~in je opisan u Hot95. U slu~aju da je podcilj ili element podcilja negiran, 
podciljevi se generi{u na slede}i na~in.  
 
“Neka je cilj ?- C1, C2, ..., Ck, gde je C1 oblika notC1’. Nemogu}nost zadovoljenja cilja 
C1’ (kona~an neuspeh) zna~i da je u posmatranom skupu uslova cilj C1’ neta~an, pa je cilj 
notC1’ zadovoljen kao ta~an. Sa druge strane, mogu}nost zadovoljenja cilja C1’ povla~i 
nemogu}nost zadovoljenja cilja notC1’ u skupu neprotivure~nih uslova. Dakle, poku{aj 
zadovoljenja cilja ?- notC uspeva na osnovu toga {to poku{aj zadovoljenja cilja ?- C 
zavr{ava kona~nim neuspehom.” 
 
Primer 3.3. Zadatak je postavljen u Hot95 i komentarisano je njegovo re{enje na 
PROLOG-u str. 161-162. 
Dat je program napisan na PROLOG-u: 





Na postavljeno pitanje “Da li je Slavica visoka?” 
 ?- visok(slavica). 
PROLOG-sistem daje odgovor: 
 Yes 
Na postavljeno pitanje “Da li ima visokih ljudi?” 
 ?- visok(Y1). 
PROLOG-sistem daje odgovor: 
 No  
 
Ovi odgovori su nekorektni i me|usobno suprotstavljeni. Iz datih ~injenica i pravila ne 
mo`e se zaklju~iti da je Slavica niska ili visoka, nego samo da je Mirko nizak. 
 
Na osnovu Ber97 opisan je na~in na koji je PROLOG generisao ove odgovore. 
Kod poku{aja zadovoljenja cilja: 
 ?- visok(slavica) 
generi{e se novi cilj (unifikacija cilja sa glavom prve klauzule): 
 
 ?- not nizak(slavica), covek(slavica) 
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Element prvog podcilja 
 ?- nizak(slavica) 
trpi kona~an neuspeh, {to zna~i da je zadovoljen prvi podcilj: 
 ?- not nizak(slavica), covek(slavica) 
Zatim se prelazi na drugi podcilj: 
 ?- covek(slavica) 
koji dovodi do generisanja praznog cilja sa pretposlednjom ~injenicom iz programa, pa 
PROLOG-sistem daje odgovor Yes. 
 
Kod poku{aja zadovoljenja cilja: 
 ?- visok(Y1) 
generi{e se novi cilj (pri ~emu se vr{i unifikacija za Y1 i X1): 
 ?- not nizak(X1), covek(X1) 
Element prvog podcilja: 
 ?- nizak(X1) 
se mo`e zadovoljiti pomo}u poslednje ~injenice iz programa (za mirko/X1), {to zna~i da 
se prvi podcilj: 
 ?- not nizak(X1) 
ne mo`e zadovoljiti pa posmatrani podcilj nema potomaka i predstavlja ~vor neuspeha. 
 
Ova nelogi~nost se jo{ vi{e ispoljava ako se nekom od navedenih PROLOG-programa iz 
ovog primera postavi pitanje u vezi znanja koja nisu relevantna za dati problem. Na 
primer, ako se postavi pitanje: 
 ?- voli(mirko,slavica) 
PROLOG-sistem daje odgovor: 
 No 
{to se mo`e tuma~iti i kao “ne znam”, nije izvodivo. 
 
Me|utim, ako se postavi pitanje: 
 ?-not voli(mirko,slavica) 
PROLOG-sistem daje odgovor: 
 Yes 
mada relacija voli nije ni pomenuta u programu.  
 
Ovakvo pona{anje sistema mo`e se objasniti time {to ako tvr|enje voli(mirko,slavica) ne 
sledi iz programa, onda ono nije relevantna istina u sistemu datih uslova, pa se njegova 
negacija usvaja kao istinit iskaz. 
 
U Ber97 je opisan “prologoliki” jezik, koji se zasniva na ADT sistemu. On tretira 
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3.3. DATALOG i CWA-princip 
 
3.3.1. Osnovne karakteristike DATALOG-a 
 
U post-relacionim softverima za rukovanje bazama podataka: POSTGRES-u Ma93 i 
ALGRES-u CGT89 implementiran je DATALOG. DATALOG je paradigma logi~kog 
programiranja i nastao je kao rezultat poku{aja spajanja logi~kog programiranja sa bazama 
podataka. 
 
Cilj razvoja DATALOG-a je bio razviti verziju PROLOG-a, ali tako da se omogu}i 
rukovanje velikom koli~inom podataka, koja se nalazi pohranjena u eksternoj memoriji. 
 
DATALOG-program se sastoji od kona~nog skupa  ~injenica i pravila.  U formalizmu 
DATALOG-a ~injenice i pravila se reprezentuju putem Hornovih klauzula: 
 
    Lo :-  L1,...,Ln 
 
gde je literal Li oblika pi(t1,...,tk), pri ~emu je pi predikatski simbol a tj su termi. Term 
mo`e biti konstanta ili varijabla. 
 
Leva strana DATALOG klauzule zove se glava a desna strana telo. Telo klauzule mo`e 
biti prazno. Klauzule sa praznim telom reprezentuju ~injenice; klauzule sa najmanje jednim 
literalom u telu reprezentuju pravila. 
 
U kontekstu logi~kog programiranja se pretpostavlja da je svo znanje (~injenice i pravila), 
koje je relevantno za pojedina~nu aplikaciju, sadr`ano u pojedina~nom logi~kom programu. 
DATALOG je, sa druge strane, razvijan za aplikacije koje koriste veliku koli~inu 
~injenica, pohranjenih u relacionoj bazi podataka. Iz tih razloga se u DATALOG-u 
razlikuju dva skupa klauzula:  
 
 skup osnovnih ~injenica, fizi~ki pohranjenih u relacionoj bazi podataka. Ove klauzule 
se zovu Extensional Database (EDB) 
 DATALOG-program P koji se zove Intensional Database (IDB) i defini{e se kao skup 
pravila. DATALOG-program mo`e, tako|e, da sadr`i i ~injenice. 
 
Napomena: Pojmovi Extensional Database i Intensional Database se ne poklapaju sa 
pojmovima ekstenzija i intenzija u teoriji relacionog modela podataka. “Na nivou 
ekstenzije, koncepte relacionog modela podataka predstavljaju: domen obele`ja, torka, 
relacija i pojava baze podataka, dok na nivou intenzije, osnovne koncepte predstavljaju: 
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Predikati, koji se pojavljuju u EDB i u programu P su podeljeni na dva disjunktna skupa:  
 
 EDB-predikati, koji se pojavljuju u bazi podataka, i 
 IDB-predikati, koji se pojavljuju u programu P, ali ne i u bazi podataka (EDB). 
 
U DATALOG-u postoji ograni~enje da predikat glave svake klauzule programa P bude 
IDB-predikat. EDB-predikati mogu da se pojavljuju u programu P, ali samo u telu 
klauzule. 
 
Svaki EDB-predikat r odgovara ta~no jednoj relaciji R baze podataka tako da je svaka 
~injenica r(c1,...,ck) EDB-klauzule memorisana kao torka (c1,...,ck) relacije R. 
 
IDB-predikati iz programa P mogu biti identifikovani sa relacijama, zvanim IDB-relacije 
ili izvedene relacije, koje su definisane putem programa P i EDB-predikata. IDB-relacije 
nisu pohranjene eksplicitno i one odgovaraju relacionim pogledima. 
 
Primer 3.4. Data je relaciona baza podataka, koja se sastoji od dve {eme relacije: 
 
OSOBA(ime,ime) 
RODITELJ(dete, roditelj, dete) 
 


















DATALOG-program P1 sastoji se od slede}ih klauzula: 
 r1 : ista_generacija(X,X) :- osoba(X). 
 r2 : ista_generacija(X,Y) :- roditelj(X,X1), ista_generacija(X1,Y1), roditelj(Y,Y1).  
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Posledica pravila r1 je izvedena relacija ISTA_GENERACIJA, koja sadr`i torke (osoba, 
osoba) za svaku osobu. Pravilo r2 je rekurzivno i njime se defini{e da su dve osobe iste 
generacije ro|aka kadgod imaju roditelje, koji su ista generacija ro|aka. Slede}e torke 
pripadaju relaciji ISTA_GENERACIJA: (Toma, Jovan), (Marko,Milica). 
 
Program P1 iz primera 3.4. je upit nad datom bazom podataka i on za rezultat daje 
relaciju ISTA_GENERACIJA. Baza podataka se posmatra kao vremenski promenljiva 
kolekcija informacija. Upit (program P1) je vremenski nepromenljivo preslikavanje, koje 
povezuje rezultat sa svakim mogu}im stanjem baze podataka. Zbog toga je mogu}e 
formalno definisati semantiku DATALOG-programa P na slede}i na~in: 
 
Definicija 3.11. DATALOG-program P je preslikavanje stanja baze podataka u rezultantno 
stanje.  
 
Stanje baze podataka je kolekcija EDB-predikata a rezultantno stanje su IDB-predikati. 
 
S obzirom da je DATALOG upro{}ena verzija logi~kog programiranja, koncept logi~ke 
posledice u DATALOG-u definisan je u terminima teorije modela. 
 
Definicija 3.12. ^injenica F logi~ki sledi iz skupa S klauzula, akko svaka interpertacija, 
koja zadovoljava svaku klauzulu C, tako|e zadovoljava i F. Ako F sledi iz S to se 
ozna~ava sa S ╞ F.  
 
Op{te pravilo zaklju~ivanja, koje proizvodi nove DATALOG ~injenice iz datih DATALOG 
~injenica i pravila se zove Elementarni Princip Izvo|enja (Elementary Production 
Principle EPP). U daljem tekstu se prema CGT89 opisuje ovo pravilo, navodi se 
definicija izvo|enja i pojam stabla dokaza u DATALOG-u. 
 
Posmatra se DATALOG-pravilo R oblika: 
 
    Lo :- L1,. . ., Ln 
i lista osnovnih ~injenica F1,. . .,Fn. (Literal, ~injenica, pravilo ili klauzula koji ne sadr`e 
promenljive zovu se osnovnim literalom, ~injenicom, pravilom, klauzulom). 
 
Definicija 3.13. Ako postoji zamena  takva da za svako 1 ≤ i ≤ n, Li = Fi, onda 
pravilo R iz ~injenica F1,. . .,Fn izvodi u jednom koraku ~injenicu L0. 
 
Neka je S skup DATALOG klauzula. Osnovna ~injenica F mo`e biti izvedena iz S, u 
oznaci S ├─ F akko je ili F  S ili se F mo`e dobiti primenom pravila zaklju~ivanja iz 
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Definicija 3.14. Sekvenca primene Elementarnog Principa Izvo|enja, koja se koristi da bi 
se izvela osnovna ~injenica F iz skupa S zove se dokaz F-a iz S-a. 
 
Svaki dokaz mo`e biti reprezentovan putem stabla dokaza, koje ima izvedenu ~injenicu F 
u korenu. 
 
DATALOG je sa sintakti~ke ta~ke gledi{ta podskup PROLOG-a, s obzirom da se svaki 
skup DATALOG-klauzula mo`e prevesti i izvr{iti putem PROLOG-interpretera. Spajanje 
PROLOG-a sa eksternom bazom podataka je mogu}e, ali u tom postupku PROLOG-
interpreter mora da pravi razliku izme|u IDB-predikata i EDB-predikata. Kada se u toku 
izvr{avanja PROLOG-programa odredi cilj, interpreter poku{ava da prona|e odgovaraju}u 
torku u bazi podataka. S obzirom na proceduralnu semantiku PROLOG-a, koja odre|uje 
redosled ciljeva i podciljeva, interakcija, koja se zahteva izme|u interpretera i baze 
podataka u eksternoj memoriji je tipa jedna-torka-u-jednom-momentu. Ovaj metod pristupa 
masovnoj memoriji je veoma neefikasan u pore|enju sa skupovno-orijentisanim metodama, 
koje se koriste u jezicima visokog nivoa. 
 
DATALOG mora da obezbedi pristup ve}oj koli~ini podataka u masovnoj memoriji. U 
nameri da se integri{u DATALOG i softver za rukovanje bazom podataka mora se 
uspostaviti veza izme|u formalizma logi~kog programiranja i nekog op{teg jezika baza 
podataka. U razvoju DATALOG-a odabrana je relaciona algebra kao upitni jezik. 
 
Svaka klauzula DATALOG-programa se prevodi, putem sintaksno-upravljanog algoritma za 
prevo|enje, u podskup relacija relacione algebre. Svaki IDB-predikat DATALOG-programa 
odgovara promenljivoj relaciji (relaciji koja mo`e da sadr`i i promenljive); svaki EDB-
predikat DATALOG-programa odgovara konstantnoj relaciji (relaciji koja sadr`i samo 
konstante). 
 
Definicija 3.15. Data je DATALOG-klauzula CGT89: 
 
  C: p(1,..., n) :- q1(1,..., k),...,qm(s,..., h) 
 
Prevo|enje povezuje klauzulu C sa relacijama Izraz(Q1,...,Qm)  S, (pri ~emu je S skup 
relacija) tako da Q1,...,Qm odgovara predikatima p, q1,...,qm, i va`i konvencija da se atributi 
relacije imenuju brojem odgovaraju}eg argumenta predikata sa kojim je relacija 
povezana. 
 
Primer 3.5. Posmatraju se program P1 i baza podataka iz primera 3.4. 
DATALOG-program P1 sastoji se od slede}ih klauzula: 
 
 r1 : ista_generacija(X,X) :- osoba(X). 
 r2 : ista_generacija(X,Y) :- roditelj(X,X1), ista_generacija(X1,Y1), roditelj(Y,Y1). 
 
U bazi podataka se nalaze relacije OSOBA i RODITELJ. 
 Biljana Radulovi} / Projektovanje baza podataka u oblasti ORS 106 
 
Prevo|enje ovog programa u relacije ima slede}i izgled: 
 
1,5((RODITELJ  ISTA_GENERACIJA)  RODITELJ)  ISTA_GENERACIJA 
     2=1           4=2 
 
    1,1 (OSOBA)  ISTA_GENERACIJA  
 
Pravilo prevo|enja je da literali sa zajedni~kim promenljivama odre|uju operaciju spoja 
() relacione algebre, dok literal u glavi klauzule odre|uje operaciju projekcije (). 
 
Sistem, koji nastaje prevo|enjem, uklju~uje sve klasi~ne operacije relacione algebre, izuzev 
operacije razlike i taj sistem se ozna~ava kao pozitivna relaciona algebra RA+. 
 
Operacija razlike nije implementirana u ~istom DATALOG-u. Na primer, za dve binarne 
relacije R i S nije definisano DATALOG-pravilo za operaciju razlike R - S. Ova operacija 
je implementirana ekstenzijom ~istog DATALOG-a sa logi~kom negacijom (). 
 
Na slici 3.4. je predstavljena ekspresivna mo} ~istog DATALOG-a. 
 
 DATALOG        RA 
  
   Rekurzivni    RA+    Upiti sa  
   upiti  nerekurzivni     negacijom  
       DATALOG   
  
  
     Slika 3.4. 
 
 
3.3.2. Zatvoreni svet i CWA-princip 
 
U ~istom DATALOG-u nije implementirana logi~ka negacija (). Zbog toga je nemogu}e 
izraziti pravila koja sadr`e negativne pretpostavke. Na primer, “Ako je X student i X nije 
diplomirani student, onda je X nediplomirani student.” U relacionoj algebri ovakva pravila 
se realizuju putem operacije razlike relacione algebre. 
 
Primer 3.6. Date su relacije: 
STUDENT, ~ija je semantika spisak imena studenata. 
DIPL_STUD, ~ija je semantika spisak imena diplomiranih studenata. 
 
Tada se relacija NEDIPL_STUD (spisak imena nediplomiranih studenata) mo`e dobiti 
primenom operacije razlike nad relacijama STUDENT i DIPL_STUD: 
 Poglavlje 3. Teorijske osnove za realizaciju deduktivnih modela baza podataka 107 
 
  NEDIPL_STUD = STUDENT - DIPL_STUD  
 
U nameri da se omogu}i izra`avanje negativnih pretpostavki, ~isti DATALOG se pro{iruje 
tako {to se dopu{ta prisustvo negativnih literala (literala kojima prethodni simbol negacije 
) u telu pravila. Takav DATALOG se ozna~ava sa  DATALOG. 
 
Primer 3.7. Date su relacije STUDENT i DIPL_STUD iz primera 3.6. Neka predikatski 
simboli student i dipl_stud reprezentuju relacije STUDENT i DIPL_STUDENT 
respektivno. Ako se relacija NEDIPL_STUD prestavi predikatskim simbolom nedipl_stud 
onda se implementacija pravila: “Ako je X student i X nije diplomirani student, onda je X 
nediplomirani student.” realizuje slede}om klauzulom DATALOG-a: 
 
  nedipl_stud(X) :- student(X), dipl_stud(X).  
 
DATALOG radi po principu pretpostavke zatvorenog sveta (Closed World Assumption) 
odnosno po  CWA-principu. Ovaj princip omogu}ava izvo|enje negativnih ~injenica iz 
skupa klauzula DATALOG-a. Drugim re~ima, za svaku ~injenicu, koja se ne nalazi u bazi 
podataka, na osnovu ovog principa, progla{ava se da je neta~na (negacija te ~injenice je 
istina).  
 
Definicija CWA-principa se nalazi u Ullm85, Ullm88 i CGT89 i ona glasi: 
 
Definicija 3.16. (CWA-princip) Ako ~injenica ne proizilazi logi~ki iz skupa DATALOG 
klauzula, onda se zaklju~uje da je negacija te ~injenice istina. 
 
Ova pretpostavka je karakteristi~na za koncept upitnih jezika baza podataka. Upitni jezici 
(SQL, QBE) na osnovu zadatog kriterijuma i strategija pretrage vr{e pretra`ivanje u bazi 
podataka. Ako je proces tra`enja (pretra`ivanja) u bazi podataka zavr{en uspe{no, sledi 
odgovaraju}a poruka (“Podatak je prona|en”, ili se sam podatak prika`e korisniku), a ako 
je proces zavr{io neuspehom odgovor je “Nema tog podatka u bazi podataka”. 
 
Dakle, princip zatvorenog sveta va`i kao princip na kome se temelji rad upitnih jezika 
baza podataka, pa samim tim i jedne verzije jezika logi~kog programiranja za baze 
podataka - DATALOG-a.  
 
Primer 3.8. Dat je skup DATALOG-klauzula: Sc=dosadan({ah):- interesantan({ah).  
Ovaj skup se “evaluira” (termin DATALOG-a i zna~i: tra`i se re{enje, koje zadovoljava 
skup ~injenica i pravila) na slede}i na~in: pre poku{aja evaulacije predikata dosadan, 
evaluira se predikat interesantan, koji se  pojavljuje negativno u telu pravila. S obzirom da  
 
nema pravila i ~injenica u skupu Sc, koje bi omogu}ile izvo|enje bilo koje ~injenice za 
interesantan(), skup pozitivnih odgovora za ovaj predikat je prazan. To zna~i, da predikat 
interesantan({ah) ne mo`e biti izveden, pa se primenom CWA-principa “lokalno” na 
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predikat interesantan, izvodi interesantan({ah), odnosno negacija te ~injenice se 
progla{ava za istinu. Za rezultat  se dobija dosadan({ah).  
 
Razvoj DATALOG-a je i{ao u pravcu razvoja posebne tehnike: tehnike raslojavanja. 
Su{tina ove tehnike je u na~inu tretiranja literala u DATALOG-klauzulama tokom 
izvo|enja dokaza (evaluacije predikata u terminima DATALOG-a CGT89) i ona se 
sastoji u slede}em: kada se izvodi (evaluira) pravilo sa jednim ili vi{e negativnih literala u 
telu pravila, prvo se poku{avaju zadovoljiti (evaluirati) predikati, koji odgovaraju tim 
negativnim literalima. Zatim se CWA-princip primenjuje “lokalno” na te predikate.  
 
Zna~i, zahteva se da se pre evaluacije predikata u glavi pravila izvr{i kompletna evaluacija 
svih predikata koji se pojavljuju negativno u telu pravila ili u telima svih onih pravila, 
koji su neophodni za evaluaciju tih negativnih predikata. Ako DATALOG-program 
zadovoljava ovo pravilo onda se on zove vi{eslojni DATALOG. 
 
Na taj na~in se DATALOG-program P deli na disjunktne skupove klauzula: 
 
   P = P1  P2  Pi  . . . Pn 
i svaki od tih skupova zove se nivo (sloj). 
 
Pravilo za raslojavanje DATALOG-programa glasi: 
Dat je raslojeni program P sa raslojavanjem P1. . .Pn i on se evaluira nad bazom podataka 
EDB E. Prvo se P1 evaluira primenom CWA lokalno nad EDB, odnosno pod 
pretpostavkom: p(c1,...,ck) za svaki k-ti EDB-predikat p i konstante c1,...,ck pri ~emu 
p(c1,...,ck)  E. Ostali slojevi se evaluiraju u rastu}em redosledu. Tokom evaluacije 
svakog nivoa Pi, koriste se rezultati prethodnih izra~unavanja i CWA se “lokalno” 
primenjuje za sve EDB-predikate. 
 
Primer 3.9. Dat je program Ps pri ~emu je sa d ozna~en EDB-predikat: 
   r1: p(X,Y) : q(X,Y), s(X,Y). 
   r2: q(X,Y) :  q(X,Z), q(Z,Y). 
   r3: q(X,Y) :  d(X,Y), r(X,Y). 
   r4: r(X,Y) :  d(Y,X). 
   r5: s(X,Y) :  q(X,Z), q(Y,T), XY 
Raslojavanje programa Ps je: 
 Ps1 =  r4 
 Ps2 =  r2, r3, r5 
 Ps3 =  r1. 
  
Program Ps je evaluiran nad bazom podataka EDB E =  d(a,b), d(b,c), d(e,e) . 
Evaluacija prvog nivoa proizvodi nove ~injenice: 
 r(b,a), r(c,b), r(e,e) 
Izra~unavanje drugog nivoa proizvodi nove dodatne ~injenice: 
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 q(a,b), q(b,c), q(a,c), s(a,b), s(b,a). 
Na kraju, evaluacijom tre}eg nivoa dobija se: 
 p(b,a).  
 
Osnovni princip izvo|enja u DATALOG-u je CWA-princip: u slu~aju da ~injenica ne sledi 
iz skupa klauzula i ~injenica usvaja se negacija te ~injenice za istinu. Tehnikom 
raslojavanja omogu}en je samo efikasniji na~in zadovoljenja cilja DATALOG-programa. 
 
Osim vi{eslojnog DATALOG-a razvijen je i pro{ireni DATALOG. U ovoj verziji 
DATALOG-a evaluacija programa P nad bazom podataka E se izvodi iterativno tako da se 
sva pravila P izvr{avaju paralelno u svakom koraku. Na taj na~in je realizovana jo{ jedna 
tehnika za efikasniju evaluaciju DATALOG-programa i sa stanovi{ta osovne ideje ovog 
rada nema posebno bitne karakteristike (detaljnije o tehnici u CGT89). 
 
Hijerarhija izra`ajne mo}i razli~itih verzija DATALOG-a data je na slici 3.5., gde RA 





                                                   RA              
        DATALOG          RA+         Upiti sa 
          rekurz.upit    nerek.upit     negacijom 
  
      
     vi{eslojni DATALOG 
       
        pro{ireni DATALOG 
  
  
      Slika 3.5. 
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4. POVEZIVANJE KONCEPATA OTVORENOG I ZATVORENOG 
SVETA U JEDINSTVEN SISTEM BASELOG 
 
 
4.1. Osnovna hipoteza i motivacija za istra`ivanje 
 
Kao {to je obja{njeno u odeljku 3.3.2., jezik logi~kog programiranja u bazama podataka 
DATALOG radi po principu CWA odnosno usvajanjem pretpostavke zatvorenog sveta. 
Ova pretpostavka je prisutna u bazama podataka koje se koriste u komercijalne svrhe 
(baze podataka informacionih sistema u preduze}ima, bankama, zdravstvenim 
ustanovama, avio kompanijama, dr`avnim institucijama itd.). Semantika ovih baza 
podataka je takva da je potrebno samo prona}i odgovaraju}i podatak u bazi a onda nad 
njim vr{iti ili a`uriranje ili samo prikaz podataka korisniku.  
 
Za baze znanja je karakteristi~na i pretpostavka otvorenog sveta, koja je predodre|ena  
njihovom semantikom. U bazi podataka koja se koristi u obrazovnom ra~unarskom 
softveru nalaze se informacije o nekoj predmetnoj oblasti (geografija, matematika, 
biologija, istorija) i one su prezentovane putem koncepata odabranog modela podataka 
(mre`e, stabla, tabele, objekti). S obzirom da svaka baza sadr`i uvek ograni~en segment 
znanja iz odre|ene oblasti i da je nemogu}e predstaviti ukupno relevantno znanje u 
bazi podataka, postoji mogu}nost dobijanja neta~nih odgovora na postavljene upite od 
strane u~enika ako se usvoji koncept baze podataka kao zatvorenog sveta. Zbog toga je 
~ist koncept zatvorenog sveta neprimenljiv za baze podataka koje se koriste u 
obrazovnom ra~unarskom softveru. 
 
Primer 4.1. Neka se u bazi podataka nalaze slede}e informacije: 
 Prave A i B su paralelne 
 Prave B i C su paralelne 
I neka u bazi podataka ne postoji znanje o tranzitivnosti paralelnosti pravih. 
Na u~enikovo pitanje “Da li su prave A i C paralelne?” u slu~aju da se baza podataka 
obrazovnog softvera posmatra kao zatvoren svet, sistem }e generisati odri~an odgovor 
“nisu”. Taj odgovor je neta~an i dezinformi{e u~enika, {to se ne sme dopustiti. U 
slu~aju kada bi se ista baza posmatrala kao otvoren svet, sistem bi odgovorio “nije mi 
poznato”, odnosno, ”neizvesno”, {to je sa stanovi{ta informisanja u~enika prihvatljivo.  
 
Sa druge strane, rezolucijski sistemi poseduju teorijsku univerzalnost, odnosno teorijsku 
snagu za izvo|enje svakog zaklju~ka kad god je on logi~ka posledica datih pretpostavki. 
Zato takvi sistemi u potpunosti automatizuju proces logi~kog zaklju~ivanja (rezonovanja) 
i daju ispravne odgovore u odnosu na zadate polazne pretpostavke. Upravo to takvim 
sistemima daje teorijsku univerzalnost. Univerzalni rezolucijski sistemi sa teorijskog 
aspekta u potpunosti podr`avaju i rad sa  bazama podataka ali ispoljavaju prakti~an 
nedostatak. On se ogleda u tome {to je zbog nastojanja da se dobije semanti~ki 
o~ekivani odgovor neophodno dati kompletan opis prostora u kome se tra`i re{enje.  
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U domenu baza podataka ovo se, na primer,  manifestuje kroz neophodnost zadavanja 
slede}e aksiome: 
 
   tt1  tt2...ttn  P(t)        (1) 
 
gde sa t1,...,tn ozna~avamo torke relacione baze podataka a sa P(t) pripadnost torke 
relaciji baze podataka. 
 
Kao {to se vidi, ve} i za mali broj torki u bazi ova aksioma ima veliku du`inu pa se 
odustalo od ove teorijske mogu}nosti u prakti~nim primenama. 
 
I u DATALOG-u i u PROLOG-u je u~injen poku{aj re{avanja ovog nedostatka i to na 
specifi~ne na~ine kao {to je obja{njeno u odeljku 3.2. i 3.3. U PROLOG-u je to 
strategija kona~nog neuspeha a u DATALOG-u princip CWA.  Me|utim, ni jedno od 
ovih re{enja ne mo`e u potpunosti da zadovolji potrebe obrazovanja, {to ilustruje slede}i 
primer. 
 
Primer 4.2. Neka se u bazi podataka nalaze samo slede}i elementi: 
 
 TROUGAO(zbir_unutrasnjih_uglova, 180) 
 KVADRAT(zbir_unutrasnjih_uglova, 360) 
 PRAVOUGAONIK(povrsina, ab) 
 KRUG(obim, 2r) 
 
U odnosu na mogu}e upite u~enika (korisnika) razlikuju se slede}e opcije: 
 
 a) odgovor na upit je izvodiv iz baze, 
 b) odgovor na upit nije izvodiv iz baze, 
 
pri ~emu se u slu~aju b) razlikuju:    
 b1) odgovor treba da bude potvrdan, 
 b2) odgovor treba da bude odri~an. 
 
U slu~aju a) kada je odgovor izvodiv iz baze, on }e biti na|en i prezentovan korisniku 
bilo da se koristi PROLOG, DATALOG ili ADT sistem. 
 
Tako na upit ?- trougao(zbir_unutrasnjih_uglova,180) odgovor svakog od ovih sistema 
je potvrdan, {to je u skladu sa o~ekivanjem. 
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Slu~aj b1) Korisnik mo`e da postavi slede}i upit: 
 
  ?- krug(povrsina, r2)       
 
Odgovori sistema su: 
  - PROLOG: no, {to se mo`e shvatiti kao neizvesno 
  - DATALOG: NE, zbog CWA-principa 
  - ADT: neizvesno 
U ovom slu~aju DATALOG daje nedopustiv i pedago{ki neprihvatljiv odgovor, dok 
PROLOG i ADT daju neodre|en odgovor, koji je pedago{ki prihvatljiv. 
 
Slu~aj b2) Korisnik mo`e da postavi slede}i upit: 
 
  ?- trougao(zbir_unutrasnjih_uglova, 360) 
 
Odgovori sistema su: 
  - PROLOG: no,  
  - DATALOG: NE,  
  - ADT: neizvesno 
 
U ovom slu~aju odgovor DATALOG-a je korektan i odre|en, dok PROLOG i ADT 
daju neodre|en odgovor. 
 
Isti odgovori dobijaju se i kad upit nije u vezi sa elementima baze, kao na primer: 
 
  ?- krug(povrsina, 2r) 
ili 
  ?- elipsa(obim, r2)  
 
Prime}uje se da u pedago{kom smislu DATALOG zbog slu~aja b1) ne zadovoljava, dok 
PROLOG i ADT daju prihvatljive, ali neodre|ene odgovore. 
 
U slu~aju b2) DATALOG daje korektan i precizan odgovor, dok PROLOG i ADT daju 
nedovoljno precizne odgovore. 
 
Sa pedago{kog aspekta po`eljno je maksimalno smanjiti neodre|enost odgovora sistema 
i nu`no je eliminisati nedopustive odgovore. Drugim re~ima, treba sa~uvati odre|enost 
prisutnu u DATALOG-u za slu~aj b2) i eliminisati nedopustiv odgovor iz slu~aja b1). 
To se mo`e posti}i pomo}u uvo|enja liste CWA-predikata na slede}i na~in. 
 
Neka je predikat TROUGAO projektant baze deklarisao kao CWA-predikat. To zna~i, 
da }e samo za njega va`iti princip CWA, dok za sve ostale ne}e. 
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Sada sistem BASELOG, koji koristi takvu listu deklarisanih CWA-predikata, daje 
slede}e odgovore: 
 
 Na upit iz slu~aja b1) ?- krug(povrsina, r2) daje odgovor NEIZVESNO, odnosno 
radi u re`imu otvorenog sveta kao ADT sistem, jer predikat KRUG nije u listi. 
 Na upit iz slu~aja b2) ?- trougao(zbir_unutrasnjih_uglova, 360) daje odgovor NE, 
odnosno radi u re`imu zatvorenog sveta kao DATALOG, jer je predikat 
TROUGAO u listi CWA-predikata. 
 
Projektant baze podataka u takvom BASELOG-sistemu, izborom liste CWA-predikata, 
upravlja pona{anjem sistema i omogu}uje dobijanje preciznih i korektnih odgovora u 
situacijama u kojima PROLOG i ADT daju neodre|ene odgovore i elimini{e se 
mogu}nost nedopustivih odgovora. 
 
Pri formiranju liste CWA-predikata treba pa`ljivo analizirati sadr`aj baze podataka i 
mogu}e upite korisnika. Tako, ne bi bilo dobro predikat KRUG deklarisati kao CWA-
predikat, jer u bazi podataka nisu sadr`ane sve relevantne ~injenice u vezi sa krugom. 
Tako|e, i predikat TROUGAO se sme uzeti za CWA-predikat samo ako se unapred zna 
da korisnik ne}e postavljati upite, koji se ne odnose na zbir unutra{njih uglova izra`en 
u stepenima. Ograni~enje samo na stepene mo`e se posti}i uvo|enjem posebnog 
predikata TROUGAO_Z_U_STEP(unutrasnji,180) sa semantikom: Zbir Uglova u 
Stepenima. Sada se predikat mo`e sa sigurno{}u proglasiti za CWA-predikat. Uop{te, za 
CWA-predikat se mo`e deklarisati samo onaj predikat iz baze za koga `elimo da sistem 
radi u re`imu zatvorenog sveta. To je naro~ito pogodno kad je re~ o predikatima koji se 
javljaju u testiranju, kao re{enja, ili o definicijama pojmova. 
 
Na primer, ako je re{enje prvog zadatka u testu, na primer, 325, odnosno 
RE[ENJE_ZAD1(325), onda se predikat RE[ENJE_ZAD1 mora proglasiti za CWA-
predikat. 
 
Me|utim, implementacijom sistema BASELOG, zasnovanog na listi CWA-predikata, 
predla`e se fleksibilniji koncept, koji elimini{e neodre|enost i nedopustive odgovore 
prisutne u PROLOG-u, DATALOG-u i ADT sistemu. 
 
Takav sistem sve predikate koji su u listi CWA-predikata tretira u zatvorenom svetu, 
odnosno radi kao DATALOG, dok sve ostale predikate tretira u otvorenom svetu, 
odnosno, radi kao ADT. Pri tome, oslobo|en je nedostatka PROLOG-a u odnosu na 
tretman negacije i koncepciju kona~nog neuspeha. 
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OSNOVNA HIPOTEZA 
 
Mogu}e je povezati koncepte otvorenog i zatvorenog sveta u jedinstven sistem koji 





 Osim teorijskog koncepta takvog fleksibilnog sistema, mo`e se izgraditi i 
implementirati konkretan programski sistem BASELOG, koji predstavlja pro{irenje 
postoje}eg ADT sistema zasnovanog na ure|enoj OL rezoluciji sa markiranim 
literalima, bez potrebe za zadavanje aksioma kojima se kompletira prostor tra`enja 
re{enja. 
  
 Takav programski sistem (BASELOG) omogu}uje fleksibilno rukovanje realno 
postoje}im bazama podataka u `eljenom re`imu rada, ne samo za klasi~ni tip baza 
podataka nego i baza znanja, posebno za one baze znanja, koje se koriste u 
projektovanju obrazovnog ra~unarskog softvera. 
  
 Putem posebnih interfejsa mo`e se obezbediti uklju~ivanje realne baze u re`im rada 
BASELOG-sistema (u~itavanje cele baze u operativnu memoriju, ili zadr`avanje 
baze na eksternom medijumu uz u~itavanje samo aktuelnog segmenta). 
 
Cilj je izgraditi sistem koji ne}e raditi samo na osnovu jednog principa, nego }e imati 
mogu}nost prilago|avanja re`ima u toku rada. Ova mogu}nost je realizovana 
definisanjem liste CWA-predikata. To zna~i da za predikate, koji su definisani u listi 
CWA sistem radi u re`imu zatvorenog sveta, a za sve ostale predikate radi u re`imu 
otvorenog sveta. Umesto jednog generalnog principa, na kome se temelji celokupan rad 
sistema, ovde se definisanjem liste CWA-predikata odre|uje na~in rada u konkretnoj 




4.2. CWA-predikati i CWA-pravilo 
 
Osnovu za razvoj BASELOG-sistema ~ine slede}e komponente: 
 
 lista CWA-predikata, koja je deo programa, 
 CWA-pravilo, 
 CWA-kontroler kojim je pro{iren rezolucijski ADT sistem. 
 
Univerzalna rezolucijska procedura je pro{irena dodavanjem CWA-kontrolera, koji 
obezbe|uje definisanje re`ima rada u zatvorenom svetu i to ili za sve, ili samo za neke 
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ili ni za jedan predikat iz programa. Ceo BASELOG-sistem je ekstenzija rezolucijske 
metode konceptima otvorenog i zatvorenog sveta. Putem CWA-kontrolera obezbe|uje se 
doziranje stepena otvorenosti / zatvorenosti sveta za predikate iz programa. 
 
Definicija 4.1. Neka je R(w1,...,wm) literal, gde je R naziv predikata a w1,...,wm su termi. 
R je CWA-predikat akko ga sistem obra|uje u re`imu zatvorenog sveta.  
 
U suprotnom R nije CWA-predikat i sistem }e ga obraditi u re`imu otvorenog sveta. 




 Neka je D sastavak oblika L1L2...Lp, gde je Li, 1 in, literal bez negacije 
oblika R(w1,...,wm) i predikat R je deklarisan kao CWA-predikat. Ako se 
R(w1,...,wm) ne mo`e unificirati ni sa jednim elementom baze, onda se R(w1,...,wm) 
bri{e iz sastavka D.  
    U suprotnom, ako postoji unifikator za R i neki element baze, onda se sastavak D 
ne menja odnosno nema brisanja. Ka`emo da se CWA-pravilo ne mo`e primeniti 
na R i D.  
 
Dokaz korektnosti CWA-pravila: 
 
Za dokaz korektnosti CWA-pravila dovoljno je dokazati da kad god se CWA-pravilo 
mo`e primeniti ono generi{e rezolventu koja bi se u ~isto rezolucijskoj proceduri 
generisala uz pomo} dodatne aksiome za zatvaranje sveta u odnosu na aktuelni predikat. 
 
Neka je na nivou l rezolucijom generisana rezolventa: 
 
     D: L1L2...Lp               (2) 
 
gde je literal Li, 1 in, oblika R(w1,...,wm), pri ~emu je R deklarisan kao CWA-
predikat. Sledi, da sistem treba da obradi R u re`imu zatvorenog sveta. U sistemu koji 
koristi samo rezoluciju, neophodna je dodatna aksioma kojom se obezbe|uje tretman 
predikata R u zatvorenom svetu. 
 
Mogu}a su dva slu~aja: 
a) predikat R se ne pojavljuje u bazi 
 
b) predikat R se pojavljuje u bazi za torke t1,t2,...,tk, kn (n je broj svih torki u bazi). 
 
U slu~aju a) dodatna aksioma je: R(t), za svako t.          (Ax.1) 
 
U slu~aju b) dodatna aksioma je: 
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     tt1  tt2...ttk  R(t)        (Ax.1‟) 
u obliku sastavaka: 
     t=t1  t=t2...t=tk R(t)      (Ax. 1‟‟) 
 
Slu~aj a) 
Rezolucijom iz D i Ax.1 izvodi se rezolventa: 
 
  (D\Li):  L1...Li-1 Li+1...Lp    
 
gde je  unifikator za t i (w1,...,wm). U stvari, t je oblika (x1,...,xm), gde su xi, i=1,...,m 
promenljive, pa je  = w1/x1,...,wm/xm. Kako Ax.1 i D ne sadr`e zajedni~ke 
promenljive (to se uvek mo`e posti}i preozna~avanjem, videti u Hot95) sledi da 
zamena  ne menja literale L1,...,Lp. Zato je rezolventa (D\Li): L1...Li-1 
Li+1...Lp. 
 
Upravo to se dobija i primenom CWA-pravila na D. Zaista, u ovom slu~aju ni za jedan 
elemenat baze ne postoji unifikator za R(w1,...,wm) (jer u bazi nema predikata R). 
 
Time je dokaz slu~aja a) zavr{en.  
 
Slu~aj b) 
Rezolucijom iz D i Ax.1‟‟ izvodi se rezolventa: 
 
    L1...Li-1 Li+1...Lpt=t1...t=tk 
 
gde je  unifikator za t i (w1,...,wm) pri ~emu ta zamena deluje samo na ostatak Ax.1‟‟ 
i ne deluje na torke t1,...,tk (one sadr`e konstante), pa je rezolventa: 
 
    L1...Li-1 Li+1...Lpt=t1...t=tk 
 
Sada su mogu}a dva slu~aja: b1) i b2). 
 
Slu~aj b1) Ni jedna od jednakosti ne va`i, odnosno 
 
      tt1,...,ttk,  
pa se izvodi rezolventa: 
    
     L1...Li-1 Li+1...Lp 
 
Upravo to se dobija i primenom CWA-pravila na D, jer u ovom slu~aju t je (w1,...,wm) 
i ne postoji unifikator ni sa jednim elementom t1,...,tk  iz baze. 
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Slu~aj b2) Neka od jednakosti je zadovoljena, odnosno va`i t=tj, (j  1,2,...,n). 
Tada u bazi postoji element R(w1,...,wm)  R(t)  R(tj), pa se CWA-pravilo u ovom 
slu~aju ne mo`e primeniti.  
Time je dokaz kompletiran.  
 
Sada se upotreba CWA-pravila mo`e ovako rezimirati: 
 
Neka je sastavak 
    D: L1L2...Lp-1Lp      
 
koji sadr`i CWA-predikat u literalu Li, (1ip) 
 
Slu~aj 10 Poku{aj unifikacije literala Li, (1ip), sa nekim elementom iz baze je 
uspeo, onda sastavak D ostaje nepromenjen, odnosno brisanje iz CWA-pravila se ne 
primenjuje. 
 
Slu~aj 20 Poku{aj unifikacije literala, L i, (1ip), sa svakim elementom iz baze nije 
uspeo. Onda CWA-pravilo bri{e literal Li iz sastavka D.  
 
Primer 4.3. U ovom primeru bi}e ilustrovan slu~aj b) - izvo|enje zaklju~ka u slu~aju 
dodatne aksiome Ax.1‟‟. Zadatak je definisan u LHRB95 i odnosi se na problem 
zadovoljenja generalizovanih zavisnosti podataka (E i T zavisnosti) metodom 
automatskog rezonovanja - upotrebom ADT sistema. Na ovom mestu uze}e se kao 
primer samo dokaz zadovoljenja T-zavisnosti. T-zavisnost je formulisana u ML96. 
 
Za dokaz da T-zavisnost <, >, gde je  = (x1,y1,z1,w1), (x1,y2,z2,w2) i  = 
(x1,y1,z2,w2), u relaciji r nije zadovoljena pomo}u putem ADT sistema definisan je 
slede}i polazni skup sastavaka S: 
 
1.P(x1,y1,z1,w1)  P(x1,y2,z2,w2)  P(x1,y1,z2,w2) (teorema o T - zavisnosti) 
 






Duga~ka aksioma kojom se zadaje kompletan opis prostora pretrage je oblika: 
 
6. (x,y,z,w) = (a1,b1,c1,d1)  (x,y,z,w) = (a2,b1,c2,d2)  (x,y,z,w) = (a1,b2,c1,d1)   
(x,y,z,w) = (a1,b2,c2,d2)  P(x,y,z,w) 
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U implikativnoj formi aksiome 1. i 6. glase: 
 
1. (P(x1,y1,z1,w1)  P(x1,y2,z2,w2))  P(x1,y1,z2,w2) (uslov T - zavisnosti) 
2. ((x,y,z,w)  (a1,b1,c1,d1)  (x,y,z,w)  (a2,b1,c2,d2)  (x,y,z,w)  (a1,b2,c1,d1)  
(x,y,z,w)  (a1,b2,c2,d2))  P(x,y,z,w) 
 
Na osnovu ovako definisanog skupa uslova sistem ADT je generisao prazan sastavak, 
{to zna~i da relacija r, koja je predstavljena putem datih torki, ne zadovoljava T-
zavisnost, {to je i trebalo dokazati.  
 
Izvo|enje dokaza uz prisustvo CWA-kontrolera 
 
Sada }e se pokazati kako se ovaj isti primer realizuje upotrebom BASELOG-sistema, ali 
putem liste CWA-predikata, kojom se elimini{e pisanje duga~ke aksiome. 
 
Lista CWA-predikata sadr`i samo jedan predikat „P‟, i za njega BASELOG-sistem radi 
u re`imu zatvorenog sveta. Aksiome 1.-5. su iste, dok duga~ka aksioma 6. nije 
potrebna. 
 
BASELOG-sistem generi{e prazan sastavak, {to zna~i da daje isti rezultat kao ADT 
sistem  uz duga~ku aksiomu. 
 
 
4.3. Princip ugra|ivanja CWA-pravila u rezolucijske procedure 
 
CWA-pravilo koje je ovde uvedeno omogu}uje da se dodatne aksiome za predikate, 
koje treba obraditi u re`imu zatvorenog sveta elimini{u iz polaznog skupa aksioma, 
odnosno da se uop{te ne pi{u. To osloba|a od rada sa duga~kim aksiomama kojih je u 
praksi ~esto i nemogu}e efektivno zapisati. Ugra|ivanje CWA-pravila u rezolucijske 
procedure se mo`e ostvariti na bazi slede}eg principa: 
 
 CWA-pravilo se primenjuje na dati sastavak (rezolventu) samo ako se na taj 
sastavak vi{e ne mo`e primeniti pravilo rezolucije, a svi uslovi za primenu CWA-
pravila su ispunjeni. 
 
Ovaj princip ne zavisi od konkretne forme rezolucije, ni od konkretne strategije 
pretra`ivanja, pa se mo`e primeniti na svaku od njih. Op{ta blok {ema za rezoluciju 
modifikuje se bez naru{avanja osnovne strukture dodavanjem modula CWA-kontrolera 
(Slika 4.1.) Isprekidana linija na slici 4.1. je navedena radi komparacije sa sistemom 





 Poglavlje 4. Povezivanje koncepata otvorenog i zatvorenog sveta u sistem BASELOG 119 
           po~etak 
 
 
     polazni skup sastavaka 
 
 
        Izbor para sastavaka 
           D1 i D2 
  
               NE 
   Izbor D1 i D2 se mo`e izvr{iti 
 
           DA     pro{iriti skup  
     rezolucijska procedura    sastavaka sa r    
 dokaz nije na|en        za generisanje rezolvente    
       sastavaka D1 i D2 
 
    kraj         DA       NE  
     postoji rezolventa r       r je prazan sastavak 
          
         NE     DA 
       CWA - kontroler 
     Primena CWA - pravila 
     na sastavak D1 daje r .  
     Ako se CWA ne mo`e        dokaz je na|en 
     primeniti r je D1.     
              kraj  
       
Slika 4.1. 
 
Razlog za uvo|enje ovog principa, kojim se prednost daje rezoluciji, je {to u programu 
koji koristi bazu podataka, ~iji se elementi shvataju kao aksiome, mogu postojati i 
posebne tzv. sopstvene aksiome. Sopstvenim aksiomama se mogu uvesti i predikati koji 
ne postoje u bazi a koji se odre|uju i povezuju sa predikatima iz baze.  
 





Sopstvenom aksiomom mo`e se uvesti predikat DU@NIK: 
 
    DU@NIK(X)  PLATIO(X) 
(u konkretnom slu~aju mo`e se uzeti jedna od implikacija). 
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Tako uvedeni predikati mogu ali i ne moraju biti deklarisani kao CWA-predikati. U 
stvari, ako je predikat iz baze CWA to se posredno odra`ava na ostale predikate koji su 
sa njim u vezi. Zato rezolucijska procedura obra|uje te predikate dokle god mo`e, 
odnosno dok ne do|e do CWA-predikata koje dalje ne mo`e da rezolvira, pa se za 
njihovu obradu primenjuje CWA-pravilo.  
 
Primer 4.5. Posmatraju se podaci iz primera 4.4. i sopstvena aksioma: 
 
     PLATIO(X)  DU@NIK(X) 
 
 koja u internoj formi BASELOG-a ima slede}i izgled: 
 
      PLATIO(X1)DUZNIK(X1)& 
 
i neka je definisan CWA-predikat: 
CWA1:=„PLATIO‟ 
  
Ako se postavi pitanje: 
    Da li je @arko du`nik? 
 
odnosno u internoj formi BASELOG-sistema: 
     ~DUZNIK(Zarko)& 
 
Tok dokaza ima slede}i izgled: 
 
nivo =1, centralni sastavak:  ~DUZNIK(Zarko)& 
rezolventa: /~DUZNIK(Zarko)PLATIO(Zarko)& 
 
nivo = 2, centralni sastavak: /~DUZNIK(Zarko)PLATIO(Zarko)& 
 
ulaz u CWA-kontroler: /~DUZNIK(Zarko)PLATIO(Zarko)& 
predikat=PLATIO 
ulaz u proceduru ibris: /~DUZNIK(Zarko)PLATIO(Zarko)& 
ulaz u proceduru isaz: /~DUZNIK(Zarko) 
ulaz u proceduru iskr: /~DUZNIK(Zarko) 
nova rezolventa: & 
DOKAZ JE NA\EN 
 
Odgovor BASELOG-sistema je da je @arko du`nik.  
 
 
 Poglavlje 4. Povezivanje koncepata otvorenog i zatvorenog sveta u sistem BASELOG 121 
Na ovom primeru se vidi da je za CWA-predikat „PLATIO‟, koji se nalazi u bazi 
podataka, aktiviran CWA-kontroler nakon {to je rezolucijska procedura obradila 
predikate iz programa i nije uspela da generi{e novu rezolventu. 
 
 
4.4. CWA-kontroler kao modul za pro{irenje ADT sistema 
 
Pravilo CWA je iskori{}eno za razvoj modula kojim se pro{iruje postoje}i ADT sistem, 
koji je zasnovan na OL rezoluciji sa markiranim literalima, {to je opisano u odeljku 
3.1.2. 
 
CWA-kontroler za ovu vrstu rezolucije radi na slede}i na~in: 
 U slu~aju da poslednji literal centralnog sastavka, koji je oblika R(t1,...,tn) nije 
mogao biti pobijen pomo}u sopstvenih aksioma, i nije mogao biti unificiran ni sa 
jednim elementom iz baze, na osnovu CWA-pravila bri{e se taj literal. 
 
  Na tako identifikovan sastavak primenjuju se operacije: 
   - skra}ivanja (brisanje poslednjeg nemarkiranog literala), i 
   - sa`imanja (brisanje poslednjeg nemarkiranog literala identi~nog nekom 
prethodnom      nemarkiranom literalu i ispitivanje tautologi~nosti). 
 
   Ove operacije se ina~e primenjuju u procesu generisanja OL rezolvente. 
 Tako odre|eni sastavak predstavlja novu rezolventu koja se uzima u svojstvu novog 
 centralnog sastavka za generisanje rezolvente na narednom nivou. 
 
Napomena: Pojmovi: markirani, nemarkirani literal, operacije skra}ivanja, sa`imanja 
detaljnije su obja{njeni u odeljku 3.1.2. 
 
To zna~i da se teku}i sastavak D obra|uje rezolucijom dokle god je to mogu}e, a tek 
kad se nova rezolventa ne mo`e generisati, onda se primenjuje CWA-pravilo. 
 
Sam CWA-kontroler se kao samostalan modul aktivira samo za one predikate, koji su 
definisani u listi CWA-predikata. Za sve ostale predikate sistem radi kao ADT sistem 
bez CWA-kontrolera. 
 
Modul sadr`i slede}e procedure: 
 procedura kojom se realizuje algoritam unifikacije, 
 procedura za brisanje poslednjeg literala iz centralnog sastavka, 
 procedura za realizaciju operacije skra}ivanja,  
 procedura za realizaciju operacije sa`imanja, i 
 procedura kojom se vr{i provera postojanja identi~nih rezolventi. 
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[ematski prikaz CWA-kontrolera za OL rezoluciju sa markiranim literalima dat je na 
slici 4.2. 
 
        Postoji mogu}nost generisanja    DA 
   rezolvente za D1 i neki bo~ni sastavak D2 
                       NE 
    Na D1 je ve} bilo primenjeno  DA    ne primenjuje 
        CWA - pravilo na istom nivou pretrage   se CWA - pravilo 
                                NE 
                  KRAJ 
           Prvi simbol u Lp je negacija ili marker   DA    
          (povratak u rezol. 
                   NE             proceduru) 
    Poku{aj unifikacije literala 
    Lp sa svakim od elemenata baze 
    podataka (algoritam unifikacije) 
          DA 
     unifikator postoji            
                               NE 
    operacija: brisanje literala Lp iz D1 
         daje rezolventu D1‟: L1L2...Lp-1 
 
    operacija: skra}ivanja na D1‟ daje D1‟‟ 
       
    operacija: sa`imanja na D1‟‟ daje 
      na nivou l1 rezolventu r 
                 DA 
                r je prazan sastavak  
                          NE    
dokaz je 
na|en    l1 je prema{ilo dubinu lmax     DA 
 
                               NE 
KRAJ       r postoji u listi ranije               DA                      
NE      
         generisanih rezolventi    l1  < l2  
(izlaz i ADT sistema         NE                             DA              
i saop{tenje poruke 
korisniku)       upis r u listu generisanih rezolventi                
    i nivoa na kojem je generisan 




 Poglavlje 4. Povezivanje koncepata otvorenog i zatvorenog sveta u sistem BASELOG 123 
4.5. BASELOG-sistem i njegove mogu}nosti 
 
BASELOG-sistem je sistem ADT koji je pro{iren modulom koji se zove CWA-
kontroler.  Osnovni koncepti BASELOG-sistema su: 
 
 Aksiome tipa BAKS, putem kojih su u sistemu predstavljeni elementi baze podataka 
(torke) 
 Sopstvene aksiome su aksiome tipa AKS 
 Lista CWA-predikata 
 Upiti 
 
Aksiome tipa BAKS slu`e za predstavljanje elemenata baze podataka. To zna~i da svaki 
element baze podataka dobija status aksiome. Za datu bazu, elementi BAKS-a se 
formiraju na slede}i na~in. Naziv {eme relacije uzima se kao ime predikata. Argumenti 
predikata su obele`ja {eme relacije. Ograni~enja koja su prisutna u {emi relacije mogu 
se opisati pomo}u posebnih aksioma za svako ograni~enje. 
 
Primer 4.6. Data je slede}a {ema relacije: 
 
STUDENT(br_ind,ime, prezime, god_stud,),  
gde obele`je br_ind ima zna~enje - broj indeksa studenta a obele`je god_stud ima 
zna~enje - godina studija studenta. Sa  je ozna~eno ograni~enje u ovoj {emi relacije 
koje glasi: 
 
 svaki student ima samo jedan broj indeksa i ne postoje dva studenta sa istim brojem 
indeksa. 
 
Jedna pojava nad ovom {emom relacije je slede}a relacija: 
 
BR_IND IME PREZIME GOD_STUD 
160 Marko Mari} 2 
012 Ivan Jovanovi} 3 
114 Mira Ili} 1 
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Ograni~enje  se mo`e opisati slede}om aksiomom: 
 
(Student(x1,y1,z1,u1)  Student(x2,y2,z2,u2)  x1 = x2)  y1 = y2 z1 = z2 u1 = u2  
 
S obzirom da u praksi formiranja baza podataka sami programi za a`uriranje uzimaju u 
obzir ova ograni~enja, takve aksiome nisu neophodne za rad BASELOG-a. Ako je re~ o 
ograni~enjima koja nisu uklju~ena u mehanizme odr`avanja integriteta podataka u bazi, 
onda BASELOG omogu}uje uno{enje takvih ograni~enja putem njihovog opisa u vidu 
posebnih aksioma. Za to je potrebno samo izvr{iti adekvatnu formalizaciju takvih 
ograni~enja. Sve takve aksiome imaju status sopstvenih aksioma u BASELOG-u. 
 
Sopstvene aksiome tipa AKS slu`e da se na sli~an na~in, kao u DATALOG-u, 
predstave aksiome u programu. (Putem EDB predikata se u DATALOG-u vr{i 
predstavljanje skupa osnovnih ~injenica fizi~ki pohranjenih u relacionoj bazi podataka, a 
sam DATALOG program sadr`i IDB predikate. Ovi koncepti su detaljnije obja{njeni u 
odeljku 3.3.1.) 
 
Prema tome, sopstvene aksiome u BASELOG-u uvode nove predikate spregnute sa 
predikatima iz baze ili opisuju `eljena ograni~enja i druge uslove, koji se zahtevaju od 
konkretne baze. 
 
Lista CWA-predikata sadr`i niz predikata (naziva predikata) iz programa koje `elimo da 
deklari{emo za CWA-predikate, koje }e sistem obraditi u re`imu zatvorenog sveta (samo 
za te predikate je svet zatvoren). 
 
Upiti se postavljaju od strane korisnika i u BASELOG-u imaju slede}u internu formu: 
R(w1,...,wm), gde je R - naziv predikata, a w1,...,wm su argumenti (konstante ili 
promenljive). Upite je mogu}e postaviti u prirodnom obliku - onako kako ih korisnik 
zadaje. Interfejs, razvijen za tu svrhu prevodi korisnikov upit u interni oblik BASELOG-
sistema. 
 
Upitni predikat R mo`e biti deklarisan za CWA-predikat ili ne. 
 
BASELOG-sistem je, kao {to je napred re~eno, sistem ADT pro{iren CWA-kontrolerom. 
Kako se ADT sistem zasniva na metodi rezolucije potrebno je negirati formulu koja se 
dokazuje. U BASELOG-sistemu to zna~i da se polazi od negacije upita. 
 
Negacija upita, sastavci iz aksioma tipa BAKS i sastavci iz sopstvenih aksioma ~ine 
polazni skup sastavaka za OL rezoluciju. Lista CWA-predikata i aksiome tipa BAKS su 
komponente pomo}u kojih se realizuje rad CWA-kontrolera u ADT sistemu. 
 
Rad BASELOG-sistema zavr{ava se odgovorom na upit, odnosno porukom korisniku.  
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Veza internog rezultata rada sistema sa semanti~kim zna~enjem se odre|uje na slede}i 
na~in: 
 
 Ako je upitni predikat deklarisan kao CWA-predikat, onda interni odgovori 
BASELOG-sistema imaju slede}e zna~enje: 
 
1. Odgovor sistema je uspeh = 1, to zna~i potvrdan odgovor na upit odn. “DA”. 
2. Odgovor sistema je uspeh = 0 i nema vi{e novih rezolventi, onda to zna~i negativan 
odgovor na upit, odnosno “NE”. 
3. Odgovor sistema je uspeh = 0 i mogu}e je generisati jo{ rezolventi, ali se proces 
prekida usled prostorno - vremenskih ograni~enja, onda to zna~i da je odgovor sistema 
“neizvesno”. 
 
 Ako upitni predikat nije deklarisan kao CWA-predikat, onda se odgovori 
BASELOG-sistema tuma~e isto kao u ADT sistemu na slede}i na~in: 
 
1. Odgovor sistema je uspeh = 1, to zna~i potvrdan odgovor na upit odn. “DA”. 
2. Odgovor sistema je uspeh = 0 i nema vi{e novih rezolventi to zna~i da “nije 
izvodivo” (nije dokazivo), ali ne zna~i NE (NIJE). 
3. Odgovor sistema je uspeh = 0 i mogu}e je generisati jo{ rezolventi, ali se proces 
prekida usled prostorno - vremenskih ograni~enja, onda je odgovor sistema “neizvesno”. 
 
Ovo su odgovori koji odgovaraju radu ADT sistema. 
 
Primeri rada BASELOG-sistema 
 
Razne mogu}e varijante odgovora BASELOG-sistema ilustrovane su slede}im 
primerima 
 
Primer 4.7. Neka je data relacija nad {emom PLATIO(ime) ~ija je semantika spisak 






U ovom primeru se pretpostavlja da ne postoje sopstvene aksiome. 
Neka je postavljen slede}i upit nad ovom bazom podataka: 
 
     Da li je @arko platio ra~un? 
 
U internoj formi BASELOG-sistema ovaj upit ima slede}i oblik (polazi se od negacije 
upita, simbol za negaciju je “~”): 
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      ~PLATIO(Zarko)& 
 
Odgovori BASELOG-sistema su prikazani u tabeli 4.1. a detaljnije obja{njenje u tekstu 
koji sledi. 
 
 Pitanje:                                Da li je @arko platio ra~un? 
      predikat PLATIO  
     je CWA-predikat 
        (Slu~aj A.) 
      predikat PLATIO  
      nije CWA-predikat 
        (Slu~aj B.) 
~injenica PLATIO(`arko) 
ne postoji u bazi 
    uspeh = 0  
    (NE) 
   uspeh  = 0  
   (nije izvodivo) 
~injenica PLATIO(`arko) 
postoji u bazi 
    uspeh = 1  
    (DA) 
   uspeh  = 1  
   (DA) 
 
      Tabela 4.1. 
 
Slu~aj A. Upitni predikat PLATIO je deklarisan kao CWA-predikat (re`im zatvorenog 
sveta) 
 
1. S obzirom da ~injenica PLATIO(Zarko) ne postoji u bazi podataka (me|u aksiomama 
tipa BAKS) onda sistem daje odgovor uspeh = 0 {to se tuma~i kao semanti~ki odgovor 
“ne” na postavljeni upit, odnosno odgovor sistema je: @arko nije platio ra~un. 
U stvari, ovde sistem BASELOG ne mo`e da generi{e rezolventu sa elementima baze, a 
zbog prisustva negacije predikata PLATIO ne}e primeniti brisanje u CWA-kontroleru. 
2. Ako ~injenicu PLATIO(Zarko) unesemo u bazu podataka sistem izvodi uspeh = 1 {to 
se tuma~i kao  odgovor “da”, odnosno @arko je platio ra~un. 
Taj odgovor sistem }e izvesti rezolucijom bez CWA-kontrolera.  
 
Slu~aj B. Upitni predikat PLATIO nije deklarisan kao CWA-predikat (re`im rada 
sistema ADT) 
 
1. S obzirom da ~injenica PLATIO(Zarko) ne postoji u bazi podataka onda sistem 
izvodi uspeh = 0 i saop{tava odgovor “nije izvodivo”, {to ne zna~i da @arko nije platio 
ra~un. 
2. Ako ~injenicu PLATIO(Zarko) unesemo u bazu podataka sistem izvodi uspeh = 1  
{to se tuma~i kao odgovor “da”.  
 
 
Primer 4.7.1. Neka je u odnosu na bazu iz Primera 4.7. postavljeno pitanje: 
 
      “Da li @arko nije platio ra~un?” 
 
U internoj formi BASELOG-sistema ovaj upit ima slede}i oblik (negacija upita): 
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      PLATIO(Zarko)& 
 
Odgovori BASELOG-sistema su prikazani u tabeli 4.2. a detaljnije obja{njenje u tekstu 
koji sledi. 
 
 Pitanje:                                Da li @arko nije platio ra~un? 
      predikat PLATIO  
     je CWA-predikat 
        (Slu~aj A.) 
      predikat PLATIO  
      nije CWA-predikat 
        (Slu~aj B.) 
~injenica PLATIOZarko) 
ne postoji u bazi 
    uspeh = 1  
    (DA) 
   uspeh  = 0  




    uspeh = 0  
    (NE) 
   uspeh  = 0 
   (nije izvodivo) 
 
      Tabela 4.2. 
 
Slu~aj A. Upitni predikat PLATIO je deklarisan kao CWA-predikat (re`im zatvorenog 
sveta) 
 
1. S obzirom da ~injenica PLATIO(Zarko) ne postoji u bazi podataka (me|u aksiomama 
tipa BAKS) onda sistem izvodi uspeh = 1  {to se tuma~i kao odgovor  “da” na upit 
odnosno odgovor sistema korisniku je: Da, @arko nije platio ra~un. 
Ovaj odgovor sistem izvodi aktiviranjem CWA-kontrolera, primenom CWA-pravila, s 
obzirom da rezolucija sa elementima baze nije mogu}a. 
2. Ako ~injenicu PLATIO(Zarko) unesemo u bazu podataka sistem izvodi odgovor 
uspeh = 0, {to zna~i da je odgovor na upit “ne”. Odgovor sistema korisniku je: Nije 
ta~no da @arko nije platio ra~un, zna~i - @arko je platio ra~un.  
U ovom slu~aju rezolucija nije mogu}a, a primena CWA-pravila ne dovodi do brisanja 
literala PLATIO(Zarko), jer je mogu}a unifikacija upitnog predikata sa aksiomom iz 
baze. 
 
Slu~aj B. Upitni predikat PLATIO nije deklarisan kao CWA-predikat (re`im rada 
sistema ADT) 
 
1. S obzirom da ~injenica PLATIO(Zarko) ne postoji u bazi podataka sistem izvodi 
odgovor uspeh= 0, {to zna~i “nije izvodivo”, pa je odgovor sistema: Ne mo`e se tvrditi 
(dokazati) da @arko nije platio ra~un. Sama rezolucijska procedura ne mo`e to da 
doka`e. 
2. Ako ~injenicu PLATIO(Zarko) unesemo u bazu podataka sistem izvodi odgovor 
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i neka je definisana i slede}a sopstvena aksioma: 
 
     PLATIO(X)  DU@NIK(X) 
 
U internoj formi BASELOG-a ona ima slede}i oblik: 
 
      PLATIO(X)  DU@NIK(X) 
 
Sada se mo`e postaviti slede}i upit nad ovom bazom podataka: 
 
     Da li je @arko du`nik? 
 
U internoj formi BASELOG-sistema ovaj upit ima slede}i oblik: 
 
     ~DUZNIK(Zarko)&  
 
Odgovori BASELOG-sistema su prikazani u tabeli 4.3. a detaljnije obja{njenje u tekstu 
koji sledi. 
 
 Pitanje:                                Da li je @arko du`nik? 
      predikat PLATIO  
     je CWA-predikat 
        (Slu~aj A.) 
      predikat PLATIO  
      nije CWA-predikat 
        (Slu~aj B.) 
~injenica 
PLATIO(Zarko) 
ne postoji u bazi 
    uspeh = 1  
    (DA) 
   uspeh  = 0  




    uspeh = 0  
    (NE) 
   uspeh  = 0 
   (nije izvodivo) 
 
      Tabela 4.3. 
 
Slu~aj A. Predikat PLATIO je deklarisan kao CWA-predikat (re`im zatvorenog sveta za 
predikat PLATIO) 
 
1. S obzirom da ~injenica PLATIO(Zarko) ne postoji u bazi podataka sistem daje 
odgovor uspeh = 1 {to se tuma~i kao semanti~ki odgovor “da” na postavljeni upit, 
odnosno odgovor sistema je da je @arko du`nik. 
Do takvog odgovora sistem dolazi na slede}i na~in:  
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Rezolucijom upita sa sopstvenom aksiomom izvodi se rezolventa PLATIO(Zarko). Nema 
vi{e novih rezolventi pa CWA-kontroler primenom CWA-pravila bri{e predikat PLATIO 
i izvodi prazan sastavak. 
2. Ako ~injenicu PLATIO(Zarko) unesemo u bazu podataka sistem izvodi uspeh = 0 {to 
se tuma~i kao  odgovor “ne”, odnosno odgovor sistema je: Ne, @arko nije du`nik. 
Ovaj odgovor sistem generi{e na slede}i na~in:  
Nakon {to rezolucijom upita sa sopstvenom aksiomom izvede rezolventu 
PLATIO(Zarko) CWA-kontroler ne mo`e da izvr{i brisanje i izvede prazan sastavak, jer 
je mogu}a unifikacija sa elementom u bazi. 
 
Slu~aj B. Lista CWA-predikata je prazna (re`im rada sistema ADT) 
Za interni oblik upita ~DUZNIK(Zarko) nakon izvo|enja rezolvente PLATIO(Zarko) 
bi}e: 
 
1. S obzirom da ~injenica PLATIO(Zarko) ne postoji u bazi podataka onda sistem 
izvodi uspeh = 0 i saop{tava odgovor “nije izvodivo”, pa je odgovor sistema: Ne mo`e 
se tvrditi (dokazati) da je @arko du`nik. 
2. Ako ~injenicu PLATIO(Zarko) unesemo u bazu podataka sistem izvodi odgovor 
uspeh = 0, {to se tuma~i na isti na~in kao pod 1.  
U oba slu~aja nema novih rezolventi, a CWA-kontroler se ne uklju~uje, jer nema 
deklarisanih CWA-predikata.  
 
4.5.1. Korisni~ki aspekt - zadavanje upita i odgovori sistema 
 
Razvojem posebnog interfejsa mo`e se obezbediti visok komfor za rad korisnika bez 
potrebe za poznavanjem unutra{njih mehanizama BASELOG-sistema. Taj interfejs treba 
da obezbedi povezivanje internih odgovora u sistemu sa semanti~kim odgovorima koji 
se saop{tavaju korisniku. To je predstavljeno u tabeli 4.4. 
 
 
Interni rezultat rada 
BASELOG-sistema 
                Odgovor na upit korisniku 
 
 Upitni predikat je CWA Upitni predikat nije CWA 
1. Uspeh = 1 potvrdan (“DA”) potvrdan (“DA”) 
2. Uspeh = 0  
   i nema vi{e  rezolventi 
odri~an (“NE” - “NIJE”)  “NIJE IZVODIVO”  
(ne mora da zna~i NE) 
3. Uspeh = 0  
  i proces generisanja je 
prekinut 
 
    “NEIZVESNO”  
 
 
        “NEIZVESNO”  
 
 
      Tabela 4.4. 
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Na osnovu tabele 4.4. jasno se uo~ava bitna razlika u reagovanju sistema sa i bez 
CWA-kontrolera za slu~aj pod 2. 
 
Ako se radi o klasi~noj bazi podataka, onda praksa zahteva decidan odgovor, {to se 
obezbe|uje radom sa CWA-kontrolerom (na primer, platio - nije platio). 
 
Ako se radi o bazi znanja u obrazovnom ra~unarskom softveru, onda odgovor sa CWA 
ne bi bio prihvatljiv, ve} je prihvatljiv odgovor u re`imu bez CWA (U primeru 4.1. za 
paralelnost pravih iz odeljka 4.1., uz CWA, re`im daje neprihvatljiv odgovor: “A nije 
paralelno sa C”, dok je prihvatljiv odgovor: “nije izvodivo”, u re`imu bez CWA, za 
predikat “paralelno”). 
 
Treba naglasiti, da je bitna razlika ne samo u slu~aju pod 2. nego i u postojanju 
mogu}nosti da se uz CWA dobije uspeh=1, dok se bez CWA uspeh=1 ne mo`e dobiti. 
 
Primer 4.9. Data je relacija PLATIO(ime) ~ija je semantika spisak imena gra|ana koji 





i neka je definisana i slede}a sopstvena aksioma: 
 
     PLATIO(X)  DU@NIK(X) 
 
U internoj formi BASELOG-a ona ima slede}i oblik: 
 
      PLATIO(X)  DU@NIK(X) 
 
Ako se postavi upit nad ovom bazom podataka: 
 
     Da li je @arko du`nik? 
odnosno u internoj formi BASELOG-sistema: 
 
     ~DUZNIK(Zarko)&  
 
i ako je lista CWA-predikata prazna sistem daje slede}i odgovor: 
S obzirom da ~injenica PLATIO(Zarko) ne postoji u bazi podataka onda sistem izvodi 
uspeh = 0 i saop{tava odgovor “nije izvodivo”, pa je odgovor sistema: Ne mo`e se 
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Ako se u listu CWA-predikata unese predikat PLATIO odgovor BASELOG-sistema je: 
uspeh = 1 {to se tuma~i kao semanti~ki odgovor “da” na postavljeni upit, odnosno 
odgovor sistema je da je @arko du`nik. 
Do takvog odgovora sistem dolazi na slede}i na~in:  
Rezolucijom upita sa sopstvenom aksiomom izvodi se rezolventa PLATIO(Zarko). Nema 
vi{e novih rezolventi pa CWA-kontroler primenom CWA-pravila bri{e predikat PLATIO 
i izvodi prazan sastavak.  
 
Zato je va`no dobro odrediti semanti~ki aspekt upita i u vezi sa tim deklarisati koji 
predikati treba da budu CWA a koji ne. 
 
Za svaku konkretnu bazu, mogu se unapred odrediti i fiksirati predikati koji treba da 
budu CWA i oni koji treba da ostanu slobodni. To ne mora da radi korisnik, mada se  
korisniku mo`e, kao {to je to u BASELOG-u u~injeno, ostaviti mogu}nost da i sam 
deklari{e CWA-predikate.  
 
Projektant nastavne baze podataka u saradnji sa nastavnikom defini{e listu CWA-
predikata. Preporuke za definisanje liste CWA-predikata su: 
 
 ako je potrebno bazu podataka posmatrati kao zatvoren svet, onda lista CWA-
predikata treba da sadr`i sve predikate koji se pojavljuju u bazi podataka. To je 
slu~aj kod baze podataka koja sadr`i definicije iz neke oblasti ili se koristi za 
testiranje znanja u~enika. Odgovor na upit u~enika u tom slu~aju treba da bude 
decidan: “Da (Ne)” ili “Odgovor je ta~an (neta~an).” 
 Na primer, ako na postavljeno pitanje “Koliki je zbir uglova u trouglu?” u~enik 
odgovori “360o”, sistem na osnovu podataka u bazi treba u~eniku da saop{ti da je 
u~enikov odgovor neta~an. 
  
 U slu~aju da u~enik koristi bazu podataka radi dobijanja informacija ili sticanja 
novih znanja, onda baza podataka u kojoj nisu sadr`ana sva relevantna znanja treba 
da ima semantiku otvorenog sveta, i u tom slu~aju predikati koji se pojavljuju u 
bazi moraju imati status predikata za koje sistem radi u re`imu otvorenog sveta. To 
je zato da bi se omogu}ilo korisniku da slobodno postavlja upite, a da odgovori 
sistema na takve upite ne dovedu korisnika u zabludu (bolje je da odgovori budu 
neodre|eni, nego pogre{ni). 
 
Na primer, ako je u bazi definisana relacija posle, ali se ne nalaze podaci o boju na 
^egru i boju na Marici, onda u~enik mo`e da postavi pitanje: “Da li je boj na ^egru 
bio posle boja na Marici?”. Odgovor sistema }e biti “neizvesno”, dok ako bi “posle” 
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4.6. Komparacija BASELOG-sistema sa ADT, DATALOG-om i 
PROLOG-om 
 
4.6.1. Komparacija BASELOG-a sa ADT 
 
BASELOG-sistem je pro{irenje u odnosu na ADT putem liste CWA-predikata, CWA-
pravila i CWA-kontrolera. Ako je lista CWA-predikata prazna BASELOG-sistem radi u 
re`imu ADT sistema odnosno kao univerzalni rezolucijski sistem zasnovan na OL 
rezoluciji sa markiranim literalima. Pro{irenje u odnosu na ADT sistem dolazi do 
izra`aja samo kada lista CWA-predikata nije prazna. Ako lista CWA-predikata nije 
prazna, onda BASELOG-sistem elimini{e potrebu pisanja dodatnih aksioma za ADT 
sistem (koje je u praksi ~esto nemogu}e efektivno zapisati zbog njihove du`ine). Zato je 
BASELOG pro{irenje ADT sistema. 
 
Slede}i primer ilustruje situaciju u kojoj BASELOG-sistem radi kao pro{irenje ADT 
sistema, putem liste CWA-predikata, kojom se zamenjuje jedna duga~ka aksioma. 
 
Primer 4.10. U radu LHRB95 je opisan problem zadovoljenja generalizovanih 
zavisnosti podataka (E i T zavisnosti) metodom automatskog rezonovanja - upotrebom 
ADT sistema. Na ovom mestu uze}e se kao primer samo dokaz zadovoljenja T -
zavisnosti. T-zavisnost je formulisana u ML96. 
 
Za dokaz da T-zavisnost <, >, gde je  = (x1,y1,z1,w1), (x1,y2,z2,w2) i = 
(x1,y1,z2,w2), u relaciji r nije zadovoljena pomo}u putem ADT sistema definisan je 
slede}i polazni skup sastavaka S: 
 
1.P(x1,y1,z1,w1)  P(x1,y2,z2,w2)  P(x1,y1,z2,w2) (teorema o T - zavisnosti) 
 







Duga~ka aksioma kojom se zadaje kompletan opis prostora pretrage je oblika: 
 
6. (x,y,z,w) = (a1,b1,c1,d1)  (x,y,z,w) = (a2,b1,c2,d2)  (x,y,z,w) = (a1,b2,c1,d1)   
(x,y,z,w) = (a1,b2,c2,d2)  P(x,y,z,w) 
 
U implikativnoj formi aksiome 1. i 6. glase: 
1. (P(x1,y1,z1,w1)  P(x1,y2,z2,w2))  P(x1,y1,z2,w2) (uslov T - zavisnosti) 
 Poglavlje 4. Povezivanje koncepata otvorenog i zatvorenog sveta u sistem BASELOG 133 
2. ((x,y,z,w)  (a1,b1,c1,d1)  (x,y,z,w)  (a2,b1,c2,d2)  (x,y,z,w)  (a1,b2,c1,d1)  
(x,y,z,w)  (a1,b2,c2,d2))  P(x,y,z,w) 
 
Na osnovu ovako definisanog skupa uslova sistem ADT je generisao prazan sastavak, 
{to zna~i da relacija r, koja je predstavljena putem datih torki, ne zadovoljava T - 
zavisnost, {to je i trebalo dokazati.  
 
Kao {to se na osnovu ovog primera vidi, aksioma za zadavanje kompletnog prostora 
pretrage  ve} i za mali broj torki u bazi (u ovom slu~aju samo 4) ima veliku du`inu, a 
to je upravo i bio glavni razlog zbog kojeg se odustalo od njene prakti~ne primene (kao 
{to je to i obja{njeno u odeljku 4.1.). 
 
Sada }e se pokazati kako se ovaj isti primer realizuje upotrebom BASELOG-sistema, ali 
putem liste CWA predikata, kojom se elimini{e pisanje duga~ke aksiome. 
 
Lista CWA predikata sadr`i samo jedan predikat „P‟, i za njega BASELOG-sistem radi 
u re`imu zatvorenog sveta.  
 
Elementi baze podataka su predstavljeni putem predikata P i to su aksiome tipa BAKS 
(u internoj formi BASELOG-a). Aksiome 1.-5. su iste, dok duga~ka aksioma 6. nije 
potrebna. 
 
BASELOG-sistem generi{e prazan sastavak uz slede}e parametre koji defini{u okvir 
pretra`ivanja: 
- maksimalna (grani~na) dubina pretra`ivanja: 10 nivoa, 
- maksimalna du`ina rezolvente: 100 karaktera. 
 
U slu~aju da je dokaz na|en sistem daje korisniku slede}e informacije: 
uspeh = 1 
broj generisanih rezolventi - ovaj broj ozna`ava ukupan broj rezolventi koje je 
rezolucijska procedura generisala u toku izvo|enja dokaza 
maksimalno dostignuti nivo - maksimalna dubina dokaza do koje je do{la rezolucijska 
procedura u toku nala`enja dokaza. Ukupan broj nivoa je parametar koga korisnik mo`e 
da menja i na taj na~in uti~e na tok dokaza 
nivo na kojem je generisan prazan sastavak  
 
Na ovom primeru sistem daje slede}u poruku: 
Uspeh =1 
dokaz na|en 
broj generisanih rezolventi = 17 
maksimalno dostignuti nivo = 10 
nivo na kojem je generisan prazan sastavak = 10 
 
 
 Biljana Radulovi} / Projektovanje baza podataka u oblasti ORS 134 
DOKAZ: 
 
nivo = 1; centralni sastavak: P(X1,Y1,Z2,V2)~P(X1,Y2,Z2,V2) ~P(X1,Y1,Z1,V1)& 
2. bo~ni, 1. literal: 
 P(a1,b1,c1,d1)& 
 
nivo = 2; rezolventa: 
 P(a1,b1,Z2,V2) ~P(a1,Y2,Z2,V2)& 
2. bo~ni, 1. literal: 
 P(a1,b1,c1,d1)& 
 
nivo = 3; rezolventa: 
 P(a1,b1,c1,d1)& 
1. bo~ni, 2. literal: 
 P(X1,Y1,Z2,V2)~P(X1,Y2,Z2,V2)~P(X1,Y1,Z1,V1)& 
 
nivo = 4; rezolventa: 
 /P(a1,b1,c1,d1)P(a1,Y1,c1,d1)~P(a1,Y1,Z1,V1)& 
 
nivo = 5; rezolventa prethodnika: /P(a1,b1,c1,d1)P(a1,b1,c1,d1)& 
1. bo~ni, 2. literal: 
 P(X1,Y1,Z2,V2)~P(X1,Y2,Z2,V2)~P(X1,Y1,Z1,V1)& 
 
nivo = 6; rezolventa: 
 /P(a1,b1,c1,d1)/P(a1,b1,c1,d1)P(a1,Y1,c1,d1)~P(a1,Y1,Z1,V1)& 
 
nivo = 7; rezolventa prethodnika: /P(a1,b1,c1,d1)/P(a1,b1,c1,d1)P(a1,b1,c1,d1)& 
1. bo~ni, 3. literal: 
 P(X1,Y1,Z2,V2)~P(X1,Y2,Z2,V2)~P(X1,Y1,Z1,V1)& 
 
nivo = 8; rezolventa: 
 /P(a1,b1,c1,d1)/ P(a1,b1,c1,d1)/ P(a1,b1,c1,d1)P(a1,b1,Z2,V2)~P(a1,Y2,Z2,V2)& 
5. bo~ni, 1. literal: 
 P(a1,b2,c2,d2)& 
 
nivo = 9; rezolventa: 
 /P(a1,b1,c1,d1)/ P(a1,b1,c1,d1)/ P(a1,b1,c1,d1)P(a1,b1,c2,d2)& 
brisanje po CWA-pravilu 
 
nivo = 10; rezolventa 
 & 
DOKAZ JE ZAVR[EN 
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Na osnovu ovog primera vidi se da je putem liste CWA-predikata u BASELOG-sistemu 
eliminisana potreba za pisanjem duga~ke aksiome, koja je bila neophodna za rad ADT 
sistema, pa na osnovu ovoga zaklju~uje da je BASELOG-sistem pro{irenje u odnosu na 
ADT sistem u smislu istog efekta, ali uz manje zahteve. 
 
 
4.6.2. Komparacija BASELOG-a sa DATALOG-om 
 
DATALOG radi u re`imu zatvorenog sveta kao {to je opisano u odeljku 3.3.1. 
BASELOG-sistem, je kao {to je to napred obja{njeno, uop{tenje u odnosu na rad 
DATALOG-a, jer je mogu} rad i u otvorenom, u zatvorenom i u poluotvorenom - 
poluzatvorenom re`imu rada. Ovaj poslednji re`im rada zna~i da su samo neki predikati 
deklarisani kao CWA-predikati ali ne svi predikati iz programa. 
 
Stav 4.1. Ako su svi predikati deklarisani kao CWA-predikati, koji su navedeni u listi 




Neka je na nivou l BASELOG-sistem generisao slede}i centralni sastavak: 
 
     D1:  L1...Lp, 
 
gde su Li - literali, Lp: R(w1,...,wm), gde je R predikat (naziv predikata). R  CWA,  
gde je CWA skup svih predikata koji se pojavljuju u programu. 
 
Tada su za D1 mogu}e slede}e tri opcije: 
 
1) Iz D1 se rezolucijom prethodnika izvodi rezolventa prethodnika - novi centralni 
sastavak na nivou l+1, oblika: 
 
   a)  D:  L1...Ls,   1  s  p-1,  
ili 
   b)      D je prazan sastavak 
( je zamena rezolucije prethodnika, videti u odeljku 3.1.2.) 
 
2) Iz D1 i D2 OL rezolucijom se izvodi rezolventa - novi centralni sastavak na nivou 
l+1. 
Neka je bo~ni literal D2 oblika:     
 
     Q1...Qk...Qr,    1  k  r 
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takav da za zamenu  va`i poklapanje Q‟k sa Lp, pri ~emu je Qk komplementaran u 
odnosu na negaciju literalu Lp (Q‟k je Qk bez simbola negacije). Qk je oblika 
R(u1,...,um), u1,...,um su termi,  i 
 
    Q‟k  Lp  R(u1,...,um)  R(w1,...,wm). 
 
Tada je rezolventa: 
 
    D: L1...Lk/Lp-1Q1...Qk-1Qk+1...Qr 
 
3) Ne postoji mogu}nost izvo|enja nove rezolvente na l+1 nivou.  
Sledi, ne postoji bo~ni sastavak D2 sa k-tim literalom Qk, koji je komplementaran 
literalu Lp ili ne postoji unifikator  za Q‟k i Lp. 
 
U opcijama pod 1) i 2) oba sistema rade bez kori{}enja CWA i na osnovu potpunosti 
sistema logi~kog izvo|enja dovode do istih rezultata. Preostaje za dokaz samo slu~aj 3) 
kad izvo|enje rezolvente nije mogu}e. 
 
U opciji 3) u programu ne postoji literal oblika R(u1,...,um) koji se za neko  
ujedna~ava sa R(w1,...,wm). Literal R(w1,...,wm) se ne mo`e pobiti rezolucijskom 
procedurom, pa sledi da R(w1,...,wm) nije dokazivo (izvodivo) iz BASELOG programa 
rezolucijom (R(w1,...,wm) nije teorema, odnosno nije logi~ka posledica aksioma), bez 
principa CWA. 
 
Kad R(w1,...,wm) nije logi~ka posledica aksioma, onda za R(w1,...,wm) postoje dve 
mogu}nosti: 
 
3a) R(w1,...,wm) jeste logi~ka posledica aksioma, 
3b) R(w1,...,wm) nije logi~ka posledica aksioma. 
 
U takvoj situaciji za literal R(w1,...,wm) postoje dve mogu}e opcije: 
 
3a) Postoji unifikator za R(w1,...,wm) i neki j-ti element baze (1jn, n je ukupan broj 
torki (elemenata) baze). 
3b) Ne postoji unifikator za R(w1,...,wm) za j-ti element baze, j, (j1,...,n). 
 
Slu~aj 3a). Neka je  unifikator za R(w1,...,wm) i j-ti element baze R(u1,...,um), odnosno 
 
    R(w1,...,wm)  R(u1,...,um) 
 
Rezolucija nije mogu}a, jer literali nisu komplementarni. Literal R(w1,...,wm) je izvodiv 
iz aksioma unifikacijom, pa je R(w1,...,wm) logi~ka posledica aksioma i kao takva se ne 
mo`e pobiti, (R(w1,...,wm) se mo`e pobiti). 
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Dakle, u ovom slu~aju R(w1,...,wm) jeste logi~ka posledica aksioma i R(w1,...,wm) nije 
logi~ka posledica aksioma. 
 
U BASELOG-u se na takvo R(w1,...,wm) ne mo`e primeniti brisanje iz CWA-pravila, a 
u DATALOG-u se za takvo R(w1,...,wm) ne primenjuje CWA-princip. Oba sistema rade 
bez kori{}enja CWA u skladu sa op{tom deduktivnom logikom i dovode do istih 
rezultata. 
 
Slu~aj 3b) R(w1,...,wm) se ne mo`e unificirati ni sa jednim literalom iz baze (niti se 
mo`e pobiti pomo}u sopstvenih aksioma, jer bi to bio slu~aj pod 1) ili 2)). CWA-
pravilo u BASELOG-sistemu bri{e R(w1,...,wm) {to odgovara rezoluciji sa R(w1,...,wm). 
Time se usvaja da je R(w1,...,wm) dodatna aksioma. Dakle, primena CWA-pravila u 
BASELOG-u zna~i prihvatanje da je R(w1,...,wm) izvodivo. Tada R(w1,...,wm) ne mo`e 
biti izvodivo ni iz DATALOG programa, pa se po CWA principu u DATALOG-u 
usvaja ta~nost R(w1,...,wm). Sledi, ako BASELOG-sistem usvaja R(w1,...,wm) onda i 
DATALOG-sistem usvaja R(w1,...,wm). 
 
Obrnuto, ako DATALOG program usvoji R(w1,...,wm) po principu CWA, to zna~i da 
R(w1,...,wm) nije izvodivo, pa se R(w1,...,wm) ne nalazi u bazi. Tada unifikacija 
R(w1,...,wm) ni sa jednim literalom iz baze nije mogu}a, pa se u BASELOG-u 
primenjuje CWA - pravilo, odnosno usvaja se da je R(w1,...,wm) dodatna aksioma u 
BASELOG-sistemu.  
 
Ovim je dokazano da BASELOG-sistem usvaja R(w1,...,wm) akko DATALOG-sistem 
usvaja R(w1,...,wm) (pod pretpostavkom da je R deklarisan kao CWA-predikat). 
 
Sledi, da ako su svi predikati u BASELOG-sistemu uzeti za CWA-predikate, onda 
BASELOG-sistem radi kao DATALOG.  
 
Time je dokaz zavr{en.  
 
Primer 4.11. U literaturi CGT89 se nalazi slede}i primer: 
Dat je program Ps gde je simbolom d ozna~en EDB predikat, odnosno predikat sadr`an 
u bazi podataka (pojam EDB predikata obja{njen je u odeljku 3.3.1.), simbolima r1,...,r5 
ozna~ene su sopstvene aksiome, koje se u CGT89 nazivaju pravilima izvo|enja. 
 
 r1: p(X,Y) : q(X,Y), s(X,Y). 
 r2: q(X,Y) :  q(X,Z), q(Z,Y). 
 r3: q(X,Y) :  d(X,Y), r(X,Y). 
 r4: r(X,Y) :  d(Y,X). 
 r5: s(X,Y) :  q(X,Z), q(Y,T), XY 
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Kao rezultat rada ovog DATALOG programa u CGT89 je izvedena ~injenica p(b,a). 
 
Pokaza}e se kako se ova ~injenica mo`e izvesti pomo}u BASELOG-sistema. 
 
Polazi se od negacije tvr|enja: 
 
     ~P(b,a)& 
{to se priklju~uje sopstvenim aksiomama. 
 
Ostale sopstvene aksiome su r1,...,r5 iz programa Ps, a bazne aksiome su odre|ene 
torkama sa EDB predikatima. Oznaka za kraj aksiome je „&‟ a za negaciju „~’, simbol 
disjunkcije se ne pi{e. 
 
U internoj formi BASELOG-sistema sopstvene aksiome iz programa Ps imaju slede}i 
izgled: 
 
AKS1=„Q(X1,Y1)~S(X1,Y1)P(X1,Y1)&‟   od r1 
AKS2=„~Q(X1,Z1)~Q(Z1,Y1)Q(X1,Y1)&‟   od r2 
AKS3=„~D(X1,Y1)R(X1,Y1)Q(X1,Y1)&‟   od r3 
AKS4=„~D(Y1,X1)R(X1,Y1)&‟    od r4 
AKS5=„=(X1,Y1)~Q(X1,Z1)~Q(Y1,T1)S(X1,Y1)&‟ od r5 
AKS6=„~P(b,a)&‟      od negacije tvr|enja 
 





gde su (a,b),(b,c),(e,e) torke (parovi) iz baze, a D je EDB predikat. 
 
Neka je definisana lista CWA-predikata u kojoj se nalaze svi predikati koji u~estvuju u 
programu. Ova lista ima slede}i izgled u BASELOG-sistemu: 
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To zna~i da na osnovu ovako definisane liste CWA-predikata (svi predikati koji 
u~estvuju u programu su CWA) BASELOG-sistem radi u re`imu zatvorenog sveta 
odnosno na isti na~in kao i DATALOG. 
 
BASELOG-sistem generi{e prazan sastavak uz slede}e parametre koji defini{u okvir 
pretra`ivanja: 
- maksimalna (grani~na) dubina pretra`ivanja: 10 nivoa, 
- maksimalna du`ina rezolvente: 70 karaktera. 
 
Dokaz ima slede}i izgled: 
Uspeh =1 
dokaz na|en 
broj generisanih rezolventi = 20 
maksimalno dostignuti nivo = 10 
nivo na kojem je generisan prazan sastavak = 10 
 
nivo = 1; centralni sastavak: ~P(b,a) 
1. bo~ni, 3. literal: 
 Q(X1,Y1)~S(X1,Y1)P(X1,Y1)& 
 
nivo = 2; rezolventa: 
 /~P(b,a)Q(b,a) ~S(b,a)& 
5. bo~ni, 4. literal: 
 =(X1,Y1)~Q(X1,Z1)~Q(Y1,T1)S(X1,Y1)& 
 
nivo = 3; rezolventa: 
 /~P(b,a)Q(b,a)/~S(b,a)=(b,a)~Q(b,Z1)~Q(a,T1)& 
3. bo~ni, 3. literal: 
 ~D(X1,Y1)R(X1,Y1)Q(X1,Y1)& 
 
nivo = 4; rezolventa: 
 /~P(b,a)Q(b,a) /~S(b,a)=(b,a)~Q(b,Z1) /~Q(a,Y1)~D(a,Y1)R(a,Y1)& 
brisanje po CWA-pravilu 
 
nivo = 5; rezolventa: 
 /~P(b,a)Q(b,a) /~S(b,a)=(b,a)~Q(b,Z1) /~Q(a,Y1)~D(a,Y1)& 
8. bo~ni, 1. literal: 
 D(a,b)& 
 
nivo = 6; rezolventa: 
 /~P(b,a)Q(b,a) /~S(b,a)=(b,a)~Q(b,Z1)& 
3. bo~ni, 3. literal: 
 ~D(X1,Y1)R(X1,Y1)Q(X1,Y1)& 
nivo = 7; rezolventa: 
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 /~P(b,a)Q(b,a) /~S(b,a)=(b,a)/~Q(b,Y1)~D(b,Y1)R(b,Y1)& 
brisanje po CWA-pravilu 
 
nivo = 8; rezolventa: 
 /~P(b,a)Q(b,a) /~S(b,a)=(b,a)/~Q(b,Y1)~D(b,Y1)& 
9. bo~ni, 1. literal: 
 D(b,c)& 
 
nivo = 9; rezolventa: 
 /~P(b,a)Q(b,a)& 
brisanje po CWA-pravilu 
 
nivo = 10; rezolventa: 
 & 
DOKAZ JE ZAVR[EN  
 
Napomena: Na nivou 9 rezolventa je odre|ena primenom tehnike za rad sa jednako{}u, 
koja je sastavni deo ADT sistema (procedura ikomb). Su{tina te tehnike je u brisanju 
literala =(t1,t2) kad se termi t1 i t2 ne mogu unificirati, {to zamenjuje rezoluciju sa 
=(t1,t2). Ovu tehniku su razradili P. Hotomski i I. Berkovi}, videti u LHRB95. 
 
Sledi, BASELOG-sistem je dokazao ~injenicu P(b,a). 
 
Ako se parametar maksimalne du`ine rezolvente smanji na 65, pri istoj dubini, dobija se 
identi~an dokaz, ali je ukupan broj generisanih rezolventi manji, odnosno 19. Ako se 
pove}a maksimalna dubina sa 10 na 12 nivoa, pri istoj maksimalnoj du`ini rezolvente 
65 generi{e se ukupno ve}i broj rezolventi, odnosno 37, a dobija se identi~an dokaz.  
Ishodi rada BASELOG-sistema za razli~ite vrednosti parametara du`ine rezolvente i 
dubinu pretrage  u slu~aju  kada su svi predikati iz programa deklarisani kao CWA-








Nivo na kojem je 
gen. prazan sast. 
Nivo=10;  
Du`ina rezolvente=70 CH 
      20       10        10 
Nivo=10;  
Du`ina rezolvente=65 CH 
      19       10        10 
Nivo=12;  
Du`ina rezolvente=65 CH 
      37       10        10 
 
     Tabela 4.5. 
Napomena: oznaka CH u tabeli zna~i „karakter‟ 
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To ukazuje da efikasnost BASELOG-sistema u odnosu na obim pretrage bitno zavisi od 
vrednosti parametara koji odre|uju maksimalnu du`inu rezolvente i maksimalnu dubinu. 
 
Zna~ajno je uo~iti, da BASELOG-sistem dopu{ta variranje liste CWA-predikata. Tako, 
ako se u listi CWA navedu samo slede}i predikati: 
 
CWA1=„Q‟    
CWA2=„R‟ 
BASELOG-sistem generi{e isti dokaz za parametre pretra`ivanja du`ine 70 i dubine 10, 
a ukupan broj generisanih rezolventi je 18.  
Za maksimalnu du`inu rezolvente 65, pri istoj dubini generi{e se identi~an dokaz, a 
ukupan broj generisanih rezolventi je 17.  
Za maksimalnu dubinu od 12 nivoa, ukupan broj generisanih rezolventi je 31, dok je 
dokaz identi~an prethodnom. 









Nivo na kojem je 
gen. prazan sast. 
Nivo=10;  
Du`ina rezolvente=70 CH 
      18       10        10 
Nivo=10;  
Du`ina rezolvente=65 CH 
      17       10        10 
Nivo=12;  
Du`ina rezolvente=65 CH 
      31       10        10 
 
     Tabela 4.6. 
 
Me|utim, u slu~aju da bar jedan od predikata Q ili R nije deklarisan u listi CWA-
predikata ili je lista CWA prazna, BASELOG-sistem ne nalazi dokaz tvr|enja p(b,a), {to 
je u skladu sa o~ekivanjem. 
 
Primer 4.11.1. Ako se u listi CWA-predikata nalazi samo „R‟ rezultat rada BASELOG-
sistema u slu~aju parametara: 
- maksimalna (grani~na) dubina pretra`ivanja: 10 nivoa, 
- maksimalna du`ina rezolvente: 100 karaktera. 
 
uspeh =2 
neizvestan ishod dokazivanja 
broj generisanih rezolventi = 57 
maksimalno dostignuti nivo = 10  
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Dakle, rade}i u sistemu zatvorenog sveta, BASELOG-sistem daje iste rezultate kao 
DATALOG-sistem. U re`imu otvorenog sveta BASELOG-sistem daje korektne rezultate, 
koji se u DATALOG-u ne mogu dobiti. 
 
Slede}i primer ilustruje situaciju u kojoj DATALOG-sistem ne daje semanti~ki 
prihvatljiv odgovor, dok BASELOG daje semanti~ki prihvatljiv odgovor. 
 
Primer 4.12. Neka je DATALOG program odre|en slede}im IDB i EDB predikatima: 
IDB predikati u pravilima: 
   r1:  paralelno(X,Y):- paralelno(Y,X). 







DATALOG-sistem na osnovu ovog programa ne uspeva da izvede ~injenicu 
paralelno(a,c), pa po CWA principu prihvata da je istina paralelno(a,c). To u odnosu 
na koncept zatvorenog sveta DATALOG-a predstavlja o~ekivan odgovor, koji me|utim, 
nije u skladu sa stvarnim stanjem. Naime, u programu nedostaje znanje o tranzitivnosti 
paralelnosti.  
 
Realizacija ovog programa u BASELOG-sistemu nema ovaj nedostatak. U stvari, 
BASELOG-sistem na upit “paralelno(a,c)”, pri ~emu paralelno nije deklarisan kao 
CWA-predikat, daje: 
 
uspeh = 0 i nema vi{e rezolventi 
neizvestan ishod dokazivanja 
broj generisanih rezolventi = 11 
maksimalno dostignuti nivo = 6 
 
odn. odgovor BASELOG-sistema u ovom slu~aju je “NIJE IZVODIVO” odnosno “NIJE 
MI POZNATO”, {to je sa stanovi{ta obrazovnog ra~unarskog softvera prihvatljivo, dok 
je odgovor DATALOG-a sa istog stanovi{ta neprihvatljiv (dezinformi{u}i).  
 
Upravo to daje prednost BASELOG-u u projektovanju baza podataka u oblasti 
obrazovnog ra~unarskog softvera. Uzimaju}i u obzir ~injenicu da BASELOG-sistem 
pro{iruje mogu}nosti DATALOG-a u navedenom smislu, a poklapa se sa njim u radu sa 
onim bazama podataka, kod kojih je usvojen koncept zatvorenog sveta, uvo|enje 
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4.6.3. Komparacija BASELOG-a sa PROLOG-om 
 
Rad PROLOG-sistema temelji se na koncepciji KONA^NOG NEUSPEHA: 
“Element cilja koji sadr`i negaciju, oblika notC je zadovoljen ako svaki poku{aj 
zadovoljenja cilja C trpi kona~an neuspeh (ne postoji za C kona~no stablo pretra`ivanja 
sa granom uspeha). U suprotnom, ako za C postoji kona~no stablo pretra`ivanja sa 
granom uspeha, onda cilj notC trpi kona~an neuspeh i ne mo`e se zadovoljiti”. Hot95  
 
Ovakva koncepcija ne odgovara logi~kom tretmanu negacije i dovodi do nekorektnih 
odgovora PROLOG-sistema. Da bi se oni izbegli uvode se razna ograni~enja na 
upotrebu negacije u PROLOG-u i razne tehnike, koje poma`u, ali ne elimini{u u 
potpunosti mogu}nost generisanja nekorektnih odgovora u vezi sa predikatima koji ne 
predstavljaju relevantna znanja sadr`ana u PROLOG programu shva}enom kao 
ZATVOREN SVET. 
 
Logi~ki korektan tretman negacije u BASELOG-u elimini{e takve nekorektnosti, ali 
dopu{ta “namerni” tretman pojedinih (svih, nekih ili nijednog) predikata u zatvorenom 
svetu. To se mo`e ilustrovati na slede}em primeru. 
 
Primer 4.13. Posmatra se slede}i program: 
 
  visok(X): - not nizak(X), covek(X). 
  covek(marko). 
  covek(slavica). 
  nizak(mirko). 
 
Na pitanje ?- visok(slavica) PROLOG-sistem daje odgovor yes. 
 
Me|utim, na pitanje ?- visok(X) sistem daje odgovor no.” 
 
U odeljku 3.2.2. je detaljnije obja{njena i strategija kona~nog neuspeha u PROLOG-u i 
dato je tuma~enje ovih odgovora. 
 
Pokaza}e se kako je ovaj primer realizovan pomo}u BASELOG-sistema. Navedeni 
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Slu~aj A. Rad BASELOG-sistema u re`imu zatvorenog sveta.  
 
U tom slu~aju se u listi CWA-predikata nalaze svi predikati koji u~estvuju u programu. 




Ako se postavi pitanje: Da li je Slavica visoka? odnosno u internoj formi BASELOG-
sistema ovo pitanje ima oblik: 
 
    ~VISOK(Slavica)& 
 
Rezultat rada BASELOG-sistema je: 
uspeh = 1 
broj generisanih rezolventi = 3 
maksimalno dostignuti nivo = 4 
nivo na kojem je generisan centralni sastavak = 4 
 
nivo = 1; centralni sastavak: ~VISOK(Slavica)& 
1. bo~ni, 1. literal: 
 VISOK(X1)~COVEK(X1)NIZAK(X1)& 
 
nivo = 2; rezolventa: 
 /~VISOK(Slavica)~COVEK(Slavica)NIZAK(Slavica)& 
brisanje po CWA-pravilu 
 
nivo = 3; rezolventa: 
 /~VISOK(Slavica)~COVEK(Slavica)& 
5. bo~ni, 1. literal: 
 COVEK(Slavica)& 
 
nivo = 4; rezolventa: 
 & 
DOKAZ JE ZAVR[EN 
 
Zna~i, BASELOG-sistem je dao isti odgovor kao i PROLOG-sistem: “Da, Slavica je 
visoka”, jer je radio u re`imu zatvorenog sveta odnosno kao i PROLOG-sistem. 
 
Dalje, ako se postavi pitanje “Ima li visokih ljudi?” odnosno u internoj formi 
BASELOG-sistema ovo pitanje ima oblik: 
 
    ~VISOK(X1)& 
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BASELOG-sistem }e raditi na slede}i na~in: Generi{e rezolventu sa AKS1: 
/~VISOK(X1)~COVEK(X1)NIZAK(X1)&. Kako nema komplementarnog literala sa 
NIZAK(X1) dalja rezolucija nije mogu}a pa se uklju~uje CWA-kontroler. CWA-
kontroler utvr|uje da je mogu}a unifikacija literala NIZAK(X1) sa elementom baze 
NIZAK(Mirko). Zato se CWA-pravilo ne primenjuje i ne mo`e se generisati nova 
rezolventa. Dokaz se zavr{ava bez generisanja sastavka. BASELOG-sistem daje odgovor: 
 
uspeh = 0 
dokaz nije na|en 
 
{to zna~i da “Nema visokih ljudi” i taj odgovor se poklapa sa odgovorom PROLOG-
sistema. 
 
Prime}uje se da su oba odgovora nekorektna, jer ne slede iz programa. Dobijeni su kao 
posledica kona~nog neuspeha, odnosno, tretmana svih predikata u zatvorenom svetu. Sa 
stanovi{ta semantike baze i upita nedopustivo je ove predikate proglasiti za CWA, 
odnosno treba ih posmatrati u otvorenom svetu. PROLOG to ne omogu}ava, dok 
BASELOG dopu{ta takvu mogu}nost. To je slede}i slu~aj B. 
Slu~aj B. Sada }e biti pokazano da BASELOG-sistem radi kao univerzalni ADT sistem 
sa logi~ki korektnim izvo|enjem zaklju~aka ako je lista CWA-predikata prazna, 
odnosno, BASELOG-sistem radi u re`imu otvorenog sveta. 
Pod istim uslovima (sopstvene aksiome, bazne aksiome) kao u slu~aju A, samo s tom 
razlikom {to je lista CWA-predikata prazna, rezultat rada BASELOG-sistema na upit 
~VISOK(Slavica)& je: 
 
Nemogu}nost generisanja novih rezolventi nakon generisanja rezolvente 
/~VISOK(Slavica)~COVEK(Slavica)NIZAK(Slavica)&, jer NIZAK nije CWA-predikat.  
 
Zato sistem saop{tava odgovor: 
uspeh = 0 
dokaz nije na|en 
broj generisanih rezolventi = 1 
maksimalno dostignuti nivo = 2 
 
koji se u skladu sa tabelom 4.4. tuma~i kao “NIJE IZVODIVO”. To zna~i da se na 
osnovu datih ~injenica i pravila ne mo`e zaklju~iti da je Slavica visoka. 
 
Na postavljeno pitanje “Ima li visokih ljudi?” odnosno u internoj formi BASELOG-
sistema: 
 
    ~VISOK(X1)& 
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iz istih razloga sistem, tako|e, daje odgovor “NIJE IZVODIVO” {to je korektno, jer se 
u bazi ne pominju visoki ljudi.  
 
PROLOG-sistem omogu}ava nala`enje vi{e razli~itih na~ina zadovoljenja postavljenog 
cilja i dobijanje odgovora na upit, koji nisu u potpunosti instancirani konstantama. 
BASELOG-sistem, tako|e, omogu}ava dobijanje vi{e re{enja. To ilustruje slede}i 
primer: 
 











Na postavljeno pitanje “Ima li visokih ljudi?” odnosno u internoj formi BASELOG-a: 
 
    ~VISOK(X1)& 
sistem daje odgovore: 
 
 zamena: Jova/X1* 
  
 zamena: Mira/X1* 
 
pri ~emu izraz “Jova/X1” ozna~ava da se promenljiva X1 instancira sa termom “Jova”, 
a simbolom “*” ozna~ava se kraj zamene.  
 
O na~inima na osnovu kojih se izra~unava odgovor, odnosno, dolazi do vi{e razli~itih 
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4.7. Informacije o programskoj realizaciji BASELOG-sistema i 
mogu}nostima pro{irenja 
 
BASELOG-sistem je implementiran na personalnom ra~unaru i radi pod MS-DOS 
operativnim sistemom. Implementacija je izvr{ena na ra~unaru klase IBM PC 486. 
Realizacija je izvr{ena na programskom jeziku Pascal (Turbo Pascal ver. 6.0 kompanije 
Borland International Inc.). Baza podataka je kreirana upotrebom softvera za baze 
podataka FoxPro ver. 2.6 za operativni sistem DOS kompanije Ashton Tate. Podaci su 
memorisani u datoteci koja je DBF formata. 
 
S obzirom da je BASELOG-sistem pro{irenje u odnosu na ADT sistem Ber94, 
potrebno je re}i da se ADT sistem zasniva na lineranoj ure|enoj OL rezoluciji sa 
markiranim literalima. Projektovani sistem ADT je sistem sa varijabilnim strategijama 
pretra`ivanja i on raspola`e sa tri sintaksne strategije pretra`ivanja: strategija pregleda u 
{irinu, strategija pregleda u dubinu i kombinovana strategija. U Ber94 je pokazano da 
je dubinska strategija najefikasnija, pa je u razvoju BASELOG-sistema upotrebljen ADT 
sistem koji koristi dubinsku strategiju. 
 
Kao {to je re~eno u odeljku 4.4., BASELOG-sistem je pro{irenje u odnosu na ADT 
sistem putem liste CWA-predikata, CWA-kontrolera i aksioma tipa BAKS. Ove 
komponente BASELOG-sistema programski su implementirane na slede}i na~in: 
 
 Lista CWA-predikata realizovana je u BASELOG-sistemu putem niza CWA. Niz 
CWA ima du`inu od brcwa ~lanova i du`inu ovog niza mo`e da defini{e korisnik. 
 
 CWA-kontroler je realizovan putem procedure cwa_kontroler ~iji se listing nalazi u 
prilogu. Ova procedura se poziva u proceduri idubrez. Lista parametara procedure 
idubrez je pro{irena, zbog implementacije CWA-kontrolera, slede}im parametrima: 
 1. aks, baks, cwa parametri koji su tipa akss. (Tip akss je niz stringova ~ija je 
du`ina jednaka maksimalnom broju aksioma u sistemu) 
 2. sn i bn - broj sopstvenih i baznih aksioma, 
 3. brcwa - broj CWA-predikata u listi CWA 
4. cwa_dn  (lokalna promenljiva procedure idubrez). Ova promenljiva je tipa niz, ~iji 
su elementi celi brojevi. Maksimalna du`ina ovog niza je jednaka maksimalnom 
broju nivoa pretrage. Elementi ovog niza dobijaju vrednost 1, ako je CWA-pravilo 
bilo primenjeno na datom nivou pretrage, u suprotnom dobijaju vrednost 0. 
 
U proceduri cwa_kontroler poziva se procedura iunifi. Ova procedura ima izlazni 
parametar - promenljivu uspeo_uni, ~ija je vrednost 0, ako poku{aj unifikacije 
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Ako poku{aj unifikacije nije uspeo, pozivaju se procedure isaz, iskr i ibris za realizaciju 
operacije brisanja poslednjeg literala iz rezolvente i operacije sa`imanja i skra}ivanja. 
 Aksiome tipa BAKS su definisane putem niza tipa akss ~iju du`inu odre|uje 
korisnik. Elementi ovog niza su tipa string i du`inu tih elemenata, tako|e, odre|uje 
korisnik. Aksiome tipa BAKS mogu}e je formirati ili uno{enjem putem tastature ili 
putem postupka za formiranje predikata (aksioma) na osnovu podataka u DBF 
formatu, {to je opisano u poglavlju 5. Realizovano je u~itavanje cele baze podataka 
u operativnu memoriju. 
 
Mogu}nosti pro{irenja BASELOG-sistema su: 
 
 razvoj korisni~kog interfejsa za davanje semanti~kih odgovora koji }e omogu}iti 
korisniku da koristi sistem bez potrebe za poznavanjem unutra{njih mehanizama 
BASELOG-sistema. Kao {to je obja{njeno u odeljku 4.5.1. taj interfejs treba da 
obezbedi povezivanje internih odgovora u sistemu sa semanti~kim odgovorima koji 
se saop{tavaju korisniku, 
  
 putem posebnih interfejsa mo`e se obezbediti uklju~ivanje samo aktuelnog segmenta 
realne baze u re`im rada BASELOG-sistema, 
  
 razvoj interfejsa za uklju~ivanje realne baze podataka koja se nalazi i u drugim 
formatima kao {to su: ORACLE, Access (trenutno je razvijen interfejs za u~itavanje 
podataka iz DBF formata). 
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5. PROJEKTOVANJE BAZA PODATAKA U OBRAZOVNOM 
   RA^UNARSKOM SOFTVERU POMO]U BASELOG 
   SISTEMA 
 
 
5.1. Op{ti koncept obrazovnog ra~unarskog softvera koji koristi     
deduktivne baze zasnovane na BASELOG-sistemu 
 
Op{ti koncept projektovanja baza podataka u oblasti obrazovnog softvera mogao bi da 
se defini{e sa`eto na slede}i na~in: s obzirom da se baze podataka u obrazovanju 
posmatraju zavisno od sadr`aja kao otvoren svet ili kao zatvoren svet, potrebno ih je 
projektovati tako da se uklju~e ove mogu}nosti. 
 
Osnovna karakteristika BASELOG-sistema je integracija koncepata otvorenog i 
zatvorenog sveta u jedinstven sistem. Izborom liste CWA-predikata, projektant nastavne 
baze podataka upravlja pona{anjem BASELOG-sistema i omogu}uje dobijanje preciznih 
i korektnih odgovora i elimini{e mogu}nost davanja nedopustivih odgovora. Zato se 
procedura, kojom je realizovan ovaj koncept i zove CWA-kontroler. 
 
BASELOG-sistem se mo`e koristiti u nastavi na slede}e na~ine: 
 
 kao upitni jezik nad bazom podataka. Oblici upita mogu biti: 
 1) Da li je Slavica visoka? (?- visok(slavica)) 
 Odgovori BASELOG-sistema na upite ovog oblika su: Da, Ne, Neizvesno. 
 2) Odgovori na ciljeve koji nisu u potpunosti instancirani konstantama, odnosno      
dobijanje vi{e mogu}ih odgovora na upit: 
 2.a Lista visokih ljudi:  (?- visok(X)) 
 2.b Prika`i imena i prezimena studenata iz Zrenjanina koji su na smeru informatika:   
(izaberi(X1,X2):- student(X1,X2, Zrenjanin, informatika)) 
 2.c Prika`i dela Laze Lazarevi}a: (?- delo(Laza, Lazarevic, X1)) 
 
 upotrebom sistema automatskog rezonovanja (BASELOG-sistema) mo`e se 
dedukovati ~injenica koja se ne nalazi u bazi podataka, odnosno, u odnosu na 
klasi~ne baze podataka pristup upotrebom ovakvih sistema zna~i mogu}nost 
dobijanja odgovora na upite, ~ije se komponente ne nalaze u bazi podataka, ve} se 
odgovor dedukuje na osnovu ~injenica i znanja, automatskim logi~kim rasu|ivanjem. 
 
 kao sistem koji poku{ava da izvede protivre~nost odnosno da doka`e da negacija 
izjave logi~ki sledi iz kreirane baze znanja i kao sistem za proveru u~eni~kih 
hipoteza   
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(primeri se nalaze u odeljku 2.3.2. Provera u~eni~kih hipoteza u dijalo{kim sistemima). 
 
Odre|ivanje CWA-predikata u projektovanju obrazovnog softvera 
 
Odre|ivanje CWA-predikata mo`e se opisati na slede}i na~in: 
 
 Ako je svojstvo potpuno opisano u bazi, odnosno, baza podataka je semanti~ki 
kompletna u odnosu na predikat koji odgovara tom svojstvu, onda se takav predikat 
uzima za CWA-predikat. 
 
 U suprotnom, kada projektant baze nije siguran da je u bazi odrazio sve relevantne 
aspekte nekog svojstva, onda odgovaraju}i predikat ne sme da bude deklarisan kao 
CWA-predikat. 
 
Sa`eto re~eno, princip izbora CWA-predikata glasi: 
 
Predikat se deklari{e kao CWA-predikat akko je baza kompletna u odnosu na svojstvo 
koje taj predikat opisuje. 
 
CWA-predikat je onaj predikat iz baze, za koga je potrebno da sistem radi u re`imu 
zatvorenog sveta. To je slu~aj kod testiranja (predikati koji su re{enja) ili kod definicija 
pojmova (baza podataka koja sadr`i definicije pojmova). Na primer: baza podataka 
sadr`i informacije o jugoslovenskim rekama (predikat JUGOSL_REKA), ili, baza 
podataka sadr`i definicije osnovnih geometrijskih figura (predikat TROUGAO, 
KVADRAT), ili baza podataka sadr`i informacije o ameri~kim piscima (predikat 
AMER_PISAC). 
 
Za predikate koji su u listi CWA BASELOG-sistem radi u re`imu DATALOG-a 
(zatvoreni svet). Za sve ostale predikate BASELOG-sistem radi u re`imu sistema ADT 
(otvoreni svet), pri ~emu je sistem oslobo|en nedostatka PROLOG-a u odnosu na 
tretman negacije i koncepciju kona~nog neuspeha. 
 
Prilikom odre|ivanja CWA-predikata mora se precizno znati semantika predikata. 
Projektant nastavne baze podataka mora dobro da zna u kom obliku i u kom obimu se 
nalaze podaci u bazi (da li svi podaci o krugu, da li su podaci o zbiru uglova u trouglu 
u stepenima ili radijanima). 
 
Predikati koji se koriste u testiranju moraju biti CWA-predikati. Na primer, u slu~aju da 
se postavi pitanje u~eniku: Da li je kvadrat paralelogram? upitni predikat kvadrat mora 
biti CWA-predikat (odgovor mora biti tipa: DA ili NE). 
 
Jedan od mogu}ih pristupa u projektovanju baze podataka upotrebom BASELOG-
sistema se ogleda u slede}em - kreirati bazu podataka upotrebom nekog od softvera za 
rukovanje  
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bazama podataka, kako bi se iskoristili mehanizmi koje ima SRBP za definisanje 
integriteta baze podataka: 
 
 definisanje domena obele`ja,  
 definisanje integritetne komponente (definisanje primarnog klju~a {eme relacije a 
samim tim i funkcionalnih zavisnosti kao najva`nijeg ograni~enja integritetne 
komponente), 
 definisanje referencijalnih integriteta 
 
a zatim tako projektovanu i kreiranu bazu podataka predstaviti putem aksioma tipa 
BAKS u BASELOG-sistemu. Pri tom, iskoristiti mogu}nosti BASELOG-sistema: 
 
 logi~ki korektan mehanizam zaklju~ivanja, 
 mogu}nost izbora re`ima rada: otvoren, zatvoren, poluotvoren svet. 
 
Ovakav pristup zahteva razvoj i implementaciju procedura, koje od postoje}eg formata 
zapisa podataka iz konkretnog softvera za rukovanje bazama podataka kreiraju predikate 
(aksiome tipa BAKS). Trenutno je to re{eno za DBF format zapisa podataka koga 
kreiraju dBase softveri i Foxpro softveri za personalne ra~unare. 
 
U postupku povezivanja BASELOG-sistema sa konkretnom bazom podataka postoje dve 
mogu}nosti: 
 
 BASELOG-sistem se povezuje sa relacionom bazom podataka (skup relacija u 
kojima su obele`ja standardni tipovi podataka)  
  
 BASELOG-sistem se povezuje sa predikatskom bazom podataka. U pitanju je, 
tako|e, relaciona baza podataka ali su vrednosti obele`ja u relacijama ve} formirani 
predikati.  
 
Postupci za povezivanje BASELOG-sistema sa konkretnim bazama podataka obja{njeni 
su detaljnije u poglavlju 5.2. 
 
U daljem razvoju BASELOG-sistema mogu}e je re{iti slede}e: 
 
 povezivanje BASELOG-sistema sa bazama podataka Windows okru`enja putem 
ODBC protokola, kako bi se omogu}io pristup BASELOG-a razli~itim formatima 
podataka (formati Access-a, ORACLE-a, SQL3, itd.) 
  
 ekstrahovanje samo `eljenih torki iz baze (prvo se vr{i pretra`ivanje po bazi, pa se 
na osnovu tako selektovanog dela formiraju BAKS aksiome). Pretra`ivanje mo`e da 
se realizuje u posebnoj proceduri BASELOG-sistema, pre nego {to se formiraju 
aksioma  
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 tipa BAKS (pre poziva procedure DBFUBaks odnosno PDBFUBaks, koje su 
 detaljnije obja{njene u odeljku 5.2.). 
 
 Sam BASELOG-sistem na osnovu datih kriterijuma odre|uje podatke iz baze 
podataka na osnovu kojih }e se formirati aksiome tipa BAKS. 
 
Projektovanje nastavnih baza podataka upotrebom BASELOG-sistema ima za cilj da 
smanji neodre|enost odgovora sistema (PROLOG, ADT) i da elimini{e mogu}nost 
davanja neta~nih odgovora (DATALOG, kao i klasi~ni sistemi za baze podataka koji, 
tako|e, rade po principu zatvorenog sveta.). 
 
 
5.2. Povezivanje BASELOG-sistema sa konkretnom bazom 
 
Elemente za rad BASELOG-sistema: 
 
 upit,  
 sopstvene aksiome, 
 bazne aksiome i  
 listu CWA-predikata 
 
mogu}e je u~itati iz postoje}e datoteke na disku (iz datoteke AKSIOME.TXT) ili je na 
po~etku rada mogu}e kreirati nove podatke. Novi podaci se, tako|e, upisuju u fajl 
AKSIOME.TXT. 
 
Za potrebe povezivanja BASELOG-a sa konkretnom bazom podataka kreirana je 
programska jedinica na programskom jeziku Pascal (Turbo Pascal-u ver. 7.0 kompanije 
Borland International Inc.). Ova jedinica se zove DBASE i koristi se u procedurama 
DBFUBaks i PDBFUBaks, koje su sastavni delovi BASELOG-sistema. Listinzi  
procedura DBFUBaks i PDBFUBaks nalaze se u prilogu 4 i prilogu 5.  
 
U programskoj jedinici DBASE kreirane su osnovne funkcije za rad datotekom: 
 u~itavanje datoteke sa diska u operativnu memoriju,  
 odre|ivanje broja slogova u datoteci,  
 funkcije za rad sa stringovima (odsecanje praznina sa desne, leve i sa obe strane 
stringa),  
 dodavanje novog sloga u datoteku,  
 brisanje sloga iz datoteke,  
 brisanje sadr`aja cele datoteke,  




 Poglavlje 5. Projektovanje baza podataka u ORS pomo}u BASELOG sistema  153 
 
Procedure DBFUBaks i PDBFUBaks formiraju predikate (aksiome tipa BAKS) na 
osnovu podataka u ve} formiranoj datoteci koja je DBF formata (ovaj format datoteke 
se kreira putem softvera za baze podataka za personalne ra~unare: FoxPro ili dBASE).  
 
Obele`ja datoteke mogu uzimati vrednosti iz raznih domena, kao na primer: skup imena 
dr`ava, skup imena gradova, datumi, godine studija, ili domeni mogu biti skup ve} 
formiranih predikata. Ako se radi o bazi podataka, ~iji su domeni obele`ja standardne 
vrednosti (nizovi znakova, brojevi, datumi), onda aksiome tipa BAKS formira procedura 
DBFUBaks. Ako su domeni obele`ja skup ve} formiranih predikata, onda aksiome tipa 
BAKS formira procedura PDBFUBaks. 
 
Povezivanje BASELOG-sistema sa relacionom bazom podataka 
 
Za slu~aj da su vrednosti obele`ja standardnog tipa: nizovi karaktera, brojevi, datumi, 
aksiome tipa BAKS se formiraju na slede}i na~in. 
 
Predikat (aksioma tipa BAKS) ima isto ime kao i naziv datoteke formata DBF. Ove 
aksiome se upisuju u fajl AKSIOME.TXT. (Mogu}e je da se aksiome ne zapisuju u 
datoteku, nego se nalaze samo u operativnoj memoriji.)  Argumenti predikata dobijaju 
redom vrednosti koje su jednake vrednostima obele`ja u datoteci.  
 
Primer 5.1. Kreirana je datoteka STUDENT.DBF sa slede}om logi~kom strukturom 
obele`ja: 
 
(IME, PREZIME, GOD_STUD, BROJ_INDEKSA) 
 
i neka se u njoj nalazi slede}i slog (torka): 
 




IME PREZIME GOD_STUD BROJ_INDEKSA 
Mirko Ilic 2 23/92-021 
..... ..... ..... ..... 
 
    Slika 5.1. 
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To zna~i da se i u BASELOG-sistemu povezivanje predikata (aksioma tipa BAKS) sa 
relacijom u bazi podataka (datotekom formata DBF) vr{i na isti na~in kao i u 
DATALOG-u u slu~aju povezivanja EDB predikata sa konkretnom relacijom. U 
DATALOG-u ime EDB predikata je ime relacije, dok se argumenti predikata  povezuju 
sa obele`jima relacije u odnosu na svoju poziciju u predikatu. 
 
Prilikom definisanja sopstvenih aksioma treba voditi ra~una da naziv u literalu, koji se 
povezuje sa predikatom iz baze, bude identi~an nazivu u aksiomi tipa BAKS. 
 




odnosno u implikativnoj formi ona ima oblik: 
 
  paralelno(x,y)  paralelno(y,x) 
 
Podaci se nalaze u datoteci PARALELNO.DBF i na osnovu ove datoteke formiran je 





U fajlu AKSIOME.TXT, osim baznih aksioma nalaze se i slede}i elementi: 
 
 negacija teoreme (upit, odnosno niz KNi, i=1,...m),  
 sopstvene aksiome (niz AKSi, i=1,...sn) i 
 lista CWA-predikata (niz CWAi, i=1,...,brcwa) 
 
pri ~emu va`i: 
   n = m + sn + bn 
 
gde je n ukupan broj aksioma BASELOG-sistema, a bn ukupan broj BAKS aksioma. 
 
Ograni~enja prvobitno implementiranog BASELOG-sistema u odnosu na povezivanje sa 
konkretnom bazom podataka su slede}a: 
 
 tip podataka za predstavljanje aksioma je niz. Du`ina tog niza (promenljiva akss 
BASELOG-sistema) u kome se sme{taju sopstvene i bazne aksiome je limitirana, 
zbog toga {to je u pitanju stati~ka alokacija memorije (niz). To zna~i da je ukupan 
broj sopstvenih aksioma i baznih aksioma (torki iz relacione baze podataka) 
limitiran. 
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 du`ina rezolvente. Ovaj parametar mo`e da menja korisnik ako je to potrebno, u 
odnosu na du`inu baznih aksioma (ukupan zbir du`ine obele`ja torke iz baze 
podataka).  
 
U daljem razvoju BASELOG-sistema  realizovano je predstavljanje podataka (sopstvenih 
i baznih aksioma i liste CWA-predikata) putem dinami~ke alokacije memorije (niz 
pokaziva~a na tip podataka string), ~ime je omogu}eno u~itavanje ve}eg obima podataka 
iz datoteke. 
 
Povezivanje BASELOG-sistema sa bazom podataka u kojoj su vrednosti obele`ja ve} 
formirani predikati 
 
Za potrebe povezivanja BASELOG-sistema za bazom podataka u kojoj su vrednosti 
obele`ja ve} formirani predikati razvijena je procedura PDBFUBaks. Parametri ove 
procedure su: imedbf i obelezje, na osnovu kojih korisnik odre|uje ime konkretne 
datoteke i naziv njenog obele`ja na osnovu koga }e se formirati aksiome BAKS. 
 
Primer 5.3. Kreirana je datoteka PODACI.DBF koja ima samo jedno obele`je 












Ako prilikom startovanja BASELOG-sistema korisnik unese naziv datoteke: PODACI 
(ekstenzija nije potrebna) i naziv obele`ja: PREDIKAT, onda }e procedura PDBFUBaks 









pri ~emu je 1< s < t < u < z, gde je z ukupan broj slogova u datoteci PODACI.DBF.  
 
 Biljana Radulovi} / Projektovanje baza podataka u oblasti ORS 156 
5.3. Primer rada BASELOG-sistema na realnoj bazi znanja 
 
U ovom odeljku navodi se nekoliko primera rada BASELOG-sistema na realnoj bazi 
znanja, pri ~emu prvo slede primeri sa predikatima jednog tipa, a potom slede primeri 
sa predikatima razli~itog tipa. 
 




















Predikat JE_MEDITERAN_DR@AVA mo`e sa sigurno{}u da se proglasi za CWA-
predikat, jer se polazi od pretpostavke da se imena svih mediteranskih dr`ava nalaze u 
bazi. Ova baza sadr`i kompletno znanje o svojstvu mediteranska dr`ava.  
 
Na primer, na upit: Da li je Bugarska mediteranska dr`ava?, odnosno, u formi 
BASELOG-a: 
 
  ~JE_MEDITERAN_DR@AVA(Bugarska)& 
 
odgovor BASELOG-sistema je NE ako se baza podataka posmatra kao zatvoren svet, 
odnosno ako se predikat JE_MEDITERAN_DR@AVA proglasi za CWA-predikat.  
 
NAPOMENA: Pitanje a`uriranja podataka u bazi ne treba me{ati sa pojmom 
kompletnosti baze. Kompletnost se posmatra pod pretpostavkom da je baza a`urirana. 
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Ova baza nije kompletna u odnosu na predikat IMA_IZLAZ_NA_MORE, jer ne sadr`i 
imena svih zemalja koje imaju more.  
 
Na primer, na upit: Da li Gr~ka ima izlaz na more?, odnosno u formi BASELOG-a: 
 
   ~IMA_IZLAZ_NA_MORE(Gr~ka)& 
 
u slu~aju da se “IMA_IZLAZ_NA_MORE” deklari{e za CWA-predikat, odgovor 
BASELOG-sistema je NE (~injenica IMA_IZLAZ_NA_MORE(Gr~ka) ne postoji u bazi) 
jer se baza podataka posmatra kao zatvoren svet.  Zato se ova baza mora posmatrati 
kao otvoren svet, odnosno, predikat IMA_IZLAZ_NA_MORE se ne sme proglasiti za 
CWA-predikat, jer ova baza nije semanti~ki kompletna.  
 
Primer 5.6. GEOGRAFIJA. Neka se u bazi podataka nalazi predikat 















Predikat JE_GLAVNI_GRAD se ne mo`e proglasiti za CWA-predikat, jer je 
pretpostavka da u bazi podataka nisu pohranjene informacije o glavnim gradovima svih 
dr`ava sveta. 
 
Na primer, na u~enikovo pitanje:  
 
   Da li je Njujork glavni grad SAD?  
 
u slu~aju kada bi se baza podataka posmatrala kao otvoren svet, odgovor BASELOG-
sistema bio bi NIJE IZVODIVO (ne znam), {to zna~i da je prisutna neodre|enost u 
odgovoru.  
 
Kada bi se ista baza podataka posmatrala kao zatvoren svet, onda bi odgovor sistema 
bio NE ({to je odre|en i ta~an odgovor i kao takav pedago{ki prihvatljiv).  
 
Me|utim, s obzirom na to da baza podataka nije kompletna u odnosu na svojstvo glavni 
grad, ne bi bilo dobro predikat JE_GLAVNI_GRAD proglasiti za CWA-predikat. Tako, 
na primer, na u~enikovo pitanje:  
 
   Da li je Otava glavni grad Kanade?  
 
u slu~aju da se baza podataka posmatra kao zatvoren svet i nema te ~injenice u bazi 
podataka, odgovor sistema bi bio NE, {to je neta~no i dezinformi{e u~enika. Zbog toga, 
se u takvim slu~ajevima uzima koncept otvorenog sveta (bolje je da odgovori budu 
neodre|eni nego neta~ni).  
 











Predikat PLANETA_SUN^_SISTEMA se, u nastavnom smislu, sa sigurno{}u mo`e 
proglasiti za CWA-predikat. Tako na primer, na u~enikovo pitanje: Da li je Ganimed 
planeta sun~evog sistema?, odnosno u formi BASELOG-a: 
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  ~PLANETA_SUN^_SISTEMA(Ganimed)& 
 
sistem mora da odgovori sa NE (Ganimed je satelit Jupitera) odnosno sistem treba da 
radi u re`imu zatvorenog sveta.  
 























Predikat JE_NEMETAL se sa sigurno{}u mo`e proglasiti za CWA-predikat, jer je 
pretpostavka da se u bazi podataka nalaze imena svih nemetala. 
 
Na primer, za u~enikovu hipotezu “@iva je nemetal”, odnosno u formi BASELOG-a: 
  
   ~JE_NEMETAL(ziva)& 
 
sistem treba da otkrije protivre~nost u hipotezi u~enika, odnosno da odgovori sa NE, {to 
zna~i: `iva nije nemetal. Deklarisanjem JE_NEMETAL za CWA-predikat obezbe|uje se 
upravo takav rad BASELOG-sistema.  
 
Primer 5.9. SLIKARSTVO.  U bazi podataka se nalaze podaci o vode}im 

















Ako u~enik postavi pitanje: Da li je Van Gog impresionista? {to u internoj formi 
BASELOG-a ima oblik: 
 
   ~IMPRESIONISTA(Van_Gog)& 
 
sistem mora da da odgovor NE (Van Gog je ekspresionista), jer se pretpostavlja da su u 
bazi podataka informacije o svim vode}im slikarima - impresionistima, pa se predikat 
IMPRESIONISTA progla{ava za CWA-predikat.  
 
U prethodnim primerima su posmatrane razli~ite baze podataka, koje sadr`e jedan 
predikat. U stvarnosti, baze sadr`e vi{e razli~itih predikata. Neki od njih treba da budu 
CWA-predikati, a drugi ne. Deklarisanje koji }e predikat biti CWA-predikat zavisi od 
sadr`aja baze, odnosno, njene kompletnosti u odnosu na taj predikat (svojstvo koje on 
opisuje). To ilustruje slede}i kompleksniji primer, koji integri{e koncepte otvorenog i 
zatvorenog sveta u BASELOG-sistemu. 
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Ova baza se mo`e kreirati pomo}u postupka opisanog u odeljku 5.2. na osnovu slede}e 
















PODACI(predikat); dom(predikat) =“JE_GLAVNI_GRAD(London,Engleska)”... 
 
Analizom sadr`aja predikatske baze projektant zaklju~uje da su svojstva: dr`ava je 
mediteranska dr`ava i grad je glavni grad date mediteranske dr`ave potpuno opisana, 
odnosno, baza je kompletna u odnosu na njih. Zato se odgovaraju}i predikati: 
JE_MEDITERAN_DR@AVA i GL_GRAD_MEDIT_DR@ deklari{u za CWA-predikate. 
 
Ostali predikati: IMA_IZLAZ_NA_MORE i JE_GLAVNI_GRAD ne smeju se proglasiti 
za CWA-predikate, jer baza u odnosu na njih nije kompletna (za svojstvo: dr`ava ima 
izlaz na more nisu navedena imena svih dr`ava koja imaju izlaz na more, kao i za 
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Na osnovu tako projektovane baze podataka i CWA-predikata, BASELOG-sistem }e 
uvek davati korektne odgovore na upit u~enika. 
 
ZATVORENI SVET (CLOSED WORLD) 
 
Na primer, na upit: 
 
  Da li je Francuska mediteranska dr`ava? 
 
odnosno, u formi BASELOG-a: 
 
  ~JE_MEDITERAN_DR@AVA(Francuska)& 
 
odgovor BASELOG-sistema je DA, {to se i o~ekuje, jer se taj podatak nalazi u bazi 
podataka.  
 
Me|utim, na upit: 
 
  Da li je Irak mediteranska dr`ava? 
 
odnosno, u formi BASELOG-a: 
 
  ~JE_MEDITERAN_DR@AVA(Irak)& 
 
odgovor BASELOG-sistema je NE. 
 
Na ovaj upit,  pod pretpostavkom postojanja iste baze ~injenica, odgovori sistema su: 
 
 DATALOG: NE 
 PROLOG:   No 
 
{to se i poklapa sa radom BASELOG-sisema, jer on u ovom slu~aju radi u re`imu 
zatvorenog sveta, dakle na isti na~in kao i DATALOG i PROLOG. 
 
OTVORENI SVET (OPEN WORLD) 
 
Na upit:  
  Da li Nema~ka ima izlaz na more? 
 
odnosno u formi BASELOG-a: 
 
  ~IMA_IZLAZ_NA_MORE(Nema~ka)& 
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odgovor BASELOG-sistema je DA, {to se i o~ekuje, jer se taj podatak nalazi u bazi. 
 
Me|utim, na upit: 
 
  Da li Finska ima izlaz na more? 
 
odnosno, u formi BASELOG-a: 
 
  ~IMA_IZLAZ_NA_MORE(Finska)& 
 
odgovor BASELOG-sistema je NIJE IZVODIVO (ne znam), jer se taj podatak ne nalazi 
u bazi podataka, a BASELOG-sistem u ovom slu~aju radi u re`imu otvorenog sveta. 
 
Na ovaj upit,  pod pretpostavkom postojanja iste baze ~injenica, odgovori sistema su: 
 
 DATALOG: NE 
 PROLOG:   No ({to se mo`e tuma~iti i kao neizvesno) 
 
U ovom slu~aju odgovor DATALOG-a je neta~an i pedago{ki neprihvatljiv, a odgovor 
PROLOG-a je neodre|en, ali pedago{ki prihvatljiv. 
 
ZATVORENI SVET (CLOSED WORLD) 
 
Na upit: 
  Da li je Ankara glavni grad mediteranske dr`ave Turske? 
 
odnosno, u formi BASELOG-a: 
 
  ~GL_GRAD_MEDIT_DR@(Ankara,Turska)& 
 
odgovor BASELOG-sistema je DA, {to se i o~ekuje, jer se taj podatak nalazi u bazi 
podataka.  
 
Me|utim, na upit: 
 
  Da li je Kazablanka glavni grad mediteranske dr`ave Maroko? 
 
odnosno, u formi BASELOG-a: 
 
  ~GL_GRAD_MEDIT_DR@(Kazablanka,Maroko)& 
 
odgovor BASELOG-sistema je NE. 
Na ovaj upit, pod pretpostavkom postojanja iste baze ~injenica, odgovori sistema su: 
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 DATALOG: NE 
 PROLOG:   No ({to se mo`e tuma~iti kao neizvesno). 
{to se i poklapa sa radom BASELOG-sisema, jer on u ovom slu~aju radi u re`imu 
zatvorenog sveta, dakle na isti na~in kao i DATALOG i PROLOG. 
 
OTVORENI SVET (OPEN WORLD) 
 
Na upit:  
  Da li je Tokio glavni grad Japana? 
 
odnosno u formi BASELOG-a: 
 
  ~JE_GLAVNI_GRAD(Tokio,Japan)& 
 
odgovor BASELOG-sistema je DA, {to se i o~ekuje, jer se taj podatak nalazi u bazi. 
 
Me|utim, na upit: 
 
  Da li Njujork glavni grad SAD? 
 
odnosno u formi BASELOG-a: 
 
  ~JE_GLAVNI_GRAD(Njujork,SAD)& 
 
odgovor BASELOG-sistema je NIJE IZVODIVO (ne znam), jer se taj podatak ne nalazi 
u bazi podataka, a BASELOG-sistem u ovom slu~aju radi u re`imu otvorenog sveta. 
 
Na ovaj upit, pod pretpostavkom iste baze ~injenica, odgovori sistema su: 
 
 DATALOG: NE 
 PROLOG:   No ({to se mo`e tuma~iti i kao neizvesno) 
 
U ovom slu~aju odgovor DATALOG-a je neta~an i pedago{ki neprihvatljiv, a odgovor 
PROLOG-a je neodre|en, ali pedago{ki prihvatljiv. 
 
Upiti, koji su do sada razmatrani, ilustruju neslaganje odgovora BASELOG-a i 
DATALOG-a usled razli~ite primene CWA-principa (selektivno u BASELOG-u i 
neselektivno, odnosno, generalno u DATALOG-u). Me|utim, zbog tretmana negacije 
kao kona~nog neuspeha, i u PROLOG-u mo`e do}i do neslaganja odgovora BASELOG-
a i PROLOG-a. To ilustruju slede}i upiti. 
 
Neka je predikat kontinentalna_dr`ava odre|en slede}om aksiomom: 
 
  kontinent_dr`(X1) :- not ima_izlaz_na_more(X1). 
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Na upit “Da li je Finska kontinentalna dr`ava?” PROLOG-sistem daje odgovor yes, {to 
je pogre{no! Ovaj odgovor PROLOG-sistem daje nakon {to u generisanom cilju not 
ima_izlaz_na_more(finska), element ima_izlaz_na_more(finska) trpi kona~an neuspeh 
(te ~injenice nema u bazi podataka), pa se prihvata da je cilj not 
ima_izlaz_na_more(finska) zadovoljen. 
 
DATALOG }e zbog CWA-principa dati isti odgovor kao PROLOG, odnosno, yes, {to je 
pogre{no. 
 
S obzirom da “kontinentalna_dr`ava” nije deklarisano za CWA-predikat, odgovor 
BASELOG-a je NIJE IZVODIVO (ne znam), {to je pedago{ki prihvatljivo. 
 
Neslaganja odgovora BASELOG-a sa DATALOG-om i PROLOG-om javljaju se i u 
slu~aju kada upit eksplicitno sadr`i negaciju predikata. 
 
Na upit “Da li Finska nema izlaz na more?” odgovor BASELOG-a je NIJE 
IZVODIVO, jer to nije CWA-predikat i tog podatka nema u bazi podataka. 
 
Odgovor PROLOG-a na ovaj upit u formi: ?- not ima_izlaz_na_more(finska) je yes, jer 
ima_izlaz_na_more(finska) trpi kona~an neuspeh, pa se not ima_izlaz_na_more(finska) 
prihvata kao ta~no. 
 
Sli~no, DATALOG zbog CWA-principa generi{e odgovor DA, {to je pogre{no.  
 
Na kraju, razmotri}e se problem sinonima. 
 
Na upit “Da li je Francuska primorska zemlja?” dobijaju se slede}i odgovori: 
 
BASELOG:  NIJE IZVODIVO (predikat primorska_zemlja je nepoznat sistemu) 
DATALOG: NE (jer primorska_zemlja(francuska) nije izvodivo) 
PROLOG:   No (ne mo`e da zadovolji cilj primorska_zemlja(francuska)) 
 
Re{enje problema sinonima mo`e se potra`iti uvo|enjem dodatne aksiome, koja 
povezuje predikate sistema sa sinonimom: 
 
  primorska_zemlja(X1) :- ima_izlaz_na_more(X1). 
Sada, uz ovu aksiomu, dobijaju se slede}i odgovori: 
BASELOG: DA 
DATALOG: DA 
PROLOG:   Yes. 
 




U radu su opisane teoretske osnove za razvoj sistema, koji objedinjuje koncepte 
otvorenog i zatvorenog sveta u rukovanju bazama podataka u re`imu otvorenog, 
zatvorenog i delimi~no otvorenog-zatvorenog sveta. Osnovni cilj je bio izgraditi sistem, 
koji ne}e raditi samo na osnovu jednog principa, nego }e imati mogu}nost 
prilago|avanja re`ima u toku rada. 
 
Pored teoretskih koncepata, razvijen je i opisan konkretan programski sistem 
BASELOG. Ovaj sistem je pro{irenje postoje}eg ADT sistema, koji je zasnovan na 
ure|enoj linearnoj rezoluciji sa markiranim literalima, ali bez potrebe zadavanja 
aksioma, kojima bi se kompletirao prostor tra`enja re{enja. 
 
Osnovna karakteristika programskog sistema BASELOG je fleksibilno rukovanje realno 
postoje}im bazama podataka u `eljenom re`imu rada. Ovo se odnosi i na klasi~ne baze 
podataka i na baze znanja, i to naro~ito na baze znanja, koje se koriste u projektovanju 
obrazovnog ra~unarskog softvera. Sistem za rukovanje bazama podataka, koji se koristi 
u projektovanju obrazovnog softvera, mora uvek da daje pedago{ki prihvatljive odgovore 
na upit u~enika. Navedeni su primeri na osnovu kojih se vidi da samo koncept 
zatvorenog sveta u bazama podataka u obrazovnom softveru nije prihvatljiv.  
 
Fleksibilnost rada BASELOG sistema omogu}ena je uvo|enjem liste CWA-predikata. 
Putem ove liste, korisnik (projektant nastavne baze podataka) defini{e za koje }e 
predikate sistem raditi u re`imu zatvorenog sveta (klasi~ne baze podataka), a za koje }e 
predikate raditi u re`imu otvorenog sveta (kao ADT sistem). U odre|ivanju liste CWA-
predikata projektant baze podataka BASELOG-sistema mora dobro da poznaje semantiku 
podataka, odnosno, kompletnost opisa predikata u bazi podataka, jer od toga zavisi kako 
}e koji predikat biti deklarisan. U tom smislu, u radu je predlo`en princip za 
odre|ivanje CWA-predikata. 
 
Opisani su postupci putem kojih se vr{i povezivanje BASELOG-sistema sa konkretnom 
bazom podataka (u pitanju je baza podataka kreirana putem FoxPro softvera za 
personalne ra~unare). Omogu}eno je povezivanje BASELOG-sistema sa relacionom 
bazom podataka u kojoj su domeni obele`ja standardni tipovi podataka ili su domeni 
obele`ja ve} formirani predikati. 
 
Izvr{ena je komparacija rada BASELOG-sistema sa jezicima logi~kog programiranja: 
PROLOG-om i DATALOG-om (kao paradigmom logi~kog programiranja u oblasti baza 
podataka) i istaknute su prednosti BASELOG-sistema. U odnosu na DATALOG, 
prednost se ogleda u mogu}nosti izbora re`ima rada: otvoren/zatvoren svet, a u odnosu 
na PROLOG, BASELOG-sistem je oslobo|en nedostatka u odnosu na treman negacije i 
koncepciju kona~nog neuspeha, jer se zasniva na logi~ki korektnom dokaziva~u teorema. 
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BASELOG-sistem se, tako|e, mo`e koristiti u nastavi i kao upitni jezik nad bazama 
podataka za dobijanje vi{e razli~itih odgovora na upit i kao sistem za otkrivanje 
protivre~nosti u izjavama u~enika. 
 
Pravci daljeg razvoja BASELOG-sistema odnose se na razvoj posebnog korisni~kog 
interfejsa za davanje semanti~kih odgovora sa ciljem da se korisniku omogu}i kori{}enje 
sistema bez potrebe za poznavanjem unutra{njih mehanizama BASELOG-sistema. 
Tako|e, mogu}e je realizovati ekstrahovanje samo `eljenih podataka iz baze 
(pretra`ivanje u bazi po zadatom / `eljenom kriterijumu, pre nego {to se pozovu 
procedure za formiranje aksioma tipa BAKS). Mogu}e je dalje razraditi i formiranje 
aksioma tipa BAKS na osnovu podataka iz baze podataka, ali tako da te podatke  
odredi sam BASELOG-sistem, na osnovu datih kriterijuma. 
 
Zahvaljuju}i osnovnom principu na kome je razvijen BASELOG-sistem: integracija 
koncepata otvorenog i zatvorenog sveta u jedinstven sistem za rukovanje bazama 
podataka, ovakav sistem je mogu}e koristiti ne samo u projektovanju obrazovnog 
softvera, nego i u svim realnim situacijama sa semantikom, koja zahteva ovakav princip. 
 
Opisanim rezultatima potvr|ene su osnovna i pomo}ne hipoteze, koje su formulisane u 
radu, i omogu}eno je razvijanje konkretnih programskih aplikacija za potrebe 
obrazovanja i {ire. 
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