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1 Einleitung
Auf den folgenden Seiten wird es um Graphen-Datenbanken und die Umsetzung eines
bestimmten Typen von Graphdatenbanken gehen. Fu¨r die Umsetzung wird eine Ra-
tionale Datenbank genommen und diese in eine Graphdatenbank u¨berfu¨hrt. Es wird
auf die Unterschiedlichen Typen von Graphdatenbanken eingegangen, deren Verwen-
dungszweck und wie diese Typen Unterschieden werden. Die Umsetzung erfolgt mit
Neo4j auf dessen Funktionen und Sprache ich eingehen werde. Danach wird auf die
Modellierungsart der Graphdatenbank eingegangen und wie diese von mir Realisiert
wurde. Am Ende erfolgt ein Fazit und ein Ausblick wie man die von mir umgesetzte
Datenbank noch verbessern und klarer gestalten kann.
Meine Informationen der verschiedenen Graphtypen erfolgt mit Hilfe des Buches
”
NoSQL - Einstieg in die Welt nichtrelationaler Web 2.0 Datenbanken“ von den Auto-
ren Stefan Edlich, Achim Friedland, Jens Hampe und Benjamin Brauer (Edlich, 2010).
Die Informationen u¨ber Neo4j und der Programmiersprache Cypher beziehe ich aus
der Dokumentation der Offiziellen Webseite(Neo4jInc, b) und aus dem Buch
”
Graph
Databases - New opportunities for connected date“ von Ian Robinson, Jim Webber
und Emil Eifrem (Robinson, 2015).
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2 Was sind Graphdatenbanken
Graphdatenbanken sind eine Sammlung von Kanten und Knoten, wo Entita¨ten in
Knoten und deren Verbindungen mit Kanten dargestellt werden. Diese sind Teil der
NoSQL-Datenbanken, welche großen Einsatz bei Big-Data-Anwendungen finden. Durch
den Anstieg an der Benutzung von Smartphones, Clustern oder Clouds ist das Interesse
an verteilten Anwendungen gestiegen und die damit stark ansteigende Nachfrage von
vernetzten Informationen. Diese vernetzten Informationen ko¨nnen durch eine Graph-
datenbank effizient genutzt werden. (Edlich, 2010, S.169-170)
Mit der Hilfe von Graphen ist es mo¨glich, sonst komplizierte Datenaufrufe, die aus meh-
reren JOINs bestehen, mit einfacheren Graph-Traversals zu ersetzen. Es ist mo¨glich
bestimmte Graph-Algorithmen aus der Mathematik verwenden zu ko¨nnen, wie z.B. die
Tiefensuche, um Abfragen schneller gestalten zu ko¨nnen. Spezielle Anwendungsfa¨lle
werden dabei gut durch ein einfaches Datenmodell unterstu¨tzt welches Whiteboard-
Friendly ist.
Whiteboard-Friendly heißt, dass in einem Entwicklungsprozess die Entwickler Beispiel-
daten und wie diese miteinander verknu¨pft sind, auf ein Whiteboard zeichnen ko¨nnen
und diese auf dem Whiteboard entstandene Modell in ein Graph-Modell umgewan-
delt werden kann. Es gibt verschieden Graph-Datenmodelle wie das Einfache Graph-
Datenmodell, das Property-Graph-Datenmodell und den Hypergraph. Diese verschie-
denen Graph-Datenmodelle stelle ich in den na¨chsten Kapiteln ausfu¨hrlicher vor.
2.1 Einfache Graph-Modelle
Das Einfache Graph-Datenmodell basiert auf der Mathematischen Grundlage des Ma-
thematikers Leonhard Euler, der im 18. Jahrhundert damit das Ko¨nigsberger Bru¨ckenp-
roblem mit einem Graphen formulierte. Dieses Modell ist der Grundstein fu¨r anderen
Graph-Datenmodelle, die noch vorgestellt werden.
Sie bestehen, wie in Kapitel 2 erwa¨hnt, durch Kanten und Knoten dargestellt, Kanten
setzten dabei Knoten in Beziehung, die Repra¨sentationen Problemen aus der realen
Welt sind. In einem Graphen ko¨nnen Beziehungen gerichtet oder ungerichtet sein. Ei-
ne gerichtete Kante stellt dabei eine einseitige Beziehung zwischen einem Knoten zu
einem anderen da (siehe Abbildung 2.1), eine ungerichtete Kante stellt eine beidseitige
Beziehung da. (siehe Abbildung 2.2)
Sollten Knoten durch mehr als einer Kante mit einem anderen Knoten verbunden ist
dies ein Multigraph. Man kann Knoten mit Informationen anreichern, dazu kann man
auch Kanten ein Gewicht zuordnen um damit einen
”
Gewichteten Graphen“ erstellen.
(siehe Abbildung 2.3)
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Abbildung 2.1: Gerichteter Graph
Abbildung 2.2: Ungerichteter Graph
Abbildung 2.3: Gewichteter Graph
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2.2 Property-Graph-Modell
Das Property-Graph-Datenmodell ist eine Erweiterung des Einfachen Graph-Datenmodell
da dieses bei Problemstellungen schnell an seine Grenzen sto¨ßt. Es wird bei den
meisten Graphdatenbanken auf dem Markt eingesetzt, es ist ein gerichteter, multi-
relationaler Graph. Dabei bestehen die Knoten und Kanten des Graphen aus Objekten,
so dass auch Kanten Properties besitzen ko¨nnen. Diese Properties sind Key/Value-
Beziehungen wie sie in anderen NoSQL-Datenbanken eingesetzt werden. Der Key und
der Value-Bereich werden vom Kanten- bzw. Knotenschema vorgegeben. Dazu be-
kommt jeder Knoten eine ID, um diesen eine eindeutige Identita¨t zu geben, fast wie in
einem Relationalem Datenbank Modell.
Kanten besitzen dabei einen Start- und Endknoten. Mehrfachknoten sind nur zula¨ssig,
wenn sich der Typ der Kanten unterscheidet., auch ko¨nnen Kanten ein Schema besit-
zen, welcher Kantentyp zwischen Knotentypen erlaubt ist. (Edlich, 2010, S.173)
Ein Beispiel fu¨r einen Property-Graphen sieht man in der Abbildung 2.4, dort Existie-
ren die Knoten
”
Paul“,
”
Tom“ und
”
SV Rosellen“ die durch die Kanten
”
spielt fuer“
und
”
befreundet mit“ in Beziehung gesetzt werden.
Abbildung 2.4: Beispiel fu¨r einen Property Graph
Wie man erkennt, existieren die Knoten
”
Paul“ und
”
Dieter“ die u¨ber die Relation
”
befreundet mit“ Verbunden sind. Man ko¨nnte zu diesem Graphen nun die Propertis
hinzufu¨gen, dann wa¨re das Graph Modell a¨hnlich dem
”
Microsoft Northwind data mo-
del“
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Property-Graphdatenbanken sind nahe an der Vererbungshierarchie von objektori-
entierten Programmiersprachen, da Kanten- und Knotentypen durch ein hierarchischen
Typsystem organisiert werden. Damit wird es Entwicklern noch leichter gemacht mit
Graphdatenbanken zu arbeiten.
2.3 Hypergraph Modell
Das Hypergraph-Datenmodell erweitert das Property-Graph-Datenmodell insoweit,
das Kanten nun Hyperkanten sind. Diese Hyperkanten ko¨nnen, anders als die Kan-
ten im Property-Graph-Datenmodell, jede Anzahl an gegebenen Knoten verbinden
ko¨nnen. Hier gibt es keinen Start- oder Endknoten, sondern erlaubt eine Anzahl von
mehreren Knoten als Ende einer Verbindung.
Abbildung 2.5: Beispiel fu¨r einen Property Graph. Bryce (b)
Wie die Abbildung 2.5 zeigt, mu¨ssen wir die Verbindung zwischen einem Fahrer und
einem Auto nicht mehr einzeln, wie bei einem Property-Graphen, aufzeichnen, sondern
ko¨nnen diese Verbindung direkt mit mehreren Endknoten verbinden.
Anstatt sechs Beziehungen, wie in Abbildung 2.6, zwischen den Knoten besitzen
wir nur noch eine. Einen Hypergraphen kann man leicht in einen Property-Graph-
Datenmodell umwandeln, in die andere Richtung ist diese jedoch nicht so einfach.
Auch kann man bestimmte Informationen, die man mit den Kanten liefern ko¨nnte in
einem Hypergraphen nicht darstellen, zum Beispiel ob das Auto was man besitzt das
Prima¨r Benutzte ist.
Damit ist es mo¨glich Informationsreiche Datenmodelle zu entwickeln, welche jedoch
die Gefahr bergen Details beim Modellieren zu vergessen. Innerhalb von Programmier-
sprachen wu¨rde man Hyperkanten als Listen oder Sets darstellen. Solche Datenmodelle
finden ha¨ufig Anklang im Bereich der ku¨nstlichen Intelligenz. (Edlich, 2010, S.222)
In einem Hypergraphen ko¨nnen die Kanten gerichtet oder ungerichtet sein. Bryce (b)
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Abbildung 2.6: Beispiel fu¨r einen Property Graph. Bryce (b)
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3 Was ist Neo4j?
Neo4j ist eine Open-Source-Graphendatenbank, welche nativ ist und in Java implemen-
tiert wurde. In Neo4j werden Knoten und Kanten in den internen Datenbankstrukturen
als Record in den Datenbankdateien repra¨sentiert, weshalb sie nativ ist. Dabei baut
Neo4j auf eine eigen Entwickelte Infrastruktur auf, um seine Daten zu speichern, an-
statt eine andere Datenbank dafu¨r zu nutzen.
Abbildung 3.1: Komponenten der Neo4j Graph Plattform. Neo4jInc (c)
Es gibt zwei Ausfu¨hrungen von Neo4j, eine Enterprise Version welche Kostenpflichtig
ist und eine Community Version die frei zu erhalten ist. Die Enterprise Version setzt
auf einen Server mit Hilfe des Netzwerk Protokoll BOLT und kann dadurch gro¨ßere
Datenmengen aufnehmen. Auch ist die Enterprise Version schneller als die Community
Version, was das Importieren und arbeiten erheblich verschnellert.
Fu¨r Studenten gibt es eine Educational License, um die Enterprise Version zu benut-
zen, dafu¨r muss man nur mit dem Support in Kontakt treten. Neo4j ist dabei die
beliebteste Graphendatenbank auf dem Markt (Destatis) und wird von vielen bekann-
ten Unternehmen, wie z.B. ebay oder Microsoft, eingesetzt.
Neo4j ist Schema Optional, was heißt, dass Indexes und Constraints nicht no¨tig
sind, aber bei großen Datenmengen eingesetzt werden sollten. Neo4jInc (d) Ein großer
Vorteil von Neo4j oder Graphen im Allgemeinen ist ihre große Flexibilita¨t und Anpass-
barkeit. Sollten sich die Anforderungen im Projekt a¨ndern, kann der Graph jederzeit
an die Gegebenen Umsta¨nde angepasst werden. Sollte man zum Beispiel wa¨hrend des
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Projektes bemerken, dass der Graph den Anforderungen nicht im vollen Umfang ge-
recht wird, kann dieser angepasst werden und die A¨nderungen schnell implementiert
werden.
Dies ist fu¨r Projekte mit Scrum ein großer Vorteil, da sich dort die Anforderungen mit
jedem Sprint a¨ndern ko¨nnen.
3.1 Welche Art von Graph-Modell wird verwendet
In Neo4j wird eine Unterart von einem Property-Graph-Modell eingesetzt, das soge-
nannte Labeled-Property-Graph-Modell. (siehe Abbildung 3.2) Dabei werden die ein-
zelnen Knoten mit einem Label zu einem Set zusammengefasst. Damit ist es mo¨glich
sich alle Knoten eines Labels anzeigen zu lassen, was Abfragen erleichtert und so na¨her
an SQL-Statements ist. So kann man sich alle Knoten mit dem Label
”
PERSON“ aus-
geben lassen die den Namen
”
Tom“ haben. Dieses Label kann mit weiteren Labeln
erweitert werden, um einen Knoten weiter zu spezifizieren.
Labels ko¨nnen auch dafu¨r eingesetzt werden, um einen Tempora¨ren Status fu¨r Kno-
ten festzulegen wie z.B.
”
:Gesperrt“ bei Twitter-Accounts, die von Twitter gesperrt
wurden. Diese ko¨nnen dann nur durch das Lo¨schen des tempora¨ren Labels wieder frei-
gegeben werden.
In Neo4j muss ein Knoten jedoch kein Label haben und ein Knoten kann auch mehrere
Labels haben. Beziehungen zu Duplizieren sollte in diesem Graph-Modell nur gemacht
werden, wenn die Beziehung in die andere Richtung fu¨r einen bestimmten Use-Case
gebraucht wird. (Neo4jInc, b)
Abbildung 3.2: Beispiel fu¨r einen Labled Property Graph Neo4jInc (a)
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3.2 Die Programmiersprache Cypher
Cypher ist eine Deklarative Graphen Abfragesprache, welche schnell und effizient Infor-
mationen aus einem Graphen Abfragen und Updaten kann. Dabei sind viele Abfragen
von SQL inspiriert, wie z.B.
”
WHERE“ und
”
ORDER BY“. Sie wurde fu¨r Neo4j ent-
wickelt, hat sich dann aber zu einem OpenSource Projekt entwickelte, welches von
mehreren Kommerziellen Datenbank Produkten benutzt wird.
Cypher setzt dabei auf die englische Sprache und einer einfachen Symbolik, die es Ent-
wicklern erlaubt Abfragen einfach zu schreiben und zu lesen. Das Datentypsystem in
Cypher kann Strings, Integer, Listen, Sets, Maps, Gleitkommazahlen, Booleans und
Arrays aufnehmen. Auch Datum und Zeit ko¨nnen in Cypher gespeichert werden und
werden ha¨ufig bei Beziehungen benutzt. (Neo4jInc, b) Hauptbestandteile einer Abfra-
ge in Cypher sind
”
MATCH“,
”
WHERE“ und
”
RETURN“.
Abbildung 3.3: Beispiel fu¨r eine MATCH Abfrage
Die Abfrage in der Abbildung 3.3 zeigt, wie man in Cypher die Nachbarknoten mit
der Beziehung
”
:KNOWS“, fu¨r den Knoten mit dem Namen ”´Tom“ anzeigen lassen
kann.
Will man einen Graphen Updaten, kann dies durch die Befehle
”
CREATE“,
”
DELE-
TE“,
”
SET“,
”
REMOVE“ oder
”
MERGE“ passieren. Der Befehl
”
MERGE“ schaut
dabei erst ob ein Knoten schon existiert, sollte dies nicht der Fall sein wird der Kno-
ten erstellt, und kann so dann zum Beispiel eine neue Beziehung erstellen. Eingesetzt
werden sollte
”
MERGE“ jedoch am besten mit
”
UNIQUE CONSTRAINTS“, damit
sichergestellt wird, dass ein Knoten wirklich nur einmal in der Datenbank existiert.
Mit
”
CREATE“ erstellt man eine neue Kante oder einen neuen Knoten, mit
”
DELE-
TE“ lo¨scht man einen Knoten oder eine Kante, mit
”
REMOVE“ lo¨scht man ein Label
oder eine Property und SET setzt eine Property oder ein Label.
In Cypher ist es mo¨glich, CSV Dateien, die man vorher aus anderen Datenbanken
exportiert hat, zu importieren, welches u¨ber den Befehl
”
LOAD CSV“ funktioniert. Da-
bei kann die Datei auf einem Webserver liegen, oder auch im Filesystem selbst. Beim
Import kann man nun Befehle wie
”
MERGE“,
”
MATCH“ oder
”
CREATE“ ausfu¨hren.
Dieser Import ist sehr schnell, hier sollte man jedoch trotzdem vorher einen Index oder
ein Constraint einsetzten, um diesen so effizient und schnell wie mo¨glich durchzufu¨hren.
Auch
”
SET“ kann ausgefu¨hrt werden, um nur einzelne Werte aus einer CSV Datei zu
bestehenden Knoten oder auch Kanten hinzuzufu¨gen.
In diesem Beispiel (Abbildung 3.4) sehen wir, wie der einfache Import mit
”
CREA-
TE“ in Cypher funktioniert. Wie man sieht ist es relativ einfach zu erkennen was
passiert, man erstellt einen Knoten mit dem Label
”
:PERSON“ und u¨bergibt die-
sem die Werte
”
name“ und
”
alter“. Man ko¨nnte hier auch direkt eine Kante erstellen
um eine Person mit einer bestehenden Person zu Verknu¨pfen. Sollte man eine zu große
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Abbildung 3.4: Beispiel fu¨r einen CSV Import
CSV Datei Importieren wollen, sollte der Befehl
”
USING PERIODIC OMMIT“ gesetzt
werden, der immer nur 1000 Reihen Commitet, das reduziert den Speicheraufwand der
Transaktion.
Der Import ist sehr ma¨chtig und die wichtigste Methode, um andere Datenbank-
Modelle in einen Graphen zu u¨berfu¨hren. Es gibt auch so genannte ETL Tools, die
die Umwandlung von RDBMS-Systemen in einen Graphen zu erleichtern, was aber
dazu fu¨hren kann das nicht jeder Use-Case abgedeckt wird.
3.3 SQL-Befehle in Cypher
Sieht man sich Cypher-Statements an, kann man erkennen das eine na¨he zu SQL nicht
zu leugnen ist. Anstatt einem
”
SELECT“ und
”
FROM“ Statement in SQL benutzt
man in Cypher den ”´MATCH“-Befehl von Cyper. In diesem Statement kann ange-
ben welchen Knoten mit welcher Beziehung man anzeigen mo¨chte. Damit verzichtet
Cypher auf das ”´JOIN“ Statement aus SQL, da man die Beziehung von zwei Knoten
mit unterschiedlichem Label direkt angibt.
Abbildung 3.5: Beispiel einer
”
JOIN“-Abfrage und einer
”
MATCH“-Abfrage
Wie man in den Abbildung 3.5 sieht, kann man mit weniger Code die gleiche In-
formation bekommen, wie in SQL. Durch die fehlenden
”
JOIN“ ist die Gefahr von
Fehlern reduziert und der Befehl ist in Cypher schneller geschrieben und wird schnel-
ler ausgefu¨hrt.
Das Erstellen von Tabellen wird in SQL wie in Abbildung 3.6 ausgefu¨hrt und mit Da-
ten gefu¨llt.
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Abbildung 3.6: Beispiel ”´CREATE TABLE“-Befehl in SQL
Abbildung 3.7: Beispiel ”´CREATE“-Befehl in Cypher
In Abbildung 3.7 sehen wir wie die gleiche Tabelle mit den gleichen Daten in SQL
funktioniert. Dabei ist der schreib Aufwand bei Cypher und in SQL effektiv nicht so
viel gro¨ßer. Jedoch empfinde ich die
”
CREATE“-Methode einfacher als die von SQL,
da das Statement einfacher zu lesen und bei Fehlern anzupassen ist.
Anbei in Abbildung 3.8 noch ein paar Befehle wie sie in SQL gemacht werden und
wie diese in Cypher umgesetzt wurden.
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Abbildung 3.8: Befehle in SQL und dann in Cypher
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Die Modellierung eines Graphen findet meist scho¨n wa¨hrend den Vorbereitungen der
Entwicklung statt, wenn in einem Projekt die Daten und wie diese in Verbindung ste-
hen besprochen wird. Dabei besteht eine enge Affinita¨t zwischen dem Logischen und
Physikalischen Model.
Wie schon erwa¨hnt sind Graphen sehr Whiteboard-Friendly, was die Modellierung
erleichtert. Da dieses Model, welches wir in der Kreativen und Analytischen Phase
aufzeichnen, sehr nahe dem kommt, was wir am Ende in unsere Datenbank implemen-
tieren. (Robinson, 2015, S.26)
Durch die einfache Versta¨ndlichkeit eines Graphen, verstehen auch nicht Entwickler
welche Daten es gibt und wie diese in Verbindung stehen. Dabei ist der Graph sehr
flexibel und kann jederzeit angepasst werden.
Im Gegensatz zu einem ER-Modell mu¨ssen keine JOIN-Tabellen erstellt werden, um
die Daten abfragen bei Normalisierten Tabellen zu ermo¨glichen. Dabei kann man viele
Doma¨nen mit einem relationalem oder Objektorientierten Modell zu einem Graphen
u¨berfu¨hren.
Abbildung 4.1: Das Relationale Modell einer Datenbank und deren Zuordnung der
Daten.Neo4jInc (a)
Dabei geht es nicht nur Grundlegend darum wie die Entwickler denken wie Dinge in
der Doma¨ne miteinander kommunizieren, sondern auch welche konkreten Fragen wir
an diese Doma¨ne stellen.
Dazu kann vor der Modellierung eines Graphen Use-Cases erstellt werden um festzu-
stellen welche Anforderungen man an das System hat und welche Daten dabei abge-
fragt werden sollen. Daraus kann man dann Fragen an die Doma¨ne formulieren, die die
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Abbildung 4.2: Das Graph Modell einer Datenbank und deren Zuordnung der Daten.
Neo4jInc (a)
Erstellung eines Graphen erleichtern und es allen an der Entwicklung teilnehmenden
Menschen erleichtert die Anforderungen an die Doma¨ne zu verstehen. Diese Fragen sol-
len dabei auch helfen, die reichhaltigen Beziehungen zwischen den Daten darzustellen.
Wa¨hrend der Modellierung eines Graphen geht man gerne von konkreten Daten und
Anwendungsfa¨llen aus. Dadurch kann man schnell erkennen ob die Konkreten Fa¨lle das
Model Aussagekra¨ftig ist und die Beziehungen so modelliert sind das alle gewu¨nschten
Szenarien unterstu¨tzt werden ko¨nnen. (Hunger, 2014, S.45)
4.1 Unterschiede zwischen ER-Diagramm und Graph Modell
Die gro¨ßten Unterschiede zwischen dem ER-Diagramm und dem Graph Modell ist die
Art der Erstellung. Wie schon beschrieben, kann man ein Graph Modell direkt aus
dem Datenmodell, welches man auf einem Whiteboard malt u¨bernommen werden. Bei
einem ER-Diagramm wird das Datenmodell in Entita¨ten, Beziehungen und Attributen
unterteilt und daraus das ER-Diagramm erstellt. Dabei wird bei den Beziehungen ver-
sucht herauszufinden, welche Kardinalita¨ten es gibt. Dies erfordert von den Entwicklern
dieses Modells nochmal einen entsprechenden Workload, um ein Modell zu entwickeln,
welches alle Daten fu¨r dieses System anzeigen kann. So werden bei n:m-Beziehungen
zum Beispiel eine Tabelle erstellt, welche den Prima¨rschlu¨sseln beider Tabellen entha¨lt,
um wieder eine 1:n-Beziehung darzustellen, da es nicht mo¨glich ist eine n:m-Beziehung
in einer relationalen Datenbank umzusetzen. (Jarosch, 2010, S.200)
In einem Graph Modell ist es nicht no¨tig mit Prima¨r- oder Fremdschlu¨sseln zu arbei-
ten, da die Graphen Logisch u¨ber deren Namen miteinander verknu¨pft werden ko¨nnen.
Sollten trotzdem einmal Daten auftauchen, welche nicht durch einen Namen eindeutig
benannt werden ko¨nnen, kann man diesen Daten eine ID geben, welche jedoch dann
nicht als Fremdschlu¨ssel in einem anderen Datensatz auftauchen mu¨ssen, um die Be-
ziehung zwischen den beiden herzustellen.
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4.1.1 Darstellung Entita¨ten im Graph Modell
Entita¨ten aus dem Relationalem Modell werden im Graph Modell als Knoten umge-
setzt. Dabei wird der Entita¨tstyp als Label fu¨r die Knoten genommen. Hat man zum
Beispiel den Entita¨tstyp
”
Schu¨ler“ mit den Entita¨ten
”
Julia, Nicole, Axel“ werden
diese zu Knoten u¨berfu¨hrt. Dies wird in der Abbildung 4.3 veranschaulicht. Dabei
ko¨nnen Attribute der Entita¨ten im Graph Modell wegfallen, wie ein Fremd- oder der
Prima¨rschlu¨ssel.
Abbildung 4.3: Entita¨ten die zu Knoten werden.
Man sollte Knoten immer durch ein Label zusammenfassen, welches sich aus den
Entita¨tstypen eines ER-Diagramm ergeben, um dadurch die Modellierung zu erleich-
tern. Sollte man Knoten nicht durch ein Label zusammenfassen, kann es bei einer zu
großen Menge an Entita¨ten unu¨bersichtlich werden. Ein negatives Beispiel dazu zeigt
Abbildung 4.4, ohne die Farben die die Labels zeigen, wa¨re eine Unterscheidung nicht
mo¨glich.
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Abbildung 4.4: Beispiel einer Datenbank mit vielen Knoten. Yu
4.1.2 Darstellung von Relationen im Graph Modell
Relationen im Graph Modell wird als Kante zwischen einem Start- und Endknoten dar-
gestellt, sie sind also immer gerichtet. Dabei kann die Kante auch Properties besitzen
welche, die Kante wird mit der Art wie die Knoten in Verbindung stehen beschrieben,
wie zum Beispiel mit
”
:KNOWS“.
Abbildung 4.5: Beispiel Knoten mit Relation
”
:KNOWS“
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In ER-Diagrammen ist die Form der Notation von Beziehungen wichtig, hat man sich
dort fu¨r eine Notationsform, wie zum Beispiel die Chen-Notation, sollte man diese
im Kompletten Diagramm beibehalten. Da eine solche Notation im Graph Modell fu¨r
Kanten weg fa¨llt, muss man sich nicht fu¨r eine Notationsform entscheiden.
Fremdschlu¨ssel-Beziehungen im ER-Diagramm werden im Graph Modell in eine Be-
ziehung umgewandelt, so wie Entita¨ten die nur durch eine n:m-Beziehung entstanden
sind.
4.1.3 Graph Modellierung und Probleme mit dieser
Das Graph Modell ist passend fu¨r Umgebungen wo Daten mit vielen JOINs abgerufen
werden mu¨ssen, wie zum Beispiel CM-Systeme oder Soziale Netzwerke. Es ist jedoch
immer zu beachten das nicht jeder Anwendungsfall fu¨r geeignet ist, um einen Graphen
dafu¨r zu erstellen. Sind Daten zum Beispiel sehr tabellarisch und gut strukturiert,
bietet sich eher eine Oracle Datenbank an. Aber auch eine Kombination aus Oracle
und Neo4j wa¨re fu¨r viele Problemdoma¨nen eine gute Wahl. Dabei kann man Neo4j fu¨r
Suchvorga¨nge benutzen und Oracle dafu¨r, um die Transaktionsdaten auszulesen.
Beispiele fu¨r Datenbanken mit strukturierten und tabellarischen Daten wa¨ren zum Bei-
spiel Statistiken. Wu¨rde man zum Beispiel versuchen die Daten von der Statistikseite
destatis (Destatis) in einem Graph Modell umzusetzen, wa¨re dies ein sehr schwieriges
Unterfangen, da Statistiken oft sehr strukturierte und Tabellarische Daten sind. Als
Beispieltabelle ko¨nnte man mit dem folgenden Aufruf aus Abbildung 4.9 nehmen.
Eine Umsetzung dieser Daten als Graph Modell wa¨re wohl nicht im vollen Umfang
mo¨glich und eine Relationale Lo¨sung mit einem ER-Diagramm wu¨rde sich mehr fu¨r
eine Lo¨sung anbieten.
Auch durch die Einfachheit eines Graphen kann es passieren, dass man wichtige
Zusammenha¨nge vernachla¨ssigt oder nicht bemerkt, die durch eine genauere Analy-
se wie sie bei der Erstellung eines ER-Diagramms vorgenommen wird, nicht passiert
wu¨rden. Natu¨rlich la¨sst sich der Graph jederzeit anpassen, aber dies erfordert eine
erneute Iteration des Graph Modells. Diese Iteration passiert bei relationalen Daten-
banken meistens schon bevor diese eingesetzt werden.
Ein Beispiel liefert dafu¨r Bryce Merkl Sasaki, ein Graphdatenbank Spezialist, der
wa¨hrend seiner Arbeit fu¨r einen Kunden eine Fraud Detection fu¨r Email Kommunika-
tion entwickelte und dabei mit seinem Team ein einfaches Graph Modell entwickelte
bei dem sich spa¨ter rausstellte, dass der Emailtext nicht u¨bergeben wurde. (siehe Ab-
bildung 4.6)
Dies geschah dadurch, dass man im Englischen den Satz
”
Bob sent an email to Char-
lie“ in die Phrase
”
Bob emailed Charlie“ umgewandelt hat. Durch diese Aba¨nderung
machte man den Modellierungsfehler, aus Abbildung Abbildung 4.6. Bryce und sein
Team entwickelten daraufhin ein sta¨rkeres Modell, welches dann auch die Email und
deren Inhalt zuru¨ckgeben konnte. (siehe Abbildung 4.7)
Die E-Mail wurde dabei als neuer Knoten mit eigenen Beziehungen implementiert.
Aber auch dieses Modell war nicht optimal, da man nicht die Antworten auf Emails
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Abbildung 4.6: Fehlerhafte Gestaltung der Fraud Detection. Bryce (a)
Abbildung 4.7: U¨berarbeitung der Fraud Detection. Bryce (a)
im Modell erkennen konnte. Also wurde das u¨berarbeitete Modell noch mal von Bryce
und seinem Team angepasst.
Man fu¨gte einfach neue Kanten Bezeichnungen ein, mit
”
FORWARDED“ und
”
RE-
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PLIED TO“. Wie man den dem Beispiel sieht, kann die falsche Formulierung von
Anforderungen, Use Cases oder auch Aussagen in der Doma¨ne zu einer fehlerhaften
Modellierung fu¨hren.
Abbildung 4.8: Finale Version der Fraud Detection. Bryce (a)
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Abbildung 4.9: Aufruf des Statistikamt. Destatis
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4.2 Modellanalyse des Beispiel ER-Diagramm
Von der Technischen Hochschule habe ich die Datenbank der Webseite IMDB, welche
sich auf Filme und Serien spezialisiert, bekommen. Diese wurde von mir in einen Gra-
phen u¨berfu¨hrt, dafu¨r war zu erst die Erstellung eines Graphen Modells no¨tig.
Dafu¨r ist eine Analyse des vorhandenen Relationalen Modell (siehe Abbildung im An-
hang) no¨tig, welches man mit dem Data Modeler von Oracle erstellen konnte. Aus
diesem Graph Modell habe ich ein Doma¨nenmodell erstellt, welches man in Abbil-
dung 4.10 sieht.
Abbildung 4.10: Doma¨nenmodell zum Beispiel ER-Diagramm
4.2.1 Analyse der Entita¨ten
Zuerst habe ich versucht die Entita¨ten aus dem Beispiel ER-Diagramm zu ermit-
teln, welche fu¨r eine Umwandlung in einen Knoten fu¨r geeignet hielt. Die Haupten-
tita¨ten dafu¨r sind schnell ersichtlich und zwar die Entita¨ten
”
IMDB MOVIE“ und
”
IMDB PERSON“.
Weiterhin wurden Tabellen genommen die Informationen u¨ber die Entita¨t
”
IMDB MOVIE“
enthalten, bei denen mehrere Eintra¨ge mit der gleichen
”
MOVIE ID“ vorhanden waren,
wie
”
IMDB MOVIE INFO“ oder
”
IMDB MOVIE INFO 2“. Auch
”
IMDB BUSINESS“
wurde als Entita¨t von mir Analysiert die zu einem Knoten gemacht werden konnten.
”
IMDB PLOT“ wurde heraus analysiert, da einige Attribute mehrfach zu einem Film
geho¨ren konnten und ich kein Array von großen Zeichenketten haben wollte. Da ein
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Abbildung 4.11: Die Entita¨ten
”
IMDB MOVIE“ und
”
IMDB PERSON“
Film mehrere Titel haben konnte und ich erkenntlich machen wollte in welcher Spra-
che diese sind, wurde auch die Entita¨t
”
IMDB AKA TITLE“ heraus analysiert. In der
Abbildung 4.12 sieht man welche Entita¨ten, die eng mit
”
IMDB MOVIE“ zusammen-
geho¨ren, von mir heraus analysiert wurden.
Abbildung 4.12: Die Entita¨ten die mit
”
IMDB MOVIE“ in Verbindung stehen sollen.
Als restliche Entita¨te habe ich
”
IMDB AKA NAMES“ und
”
IMDB BIO“ gefunden,
diese ha¨ngen eng mit
”
IMDB PERSON“ zusammen. In der Abbildung 4.14 zeige ich
alle Entita¨ten die eng zu
”
IMDB PERSON“ geho¨ren.
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Abbildung 4.13: Die Entita¨ten die mit
”
IMDB PERSON“ in Verbindung stehen sollen.
4.2.2 Analyse der Relationen
Die Relationen aus dem ER-Diagramm zu analysieren war um einiges schwieriger. Als
eine der Hauptrelationen wurde von mir die Relation zwischen
”
IMDB PERSON“ und
”
IMDB MOVIE“ gesehen. Da eine Relation zwischen beiden nur durch die Entita¨t
”
IMDB CAST“ statt, weshalb diese fu¨r mich als eine
”
Relations-Entita¨t“ festgelegt
wurde. Zu dieser wurde die Entita¨t
”
IMDB SLV ROLETYPE“ hinzugefu¨gt, um die
Relation mit allen Daten auszustatten.
Meistens habe ich mich bei den Relationen an die Prima¨r- und Fremdschlu¨ssel Re-
lationen gehalten und diese als Relationen gesehen die ich spa¨ter als wichtig erachte.
Am Ende habe ich folgende Relationen aus den Tabellen in der Abbildung 4.14 heraus
analysiert.
Als Relationen, die auf dieselbe Entita¨t zeigen und vorhanden sein mu¨ssen habe ich
”
IMDB SLV KIND MOVIE“ und
”
IMDB SLV MOVIELINK“ heraus analysiert. Wie
man auch in der Abbildung sieht, zeigen beide auf
”
IMDB MOVIE“. Ich habe mein
Modell in ein Doma¨nenmodell u¨berfu¨hrt, um daraus spa¨ter einfacher einen Graphen
zu erstellen. Das Doma¨nenmodell ist in der Abbildung 4.10 zu sehen.
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Abbildung 4.14: Die Relationen aus der IMDB Datenbank.
4.3 Modellierung des Graphen
Nachdem ich alle Entita¨ten und Relationen analysiert hatte, habe ich ein Graphen
Modell auf dieser Grundlage erstellt. Wie man sehen kann habe ich den Graphen zu-
erst mit den Labeln zur besseren U¨bersicht erstellt. Den fertigen Graphen kann man
in Abbildung 4.15 sehen und warum ich welche Kante und welchen Knoten genommen
habe, wird in den anderen Kapiteln erkla¨rt.
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Abbildung 4.15: Der fertige Graph
4.3.1 U¨bertragung Entita¨ten in Knoten
Wie in Unterabschnitt 4.2.1 habe ich alle Entita¨ten in Knoten u¨bertragen. Heraus ka-
men die Knoten mit den Labels
”
PERSON“,
”
MOVIE“,
”
BIO“,
”
ALIAS“,
”
AKA TITLE“,
”
MI INFO“ und
”
MI2 INFO“.
Nachdem ich die Entita¨ten aus dem ER-Diagramm analysiert habe und ich die Knoten
festgelegt habe, legte ich die Properties fest die fu¨r die Knoten existieren wu¨rden. Diese
habe ich in Tabellen festgehalten, einige der Tabellen folgen in Abbildung 4.17 und
Abbildung 4.18, der Rest ist als Anhang angeha¨ngt.
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Abbildung 4.16: Alle Knoten des Graphen.
Abbildung 4.17: Tabelle PERSONEN Knoten
Abbildung 4.18: Tabelle MOVIE Knoten
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4.3.2 U¨bertragung Relationen in Kanten
Nachdem die Entita¨ten in Knoten u¨bertrugen wurden, mussten noch die Kanten erstellt
werden, die die Knoten in Beziehung setzen. Um die Knoten
”
PERSON“ und
”
ALIAS“
in Beziehung zu setzen, habe ich die Beziehungen
”
:HAS ALIAS“,
”
:HAS BIRTHNAME“
und
”
:HAS NICK NAME“ erstellt, wie in Abbildung 4.19 zu sehen. So konnte man
zwischen den Knoten sehen welche Art von Alias diese haben.
Abbildung 4.19: Kante zwischen
”
ALIAS“ und
”
PERSON“
Eine wichtige Beziehung ist die Zwischen
”
MOVIE“ mit sich selbst. Da in der Tabelle
nicht nur Filme, sondern auch Serien sind, muss man eine Verbindung zwischen der
TV-Serie und seiner Episoden herstellen. Also wurde eine Kante zwischen den Filmen
erstellt, mit dem Namen
”
HAS EPISODE“ und mit einer die
”
EPISODEOF“ erstellt,
um genau zu bestimmten zu welcher Serie eine Episode geho¨rt. Dabei wurde den Kan-
ten die Properties
”
episodeyear“,
”
episode“ und
”
season“ gegeben.
Zwischen dem Knoten
”
MOVIE“ und
”
PERSON“ mussten mehrere Kanten erstellt
werden, um die Verschiedenen zusammenha¨nge zwischen den Knoten zu sein. Da unter
den Personen nicht nur Schauspieler oder Producer existieren, sondern auch Leute, die
zur Crew geho¨ren.
Dafu¨r habe ich die Tabellen
”
IMDB CAST“ und
”
IMDB SLV ROLETYPE“ zusam-
mengefu¨gt um damit die Verbindung zwischen
”
MOVIE“ und
”
PERSON“ herzustellen,
bei der ich den Rollennamen als Property hinzufu¨ge.
Um eine bessere U¨bersicht u¨ber alle Erstellten Kanten zu haben wurde von mit eine
Tabelle angelegt, die in teilen in Abbildung 4.20 und Abbildung 4.21 zu sehen ist, der
Rest befindet sich im Anhang.
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Abbildung 4.20: Kantenbeschreibung zwischen
”
MOVIE“ und
”
MOVIE“
Abbildung 4.21: Kantenbeschreibung zwischen
”
MOVIE“ UND
”
AKA TITLE“
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Nachdem die Modellierung des Graphen fertig war, habe ich mich an die Realisierung
in Neo4j gemacht. Dafu¨r habe ich die Enterprise Version von Neo4j genutzt, um den
Import der Daten am schnellsten zu gewa¨hrleisten. Meine folgenden Schritte werden
in Unterkapiteln erkla¨rt. Die Daten mu¨ssen jedoch zuerst exportiert werden, als CSV
Dateien und dann importiert werden. Der Import der Dateien kann dabei auf verschie-
dene Arten funktionieren. Es gibt einen CSV Import mit Cypher und auch einen u¨ber
das Terminal, der schneller funktioniert, aber auch zu Fehlern fu¨hren kann.
5.1 Vorbereitung fu¨r die Umsetzung
Fu¨r die Realisierung der Datenbank mussten die Daten aus der Oracle Datenbank als
CSV Datei mit Headern exportiert werden. Dafu¨r musste ich Datenbanken jedoch mit
dem
”
JOIN“ Befehl verbinden um die Daten wie in der Modellierung Importieren zu
ko¨nnen.
Dabei fu¨hrt man die Befehle in Oracle SQL Developer aus und klickt mit der Rech-
ten Maus auf das Abfrageergebnis und klickt auf Exportieren. Danach wa¨hlt man das
gewu¨nschte Format an, bei mir CSV, wa¨hlt die Checkbox
”
U¨berschrift“ an und danach
den Speicherort.
Dabei habe ich die Daten mehrmals falsch exportiert durch Denkfehler. Mir wa¨re es
ein leichtes Gewesen die Umsetzung durch ein ETL Tool durchzufu¨hren, jedoch wa¨re
das nicht befriedigend fu¨r mich gewesen. Der Import hat durch die große Menge an
Daten viel Zeit gekostet. Ein paar meiner Aufrufe, um die Daten fu¨r den Export vor-
zubereiten stelle ich nun vor, der Rest wird von mir in den Anhang gepackt.
Abbildung 5.1: Export der Entita¨t
”
AKA TITLE“
Der erste Export wird in Abbildung 5.1 gezeigt.
Da die Sprache in dem der Title vorhanden ist mit Klammern versehen war habe ich
eine Kombination von den Befehlen
”
NVL“,
”
RTRIM“,
”
LTRIM“ und
”
REGEXP“
benutzt.
”
NVL“ sorgt dafu¨r das Nullwerte mit einem String ersetzt werden (Q:Oracle
Webseite).
”
RTRIM“ und
”
LTRIM“ schneiden jeweils Links und Rechts bestimmte
Zeichen eines Stringes ab und mit
”
REGEXP“ kann man sich einen String innerhalb
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von bestimmten Chars ausgeben lassen. Ich musste
”
LTRIM“ und
”
RTRIM“ benut-
zen, da der String mit
”
REGEXP“ mit Klammern ausgegeben wurden. Beide Befehle
konnte ich jedoch nicht ohne
”
REGEXP“ benutzen, da es vorkommen konnte, das Ex-
tra Informationen Hinter den Klammern erscheinen konnten. Der Rest des Befehls ist
ein Einfaches
”
SELECT FROM“ in dem ich bestimmte Spaltennamen mit den Kno-
tennamen gleichgesetzt habe. Da viele Exports auch fu¨r die Kanten beno¨tigt wurden,
habe ich die dazu geho¨rigen IDs mit Ausgegeben.
Der Na¨chste Export zeigt wie der Knoten
”
PERSON“ mit seinen Kanten fu¨r
”
CAST TYPE“
erstellt wurden. (Abbildung 5.2)
Abbildung 5.2: Export der Entita¨t
”
CAST TYPE“
Hier habe ich mit dem Befehl
”
INNER JOIN“ benutzt und die Tabellen
”
IMDB PERSON“ mit den Tabellen
”
IMDB SLV ROLETYPE“ und
”
IMDB CAST“
zusammengefu¨hrt. Hierbei habe ich alle Typen die in der Spalte
”
MOVIELINK TYPE TEXT“ aus
”
IMDB SLV ROLETYPE“ nacheinander durch ei-
ne
”
WHERE“ Abfrage ausgegeben und mir diese in eine CSV Datei exportiert. Be-
stimmt ha¨tte es eine elegantere Lo¨sung dafu¨r gegeben, so war es fu¨r mich jedoch
einfacher die Kanten beim Import zu erstellen. Fu¨r die Kante
”
:HAS GOOFS“ musste
ich die Daten mehrfach Exportieren, jedoch konnte ich diese Tabelle nicht Importieren.
Durch mehrfach nicht korrekt gesetztes Anfu¨hrungszeichen innerhalb des Textfeldes,
wurde der Import verhindert, da immer die Meldung erscheint ist, dass die
”
mi info id“
nicht NULL sein darf. In Abbildung 5.3 ist der Versuch den Export noch zu reparieren
zu sehen.
Abbildung 5.3: Export der Entita¨t
”
MI INFO“ mit
”
goofs“
Trotz des Versuches mit dem Befehl
”
IS NOT NULL“ bei der besagten Stelle, tauchte
der Fehler weiter auf. Da ich die Umsetzung jedoch nicht durch so einen Fehler ver-
hindern wollte, habe ich diese Tabelle nicht in die Finale Graphdatenbank eingefu¨gt.
Leider konnte ich Namen oder Filmtitel mit Sonderzeichen nicht korrekt exportieren.
Ich habe beim Export und fu¨r die Umgebung eine andere Codierung versucht und
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auch versucht mit dem Befehl
”
CONVERT“ eine richtige Ausgabe fu¨r die Zeilen zu
Gewa¨hrleisten. Leider haben alle meine Versuche nichts gebracht, im Internet gab es
nur die Lo¨sung die Datenbank nochmal mit der richtigen Codierung zu erstellen, was
mir aber wegen fehlender Rechte nicht mo¨glich.
5.2 Erkla¨rung der Importbefehle in Neo4j mit Cypher
Der Import in Cypher wurde mit einigen Befehlen durchgefu¨hrt, welche ich in diesem
Kapitel zeige und erkla¨re. Dafu¨r habe ich allen Knoten vorher einen Index oder ein
Constraint geben um den Import, mit den aus meinen Befehlen ha¨ufig aufkommenden
”
MERGE“ Befehl, zu beschleunigen. Einen Index legt man mit Cypher mit dem Befehl
aus Abbildung 5.4 an.
Abbildung 5.4: Erstellen eines Index in Cypher.
Und ein Constraint mit dem Befehl aus Abbildung 5.5.
Abbildung 5.5: Erstellen eines Constraint in Cypher
Wichtig ist es das diese Befehle vor dem eigentlichen Export erfolgen mu¨ssen. Ist dies
erledigt, wird der Import durchgefu¨hrt. Zuerst wurde der Knoten
”
MOVIE“ erstellt,
da alle Kanten auf ihn zeigen werden. (siehe Abbildung 5.6)
Abbildung 5.6: CSV Import per Cypher des Knoten
”
MOVIE“
Wie man sieht lese ich die Datei aus meinem lokalem Filesystem hoch und definiere
dann die aus Unterabschnitt 4.3.1 festgelegten Properties fu¨r den Knoten. Diese ist
ein noch recht einfacher Import, da er ohne eine Relation zu einem anderen Knoten
erstellt wird.
Nun habe ich den zweit gro¨ßten Knoten na¨mlich den
”
PERSON“-Knoten importiert.
(siehe Abbildung 5.7)
Diesen Befehl habe ich danach mit den Unterschiedlichen Knoten Labels wiederholt.
Dabei besaß jede Datei nur eine bestimmte Anzahl an Personen, na¨mlich die, die nur
zum Beispiel zum Roletype
”
Actor“ geho¨ren. Bei diesem Befehl habe ich den
”
MER-
GE“ Befehl zum anlegen von Personen benutzt, um zu verhindern das keine Doppelten
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Abbildung 5.7: CSV Import per Cypher des Knoten
”
PERSON“ mit Relation
”
AC-
TED IN“.
Personen vorhanden sind. Danach habe ich die Kante mit dem aus Kapitel 4.3.2 fest-
gelegten Properties angelegt.
Referenziert ein Knoten sich selbst, wie dies bei der Kante
”
:FOLLOWED BY“ pas-
siert, sieht der Befehl zum Erstellen ist in Abbildung 5.8 abgebildet.
Abbildung 5.8: CSV Import per Cypher der Kante
”
:FOLLOWED BY“.
Dabei nehme ich die aus dem CSV Export entstandene Spalte
”
SRC MOVIE ID“ und
die Spalte
”
DEST MOVIE ID“. Durch
”
MERGE“ wird u¨berpru¨ft ob die jeweiligen IDs
schon existieren und eine dann eine Verbindung zwischen den beiden erstellt. Auch hier
habe ich die CSV Dateien einzeln nach ihrem
”
MOVIELINK TYPE TEXT“ expor-
tiert, um die Kanten danach besser herzustellen.
In meinem na¨chsten Beispiel erweitere ich den Knoten
”
MOVIE“ mit dem Befehl
”
SET“ um einige Properties. (siehe Abbildung 5.9)
Abbildung 5.9: CSV Import per Cypher mit
”
SET“.
Hier arbeite ich allein mit dem
”
MATCH“ Befehl, dieser findet die jeweiligen Knoten
und fu¨gt ihnen dann mit
”
SET“ die jeweiligen Properties hinzu. Diese Methode habe
ich benutzt, da der Export von allen Properties mit denen ich den Knoten
”
MOVIES“
fu¨llen wollte, nicht funktioniert hat. Jeder Film wurde mehrfach angezeigt ohne einen
mir sichtlichen Unterschied. Natu¨rlich ha¨tte man mit
”
SELECT DISTINCT“ arbeiten
ko¨nnen, aber ich hatte Angst das dadurch nicht alle Informationen angezeigt werden
ko¨nnen. Deshalb wurden die beno¨tigten Properties erst spa¨ter eingefu¨gt.
Als letzten Beispiel Import Befehl habe ich einen Befehl mit einer
”
FOREACH“ Schlei-
fe benutzt. Diese wird nicht offiziell in der Dokumentation fu¨r den Import erwa¨hnt, hat
sich aber in der Praxis bei der Benutzung als Hilfreich erwiesen. (siehe Abbildung 5.10)
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Abbildung 5.10: CSV Import per Cypher mit
”
FOREACH“.
Hier wird die
”
FOREACH“ Schleife dafu¨r benutzt, um zu u¨berpru¨fen ob die Spalten
”
SEASON“ oder
”
EPISODE“ einen NULL Wert besitzen. Dazu wird der
”
CASE“ Be-
fehl benutzt um den Fall das NULL-Werte erscheinen diese abzufangen. Ist dies der Fall
werden die Kanten zwischen
”
MOVIES“ und
”
MOVIES“ ohne die Properties erstellt.
Haben die Zeilen jedoch einen Wert, werden die Kanten mit den Properties erstellt. So
habe ich keine leeren Werte in den Properties stehen und habe trotzdem die richtige
Verbindung zwischen den Knoten hergestellt.
Die anderen Import Befehle sind im Anhang zu finden.
5.3 Erkla¨rung der Mo¨glichen Datenabfrage
Nun da Graph in Neo4j erstellt wurde, ko¨nnen wir Abfragen erstellen, um uns be-
stimmte Pfade oder auch Knoten anzeigen zu lassen. Da die Datenbank nach dem
Import fast 14 GB betra¨gt, ko¨nnen die Daten immer nur begrenzt angezeigt zu wer-
den. Dazu kann man mit dem Befehl
”
LIMIT“ die Ausgabe limitieren. Die Abfrage
mit einem Limit ko¨nnte wie in Abbildung 5.11 aussehen.
Abbildung 5.11: Cypher Abfrage mit
”
LIMIT“.
Die Ausgabe kann man in Abbildung 5.12 sehen.
Abbildung 5.12: Cypher Ausgabe mit
”
LIMIT“.
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Wie wir sehen, bekommen wir die ersten 50 Graphen zwischen dem Knoten
”
ALI-
AS“ und
”
PERSON“ ausgegeben. Wir haben bei der Ausgabe verschiedene Darstel-
lungsmo¨glichkeiten, als Tabelle, als Graph (Standard), als Text und als Code. Mo¨chte
man die Properties der Knoten und Kanten in der Graph Ansicht sehen, hovert man
u¨ber den gewu¨nschten Knoten oder Kante und die Properties werden unter der Anzei-
ge der Graphen angezeigt. Sollte dies einem zu Umsta¨ndlich sein, kann dies auch u¨ber
die
”
Rows“ Ansicht geschehen.
Eine weitere Datenabfrage ko¨nnte mit
”
WHERE“ geschehen, ein Beispiel dazu zeigt
Abbildung 5.13.
Abbildung 5.13: Cypher Abfrage mit
”
WHERE“.
Die Abfrage funktioniert dabei wie in SQL, wir wollen vom Label
”
MOVIE“ die Kno-
ten angezeigt bekommen deren Propertie
”
name“ gleich
”
Fight Club“ sind.
Unsere Ausgabe wu¨rde bei unserem Graphen wie in Abbildung 5.14 aussehen.
Abbildung 5.14: Cypher Ausgabe mit
”
WHERE“.
Wenn wir uns alle Personen die in dem Film
”
Fight Club“ mitgespielt haben anzeigen
wollen benutzen wir den Aufruf aus Abbildung 5.15.
Abbildung 5.15: Cypher Abfrage mit
”
WHERE“ und
”
LIMIT“.
Damit zeigen wir uns alle Personen an die im Film
”
Fight Club“ mitgespielt haben.
Die Ausgabe sieht dabei wie in Abbildung 5.16 aus.
Wie man bemerkt hat ist die Abfrage von Befehlen sehr leicht versta¨ndlich und die
Abfragen schnell erstellt oder auch bearbeitet. Da jede Abfrage durch seine Notation
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Abbildung 5.16: Cypher Ausgabe mit
”
WHERE“ und
”
LIMIT“.
wie ein Graph aussieht, ist die Einfachheit der Abfragen nicht zu u¨bersehen.
Dadurch ist es auch mo¨glich gro¨ßere Abfragen zu Gestalten um mehr Informationen
anzuzeigen.
Abbildung 5.17: Cypher gro¨ßere Abfrage.
In Abbildung 5.17 lassen wir uns auch noch die Informationen aus den Knoten
”
BIO“
fu¨r die Schauspieler ausgeben die im
”
Fight Club“ mitgespielt haben.
Abbildung 5.18: Cypher gro¨ßere Abfrage..
Wir ko¨nnten uns nun auch noch weitere Informationen wie den Plot oder die Einspiel-
ergebnisse des Films ausgeben lassen.
Es ist durch die Einfachheit von Cypher mo¨glich leicht Abfragen fu¨r bestimmte Daten
zu erstellen. Auch das lo¨schen von Properties, Labels, Kanten und Knoten ist damit
mo¨glich. Wollen wir den Namen fu¨r den Schauspieler
”
Keanu Reeves“ a¨ndern, ko¨nnen
wir dies mit dem Befehl aus Abbildung 5.19 zeigen.
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Abbildung 5.19: Cypher gro¨ßere Abfrage.
Sollte man sich den ganzen Graphen mit der Kante
”
:ACTED IN“ ausgeben lassen
wollen, sollte dies lieber mit einem Graph Visualization Tool passieren, welches man
einfach in Neo4j einfu¨gen kann. Ohne ein solches Tool, kann die Abfrage ohne entspre-
chenden Index auf die Properties sehr lange dauern, da die Visualisierung des Graphen
sehr viel Rechnerleistung kostet.
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6 Fazit und Ausblick
Zum Ende hin musste ich feststellen, dass Neo4j eine gute Plattform fu¨r Datenbanken
ist, aber man noch merkt, dass ihre Plattform laufend bearbeitet wird. Viele Fehler
die ich mit der Datenbank hatte, konnten mit im Internet nicht beantwortet werden.
Ich musste ha¨ufiger die Datenbank neu aufsetzen damit ich eine laufende Datenbank
als Ergebnis abgeben konnte.
Auch habe ich mich in meinem Zeitplan verkalkuliert und die Zeit, die die Realisierung
der Datenbank gebraucht hat, unterscha¨tzt. Ich denke auch das meine Umsetzung noch
nicht perfekt ist und ich noch viel an Arbeit reinstecken kann.
Die Verbindungen zwischen
”
MOVIE“ und
”
MOVIE“ u¨ber
”
MOVIE LINKS“ entha¨lt
noch zu viele doppelte Kanten die Eigendlich das gleiche u¨ber die Verbindung aussagt.
Man ko¨nnte auch viele Informationen als Liste oder Set direkt
”
MOVIE“ u¨bergeben
und so Knoten und Relationen sparen.
Ob die Benutzung von IDs waren nicht immer notwendig, haben mir aber geholfen,
nicht den U¨berblick bei der Verbindung der Knoten zu verlieren.
Am Ende bin ich trotzdem zufrieden mit meiner Arbeit, da die Umsetzung doch
schwerer war als gedacht und ich dies nicht einem ETL-Tool u¨berlassen habe. Dies
wa¨re zum Ende der einfachere Weg gewesen um einen Graphen aus einer Relationalen
Datenbank zu machen. Auch hat mir die Arbeit mit Neo4j viel Spaß gemacht und
mir gezeigt, was fu¨r tolle Alternativen es in diesem Bereich gibt und ich wu¨rde gerne
weitere NoSQL-Datenbanken kennen lernen.
Eine Umsetzung eines weiteren Projektes in Neo4j wu¨rde ich daher nicht ausschließen,
da es noch viel fu¨r mich zu entdecken gibt. Ich denke bisher habe ich nur an der Ober-
fla¨che gekratzt und das noch mehr Power in der Datenbank steckt.
Alleine die vielen Plugins, die Neo4j noch ma¨chtiger und fu¨r Entwickler angenehmer
machen, haben mein Interesse geweckt. Auch die gute Anbindung fu¨r neue Techno-
logien wie GraphQL sind Zeichen dafu¨r, das Neo4j eine Datenbank der Zukunft ist.
Big-Data Projekte oder Projekte mit großem Such aufkommen, sollten Neo4j oder
Graphendatenbanken in Betracht ziehen zu benutzen.
Ich gehe aus diesem Projekt mit einem Positiven Gefu¨hl raus und habe viele dabei an
Erfahrung mitgenommen.
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