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Voorwoord 
Als afsluiting van Masteropleiding Business Process Management and IT aan de Open Universiteit 
Nederland, faculteiten Managementwetenschappen en Informatica heb ik een afstudeeronderzoek 
gedaan naar de toepasbaarheid van agile software development bij verzekeringsmaatschappijen.  
Als werknemer van de Internationale Nederlanden Groep (ING) bij Nationale-Nederlanden in 
Rotterdam heb ik geconstateerd dat de wijze van systeemontwikkeling, in de basis, nog steeds 
gebaseerd is op de traditionele waterval benadering. Terwijl ING niet meer alleen COBOL-systemen 
oplevert en onderhoudt, maar ook moderne ontwikkeltools gebruikt en steed meer standaard 
pakketsoftware. Gedurende mijn opleiding aan de OU zijn diverse andere methoden en technieken 
van systeemontwikkeling de revue gepasseerd. De aanleiding van dit onderzoek ligt daarin 
verscholen. Wat kan de toegevoegde waarde zijn van agile software development voor traditionele 
verzekeringsmaatschappijen? 
Enkele personen wil ik speciaal bedanken voor hun steun in aanloop naar en tijdens mijn afstuderen. 
Als eerste wil ik, via Jurgen van der Velde, mijn werkgever bedanken die mij de mogelijkheid 
geboden heeft deze opleiding te volgen. Vervolgens wil ik Anda Counotte – Potman danken voor de 
begeleiding naar het afstuderen toe. In een moeilijke periode in mijn privé-leven en tijdens mijn 
studie, heeft zij mij met haar enthousiasme en toewijding richting de eindstreep gecoacht. 
Daarnaast gaat mijn dank uit naar mijn vriendin Joke van der Veen. Ze was mijn mentale steun en 
toeverlaat en bleef mij motiveren en aansporen om ‘aan de studie’ te gaan.  
Tot slot wil ik de leden van de afstudeercommissie bedanken. Heel in het bijzonder gaat mijn 
grootste dank uit naar Alexander Udink Ten Cate. Zonder zijn begeleiding, ondersteuning, kritische 
vragen, enthousiasme en humor zou deze afstudeeropdracht niet in deze vorm tot stand zijn 
gekomen. Dank daarvoor! 
 
Den Haag, september 2009 
Peter van der Klis 
 
 
Toelichting bij de afbeelding op het titelblad 
ING is sinds enkele jaren hoofdsponsor van het Formule 1 team van Renault. Gedurende de 
uitvoering van het afstudeeronderzoek heb ik een bijeenkomst bijgewoond waar Bob Bell, technisch 
directeur ING Renault F1, de aanwezigen toesprak. In een boeiende presentatie lichtte hij het proces 
van de ontwikkeling van de formule 1 racewagen van het team toe. Na de seizoensstart begint het 
werk voor de technici om direct na elke race de racedata te analyseren. Vervolgens heeft het team 
een deadline om binnen twee weken de auto, op verschillende locaties, te verbeteren, weer te 
testen en te vervoeren om bij de volgende race weer sneller te kunnen presteren. Dit alles met maar 
één doel: iedere race te winnen. Vanuit het oogpunt van mijn onderzoek vind ik deze metafoor goed 
aansluiten bij de principes van agile software ontwikkeling. 
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Samenvatting 
‘Agile’ staat voor ‘maneuverability’, hetgeen vertaald kan worden met ‘wendbaarheid’. Met agile 
wordt bedoeld het vermogen om te reageren op veranderingen in de omgeving. Agile software 
development betekent dat het software development team gefocust is op het reageren op 
voortdurende wijzigingen in de eisen en de wensen van de klant. 
Het doel van dit onderzoek is het bepalen van de toepasbaarheid van agile software development bij 
bedrijven in de verzekeringssector. Het praktijkonderzoek is beperkt tot de verzekeringssector aan 
de hand van een casus bij een verzekeringsmaatschappij in Nederland, waar de auteur werkzaam is. 
Teneinde dit doel te bereiken zijn een literatuur- en een praktijkonderzoek uitgevoerd. Het 
literatuuronderzoek heeft geleid tot analyse van diverse artikelen en vergelijkingsstudies van 
verschillende auteurs. Het Agile Manifesto (Agile Alliance, 2000) en de vergelijkingsstudies van 
Abrahamsson et al. (2003) en Strode (2005) zijn hierbij van groot belang geweest. 
Het Agile Manifesto spreekt van waarden en elf principes van agile software development, maar een 
algemeen aanvaarde eenduidige definitie ontbreekt. De begripsomschrijving van Strode is de beste 
benadering: 
‘An agile method is a software development methodology designed for the management and 
support of iterative and incremental development of business systems in environments where 
change is constant. Agile methods use software development techniques that enhance teamwork 
in small empowered teams and support active customer involvement. An agile method is designed 
to produce working software early using communication, feedback, learning and frequent 
meetings rather than modelling and documentation. Agile methods adapt existing software 
development techniques to achieve these goals.’ (Strode, 2005) 
De belangrijkste agile software development methoden zijn: Extreme Programming, Crystal 
Methods, Scrum, Rational Unified Proces, Dynamic Systems Development Method en Adaptive 
Software Development. 
De belangrijkste verschillen tussen traditionele en agile ontwikkelmethoden zijn snelheid, eenvoud, 
aanpasbaarheid en samenwerking. 
Het praktijkonderzoek bestaat uit een toepassing van een aangepaste versie van de 
risicomanagment methode van Boehm en Turner (2003a) bij zes zorgvuldig geselecteerde projecten 
binnen één casus organisatie. De methode bestaat uit 5 stappen, waarvan voor deze projecten de 
eerste drie stappen zijn uitgevoerd. 
Uit het praktijkonderzoek blijkt dat agile software development een goede aanvulling kan zijn voor 
traditionele verzekeringsmaatschappijen. Echter agile software developement is geen ‘silver bullet’. 
Het onderzoek heeft uitgewezen dat op basis van risico-analyse en -vergelijking vastgesteld moet 
worden of de agile of de plan-driven risico’s overheersen. In combinatie met de project 
homeground, waarin zes onderscheidende aspecten in een radardiagram tegen elkaar worden 
uitgezet, dient een ontwikkelstrategie op basis van verschillende agile en plan-driven methoden en 
combinaties daarvan gekozen te worden. 
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Voor de onderzochte projecten gelden belangrijke aandachtspunten ten aanzien van opleiding van 
personeel, cultuur en dynamiek. Op deze aspecten worden bij nagenoeg alle onderzochte projecten 
grote risico’s aangetroffen ten aanzien van agile development. Alleen met de juiste maatregelen zal 
met agile software development het ultieme resultaat: snelle oplevering van de juiste software, 
gehaald kunnen worden. 
Een traditionele verzekeringsmaatschappij heeft dus baat bij zowel plan-driven als agile methoden 
en zal afhankelijk van de aard en de kenmerken van een project moeten beslissen of een agile of 
plan-driven aanpak of een combinatie van beiden het meest succesvol zal zijn. Uit het onderzoek is 
gebleken dat verzekeringsmaatschappijen zowel kleine projecten, die goed geschikt zijn voor agile 
software development, uitvoeren als projecten die een geformaliseerde plan-driven aanpak 
vereisen. 
Samenvattend heeft het onderzoek tot de volgende vijf belangrijkste conclusies geleid: 
• Er is geen eenduidige definitie van agile software development en visie van auteurs op agile 
software development 
• De balans tussen de risico’s en de homeground van een project zijn bepalend voor de 
ontwikkelstrategie 
• De toekomst van software develoment vereist zowel plan-driven als agile methoden 
• De toepassing van de aangepaste risicomanagment methode is een goede methode om een 
keuze te maken tussen een agile of plan-driven benadering van een project 
• Verzekeringsmaatschappijen kunnen, naast de toepassing van agile methoden, winst halen op 
de aspecten personeel, cultuur, dynamiek, communicatie en verwachtingsmanagement 
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Abstract 
‘Agility’ stands for maneuverability. With agile we mean the ability to quickly respond and react on 
changes in the environment. So, agile software development means that the team is focussed on the 
continous change of the customer requirements and able to accept and process these changes. 
The objectvie of this research is to determine the applicability of agile software development at 
insurance companies. The practical research is limited to the insurance business using a case at an 
insurance company in The Netherlands, where the autor is employed. The results might be of 
interest for other insurance companies or businesses, but this is not investigated. 
To achieve the objectives a literature and a practice research have been conducted. The Agile 
Manifesto (Agile Alliance, 2000), the work of Boehm and Turner (2003a) and the comparative 
analysis of Abrahamsson et al. (2003) and Strode (2005) have been of great importance for this 
work. 
The Agile Manifesto consists of eleven principles and four values of agile software development, but 
a generaly accepted clear definition does not exists. The description of the agile concept by Strode is 
the closest approach: 
‘An agile method is a software development methodology designed for the management and 
support of iterative and incremental development of business systems in environments where 
change is constant. Agile methods use software development techniques that enhance teamwork 
in small empowered teams and support active customer involvement. An agile method is designed 
to produce working software early using communication, feedback, learning and frequent 
meetings rather than modelling and documentation. Agile methods adapt existing software 
development techniques to achieve these goals.’ (Strode, 2005) 
The most popular agile software development methods are: Extreme Programming, Crystal 
Methods, Scrum, Rational Unified Proces, Dynamic Systems Development Method en Adaptive 
Software Development. The main differences between the traditition and the agile software 
development methods are speed, simplicity, changeablity and coorporation 
The practice research was conducted by application of a modified version of the risk based method 
of Boehm and Turner (2003a) by six carefully selected projects at one case organisation. The method 
consists of five steps, from wich the first three have been performed. 
The conclusion of the research was that agile software development could be a good addition to the 
current approaches for traditional insurance companies. However, agile software development is 
not a ‘silver bullet’. The research pointed out that based on the risk analysis and risk comparison the 
projectmanagement has to determine whether agile or plan-driven risks dominate. Combined with 
the project homeground, where six aspects are pictured in a radardiagram, a strategic choice 
between an agile, plan-driven or combination of those must be made. 
We have found that areas of education of personel, culture and dynamics are sources great risks 
occur for agile software development. Only with the right measurements the ultimate optimal 
results of fast delivery of the right software will be reached. 
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Our conclusion is that a traditional insurance company benefits most of using both plan-driven as 
agile methods at the same time. Depending on the nature and characteristics of a project the 
company must decide whether an agile, a plan-driven or a combination of both worlds will be the 
most successful. Our research shows that small projects in insurance companies are suitable for agile 
software development, but  larger projects require a more formal plan-driven approach. 
Summarized has this thesis proved the following five main conclusions: 
• There is no clear definition and vision of agile software development on agile software 
development shared by the investigated authors. 
• The balance between risks and the project homeground determines the most successful 
software development approach. 
• The future of software development demands both plan-driven and agile methods. 
• The use of the adjusted risk based method is a good method for making the right choice 
between a agile or plan-driven approach of a project. 
• Besides the use of agile methods, insurance companies can benefit from such aspects as 
personel, culture, dynamics, communication and management of expectations. 
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1 Inleiding 
‘Agile’ staat voor ‘maneuverability’, hetgeen vertaald kan worden met ‘wendbaarheid’. Met agile 
wordt bedoeld het vermogen om te reageren op veranderingen in de omgeving. Agile software 
development betekent dat het software development team gefocust is op het reageren op 
voortdurende wijzigingen in de eisen en de wensen van de klant. Bij het verwerken van deze 
wijzigingen op de requirements wordt getracht de impact zo beperkt mogelijk te houden (Cockburn, 
2002). Met agile software development probeert de software industrie, zoals vaker in het verleden is 
gebeurd, tegemoet te komen aan de vraag van de markt om sneller software op te leveren met 
eenvoudiger ontwikkelprocessen. 
1.1 Aanleiding 
Dit verslag beschrijft de resultaten van een onderzoek naar agile software development in het 
algemeen, en de toepasbaarheid daarvan in de verzekeringssector in het bijzonder. Het onderzoek is 
uitgevoerd in het kader van het afstuderen voor een M.Sc in Business Process Management, 
Informatie en Technologie aan de Open Universiteit Nederland. 
Veel bedrijven in de verzekeringssector zijn grote bureaucratische organisaties met een lange 
historie, ook op het gebied van systeemontwikkeling. Het proces van systeemontwikkeling van deze 
organisaties verkeert veelal in een transitie van ontwikkelen van maatwerksoftware naar integratie 
van standaard pakketsoftware. Bovendien is de verzekeringsmarkt continu in beweging en vraagt 
deze continu om snelle wijzigingen in systemen. 
Door diverse auteurs is de problematiek, van systeemontwikkeling bij verzekeringsmaatschappijen 
en de integratie van standaardpakketsoftware, onderzocht. De algemene conclusie is dat de 
traditionele aanpak van systeemontwikkeling niet altijd de meeste geschikte is om snel werkende 
software op te leveren. 
1.2 Doelstelling 
Het onderzoek richt zich op de vraag of agile software development en de mogelijkheden die deze 
moderne methoden verondersteld worden te bieden, een oplossing kunnen zijn voor een 
traditionele verzekeringsmaatschappij.  
Het doel van dit onderzoek is: 
het bepalen van de toepasbaarheid van agile software development bij bedrijven in de 
verzekeringssector, met speciale aandacht voor de transitie van traditionele maatwerk 
software development naar integratie van standaard pakketsoftware. 
Het onderzoek beperkt zich tot de verzekeringssector en wordt uitgevoerd aan de hand van een 
casus bij één verzekeringsmaatschappij in Nederland, waar de auteur werkzaam is. 
Het onderzoek valt uiteen in twee delen. Eerst wordt een literatuuronderzoek uitgevoerd om vast te 
stellen wat agile software development is. In het onderzoek wordt onder andere aandacht besteed 
aan: de definitie, ‘state of the art’, verschillen met traditionele ontwikkelmethoden en 
toepasbaarheid in verschillende situaties. Dit vormt de eerste centrale vraag van het onderzoek: 
‘Wat is agile software development?’ 
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Ten tweede wordt een empirisch praktijkonderzoek uitgevoerd. Het onderzoek wordt uitgevoerd op 
basis van een casus bij Nationale-Nederlanden. Hierbij worden zes bestaande afgeronde projecten 
beoordeeld op de mate waarin agile methoden toepasbaar hadden kunnen zijn. Deze beoordeling 
vindt plaats aan de hand van een methode van Boehm en Turner (2004), gebaseerd op risico-
analyse. Dit vormt de tweede centrale vraag van het onderzoek: ‘Kan agile software development 
toegepast worden bij een traditionele verzekeringsmaatschappij?’. 
1.3 Onderzoeksvragen 
Uit het literatuuronderzoek komen twee centrale onderzoeksvragen naar voren. De centrale vragen 
vallen uiteen in enkele subvragen. De eerste vraag valt uiteen in zes subvragen die de kenmerken en 
methoden voor agile software development in kaart brengen. 
1. ‘Wat is agile software development?’ 
a. Wat is de definitie van agile software development? 
b. Wat is de ‘state of the art’ van agile software development? 
c. Wanneer kan agile software development toegepast worden? 
d. Welke positie neemt requirements development in agile methoden in? 
e. Wat zijn verschillen en overeenkomsten met traditionele software ontwikkeling? 
f. Wat zijn gangbare agile software development methoden? 
De tweede vraag naar toepasbaarheid bij een verzekeringsmaatschappij valt ook uiteen in zes 
subvragen over de huidige wijze van systeemontwikkeling, de verbeterkansen die agile methoden 
kunnen bieden en te verwachten voordelen en problemen bij de onderzochte projecten. 
2. ‘Kan agile software development toegepast worden bij traditionele 
verzekeringsmaatschappijen?’ 
a. Hoe ‘agile’ zijn projecten bij traditionele verzekeringsmaatschappijen? 
b. Hoe is software development bij traditionele verzekeringsmaatschappijen 
georganiseerd? 
c. Welke methoden zijn geschikt om software development bij 
verzekeringsmaatschappijen te verbeteren? 
d. Hoe kan de systeemontwikkeling bij traditionele verzekeringsmaatschappijen verbeterd 
worden met agile methoden? 
e. Wat zijn de te verwachten voordelen van het gebruik van agile methoden? 
f. Wat zijn de te verwachten problemen bij het gebruik van agile methoden? 
1.4 Onderzoeksmodel 
Het onderzoek is opgebouwd volgens de methode van Verschuren en Doorewaard (1998). Figuur 1.1 
geeft het onderzoeksmodel conform deze methode weer. Het onderzoeksmodel toont de 
werkzaamheden die tijdens het afstudeeronderzoek zijn uitgevoerd. 
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Figuur 1.1 Onderzoeksmodel 
Het onderzoek is opgesplitst in vier fasen. In de eerste fase (a) vindt een literatuuronderzoek naar 
agile software development plaats. De eerste fase wordt afgesloten met praktijkonderzoek naar de 
toepasbaarheid van agile software development bij Nationale-Nederlanden.  
In de tweede fase (b) worden de resultaten gecombineerd en wordt de toepasbaarheid van agile 
software development in het algemeen en bij verzekeringsmaatschappijen in het bijzonder 
beoordeeld.  
De derde fase (c) bestaat uit het formuleren van een verbetervoorstel voor software development 
door toepassing van agile technieken.  
Het onderzoek wordt in de vierde fase (d) afgesloten met het formuleren van conclusies en 
aanbevelingen. 
1.5 Belang 
Dit onderzoek is van belang voor twee doelgroepen van lezers. Het is bruikbaar voor 
systeemontwikkelaars en onderzoekers die onderzoek doen naar agile software development. 
Systeemontwikkelaars of projectleiders die software ontwikkelen hebben tot op heden geen 
beschikking over een methode om de afweging tussen agile of plan-driven systeemontwikkeling te 
maken. Met de resultaten van dit onderzoek zijn zij wel in staat hun project te beoordelen. Tevens 
biedt dit onderzoek hen een overzicht van de kenmerken van agile software development en de 
beschikbare methoden. 
Het eerste deel van het verslag biedt een basis voor onderzoekers naar agile software development 
methoden. Dit verslag biedt hen een begripsomschrijving en overzicht van agile methoden en de 
huidige stand van zaken daarvan in de literatuur. De in het tweede deel van het verslag toegepaste 
methode van Boehm en Turner (2003a) kan gebruikt worden voor vervolgonderzoek bij andere 
verzekeringsmaatschappijen of in andere sectoren. 
1.6 Leeswijzer 
Het verslag bestaat uit zeven hoofdstukken. Dit eerste inleidende hoofdstuk wordt gevolgd door drie 
hoofdstukken met de resultaten van het literatuuronderzoek. Vervolgens wordt in twee 
hoofdstukken de aanpak en de resultaten van het praktijkonderzoek beschreven. Hoofdstuk twee 
geeft een overview en definitie van agile software development. Daarnaast beschrijft dit hoofdstuk 
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de ‘state of the art’ op basis van meningen van auteurs en de toepasbaarheid van agile software 
development in projecten. 
Hoofdstuk drie beschrijft de verschillen en overeenkomsten tussen agile software development en 
traditionele systeemontwikkeling. Dit hoofdstuk heeft als doel het onderscheid te beschrijven tussen 
agile en niet-agile software development. In het vervolg van het onderzoek komt namelijk de 
afweging tussen gebruik van beide typen van methoden aan de orde. 
Hoofdstuk vier beschrijft de agile methoden die tijdens het onderzoek zijn gevonden. Op basis van 
de eerste publicaties en vergelijkingsstudies worden de belangrijkste agile methoden geanalyseerd. 
Deze achtergrond is nodig als basis voor een aanbeveling over methoden die geschikt kunnen zijn 
voor een traditionele verzekeringsmaatschappij. Tevens wordt in dit hoofdstuk aandacht besteed 
aan de positie van requirementsdevelopment in agile methoden. 
Hoofdstuk vijf beschrijft de methodologische aanpak van het praktijkonderzoek. In de literatuur is 
door Boehm en Turner (2003a) een methode beschreven voor het bepalen van de mate waarin een 
project agile genoemd kan worden. Deze methode is gebaseerd op een risico-analyse van het 
systeemontwikkelingsproces. Toepassing van de methode leidt tot een afweging een project agile of 
plan-driven op te pakken. 
Hoofdstuk zes beschrijft de resultaten van het praktijkonderzoek. Zes projecten zijn beoordeeld op 
basis van een uniforme vragenlijst (Strode, 2005) en een aanvullend interview. Op basis van de 
antwoorden uit deze vragenlijst zijn de projecten volgens de methode van Boehm en Turner (2003a) 
afgebeeld op een diagram. Dit is een radardiagram waarin de belangrijkste onderscheidende 
kenmerken voor een agile of plan-driven aanpak tegen elkaar worden uitgezet. 
Het laatste hoofdstuk bevat de conclusies van het onderzoek. Daarnaast komen in dit hoofdstuk de 
beperkingen van dit onderzoek en aanbevelingen voor de toekomst aan de orde. 
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2 Agile Software Development 
In dit hoofdstuk wordt de actuele gedachte achter het concept ‘agile’ nader beschreven. Verder 
wordt agile software development in de context van dit onderzoek nader gepresicieerd. In de eerste 
paragraaf komt de achtergrond en de geschiedenis van agile software development aan de orde. 
Hierin wordt de reden van het ontstaan en de daarop volgende ontwikkelingen toegelicht. 
Vervolgens wordt een begripsomschrijving gegeven van agile software development die voor het 
vervolg van het onderzoek gehanteerd wordt. Verder wordt beschreven wat de ‘Agile Alliance’ is en 
wat de missie en uitgangspunten van deze groep zijn. 
Tenslotte wordt de state of the art van agile software development, gebaseerd op internationale 
onderzoeken en publicaties, beschreven. Een viertal internationale vergelijkende studies naar agile 
software development methoden zijn onderling vergeleken en nader geanalyseerd. 
Het hoofdstuk wordt afgesloten met een discussie over de onderzochte literatuur. 
2.1 Achtergrond en historie 
Agile software development is in het midden van de jaren negentig ontstaan als reactie op de 
traditionele plan-driven (nl: plan gestuurde) ontwikkel methoden. De traditionele methoden werden 
door ontwikkelaars als te gereguleerd, rigide en gedetailleerd ervaren, vanwege het gebruik van het 
alom toegepaste watervalmodel. Het watervalmodel wordt gezien als bureaucratisch en traag. Het 
model sluit vaak niet aan op de manier waarop ontwikkelaars daadwerkelijk werken (Larman, 2003). 
Het watermodel wordt als traag ervaren omdat de eisen aan het systeem tijdens de ontwikkeling 
voortdurend aan wijzigingen onderhevig zijn. Niet alleen worden de eisen en wensen van de klant 
gedurende de ontwikkeling van de software steeds beter begrepen, maar ook bedrijfsregels, markt 
en technologie veranderen. Wijzigingen in een laat stadium van het traject moeten met 
terugwerkende kracht in alle reeds doorlopen fasen verwerkt worden. 
Agile methoden gaan uit van kleine incrementele opleveringen met kort cyclische planningen. Dit in 
tegenstelling tot lange termijn planningen die bij plan-driven methoden gebruikelijk zijn. De iteraties 
(‘timeboxes’) hebben een doorlooptijd van gemiddeld één tot vier, maar maximaal twaalf weken. In 
elke iteratie wordt de volledige software development life-cycle doorlopen: van planning, 
requirements development en analyse tot en met bouw, test en oplevering. Het doel van iedere 
iteratie is het opleveren van werkende software. Aan het einde van elke iteratie kan besloten 
worden de software ook daadwerkelijk voor productie vrij te geven. 
Een agile software development team is meestal zelfsturend en samengesteld uit diverse functionele 
disciplines, ongeacht de hiërarchische structuur in een organisatie. De teamgrootte is vaak beperkt 
tot vijf à tien personen. De teamleden krijgen gedurende een iteratie elk de verantwoordelijkheid 
voor enkele taken. In plaats van geschreven documentatie ligt de nadruk in een agile team op 
samenwerking door directe communicatie (‘face-to-face’). De meeste projecten worden daarom 
fysiek in één open ruimte geplaatst om communicatie te stimuleren en faciliteren. Bij grotere 
projecten kunnen meerdere agile teams naast elkaar met eigen taken naar één gezamenlijk doel 
werken. 
Kenmerkend voor agile methoden is de dagelijkse afstemming van alle teamleden over de uit te 
voeren werkzaamheden en eventuele blokkerende problemen. De opdrachtgevers vaardigen aan elk 
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agile projectteam een gedelegeerde af, die volwaardig deel uitmaakt van het team. Aan het eind van 
elke iteratie wordt door de opdrachtgever en de gedelegeerde de voortgang geëvalueerd en worden 
eventueel prioriteiten bijgesteld. Het project blijft op deze wijze voldoen aan de (voortdurend 
wijzigende) eisen en doelstellingen van de klant en de organisatie. De voortgang van projecten 
wordt gemeten op basis van door ontwikkelaars opgeleverde software. Dit in tegenstelling tot het 
meten van gehaalde mijlpalen en bestede of nog te besteden middelen.  Hierdoor en door de nadruk 
op directe communicatie, levert een agile project minder documentatie op. Het gebruik van 
werkende software als meetinstrument levert voordelen op omdat vastgesteld kan worden hoe snel 
het team daadwerkelijk in staat is resultaten op te leveren. De regelmatige interactie en feedback 
mogelijkheden door de klant compenseren het minimaliseren van documentatie (Highsmith, 2001). 
In 2001 hebben een aantal prominente auteurs op het gebied van software development de term 
‘agile methods’ geïntroduceerd en ‘The Agile Manifesto’ opgesteld. Enkele jaren later hebben 
enkelen van deze early adopters de ‘Agile Alliance’ opgericht, een non-profit organisatie die tot doel 
heeft agile software development te promoten. Hoewel er over de exacte betekenis van de term 
agile niet altijd overeenstemming is, zijn onderzoekers het eens dat de introductie van Extreme 
Programming door Beck (1999) het startpunt is voor de ontwikkeling van diverse agile software 
development benaderingen. Sindsdien zijn er diverse verwante methoden, die nu tot de groep van 
agile methoden worden gerekend, ontwikkeld of herontdekt. 
Andere voorbeelden van agile methoden zijn: Crystal (Cockburn 2002), Adaptive Software 
Development (Highsmith 2000), Scrum (Schwaber en Beedle 2002), Dynamic Systems Development 
Method (Stapleton 1997) en Rational Unified Process (Kruchten 2000). In figuur 2.1 is een 
evolutionaire roadmap van agile methoden opgenomen. De figuur geeft de evolutie van software 
development methoden in de tijd weer. 
Agile Modeling (AM)
(Ambler, 2002)
Adaptive Software Development 
(ASD) (Highsmith, 2000)
Rational Unified Process 
(RUP) (Kruchten, 2000)




Dynamic Systems Development 
Method (DSDM, 1995)
Crystal Family of Methodolgies 
(Cockburn, 1998)
Agile Manifesto
(Beck et al., 2001)
Pragmatic Programming (PP)
(Hunt en Thomas, 2000)
Internet Speed Development 
(Cusumano en Yoffie, 1999)
Feature Driven Development 
(FDD) (Palmer en Felsing, 2002)
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Synch-and-stabilize approach (Microsoft) 
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Rapid Application Development 
(RAD) (Martin, 1991)
RADical software development
(Bayer en Highsmith, 1994)
New Product Development Game
(Takeuchi and Nonaka, 1986)
Fiction of universal methods












Figuur 2.1 Evolutionary map of agile methods (Abrahamsson, 2003) 
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Diverse agile methoden, die sinds het begin van de jaren ’90 zijn ontstaan, zijn niet geheel nieuw, 
maar zijn gebaseerd op reeds bestaande methoden. Hun ontstaansgeschiedenis gaat soms terug tot 
iteratieve en evolutionaire methoden uit het midden van de jaren ‘50 (Larman, 2003). De nieuwe en 
snel wijzigende internet economie vraagt echter snelheid en flexibiliteit van software engineers. De 
traditionele methoden zijn daar minder geschikt voor vanwege de lange ontwikkelcyclus die 
doorlopen moet worden voordat daadwerkelijk software wordt opgeleverd. Door Boehm (2004) 
wordt de term ‘chaordic’ geïntroduceerd als samenvoeging van chaos en orde (chaos + order = 
chaordic). Hiermee geeft hij een principieel probleem aan van normale traditionele en lineaire 
planningen en processen in een snelle omgeving. Agile software development probeert hier een 
oplossing voor te bieden. 
2.2 Begripsomschrijving 
Highsmith en Cockburn (2001) stellen dat de definitie van agility, die Goldman, Roger en Preiss 
(1995; op cit) oorspronkelijk hebben opgesteld voor productie-omgevingen, ook van toepassing is op 
software development: 
‘Agility is dynamic, context-specific, aggressively change embracing, and growth-oriented. It is not 
about improving efficiency, cutting costs, or battening down the business hatches to ride out 
fearsome competitive “storms.” It is about succeeding and about winning: about succeeding in 
emerging competitive arenas, and about winning profits, market share, and customers in the very 
center of the competitive storms many companies now fear.’ 
Bij deze formulering kunnen we echter niet spreken van een definitie, maar eerder van een 
doelstelling van agility in het algemeen. 
Een algemeen aanvaarde definitie van agile software development wordt ook niet gegeven in de 
bestudeerde literatuur. Het agile manifest (zie paragraaf 2.3) biedt een missie en twaalf 
uitgangspunten, maar lang niet alle methoden voldoen hieraan. Algemeen wordt geaccepteerd dat 
Extreme Programming en Scrum voorbeelden zijn van agile methoden, maar voor overige methoden 
zijn de meningen verdeeld. Uit de verschillende bestudeerde onderzoeken (Abrahamsson (2002; 
2003), Highsmith (2002), Williams (2004), Strode (2005)) blijkt dat er geen consensus is over de 
definitie van agile software development. Ook Strode (2008) meent dat het noodzakelijk is dat er 
een heldere definitie is van wat onder een agile software development methode wordt verstaan, 
maar ook zij biedt alleen een begripsomschrijving. Bij gebrek aan een algemene definitie wordt in dit 
afstudeeronderzoek de begripsomschrijving van Strode (2008) gehanteerd. Deze omschrijving is de 
meest recente en uitgebreide omschrijving die tijdens het literatuuronderzoek is gevonden en 
beslaat de missie en alle kenmerken uit het agile manifest. 
‘An agile method is a software development methodology designed for the management and 
support of iterative and incremental development of business systems in environments where 
change is constant. Agile methods use software development techniques that enhance teamwork 
in small empowered teams and support active customer involvement. An agile method is designed 
to produce working software early using communication, feedback, learning and frequent 
meetings rather than modelling and documentation. Agile methods adapt existing software 
development techniques to achieve these goals.’ (Strode, 2008) 
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2.3 Agile Alliance 
De Agile Alliance is een groep software ontwikkelaars die in 2001 een aantal vergelijkbare software 
development methoden, gericht op flexibiliteit en het inspelen op wijzigingen, hebben 
geclassificeerd als agile methoden. Tot 2001 werden deze methoden ook wel ‘lichtgewicht’ 
ontwikkelmethoden genoemd in tegenstelling tot de traditionele ‘zwaargewicht’ watervalmethoden. 
De Agile Alliance heeft het ‘Manifesto for Agile Software Development’ gepubliceerd waarin het doel 
en de principes van agile software development zijn vastgelegd. Ontwikkelaars die gebruik maken 
van deze agile methoden worden agilisten genoemd. In 2005 heeft de Agile Alliance het manifest 
uitgebreid met de ‘Declaration of Interdepence’, een generieke versie van het manifest dat 
algemeen toepasbaar is voor projecten en management.  
Missie 
De missie van de Agile Alliance is als volgt geformuleerd (Beck, 2001): 
“Agilisten zoeken naar verbetering in de wijze van software development door het te doen en 
door andere te helpen dat ook te doen. 
Agilisten waarderen: 
• het individu en interactie boven processen en tools, 
• werkende software boven begrijpelijke documentatie, 
• samenwerking met de opdrachtgever boven contract onderhandelingen en 
• reageren op wijzigingen boven het volgen van een plan. 
Dat wil zeggen: de aspecten aan de rechterkant worden wel gewaardeerd, maar agilisten 
waarderen de aspecten aan de linkerkant meer.” 
Als eerste worden de relatie en de gemeenschappelijke belangen van ontwikkelaars in tegenstelling 
tot geïnstitutionaliseerde processen en ontwikkeltools benadrukt. Korte lijnen en nauwe 
samenwerking zorgen voor een verbetering van de teamspirit. 
Als tweede is het belangrijkste doel van de projectgroep voortdurend werkende en geteste software 
op te leveren. Met een regelmatige frequentie, bijvoorbeeld één of twee keer per maand, worden 
nieuwe releases opgeleverd aan de klant. Hierdoor wordt eenvoudige code en een uitdagend 
ontwerp afgedwongen. Documentatie wordt hierdoor bij agile development teruggebracht tot het 
hoogst noodzakelijke niveau. 
Als derde wordt gesteld dat het contract ondergeschikt is aan de relatie en de samenwerking tussen 
klant en leverancier. Contracten zijn noodzakelijk, maar de onderhandelingen moeten er juist voor 
zorgen dat goede samenwerking mogelijk is.  
Als vierde moeten zowel de ontwikkelaars als de vertegenwoordigers van de klant, voldoende kennis 
en mandaat hebben om noodzakelijke wijzigingen van requirements door te voeren. Dit houdt in dat 
alle partijen ook bereid moeten zijn bestaande contracten te wijzigen. 
De kern is dat de bureaucratische werkwijze in het software development proces de creativiteit, de 
interactie tussen personen en de praktische kant van software development kunnen blokkeren. De 
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kans op een succesvol resultaat wordt hierdoor verminderd. Boehm en Turner menen (Boehm en 
Turner, 2003a) dat dit pas daadwerkelijk zo is als methoden verkeerd worden geïnterpreteerd of 
gebruikt. Zij vinden dat men waakzaam moet zijn dat de ‘linker-aspecten’ niet worden 
overgewaardeerd waardoor aan de ‘rechter-aspecten’ onvoldoende aandacht wordt besteed. In 
reactie daarop noemt Cockburn bovenstaande vier onderdelen van de missie ‘would be’. De 
aspecten gaan namelijk uit van een instelling, doel of filosofie van een ontwikkelaar. Cockburn 
(2002) stelt echter dat het geen meetbare doelstellingen zijn die objectief gehaald kunnen worden. 
Uitgangspunten 
De Agile Alliance heeft de uitgangspunten van agile software development vastgelegd in twaalf 
‘Principles’ in het ‘Manifesto for Agile Software Development’. Een project dat uitgevoerd wordt met 
behulp van agile software development dient zich aan de uitgangspunten uit tabel 2.1 te 
conformeren (Beck, 2001). In het vervolg van deze paragraaf worden de twaalf uitgangspunten 
nader toegelicht. 
Uitgangspunten van agile software development 
1 Klanttevredenheid Klanttevredenheid heeft de hoogste prioriteit en wordt verhoogd door 
snelle en regelmatige levering van bruikbare software. 
2 Accepteer wijzigingen Agile processen zijn ingesteld op veranderingen om 
concurrentievoordelen voor de klant te behalen. Wijziging van 
requirements zijn dus gedurende het hele proces welkom. 
3 Iteratieve ontwikkeling Regelmatig wordt nieuwe werkende software opgeleverd, van enkele 
weken tot om een paar maanden, bij voorkeur zo snel mogelijk. 
4 Samenwerking Ontwikkelaars en stakeholders werken dagelijks nauw met elkaar samen. 
5 Motivatie Projecten worden ingericht rond gemotiveerde personen. Zij moeten 
volledig vertrouwd worden, en alle ondersteuning krijgen die nodig is. 
6 Directe communicatie Direct persoonlijk contact wordt als beste vorm van communicatie 
beschouwd. 
7 Voortgang Voortgang wordt primair gemeten aan de opgeleverde werkende 
software. 
8 Duurzame ontwikkeling Agile processen gaan uit van constante duurzame ontwikkeling. De 
opdrachtgevers, software ontwikkelaars en gebruikers moeten in staat 
gesteld worden een constant werktempo te houden. 
9 Uitdaging Voortdurende aandacht voor technische uitdagingen en goede 
ontwerpen verhogen de mate van agility. 
10 Eenvoudig ontwerp Eenvoud is essentieel, dat wil zeggen de kunst verstaan om overbodig 
werk zoveel mogelijk achterwege te laten. 
11 Zelf sturende teams De beste architecturen, requirements en ontwerpen ontstaan in 
zelfsturende teams. 
12 Regelmatige evaluatie Regelmatige evaluatie en voortdurende aanpassing van het team aan de 
omstandigheden zorgt ervoor dat het team zo effectief mogelijk 
functioneert. 
Tabel 2.1 Uitgangspunten voor agile software development (Agile Alliance, 2001) 
Voor agile development heeft klanttevredenheid de hoogste prioriteit. Het is belangrijk 
requirements en architecturen op te stellen en functionele en technische ontwerpen maken. Klanten 
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hebben echter het meeste belang bij regelmatige opleveringen en dat geleverde functionaliteit 
overeenstemt met wat noodzakelijk is. Bij agile development moet daarom rekening worden 
gehouden met wijzigingen van requirements gedurende het gehele ontwikkelproces. Deze 
veranderingen ontstaan door ontwikkelingen zowel in de business als de IT. In plaats van wijzigingen 
als bedreiging te zien en er weerstand tegen ontstaat, houden agile methoden er rekening mee en 
zien wijzigingen als een kans. 
Methoden voor iteratieve of incrementele software ontwikkeling bestaan al jaren naast de alom 
vertrouwde watervalmethoden, maar domineren de systeemontwikkeling niet. Bij agile methoden is 
iteratie en het verkorten van de doorlooptijd van opleveringen echter essentieel. Overigens staat 
opleveren niet gelijk aan een release. Het is goed mogelijk iteratief te ontwikkelen en pas na 
meerdere iteraties een definitieve oplevering in productie vrij te geven. 
In agile projecten wordt dagelijks samengewerkt tussen ontwikkelaars en personen uit de 
klantorganisatie. Agile projecten starten met een verzameling globale specificaties als basis. De 
ontwikkelaars verwachten geen gedetailleerde geaccordeerde requirements. Door regelmatig 
contact tussen ontwikkelaars en gebruikers worden de globale specificaties verder uitgewerkt en 
direct geïmplementeerd.  
Ondanks het uitdenken en implementeren van tools, technologie en processen, zijn het uiteindelijk 
de medewerkers die een project uitvoeren en tot een succes maken. Door een project rond 
gemotiveerde medewerkers in te richten kan het maximale uit het team gehaald worden. Het is niet 
eenvoudig projectmedewerkers het vertrouwen te geven, maar besluiten moeten genomen worden 
door de personen die het beste op de hoogte zijn van de situatie. 
Een belangrijk discussiepunt rondom agile software development is documentatie. Tegenstanders 
noemen het: gebrek aan documentatie. De discussie moet echter niet gaan over ‘documentatie’ 
maar over ‘begrip’. De essentie is dat de klant wordt begrepen en krijgt waar hij behoefte aan heeft. 
Het gebruik van documentatie is hierbij slechts een hulpmiddel. Projecten zouden veel meer gebruik 
kunnen maken van directe communicatie. Een belangrijk aspect van directe communicatie is ‘tacit 
knowledge’. ´Tacit knowledge´ is de onbewuste kennis die niet op papier staat, maar alleen ‘in 
hoofden’ van medewerkers aanwezig is. Het verschil tussen agile en documentdriven methoden is 
niet uitputtende documentatie versus geen documentatie, maar een conceptueel verschil tussen 
geschreven documenten en conversatie om elkaar te begrijpen (Cockburn, 2007). 
De oplevering van nieuwe versies van werkende software is maatgevend voor de voortgang van een 
project. Bij veel projecten blijkt pas vlak voor de oplevering dat er problemen zijn. Ondanks dat 
requirements, ontwerp en bouw volgens planning zijn verlopen, kan tijdens de integratie of het 
testen blijken dat een project langer duurt dan verwacht. Het voordeel van iteratief ontwikkelen is 
dat de mijlpalen, werkende versies van software, niet ontdoken kunnen worden. Hierdoor zijn 
risico’s en complexiteit van het project door de opdrachtgever beter in te schatten. 
Agile software development methoden adviseren duurzame ontwikkeling in een constant 
werktempo. In de software development industrie zijn perioden van lange dagen en overwerken om 
planningen te halen eerder regel dan uitzondering. Dit leidt echter niet tot een hogere productiviteit, 
omdat fouten ten gevolge van eerder overwerk later hersteld moeten worden. Duurzame 
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ontwikkeling wordt het best bereikt met een gezond, alert en creatief team dat streeft naar een 
constant werktempo van bijvoorbeeld 40 uur per week (Cockburn, 2007). 
Constante aandacht voor technische uitdaging en goed ontwerp vergroot de agility van een project. 
Veel critici van agile software development zien parallellen met het ‘quick and dirty’ Rapid 
Application Development (RAD) uit de jaren negentig. Er zijn overeenkomsten in snelheid en 
flexibiliteit van ontwikkeling, maar er is een groot verschil als het gaat om technische zuiverheid. 
Agile benaderingen leggen de nadruk op de kwaliteit van het ontwerp, om ook in de toekomst 
wendbaar te kunnen blijven. Het accepteren van wijzigingen in requirements moet dus ook leiden 
tot een voortdurend proces van (her)ontwerpen gedurende de doorlooptijd van een project. 
Een ontwerp moet niet alleen goed zijn, maar ook eenvoudig. Een taak kan op veel verschillende 
manieren benaderd worden. In een agile software development project is het kenmerkend om voor 
een eenvoudige benadering te kiezen. Het is gemakkelijker om een eenvoudig proces uit te breiden 
dan bij een complex proces een onderdeel weg te laten. Het doel is dat alleen die activiteiten 
worden uitgevoerd die iedereen daadwerkelijk nodig heeft, in plaats van die iemand nodig kán 
hebben. 
De laatste twee principes van agile software development liggen in elkaars verlengde. De agile 
software development methoden stellen dat de beste architecturen, requirements en ontwerpen 
ontstaan in zelf sturende projectteams en bij iteratieve ontwikkeling. Een voorwaarde hiervoor is dat 
een agile projectteam regelmatig evalueert en zijn werkwijze aanpast, zodat het team nog 
effectiever wordt. Invoering van agile software development vergt een proces waarin regelmatig 
wordt gereflecteerd en bestaande processen worden verfijnd en nieuwe worden ingevoerd om de 
prestaties constant te verbeteren. 
Declaration of Interdependence 
Het agile manifest is sinds de introductie steeds bekender geworden, niet alleen in de software 
industrie maar ook daarbuiten. De auteurs van het manifest hebben vervolgens onderzocht of het 
manifest ook toepasbaar kan zijn op niet-software projecten en op management in het algemeen. 
Het resultaat is in 2005 gepresenteerd in de vorm van de Declaration of Interdependence (DOI). In 
tabel 2.2 wordt de DOI samengevat in zes punten, die in het vervolg van deze paragraaf worden 
toegelicht.  
Declaration of Interdependence 
1 Verhogen ROI Focus op continue (toegevoegde) waardestromen (verhoging van Return 
on Investment (ROI)), in plaats van het bewaken van de inspanning. 
2 Betrouwbare resultaten Betrek klanten middels frequente interactie en gedeeld eigenaarschap. 
3 Managen onzekerheid Werk in iteraties en anticipeer op veranderende omstandigheden. 
4 Ruimte voor creativiteit en 
innovatie 
Erken dat het individu de ultieme bron van succes is en creëer een 
optimale werkomgeving. 
5 Boost performance Zorg voor gezamenlijke verantwoordelijkheid voor resultaten en 
effectiviteit van het team. 
6 Verbeteren effectiviteit en 
betrouwbaarheid 
Kies afhankelijk van de situatie de specifieke strategie, processen en 
aanpak (elke situatie vraagt om zijn eigen aanpak). 
Tabel 2.2 Declaration of Interdepence (Highsmith, 2000) 
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Volgens de auteurs van het agile manifest is DOI voor alle soorten van management van toepassing. 
Op het eerste gezicht lijken de zes statements wellicht voor de hand liggend, maar nadere 
bestudering van de afzonderlijke punten levert een aantal belangrijke nuances op. 
In industriële organisaties is gebleken dat ‘lean’ productieprocessen, waarin in kleinere 
hoeveelheden tegelijk wordt geproduceerd, de processen daardoor zelf verbeteren en efficiënter 
worden (Goldratt, 1992). Bij software ontwikkeling behoort ieder requirement, architectuurbesluit, 
functioneel ontwerp, nog niet definitieve beslissing of code tot ‘de voorraad’ (en dus ‘waste’) zolang 
het nog niet geïntegreerd en getest is. Door in het eerste uitgangspunt te kiezen voor continue 
(toegevoegde) waardestromen en het verkleinen van de iteraties en het daardoor korter op elkaar 
releasen van nieuwe versies van de software wordt ook het proces van software development 
‘geleaned’. 
Veel managers kijken naar taken en controleren of de taken zijn uitgevoerd, terwijl ze eigenlijk de 
voortgang van het project zouden moeten bewaken op basis van toegevoegde waarde. Net als in 
andere sectoren geldt voor software development dat pas op het moment van integratie en 
oplevering de investering daadwerkelijk toegevoegde waarde heeft. Bij agile software development 
vaak wordt derhalve gerapporteerd op basis van opgeleverde of geteste functionaliteit in plaats van 
afgeronde taken. 
De kern van het tweede uitgangspunt is het gemeenschappelijke eigenaarschap. Ondanks dat veel 
leveranciers gedeeld eigenaarschap met hun klanten niet altijd serieus nemen, geldt dat andersom 
ook vaak voor de klanten zelf. Daarnaast wordt in dit uitgangspunt regelmatige interactie benadrukt.  
Voor managers is het wegnemen van onzekerheid één van de belangrijkste aspecten aan project 
management.  De DOI daarentegen neemt onzekerheid als uitgangspunt, waar managers mee om 
moeten gaan. Dit is een belangrijke tegenstelling ten opzichte van andere management theorieën. 
Een afwijking van het agile manifest in de DOI is de toevoeging van de term ‘anticiperen’. Het wordt 
als een gebrek van het manifest gezien dat agile methoden geen rekening zouden houden met 
ervaringen uit het verleden en gebeurtenissen die voorzien kunnen worden. 
Als vierde gaat de DOI uit van de medewerkers als de meest waardevolle bron voor een project. De 
DOI breidt het agile manifest ook uit met de omgeving. Een project kan alleen succesvol zijn als de 
medewerkers in een omgeving opereren waarin zij het vertrouwen krijgen en het gevoel hebben dat 
ze daadwerkelijk verandering tot stand kunnen brengen. 
Eén van de meest bekende succesfactoren voor een effectief project is gezamenlijke 
verantwoordelijkheid. De DOI gaat er bij het voorlaatste uitgangspunt vanuit dat teamleden zich 
gezamenlijk verantwoordelijk gaan voelen voor een resultaat, als ze ook van elkaars werk bewust 
zijn. De gezamenlijke verantwoordelijkheid betreft niet alleen de resultaten maar ook de effectiviteit 
van het team. 
De huidige strategie, mogelijk gebaseerd op een best-practice, hoeft niet in alle gevallen de meest 
optimale strategie te zijn. Als laatste gaat de DOI er daarom vanuit dat elke situatie een eigen 
aanpak vereist. Een succesvol agile team is alert op de wijzigende omstandigheden en in staat zijn 
strategie daarop aan te passen. 
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Discussie 
De Agile Alliance heeft een missie en twaalf uitgangspunten gepubliceerd op internet. Uit het 
literatuuronderzoek is echter gebleken dat een definitie en een formele publicatie van de Agile 
Alliance als geheel ontbreken. Elk van de leden van de Agile Alliance heeft afzonderlijk eigen 
methoden ontwikkeld en over agile software development gepubliceerd. Het ontbreken van een 
gezamenlijk statement leidt tot discussies in de literatuur over de exacte kenmerken waar een agile 
methode verplicht aan dient te voldoen. Het is daarom moeilijk om een compleet en onomstreden 
overzicht gebaseerd op meetbare kenmerken te geven van alle agile software development 
methoden. 
Het vrijblijvende karakter van de twaalf uitgangspunten voor agile software development kunnen 
ontwikkelaars een vrijbrief geven voor cowboy-coding, waarbij alle regels en documentatie 
overboord worden gezet. Maar agile-teams coördineren hun activiteiten voortdurend en volgen wel 
degelijk gedefinieerde en gedisciplineerde processen. Het succes van agile development hangt af van 
de vaardigheden van de gebruiker. Discipline van de ontwikkelaars moet het gevaar van cowboy-
coding, door het ontbreken van vastgestelde eisen en het zelfsturende karakter van agile teams, 
voorkomen. 
2.4 Visies in de literatuur 
De Agile Alliance heeft de uitgangspunten voor agile software development in twaalf ‘principles’ 
vastgelegd in het ‘Manifesto for Agile Software Development’. Toch verschillen diverse auteurs van 
mening over deze uitgangspunten en staan ze kritisch tegenover agile software development in het 
algemeen. In deze paragraaf worden de visies van Miller (2001), Higsmith en Cockburn (2001), 
Abrahamsson, Salo, Ronkainen en Warsta (2002), Boehm (2003a) en Turner (2007) nader besproken. 
Miller (2001) benadert agile software development vanuit de snelle oplevering teneinde de life-cycle 
van software development projecten te verkorten. Miller baseert zijn mening op publicaties uit 
ondermeer Japan en de Verenigde Staten. De belangrijkste kenmerken van agile software 
development volgens Miller zijn (Miller, 2001): 
Kenmerken agile software development methoden volgens Miller 
1 Modularity Een agile planning is modulair opgebouwd en bestaat uit sets van 
samenhangende activiteiten die uitgevoerd worden. Het proces is 
overzichtelijk en kan eenvoudig aangepast worden. 
2 Iterative Iteratieve ontwikkeling verkort project life-cycles en versnelt het testen en 
corrigeren van software. In plaats van een big bang wordt in korte iteraties 
steeds een deel van het uiteindelijke product opgeleverd. 
3 Time bound Korte iteraties met time boxes van één tot zes weken. 
4 Parsimony Alleen de noodzakelijke activiteiten worden uitgevoerd, overbodige 
activiteiten worden uit het ontwikkelproces verwijderd. 
5 Adaptive Agile methoden zijn adaptief, dat wil zeggen dat de methode anticipeert op 
wijzigingen en nieuwe risico’s. 
6 Incremental Incrementele ontwikkeling maakt oplevering van een werkende applicatie in 
kleine stappen mogelijk. 
7 Convergent Risk-based benaderen van problemen, waardoor iedere iteratie steeds 
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Kenmerken agile software development methoden volgens Miller 
dichter aansluit bij het einddoel. 
8 People oriented Bij agile development zijn mensen belangrijker dan het proces en 
technologie. 
9 Collaborative Samenwerking en communicatie zijn essentieel in een agile stijl van werken 
Tabel 2.3 Kenmerken agile software development methoden volgens  Miller (2001) 
De conclusie die Miller trekt is dat agile software development niet een nieuw fenomeen is. Het is 
een evolutie van best practices zoals deze de afgelopen decennia zijn ontstaan en verscherpt. Er is 
geen ‘silver bullet’ voor een garantie op een succesvol project. Geen van de methoden is voor elk 
project geschikt. Toch zal elk project meer agile willen werken. Tegenwoordig zijn er veel nieuwe 
ontwikkelingen op het gebied van agile methoden. Bestaande methodes worden zo ‘lean’ als 
mogelijk toegepast met behoud van de agile uitgangspunten. 
Highsmith en Cockburn (Highsmith, 2001) stellen dat de snel veranderende omgeving in de wereld 
van software development ook gevolgen moet hebben voor het proces van software development. 
Klanten hechten meer waarde aan het opgeleverde resultaat dan aan de afspraken zoals deze bij het 
opstarten van het project zijn gemaakt. De focus moet dus niet liggen op het voorkomen van 
wijzigingen gedurende het project door vooraf de requirements volledig vast te leggen. Integendeel, 
het is belangrijker flexibel om te kunnen gaan met wijzigingen gedurende de looptijd van het project. 
Highsmith en Cockburn komen tot deze conclusies in hun boek “Agile Software Development” 
(Cockburn, 2002, 2004) en bij de ontwikkeling van de agile software development methode Crystal. 
Volgens Highsmith en Cockburn, mede-auteurs van het Agile Manifesto, zijn agile software 
development methoden gericht op: 
Kenmerken agile software development methoden volgens Highsmith en Cockburn 
1 Rapid delivery Zorg dat de eerste oplevering binnen enkele weken plaatsvindt, hierdoor 
wordt betrokkenheid gecreëerd en feedback ontvangen 
2 Simplicity Maak eenvoudige oplossingen, hierdoor worden wijzigingen in de toekomst 
voorkomen of eenvoudiger 
3 Continuous 
improvement 
De kwaliteit van het ontwerp moet continu verbeterd worden, hierdoor 
worden toekomstige iteraties goedkoper 
4 Test constantly Detectie en correctie van fouten gebeurt sneller, wordt eenvoudiger en 
goedkoper door continu gedurende de iteraties te testen. 
Tabel 2.4 Kenmerken agile software development methoden volgens Highsmith en Cockburn (2001) 
Agility gaat volgens Highsmith en Cockburn over het onderkennen van en reageren op wijzigingen. 
Een belangrijk verschil dat zij onderkennen met andere methoden is dat bij agile software 
development de nadruk ligt op personeel als succesfactor. 
In 2003 voerden Abrahamsson, Salo, Ronkainen en Warsta (2003) een onderzoek uit naar agile 
software development methoden. Hun conclusie, op basis van een uitvoerige vergelijkingsstudie van 
tien agile ontwikkelmethoden, is dat een methode agile is als deze voldoet aan de volgende 
kenmerken in tabel 2.5. 
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Kenmerken agile software development methoden volgens Abrahamsson et. al. 
1 Incremental Software wordt regelmatig opgeleverd door snelle en korte ontwikkelcycli 
2 Coorporative Opdrachtgever en ontwikkelaar werken voortdurend samen met korte 
directe communicatiekanalen. 
3 Straightforward De methoden zijn goed gedocumenteerd en eenvoudig te leren. Agile 
methoden zijn eenvoudig aanpasbaar. 
4 Adaptive De methoden zijn gericht op continue wijzigingen van requirements. 
Tabel 2.5 Kenmerken agile software development methoden volgens Abrahamsson (2003) 
Volgens Boehm (2003a) kenmerken agile software development methoden zich door: ‘lichtgewicht’ 
processen, korte iteratieve ontwikkelcycli, actieve inbreng van gebruikers, prioriteren en verifiëren 
van requirements en vertrouwen op (de kennis van) het team in plaats van het benadrukken van 
documentatie. Agile methoden hebben de volgende uitgangspunten: iteratief (meerdere 
ontwikkelcycli), incrementeel (het gehele product wordt niet in één keer opgeleverd), zelf sturend 
(de teams bepalen zelf de beste manier om hun werk te doen), groei (processen, principes, 
organisatiestructuur ontstaan tijdens het project). Deze uitgangspunten zijn niet nieuw en kennen 
een lange historie op het gebied van procesverbetering en software development. Het verschil is 
volgens Boehm dat de uitgangspunten bij agile methoden tegelijk worden toegepast om elkaar te 
versterken. 
De wijze waarop de agile uitgangspunten worden toegepast verschilt per methode. Boehm stelt vast 
dat de uitgangspunten van agile software development te verdelen zijn over drie gebieden: 
communicatie, management en techniek. De ordening en kenmerken van agile software 
development methoden van Boehm komen tot stand op basis van een literatuuronderzoek waarin 
hij dertien ontwikkelmethoden, zowel agile als plan-driven, heeft onderzocht (Boehm, 2003a). 
De belangrijkste kenmerken van agile software development volgens Boehm (2005) zijn: 
Kenmerken agile software development methoden volgens Boehm 
1 Embracing change Wijzigingen moeten gebruikt worden als kans om creatiever en sneller te 
ontwikkelen in het voordeel van de klant. 
2 Fast cycles, frequent 
delivery 
Door in relatief korte tijd meerdere releases te plannen wordt afgedwongen 
dat de belangrijkste requirements als eerst worden gerealiseerd. De 
kwaliteit en de snelheid van het requirements development proces worden 
hierdoor verhoogd. 
3 Simple design Het motto bij het opstellen van het ontwerp moet zijn: YAGNI (You Ain’t 
Going To Need It). Het ontwerp moet eenvoudig zijn en alleen een oplossing 
bieden voor het huidige probleem. Veranderingen zijn onontkoombaar, dus 
is het ontwikkelen van mogelijke ‘toekomstige’ functionaliteit inefficiënt. 
4 Refactoring Software wordt continu geherstructureerd om redundante code te 
verwijderen en code te optimaliseren, zonder dat de functionaliteit wijzigt 
(just-in-time redesign). 
5 Pair programming Programmeurs opereren in koppels, waarbij twee programmeurs naast 
elkaar aan één computer werken. Hierdoor wordt continu samengewerkt 
aan ontwerp, code en test waardoor de programmeurs elkaar 
optimaliseren. 
6 Retrospective or Na elke iteratie worden proces, werk, gebruikte mehoden en schattingen 
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Kenmerken agile software development methoden volgens Boehm 
reflection gereviewed. Door deze zelfreflectie ontstaat een zelflerend team dat steeds 
voorspelbaarder werkt. 
7 Tacit knowledge Tacit knowledge betekent onbewuste kennis. Het is een vorm van 
individuele kennis die 'in het hoofd zit' en moeilijk overdraagbaar is. Het 
team ontwikkelt en onderhoudt zijn kennis bij voorkeur in het hoofd van de 
projectleden in plaats van in documentatie. 
8 Test-driven 
development 
Het ontwikkelen en testen door ontwikkelaars en gebruikers gebeurt zowel 
voor, tijdens als na het coderen. Hierdoor worden korte ontwikkelcycli 
gestimuleerd. 
Tabel 2.6 Kenmerken agile software development methoden volgens Boehm (2005) 
Op de vraag: ‘Wat is agile?’ antwoordt Turner (2007) dat er geen eenduidige definitie is, maar dat 
alle definities wel overeenkomstige aspecten kennen, die de essentie van agile software 
development weergeven. De visie van Turner is eveneens gebaseerd op hetzelfde onderzoek als dat 
van Boehm (2003a), echter Turner legt iets andere nuances. Turner (2007) onderkent de volgende 
kenmerkende karakteristieken van agile software development methoden: 
Kenmerken agile software development methoden volgens Turner 
1 Learning attitude 
 
Projectleden leren van eerdere ervaringen en passen processen en 
systemen zo aan dat deze aansluiten bij de eisen en wensen van de klant. 
2 Focus on value to 
customer 
De klant bepaalt de prioriteit van de op te leveren requirements, voortgang 
wordt gemeten op basis van opgeleverde resultaten 
3 Short iterations  
delivering value 
Het doel van elke release is het opleveren van een werkend systeem. Er 
wordt gebruik gemaakt van een realistische rollende risk-driven planning 
van elke iteratie 
4 Neutrality to change 
(design processes and 
system for change) 
Wijzigingen zijn onvermijdelijk. Een agile project moet hiermee omgaan en 
dit zien als een kans voor verbetering. 




Testcases worden direct vanaf de start van het project opgesteld. Op basis 
van de testgevallen  worden requirements en acceptatiecriteria continu 
aangescherpt. 
7 Lean attitude (remove 
novalue-added 
activities) 
Alle overbodige activiteiten en deliverables worden uit het proces 
verwijderd (eliminate waste). Beslissingen worden uitgesteld tot het laatst 
haalbare moment. 
8 Team ownership Het team heeft zelf de verantwoordelijkheid over eigen processen en 
planningen. Kwaliteit en performance van het team worden gezien als de 
verantwoordelijkheid van alle teamleden. 
Tabel 2.7 Kenmerken agile software development methoden volgens Turner (2007) 
Discussie 
In tabel 2.8 zijn de verschillende visies op agile software development samengevat ten opzichte van 
de uitgangspunten van de Agile Alliance. De auteurs sluiten allen voor een belangrijk deel aan bij de 
uitgangspunten uit het manifest, maar er zijn enkele opvallende verschillen. Met uitzondering van 
Turner (2007) blijkt dat klanttevredenheid door de overige auteurs niet als expliciet kenmerk is 
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beschreven. Dit is vreemd als in de kernwaarden van agile software development de opdrachtgever 
zo’n belangrijke rol speelt. 
Een tweede opvallende algemene conclusie is dat geen van de auteurs het gebruik van zelfsturende 
teams als expliciet kenmerk opneemt. Het manifest stelt dat de beste architecturen, requirements 
en ontwerpen ontstaan in zelfsturende teams. Zelfsturing is een bijzondere vorm van het werken in 
teamverband. In veel opzichten zijn zelfsturende teams gelijk aan andere teams. In het delen van 
verantwoordelijkheden, het rouleren van taken en het toedelen van leiderschap zijn ze verschillend. 
In zelfsturende teams zijn meerdere medewerkers gezamenlijk verantwoordelijk voor het realiseren 
van een taak of activiteit. Het onderscheid met 'gewone teams' is dat de functionele indeling die in 
reguliere teams geldt, in zelfsturende teams vaak achterwege blijft. Alle medewerkers verrichten in 
principe alle voorkomende taken in het team. Binnen een zelfsturend team is er bovendien meestal 
geen vaste teamleider: per taak of activiteit neemt een teamlid eventueel de coördinatie op zich.  
Men kan echter stellen dat de voordelen van een zelfsturend team ook gehaald kunnen worden met 
een vaste (ervaren) teamleider binnen een bestaande organisatiestructuur. Omdat de opzet en 
ontwikkeling van een zelfsturend team in handen zijn van de teamleden gezamenlijk, worden er 
scherpe eisen aan de onderlinge verhoudingen gesteld. Als teamleden bijvoorbeeld door gebrek aan 
ervaring of vaardigheden niet in staat op één lijn te komen, dan liggen teamfrustraties op de loer. 
Het ontbreken van een duidelijk leiderschap kan juist in zo'n situatie een ernstig gemis zijn. Als de 
teamleden de onderlinge verhoudingen niet weten te sturen, wie neemt dan de 
verantwoordelijkheid voor het teamproces in handen? 
Miller (2001) voegt als enige, met het kenmerk ‘convergent’, een risk-driven benadering toe aan 
agile development. Terwijl risico in het agile manifest in principe geen rol speelt. Ook Boehm 
gebruikt risico-management als methode voor de afweging tussen een agile of plan-driven aanpak 
(Boehm 2003c). Boehm onderkent dit echter niet als extra kenmerk van agile methoden. Mijn 
conclusie is dat een risico benadering een goede toevoeging is aan agile development methoden, 
maar geen algemeen geldend kenmerk is.  
Highsmith en Cockburn (2001) voegen testen expliciet toe aan de kenmerken. In principe is dit een 
impliciet onderdeel van iteratief ontwikkelen, maar het is een nuttige toevoeging aan het agile 
manifest. Diverse agile methoden maken namelijk gebruik van test driven development of gaan uit 
van continu testen om tot betere requirements te komen. Beide auteurs besteden ten onrechte 
geen aandacht aan de kenmerken in de personeelssfeer: samenwerking, motivatie, directe 
communicatie, uitdaging en het gebruik van zelfsturende teams. Dit is onterecht omdat individu en 
samenwerking twee van de vier belangrijkste waarden zijn van agile development. 
De visie van Turner (2007) is het meest actueel en sluit het best aan bij de twaalf uitganspunten uit 
het agile manifest. Turner gaat, als enige van de onderzochte auteurs, wel expliciet uit van een focus 
op de klant door het apart te benoemen als één van de kenmerken. 
Hoewel ook Turner zelfsturende teams niet expliciet als kenmerk van agile software development 
benoemt, onderkent hij het in zijn artikel wel. Hij benoemt het als onderdeel van ‘team ownership’ 
en beschrijft de problematiek van een zelfsturend team in een organisatie die proces georiënteerd 
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is. Directe communicatie, duurzame ontwikkeling en motivatie door uitdagend ontwerp worden 
door Turner niet benoemd. 




Boehm (2005) Turner (2007) 
Klanttevredenheid     Focus on value to 
customer 
Accepteer wijzigingen Adaptive Continuous 
improvement 
Adaptive Embracing change Neutrality to 
change  




Incremental Fast cycles, 
frequent delivery, 
Refactoring 
Short iterations  
delivering value 
Samenwerking Collaborative  Coorporative Pair programming Team ownership 
Motivatie People oriented     
Directe communicatie Collaborative  Coorporative Tacit knowledge  
Voortgang Incremental Rapid delivery Incremental  Continuous 
integration, Focus 
on value to 
customer 
Duurzame ontwikkeling  Rapid delivery Incremental   
Uitdaging      
Eenvoudig ontwerp Parsimony Simplicity Straightforward Simple design Lean attitude  
Zelf sturende teams     Team ownership 
Regelmatige evaluatie Modularity Continuous 
improvement 









Tabel 2.8 Samenvatting van visies in de literatuur ten opzichte van het agile manifesto 
2.5 Vergelijkende studies naar agile software development methoden 
Voor een goed begrip van wat agile software development inhoudt, is het essentieel om te weten 
wat agile methoden zijn. Tijdens het onderzoek zijn vijf vergelijkende studies naar agile software 
development methoden naar voren gekomen. Highsmith (2002), Abrahamsson et al. (Abrahamsson, 
2002; 2003), Williams (2004)  en Strode (2005) hebben onderzoek gedaan naar de meest 
toonaangevende agile methoden.  
In tabel 2.9 zijn deze studies en de daarin onderzochte methoden tegen elkaar uitgezet. Met een ‘+’ 
is aangegeven dat de methode zich binnen de scope van de studie bevond. In het vervolg van deze 
paragraaf worden de resultaten van de verschillende studies nader toegelicht. 










AM Agile Modeling  + +   
ASD Adaptive Software Development + + +  + 
Crystal Crystal Methods + + + + + 
DSDM Dynamic Systems Develompent 
Method 
+ + +  + 
RUP Rational Unified Process  +    
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FDD Feature Driven Development + + + +  
ISD Internet Speed Development   +   
LD Lean Development +     
OSS Open Source Software 
Development 
 +    
PP Pragmatic Programming  + +   
Scrum Scrum + + + + + 
XP Extreme Programming + + + + + 
Tabel 2.9 Studies naar agile software development methoden 
We komen tot de conclusie dat er veel is geschreven over agile software development methoden, 
maar dat er in de literatuur maar zeer beperkt aandacht is voor een vergelijking van 
ontwikkelmethoden. De studies van Abrahamson (2002 en 2003) en Strode (2005) zijn de enige 
studies die daadwerkelijk de methoden met elkaar hebben vergeleken. Beide komen tot de 
conclusie dat er behoefte is aan onderzoek waaruit blijkt wanneer welke methode geschikt is en hoe 
de methode aangepast kan worden aan een specifiek project. 
In 2002 heeft Highsmith negen software development methoden onderzocht met als doel antwoord 
te vinden op de vraag: ‘Wat maakt software ontwikkeling agile?’ (Highsmith, 2002). Highsmith 
gebruikt de term ecosysteem om agile development te definiëren. Agile ecosystemen onderscheiden 
zich volgens Highsmith in drie dimensies van traditionele systeemontwikkeling: ‘chaordic, 
collaborative en streamlined’. Highsmith beperkt zicht echter tot het beschrijven van zeven agile 
methoden: LD, ASD, XP, Scrum, Crystal Methods, FDD, DSDM. De beschreven methoden worden niet 
met elkaar vergeleken. 
Agile development is chaordic (een samenvoeging van chaos en orde) vanwege het uitgangspunt dat 
een project constant in moet kunnen spelen op veranderende omstandigheden. Highsmith 
concludeert dat de meeste succesvolle projecten die aansloten bij de wensen van de klant, 
uiteindelijk flink afweken van het originele plan. Daarnaast blijkt dat de reden dat projecten slagen 
meestal niet afhankelijk is van de herhaalbaarheid van processen, maar de ervaring en de mate 
waarin het team zich kan aanpassen. 
De tweede dimensie volgens Highsmith is ‘collaborative’, ofwel samenwerking. Agile processen zijn 
zo ingericht om het beste uit de individuele teamleden te halen. In tegenstelling tot plan-driven 
methoden waarin mensen worden gestandaardiseerd in een proces. Agile organisaties gaan volgens 
Highsmith uit van de individuele capaciteiten van de teamleden boven het vertrouwen in 
gestandaardiseerde processen. 
De derde dimensie van agile ecosystemen is dat de methoden ‘barely sufficient’ zijn. Dit houdt in dat 
gestreefd wordt naar een balans tussen flexibiliteit en structuur door het proces te stroomlijnen en 
ruimte te bieden aan creativiteit en innovatie. 
Abrahamsson, Salo, Ronkainen en Warsta (2002) hebben in 2002 voor het eerst een onderzoek 
uitgevoerd waarin agile software development methoden met elkaar werden vergeleken. De 
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aanleiding voor hun studie was de conclusie dat de traditionele plan-driven software development 
methoden in de praktijk steeds minder gebruikt worden. De methoden worden als te rigide en 
gedetailleerd ervaren. Door Abrahamsson et. al. werd geconcludeerd dat er geen systematisch 
onderzoek is gedaan naar agile methoden. 
In de studie van Abrahamsson wordt eerst onderzoek gedaan naar de betekenis en definitie van de 
term agile. Daarna zijn een aantal methoden geselecteerd die voldoen aan deze definitie en 
kenmerken. De auteurs geven van elk van de methoden een beschrijving in termen van: definitie, 
rollen en verantwoordelijkheden, toepassing, adoptie en ervaringen, toepassingsgebied en actueel 
onderzoek. Het onderzoek wordt besloten met een vergelijking van de methoden om verschillen en 
overeenkomsten in kaart te brengen. Belangrijke verschillen worden gevonden in de ontwikkelfasen 
die door de methoden worden ondersteund en de mate waarin dat gebeurd. Ook blijkt uit het 
onderzoek dat diverse methoden concreter zijn dan anderen. 
Door Abrahamsson et al. zijn de 10 belangrijkste agile software development methoden als volgt 
samengevat: 
Method*) Keypoints Special features Identified shortcomings 
ASD Adaptive culture, 
collaboration, missiondriven 
component based iterative 
development 
Organizations are seen as 
adaptive systems. Creating an 
emergent order out of a web 
of interconnected individuals. 
ASD is more about concepts 
and culture than the software 
practice 
AM Applying agile principles to 
modeling: agile culture, work 
organization to support 
communication simplicity 
Agile thinking applies to 
modeling also 
This is a good add-on 
philosophy for modeling 
professionals. However, it 
only works whitin other 
methods 
Crystal Family of methods. Each has 
the same underlying core 
values and principles. 
Techniques, roles, tools and 
standards vary 
Method design principles. 
Ability to select the most 
suitable method based on 
project size and criticality 
Too early to estimate: only 
two of four suggested 
methods exist. 
DSDM Application of controls to 
RAD, use of timeboxing, 
empowered DSDM teams, 
active consortium to steer the 
method development 
First truly agile software 
development method, use of 
prototyping, several user-
roles: ambassador, visionary 
and advisor 
While the method is available, 
only consortium members 
have access to white papers 
dealing with the actual use of 
the method. 
XP Customer driven 
development, small teams, 
daily builds 
Refactoring – the ongoing 
redesign of te system to 
improve its performance and 
responsiveness to change. 
While individual practices are 
suitable for many situations, 
overall view and management 
practices are given less 
attention. 
FDD Five-step process, object 
oriented component (i.e. 
feature) based development. 
Very short iterations: from 
hours to two weeks 
Method simplicity, design and 
implement the system by 
features, object modeling 
FDD focuses only on design 
and implementation. Needs 
other supporting approaches 
OSS Volunteer based, distributed 
development, often the 
Licensing practice; source 
code freely available to all 
OSS is not a method itself; 
ability to transform the OSS 
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Method*) Keypoints Special features Identified shortcomings 
problem domain is more of a 
challenge than a commercial 
undertaking 
parties community principles to 
commercial software 
development 
PP Emphasis on pragmatism, 
theory of programming is of 
less importance, high level of 
automation in all aspects of 
programming 
Concrete and empirically 
validated tips and hints, i.e. a 
pragmatic approach to 
software development. 
PP focuses on important 
individual practices. However, 
it is not a method through 
which a system can be 
developed. 
RUP Complete software 
development model, 
including tool support. 
Activity driven role 
assignment 
Business modeling, tool family 
support 
RUP has no limitations in the 
scope of use. A description 
how to tailor, in specific, to 
changing needs is missing 
Scrum Independent, small, self 
organizing development 
teams, 30-day release cycles. 
Enforce an paradigm shift 
from the ‘defined an 
repeatable’ to the ‘new 
product development view 
Scrum’ 
While Scrum details in specific 
how to manage the 30-day 
release cycle, the integration 
and acceptance tests are not 
detailed. 
Tabel 2.10 Algemene van agile software development methods volgens Abrahamsson (2002) 
*)
 Afkortingen worden verklaard in Bijlage A. 
De methoden zijn door Abrahamsson et al. vanuit vijf verschillende perspectieven met elkaar 
vergeleken: software development life-cycle, projectmanagement, abstracte principes versus 
concrete richtlijnen, universele toepasbaarheid en empirisch bewijs. Hieronder worden de 
conclusies vanuit de vijf perspectieven samengevat (de conclusies van de eerste drie perspectieven 
zijn tevens samengevat in figuur 2.1). 
1. Projectmanagement 
Software development is een praktijkgericht werkgebied, met als doel het maken van software. Toch 
biedt meer dan de helft van de methoden ondersteuning bij projectmanagement, hoewel de 
ondersteuning daarvoor beperkt blijkt. Om het gebruik van agile principes als ‘daily builds’, korte 
release-cycle etc. beheersbaar te houden is goed projectmanagement noodzakelijk. Het succes van 
een methode hangt daarmee af van de mate waarin het ingepast kan worden in het dagelijkse 
proces van software development. Het is dus essentieel dat agile methoden ondersteuning bieden 
ten aanzien van project management. De bovenste balk in figuur 2.1 geeft per methode de dekking 
op project management  weer. 
2. Software development life-cycle 
De verschillende methoden ondersteunen verschillende fasen van de software development life-
cycle. De achterliggende reden waarom geconcludeerd wordt of een fase wel of niet wordt 
ondersteund, is echter niet duidelijk. Abrahamsson stelt de vraag of een brede methode, die de 
meeste fasen ondersteunt, de voorkeur verdient boven een specifieke methode die gericht is op 
enkele specifieke fasen. Er is daarbij sprake van ‘completeness’ in horizontale (d.w.z. mate van 
detail) en verticale zin (d.w.z. mate van afdekken life-cycle). Uit de analyse van Abrahamsson blijkt 
dat geen van de methoden in horizontale en/of verticale zin compleet is. De methoden bieden 
gedeeltelijke oplossingen voor problemen. Abrahamsson geeft de voorkeur aan specialisatie omdat 
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generalisatie het gevaar oplevert dat een methode te algemeen en daardoor minder concreet 
toepasbaar wordt. De middelste balk in figuur 2.1 geeft per methode de dekking op de software 
development lifecycle weer. 
3. Abstracte principes vs. concrete richtlijnen 
Van de methoden die Abrahamsson onderzocht bieden slechts vier methoden (RUP, AM, XP en PP) 
concrete richtlijnen voor toepassing. Met concrete richtlijnen worden activiteiten, producten en 
best-practices bedoeld die uitgevoerd en opgeleverd moeten worden. In tegenstelling tot RUP, AM, 
XP en PP wordt door de andere methoden slechts voornamelijk gesproken over abstracte principes 
waaraan een project zich dient te houden. De onderste balk in figuur 2.1 geeft per methode de 
dekking op de software development lifecycle weer. 
 
Figuur 2.2 Comparing life-cycle, projectmanagement and concrete guidance support (Abrahamsson, 2002) 
4. Universele toepasbaarheid 
Universeel toepasbaar wil zeggen dat er één methode of methodologie is die toegepast kan worden 
in alle agile development situaties. Met andere woorden: één oplossing voor alle type problemen. 
Daar staat tegenover dat er methoden zijn die ‘situatie afhankelijk’ zijn. Deze methoden zijn geschikt 
voor bepaalde situaties en in enige mate aanpasbaar, maar niet in alle situaties toereikend. Agile 
methoden zullen uit principe niet universeel toepasbaar zijn vanwege het doel snel resultaat te 
willen leveren en in te spelen op veranderingen. Om zo agile mogelijk te kunnen werken zal ook de 
methode agile moeten zijn en uitgaan van eenvoudige processen, eventueel aanpasbaar aan de 
situatie. Uit het onderzoek van Abrahamsson blijkt dat FDD en Crystal wel universele methoden 
lijken, maar dat daar geen empirisch bewijs voor is. De overige methoden zijn ‘situatie afhankelijk’. 
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5. Empirisch bewijs 
Empirisch bewijs op basis van grondig onderzoek, die de uitgangspunten van agile software 
development bevestigen, is zeldzaam. Alleen van XP, ISD en Scrum is empirisch bewijs voor de 
aanspraken op succes die de methoden maken. De conclusie van Abrahamsson is dat verder 
onderzoek naar de effecten van de methoden, op het gebied van gebruiksgemak, kosten, gevolgen 
van omvang en type organisatie, noodzakelijk is. 
De derde onderzochte vergelijkingsstudie is van Williams (2004). Deze publiceerde in 2004 twee 
artikelen: ‘A Survey of Agile Development Methodologies’ en ‘A Survey of Plan-Driven Development 
Methodologies’. In de eerste studie is een viertal agile software development methoden onderzocht 
(een subset van de methoden die Abrahamsson et al. in 2002 reeds onderzochten). Williams geeft 
eerst antwoord op de vraag: ‘What is agility in software development?’ en beschrijft vervolgens XP, 
Crystal, Scrum en FDD als voorbeelden. 
Williams onderkent de volgende aspecten waarin de, door haar, onderzochte methoden zich van 
elkaar onderscheiden: 
Methode Onderscheidende factoren 
XP • Bedoeld voor tien tot twaalf object-oriented programmeurs op dezelfde locatie 
• Vier kern-waarden: communicatie, eenvoud, terugkoppeling en lef 
• Twaalf gedetailleerd beschreven gedisciplineerde best practices 
• Minimale documentatie 
• Snelle feedback-loops tussen klant/gebruiker en ontwikkelaars 
Crystal • Familie van methoden, aanpasbaar aan de omvang van het team 
• Methode afhankelijk van teamgrootte of bedrijfsbelang van project 
• Nadruk op face-to-face communicatie 
• Beschouwt mensen, interactie, saamhorigheid, talent en communicatie als prioriteit 
• Start met een minimaal proces en breidt het alleen uit als dit absoluut noodzakelijk is 
Scrum • Project management methode als aanvulling op een software development methode 
• 30-dagen Sprints waarin prioriteiten niet worden gewijzigd 
• Dagelijkse scrum-meetings van het team 
• Burndown-chart om voortgang te meten 
FDD • Schaalbaar voor grotere teams 
• Gedetailleerde best practices 
• Vijf sub-processen, met elk gedefinieerde entry- en exit criteria 
• Door het hele proces worden UML modellen gebruikt 
• Bouw van feature gebeurt in maximaal twee weken (anders worden features opgesplitst) 
Tabel 2.11 Onderscheidende factoren (Williams, 2004) 
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Het onderzoek van Williams biedt onderstaande zes handvatten voor de keuze en het succesvol 
gebruik van agile software development methoden.  
1. Agile methoden zijn een subset van iteratieve en evolutionaire methoden. Iteraties zijn kort om 
te zorgen voor tijdige feedback naar het projectteam. 
2. Het Agile Manifest beschrijft de uitgangspunten en principes die aan agile software methoden 
ten grondslag liggen. 
3. Extreme Programming is gebaseerd op vier waarden en twaalf specifieke best practices 
4. De Crystal methoden kunnen aangepast worden aan de omvang en het karakter van het team 
of het project. 
5. Scrum is voornamelijk een methode voor project management. Het principe van deze methode 
is dat het team vrij is in het kiezen van specifieke best practices. 
6. Van de door Williams onderzochte methoden is FDD de meest diepgaande op het gebied van 
analyse en ontwerp. 
Williams onderkent ook andere methoden maar deze worden niet beschreven: Adaptive Software 
Development (ASD) (Highsmith, 2000), Agile Modeling (Ambler, 2002), Dynamic Systems 
Development Method (DSDM, 1995; Stapleton, 2003), Lean Development (Poppendieck, 2003), en 
Scrum (Schwaber, 1995). Williams benoemt RUP in eerste instantie niet als agile methode. Het is 
volgens haar echter wel mogelijk Rational Unified Process (Kruchten, 2000) in te zetten in een agile 
software development proces. 
Naast de studie van Abrahamsson (2002) is ook het onderzoek van Strode uit 2005 een zeer 
bruikbare bron voor dit afstudeeronderzoek gebleken. Het onderzoek valt uiteen in twee delen. Het 
eerste deel geeft antwoord op de vraag: ‘Wat is een agile methode?’. Het tweede deel van het 
onderzoek gaat in op de vraag in welk type omgeving agile methoden het best toepasbaar zijn. De 
belangrijkste conclusies zijn dat agile methoden een specifieke groep van ontwikkelmethoden is en 
dat elk van de methoden geschikt is voor een specifieke project omgeving. 
In het eerste deel van dit onderzoek gebruikt Strode het analytisch framework van Avison en 
Fitzgerald (1995). Het framework wordt toegepast op de vijf eerst gepubliceerde agile methoden: 
DSDM, XP, Scrum, ASD en Crystal Methods. Door toepassing van het framework heeft Strode de 
onderstaande zes overeenkomsten en verschillen tussen de verschillende methoden onderkend 
(Strode 2005). 
1. Binnen DSDM, ASD en Crystal kunnen technieken aangepast worden aan de behoefte van de 
projecten. XP is het meest effectief als alle methoden zoals voorgeschreven worden gebruikt. 
Bij Scrum gaat men er vanuit dat het niet nodig is de methode aan te passen. 
2. DSDM, XP, Scrum en Crystal adviseren te testen gedurende de gehele lifecycle, maar bieden 
daar geen specifieke technieken voor. 
3. DSDM, XP, Scrum en Crystal adviseren dat de klant altijd beschikbaar is en gehuisvest is op 
dezelfde locatie als de ontwikkelaars. 
4. ASD en DSDM geven aandacht aan het begrip tijdsdruk. Voor Scrum en XP is het zelfs een 
stuurvariabele voor een project. Crystal benoemt tijdsdruk niet. 
5. XP, Scrum en ASD gaan allen uit van het groeien van de effectiviteit van een team en vereisen 
dat de methoden hierop aansluiten. Deze methoden en Crystal zien het juist plaatsen en 
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indelen van teams als een belangrijke techniek. DSDM ziet de locatie van een team niet als 
issue. 
6. XP, Scrum, ASD en Crystal gaan uit van het gebruik van object oriëntatie, internet ontwikkeling 
en gebruik van UML. DSDM gaat alleen uit van gebruik van gestructureerde modellen en 
technieken als dit noodzakelijk is. 
Dit leidt volgens Strode tot de onderstaande zes algemene hoofdkenmerken van agile methoden. 
1. Alle methoden zijn gepubliceerd tussen 1995 en 2002 door auteurs uit de Verenigde Staten en 
Groot Brittannië vanuit het perspectief van de ontwikkelaar of de projectleider. 
2. De methoden zijn objectief en gericht op technische oplossingen voor problemen in de 
business. 
3. Agile methoden gaan uit van incrementele ontwikkeling van werkende software met iteraties 
van 1 week tot 4 maanden, een actieve rol van gebruikers, feedback, teamwork en de kracht 
van het team om zelf beslissingen te nemen. 
4. De methoden gaan allen uit van kleine teams van drie tot tien ontwikkelaars en benadrukken 
informele communicatie binnen het team en naar de stakeholders. 
5. De methoden zijn gericht op het oplossen van problemen in sectoren en projecten waar 
requirements voortdurend aan wijzigingen onderhevig zijn. 
6. Het maken van documentatie en modellen wordt door agile methoden tot een minimum 
beperkt. Documenten en modellen worden alleen op verzoek van de klant of ten behoeve van 
het toelichten van ontwerpen binnen het team opgesteld. 
 
In tabel 2.12 wordt het totaal van de onderscheidende factoren volgens Strode opgesomd. 
Onderscheidende factoren 
• Gepubliceerd tussen 1995 en 2002 in VS en UK 
• Objectieve methoden voor technische oplossingen 
• Oplossingen voor problemen in de business 
• Gebaseerd op ervaringen en best practices 
• Perspectief van project manager en ontwikkelaar 
• Incrementele ontwikkeling 
• Iteratieve ontwikkeling, met bij voorkeur 1 oplevering per maand 
• Voortdurende wijzigingen 
• Actieve rol van gebruikers 
• Feedback en leren 
• Teamwork 
• Bevoegde projectteams 
• Nadruk op communicatie tussen alle stakeholders 
• Kleine teams, bij voorkeur drie tot tien programmeurs 
• Frequente voortgangsbesprekingen, bij voorkeur dagelijks 
• Belangrijkste deliverable is werkende software 
• Het volgen van bestaande technieken is niet verplicht 
• Minimaliseren van documentatie 
Tabel 2.12 Onderscheidende factoren bij Agile methoden (Strode, 2005) 
Agile software development bij een verzekeringsmaatschappij   
  38 
Een belangrijke conclusie van het onderzoek van Strode is dat de methoden weliswaar veel 
overeenkomstige kenmerken hebben, maar dat ze elk een ander doel hebben. DSDM en ASD zijn 
frameworks waarbinnen technieken van andere methoden kunnen worden toegepast. Scrum legt de 
focus op projectmanagement, terwijl XP de nadruk legt op een set van technieken die toegepast 
kunnen worden in snel veranderende omgevingen. Crystal is voornamelijk een methode om een set 
van technieken te selecteren voor een project. 
Daarnaast is door Strode onderzocht welke unieke kenmerken onderscheidend zijn voor de 
verschillende agile methoden en niet eerder in andere methoden zijn toegepast. Drie technieken die 
bij XP worden gebruikt komen niet voor bij bestaande traditionele methoden: ‘test driven 
development’, ‘pair programming’ en het gebruik van ‘system metaphors’. 
Strode besluit het eerste deel van haar studie met een algemene definitie van agile software 
development (zie paragraaf 2.2). 
Het tweede deel van de studie van Strode is een praktijkonderzoek naar het gebruik van agile 
methoden in acht projecten. Dit onderzoek betreft de toepasbaarheid van agile methoden in 
verschillende type omgevingen. De projectleiders van deze projecten hebben een vragenlijst 
ingevuld en zijn vervolgens geïnterviewd. De vragenlijst is samengesteld aan de hand van het 
analytische framework, aangevuld met een aparte sectie met vragen over organisatiecultuur. De 
vragen met betrekking tot cultuur zijn afkomstig uit een standaard vragenlijst over 
organisatiecultuur van Cameron (1999).  
De tweede onderzoeksvraag wordt door Strode beantwoord met vier stellingen. 
• In de praktijk wordt de methode niet volledig toegepast, maar is aangepast aan de situatie. 
• De methoden zijn toepasbaar in specifieke omgevingen. 
• Een methode wordt niet aangepast als het in zijn targetomgeving wordt toegepast. 
• Een methode wordt aangepast als het niet in zijn targetomgeving wordt toegepast. 
 
Voor het praktijkonderzoek van dit afstudeeronderzoek is met enkele kleine aanpassingen gebruik 
gemaakt van de vragenlijst van Strode. De vragenlijst bleek goed aan te sluiten bij de toegepaste 
onderzoeksmethode van Boehm (2003c). Vanwege de vergelijkbaarheid van de vraagstelling en de 
resultaten van Boehm en Strode is onderzocht of de vragenlijst van Strode eveneens aansloot bij het 
model van Boehm. Toen dit inderdaad het geval bleek te zijn is, met persoonlijke toestemming van 
Strode, vervolgens door de auteur besloten deze vragenlijst te hanteren voor het praktijkonderzoek. 
Agile software development bij een verzekeringsmaatschappij   
  39 
2.6 Discussie 
Studies hebben aangetoond dat plan-driven methoden tegenwoordig in de praktijk steeds minder 
toegepast worden. De argumenten hiervoor zijn dat plan-driven methoden te mechanisch zijn in 
gebruik. Agile software development methoden zijn als reactie hierop ontstaan met de introductie 
van het agile manifest. Het doel van het manifest is een wijziging van ontwikkelparadigma in de 
systeemontwikkeling te creëren.  
De focus en de belangrijkste kenmerken van agile en licht-gewicht methoden zijn eenvoud en 
snelheid. De ontwikkelaars richten zich primair op het ontwikkelen van de meest noodzakelijke 
functionaliteit en leveren dit snel op. Vervolgens wordt feedback verzameld en op basis hiervan 
weer verder ontwikkeld.  
Agile software development is: 
• incrementeel (kleine software releases met snelle oplevercycli); 
• coöperatief (klant, gebruikers en ontwikkelaars werken constant samen); 
• eenvoudig (methoden zijn eenvoudig en snel aan te leren en aanpasbaar); 
• adaptief (op het laatste moment worden wijzigingen geaccepteerd en doorgevoerd) en 
• lean (processen worden ontdaan van overbodige activiteiten). 
Turner (2007) geeft ook antwoord op de vraag of agile software development past binnen Capability 
Maturity Model Integration (CMMI) en andere proces standaards. In feite gaan agile concepten juist 
uit van aspecten van CMMI-level 5 door continue aanpassing en verbetering van het 
ontwikkelproces. Aan het einde van elke iteratie vindt een evaluatie plaats in de vorm van 
zelfreflectie. Aanbevelingen voor verbetering van processen kunnen vervolgens direct worden 
geïmplementeerd. 
Opvallend in de bestudeerde artikelen en studies is dat de auteurs van mening verschillen over 
Rational Unified Process (RUP). RUP is een aanpasbaar framework voor het ontwikkelproces (Kroll en 
Kruchten, 2003). Afhankelijk van het type project, de omvang van het project en het team, kan RUP 
aangepast of uitgebreid worden. RUP start met een plan-driven aanpak maar is naarmate het project 
vordert geschikt om aan te passen voor kleine projecten. In essentie is RUP dus een plan-driven 
methode, maar in specifieke situaties kan RUP agile ingezet worden. 
Een laatste opvallende conclusie uit het literatuuronderzoek is het ontbreken van een algemeen 
aanvaarde definitie van agile software development. De Agile Alliance heeft zijn missie en 
uitgangspunten vastgelegd in het agile manifest, maar het begrip niet gedefinieerd. Niet alle agile 
methoden voldoen aan alle uitgangspunten. Dit maakt een duidelijk onderscheid in de methoden 
niet eenvoudig en biedt ruimte voor discussie wat de complete verzameling van agile methoden is. 
Uit de literatuur is gebleken dat er een agile framework in ontwikkeling is (Conboy en Fitzgerald, 
2007), maar tijdens dit onderzoek wordt de definitie van Strode gehanteerd. 
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3 Toepasbaarheid agile software development  
In dit hoofdstuk wordt de toepasbaarheid van agile software development nader beschreven. De 
eerste paragraaf geeft een gestructureerd overzicht van Boehm (2002), waarin agile software 
development gepositioneerd worden ten opzichte van andere ontwikkelmethoden. Dit is van belang 
om vast te kunnen stellen in welke situatie welke methode het meest geschikt is.  
Vervolgens wordt ingegaan op de verschillen in benadering van agile software development ten 
opzichte van alternatieven: plan-driven, iteratieve en incrementele methoden. In paragraaf drie 
wordt toegelicht wat wordt bedoeld met de balans tussen agile en plan-driven methoden. Hieruit 
blijkt dat op basis van projectspecifieke kenmerken bepaald kan worden in welke mate een agile of 
een plan-driven ontwikkelingsmethode geschikt is. 
Tenslotte wordt aandacht besteed aan de rol en de positie van requirements development in agile 
software development. Het hoofdstuk wordt afgesloten met een discussie over de onderzochte 
literatuur. 
3.1 Planningsspectrum software development methoden 
In de literatuur worden agile methoden vaak als tegenpool van de gedisciplineerde ‘geplande’ plan-
driven methoden gekarakteriseerd (Highsmith, 2001). Plan-driven methoden zijn methoden die 
volgens vaste processen en procedures werken, waarbij elke stap uitvoerig gedocumenteerd wordt. 
In de volgende paragraaf worden plan-driven methoden nader toegelicht. 
Boehm (2002) geeft een rangschikking van de verschillende methoden van planning bij 
systeemontwikkeling weer in een planningsspectrum (fig. 3.1). In dit spectrum wordt onderscheid 
gemaakt in ‘voorschrijvende’ en ‘adaptieve’ methoden.  
 
Figuur 3.1 Planningsspectrum (Boehm, 2002) 
Aan de linkerkant van het spectrum staan de ‘adaptieve’ methoden. Adaptieve (aanpasbare) 
methoden zijn erop gericht zich snel aan te passen aan een veranderende werkelijkheid. Het 
ontwikkelteam dat een adaptieve methode gebruikt past zich gemakkelijker aan dan een team dat 
volgens voorgeschreven procedures werkt. Hetzelfde team is minder goed in staat exact te 
beschrijven en te documenteren wat er wordt ontwikkeld, wat er in de toekomst gaat gebeuren en 
wat daarmee wordt gedaan. Agile methoden vallen in het ‘adaptieve’ deel van het planningspectrum 
(Boehm, 2002). 
Tegenover de adaptieve methoden staan de ‘voorschrijvende’, of plan-driven methoden. De teams, 
die deze methoden toepassen, zijn in staat de toekomst tot in detail plannen. Een team dat 
voorschrijvend werkt kan dus precies aangeven welke activiteiten en resultaten gepland staan, maar 
is moeilijk van koers te veranderen. Bij veel plan-driven projecten is projectmanagement veel 
dominanter aanwezig dan bij agile projecten. Een plan-driven aanpak vereist niet alleen meer 
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management en geformaliseerde overlegstructuren. Er is ook sprake van veelvuldige afstemming 
met gebruikers. Bij agile software developement daarentegen maken de gebruikers volwaardig 
onderdeel uit van het projectteam. 
3.2 Agile vergeleken met andere ontwikkelmethoden 
3.2.1 Plan-driven methoden 
In figuur 3.1 zijn de plan-driven methoden aan de rechterkant van het planningsspectrum geplaatst. 
Plan-driven methoden zijn methoden die gebaseerd zijn op een gedocumenteerd (‘gepland’) proces, 
bijbehorende procedures met taken en mijlpalen en een ontwikkelstrategie gebaseerd op 
requirements, ontwerpen en architecturen (Boehm, 2002). Watervalmethoden zijn goede 
voorbeelden van plan-driven methoden. In tegenstelling tot de ‘dichtgetimmerde’ contracten met 
micro-mijlpalen (‘inch pebbles’), geheel rechts in het spectrum, richten de plan-driven methoden 
zich echter wel voornamelijk op de belangrijkste mijlpalen. 
Turner en Boehm (Boehm, 2002) vatten de verschillen tussen plan-driven en agile methoden als 
volgt samen: 
Verschillen tussen agile en plan-driven methoden 
Aspecten Agile Plan-driven 
Ontwikkelaars Wendbaar, goed geïnformeerd, co-located en 
samenwerkend 
Planmatig, voldoende vaardigheden, toegang tot 
externe kennis 
Klant Toegewijd, goed geïnformeerd, co-located, 
samenwerkend, representatief en 
gemandateerd 
Toegang tot geïnformeerde, representatieve en 
gemandateerde gebruikers en opdrachtgever 
Requirements Voortdurend ontwikkelend, snel wijzigbaar Vroegtijdig bekend, stabiel 
Architectuur Toereikend voor huidige eisen Toereikend voor huidige en toekomstige eisen 
Refactoring Goedkoop Duur 
Omvang Kleine teams en producten Grote teams en producten 
Doel Snel waarde creëren Hoge mate van zekerheid 
Tabel 3.1 Aspecten van een agile en plan-driven benadering 
De aspecten die in tabel 3.1 worden genoemd, geven de discriminerende verschillen tussen agile en 
plan-driven software development weer. Hoe verder een project afwijkt van de genoemde condities 
van één van de benaderingen des te groter het risico bij het toepassen van deze benadering. Boehm 
en Turner hebben deze aspecten gedefinieerd als de zeven kritieke succesfactoren die een 
projectomgeving beschrijven en gebruikt kunnen worden om een balans te vinden tussen een agile 
of plan-driven aanpak (zie paragraaf 3.3). Hieronder worden de zeven factoren toegelicht. 
Ontwikkelaars 
Belangrijke eigenschappen voor agile ontwikkelaars zijn: vriendelijkheid, talent, vakmanschap en 
communicatie. Agile software development vereist een projectteam dat bij voorkeur bestaat uit een 
mix van zeer ervaren professionals en junior ontwikkelaars.  Zonder deze ervaren professionals kan 
niet het uiterste uit een project gehaald worden en bestaat de kans dat in een project teveel 
compromissen worden gesloten waardoor software van middelmatige kwaliteit wordt opgeleverd 
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(Cockburn, 2001). Hoewel deze situatie niet uniek is voor agile software development, zijn ervaren 
professionals voor agile development wel noodzakelijk. Eén van de belangrijkste verschillen tussen 
agile en voorschrijvende methoden is namelijk het gebruik van ‘tacit knowledge’. Agile methoden 
gaan uit van kennis van de projectleden en, in tegenstelling tot voorschrijvende methoden, veel 
minder van kennis uit documentatie. 
Klant 
Ondanks de betrokkenheid en deelname van klanten bij plan-driven projecten komt het regelmatig 
voor dat opgeleverde producten niet naar tevredenheid worden gebruikt. Bij agile projecten is niet 
alleen commitment, kennis en samenwerkening met een representatieve en gemandateerde 
afvaardiging van  de opdrachtgever van belang. Ook dient de afgevaardigde zich volledig aan het 
project te kunnen wijden en samen te werken met het ontwikkelteam. 
Ondanks de maatregel om voldoende tacit knowledge in het project beschikbaar te hebben, blijft 
het risico aanwezig dat de kennis van het projectteam ontoereikend is. Plan-driven  methoden 
verminderen dit risico door uitputtende documentatie en diverse projectreviews uit te voeren. 
Requirements 
Highsmith en Cockburn (2001) benadrukken dat agile software development methoden het best 
toepasbaar zijn in omgevingen waar de requirements voortdurend aan wijzigingen onderhevig zijn. 
Zij gaan er vanuit dat organisaties complexe systemen zijn, waar het moeilijk is om requirements 
vooraf volledig te specificeren. Hoewel het reageren op wijzigingen onderdeel is van het tweede 
principe uit het Agile Manifesto, blijft het een risico aanwezig dat ontwikkelaars wijzigingen in een 
laat stadium verkeerd interpreteren, met alle gevolgen van dien. 
Plan-driven methoden zijn het meest geschikt in projecten waarvan ontwikkelaars vooraf de 
requirements goed kunnen specificeren en deze relatief stabiel blijven. Relatief stabiel kwantificeert 
Boehm als maximaal één procent wijzigingen per maand (Boehm, 2002). Bij een hogere 
wijzigingsgraad wordt de traditionele benadering steeds lastiger vanwege het compleet en 
consistent houden van alle voorgaande deliverables. Echter voor diverse kritieke toepassingen, in 
bijvoorbeeld embedded software, kan deze benadering nog steeds van essentieel belang zijn 
(Boehm, 2001). 
Architectuur 
Het Agile Manifesto vindt werkende software belangrijker dan uitgebreide documentatie en legt 
nadruk op eenvoud. In dit kader wordt het berip YAGNI gebruikt: ‘You Ain’t Going to Need It’. Extra 
werk voor architecturele requirements die de huidige versie van het systeem niet ondersteunen, 
moet vermeden worden. Dit uitgangspunt is goed verdedigbaar, mits toekomstige requirements 
inderdaad niet voorspelbaar zijn. Als toekomstige requirements echter wel voorspelbaar zijn, dienen 
deze niet genegeerd te worden om in volgende iteraties problemen te voorkomen. 
De plan-driven methoden tillen zwaar aan de architctuur en ontwerp. Deze requirements moeten 
vaak concurreren met de snelle wijzigingen van de wensen van de klant. Wanneer de requirements 
voor de architectuur op juiste wijze anticiperen op toekomstige wijzigingen en daardoor het 
aanpassen van de software flexibeler maken, kan architectuur een project juist versnellen en 
vereenvoudigen (Boehm, 2001). 
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Refactoring 
Refactoring is het herstructureren van de broncode van software met als doel de leesbaarheid te 
verbeteren of een stuk code te vereenvoudigen. Het herschrijven van broncode verandert de 
werking van de software niet: elke herontwikkel-stap is een kleine, ongedaan te maken stap die de 
leesbaarheid verhoogt zonder de werking aan te passen.  Bij goede ontwikkelaars kost refactoring in 
principe geen extra inspanning, dit is anders als er sprake is van minder gekwalificeerde 
ontwikkelaars. Vaak komt rework voort uit architecturele requirements. Derhalve zijn bij een agile 
aanpak en het toepassen van het YAGNI-principe het risico van refactoring en de kosten naar 
verwachting lager dan bij een plan-driven benadering.  
Omvang 
Volgens Highsmith en Cockburn (2001) is agile software development moeilijker naarmate het team 
groter is, maar onderkennen zij dat er voorbeelden zijn van succesvolle agile projectteams van meer 
dan 250 medewerkers. Boven de vijftien tot twintig ontwikkelaars wordt het echter steeds moeilijker 
nauw samen te werken en directe communicatielijnen te onderhouden. Plan-driven methoden zijn 
in principe beter toegespitst op grotere projecten. Een bureaucratische plan-driven methode waarbij 
het een maand inspanning kost alvorens een budgetaanvraag rond te krijgen, zal echter niet efficiënt 
zijn bij een klein project. 
Doel 
Het primaire doel van een agile project is klanttevredenheid door vroegtijdige en voortdurende 
snelle oplevering van werkende software. Plan-driven methoden hebben als hoofddoelstelling het 
opleveren van hoge kwaliteit software. Daarnaast hebben plan-driven methoden herhaalbaarheid, 
voorspelbaarheid en optimalisatie als doelstelling. In een omgeving waar de eisen regelmatig en snel 
wijzigen zijn uitgebreide herhaalbare en geoptimaliseerde processen echter niet geschikt. 
Tussen de plan-driven methoden enerzijds en de agile methoden in het planningsspectrum 
anderzijds nemen ook iteratieve en incrementele methoden een opvallende plaats in. In het 
volgende wordt aan deze typen methoden aandacht gegeven. 
3.2.2 Iteratieve en incrementele methoden 
Agile software development methoden kunnen gezien worden als een subset van iteratieve en 
incrementele methoden (Larman, 2003). Ze zijn immers gebaseerd op iteratieve verbetering tijdens 
het development proces. Dat wil zeggen dat de meeste agile methoden net als iteratieve en 
incrementele methoden gericht zijn op het in korte perioden herhaaldelijk opleveren van werkende 
software.  
Iteratieve systeemontwikkeling wordt door Cockburn als volgt gedefinieerd: 
‘Iterative development is a rework scheduling strategy in wich time is set aside to revise and 
improve parts of the system.’ (Cockburn, 2008) 
Bij iteratieve methoden is iedere iteratie een zelfstandig project dat alle fasen van requirements 
development, analyse, ontwerp, bouw tot test doorloopt. Elke iteratie leidt tot een implementatie 
waarbij alle elementen geïntegreerd worden opgeleverd. Hierdoor evolueren de verschillende 
releases tot het uiteindelijke systeem. Het doel van de korte iteraties is dat de feedback op eerdere 
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opleveringen kan leiden tot verfijning en ontwikkeling van requirements voor volgende iteraties, in 
plaats van speculatie over de totale verzameling requirements bij aanvang van het project. 
Incrementele systeemontwikkeling wordt door Cockburn als volgt gedefinieerd: 
‘Incremental development is a staging and scheduling strategy in wich various parts of the system 
are developed at different times or rates and integrated as the are completed.’ (Cockburn, 2008) 
Bij incrementele ontwikkeling wordt het werk in kleinere delen verdeeld en afzonderlijk ontwikkeld. 
De afzonderlijke bouwstenen worden nadat ze ontwikkeld zijn geïntegreerd tot één werkende 
oplossing. Een dergelijke aanpak is tegenwoordig gangbaar in verschillende moderne methoden en 
projecten. Ook in agile methoden is deze aanpak een succes gebleken (Cockburn, 2008).  
Het beste resultaat wordt echter gehaald door iteratieve en incrementele ontwikkeling te 
combineren. Agile methoden combineren beide aanpakken om in volgende iteraties en incrementen 
te leren van misvattingen en eerder gemaakte fouten. Doordat er iteratief wordt gewerkt kunnen 
deze in volgende iteraties hersteld worden. Hierdoor wordt voorkomen dat klanten software blijven 
houden die niet aansluit bij hun wensen. 
Er zijn drie belangrijke verschillen tussen agile software development en iteratieve en incrementele 
methoden. Het eerste verschil is dat bij agile methoden de iteraties bij voorkeur in weken worden 
gepland in plaats van in maanden. Ten tweede worden de iteraties bij agile methoden als harde en 
strikte timeboxes toegepast. De timebox bepaalt welke en hoeveel functionaliteit wordt opgeleverd. 
Als functionaliteit niet binnen de gestelde tijd opgeleverd kan worden, wordt de functionaliteit in 
kleinere stukken opgedeeld. Het derde en belangrijkste verschil is dat bij agile methoden de nadruk 
in hoge mate gelegd op samenwerking tussen alle teamleden gelegd wordt. 
3.2.3 Overige methoden 
Bij projecten waar geen sprake is van het gebruik van een methode, spreken we van cowboy-coding 
of hacking. De teamleden doen hun werk naar eigen inzicht, zonder daarbij een gestructureerd plan 
te volgen. Er wordt beweerd dat agile projecten aan cowboy-coding doen vanwege het ontbreken 
van documentatie en de schijnbare afwezigheid van een planning. Agile methoden zijn echter niet 
ongestructureerd. De teams coördineren hun werk voortdurend en volgen gedisciplineerde 
processen. 
3.3 Balans tussen agile en plan-driven methoden 
In het artikel waarin Boehm in 2002 zijn planningsspectrum publiceerde, gaat hij ook in op de balans 
tussen agile en plan-driven methoden. In bijvoorbeeld de e-business sector hebben de bedrijven 
vaak veel belang bij snelle opleveringen en in mindere mate aan hoge kwaliteit van software. Een 
agile aanpak kan dan geschikt zijn. Bij een andere balans tussen snelheid en kwaliteit kan een agile of  
plan-driven benadering alleen niet altijd voldoende zijn. Een combinatie van de voordelen van de 
verschillende methoden is dan een goede oplossing voor dit probleem. Volgens Boehm kan risico 
management hier een goede bijdrage leveren aan het vinden van een balans tussen een agile of 
plan-driven aanpak. 
Bij risico management staat de kans op en de omvang van verlies centraal. Het risico (risk exposure; 
RE), in euro’s, wordt bepaald door de kans op verlies (possibility of loss, Pl) te vermenigvuldigen met 
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de omvang van het verlies (size of loss, Sl), in euro’s. Voorbeelden van verlies zijn omzetdaling, 
reputatieschade of kwaliteit van leven. De algemeen aanvaarde formule voor het gevaar van risico’s 
is: 
RE = Pl x Sl (3.1) 
In figuur 3.2 wordt een risicoprofiel van een fictieve organisatie weergeven. In de grafiek is op de 
verticale as de risk exposure uitgezet tegen de hoeveelheid tijd en inspanning die is geïnvesteerd in 
plannen op de horizontale as. Boehm heeft echter op de verticale as een foutieve notatie voor de 
formule voor risk exposure gehanteerd en op beide assen de eenheid (euro’s) achterwege gelaten. 
Beide notatie-afwijkingen zijn echter niet storend voor de interpretatie van de grafiek. 
 
 
Figuur 3.2 Risicoprofiel fictieve organisatie (Boehm, 2002) 
De fictieve organisatie heeft behoefte aan: hoge mate van zekerheid vanwege de hoeveelheid 
software die ze al heeft, snelle opleveringen vanwege continu snel wijzigende behoeften in de markt 
en als derde enige mate van documentatie vanwege een (internationaal) gedistribueerd 
ontwikkelteam. 
De zwarte curve (a) geeft de variatie in risicoblootstelling weer als gevolg van de kwaliteit en de 
investering in plannen. Links in de grafiek wordt afgelezen dat slechte plannen een hoog risico op 
grote problemen oplevert, terwijl uiterst rechts af te lezen is dat bij stevige plannen de kans op 
verlies veel kleiner is. 
De rode curve (b) is een weegave van de variatie ten gevolge van vertraging van introductie van 
nieuwe software en producten. Door weinig tijd aan planning te besteden kan eerder opgeleverd 
worden. Hoe meer tijd en inspanning wordt geleverd aan het maken van plannen des te groter het 
risico op later opleveren. Het risico wordt groter doordat bijvoorbeeld de requirements niet meer 
aansluiten bij de wensen op dat moment of doordat wijzigingen op een laat moment nog weer extra 
vertraging opleveren. De kans op en omvang van het verlies wordt daardoor groter. 
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De blauwe curve (c) is de som van de zwarte en de rode lijn. De blauwe lijn geeft dus het totale 
risicoprofiel van de organisatie weer op de risico aspecten tijd, kwaliteit en documenteren van 
plannen. De ‘sweet spot’ op de blauwe curve geeft het punt aan waarop het kwaliteits- en tijdrisico, 
als gevolg van inspanning vanwege het maken en volgen van het plan, in evenwicht zijn. 
Het risicoprofiel van de fictieve organisatie kan gebruikt worden voor vergelijkbare organisaties. In 
figuur 3.3 wordt een organisatie weergegeven waarbij het risico van het snel opleveren van software 
gelijk is, maar waarbij het gevaar van onvoldoende kwaliteit lager is dan in het vorige voorbeeld. 
Deze organisatie heeft bijvoorbeeld minder systemen en een team dat op één locatie gehuisvest is. 
In deze situatie zal de ‘sweet spot’ lager komen te liggen dan in figuur 3.1. In deze organisatie is een 
meer agile aanpak dus mogelijk.  
 
Figuur 3.3 Risicoprofiel agile organisatie (Boehm, 2002) 
In figuur 3.4 is een organisatie afgebeeld waarbij het gevaar van onvoldoende kwaliteit juist hoger is 
dan bij de eerste referentie-organisatie. Kwaliteit krijgt in deze organisatie bijvoorbeeld meer 
aandacht vanwege het bedrijfskritische karakter van de systemen.  De ‘sweet spot’ van dit bedrijf zal 
dus meer naar rechts liggen, waardoor een meer plan-driven aanpak nodig is.  
 
Figuur 3.4 Risicoprofiel plan-driven organisatie (Boehm, 2002) 
Het bepalen van de kans op en omvang van verlies is niet eenvoudig. Boehm en Turner hebben een 
model ontwikkeld waarmee risico’s relatief kunnen worden vastgesteld. De methode is gebaseerd 
op de verschillen, die agile en plan-driven methoden van elkaar onderscheiden, uit tabel 3.1. De 
kenmerkende verschillen worden in een radardiagram tegen elkaar uitgezet waardoor een profiel 
(Boehm en Turner noemen dit een ‘homeground’) ontstaat van een project. Vervolgens kan bepaald 
worden in welke mate een project aansluit bij een agile of een plan-driven profiel. 
Als een project voornamelijk een agile profiel heeft, met uitzondering van bijvoorbeeld een 
wisselend niveau  van representatie van diverse stakeholders, kan het toevoegen van een meer plan-
driven stakeholderanalyse aan de agile requirementsfase dit risico verminderen. Als alternatief 
kunnen voor toekomstige ontwikkeling requirements uitgebreider gedocumenteerd worden om 
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misverstanden te voorkomen. Andersom kan bij een hoofdzakelijk plan-driven situatie ingespeeld 
worden op voortdurende wijzigingen van eisen aan de user-interface. Door de requirements en 
ontwerpen in de requirementsfase minder gedetailleerd uit te werken wordt het risico op een hoge 
impact bij wijzigingen verminderd. 
In het vijfde hoofdstuk wordt nader ingegaan op de methode van Boehm en Turner en de toepassing 
ervan in dit onderzoek. 
3.4 Agile requirements engineering 
Agile methoden gaan allen uit van dezelfde principes: klanttevredenheid, aanpassen aan wijzigingen 
in requirements, regelmatig opleveren van software en nauwe samenwerking tussen klanten, 
gebruikers en ontwikkelaars. Requirements engineering (RE) echter is een traditioneel proces met 
als doel requirements te identificeren, analyseren, te documenteren en uiteindelijk te valideren voor 
de start van het ontwikkelen software. Ogenschijnlijk lijkt het dat agile software development en 
requirements engineering niet samengaan. Requirements engineering is namelijk vaak in hoge mate 
afhankelijk van documentatie voor het uitwisselen van kennis, terwijl agile methoden juist uitgaan 
van ‘tacit  knowledge’ en directe communicatie tussen klant en ontwikkelaar. In deze paragraaf 
wordt aandacht besteed aan de vraag in welke mate technieken voor requierments engineering 
toepasbaar zijn binnen agile software development. 
Requirements engineering heeft als doel vooraf de eisen en de wensen die aan de te ontwikkelen 
software gesteld worden te identificeren en te documenteren. Requirements beschrijven wat een 
systeem moet doen, maar niet hoe dit dient te gebeuren. Er zijn veel technieken voor requirements 
engineering. De belangrijkste reden voor het uitvoeren van requirements engineering voordat met 
de ontwikkeling van software wordt begonnen is gebaseerd op de volgende twee aannames (Paets, 
Eberlein en Maurer 2003): 
• Hoe later in het ontwikkelproces een misvatting wordt ontdekt, des te duurder het is om de 
software te herstellen. 
• Het is mogelijk voor de start van het ontwerp en implementatie van een systeem een stabiele 
set van requirements vast te stellen. 
Requirements engineering bestaat volgens Paets et al. (2003) globaal uit vijf activiteiten: 
• Identificatie: communiceren met klanten en gebruikers om te bepalen wat hun behoeften en 
vereisten zijn en dit vertalen in requirements 
• Analyse: bepalen in welke mate de opgestelde requirements onduidelijk, incompleet, 
onbepaald of tegenstrijdig zijn, en deze onvolkomenheden corrigeren 
• Onderhandeling: onderhandelen met klanten en gebruikers over de te implementeren eisen en 
wensen. 
• Documentatie: vastleggen van requirements in diverse vormen: proza, use cases, zgn "user 
stories", of proces specificaties. 
• Validatie: controle of requirements juist en volledig zijn en de behoeften en vereisten van de 
klanten correct zijn vastgelegd. 
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In vergelijking tot plan-driven ontwikkeling is agile software development minder document-driven 
en meer gericht op het ontwikkelen van werkende software. Twee belangrijke verschillen hebben 
hun invloed op requirements engineering. Agile methoden zijn meer aanpasbaar in tegenstelling tot 
de voorschrijvende plan-driven traditionele ontwikkelmethoden. Als laatste is agile software 
development meer gecentreerd rondom mensen in plaats van processen. Agile methoden gaan 
meer uit van menselijke kennis en competenties dan van instrumentele processen. 
 
Uit de studie van de Standish Group, gepubliceerd in het CHAOS report (Standish Group 1994), blijkt 
dat veel projecten falen vanwege oorzaken die zijn terug te voeren op requirements engineering: 
incomplete requirements, te weinig betrokkenheid van de klant, onverwachte uitkomsten, 
wijzigingen in requirements of onnodige requirements. In onderstaande tabel zijn belangrijke 
oorzaken van projectfalen uit de CHAOS report overgenomen: 
Probleem % 
Incomplete requirements 13,1% 
Low customer involvement 12,4% 
Lack of resources 10,6% 
Unrealistic expectations 9,9% 
Lack of management support 9,3% 
Changes in requirements 8,7% 
Lack of planning 8,1% 
Useless requirements 7,5% 
Tabel 3.2 Main causes of project failure (Standish Group, 1994) 
Paets et al. (2003) beschrijven de volgende technieken voor requirements engineering in relatie tot 
toepassing in agile software development methoden.  
Techniek Agile toepassingsmogelijkheden 
Customer involvement Zowel agile als traditionele requirements engineering onderkennen het belang 
van betrokkenheid van de klant bij requirements engineering. Een verschil tussen 
agile en traditionele requirements engineering is dat agile methoden vaak 
uitgaan van een ideale klant die op alle vragen bindend advies en antwoord kan 
geven terwijl traditionele requirements engineering ook diverse andere 
technieken toepast en stakeholders benadert. 
Een tweede verschil is dat bij agile methoden de klant gedurende het hele 
ontwikkelproces betrokken is en niet alleen in de beginfasen. 
Interviews Eén van de meest gebruikte technieken voor agile requirements engineering is 
het interview. Door middel van directe communicatie in een interview krijgt de 
ontwikkelaar ongefilterde informatie. Misvattingen doordat informatie 
tussentijds is bewerkt worden daardoor tot een minimum teruggebracht. Agile 
requirements engineering probeert de keten van kennisuitwisseling zo kort 
mogelijk te houden. 
Prioritization Prioritering van requirements komen we tegen in alle agile methoden. Het is  
gebruikelijk dat requirements met de hoogste prioriteit als eertste worden 
ontwikkeld. Gedurende het traject worden andere requirements duidelijker. 
Prioritering is een continu proces gedurende alle iteraties.  
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Techniek Agile toepassingsmogelijkheden 
JAD sessions Joint Application Development wordt toegepast in ASD en DSDM. De sessies 
worden gebruikt om de klant te betrekken en het nieuwe system beter te 
begrijpen. De methode is echter niet altijd even effectief als de on-site klant-
benadering zoals bij XP.  
Bij agile ontwikkeling zal de aandacht op het vastleggen van de resultaten, voor 
toekomstig hergebruik, minder zijn dan bij traditionele ontwikkeling. Regelmatige 
herhaling van de JAD sessies in het ontwikkelproces zorgen voor een constante 
feedback. Het vertrouwen en de betrokkenheid, één van de agile principes, van 
de opdrachtgever en de gebruiker worden hierdoor vergroot. 
Modelling Bij agile ontwikkeling volgens AM, wordt gebruikt gemaakt van modellen om te 
communiceren over onderdelen van het systeem. De modellen wordt vaak alleen  
op white-boards getekend en na afloop weer weggegooid en vormen geen 
onderdeel van de definitieve documentatie van een systeem. Bij traditionele 
requirements engineering worden modellen op verschillende abstractie niveaus 
gemaakt. Deze modellen maken ook uiteindelijk deel uit van de documentatie 
van een systeem. 
Bij andere agile methoden worden de modellen vaak vergelijkbaar met 
traditionele requirements engineering onderdeel van het eindproduct. Het model 
representeert het systeem, echter vanwege de iteratieve ontwikkeling wordt een 
model sneller vertaald naar een werkend systeem en vervolgens weer aangepast.  
Documentation Bij agile software development wordt het maken van documentatie als niet 
kosten effectief beschouwd. Sommige methoden (DSDM, Scrum en Crystal) 
bevelen het opstellen van een requirementstdocument wel aan, maar de 
diepgang wordt aan het project overgelaten. De aanname is dat agile 
requirementsdocumenten kleiner en bondiger zijn dan bij traditionele 
requirements engineering. 
Het gebrek aan uitvoerige documentatie bij agile development is een aanvaard 
gegeven en kan op langere termijn problemen veroorzaken. De overdracht naar 
nieuwe medewerkers bij agile ontwikkeling kan vertragend werken. Voor de 
lange termijn kan het daarom zinvol zijn bij ontbinding van het projectteam enige 
ontwerp documentatie op te stellen over de kern-functionaliteit van het systeem. 
Samenvattend is de conclusie dat agile methoden documentatie proberen te 
beperken tot een minimum, terwijl traditionele RE de neiging heeft tot 
overdocumenatie. 
Validation Agile benaderingen passen regematig reviews en acceptatietests toe voor het 
valideren van requirements. Klanten en gebruikers kunnen de software al 
gebruiken, en ervaren of het systeem werkt zoals ze verwachten. Vragen of 
wijzigingen in requirements of het ontwerp kunnen direct opgepakt worden. 
Validatie bij traditionele requirements engineering is veelal een instrument 
waarin op basis van review van documentatie wordt vastgesteld of de 
requirements juist zijn gespecificeerd. 
Management Bij traditionele requirements engineering zorgt goed requirements management 
voor tracing van changes in requirements, ontwerp of andere documentatie. Het 
maken van deze traces resulteert in meer werk en extra documentatie in 
traditionele requirements engineering. Volgens Paets is de meerwaarde hiervan 
echter niet aangetoond. 
Agile methoden hebben ook een goede basis voor requirements management. 
Alle requirements worden vastgelegd op kaartjes of op een lijst met features. Het 
verschil met traditionele requirements engineering is echter het niveau van detail 
waarin de requirements zijn beschreven. Bij agile methoden wordt het in detail 
uitwerken van het requirement vaak uitgesteld tot het moment dat het 
requirement daadwerkelijk in de volgende iteratie geïmplementeerd gaat 
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worden. 
DSDM heeft een andere opvatting over het tracen van changes. Bij DSDM worden 
changes in een apart aanvullend requirements document uitgewerkt. Bij Scrum 
kan de backlog gebruikt worden voor het tracen van changes. 
Observation Observatie, analyse en brainstorming worden niet expliciet genoemd bij een 
specifieke agile software methode, maar kunnen bij elke methode toegepast 
worden. In het bijzonder kan observatie gebruikt worden als aanvulling op 
interviews met de gemandateerde gebruiker uit de projectgroep. Deze is nl. niet 
altijd de beste persoon om over zijn eigen werk te praten. Details die in 
interviews worden vergeten vanwege de routine, kunnen met observatie alsnog 
ontdekt worden.  
Non funct. Reqs Bij agile benaderingen blijven de non-functional requirements vaak achterwege. 
Non-functional requirements zijn eisen aan het system die niet betrekking 
hebben op de functionaliteit, zoals bijvoorbeeld onderhoudbaarheid, 
overdraagbaarheid, veiligheid en performance. Deze requirements zijn wel 
noodzakelijk voor de ontwerpfase, maar worden bij agile methoden door de 
gebruiker vaak niet onderkend. Het is noodzakelijk dat agile methoden meer 
expliciete aandacht besteden aan non-functional requirements. 
Tabel 3.3 Technieken voor requirements engineering (Paets et al., 2003) 
Uit het onderzoek van Paets et al (2003) blijken vier belangrijke bevindingen. De eerste bevinding is 
dat alle vijf fasen van requirements engineering in agile software development methoden aanwezig 
zijn. De technieken worden echter verschillend toegepast en de fasering bij een agile benadering is 
minder formeel als bij traditionele methoden. Ook wordt requirements engineering in agile 
methoden herhaald in iedere iteratie. De technieken die worden gebruikt in agile methoden zijn 
vaak vaag beschreven en de daadwerkelijke toepassing ervan wordt overgelaten aan de 
ontwikkelaars zelf. Dit is het gevolg van het uitgangspunt dat agile methode de nadruk leggen op 
kundige ontwikkelaars die zelf  in staat zijn hun werkwijze aan te passen aan de situatie. 
De tweede bevinding is dat een agile requirementsproces ook wel een ‘lazy appraoch’ wordt 
genoemd (Paets et al., 2003). Hiermee wordt bedoeld dat de requirements engineering fasen elkaar 
overlappen en dat het verzamelen en beschrijven van de details wordt uitgesteld tot het laatste 
moment voordat een requirement daadwerkelijk in een iteratie opgepakt wordt. De inventarisatie 
met de klant vindt pas plaats als de ontwikkelaar het requirement ook noodzakelijkerwijs moet 
begrijpen. De oorsprong van deze ogenschijnlijke ‘luie’ aanpak is dat agile methoden uitgaan van 
‘goede’ ontwikkelaars die ‘de goede dingen’ doen. De traditionele benadering van requirements 
engineering geeft meer richtlijnen voor het doen van ‘de goede dingen’. Echter het vooraf exact 
bepalen van de details van een gebruikerswens is niet altijd eenvoudig.  
Ten derde kunnen we concluderen dat traditionele RE gebaseerd is op documentatie. In 
tegenstelling tot agile methoden waarbij documentatie ondergeschikt is aan kennis. Bij agile 
methoden wordt de documentatie beperkt tot het noodzakelijke voor ontwikkeling, toekomstig 
beheer en onderhoud. In de kern hebben tradionele en agile RE dezelfde doelstellingen. Het 
grootste verschil is de nadruk die de verschillende benaderingen op benodigde documentatie leggen 
om effectief te zijn. 
De vierde bevinding blijkt niet uit het onderzoek van Paets. In alle bestudeerde literatuur wordt een 
agile methode beschreven als een methode voor de gehele project life cycle van software 
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development. Zoals uit figuur 2.2 is gebeleken, is requirements engineering in de meeste methoden 
een onderdeel van deze life-cycle (Abrahamsson 2002). Het lijkt derhalve niet zinvol, zoals bij 
aanvang van dit onderzoek wel werd vermoed, binnen traditionele plan-driven methoden alleen een 
agile benadering van requirements engineering toe te passen. De echte voordelen van agile 
ontwikkeling worden alleen gehaald door voor alle fasen in de project life cycle een agile methode 
toe te passen. 
3.5 Discussie 
In de literatuur blijken verschillende benaderingen van software development te bestaan. Naast het 
traditionele plan-driven paradigma, waaronder het populaire watervalmodel, bestaan onder andere 
ook iteratieve en incrementele benaderingen. Agile software development is een subset van 
iteratieve en incrementele ontwikkelmethoden en combineert de belangrijkste voordelen en 
eigenschappen van deze methoden. De belangrijkste verschillen zitten in de korte duur van de 
iteraties, het gebruik van vaste timeboxes en de nadruk op het team en de samenwerking tussen de 
verschillende disciplines. 
Op basis van de belangrijkste verschillen tussen agile en plan-driven methoden hebben Boehm en 
Turner vastgesteld dat er kritieke verschillen aan te merken zijn, die bepalend zijn voor de mate van 
succes van het toepassen van één van beide benaderingen. De kritieke aspecten waarop agile en 
plan-driven benaderingen verschillen zijn: ontwikkelaars, klanten, requirements, architectuur, 
refactoring, omvang en doel van het project. 
Boehm en Turner spreken van een balans tussen agile en plan-driven benadering van software 
development. Ze stellen dat met risico-analyse de beste benadering voor een project kan worden 
vastgesteld. Uit een analyse van de risico’s op de aspecten waarin de benaderingen op kritieke 
punten verschillenç blijkt in welke mate een project van origine een agile of plan-driven basis heeft. 
Een bezwaar tegen deze theorie is dat niet alle risico’s eenvoudig te inventariseren en vervolgens 
eenduidig te kwantificeren zijn. Tijdens een risico-analyse worden veel aannames gemaakt en 
voorspellingen gedaan en kan sprake zijn van een hoog subjectief karakter. 
Dat blijkt ook uit de grafieken die Boehm en Turner in hun artikelen gebruiken om hun theorie te 
ondersteunen. In de opgestelde grafieken ontbreekt een toelichting van de gebruikte formules en 
eenheden. Het is ook niet duidelijk welke onderzoeksdata voor de grafieken is gebruikt. In feite is 
deze benadering dus alleen toepasbaar als wordt uitgegaan van relatieve risico’s waarbij 
verschillende omgevingsfactoren met elkaar worden vergeleken. De risico-analyse methode wordt 
nader toegelicht in hoofdstuk vijf. 
Als laatste is in dit hoofdstuk requirements engineering aan de orde gesteld. Uit de bestudeerde 
literatuur blijkt dat requirements engineering als integraal onderdeel van een ontwikkelmethode 
moet worden gezien. Requirements engineering is een onderdeel van de totale project life-cycle en 
staat niet los van de overige ontwikkelfasen. Derhalve is het niet zinvol om alleen agile requirements 
engineering toe te passen. Zowel in agile als in plan-driven methoden is requirements engineering 
aanwezig. De belangrijkste verschillen tussen de benaderingen zijn de hoeveelheid documentatie, 
het moment waarop een requirement wordt geanalyseerd en de mate van detaillering waarin dat 
gebeurt. 
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4 Agile software development methoden 
In de bestudeerde literatuur worden twaalf agile software development methoden geïdentificeerd. 
Over deze methoden is voor het eerst gepubliceerd tussen 1997 en 2003. Dit overzicht is gebaseerd 
op basis van de onderzoeken van Highsmith (2002), Abrahamsson (2002), Abrahamsson (2003), 
Williams (2004) en Strode (2005). In tabel 4.1 zijn de methoden opgenomen. 
In dit hoofdstuk worden de door hen als zes belangrijkste en meest agile onderkende agile software 
development methoden beschreven. De beschrijvingen zijn gebaseerd op informatie uit de eerste 
publicaties van Extreme Programming, Crystal Methods, Scrum, Rational Unified Proces, Dynamic 
Systems Development Method en Adaptive Software Development.  
Methode  Eerste publicatie 
AM Agile Modeling Ambler (2002) 
ASD Adaptive Software Development Highsmith (2000) 
Crystal Crystal Methods Cockburn (1998) 
DSDM Dynamic Systems Develompent Method Stapleton (1995) 
RUP Rational Unified Process Kruchten (2000) 
FDD Feature Driven Development Palmer en Felsing (2002) 
ISD Internet Speed Development Cusumano en Yoffie (1999) 
LD Lean Development Poppendieck en Poppendieck (2003) 
OSS Open Source Software Development Sharma, Sugumaran en Rajagopalan (2002) 
PP Pragmatic Programming Hunt en Thomas (2000) 
Scrum Scrum Schwaber (2002) 
XP Extreme Programming Beck (1999) 
Tabel 4.1 Agile methoden en hun eerste publicatie 
Dit hoofdstuk wordt afgesloten met een samenvatting van de onderzochte methoden en wordt 
antwoord gegeven op de vraag wat de meest agile methode is. 
4.1 Overzicht methoden 
De methoden worden systematisch volgens een vaste structuur beschreven, waarbij aandacht wordt 
besteed aan uitgangspunten, proces, toepassing en scope. Ten aanzien van het proces komen de 
fasen uit de product life-cycle, waarmee software wordt ontwikkeld, aan de orde. Bij scope wordt 
ingegaan op de beperkingen die aan de methoden worden gesteld. Tevens wordt voor een profiel 
van de methoden gegeven (Boehm, 2002). Om de methoden in een later stadium te vergelijken.  
Het profiel bestaat uit drie categorieën die elk vijf karakteristieken van een methode beschrijven. 
Van elk van de karakteristieken wordt weergegeven of ze wel (+), niet (-) of gedeeltelijk van 
toepassing zijn op de betreffende methode. De categorieën zijn als volgt gedefinieerd: 
• Aandachtsgebied: organisatorische scope waarop de methode ingezet kan worden  
• Life-cycle activiteiten: fasen van de project life-cycle waar de methode ondersteuning biedt 
• Constraints: begrenzende factoren van de methode 
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Het profiel van de methoden wordt als volgt weergegeven: 
Profiel van ontwikkelmethoden 









2 Life-cycle activiteiten Concept 
development 
Requirements Design Development Maintenance 




Risico’s Metrieken Klant 
interface 
Tabel 4.2 Profiel van ontwikkelmethoden volgens Boehm en Turner (2002) 
Bij het opstellen van het profiel hebben de auteurs het onderzoek van Abrahamsson et al. (2002) als 
uitgangspunt genomen, waarin zij acht methoden op basis van literatuuronderzoek beschrijven. De 
methoden zijn systematisch in kaart gebracht aan de hand van proces, rollen en 
verantwoordelijkheden, voorbeelden, adoptie en ervaringen, toepasbaarheid en de huidige stand 
van onderzoek. Vervolgens zijn de methoden vergeleken vanuit vijf perspectieven: (1) software 
development life-cycle, (2) projectmanagement, (3) abstracte principes versus concrete richtlijnen, 
(4) universele toepasbaarheid en (5) empirisch bewijs (meer hierover is beschreven in paragraaf 2.5).  
Boehm en Turner hebben de vijf vergelijkingen van Abrahamsson et al. vertaald naar hun 
bovenstaande profiel. 
Aandachtsgebied 
Het aandachtsgebied van de onderzochte methoden varieert van organisatiebreed, waarbij niet 
alleen de IT- maar ook de business-onderdelen van het project worden ondersteund, tot individuele 
sturing van de projectleden. 
De categorie aandachtsgebied is gebaseerd op de afzonderlijke beschrijvingen van de methoden die 
Abrahamsson heeft gemaakt. Abrahamsson heeft van elke methode in aparte secties het proces en 
de rollen en verantwoordelijkheden beschreven. Hieruit blijkt of een methode organisatiebreed of 
alleen voor het IT-deel van het project ingezet kan worden. Uit ‘scope of use’ blijkt of de methode 
geschikt is voor zowel multiteam als single-team projects. Een methode die op deze categorie goed 
scoort (‘+’) kan in meerdere organisatorische en projectomgevingen worden ingezet. 
Life cycle 
De categorie life-cycle activiteiten is overgenomen uit de analyse van het tweede perspectief door 
Abrahamsson. Uit figuur 2.2 (paragraaf 2.5), die is overgenomen uit het onderzoek van 
Abrahamsson, is af te leiden welke fasen in de project life-cycle worden ondersteund op het gebied 
van project management en software development. Indien zowel project management en software 
development worden ondersteund in een specifieke life-cycle fase kan gesteld worden dat de 
methoden volledig van toepassing is in deze fase. Wanneer geen of slechts één van beide wordt 
ondersteund is de methode niet of gedeeltelijk van toepassing. Naarmate een methode in meerdere 
fasen een ‘+’ scoort, is een methode breder inzetbaar. 
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Constraints 
De derde categorie, constraints, komt overeen met het tweede, derde en vierde perspectief dat 
Abrahamsson et al. in kaart gebracht hebben: projectmanagement, abstracte principes versus 
concrete richtlijnen en universele toepasbaarheid van een methode. De stelling is dat hoe minder 
richtlijnen en hoe beter universeel toepasbaar, des te agiler de methode kan worden verondersteld. 
Vanuit het agile perspectief is in deze categorie een ‘-‘ dus een gunstige score. 
Boehm onderscheidt vijf type constraints: management processen, technische toepassing, risico’s, 
metrieken en interactie met de klant. De mate waarin een methode projectmanagement processen 
ondersteunt, is af te leiden uit figuur 2.2. De technische practices zijn door Abrahamsson als 
specifiek aspect van iedere methode beschreven in een aparte sectie ‘practices’. Of methoden risk- 
of opportunity-driven, zijn is af te leiden uit de algemene beschrijving die Abrahamsson geeft. De rol 
van de klant stelt Abrahamsson in een aparte sectie aan de orde waarin de rollen en 
verantwoordelijkheden per methode worden beschreven. 
Bezwaren 
In het volgende worden drie bezwaren aan het gebruikte profiel toegelicht. 
1. Achtergrond en indeling profiel niet te herleiden 
Het eerste bezwaar is dat Boehm en Turner niet aangeven hoe hun profiel tot stand is gekomen. De 
vraag waarom  voor deze drie categorieën en deze karakteristieken is gekozen, wordt niet 
beantwoord. De categorieën en factoren worden niet expliciet genoemd in de vergelijkingsstudie 
van Abrahamsson. Met name de reden waarom gekozen is om de categorieën ‘aandachtsgebied’ en 
‘constraints’ op te nemen wordt niet duidelijk. Ook is er geen onderbouwing waarom juist de vijf 
benoemde factoren in de categorie ‘constraints’ bepalend zouden zijn voor de mate waarin een 
methode agile is. De keuze voor deze categorieën wordt ook niet onderbouwd door eerdere 
overzichten van karakteristieken die door Boehm en Turner worden gegeven. 
2. Empirisch bewijs waardering ontbreekt 
Het tweede bezwaar is dat niet duidelijk is hoe de waardering van Boehm en Turner tot stand is 
gekomen. Boehm en Turner leveren hiervoor geen empirisch bewijs of onderzoeksresultaten in hun 
publicaties. Teneinde de methoden met elkaar te kunnen vergelijken, is een subjectieve en relatieve 
rating gehanteerd, die aangeeft of een onderdeel wel (+), niet (-) of gedeeltelijk (+/-) van toepassing 
is. Het eerste nadeel is dat niet duidelijk is wanneer een methode op een bepaalde karakteristiek 
geheel (+) en wanneer gedeeltelijk (+/-) van toepassing scoort. Het tweede nadeel is dat bij 
methoden die op een bepaalde karakteristiek beiden geheel van toepassing (+) scoren, niet blijkt of 
dit gelijkwaardige scores zijn. Wellicht dat één van beide methoden sterker is op bepaalde 
karakteristieken dan de andere. 
 
Abrahamsson heeft voor alle methoden de ‘scope of use’ bepaald en daarin onder andere 
vastgesteld wat de optimale en maximale teamgrootte is en of de methode in een multi-team 
omgeving toegepast kan worden. Strode (2005) heeft vijf agile methoden beschreven met behulp 
van een framework dat ze heeft gebaseerd op de theorie van Avison en Fitzgerald. In haar 
framework besteedt ook zij apart aandacht aan de scope van de methoden. 
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De meningen van de verschillende auteurs over de ‘scope of use’ van de methoden is hieronder in 
tabel 4.3 weergegeven. 
Methode Boehm & Turner Abrahamsson Strode 
Scrum -/+ tot 10 personen, meerdere teams 
zijn mogelijk 
5-9 programmeurs, meerdere 
teams zijn mogelijk 
ASD -/+ teams kunnen verspreid over 
meerdere locaties samenwerken 
geschikt voor kleine - medium 
projecten tot 10 ontwikkelaars 
RUP + (niet besproken) (niet besproken) 
Crystal + alleen single-team tot 40 personen 
op 1 locatie 
2-8 ontwikkelaars op dezelfde 
locatie 
XP - 3-20 ontwikkelaars kleine projecten van 2-10 
programmeurs 
DSDM + 2-6 ontwikkelaars per project, 
meerdere teams mogelijk 
Kleine projecten, opdeling in sub-
teams mogelijk 
Tabel 4.3 Toepasbaarheid in Multi-team omgeving van agile methoden 
Uit bovenstaande tabel blijkt duidelijk dat de meningen tussen de auteurs verschillen. Zo zijn Boehm 
en Turner van mening dat Crystal wel met meerdere teams toegepast kan worden, terwijl 
Abrahamsson en Strode het tegendeel beweren. Doordat empirisch bewijs bij Boehm en Turner en 
Abrahamsson ontbreekt is het niet mogelijk de uitkomsten te vergelijken. In tegenstelling tot het 
onderzoek van Strode waar een onderzoek bij tien projecten, gebaseerd op een vragenlijst en 
interviews, aan ten grondslag ligt. 
3. Tegenstrijdigheden Boehm en Turner versus Abhramsson et al. en Strode 
Het derde bezwaar is dat er tegenstrijdigheden zijn in de waardering van Boehm en Turner ten 
opzichte van de resultaten van de onderzoeken van Abrahamsson en Strode. De life-cycle dekking, 
zoals Abhramsson die beschrijft in figuur 2.2, komt niet overeen met de life-cycle dekking zoals 
Boehm en Turner in hun profiel weergeven. 
 
Volgens Abrahamsson dekt Crystal de life-cycle (volledig) af vanaf de fase ontwerp tot en met 
integratietest, voor zowel projectmanagement als software development. Het profiel van Boehm en 
Turner geeft echter aan dat Crystal de life-cycle (gedeeltelijk) al dekt vanaf de fase concept 
development tot en met onderhoud. Boehm en Turner menen dus dat ook concept-, requirements 
development en onderhoud door Crystal ondersteund worden. Bovendien stellen Boehm en Turner 
dat de fasen slechts gedeeltelijk worden ondersteund in tegenstelling tot Abrahamsson. Strode komt 
in haar onderzoek tot de conclusie dat Crystal een scope heeft vanaf requirements development tot 
en met testen. 
 
In figuur 4.1 zijn de verschillen in opvatting tussen de auteurs grafisch weergeven. 
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Figuur 4.1 Project life-cycle dekking Crystal door verschillende auteurs 
Uit bovenstaande drie bezwaren kunnen we de conclusie trekken dat er, zoals Boehm en Turner 
(2003a) zelf ook aangeven, discussie mogelijk is over het profiel dat zij van de methoden hebben 
gemaakt. Bovendien blijkt duidelijk dat de mening van de verschillende onderzoekers niet 
overeenkomt. 
4.2 Extreme Programming 
Extreme Programming (XP) is de meest verspreide methode voor agile software development. De 
methode is ontwikkeld door Kent Bech en Ward Cunningham op basis van hun ervaringen bij 
Daimler Chrysler. In tabel 4.4 is het profiel van XP weergegeven. Volgens het profiel is XP de enige 
van de zes beschreven methoden die niet geschikt is voor een project waarin meerdere teams 
samenwerken (‘multiteam project’). 
Profiel van ontwikkelmethoden     
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Tabel 4.4 Profiel Extreme Programming 
XP is gebaseerd op vier fundamentele uitgangspunten en een set van twaalf ‘best practices’ (goede 
voorbeelden). De fundamentele uitgangspunten van XP zijn (Beck, 1999): 
• Communicatie: veel projecten mislukken door gebrek aan communicatie, zorg ervoor dat 
practices geïmplementeerd worden die communicatie positief beïnvloeden. 
• Eenvoud: ontwerp de eenvoudigste oplossing die aansluit bij de wensen van de klant 
• Feedback: ontwikkelaars moeten feedback geven, ontvangen en waarderen. 
• Durf: wees bereid beslissingen te nemen om uitgangspunten en principes te waarborgen. 
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Figuur 4.2 XP Project Life Cycle (Wells, 2000) 
XP-projecten worden uitgevoerd door kleine projectteams waarbij een klant continu 
vertegenwoordigd is op de locatie waar het project wordt uitgevoerd. XP begint met het opstellen 
van een planning waarbij klanten en ontwikkelaars onderhandelen over requirements. In een cyclus 
van maximaal drie weken wordt vervolgens het project gerealiseerd. Er is sprake van gedeeld 
eigenaarschap, waardoor alle partijen aan alle onderdelen van het product kunnen werken. De 
kwaliteit wordt gewaarborgd door de software continu te integreren tot een werkende applicatie en 
doorlopend te testen. 
Het belangrijkste issue van  XP is de schaalbaarheid. XP is geschikt voor projectteams van maximaal 
20 personen. Er zijn geen succesvolle ervaringen met toepassing van XP in grotere teams. Eenvoudig 
ontwerp en uitgangspunten als ‘You Ain’t Gonna Need It’ (YAGNI) zijn minder van toepassing op 
grotere projecten en stabielere systemen, waardoor XP ook minder geschikt is voor grote teams. 
4.3 Adaptive Software Development 
Adaptive Software Development (ASD) is een methode die voortkomt uit Rapid Application 
Development van Jim Highsmith. ASD heeft als uitgangspunt dat het ontwikkelproces continu wordt 
aangepast aan de situatie. ASD stimuleert incrementele en iteratieve ontwikkeling door gebruik te 
maken van prototyping. Bij ASD wordt het watervalmodel vervangen door herhaalde cycli: 
‘speculate’, ‘collaborate’ en ‘learn’. In tabel 4.5 is het profiel van ASD weergegeven. Opvallend is dat 
ASD op bijna alle aspecten ‘gedeeltelijk van toepassing’ scoort. De oorzaak hiervan is dat bij ASD niet 
uitgebreid gespecificeerd is ‘hoe’ activiteiten uitgevoerd dienen te worden. 
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Tabel 4.5 Profiel Adaptive Software Development 
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Kenmerken van ASD zijn: 
• Mission Driven: elke iteratiecyclus wordt vergeleken met het doel van het project. Alleen 
activiteiten die bijdragen aan het doel worden uitgevoerd. 
• Component-Based: ASD legt de nadruk op resultaten in plaats van op processen en uit te 
voeren activiteiten. 
• Iterative: ASD is gericht op het ontwikkelen in cycli zodat de software in volgende iteraties 
aangepast en uitgebreid kan worden.  
• Time Boxing: complexe projecten kunnen vereenvoudigd worden door op basis van 
vastgestelde timeboxes te werken naar concrete deadlines zodat noodzakelijke beslissingen 
worden afgedwongen. 
• Change-Tolerant: wijzigingen van requirements komen regelmatig voor, ASD is erop gericht 
wijzigingen te voorzien en erop te anticiperen. Ontwikkelaars houden tijdens het ontwerp 
rekening met aanpasbaarheid van de software voor toekomstige wijzigingen. 
• Risk-Driven: ASD heeft als uitgangspunt risicovolle onderdelen van de software aan het begin 
van het project te ontwikkelen. 
ASD bestaat uit de fasen: ‘speculate’, ‘collaborate’ and ‘learn’. Deze drie fases zijn zo genoemd om 
de rol van verandering te beklemtonen. Zo is ‘speculation’ gebruikt in plaats van ‘planning’, omdat 
een plan geen onzekerheden zou mogen hebben en als er van afgeweken wordt, dit als een 
mislukking wordt gezien. Hetzelfde geldt voor ‘collaborate’, dat het belang van de samenwerking in 
de ontwikkeling van zeer veranderlijke systemen onderstreept. Met ‘learn’ wordt de behoefte aan 
goedkeuring en reactie op fouten benadrukt en tevens het feit dat requirements tijdens een project 
kunnen veranderen. Het plannen (speculeren) is een onderdeel van het iteratieve proces, omdat de 
eisen aan de componenten continu veranderd kunnen worden en er steeds een aanpassing nodig 
kan zijn. Een belangrijk onderdeel van de learn-fase is de kwaliteitsreview die als basis voor 
komende cycli dient, waarbij de klant als een expert aanwezig is. Het laatste onderdeel in de  learn-
fase is het onderdeel “Final Q/A and Release”. Hier is het essentieel dat gekeken wordt welke lessen 
er geleerd zijn. Deze reflectie is over het algemeen zeer belangrijk voor agile software 
ontwikkelingsprocessen. 
In de Project Initiation fase, een subfase van ‘speculate’, worden een schema en doelen opgesteld 
voor de ontwikkelcycli, die tussen de vier en acht weken duren. 
4.4 Crystal 
Crystal is een set van methodologiën waar, afhankelijk van de karakteristieken van een project de 
juist combinatie uit geselecteerd wordt. De Crystal-benadering biedt ook ruimte om de 
methodolgiën aan te passen aan de specifieke situatie van een project. De voornaamste 
uitgangspunten zijn: focus efficiëncy en gedrag. Voor Crystal zijn personen, en niet de processen of 
deliverables de kern voor succes. Tabel 4.6 geeft het profiel van Crystal weer. Omdat Crystal uit 
verschillende varianten bestaat voor onder andere kleine of omvangrijke projecten wordt in de 
categorie ‘constraints’ op drie aspecten zowel ‘gedeeltelijk’ als ‘volledig van toepassing’ gescoord. 
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Tabel 4.6 Profiel Crystal Methods 
De Crystal familie is onderverdeeld in verschillende dimensies die aangeduid worden met kleuren die 
de zwaarte aangeven: hoe donkerder de kleur, des te zwaarder de methode. De keuze voor een 
dimensie volgt uit de omvang en de mate waarin een project bedrijfskritisch is. Grote projecten 
vragen een zwaardere aanpak dan kleine projecten.  
In figuur 4.3 zijn de invalshoeken van de Crystal familie weergegeven. De letters geven de potentiële 
risico’s weer bij uitval van het systeem (het bedrijfskritische niveau): Comfort (C), Discretionary 
money (D), Essential money (E) en Life (L). Met een cijfer wordt de omvang van een project 
weergegeven. Met andere woorden, niveau C geeft aan dat uitval van het systeem een vermindering 
van comfort tot gevolg heeft, terwijl een defect in een systeem waar levens van afhankelijk zijn 
letterlijk levensbedreigend kan zijn. Een project met de kwalificatie D6 is een project waar zes 
personen een systeem met kritisch niveau van ‘discretionary money’. 
 
Figuur 4.3 Invalshoeken Crystal (Cockburn, 2002) 
De term ‘Crystal’ komt voort uit de twee invalshoeken. Net als geologisch kristal, dat twee 
begripsdimensies kent: kleur en hardheid. De omvang van het team komt overeen met de kleur van 
het kristal: helder, geel, oranje, rood, etc. De hardheid (van zacht  voor ‘comfort’ tot hard als 
diamant voor ‘life’) komt overeen met het bedrijfskritische niveau. 
Crystal Clear kent de volgende belangrijkste zeven kenmerken: ‘The seven properties’ (Cockburn 
2002). Met uitzondering van Osmotic Communication zijn de kenmerken op alle typen projecten van 
toepassing (alleen de eerste drie zijn verplicht): (1) Frequent Delivery, (2) Reflective Improvement, 
Agile software development bij een verzekeringsmaatschappij   
  61 
(3) Osmotic Communication, (4) Personal Safety, (5) Focus, (6) Easy Access to Expert Users en (7) 
Technical Environment with Automated Tests, Configuration Management & Frequent Integration. 
4.5 Scrum 
De term scrum is afkomstig uit de rugbysport. In rugby wordt door een scrum een bal weer terug in 
het spel gebracht. Scrum als agile software development methode is ontstaan uit het idee om 
theoriën en controle-instrumenten voor industriële processen, zoals flexibiliteit, aanpasbaarheid en 
productiviteit, te (her)introduceren in software development. Scrum schrijft geen specifieke 
software development technieken voor die gebruikt kunnen worden in de developmentfase. De 
focus ligt op hoe een team functioneert om flexibel een systeem te bouwen in een constant 
wijzigende omgeving. 
Tabel 4.7 is een weergave van het profiel van Scrum. Scrum is hoofdzakelijk een project 
management methode, ontwikkelt door Schwaber en Sutherland (2002). Alleen op het aspect 
‘management processen’ scoort deze methode daarom ‘volledig van toepassing’. 
Profiel van ontwikkelmethoden     









  - +/- +/- +/- +/- 
2 Life-cycle activiteiten Concept 
development 
Requirements Design Development Maintenance 
  +/- +/- +/- +/- +/- 




Risico’s Metrieken Klant interface 
  + - +/- - +/- 
Tabel 4.7 Profiel Scrum 
De basis van Scrum bestaat uit een project life-cycle van 30 dagen (ook wel Sprint genoemd). De 
Scrum Master is de manager of coach van het project. Een dagelijkse Scrum-meeting tussen de 
projectleden zorgt voor de communicatie en voortgangsbewaking. In een product backlog worden 
de te ontwikkelen eigenschappen van het systeem vastgelegd. Per sprint wordt vooraf vastgesteld 
welke features in de komende sprint worden ontwikkeld en gepland. 
Men heeft geprobeerd Scrum toe te passen op grote projecten, door gebruik te maken van 
geïntegreerde teams. De individuele teams hebben daarbij elk hun eigen opdracht. De teamleiders 
maken deel uit van een overkoepelend coördinerend projectteam.  
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Figuur 4.4 Scrum Sprint (Schwaber en Sutherland, 2002) 
4.6 Dynamic Systems Development Method (DSDM) 
DSDM is een ontwikkelmethode of een framework voor het ontwikkelen van software en wordt 
sinds 1994 ontwikkeld onder regie van het DSDM Consortium. DSDM bestaat uit vijf fasen: feasibility 
study, business study, functional model iteration, design and build iteration en implementation. De 
eerste twee fasen worden sequentieel uitgevoerd en leiden vervolgens tot iteratieve en 
incrementele vervolgfasen. In de feasibility en de business study worden de requirements 
geïnventariseerd. In de volgende fasen worden de requirements ontworpen, gebouwd en 
geïmplementeerd. Na oplevering van het project wordt de software in beheer genomen totdat 
nieuwe feasibility en business studies zijn afgerond. 
Tabel 4.8 bevat het profiel van de ontwikkelmethode DSDM. Opvallend is dat DSDM op alle aspecten 
gedeeltelijk, maar in de meeste gevallen volledig van toepassing is. DSDM lijkt derhalve de meest 
complete methode van de zes. 
Profiel van ontwikkelmethoden     









  +/- + + + +/- 
2 Life-cycle activiteiten Concept 
development 
Requirements Design Development Maintenance 
  + + +/- +/- +/- 




Risico’s Metrieken Klant interface 
  + +/- + +/- +/- 
Tabel 4.8 Profiel Dynamic Systems Development Method (DSDM) 
De nadruk ligt bij DSDM in belangrijke mate op proces en project management. De planning 
evolueert in iedere iteratie, gebaseerd op de voorgaande fase. Primair wordt er bij DSDM gepland op 
basis van het principe van timeboxing. In iedere timebox worden planning en budget zoveel mogelijk 
constant gehouden met de requirements als variabele. De op te leveren requirements worden 
geprioriteerd op basis van het MoSCoW (must have, should have, could have, want). 
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De op te leveren producten voor iedere fase zijn door DSDM voorgeschreven. DSDM biedt ook een 
risk management proces. In principe is DSDM gericht op kleine teams, maar het is mogelijk op te 
schalen tot elke gewenste omvang. DSDM maakt onderscheid in tien rollen, die over de 
verschillende projectleden worden verdeeld. 
 
Figuur 4.5 Project Life Cycle DSDM (DSDM Consortium, 2009) 
Net als bij RUP heeft DSDM een hoge mate van structuur en is het gebaseerd op risk management 
om meer flexibiliteit te behalen dan met traditionele gedisciplineerde processen. DSDM legt echter 
meer expliciet de nadruk op het minimaliseren van structuur en processen dan RUP. Het grootste 
voordeel van DSDM is de hoeveelheid beschikbare informatie om de methode te implementeren. De 
methode lijkt meer op een traditionele plan-driven benadering, waardoor adoptie door een 
organisatie die van nature gebaseerd is op processen eenvoudiger kan verlopen. 
4.7 RUP 
Het Rational Unified Proces is tegelijk met de Unified Modelling Language (UML) ontwikkeld door de 
Rational Corporation (onderdeel van IBM) en gebaseerd op diverse object georiënteerde analyse en 
ontwerp methoden. Het profiel van RUP is weergegeven in tabel 4.9. RUP is van de onderzochte 
methoden het meest dekkend op de categorie ‘life-cycle activiteiten’. 
Profiel van ontwikkelmethoden     









  - +/- + + - 
2 Life-cycle activiteiten Concept 
development 
Requirements Design Development Maintenance 
  + + + + + 




Risico’s Metrieken Klant interface 
  +/- +/- + +/- - 
Tabel 4.9 Profiel Rational Unified Process (RUP) 
RUP is gebaseerd op risico gedreven software ontwikkeling. RUP kent de volgende vier 
fundamentele grondbeginselen: (1) beperk de omvang en de complexiteit van het systeem, (2) 
verbeter het ontwikkelproces, (3) creëer vakbekwame teams en (4) gebruik tools om 
geautomatiseerd te ontwikkelen. 
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Een project dat ontwikkelt volgens het RUP bestaat uit vier fasen: 
• Inception (aanvang): in deze fase worden haalbaarheid en scope bepaald 
• Elaboration (detaillering): hierin worden requirements (use cases) gespecificeerd en 
architectuur van het systeem ontworpen, daarnaast wordt een planning en kostenschatting 
opgeleverd. 
• Construction (bouw): in deze fase wordt het product ontwikkeld 
• Transition (overgang): tijdens het testen wordt het product gevalideerd en vervolgens in 
productie genomen en overgedragen aan de beheeroganisatie. 
In figuur 4.6 zijn de fasen en interaties volgens RUP weergegeven. 
 
Figuur 4.6 Project Life Cycle Rational Unified Process (Kruchten, 2001) 
RUP wordt vanwege de grote hoeveelheid richtlijnen over het algemeen als een plan-driven 
benadering beschouwd. Vandaar dat het profiel van RUP een brede dekking weergeeft op het gebied 
van life-cycle activiteiten. Veel agile kenmerken zijn in RUP verwerkt, maar vanwege de 
gedetailleerde processen vaak minder zichtbaar. RUP is een methode dat ideeën van agile als plan-
driven benaderingen heeft gecombineerd. Naast de klassieke benadering van RUP kent RUP ook een 
lichtere variant voor kleine projecten. 
Het is niet eenvoudig om RUP aan te passen voor specifieke (kleine) projecten. In feite geldt dat het 
hele proces doorlopen moet worden, met als gevolg relatief hoge implementatiekosten. De ‘RUP for 
Small Projects’ is een hulpmiddel om dit proces te vereenvoudigen. 
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4.8 Samenvatting en conclusie 
Ter vergelijking worden in tabel 4.10 alle profielen van de methoden uit dit hoofdstuk zijn getoond.  











































































































































































Scrum - +/- +/- +/- +/- +/- +/- +/- +/- +/- + - +/- - +/- 13 
ASD +/- +/- +/- +/- - +/- +/- +/- +/- +/- +/- - + - +/- 13 
RUP - +/- + + - + + + + + +/- +/- + +/- - 15 
Crystal - +/- + + +/- +/- +/- +/- +/- +/- +/- +/- + +/- +/- 17 
XP - +/- - + + - + + + + +/- + +/- +/- + 19 
DSDM +/- + + + +/- + + +/- +/- +/- + +/- + +/- +/- 19 
*) vertaling constraints naar relatieve zwaarte: + = 5; +/- = 3; - = 1 
Tabel 4.10 Samenvatting profielen agile software developmentmethoden 
Als eerste kunnen we op basis van de categorie aandachtsgebied concluderen dat alle methoden 
geheel of gedeeltelijk van toepassing zijn op het ontwikkelen van een systeem, maar dat alleen ASD 
en DSDM ook van toepassing zijn op een volledige organisatie. Deze methoden scoren op alle 
onderliggende factoren. De methode DSDM heeft het breedste aandachtsgebied van de 
onderzochte methoden vanwege de hoogste relatieve zwaarte van de scores. 
Opvallend in de categorie life-cycle activiteiten is dat, met uitzondering van XP, alle methoden de 
volledige life-cycle geheel of gedeeltelijk ondersteunen. XP is de enige methode die de fase Concept 
development niet ondersteunt. Tevens kunnen we de conclusie trekken dat RUP de meest breed 
inzetbare en dekkende methode is omdat deze methode op alle fasen geheel van toepassing is. 
De derde categorie, constraints, bevat de begrenzingen die aan de methoden worden gesteld. 
Boehm en Turner stellen dat de mate van agility is vast te stellen op basis van de begrenzingen (eng: 
constraints) die een methode aan de gebruiker ervan stelt. Om een vergelijking mogelijk te maken 
zijn de relatieve ratings van -, +/- en + vervangen door minder relatieve numerieke scores van 
respectievelijk 1, 3 en 5. De sortering van de tabel is gebaseerd op de som van de ratings in deze 
categorie. Hoe lager de score, des te minder beperkingen er aan de gebruiker worden gesteld en dus 
des te meer vrijheid er wordt geboden in het toepassen van de methode.  
Opvallend is dat RUP, in feite geen agile methode, relatief laag scoort op het aantal begrenzingen. 
Terwijl XP, alom aanvaard als één van de bekendste agile methoden, evenveel beperkingen kent als 
DSDM. De oorzaak van deze opvallende score ligt mogelijk in drie nadelen die kleven aan de indeling 
die Boehm en Turner hebben gehanteerd. 
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Ten eerste zijn de ratings die in de profielen van Boehm en Turner zijn gehanteerd niet eenvoudig 
vergelijkbaar. De relatieve score is derhalve vervangen door een numerieke waarde, echter de schaal 
(1-5) is zeer beperkt. Hoewel bij het opstellen van de profielen, door Boehm en Turner, gebruik is 
gemaakt van de studie van Abrahamsson is niet te achterhalen hoe de score tot stand is gekomen. 
Ten tweede zijn enkele ratings afhankelijk van de omvang van een project, bedrijfsbelang of de 
dynamiek van de omgeving. Bij een project dat volgens Crystal wordt uitgevoerd is de aanpak voor 
kleine projecten anders dan bij grote projecten. De omvang bepaalt dan de mate waarin Crystal agile 
toegepast wordt. In bovenstaande vergelijking is uitgegaan van een gemiddeld project en de daarbij 
behorende ratings. 
Als derde kan opgemerkt worden dat uit de publicaties van Boehm en Turner niet blijkt wat de 
onderliggende meeteenheden van de aspecten zijn. Het ontbreken van deze detailinformatie maakt 
het slechts ten dele mogelijk te beoordelen in hoeverre de scores van de afzonderlijke methoden 
onderling vergelijkbaar zijn. Uit de profielen kan niet geconcludeerd worden in welke mate een 
bepaald aspect op een methode van toepassing is, vanwege de relatieve waardering. Hoewel 
bijvoorbeeld alle methoden scoren op het aspect ‘risico’s’ wil dat niet zeggen dat dit in alle 
methoden in dezelfde mate een rol speelt. 
Samenvattend kan daarom vastgesteld worden dat het op basis van de opgestelde profielen niet 
goed bepaald kan worden welke methode het meest agile is. Geen van de zes methoden blijkt een 
‘silver bullet’, die in alle omstandigheden uitkomst biedt. De vergelijking op basis van de profielen is 
hiervoor te weinig discriminerend.  
In hoofdstuk vijf wordt een methode besproken die ondersteunt bij het maken van de juiste keuze 
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5 Methodische aanpak 
Dit hoofdstuk beschrijft de methodische aanpak van het onderzoek. Voor het praktijkonderzoek is 
gebruik gemaakt van de risicomanagment methode van Boehm en Turner (2003a). Agile methoden 
beloven hogere klanttevredenheid, minder defects, snellere opleveringen en een oplossing voor 
frequente wijzigingen van requirements. Plan-driven methode kenmerken zich door 
voorspelbaarheid van requirements, stabiliteit en zekerheid. De keuze voor een agile of plan-driven 
benadering is afhankelijk van de situatie en een verkeerde keuze kan grote gevolgen hebben voor 




De reden dat voor deze methode is gekozen is dat zowel Strode (2005) en Abrahamsson et al. (2002) 
in hun onderzoek hebben geconstateerd dat het aan dergelijke methoden ontbreekt. Nader 
onderzoek in de literatuur van na 2005 heeft geen nieuwe methoden opgeleverd dan de 
risicomanagment methode. 
Als eerste wordt in dit hoofdstuk de risicomanagment methode in het algemeen besproken. 
Vervolgens wordt ingegaan op de afzonderlijke stappen, die tijdens de methode uitgevoerd dienen 
te worden. De methode wordt toegelicht aan de hand van twee voorbeelden. Hierin wordt ook 
aandacht besteed aan de wijze waarop de methode is toegepast ten behoeve van het 
praktijkonderzoek. Tevens wordt ingegaan op de vragenlijst die als belangrijkste instrument voor het 
uitvoeren van het onderzoek is gemaakt en gebruikt. 
De scope van dit onderzoek is beperkt tot het uitvoeren van de eerste drie stappen. Deze stappen 
zijn onafhankelijk van de onderzochte projecten uit te voeren. De vervolgstappen zouden mogelijk 
leiden tot aanpassingen in de strategie van de onderzochte projecten en zijn derhalve buiten de 
scope gehouden.  
Dit hoofdstuk wordt afgesloten met een discussie over de risicomanagment methode. 
5.1 Methode voor balans tussen agile en plan-driven aanpak 
De methode van Boehm en Turner (2003a) gebruikt risico-analyse en een stappenplan om voor een 
project een strategie voor software development in een project te bepalen. Op basis van kenmerken 
en risico’s van een project wordt de balans bepaald tussen een agile of een plan-driven aanpak. De 
methode veronderstelt wel dat de belangrijkste teamleden de omgeving, de kennis en vaardigheden 
van de organisatie en de stakeholders goed in beeld hebben en goed kunnen samenwerken. 
Risico-analyse wordt gebruikt om de risico’s op specifieke kenmerken, die agile en plan-driven 
methoden van elkaar onderscheiden, te analyseren. Tevens geeft de methode een richtlijn voor de 
mate van detail en diepgang die voldoende is voor een specifiek project. De methode probeert 
hiermee te voorkomen dat projecten te veel of te weinig tijd besteden aan bepaalde onderdelen van 
het ontwikkelproces. Dit betreft niet alleen systeemontwikkelingsactiviteiten of -deliverables, maar 
ook activiteiten op het gebied van planning en architectuur. 
                                                           
1
 Zie: Balancing Agility and Discipline: A guide for the Perplexed. 
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De methode van Boehm en Turner, zoals weergegeven in figuur 5.1, is gebaseerd op het klassieke en 
alom bekend veronderstelde spiraalmodel van Boehm. 
 
Figuur 5.1 Risicomanagment methode (Boehm en Turner, 2003a) 
De risicomanagment methode bestaat uit vijf stappen. Dit onderzoek heeft als ambitie een 
verbetervoorstel voor software development  op te leveren en zal de methode dus van stap één tot 
en met stap drie volgen. De vierde en vijfde stap worden als projectspecifieke en –afhankelijke 
aangelegenheden beschouwd en vallen daarom buiten de scope van dit onderzoek. 
Stap  Toelichting 
1 Risk analysis Analyseren en inschatten agile en plan-driven risico’s bij een project. Bij 
onzekerheid wordt extra informatie ingewonnen. 
2 Risk comparison Indien agile-risico’s overheersen, kies dan een plan-driven aanpak 
Indien plan-driven risico’s overheersen, kies dan een agile aanpak. 
3 Architecture analysis Indien de risico’s gelijkwaardig zijn, splits de taken dan uit naar agile en 
plan-driven werkzaamheden. 
4 Tailor life-cycle Opstellen projectstrategie gebaseerd op individuele risico-plannen 
5 Execute and monitor Uitvoeren, monitoren en bijsturen van plannen 
Tabel 5.1 Risicomanagment methode Stappenplan 
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In het volgende worden de vijf stappen nader toegelicht aan de hand van twee voorbeelden voor 
een planningssysteem voor verschillende situaties: 
1. Planningssysteem voor organisatie van events 
In deze situatie wordt een kleine niet-kritische applicatie ontwikkeld voor het organiseren en 
plannen van conferenties, workshops, cursussen en andere eenmalige events. 
2. Planningssysteem voor ontwikkeling van een vliegtuig 
Voor de ontwikkeling van een vliegtuig is een grote zeer kritische applicatie voor de planning 
noodzakelijk. Deze applicatie moet alle activiteiten plannen en waarborgen dat alle 
veiligheidsmaatregelen juist op elkaar afgestemd worden. 
Kenmerk (1) Event-organisatie (2) Vliegtuigontwikkeling 
Omvang 5 500 
Team In-huis ontwikkeling op 1 locatie Gedistribueerde ontwikkeling meer locaties 
Risico’s Extra handwerk Verlies van levens 
Klanten 1 klant op dezelfde locatie Veel stakeholders en klanten 
Requirements Algemeen bekend, enkele details Deels stabiel, andere in ontwikkeling 
Architectuur Pakketsoftware Integratie van pakketten en maatwerk 
Refactoring Eenvoudig met eigen personeel Alleen mogelijk op onderdelen van de oplossing 
Doel Snel resultaat Snelle respons, veilig, aanpasbaar en schaalbaar 
Tabel 5.2 Kenmerken voorbeeldprojecten 
5.2 Stap 1: Risk analysis 
De eerste stap is de basis voor het nemen van de beslissingen over de te volgen strategie, die later in 
het proces genomen moeten worden. In deze stap wordt een risico-analyse uitgevoerd. Als er 
onvoldoende duidelijkheid is over de risico’s dan is het zinvol op extra tijd te investeren om meer 
informatie over het project in te winnen om meer zekerheid te krijgen. Tijdens het onderzoek is 
gebruik gemaakt van een aangepaste vragenlijst van Strode (2005) en de ‘risk-exposure profile’ van 
Boehm en Turner (2003a) zoals afgebeeld in tabel 5.3. 
Boehm en Turner beschrijven specifieke risico-gebieden voor agile en plan-driven methoden en 
delen deze in drie categorieën in: omgeving, agile en plan-driven. De resultaten van de eerste stap 
worden in het vervolg van het traject gebruikt om beslissingen te nemen ten aanzien van de 
ontwikkelstrategie. De risico-categoriën uit het risk-exposure profiel zijn afgeleid van de kenmerken 
van agile en plan-driven benaderingen (zie paragraaf 3.3). De categoriën zijn: 
Risks 
Environmental Risks: risico’s uit de omgeving van het project 
E-Technology (On)zekerheid over in te zetten technologie. 
E-Coordination Hoeveelheid en diversiteit van de te managen stakeholders 
E-Complexity Complexiteit van het aan te passen systeem of de systemen 
Agile risk: risico’s specifiek voor het gebruik van agile methoden 
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Risks 
A-Scalability Schaalbaarheid en bedrijfsbelang van de oplossing 
A-YAGNI Het gebruik van eenvoudig ontwerp en weglaten van overbodige features 
A-Churn Personeelsverloop en –wisselingen 
A-Skills Niet voldoende mensen opgeleid in toepassen agile methoden 
Plan-driven: risico’s specifiek voor het gebruik van plan-driven methoden 
P-Change Snelheid waarmee wijzigingen te verwachten zijn of verwerkt moeten kunnen worden 
P-Speed Mate van behoefte aan snel resultaat en snelle opleveringen 
P-Emergent Ontwikkelende requirements 
P-Skill Niet voldoende mensen opgeleid in toepassen van plan-driven methoden 
Tabel 5.3 Risico-categoriën agile en plan-driven aanpak 
Om voor de onderzochte projecten het profiel goed te kunnen vaststellen is allereerst contact 
gezocht met de auteurs van het profiel omdat de literatuur geen inzicht geeft in de wijze waarop de 
gegevens geïnventariseerd kunnen worden. Aangezien hierop geen reactie is ontvangen, is gekozen 
voor een alternatief. Het onderzoek van Strode (2005) heeft een vragenlijst gebruikt om agile 
methoden en projecten te onderzoeken, die wel is gepubliceerd. Met instemming van Strode is deze 
vragenlijst in aangepaste vorm gehanteerd. De vragenlijst bevatte voldoende vragen om projecten 
op bovenstaande categorieën te kunnen beoordelen. Enkele overbodige vragen zijn achterwege 
gelaten. Ten behoeve van een juiste inschatting van de risico’s is een aparte sectie met vragen ten 
aanzien van een projectrisico inschatting toegevoegd. De voor dit onderzoek gehanteerde vragenlijst 
is opgenomen in Bijlage C. 
In het voorbeeld is voor het planningssysteem voor events weinig sprake van risico’s uit de 
omgeving. De stakeholders zijn beperkt tot een interne opdrachtgever en er is geen sprake van 
afhankelijkheden met andere partijen bij de ontwikkeling en het gebruik van het systeem. De agile 
risico’s zijn beperkt op het gebied van schaalbaarheid en eenvoudig ontwerp. Er bestaat een risico 
dat de kennis verdwijnt als sleutel ontwikkelaars niet meer betrokken zijn (A-Churn). Een ander risico 
kan zijn dat de gebruikers minder bekend zijn met software ontwikkeling en IT (A-Skill). De risico’s 
van een plan-driven benadering zijn groter. Naast de behoefte van snelle oplevering (P-Speed), zal er 
sprake zijn van regelmatige wijzigingen in de eisen en de wensen van de klant (P-Change). Deze 
wijzigingen blijven zich ontwikkelen naar mate de oplossing duidelijker wordt (P-Emerge). 
Het risicoprofiel in het tweede voorbeeld, bij de ontwikkeling van een planningssysteem voor de 
bouw van een vliegtuig, ziet er volledig anders uit. In de omgeving dient men bijvoorbeeld rekening 
te houden met veel toeleveranciers, samenwerking tussen de verschillende locaties en 
bedrijfsgevoelige informatie (E-Tech). Vanwege de diversiteit van stakeholders is dit een groot risico 
(E-Coord). Evenals de complexiteit van het plannen van het ontwerp van een vliegtuig (E-Complex). 
De risico’s van een agile aanpak variëren van aanzienlijk tot showstopper-risico’s. Door de 
complexiteit zullen late changes aanzienlijk meer kosten dan wanneer de requirements vooraf 
helder zijn. Schaalbaarheid (A-Scale) en eenvoudig ontwerp (A-YAGNI) zijn daarom hoge risico’s. 
Omdat personeelsverloop niet uit te sluiten is en het team een grote omvang heeft, is de 
afhankelijkheid van tacit knowledge onwenselijk (A-Churn, A-Skills). De plan-driven risks zijn in deze 
situatie serieus, maar beheersbaar. 
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In de voorbeelden ziet het risk-exposure profiel er als volgt uit: 
Risks (1) (2) 
Environmental Risks: risico’s uit de omgeving van het project 
E-Technology Geen risico (1) versus veel afhankelijkheden (2) + +++ 
E-Coordination Eén opdrachtgever (1) versus veel stakeholders (2) - +++ 
E-Complexity Eenvoudig pakket (1); complex systeem met meerdere componenten (2) - +++ 
Agile risk: risico’s specifiek voor het gebruik van agile methoden 
A-Scalability Zeer bedrijfskritisch systeem, schaalbaarheid essentieel vanwege omvang (2) - ++++ 
A-YAGNI Eenvoudig ontwerp kan robuustheid/aanpasbaarheid in de weg staan (2) - ++++ 
A-Churn Te verwachten personeelsverloop opvangen door documentatie en overdracht (2) ++ ++ 
A-Skills Personeel waarschijnlijk gericht op plan-driven development (2) - +++ 
Plan-driven: risico’s specifiek voor het gebruik van plan-driven methoden 
P-Change Aanpasbaarheid van requirements vereist (1) +++ ++ 
P-Speed Snelle regelmatige oplevering nodig om juiste oplossing te bouwen (1) +++ ++ 
P-Emergent Naarmate oplossing vordert, worden requirements scherper (1) +++ ++ 
P-Skill Gebruikers zijn minder bekend met software-ontwikkeling (1) - ++ 
Tabel 5.4 Risico-categoriën agile en plan-driven aanpak 
((-) Minimaal risico; (+) Gemiddeld risico; (++) Serieus beheersbaar risico; (+++) Zeer serieus beheersbaar ricico; (++++) Showstopper) 
Tijdens het praktijkonderzoek worden de risico-categorien van de projecten beoordeeld op basis van 
antwoorden op vragen uit de vragenlijst. Er is hierbij hoofdzakelijk gebruik gemaakt van de 
resultaten van de vragen 1 tot en met 8 uit de sectie Project, aangevuld met de antwoorden op 
vraag 22, 36 en 39 uit de secties Dynamiek, Omvang en Bedrijfsbelang. 
5.3 Stap 2: Risk comparison 
In de tweede stap worden de resultaten van de risico-analyse geanalyseerd en wordt vastgesteld of 
het traject geschikt is om het geheel agile of plan-driven uit te voeren. Hiervoor wordt gebruik 
gemaakt van de ‘home ground’ van Boehm en Turner. Dit is het geval indien de kenmerken 
eenduidig in de ‘home ground’ van een agile of plan-driven project vallen. 
In hoofdstuk 3 zijn in tabel 3.1 zeven kenmerkende verschillen opgenomen die door Boehm en 
Turner worden erkend. Deze verschillen hebben geleid tot vijf kritieke factoren die de ‘home ground’ 
vormen van een project. Deze factoren zijn opgenomen in tabel 5.5.  
Factor Agile Plan-driven 
Omvang Geschikt voor kleine teams, vertrouwen op 
tacit knowledge 
Grote projecten, grote producten en 
moeilijk op te delen in kleine projecten 
Bedrijfsbelang Niet geschikt voor uiterst kritieke 
systemen vanwege eenvoudig ontwerp en 
minimale documentatie 
Toepasbaar op zeer bedrijfskritische 
applicaties. Moeilijk aan te passen aan 
weinig kritieke applicaties 
Dynamiek Door eenvoudig ontwerp en continu 
herontwerp goed toepasbaar in snel 
Complexe en omvangrijke ontwerpen zijn 
geschikt voor stabiele omgevingen, maar 
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Factor Agile Plan-driven 
wijzigende omgevingen, maar een risico 
voor stabiele omgevingen. 
kunnen leiden tot hoge aanpassingskosten 
voor omgevingen die vaak wijzigen. 
Personeel Vereist veel medewerkers die in staat zijn 
snel van aanpak te veranderen en een 
(nieuwe) aanpak te kiezen die voor een 
specifieke situatie geschikt is. 
Kan volstaan dat medewerkers bestaande 
methoden en procedures herhaalbaar 
kunnen uitvoeren. Er is slechts een 
beperkt aantal ontwikkelaars nodig dat in 
staat is de methode aan te passen. 
Cultuur Drijft op medewerkers die graag 
verantwoordelijk dragen en graag veel 
vrijheid hebben in de uitvoering van hun 
werk (thriving on chaos) 
Drijft voornamelijk op medewerkers die 
graag werken op basis van gedefinieerde 
rollen en procedures (thriving on order) 
Tabel 5.5 Vijf kritieke factoren volgens Boehm en Turner (2003a) 
Door deze factoren te kwantificeren wordt het mogelijk deze in een radardiagram weer te geven. Op 
basis van een assessment van een project kan vervolgens beoordeeld worden in welke mate een 
project gemapped kan worden op een agile of een plan-driven benadering. Des te meer de ‘home 
ground’ zich concentreert rondom het centrum van de radar des te meer agile een project is. Voor 
projecten die voornamelijk aan de buitenkant van het diagram scoren is een plan-driven benadering 
meer geschikt. De bovenstaande vijf kritieke factoren zijn grafisch weergegeven in het radardiagram 
in figuur 5.2.  
In de vragenlijst is voor elk van de assen een sectie met vragen opgenomen die tot een 
gekwantificeerde score op de betreffende as leidt. In het volgende wordt per as toegelicht hoe tot 



















































































Figuur 5.2 Project home-ground met 5 assen (Boehm en Turner, 2003a) 
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Omvang 
De omvang van een project wordt uitgedrukt in het aantal fulltime ontwikkelaars dat betrokken is 
tijdens de ontwikkeling van de software. De meeste agile methoden zijn in principe geschikt voor 
kleine projecten tot 10 ontwikkelaars. Projecten die veel hoger scoren kunnen beter plan-driven 
benaderd worden. In het tussenliggende gebied kan een benadering waarbij projecten in kleinere 
deelprojecten worden opgedeeld met agile methoden uitkomst bieden. In de vragenlijst is voor deze 
categorie gebruik gemaakt van de vragen 36 en 37. 
Bedrijfsbelang 
Bedrijfsbelang wordt door Boehm en Turner weergegeven op een subjectieve schaal van ‘comfort’ 
tot ‘single life’ en ‘many lifes’. Aanvankelijk is tijdens het onderzoek deze schaal gehanteerd via de 
antwoorden op de vragen 38 en 39. Nadat bleek dat nagenoeg alle onderzochte projecten ‘essential 
funds’ scoorden kon de conclusie getrokken worden dat deze schaal een ongelukkige keuze was. Een 
beter keuze is om deze categorie financieel te maken door het bedrijfsbelang of –risico uit te 
drukken in mogelijk te verliezen euro’s. 
Dynamiek 
De dynamiek van een project is in het radardiagram vastgesteld op het percentage requirements dat 
in een maand gewijzigd wordt. De schaal op deze as is asymmetrisch, dat wel zeggen dat deze vanuit 
het centrum van hoog naar laag loopt. De reden hiervoor is dat bij een hoog percentage wijzigingen 
juist een agile aanpak geschikt is en deze score dus meer in het centrum van het diagram zou 
moeten vallen. 
Een complicatie bij deze categorie is dat, tijdens een proefafname van de vragenlijst, het aantal 
wijzigingen op requirements bij de onderzochte projecten afhankelijk bleek van de fase waarin de 
projecten verkeerden. Twee projecten waren reeds afgerond, twee projecten bevonden zich in de 
requirementsfase en bij twee projecten was men in de realisatiefase. Naarmate een project zich 
verder in de life cycle bevond scoorden deze projecten ook lager op requirementswijzigingen. De 
vragen 23 – 26 met betrekking tot dynamiek zijn in de defintieve versie aangescherpt tot het 
percentage wijzigingen in de afgelopen drie maanden of nadat het realisatietraject was gestart. 
Personeel 
De schaal van de categorie personeel verwijst naar de indeling die Cockburn (2002) hanteert. Het is 
belangrijk om personeel te classificeren om succesvol te zijn met diverse methoden (Cockburn 
2002). Cockburn onderkent vijf niveaus van kennis en kunde om methoden toe te passen, te 
tailoren, aan te passen of te herzien. In tabel 5.6. zijn de nvieau’s beschreven. 
Niveau Kenmerken 
3 De medewerker is in staat om de gehanteerde ontwikkelmethode aan te passen (buiten de 
paden te gaan) aan een onverwachte nieuwe situatie, die zich nog niet eerder heeft 
voorgedaan. 
2 De medewerker is in staat om de gehanteerde ontwikkelmethode aan te passen aan een te 
verwachten nieuwe situatie, die zich reeds eerder heeft voorgedaan. 
1A De medewerker is (na training) in staat één of meerdere methoden toe te passen al naar 
gelang en in de mate waarin de situatie daar om vraagt. 
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Niveau Kenmerken 
1B De medewerker kan één traditionele methode in een stabiele situatie herhaalbaar toepassen 
(‘1975-average’ profile developper). 
-1 De medewerker heeft de technische kennis maar is niet in staat of wil niet volgens een 
methode werken. 
Tabel 5.6 Indeling personeel naar kennis en kunde volgens Cockburn (2002) 
Vraag 14 – 18 uit de vragenlijst hebben elk betrekking op één van deze categorieën. Medewerkers 
van niveau -1 zijn niet geschikt om volgens een plan-driven of een agile methode te werken en 
zouden op andere projecten ingezet moeten worden. Projecten met veel medewerkers uit categorie 
1B hebben de beste kans van slagen met een plan-driven aanpak. Als de meerderheid van de 
medewerkers in deze categorie valt, zullen deze het project vertragen als gekozen wordt voor een 
agile benadering. 
Medewerkers in categorie 1A zullen goed functioneren in een agile team als deze begeleid worden 
door niveau 2 medewerkers. Niveau 2 medewerkers kunnen kleine eenvoudige agile projecten 
leiden, maar zullen ondersteund moeten worden om grotere onvoorspelbare trajecten te leiden. 
Tijdens het onderzoek is de vragenlijst eerst voorgelegd aan een pilot project met als doel te bepalen 
of de vragenlijst voor de invuller goed te begrijpen is en of de onderzoeker de resultaten kon 
verwerken. Uit de pilot bleek dat de indeling van de ‘Personeel’-as volgens Boehm en Turner niet 
juist is. De as heeft een dubbele schaal: één aan elke zijde van de as. De linker schaal geeft het 
relatieve deel van het personeel van het project weer dat volgens de indeling van Cockburn in 
categorie 1B valt. De rechter schaal geeft het percentage weer dat ingedeeld kan worden in de 
categorieën 2 en 3. In de door Boehm en Turner onderzochte projecten blijkt de verdeling tussen 
categorie 1B en de categorieën 2 en 3 blijkbaar een vast gegeven. Tijdens de pilot bleek al dat deze 
verhouding niet opgaat voor de te onderzoeken projecten. Derhalve wordt voor het 
praktijkonderzoek de homeground van Boehm en Turner hierop aangepast door de te splitsen, zoals 
beschreven in paragraaf 5.7. 
Cultuur 
Een agile cultuur kenmerkt zich door de vrijheidsgraden waarbinnen een medewerker kan en mag 
functioneren. Van de medewerkers wordt verwacht dat zij alle werkzaamheden doen die 
noodzakelijk zijn om tot een succesvol resultaat te komen. Bij plan-driven methoden is het 
uitgangspunt dat er duidelijke processen en procedures zijn volgens welke de medewerkers graag 
werken. 
In het radardiagram heeft de cultuur-as een schaal van 0 tot 100% om de verhouding weer te geven 
tussen orde en chaos. De theorie van Boehm en Turner geeft geen uitsluitsel hoe het subjectieve 
aspect cultuur gemeten kan worden. In de vragenlijst van Strode is hier wel rekening mee gehouden 
door een aparte sectie waarin standaard vragen, gebaseerd op de theoriën van Cameron zijn 
opgenomen. Het gebruik van de theorie van Cameron maakt het beter mogelijk het subjectieve 
aspect cultuur te meten. Vraag 30 -35 zijn gebruikt om cultuur te kwantificeren. 
Voor elke vraag uit de cultuur-sectie geldt dat antwoord A het meest aansluit bij een agile omgeving 
en antwoord D de meest geordende situatie weergeeft. Voor elk antwoord is een score vastgesteld 
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die opgeteld leidt tot een percentage dat de mate van orde in een project aangeeft. De antwoorden 
op de vragen met betrekking tot teamwork (33) en succes (35) zijn dubbel gewogen vanwege het 
agile karakter. De antwoorden over organisatie van personeelsmanagement (vraag 32) zijn voor de 
helft meegeteld. Omdat deze minder discriminerend zijn op het gebied van agile en plan-driven 
ontwikkeling. 
Homeground voorbeeldprojecten 
De projecten uit het voorbeeld als volgt op de homeground worden afgebeeld (de resultaten van de 














































































































Figuur 5.3 Project home-ground projecten eventplanning (l) en vliegtuigontwerp (r) 
Uit figuur 5.3 kunnen we afleiden dat het project om het planningssysteem voor events te 
ontwikkelen een agile homeground heeft en dat voor het planningssysteem voor het ontwikkelen 
van een vliegtuig een plan-driven benadering aan te bevelen is. Het eerste project kan agile 
aangepakt worden omdat de vijf kritische factoren elk scoren in het centrum van het radardiagram. 
Het tweede project heeft alle karakteristieken van een plan-driven project (alle scores, met 
uitzondering van de dynamiek vallen aan de rand van het radardiagram): er is sprake van een zeer 
grote groep ontwikkelaars (300+) en een hoog percentage personeel uit de categorie 1B en een zeer 
kritisch bedrijfsbelang. Daarnaast heerst er in zeer sterke mate een geordende cultuur, waarbij agile 
methoden niet goed aansluiten. 
5.4 Stap 3: Architecture analysis 
In het geval dat uit de risico-analyse en de home-ground niet een duidelijke overwegend agile of 
plan-driven benadering blijkt, kan voor een gemengde benadering gekozen worden. Indien mogelijk 
kunnen onderdelen van het systeem op basis van architectuur analyse, agile danwel plan-driven 
benaderd worden. Per onderdeel kan dan worden beoordeeld welke benadering de minste risico’s 
oplevert. 
In het eerste voorbeeld lijkt er geen twijfel over de te volgen aanpak. De homeground geeft aan dat 
een agile aanpak voor deze situatie zeer geschikt is. De derde stap is daarom niet noodzakelijk. Het 
tweede voorbeeld heeft een plan-driven homegroud. In principe kan voor dit project stap drie dus 
ook overgeslagen worden. Echter het is denkbaar dat onderdelen van het planningssysteem voor het 
ontwerpen van een vliegtuig wel agile aangepakt worden. Door middel van analyse van de 
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architectuur kunnen deze onderdelen van het systeem onderzocht worden en mogelijk voor een 
gedeeltelijke agile aanpak gekozen worden. Denk bijvoorbeeld aan het ontwikkelen van (delen van) 
de user interface of minder kritische componenten. 
5.5 Stap 4: Tailor life-cycle 
In de vierde stap ligt de focus op het ontwikkelen van een strategie voor de life-cycle van het project. 
Voor elk van de risico’s wordt eerst een maatregel vastgesteld en vervolgens geïntegreerd in de 
integrale projectaanpak. Afhankelijk van het project komt er een andere project strategie uit. Voor 
een klein project kan het zijn dat de plan-driven risico’s de overhand hebben. Een aanpak waarbij 
een combinatie van Scrum en XP wordt gekozen om de impact van een wijzigingen te beperken en 
snel resultaat te behalen, kan dan de voorkeur hebben. 
Bij een middelgroot project kunnen de agile en de plan-driven risico’s vergelijkbaar zijn. Als geen van 
beide overheerst, kan een risk-based agile benadering gecombineerd met plan-driven elementen 
een goede aanpak zijn. De eerste fasen van het project worden plan-driven benaderd, waarin eerst 
de visie en vervolgens de requirements en de architectuur van de oplossing worden vastgesteld. 
Eventueel worden de belangrijkste features in deze fase al ontwikkeld. Vervolgens worden in 
verschillende incrementele opleveringen de overige features ontwikkeld. Andersom is het ook 
mogelijk om een plan-driven aanpak te kiezen, gebaseerd op RUP, met agile elementen. 
Voor grote projecten kan voor sommige aspecten geen agile benadering toegepast worden. De 
omvang en de complexiteit maken dat de risico’s van een agile aanpak onacceptabel zijn. Voor 
sommige onderdelen kan het echter wel van belang zijn dat snel opgeleverd wordt of is er sprake 
van snel wijzigende requirements. In deze stap is het mogelijk deze onderdelen apart te ontwikkelen 
van de rest van het systeem. De plan-driven onderdelen kunnen plan-driven ontwikkeld worden, de 
overige onderdelen kunnen agile aangepakt worden. 
De risicomanagment methode en de aanpasbaarheid van agile software development methoden 
maakt het mogelijk een balans tussen beide benaderingen te zoeken en te verwerken in de strategie 
van een project. Dit kan een organisatie helpen om voor bepaalde onderdelen van projecten de 
voordelen van zowel agile als plan-driven benaderingen optimaal te benutten. 
Combineren van agile en plan-driven methoden 
In figuur 5.4 is een voorbeeld weergegeven van het combineren van een agile en een plan-driven 
aanpak. Door het combineren van twee methoden kunnen ook nieuwe risico’s ontstaan. Echter er is 
geen sprake van het ontwikkelen van een nieuwe methode maar het gedeeltelijk toepassen en 
aanpassen van bestaande methoden per ontwikkelfase. Delen van het systeem worden ontwikkeld 
met toepassing van plan-driven methoden, andere delen worden agile benaderd. Er vindt dus geen 
vermenging plaats van de methoden in de verschillende ontwikkelfasen in eenzelfde team. 
Agile software development bij een verzekeringsmaatschappij   
















































Figuur 5.4 mogelijke gecombineerde agile en plan-driven projectstrategie 
In bovenstaand voorbeeld wordt een aanpak beschreven waarin de aanloop van het project 
gezamenlijk wordt uitgevoerd, maar waar in de requirementsfase een splitsing plaatsvindt in agile en 
plan-driven teams. 
De fase waarin het project wordt opgestart en waarin de gezamenlijke visie wordt bepaald vindt 
plaats door nauwe samenwerking tussen opdrachtgever, stakeholders en het volledige projectteam. 
Vervolgens wordt de projectstrategie bepaald en is er een beslismoment waarna overgegaan wordt 
naar de requirements- en architectuurfase. In deze fase worden eerst de high level requirements 
opgesteld en een globaal ontwerp gemaakt, vervolgens wordt de oplossing gedecomponeerd in 
kleinere onderdelen. Bedrijfskritische en stabiele onderdelen worden vervolgens door een plan-
driven team ontwikkeld. Minder kritische componenten kunnen door een ander team met een agile 
methode benaderd worden. Uiteindelijk worden de componenten geïntegreerd, getest en 
geïmplementeerd. 
Als laatste worden na de oplevering de openstaande requirements opnieuw geprioriteerd en vindt 
afstemming plaats over de features die in een volgende iteratie opgepakt zullen worden. 
5.6 Stap 5: Execute and monitor 
In de laatste stap wordt de gekozen strategie door het management continu bewaakt en 
geëvalueerd. Veel agile methoden spreken in dit kader over ‘reflection’. Als blijkt dat een proces niet 
optimaal functioneert dan is het zinvol afstand te nemen en eventueel het proces aan te passen en 
bij te sturen. Het is natuurlijk ook mogelijk dat gedurende het proces kansen te ontdekken zijn om 
sneller te werken, de klanttevredenheid te verhogen of meer waarde voor de klant te genereren. 
5.7 Aanpassing risicomanagment methode 
De risicomanagment methode is de enige, in de literatuur bekende, methode om te beoordelen 
welke benadering het meest geschikt is voor een project. Ook Strode en Abrahamsson hebben 
tijdens hun onderzoek geen melding gemaakte van andere methoden. De methode lijkt geschikt 
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voor één van de onderzoeksvragen van dit onderzoek. Met deze methode worden tijdens het 
praktijkonderzoek een zestal projecten beoordeeld op de mate waarin deze agile te benaderen zijn. 
Afhankelijk van de resultaten van dit praktijkonderzoek zullen conclusies en aanbevelingen ten 
aanzien van de casus-organisatie gedaan worden.  
Tijdens het praktijkonderzoek is gebruik gemaakt van de vragenlijst die Strode (2005) bij haar 
eerdere onderzoek heeft gebruikt. De vragenlijst van Boehm en Turner (2003a), ook bij navraag bij 
de auteurs, is niet bekend. De vragenlijst van Strode is na vertaling in het Nederlands aangepast door 
enkele overbodige vragen achterwege te laten en enkele antwoordmogelijkheden beter aan te laten 
sluiten op de risicomanagment methode, die voor het vervolg van het onderzoek is gebruikt. 
De risicomanagment methode van Boehm en Turner (2003a) kent ook een viertal opmerkelijke 
onvolkomenheden. De eerste twee van deze onvolkomenheden zijn tijdens de proefafname van de 
vragenlijst al naar voren gekomen en nog voor de start van het onderzoek aangepast. De andere 
twee onvolkomenheden zijn later vastgesteld en niet meer verwerkt in de onderzoeksresultaten. 
1. Dubbele schaalverdeling Personeel 
Het eerste en grootste bezwaar van de risicomanagment methode is de weergave in het 
radardiagram van de factor personeel. Het personeel wordt relatief verdeeld in verschillende 
categorieën, die vervolgens op 1 as worden afgebeeld. Aangezien er, volgens de gehanteerde 
indeling van Cockburn, meer dan twee categorieën zijn (-1, 1A, 1B, 2 en 3), is de verhouding tussen 
de twee afgebeelde groepen van categorien (1B en 2+3) samen niet gelijk aan 100 procent van het 
personeel en kan deze niet op één en dezelfde as worden weergegeven. Het radardiagram is daarom 
voor het praktijkonderzoek uitgebreid met een zesde as. 
Bij project 1 kunnen we goed het bezwaar van de dubbele schaalverdeling op de personeelsas 
waarnemen. Van het personeel wordt 15% ingedeeld in categorie 1B en bijna 35% in categorie 2 en 
3. Deze verhouding komt niet voor op de as van Boehm en Turner. Het is beter de twee categorieën 














































































































































Figuur 5.5 Zes-assige home-ground projecten eventplanning (l) en vliegtuigontwerp (r) 
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2. Meetbaarheid van de aspecten 
De aspecten cultuur en bedrijfsbelang zijn subjectieve begrippen en daardoor niet eenvoudig te 
kwantificeren. Om cultuur meetbaar te maken is, net als Strode in haar onderzoek heeft gedaan, 
gebruik gemaakt van de vragenlijst van Cameron. Bedrijfsbelang is eveneens moeilijk uit te drukken 
in meetbare eenheden (zie onderstaand in punt 3). 
Daarnaast is het aspect dynamiek tijdens het onderzoek een tijdsafhankelijk aspect gebleken. Het 
percentage wijzigingen van requirements per maand is namelijk in het beginstadium van een project 
in principe groter dan wanneer het project zich verder in de lifecycle bevindt of reeds (bijna) 
afgerond is. Voor het praktijkonderzoek wordt, in tegenstelling tot de methode van Boehm en 
Turner, het percentage wijzigingen in de afgelopen drie maanden of na de start van de realisatie 
gemeten. 
3. Schaalverdeling Bedrijfsbelang 
De schaalverdeling op de as bedrijfsbelang bleek na uitvoering van het praktijkonderzoek niet 
praktisch toepasbaar voor projecten in de financiële sector en daarmee dus niet universeel 
bruikbaar. De schaalverdeling van ‘loss of comfort’ tot ‘loss of many lives’ is niet van toepassing op 
financiële systemen. Het zou beter zijn om deze as ‘risico’s’ te noemen en financieel te maken door 
deze uit te drukken in bedragen. Bij verlies aan comfort is het financiële risico klein. Bij verlies van 
essentiële bedragen of levens staat het voortbestaan van de organisatie op het spel.  
Het bezwaar tegen de schaalverdeling is bijvoorbeeld te laat in het onderzoek geconstateerd om nog 
mee te nemen in het praktijkonderzoek. Tijdens het praktijkonderzoek is daarom nog de 
schaalverdeling van Boehm en Turner gehanteerd. 
4. Asymmetrie in diverse assen 
Drie van de zes assen hebben een asymmetrische schaalverdeling, dat wil zeggen dat ze niet op 0 
beginnen in het centrum van het diagram en aflopend zijn. Dit betreft de aspecten ‘personeel 2+3’, 
dynamiek en cultuur. De twee laatst genoemden zijn relatieve schaalverdelingen en starten in de 
oorsprong op respectievelijk 40 en 60 procent. 
De oorzaak hiervan is dat de auteurs van het model een agile project graag af willen beelden in het 
centrum van het diagram. Om het originele diagram zoveel mogelijk te benaderen is dit voor het 
praktijk onderzoek niet aangepast. Het zou beter zijn de schaalverdelingen aan te passen van 0 tot 
100 procent. Dynamiek zou in plaats van percentage wijzigingen in een bepaalde periode ook 
uitgedrukt kunnen worden in de stabiliteit van de requirements. Hetzelfde geldt voor cultuur dat 
door Boehm en Turner als ‘chaos versus order’, maar ook eenvoudig andersom als ‘order versus 
chaos’ kan worden weergegeven. 
De schaal voor het personeel is minder eenvoudig ‘om te draaien’. Het kan een optie zijn beide assen 
samen te voegen en weer te geven als de verhouding tussen personeel dat alleen in staat is plan-
driven te ontwikkelen (-1+1B) en het overige personeel (1A+2+3). 
Voor het praktijkonderzoek maken we gebruik van het aangepaste diagram met zes assen en de 
schaalverdeling zoals, op de volgende pagina, in figuur 5.6 is weergegeven. 
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Figuur 5.6 Aangepaste zes-assige home-ground 
5.8 Conclusie 
In dit hoofdstuk is de risicomanagment methode toegelicht aan de hand van twee voorbeelden. 
Daarnaast zijn een aantal onvolkomenheden in de methode benoemd en toegelicht. De 
onvolkomenheden hebben geleid tot een aangepaste versie van het risk-based model. In het vervolg 
van het onderzoek zullen we alleen gebruik maken van de aangepaste versie van het model.  
In het volgende hoofdstuk wordt de risicomanagment methode toegepast binnen de casus 
organisatie. Hiertoe zijn zes projecten in verschillende ontwikkelomgevingen en stadia van de 
project life-cycle geselecteerd. 
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6 Praktijkonderzoek 
Dit hoofdstuk vormt de praktische basis voor het onderzoek naar agile software development bij een 
verzekeringsmaatschappij. In dit hoofdstuk worden de resultaten van het praktische deel van het 
onderzoek beschreven en antwoord gegeven de op tweede onderzoeksvraag: ‘Kan agile software 
development toegepast worden bij traditionele verzekeringsmaatschappijen?’ Ten behoeve van het 
praktijk onderzoek zijn zes projecten geselecteerd bij de casus maatschappij. 
Allereerst worden de zes projecten in het algemeen beschreven, aan de hand van de belangrijkste 
zeven kenmerken ten aanzien van een agile of plan-driven benadering. De zes projecten zijn 
geselecteerd op basis van hun karakteristiek: twee projecten in een traditionele project- en 
systeemomgeving, twee projecten in een web-based omgeving en twee projecten gebaseerd op 
pakketimplementatie en –parametrisering. 
Vervolgens worden voor elk van de zes projecten de eerste drie of vier stappen van de 
risicomanagment methode doorlopen. De gehanteerde vragenlijst is de belangrijkste bron van 
informatie voor de uitvoering van de risicomanagment methode. Van elk van de projecten is 
vervolgens een risicoanalyse en –vergelijking uitgevoerd en een project homeground volgens de 
methode opgesteld. 
Tenslotte wordt het hoofdstuk afgesloten met een conclusie naar aanleiding van het uitgevoerde 
onderzoek. 
6.1 De projecten 
Ten behoeve van de uitvoering van het praktijkonderzoek zijn een zestal projecten geselecteerd bij 
de casus-organisatie en uitvoerig onderzocht. De selectie is tot stand gekomen op basis van de 
karakteristieken van de projecten en de huidige wijze van systeemontwikkeling. Er zijn kleine en 
grote projecten geselecteerd in een mainframe en webomgeving, waar de systeemontwikkeling nu 
in alle gevallen traditioneel benaderd wordt. Daarnaast zijn twee projecten geselecteerd waarbij 
sprake is van pakketsoftware, die elders wordt onderhouden. De zes projecten zijn: 
1. Uniform Pensioen Overzicht (UPO) 
2. Pensioenadministratie 
3. Electronische GezondheidsVerklaring (EGV) 




Het UPO betreft een project dat gedreven wordt door wetgeving op het gebied van pensioenen. Dit 
project behelst aanpassingen in mainframe-systemen die in COBOL en CoolGen (4GL, COBOL-
generator) zijn gebouwd. De requirements volgen uit de nieuwe Pensioenwet. Het project wordt 
uigevoerd voor een bedrijfsonderdeel dat pensioenregelingen voor het MKB verkoopt. Het project 
Pensioenadministratie is een pakketimplementatie en –migratie van bestaande systemen naar een 
nieuwe JAVA-applicatie. Dit project kenmerkt zich door de kleine personele en een out-of-the-box 
aanpak waardoor de requirements van de klant begrenst worden door de functionaliteit die het 
pakket biedt. Het derde project, EGV, ontwikkelt een web-formulier waarop klanten een aantal 
vragen met betrekking tot hun gezondheid en levenswijze dienen in te vullen. Op basis van dit 
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formulier worden tarieven van verzekeringen vervolgens aangepast. Naast de web-omgeving waarin 
wordt ontwikkeld, wordt dit project gekenmerkt door de dynamische requirements ten aanzien van 
de te stellen vragen en de user-interface. 
In tabel 6.1a worden de karakteristieken, hoofdzakelijk gebaseed op de antwoorden uit de 
projectsectie van de vragenlijst, van de eerste drie projecten samengevat. 
Kenmerk (1) UPO (2) Pensioenadministratie (3) EGV 
Omvang 10 – 30 10 – 30 10 – 30 
Team In-huis ontwikkeling, verspreid 
over meerdere locaties 
Gedistribueerd over enkele 
organisaties/bedrijven 
Gedistribueerd over enkele 
organisaties/bedrijven 
Risico’s Maatregelen van de overheid 
en/of wetgever (bijv. boetes of 
verplichte compensaties) 
Maatregelen van de overheid 
en/of wetgever (bijv. boetes of 
verplichte compensaties) 
Klantbeloften kunnen niet 
worden nagekomen, 
tevredenheid gaat omlaag 
Klanten Er zijn meerdere stakeholders 
die het succes van het project 
bepalen. De stakeholders zijn 
gecommiteerd en stellen 
voldoende personeel en 
capaciteit beschikbaar. 
Er zijn meerdere stakeholders 
die het succes van het project 
bepalen. De stakeholders zijn 
niet geïnteresseerd in het 
project. 
Er zijn meerdere stakeholders 
die het succes van het project 
bepalen. De stakeholders zijn 
gecommiteerd en stellen 
voldoende personeel en 
capaciteit beschikbaar. 
Requirements Adequate requirements, er zijn 
voldoende requirements voor 
het project 
Minimaal, er zijn globale 
requirements gedefinieerd 
Minimaal, er zijn globale 
requirements gedefinieerd 
Architectuur Verbetering van een bestaand 
systeem; In-huis ontwikkeling, 
verspreid over meerdere 
locaties; 
Kantoorautomatisering 
systeem; COBOL; AS400; Unix. 
Vervanging van een bestaand 




Verbetering van een bestaand 
systeem; Gedistribueerd over 
enkele organisaties/bedrijven; 
Transactieverwerking; 
Relationele database; Web 
development 
Refactoring Het team is gemiddeld ervaren 
(meer dan de helft van het 
team minstens 3 jaar ervaring) 
Het team is gemiddeld ervaren 
(meer dan de helft van het 
team minstens 3 jaar ervaring) 
Het team is gemiddeld ervaren 
(meer dan de helft van het 
team minstens 3 jaar ervaring) 
Doel Compliancy aan wet- en 
regelgeving 
Kostenbesparing Functionele vernieuwing voor 
de business 
Tabel 6.1a Kenmerken voorbeeldprojecten (1-3) 
Het vierde project dat is geselecteerd is het VA Portal, de web-portal van Nationale-Nederlanden 
voor verzekeringsadviseurs (VA). Voor dit onderzoek is een deelproject voor het on-line tonen van 
polisinformatie uit de administratie en het digitaal insturen van mutaties onderzocht. Dit project 
betreft web-development met Everest Knowledge Framework. Typerend is dat de requirements 
gedurende de ontwikkeling constant aan wijzigingen onderhevig zijn geweest. 
Het project Zorgplicht is eveneens een wetgevingsproject in het kader van de Pensioenwet en 
regelgeving op het gebied van beleggingsverzekeringen. Het betreft hier aanpassingen van zowel 
offertesoftware op internet als in traditionele back-office administraties om beleggingsprofielen van 
klanten vast te leggen en te bewaken. De Beleggingskoopsom is een nieuw product voor particuliere 
klanten voor het afsluiten van eenmalige koopsommen met gegarandeerde uitkering op basis van 
beleggingen in een reeds geïmplementeerd standaardpakket. Dit project is een wereldwijd concept 
waarbij veel partijen in verschillende landen betrokken zijn. 
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In tabel 6.1b worden de karakteristieken, hoofdzakelijk gebaseed op de antwoorden uit de 
projectsectie van de vragenlijst, van de laatste drie projecten samengevat. 
Kenmerk (4) VA Portal (5) Zorgplicht (6) Belegginskoopsom 
Omvang 3 – 10 1 – 3 100+ 
Team In-huis ontwikkeling, op 
dezelfde locatie 
In-huis ontwikkeling, op 
dezelfde locatie 
Zeer gedistribueerd over 
meerdere 
organisaties/bedrijven 
Risico’s Klantbeloften kunnen niet 
worden nagekomen, 
tevredenheid gaat omlaag; 
Geringe derving van inkomsten 
Klantbeloften kunnen niet 
worden nagekomen, 
tevredenheid gaat omlaag 
Grote derving van inkomsten 
en (potentiële) klanten 
Klanten Er zijn meerdere stakeholders 
die het succes van het project 
bepalen. De stakeholders zijn 
niet geïnteresseerd in het 
project. 
Er zijn meerdere stakeholders 
die het succes van het project 
bepalen. De stakeholders zijn 
gecommiteerd en stellen 
voldoende personeel en 
capaciteit beschikbaar. 
Er is duidelijk 1 primaire 
opdrachtgever op 1 locatie, die 
alle stakeholders 
vertegenwoordigt.  De 
stakeholder is gecommiteerd 
en stelt voldoende personeel 
en capaciteit beschikbaar. 
Requirements Adequate requirements, er zijn 
voldoende requirements voor 
het project 
Minimaal, er zijn globale 
requirements gedefinieerd 
Volledige requirements, er zijn 
gedocumenteerde 
requirements vanaf de start 
van de ontwikkeling 
Architectuur Nieuw systeem; In-huis 








Nieuw systeem; Verbetering 
van een bestaand systeem; 
Vervanging van een bestaand 





Windows; Unix; Relationele 
database; Web development 
Refactoring Het team is gemiddeld ervaren 
(meer dan de helft van het 
team heeft minstens 3 jaar 
ervaring) 
Het team is gemiddeld ervaren 
(meer dan de helft van het 
team heeft minstens 3 jaar 
ervaring) 
Het team is erg ervaren (meer 
dan de helft van het team heeft 
minstens 4 jaar ervaring) 
Doel Functionele vernieuwing voor 
de business 
Compliancy aan wet- en 
regelgeving 
Snelle omzetverhoging 
Tabel 6.1b Kenmerken voorbeeldprojecten (4-6) 
6.2 Project 1: Uniform Pensioen Overzicht 
Het project Uniform Pensioen Overzicht is een project dat uitgevoerd wordt in het kader van de 
nieuwe Pensioenwet. De Pensioenwet verplicht pensioenuitvoerders jaarlijks een overzicht te geven 
van het pensioen waarop de deelnemer recht heeft. Dit overzicht heeft een uniforme opbouw zodat 
de deelnemer zijn opgave kan vergelijken met pensioenaanspraken uit andere dienstverbanden bij 
andere pensioenuitvoerders. 
Het team is gemiddeld van omvang en bestaat uit 10 tot 30 ontwikkelaars. De ontwikkeling vindt 
plaats op één locatie waarbij gebruik gemaakt wordt van intern personeel aangevuld met extern 
ingehuurde programmeurs. Het belangrijkste risico voor dit project is dat de overheid maatregelen 
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neemt bij het niet nakomen van wettelijke verplichtingen in de vorm van boetes of verplichte 
compensaties. 
Dit project wordt uitgevoerd in een traditionele systeemarchitectuur en projectomgeving. Het 
betreft mainframe applicaties die ontwikkeld zijn in COBOL in combinatie met een DB2-database en 
over zowel een mainframe CICS- als een PC-client-server interface beschikken. Het 
projectmanagement is gebaseerd op Prince-2 in combinatie met SDM en CBD voor de 
systeemontwikkeling. De ervaring van het team is gemiddeld, waardoor aanpassingen aan de 
software goed mogelijk zijn. 
Stap 1: Risk analysis 
De eerste stap van de risicomanagment methode is een risico-analyse van de risico’s uit de 
omgeving van het project in het algemeen en risico’s bij het gebruik van agile en plan-driven 
methoden in het bijzonder. 
Risico’s ten aanzien van de omgeving 
Dit project kent zeer serieuze risico’s ten aanzien van planning en complexiteit. De planning is 
afgestemd op een wettelijke deadline. Het niet halen van deze deadline kan grote financiële 
consequenties hebben voor de organisatie (E-Coordination). De complexiteit van dit project wordt 
als risico onderkend vanwege de hoeveelheid koppelingen met verschillende systemen. De 
koppelingen zijn onder andere gerealiseerd op basis van services (Service Oriented Architecture), 
wat niet voor alle betreffende systemen reeds gebruikelijk is (E-Complexity). 
De technologie is bewezen en betrouwbaar, waardoor de risico’s ook beheersbaar zijn (E-
Technology). 
Risico’s ten aanzien van gebruik agile methoden 
Het is niet eenvoudig om consistentie te bewaren bij een project waarbij zo’n 30 ontwikkelaars van 
diverse systemen betrokken zijn. Vanwege de koppelingen met diverse systemen is schaalbaarheid 
een serieus maar beheersbaar risico (A-Scale). Om dezelfde reden is het niet eenvoudig om van alle 
ontwikkelaars te vragen alleen het noodzakelijke te ontwikkelen (A-YAGNI). Sommige delen van de 
applicatie zullen echter wel stabiel zijn en profiteren van ontwikkelen volgens architectuur 
richtlijnen. 
Het project kent een relatief stabiele groep interne en externe projectleden met een beperkt 
personeelsverloop. De kans dat vertrek van personeel een risico vormt voor verlies van tacit 
knowledge is derhalve gemiddeld (A-Churn). De kennis en ervaring met agile software development 
methoden zijn binnen het project niet aanwezig. ‘Skills’ zijn dus een zeer serieus risico waar 
adequate maatregelen voor genomen zullen moeten worden (A-Skills). 
Risico’s ten aanzien van gebruik plan-driven methoden 
De belangrijkste plan-driven risks zijn de vertragingen die op kunnen treden als gevolg van rework 
vanwege (late) wijzigingen in requirements (P-Change, P-Speed). Het is niet eenvoudig om bij een 
plan-driven benadering de plannen continu aan te passen aan snelle wijzigingen in de omgeving. Het 
is zelfs mogelijk dat het volledig vertrouwen op vastgestelde requirements leidt tot een suboptimale 
oplossing. 
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Het risico op het gebied van kennis en ervaring is in dit project gemiddeld tot minimaal. De 
projectleden zijn allen voldoende ervaren en bekend met de gehanteerde plan-driven methoden 
(SDM en CBD). 
In tabel 6.3 zijn de risicocategorieën, gebaseed op de antwoorden uit de risicosectie van de 
vragenlijst, van het project weergegeven. 
Risks 
Environmental Risks: risico’s uit de omgeving van het project 
E-Technology ++ Bewezen en betrouwbare technologie 
E-Coordination +++ Planning afhankelijk van wettelijke deadline 
E-Complexity +++ Complex vanwege afstemming met diverse partijen en gebruik SOA 
Agile risk: risico’s specifiek voor het gebruik van agile methoden 
A-Scalability ++ Schaalbaarheid is een issue vanwege koppeling met diverse systemen 
A-YAGNI ++ Veelheid ontwikkelaars maakt het moeilijk focus op YAGNI te leggen, er zal ook behoefte 
blijven bestaan aan architectuur 
A-Churn + Projectgroep bestaat uit een stabiele basis, personeelsverloop is beperkt 
A-Skills +++ Agile skills zijn niet aanwezig binnen de projectgroep 
Plan-driven: risico’s specifiek voor het gebruik van plan-driven methoden 
P-Change +++ Wijzigingen in requirements kunnen grote gevolgen hebben voor het project. Vanwege plan-
driven aanpak is rework in laat stadium duur. 
P-Speed +++ Snelheid van oplevering is gewenst, vanwege naderende wettelijke deadline 
P-Emergent +++ Het risico is aanzienlijk dat wetgeving tussentijds nog verandert of dat de interpretatie 
aangepast moet worden 
P-Skill + Ontwikkelaars zijn ervaren, skills plan-driven ontwikkeling zijn een gemiddeld risico. 
((-) Minimaal risico; (+) Gemiddeld risico; (++) Serieus beheersbaar risico; (+++) Zeer serieus beheersbaar ricico; (++++) Showstopper) 
Tabel 6.2 Risico-categoriën Project 1: Uniform Pensioen Overzicht 
Stap 2: Risk comparison 
In de tweede stap van de risicomanagment methode wordt bepaald of de agile of de plan-driven risk 
dominerend zijn. In tabel 6.3 zijn de risico’s opgenomen en hieruit blijkt dat zowel aan een agile als 
aan een plan-driven benadering zeer serieuze risico’s gekoppeld zijn voor het project UPO. Over het 
geheel genomen zijn het echter de plan-driven risico’s die overheersen. Een gecombineerde agile en 
plan-driven benadering kan hier uitkomst bieden. De agile aanpak is een goede maatregel tegen de 
plan-driven risico’s van wijzigingen, snelheid van opleveren en voortschrijdend inzicht. 
Figuur 6.1 geeft de project homeground weer, op basis van de vijf kritische factoren voor de balans 
tussen agile en plan-driven benadering. Deze figuur is tot stand gekomen op basis van de 
antwoorden op de vragen uit de secties personeel, dynamiek, cultuur, omvang en bedijfsbelang. 
Voor elk van de antwoorden in de secties is een weging vastgesteld die heeft geleid tot een 
gemiddelde gewogen score voor elk van de categoriën (zie bijlage D: Onderzoeksresultaten). 
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Figuur 6.1 Project homeground van Project 1: Uniform Pensioen Overzicht 
De agile risico’s op het gebied van schaalbaarheid (A-Scale) en eenvoudig ontwerp (A-YAGNI) uit 
tabel 6.3 kunnen opgelost worden door te kiezen voor een plan-driven planning en enige vorm van 
architectuur technieken. De risico’s ten aanzien van gebrek aan agile kennis en kunde van de 
medewerkers kunnen alleen opgelost worden door extra opleiding en training. Dit lijkt een goede 
optie omdat uit figuur 6.1 blijkt dat meer dan 35% van het personeel in staat moet worden geacht 
met meerdere methoden te werken (Personeel 2+3). 
Uit analyse van de homeground blijkt echter dat ondanks het overheersen van de plan-driven risico’s 
de dynamiek en de cultuur niet aansluiten bij een agile benadering. Hoewel het risico van changes 
(P-Change) hoog is, blijkt uit de as dynamiek op de homeground dat de kans op wijzigingen relatief 
laag is. Dit is echter geen bezwaar om voor een agile aanpak te kiezen. De cultuur binnen dit project 
wordt als zeer geordend ervaren, getuige de lage score op de as cultuur. Een agile benadering wordt 
echter gekenmerkt door een niet-geordende cultuur. Om een agile benadering succesvol te maken 
voor dit project is het dus wel noodzakelijk dat er maatregelen genomen worden, waardoor de 
cultuur beter aan zal sluiten bij een agile benadering. 
Het advies voor dit project is te kiezen voor een geordende agile benadering voor de gehele 
ontwikkeling met name vanwege het overheersen van de plan-driven risico’s. Met ‘geordend’ wordt 
bedoeld dat een agile methode met daarin nog voldoende mate van structuur het best aan zal 
sluiten. Gegeven de vergelijking van methoden in figuur 2.2 (uit paragraaf 2.5) omvatten de 
methoden RUP en DSDM de volledige software development life-cycle. Er wordt geadviseerd RUP te 
gebruiken omdat deze methode, op basis van figuur 2.2, meer concrete sturing biedt. 
Hoewel Rational Unified Process strikt genomen niet een agile methode is, kan deze wel ingezet 
worden voor agile software development. Dit ‘nadeel’ van deze methode is in deze situatie wellicht 
juist een voordeel. Deze keuze voor deze methode impliceert echter wel opleiding van de 
projectleden. 
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Stap 3: Architecture analysis 
Omdat in stap 2 een geordende agile benadering wordt geadviseerd kan stap 3 overgeslagen 
worden. 
6.3 Project 2: Pensioenadministratie 
Het tweede project heeft als doel een bestaand traditioneel maatwerk systeem voor een 
pensioenadministratie te vervangen door een modern standaardpakket. De onderhoudbaarheid van 
de bestaande oplossing is te kostbaar en te complex geworden. Enerzijds wordt dit verklaard door 
de gebruikte technologie, en anderzijds de hoeveelheid aanpassingen die nodig zijn in verband met 
nieuwe wetgeving. 
De projectgroep bestaat uit twee teams op twee verschillende locaties. Op de klantlocatie is een 
team van tien medewerkers gehuisvest, die het pakket integreren in het systeemlandschap. Een 
tweede team, van ongeveer 20 ontwikkelaars, op de locatie bij de leverancier is verantwoordelijk 
voor de ontwikkeling van het pakket. Voor dit project geldt eveneens dat wetgeving het 
belangrijkste risico is. De gevolgen van wijzigingen in wetgeving of het niet op tijd compliant zijn aan 
wettelijke maatregelen kunnen grote financiële gevolgen hebben. Een tweede risico is dat niet alle 
stakeholders hetzelfde belang hebben bij het project, waardoor het gevaar van verminderde 
interesse bestaat. 
De requirements voor dit project zijn globaal opgesteld. Dit is enerzijds te verklaren doordat het 
project zich in de intiatiefase bevindt en anderzijds vanwege de aanname dat voor pakketsoftware 
de geboden functionaliteit reeds vaststaat. Het aan te schaffen web-based pakket is ontwikkeld in 
Java in combinatie met een Oracle database en zal draaien op een webserver. Aanpassingen aan het 
pakket worden releasematig verwerkt door een ervaren team. De leverancier voert het onderhoud 
uit, verdeeld over een cyclus van twee of drie geplande releases per jaar. 
Stap 1: Risk analysis 
Het vervangen van de pensioenadministratie door een standaardpakket is een project dat 
geïntegreerd wordt in een bestaand systeemlandschap en gekoppeld wordt aan onafhankelijke 
externe applicaties voor ondersteunende functies als relatie-beheer, financiële administratie en 
uitvoervervaardiging. Het vergt een aanzienlijke inspanning en discipline (=plan-driven) om de 
omgeving te managen en de oplossing werkend te krijgen. Daarnaast is agility nodig ten aanzien van 
de wens snel op te leveren en in te spelen op moderne technologie, snelle wetgeving en markt. 
Risico’s ten aanzien van de omgeving 
De grootste risico’s in de categorie ‘omgeving’ hebben betrekking op stakeholdermanagement (E-
Coordination). Niet alleen is er veel afstemming nodig met beheerders van de systemen waarmee 
gekoppeld moet worden, maar ook de leverancier van het pakket en de toekomstige 
systeemeigenaar zijn belangrijke partijen. Met de leverancier moeten goede afspraken gemaakt 
worden over de te leveren functionaliteit en de prijs. Als deze afspraken vooraf niet duidelijk zijn kan 
dit in de toekomst grote gevolgen hebben voor bijvoorbeeld de financiën of de continuïteit. Ten 
aanzien van de systeemeigenaar loopt het project het risico dat deze zich onvoldoende realiseert dat 
een keuze voor pakketsoftware ook impliceert dat niet alle (specifieke) eisen en wensen gerealiseerd 
kunnen worden. 
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De complexiteit van de oplossing is ook een zeer serieus risico (E-Complexiteit). Dit project vervangt 
een bestaande administratie in een complex systeemlandschap. Alle koppelingen, meer dan 20 
systemen, zullen zoveel mogelijk ongemoeid moeten blijven om het project beheersbaar te houden. 
Risico’s ten aanzien van gebruik agile methoden 
Het gebruik van agile methoden zou in dit project met name een risico opleveren voor de 
competenties van de medewerkers (A-Skills). De medewerkers hebben geen agile skills. Een groot 
deel  van het personeel (35%) valt echter in de categorieën 2 en 3 (resp. 17,5% en 7,5%) volgens de 
indeling van Cockburn (zie stap 2) en zou dus in staat moeten zijn zich een nieuwe (agile) methode 
aan te leren.  
Een pensioenadministratie is een bedrijfskritisch systeem en vereist daarmee een hoge mate van 
stabiliteit. Dit betekent dat ontwikkelen onder architectuur tot op zekere hoogte noodzakelijk is. Het 
is voor het team een uitdaging om de balans te vinden tussen de noodzakelijke architectuureisen en 
het YAGNI-principe en eenvoudig ontwerp. Het risico van onnodige of te complexe functionaliteit is 
serieus, maar beheersbaar (A-YAGNI).  Personeelsverloop is door het gebruik van externe partijen 
eveneens een serieus riciso. Tijdens de contractonderhandelingen zullen hiervoor maatregelen 
worden genomen (A-Churn). 
Schaalbaarheid is in dit project nauwelijks een issue (A-Scale). Het betreft een omvangrijk traject, 
maar de leverancier is in staat met meerdere teams tegelijkertijd aan de applicatie te werken en 
binnen enkele weken op te schalen met bijvoorbeeld een extra ontwikkelteam in India.  
Risico’s ten aanzien van gebruik plan-driven methoden 
De plan-driven risico’s zijn met name gerelateerd aan de snelheid waarmee de applicatie 
geïmplementeerd kan worden. De organisatie heeft enerzijds dringend behoefte aan vervanging van 
de bestaande administratie (P-Speed), maar kan anderzijds, gedwongen door omstandigheden, geen 
beslissing nemen. Hierdoor wordt het risico op wijzigingen (P-Change) en voortschrijdende 
ontwikkelingen (P-Emergent) steeds groter. Changes zijn echter ongewenst omdat de 
pakketstrategie leidend moet zijn en wijzigingen op de applicatie, zeker in een laat stadium van het 
project, tot onevenredig veel kosten kunnen leiden. Daarnaast kan het project ingehaald worden 
door nieuwe of extra (commerciële) eisen en wensen of nieuwe wetgeving. Het gevaar van een 
vicieuze cirkel van elkaar opvolgende changes is aanzienlijk.  
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In tabel 6.4 zijn de risicocategorieën, gebaseed op de antwoorden uit de risicosectie van de 
vragenlijst, van het project weergegeven. 
Risks 
Environmental Risks: risico’s uit de omgeving van het project 
E-Technology + Moderne en actuele technologie 
E-Coordination ++++ Stakeholder coördinatie is één van de belangrijkste risico’s van het project 
E-Complexity ++ Complexe oplossing vanwege hoeveelheid koppelingen met externe systemen 
Agile risk: risico’s specifiek voor het gebruik van agile methoden 
A-Scalability - Schaalbaarheid is geen issue, de leverancier is in staat extra team in te zetten 
A-YAGNI ++ Er zal behoefte zijn aan een mate van architectuur, het gevaar van extra wensen bovenop 
bestaande pakketfuncties is aanzienlijk. 
A-Churn ++ Uitbesteding en inzet extern personeel verhoogt risico op verloop 
A-Skills ++++ Agile skills zijn niet of nauwelijks aanwezig binnen de projectgroep 
Plan-driven: risico’s specifiek voor het gebruik van plan-driven methoden 
P-Change +++ Changes zijn ongewenst, de pakketstrategie is leidend. Changes kunnen leiden tot hoge 
kosten voor pakketaanpassingen. 
P-Speed ++ Snelheid is gewenst vanwege noodzaak tot kostenbesparing, plan-driven aanpak maakt dat 
besparingen later komen. 
P-Emergent +++ Het risiso is aanzienlijk dat (commerciële) wensen en wetgeving tussentijds nog 
veranderen. 
P-Skill ++ Ontwikkelaars zijn ervaren, skills plan-driven ontwikkeling zijn een gemiddeld risico. 
((-) Minimaal risico; (+) Gemiddeld risico; (++) Serieus beheersbaar risico; (+++) Zeer serieus beheersbaar ricico; (++++) Showstopper) 
Tabel 6.3 Risico-categoriën Project 2: Pensioenadministratie 
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Stap 2: Risk comparison 
In stap twee worden de plan-driven en agile risks weer met elkaar vergeleken. Zoals uit tabel 6.4 
blijkt overheersen ook bij het tweede project de plan-driven risico’s.  Daar staat echter tegenover 
dat het ontbreken van agile skills als een ‘showstopper’ risico wordt gewaardeerd.  
Figuur 6.2 geeft de project homeground van het tweede project weer. Deze figuur is tot stand 
gekomen op basis van de antwoorden op de vragen uit de secties personeel, dynamiek, cultuur, 


















































































Figuur 6.2 Project homeground Project 2: Pensioenadminsitratie 
Uit tabel 6.4 blijkt dat de primaire agile risico’s van schaalbaarheid, bedrijfsbelang, eenvoudig 
ontwerp en personeelsverloop beheersbaar zijn. Het ontbreken van agile skills daarentegen kan 
opgelost worden door een externe expert of coach op het gebied van agile software development 
aan het project toe te voegen en de overige projectleden een juiste opleiding te geven. De plan-
driven risico’s op gebied van de gevolgen van changes, verdere ontwikkelingen en de behoefte aan 
snelle oplevering kunnen met behulp van een agile aanpak voor het gehele traject verminderd 
worden. Ook bij dit project is een agile RUP aanpak een goede keuze om succes te behalen. De stap 
van de huidige plan-driven methode naar een agile RUP benadering is, na een goede opleiding, 
waarschijnlijk goed te maken voor dit team. 
Op basis van de grotendeels agile homeground en het overheersen van de plan-driven risico’s wordt 
geadviseerd een risk-based agile benadering te kiezen. Aangezien de projectgroep nauwelijks kennis 
over agile methoden beschikbaar heeft, is het wel noodzakelijk de projectleden vooraf op te leiden. 
Indien de verhouding van personeel in categorie 2 en 3, volgens de indeling van Cockburn, nog lager 
dan 25 procent was geweest dan zou een plan-driven benadering de voorkeur verdienen. 
Stap 3: Architecture analysis 
Omdat in stap 2 een agile benadering wordt geadviseerd kan stap 3 overgeslagen worden. 
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6.4 Project 3: Electronische Gezondheids Verklaring 
Het doel van de Electronische Gezondheids Verklaring (EGV) is een papieren verklaring die bij de 
aanvraag van een beleggingsverzekering aangeleverd dient te worden, te vervangen door een 
electronisch webformulier. Op basis van de verklaring worden eventuele kortingen of opslagen op 
het standaardtarief bepaald voor de offerte. 
De ontwikkeling van het project vindt gedistribueerd over twee locaties plaats. Het totale 
ontwikkelteam bestaat uit 15 ontwikkelaars en is verdeeld in één team dat verantwoordelijk is voor 
de ontwikkeling van het webformulier en een tweede team dat de administratie van de gegevens in 
de back-office als taak heeft. Het belangrijkste risico voor dit project is dat beloften aan de klant, in 
dit geval de interne afnemer van de software, niet nagekomen kunnen worden waardoor de 
klanttevredenheid zal dalen. Bijvoorbeeld omdat software niet op tijd geleverd kan worden of dat 
technologie en architectuur niet kunnen voldoen aan de wensen van de klant. 
Dit project kent meerdere gecommitteerde stakeholders met verschillende belangen. De 
requirements voor de EGV zijn echter slechts globaal opgesteld. Dit is te verklaren doordat de scope 
van het project is beperkt tot het automatiseren van een bestaand formulier. Op technologisch vlak 
zijn de requirements nog onvoldoende. Er blijken diverse infrastructurele en privacy gerelateerde 
requirements te ontbreken. De web-formulieren zullen met behulp van GX software worden 
ontwikkeld en geïmplementeerd op een Websphere webserver. De gegevens worden opgeslagen in 
een Oracle database. 
Stap 1: Risk analysis 
Risico’s ten aanzien van de omgeving 
Vanuit de omgeving zijn de grootste risico’s voor de EGV gerelateerd aan de gebruikte technologie 
(E-Technology) en de complexiteit (E-Complexity) van de oplossing. Dit project maakt gebruik van 
nieuwe technologie ten behoeve van de connectivity en workflow. De ingevulde verklaring dient 
volgens het principe van straight through processing direct (electronisch) gearchiveerd en verwerkt 
te worden in de achterliggende administratiesystemen. Voor de automatisering van de complexiteit 
van deze workflow wordt gebruik gemaakt van een middleware pakket dat tot nog toe niet binnen 
de organisatie is gebruikt.  
Risico’s ten aanzien van gebruik agile methoden 
De kans is groot dat bij een agile benadering van de EGV er meer ontwikkeld zal worden dan strikt 
genomen noodzakelijk (A-YAGNI) is. De EGV wordt steeds breder ingezet binnen de organisatie, wat 
leidt tot een toenemend aantal stakeholders. Dit verhoogt het risico op het ontwikkelen van 
overbodige of unieke functionaliteit die alleen voor een specifieke stakeholder wordt gemaakt, in 
plaats van de applicatie te beperken tot een generieke toepassing. 
Binnen het project is geen of nauwelijks ervaring met agile methoden (A-Skills). Meer dan de helft 
van de projectleden moet echter in staat worden geacht, na opleiding, in staat te zijn zelf of onder 
begeleiding een nieuwe methode toe te passen. Vanwege de doorlooptijd van het project en de 
inzet van externe medewerkers is personeelsverloop een serieus risico voor de EGV. Bij de huidige 
plan-driven benadering is het risico op het verlies van kennis door documentatie gedreven methode 
klein. Bij een agile benadering dienen hiervoor maatregelen genomen te worden. 
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Risico’s ten aanzien van gebruik plan-driven methoden 
De risico’s voor het gebruik van plan-driven methoden zijn beperkt. Het belangrijkste risico is de 
kans dat nieuwe ontwikkelingen leiden tot nieuwe requirements (P-Emergent). De EGV is in eerste 
instantie bedoeld als verklaring voor één categorie van particuliere producten, maar door 
ontwikkelingen elders in de organisatie wordt de EGV ook interessant voor vergelijkbare producten 
van andere bedrijfsonderdelen.  
Snelheid van oplevering (P-Speed) en wijzigingen (P-Change) zijn serieuze risico’s, maar door de 
plan-driven benadering kunnen deze risico’s goed beheersd worden. Door middel van een aparte 
change procedure kunnen aangemelde changes beoordeeld en eventueel gecontroleerd 
doorgevoerd worden. De EGV is een internet applicatie die relatief snel met behulp van prototyping 
opgeleverd zou moeten kunnen worden. Kennis en ervaring met plan driven methoden (SDM, 
lineaire applicatie ontwikkeling) is in ruime mate binnen het project aanwezig (P-Skills). 
Het resultaat van de risico-analyse, gebaseed op de antwoorden uit de risicosectie van de vragenlijst, 
van het derde project is weergegeven in tabel  6.5. 
Risks 
Environmental Risks: risico’s uit de omgeving van het project 
E-Technology +++ Inzet van nieuwe technologie biedt kansen, maar is tevens serieus risico 
E-Coordination + Stakeholders zijn gecommiteerd, leveren resources beheersbaar knelpunt 
E-Complexity +++ Koppeling van hele workflow van offerte tot back-office 
Agile risk: risico’s specifiek voor het gebruik van agile methoden 
A-Scalability +++ Mogelijk dat meerdere bedrijfsonderdelen interesse krijgen, waardoor meer generieke 
oplossing gewenst is en dus in laat stadium nieuwe eisen ontstaan 
A-YAGNI ++++ Gevaar voor overbodig ontwerp is nadrukkelijk aanwezig vanwege diversiteit van de  
belangen van de verschillende stakeholders 
A-Churn ++ Regelmatige personeelswisselingen vanwege doorlooptijd project en inzet externe 
medewerkers 
A-Skills +++ Agile methoden zijn onvoldoende bekend binnen het project  en de organisatie 
Plan-driven: risico’s specifiek voor het gebruik van plan-driven methoden 
P-Change ++ Verhoogde kans op changes vanwege voortschrijdende inzichten 
P-Speed ++ Snelheid van oplevering wordt belemmerd door niet noodzakelijke maar verplichte 
activiteiten in processen. 
P-Emergent +++ Ontwikkelingen rondom project en organisatie leiden tot extra eisen 
P-Skill + Project heeft ruime ervaring (50% meer dan 3 jaar) met plan-driven methoden 
((-) Minimaal risico; (+) Gemiddeld risico; (++) Serieus beheersbaar risico; (+++) Zeer serieus beheersbaar ricico; (++++) Showstopper) 
Tabel 6.4 Risico-categoriën Project 3: Electronische GezondheidsVerklaring 
Stap 2: Risk comparison 
De samenvatting van de risico’s in tabel 6.5 geeft aan dat voor dit project de agile risico’s groter zijn 
dan de plan-driven risico’s. Opvallend onverwacht is het hoge risico van overbodig ontwerp  en 
schaalbaarheid. Gebaseerd op de inhoud en de gebruikte technologie zou een lager risico verwacht 
worden. Het project is niet bedrijfskritisch en wordt ontwikkeld met moderne web-based 
technologie. Hoewel de kans op overbodig ontwerp en problemen ten aanzien van schaalbaarheid 
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wellicht hoog is, is de te verwachten schade relatief laag. Hierdoor mag het totale risico gering 
geacht worden. 
Figuur 7.3 geeft, op basis van de antwoorden op de vragen uit de secties personeel, dynamiek, 


















































































Figuur 6.3 Project homeground Project 3: Electronische GezondheidsVerklaring 
De homeground van dit project is niet uitgesproken kenmerkend voor een agile of een plan-driven 
project. Terwijl in de risico-categorieën in tabel 6.5 de agile risico’s overheersen, blijkt uit de 
homeground op basis van bedrijfsbelang en omvang en personeel met agile potentie (categorie 2 en 
3) een agile profiel. Dit in tegenstelling tot de aspecten dynamiek, cultuur en personeel uit categorie 
1B, die een meer plan-driven profiel hebben. 
Op basis van de homeground en de agile risico’s wordt het project geadviseerd te kiezen voor een 
combinatie van agile en plan-driven ontwikkeling. Vanwege het hoge verwachte risico’s op 
overbodig ontwerp is het zinvol om in de beginfase van het project de requirements eenduidig vast 
te stellen en ook vast te leggen. De requirements zouden op een plan-driven manier met behulp van 
prototyping tot stand kunnen komen. Vervolgens zal de realisatiefase een meer agile karakter 
kunnen krijgen. 
Om deze aanpak succesvol te laten zijn, zijn wel maatregelen nodig ten aanzien van het ontbreken 
van agile skills en de geformaliseerde cultuur. Naast goede selectie van personeel en aanvullende 
opleiding is een cultuuromslag voorwaardelijk. Een agile RUP benadering kan goed toegepast 
worden vanwege het formele karakter van de methode. Het advies is extra aandacht te besteden 
aan het opstellen van de requirements in de Inception en Elaboration-fase, om het risico op 
overbodig ontwerp te verminderen, indien nodig kan deze fase met behulp van een prototype 
meerdere keren doorlopen worden. 
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Stap 3 en 4: Architecture analysis and Tailor life cycle 
Agile benadering Rational Unified Process (RUP) 
RUP bestaat van origine uit vier fasen en 80 grote op te leveren producten (artifacts), 150 
activiteiten en 40 rollen. Het proces van RUP blijft ongewijzigd zoals beschreven in paragraaf 4.7 (zie 
figuur 6.4). Echter de invulling van RUP wordt aangepast zodat de uit te voeren processen 
geminimaliseerd worden en er zo min mogelijk overhead is. De auteurs van RUP (Kruchten, 2000) 
geven ook aan dat RUP aangepast (customizing) moet worden aan de situatie. 
 
Figuur 6.4 Project Life Cycle Rational Unified Process (Kruchten, 2001) 
Op basis van ervaringen in veertien projecten doet Hirsch (2002) een aantal aanbevelingen hoe het 
RUP proces aangepast kan worden voor agile software development. 
• Artifacts: Alleen de artifacts die daadwerkelijk nodig zijn en waarde toevoegen worden 
behouden. Van de 80 artifacten blijven uiteindelijk minimaal 15 artifacten over (zie tabel 6.6). 
De structuur van de artifacten blijft overeind, echter de invulling wordt eveneens beperkt tot 
het hoogst noodzakelijke. 
• Activiteiten: De activiteiten worden ongewijzigd uitgevoerd. De reden hiervoor is dat ervaren 
RUP-ontwikkelaars ervaren zijn in het uitvoeren van deze activiteiten. 
• Rollen: De rollen worden niet geformaliseerd. Er wordt enkel gecontroleerd of alle benodigde 
ervaring voor het uitvoeren van de rollen beschikbaar is binnen het team. 
• Project Planning: Conform RUP wordt er op twee niveaus gepland. Op het hoogste niveau 
wordt er een planning gemaakt van de start- en einddatum van de fasen en de iteraties en de 
bijbehorende projectdoelen. Daarnaast wordt enkele dagen voor het starten van een iteratie 
een iteratieplan gemaakt met een lijst van uit te voeren activiteiten. Elk item van de planning 
wordt toegewezen aan een eigenaar die verantwoordelijk is voor het behalen van het resultaat. 
• Fasen: De vier fasen: inception, elaboration, construction en transition, en de bijbehorende 
mijlpalen blijven gehandhaafd. 
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• Iteraties: De iteraties duren elk ongeveer vier weken. Elke iteratie levert werkende en geteste 
software op. Deze software wordt in combinatie met releasenotes opgeleverd aan de klant. Er 
blijft sprake van daily builds, zoals RUP voorschrijft. Kleine wijzigingen worden in de lopende 
iteratie opgenomen, grotere wijzigingen worden uitgesteld naar toekomstige iteraties. 
• Project management: Het belangrijkste instrument voor het bewaken van de voortgang zijn 
wekelijkse projectoverleggen. Elke week bepaalt iedere ontwikkelaar de nog uit te voeren 
hoeveelheid werk om het einddoel te behalen. Het uitgangspunt is dat bij vertraging er minder 
dan de geplande functionaliteit wordt opgeleverd in een iteratie in plaats van het later 
opleveren van het geheel. 
Agile RUP artifacts 
Requirements 
Visie document Beschrijft projectdoelen, objecten, product features Tekstdocument 
Use Case Model Beschrijft alle use cases in 1 document met als doel het systeem te 
begrijpen (niet voor de projectplanning), inclusief een prototype of 
schermontwerpen 
Tekstdocument 
Analysis and Design 
Software architecture 
document 
Beschrijft de high level architectuur van de oplossing en het ontwerp 
van het systeem. Bevat enkele UML diagrammen en korte 
beschrijvingen van de belangrijkste functies 
Tekstdocument 




Implementation model Verzameling van alle op te leveren objecten (code, scripts, etc) Sources 
Test 
Defect list Lijst van open en gesloten bevindingen tijdens testproces Tekstdocument 
Deployment 
Release notes Beschrijving van opgeleverde functionaliteit en openstaande 
bevindingen 
Tekstdocument 
Installation artifacts Executables, configuration files, installatie handleidingen etc, 
benodigd om het systeem te installeren. 
ZIP-file 
Configuration and Change management 
Configuration 
management plan 
Beschrijft beleid voor versie beheer, releasemanagement en 
management van wijzigingen. 
Tekstdocument 




Een plan met alle geplande iteraties met voor elke iteraties het doel 
en de geplande start en einddatum 
Tekstdocument 
Iteration plan Een detailplanning voor de komende iteratie, met alle op te leveren 
functionaliteiten (wijzigingsvoorstellen, bugfixes, etc.) 
Tekstdocument 
Iteration assessment Samenvatting en verantwoording van de resultaten per iteratie. Wat 
zijn de behaalde doelen en daadwerkelijk opgeleverde doelen 
Tekstdocument 
Environment 
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Agile RUP artifacts 
Development case Beschrijft hoe RUP is aangepast voor het project (een overzicht van 
opgeleverde artifacts) 
Tekstdocument 
Programming guidelines Richtlijnen voor het coderen Tekstdocument 
Tabel 6.5 Project artifacts per fase (en formaat) 
Om RUP agile toe te passen worden door Hirsch (2002) de volgende suggesties gedaan: 
• Maak een zorgvuldige keuze van een klein aantal op te leveren artifacts en beperk het niveau 
van detail tot het hoogst noodzakelijke. Van de 80 standaard artifacts zijn er voor kleine 
projecten slechts tien tot twaalf echt relevant (zie tabel 6.6). Indien gewenst kan in bepaalde 
fasen, wanneer daar op basis van risico analyse behoefte aan is, meer aandacht besteed worden 
aan bepaalde artifacts. 
• De ‘must haves’ artifacts voor een agile RUP aanpak zijn een software development plan, 
iteration plan, iteration assessment en een architectuur en visie-document. 
• De planning van een iteratie moet de focus leggen op de gewenste resultaten per iteratie en niet 
op de lijst uit te voeren activiteiten. 
• Een iteratieve en incrementele project planning zijn de bepalende succesfactoren voor een 
project vanwege het risico van vage beschrijvingen, wijzigende requirements of unproven 
technologie. 
• Feedback van de klant is veel belangrijker dan gedetailleerde planningen en 
projectmanagement. Iteratief en incrementeel ontwikkelen kunnen het gebrek aan feedback 
niet compenseren. 
• Bij ieder project is het essentieel dat er minimaal één vertegenwoordiger vanuit de 
gebruikersorganisatie voor ten minste 50% beschikbaar is voor het project. 
Hoewel de standaard toepassing van RUP geen agile software development methode is, kan met 
behulp van bovenstaande aanpassingen en de agile principes in het achterhoofd, RUP wel degelijk 
agile toegepast worden. 
Processtrategie EGV 
Het EGV-project wordt geadviseerd gebruik te maken van een agile benadering van RUP, in 
combinatie met een plan-driven benadering van de requirementsfase. Om dit te bereiken is het 
advies aan het EGV-project de bovenstaande suggesties en aanpassingen van Hirsch volledig over te 
nemen. Dat wil zeggen de RUP-fasering, en activiteiten ongewijzigd maar lean uit te voeren en alleen 
de artifacts uit tabel 6.6 op te leveren. 
De geadviseerde plan-driven benadering van de requirementsfase kan worden gerealiseerd door de 
minimale set van artifacts, zoals deze door Hirsch is beschreven in tabel 6.6, in de inception fase uit 
te breiden met de overige RUP-artifacts voor requirements engineering. Tabel 6.6 wordt dan 
aangevuld met de artifacts uit tabel 6.7. 
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Naast een aanvulling op de op te leveren artifacts wordt geadviseerd de rollen die gerelateerd zijn 
een de analyse producten in de inception fase wel te formaliseren, in tegenstelling tot de overige 
rollen. De volgende rollen zullen ten behoeve van de EGV dus expliciet benoemd moeten worden: 
business process analist, business designer, business model reviewer, requirements reviewer, 
system analist, use case specifier en user interface designer. 
Agile RUP artifacts aanvulling ten behoeve van EGV 
Requirements 
Software requirements De specificatie van een eis of een wens waaraan het systeem moet 
voldoen. 
Tekstdocument 
Visie document Beschrijft projectdoelen, objecten, product features Tekstdocument 
Glossary De Glossary bevat alle gebruikte terminologie in het project. Tekstdocument 
Stakeholder requests Elk type wens van een stakeholder (klant, gebruiker, marketing, etc) 
ten aanzien van het systeem of referenties naar externe bronnen 
waaraan voldaan moet worden. 
Tekstdocument 
Storyboard Beschrijft de logische of conceptuele functies voor een specifiek 




Het totaal van alle software requirements voor het gehele systeem of 




Beschrijven aanvullende specificaties die niet direct in een use-case 
specificatie gevat kunnen worden. 
Tekstdocument 
Use Case Model Beschrijft alle use cases in 1 document met als doel het systeem te 





Beschrijft de requiremtents producten, types, attributen, controle en 
report mechanismen en changeprocedures voor requirements. 
Tekstdocument 
Requirements attributes Een verzameling project requirements, attributen en afhankelijkheden 
die ondersteunen bij het beheer van wijzigingen op requirements. 
Tekstdocument 
Tabel 6.6 Aanvullende artifacts ten behoeve van requirements engineering 
Risicostrategie EGV 
In tabel 6.7 zijn voorbeelden van mitigerende maatregelen voor het EGV-project opgenomen 
teneinde het risico uit de agile- en plan-driven risico categoriën te verminderen. 
Mitigation strategies 
Environmental Risks: risico’s uit de omgeving van het project 
E-Technology +++ Opleveren van technologie gedreven prototypes om te bewijzen dat oplossing werkt. 
Project als pilot aanmerken binnen de organisatie. 
E-Coordination + Gebruik maken van geïntegreerde teams, zodat alle stakeholders voldoende 
vertegenwoordigd zijn. 
E-Complexity +++ Zorgen voor vroegtijdige vaststelling van de architectuur van de oplossing met gevalideerde 
en door partijen afgestemde interfaces. 
Agile risk: risico’s specifiek voor het gebruik van agile methoden 
A-Scalability +++ Vaststellen iteraties per stakeholder en uitvoeren van langere iteraties wanneer de omvang 
of de complexiteit groter is. 
A-YAGNI ++++ Gebruik maken van standaard design patterns en aansluiten bij corporate architecturen, 
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Mitigation strategies 
zodat voor alle belanghebbenden een generieke en acceptabele oplossing ontstaat. 
A-Churn ++ Verminderen van het risico van personeelsverloop door backups binnen de projectgroep te 
benoemen of door bijvoorbeeld bonussen in het vooruitzicht te stellen bij het voltooien van 
het project. 
A-Skills +++ Opleiden voldoende medewerkers in agile software development. 
Plan-driven: risico’s specifiek voor het gebruik van plan-driven methoden 
P-Change ++ Uitvoeren van korte iteraties en maken van evenwichtige afwegingen tussen eenvoudig 
ontwerp en generieke oplossingen. 
P-Speed ++ Gebruiken van time-boxing en uitvoeren van korte iteraties. 
P-Emergent +++ Uitvoeren van korte iteraties voor één primaire stakeholder per iteratie. 
P-Skill + Laag risico. 
((-) Minimaal risico; (+) Gemiddeld risico; (++) Serieus beheersbaar risico; (+++) Zeer serieus beheersbaar ricico; (++++) Showstopper) 
Tabel 6.7 Mitigation strategies Project 3 
6.5 Project 4: VA Portal 
Voor het aanvragen en offreren van nieuwe verzekeringen en mutaties kunnen 
verzekeringsadviseurs (VA’s) terecht op een speciale geautoriseerde portal. Via deze VA-portal is het 
mogelijk voor een klant een nieuwe verzekering te berekenen en een offerte uit te brengen. 
Vervolgens kan de offerte na acceptatie via de portal aangevraagd worden. Dit project heeft als doel 
de mutatiestroom op de VA portal verder te digitaliseren. In de huidige situatie dienen 
mutatieformulieren door de VA volledig ingevuld te worden. Deze worden vervolgens via e-mail of 
papieren post naar de kantoren verstuurd. Door de mutatieformulieren via de web-portal vooraf in 
te vullen met de juiste gegevens vanuit de back-office en de mutatie, en vervolgens na aanvulling 
door de VA, vervolgens automatisch in de workflow manager in te schrijven wordt de digitale 
instroom verhoogd. Hierdoor wordt handinvoer op de kantoren aanzienlijk beperkt en de 
foutenkans in grote mate gereduceerd. 
De teamgrootte van het project ligt, afhankelijk van de fase van de project lifecycle waarin het 
project verkeerd,  gemiddeld tussen de 20 en 30 ontwikkelaars. Het betreft een team met 
gemiddelde ervaring waarbij meer dan de helft van het team minimaal drie jaar ervaring heeft. Het 
volledige team is op één locatie gevestigd. Het belangrijkste risico van dit project is het verlies van 
klanten of klanttevredenheid doordat beloften niet nagekomen kunnen worden of dat koppelingen 
naar de back-office onverwachte, geen of onjuiste gegevens weergeven. 
Het ontwikkelen van de VA portal gebeurt voor het grootste deel met behulp van Everest Knowledge 
Framework, een business process management suite voor de ontwikkeling van Java-gebaseerde 
front-office applicaties. De oplossing is ontworpen volgens een serivce oriented architecture (SOA) 
benadering waardoor de backoffice kan worden ontsloten met speciaal hiervoor ontworpen 
services. De software voor front- en backoffice kan hierdoor separaat worden onderhouden. 
Stap 1: Risk analysis 
Risico’s ten aanzien van de omgeving 
De omgevingsrisico’s voor dit project zijn te vinden in alle drie de categorieën. De planning is 
afhankelijk van andere projecten en een zeer serieus risico. De oplevering van een ander 
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infrastructureel project is voorwaardelijk voor het implementeren van de nieuwe versie van de VA 
portal. Daarnaast wordt elders in de organisatie een bedrijfskritisch project uitgevoerd dat voorrang 
krijgt op dit project. Om het risico te beheersen is een goed management van de planning 
noodzakelijk (E-Coordination). 
De introductie van een koppeling tussen een front-office web-based offerte-applicatie en de 
mainframe back-office vormt een serieus maar beheersbaar risico (E-Technology). Op deze schaal is 
echter nog geen vergelijkbare koppeling binnen de organisatie gerealiseerd. De automatisering van 
de mutatie stroom leidt tot een complexe koppeling van een keten van systemen ten behoeve van 
front-office, back-office, workflowmanagement, outputvervaardiging, indexering en archivering. De 
complexiteit van deze keten vereist specifieke maatregelen voor ketenregie (E-Complexity). 
Risico’s ten aanzien van gebruik agile methoden 
Personeelsverloop is het grootste risico ten aanzien van de toepassing van agile methoden. Voor dit 
project wordt gebruik gemaakt van veel ingehuurde medewerkers van een software 
detacheringsbureau. Daarnaast is een belangrijk deel van het programmeren uitbesteed aan een 
externe partij. 
Twee vertegenwoordigers uit de business treden in het project op als gemandateerd gebruiker. Dat 
wil zeggen dat deze namens de opdrachtgever eisen aan de oplossing mogen stellen en beslissingen 
mogen nemen over de te ontwikkelen functionaliteit. De gemandateerde gebruikers zijn echter niet 
direct betrokken is geweest bij het opstellen van de requirements. Tijdens het ontwikkelen en het 
bouwen van het eerste prototype is de kans op het ontwerpen van overbodige functionaliteit 
hierdoor aanzienlijk (A-YAGNI). Vanwege gebrek aan kennis over de verschillende producten hield de 
gebruiker bijvoorbeeld langdurig vast aan de moeilijk te realiseren wens alle producten op hetzelfde 
scherm te tonen. De diversiteit in productkarakteristieken maakte dat dit uiteindelijk technisch te 
complex is gebleken. Vanwege de positie van de gemandateerde gebruiker is hier echter 
onevenredig veel energie in geïnvesteerd. 
De kennis en ervaring met agile methoden is binnen de projectgroep nauwelijks aanwezig en 
daarom een serieus risico. Een ruime meerderheid van de medewerkers moet echter in staat 
worden geacht zich een nieuwe methode eigen te maken. Bijna de gehele projectgroep is ingedeeld 
in de categorieën 1A, 2 en 3 volgens de indeling van Cockburn (zie stap 2). Doordat de organisatie 
meerdere portal-projecten gelijktijdig uitvoert is ze in staat op te schalen als één van de projecten 
daarom vraagt (A-Scalability). 
Risico’s ten aanzien van gebruik plan-driven methoden 
De grootste risico’s bij een plan-driven benadering van dit project zijn de kans op changes en 
voortschrijdend inzicht (P-Change en P-Emergent). De plan-driven benadering zorgt voor een lange 
doorlooptijd. Doordat de opdrachtgever ook langer op het eindresultaat moet wachten ontstaan 
gedurende deze periode nieuwe inzichten en behoeften. De nieuwe inzichten kunnen leiden tot 
kostbare changes laat in het proces. 
Snelheid van oplevering en de ervaring met plan-driven methoden zijn net als bij het EGV project 
beheersbare risico’s met vergelijkbare issues. Een extra complicerende factor bij dit project is de 
afstemming tussen de diverse ketenpartijen. Door deze extra afstemming bestaat de kans op extra 
vertragingen (P-Speed). 
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Het resultaat van de risico-analyse, gebaseed op de antwoorden uit de risicosectie van de vragenlijst, 
van het vierde project is weergegeven in tabel 6.8. 
Risks 
Environmental Risks: risico’s uit de omgeving van het project 
E-Technology ++ Dit project is afhankelijk van een infrastructureel project en is de eerste ervaring met SOA-
based ontwikkeling voor de projectleden 
E-Coordination +++ Afhankelijkheden met andere projecten maken coördinatie tot een serieus risico 
E-Complexity ++ Veel afhankelijkheden tussen de applicaties in de gehele complexe keten 
Agile risk: risico’s specifiek voor het gebruik van agile methoden 
A-Scalability - De projectgroep is in staat op te schalen, applicatie is niet bedrijfskritisch 
A-YAGNI ++ Gemandateerde gebruiker kan niet essentiële functionaliteit eisen 
A-Churn +++ Personeelsverloop is aanzienlijk vanwege gebruik van externe partners en lange duur van 
het project. 
A-Skills ++ Agile skills zijn minimaal aanwezig, projectleden kunnen wel opgeleid worden 
Plan-driven: risico’s specifiek voor het gebruik van plan-driven methoden 
P-Change +++ Verhoogde kans op changes vanwege voortschrijdende inzichten 
P-Speed ++ Snelheid van oplevering wordt belemmerd door afstemming met alle partijen 
P-Emergent +++ Door lange doorlooptijd ontstaat voortschrijdend inzicht 
P-Skill ++ Project heeft ruime ervaring (50% meer dan 3 jaar) met plan-driven methoden 
((-) Minimaal risico; (+) Gemiddeld risico; (++) Serieus beheersbaar risico; (+++) Zeer serieus beheersbaar ricico; (++++) Showstopper) 
Tabel 6.8 Risico-categoriën Project 4: VA Portal 
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Stap 2: Risk comparison 
Uit de samenvatting in tabel 6.8 van de analyse van de risico-categorieën uit de eerste stap blijkt dat 
de plan-driven risico’s duidelijk overheersen. Uit de homeground, weergegeven in figuur 6.5, blijkt 
eveneens een overwegend agile projectprofiel. 
Figuur 6.5 geeft, op basis van de antwoorden op de vragen uit de secties personeel, dynamiek, 


















































































Figuur 6.5 Project homeground Project 4 
Aan het primaire agile risico van eenvoudig ontwerp (A-YAGNI) kan tegemoet gekomen worden door 
voor onderdelen van de VA Portal hergebruik te maken van oplossingen die elders binnen de 
organisatie reeds zijn ontwikkeld of externe universeel toegepaste ontwikkelpatronen te gebruiken. 
Er wordt zo voorkomen dat het ontwerp onnodig complex wordt of dat functionaliteiten die niet 
strikt noodzakelijk zijn onevenredig veel inspanning zullen vergen. 
Het tweede primaire serieuze agile risico is personeelsverloop. Het risico van een hoog 
personeelsverloop is dat onvoldoende vertrouwd kan worden op tacit knowledge. Om verlies van 
kennis te voorkomen gedurende de ontwikkeling zal er dus toch in enige mate gedocumenteerd 
moeten worden. Schaalbaarheid, bedrijfsbelang en kennis van agile methoden en technieken zijn bij 
dit project een lager risico. 
De plan-driven risico’s kunnen opgelost worden door een agile aanpak te kiezen. Door snelle 
iteraties en opleveringen te doen, kunnen changes het hoofd worden geboden en kunnen 
voortschrijdende inzichten direct in volgende iteraties verwerkt worden. 
Het advies voor dit project is een risk based agile aanpak te kiezen. Met uitzondering van  de hoge 
score van personeel dat in categorie 1B valt (40%) heeft dit project een duidelijk agile karakter. De 
categorie 1B-medewerkers kunnen omgeschoold worden in de juiste benodigde ontwikkelmethode 
of vervangen door medewerkers uit de categorie 1A. In tegenstelling tot de eerste drie onderzochte 
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projecten zijn cultuur en dynamiek bij het project VA Portal meer agile. Een geformaliseerde aanpak 
volgens RUP is voor dit project dus niet noodzakelijk. 
Dit team kan bijvoorbeeld gebruik maken van een combinatie van XP en Scum of DSDM. Dit is 
afhankelijk van de kennis en ervaring met agile methoden van de projectleden of dat de 
opdrachtgever bereid is deze kennis in te huren. In verband met het hoge risico van 
personeelsverloop zullen bij de inzet van XP en Scrum maatregelen genomen moeten worden om 
verloop of de gevolgen daarvan te minimaliseren. Door een keuze van DSDM is het risico van 
personeelsverloop beter te ondervangen doordat de eerste fasen, feasibility en business study, 
sequentieel worden uitgevoerd. DSDM sluit waarschijnlijk beter aan bij de huidige plan-driven kennis 
en ervaring die het huidige projectteam reeds bezit. DSDM legt minder nadruk op structuur en 
processen waardoor snellere ontwikkeling mogelijk is. 
Stap 3: Architecture analysis 
Omdat in stap 2 een agile benadering wordt geadviseerd kan stap 3 overgeslagen worden. 
6.6 Project 5: Zorgplicht 
Net als het eerste project UPO wordt dit project gedreven door wetgeving die voortkomt uit onder 
andere de nieuwe Pensioenwet. Volgens de wetgever moet iedere verzekeraar prudent beleggen. 
Daarmee wordt bedoeld dat de instelling verstandig moet beleggen en haar risico's moet spreiden 
zodat een goede uitkering voor de verzekerde op de einddatum niet in gevaar komt. 
Kiest een deelnemer ervoor om zelf verantwoordelijk te zijn, dan moet de pensioenuitvoerder de 
deelnemer adviseren zo te beleggen dat het risico van de beleggingen afneemt naarmate de 
pensioendatum dichterbij komt. De uitvoerder moet ook tenminste jaarlijks onderzoeken of de 
beleggingen binnen de gestelde grenzen blijven. Zo niet, dan moet de uitvoerder de deelnemer 
hierover informeren. Het project Zorgplicht zorgt voor aanpassingen in front- en backoffice voor het 
beleggen in de juiste fondsen en het inventariseren en toetsen van beleggingsprofielen van 
deelnemers. 
Op het moment van het onderzoek bestond de projectgroep uit 3 ontwikkelaars. In de toekomst zal 
de projectgroep groeien tot 10 tot 30 ontwikkelaars verspreid over 2 locaties. De ontwikkeling van 
de front- en back-office vinden op twee verschillende locaties plaats door teams van zowel intern als 
extern ingehuurd personeel. Voor dit project is het niet nakomen van klantbeloften het belangrijkste 
risico, maar ingrijpen van de overheid bij het niet goed nakomen van de zorgplicht is een nog groter 
risico. Klantbeloften zijn onder andere gemaakt met betrekking tot het switchen van beleggingen 
naar de juiste fondsen die aansluiten bij het belegginsprofiel van de klant. Als het project niet op tijd 
slaagt dan lopen zowel de klant als de verzekeraar het risico op koersverlies. 
De ontwikkelomgeving van de front-office is dezelfde als bij het project VA portal. Voor de back-
office wordt gebruik gemaakt van een applicatie die gebouwd is in de Centura Builder 
ontwikkelomgeving. De kennis voor het aanpassen van de back-office software heeft de verzekeraar 
uitbesteed aan een derde partij. De kennis is bij de leverancier echter ook zeer beperkt aanwezig, 
waardoor het aanpassen van de software kostbaar en risicovol is. De software is daardoor in de 
toekomst daarom ook steeds minder goed aanpasbaar. 
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Stap 1: Risk analysis 
Risico’s ten aanzien van de omgeving 
De risico’s ten aanzien van de omgeving zijn goed beheersbaar. De technologische risico’s zijn 
beperkt omdat bestaande front- en back-office systemen worden aangepast waarbij alleen 
bestaande en reeds toegepaste technologie wordt gebruikt (E-Technology, E-Complex). Het 
coördineren van de diverse stakeholders rondom dit project is een beheersbaar probleem (E-
Coordination). Doordat de aanpassingen afgedwongen worden door de wetgever en de stakeholders 
in hoge mate gecommitteerd zijn, worden voldoende mensen en middelen beschikbaar gesteld. 
Risico’s ten aanzien van gebruik agile methoden 
De agile risico’s zijn niet erg hoog. Op het gebied van schaalbaarheid (A-Scale) en het continu blijven 
aanpassen van de applicatie (A-YAGNI) zijn risico’s aanwezig. De risico’s zijn echter niet zo groot als 
het risico op personeelsverloop (A-Churn). De kans is aanzienlijk dat gedurende het project extern 
ingehuurd projectleiders en informatie-analisten vertrekken of dat beschikbare gebruikersinzet 
schaars wordt en het project moet concurreren met andere projecten van hoge prioriteit. Het gevaar 
bestaat dat de ‘tacit knowledge’ van de projectgroep dan verloren gaat. Een laatste risico is net als 
bij de andere onderzochte projecten het gebrek aan kennis op het gebied van agile methoden. Het 
personeel moet in ruime mate in staat worden geacht een nieuwe methode aan te leren. Van het 
personeel valt 70% in de categorieën 1B, 2 en 3 waarin volgens de indeling van Cockburn de 
medewerkers in staat zijn meerdere agile en/of plan-driven methoden toe te passen. 
Risico’s ten aanzien van gebruik plan-driven methoden 
De plan-driven risico’s voor dit project zijn hoger dan de agile risico’s. De opdrachtgever heeft 
behoefte aan snelle resultaten vanwege wettelijke deadlines en beloftes die zijn gedaan aan de 
klanten (P-Speed). Vanwege het voortdurend wijzigen van inzichten ten aanzien van de oplossing (P-
Emergent) wordt de projectgroep geacht te kunnen anticiperen op wijzigingen (P-Change).  
Het evoluerende karakter van de requirements wordt veroorzaakt door de tijdsdruk die op het 
project staat. Bij aanvang van de software ontwikkeling waren de requirements slechts op 
hoofdlijnen gereed. Gedwongen door de harde einddatum is toch gestart met het ontwikkelen van 
die delen waarvoor de requirements het meest helder zijn. 
Op het gebied van kennis en ervaring is er sprake van een serieus risico op het gebied van plan-
driven methoden. Dit risico is aanwezig vanwege het op dit moment ontbreken van ervaren IT-ers. 
Op het moment van onderzoek bestond de project groep voor het belangrijkste deel uit business 
analisten en gebruikers en zijn de systeemontwikkelaars nog ondervertegenwoordigd (P-Skills). 
Het resultaat van de risico-analyse van het vijfde project is weergegeven in tabel 6.9. 
Risks 
Environmental Risks: risico’s uit de omgeving van het project 
E-Technology ++ Bestaande technologie, geen wijzigingen in infrastructuur en applicatie-architectuur 
E-Coordination ++ Verschillende gecommitteerde stakeholders. 
E-Complexity ++ Ontwikkeling in bestaande systeemlandschap, geen nieuwe koppelingen 
Agile risk: risico’s specifiek voor het gebruik van agile methoden 
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Risks 
A-Scalability ++ Opschalen van projectgroep is mogelijk, project is kritisch vanwege voldoen aan wettelijke 
maatregelen 
A-YAGNI ++  
A-Churn +++ Personeelsverloop is risico vanwege grote inzet extern personeel 
A-Skills ++ Agile skills ontbreken 
Plan-driven: risico’s specifiek voor het gebruik van plan-driven methoden 
P-Change ++ Changes zijn te verwachten vanwege globale requirements bij aanvang project 
P-Speed +++ Vanwege naderende wettelijke deadline en klantbeloften is snelheid van oplevering van 
eerste onderdelen op snelst mogelijke termijn gewenst. 
P-Emergent +++ Requirements zijn nog voortdurend in ontwikkeling. De definitieve oplossing was nog niet 
bekend bij aanvang van het project. 
P-Skill +++ Plan-driven skills in beperkte mate aanwezig vanwege, vooralsnog, beperkte inzet van 
systeemonwtikkelaars. 
((-) Minimaal risico; (+) Gemiddeld risico; (++) Serieus beheersbaar risico; (+++) Zeer serieus beheersbaar ricico; (++++) Showstopper) 
Tabel 6.9 Risico-categoriën Project 5: Zorgplicht 
Stap 2: Risk comparison 
Voor het project Zorgplicht overheersen in hoge mate de plan-driven risico’s. Uit het risicoprofiel in 
tabel 6.9 blijkt dat met name snelheid, voortschrijdend inzicht en het ontbreken van plan-driven 
kennis en ervaring als grootste riciso-categorieën worden onderscheiden. Dit komt ook in hoge mate 
overeen met de homeground van het project, zoals weergegeven in figuur 6.6. 
Figuur 6.6 geeft, op basis van de antwoorden op de vragen uit de secties personeel, dynamiek, 


















































































Figuur 6.6 Project homeground Project 5 
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De belangrijkste primaire plan-driven risico’s zijn snelheid van opleveren en het feit dat de 
requirements nog niet voldoende duidelijk zijn vanwege voortdurend wijzigende inzichten. De keuze 
voor een agile benadering is een goede maatregel om deze risico’s te verminderen. Immers door 
iteratief te ontwikkelen op requirements die wel duidelijk zijn kan er sneller opgeleverd worden en 
kunnen de overige requirements steeds scherper worden gemaakt. Het project is hiermee ook goed 
voorbereid op te verwachten wijzigingen van reeds geïmplementeerde requirements gedurende de 
ontwikkeling. Het gebrek aan kennis en ervaring in plan-driven methoden wordt op dit moment als 
een tijdelijk risico ervaren omdat er sprake is van onderbezetting. In het vervolg van het traject zal 
de projectgroep uitgebreid worden met nieuwe medewerkers met deze kennis. 
De agile risico’s zijn in grote mate beheersbaar. Het risico van personeelsverloop verdient echter 
zeer serieuze aandacht. Net als het project VA Portal kan er onvoldoende worden vertrouwd op 
‘tacit knowledge’ en dient er in voldoende mate gedocumenteerd te worden om verlies van kennis 
te voorkomen. Daarnaast is onvoldoende kennis van agile software development aanwezig. 
Een confrontatie van de project homeground en de geïnventariseerde risico´s leidt tot de conclusie 
dat een risk based agile benadering het best aansluit bij dit project. Echter hiervoor zijn wel extra 
maatregelen nodig op het gebied van opleiding van personeel en cultuur. Net als bij het project UPO 
wordt de cultuur als geformaliseerd ervaren. Het advies voor dit project is dan ook eveneens een risk 
based agile aanpak volgens RUP te kiezen. De methode sluit het best aan bij de geformaliseerde 
cultuur en biedt voldoende ruimte voor een agile aanpak en biedt daarvoor ook concrete sturing en 
richtlijnen. 
Stap 3: Architecture analysis 
Omdat in stap 2 een agile benadering wordt geadviseerd kan stap 3 overgeslagen worden. 
6.7 Project 6: Beleggingskoopsom 
De Beleggingskoopsom is een nieuw type koopsomproduct op basis van beleggingen met een 
gegarandeerde uitkering. Het doel van het project is het vernieuwen van de bestaande 
beleggingsproducten zodat deze voldoen aan de verwachtingen van deze tijd. Door middel van 
hedging is het bij dit beleggingsproduct mogelijk een gegarandeerd rendement te halen en 
koersverlies te voorkomen. Hier staat tegenover dat de verzekering voor een vaste periode 
afgesloten dient te worden. 
De ontwikkeling wordt uitgevoerd door een omvangrijk team van meer dan 100 in- en externe 
softwareontwikkelaars verspreid over meerder locaties in verschillende landen. Naast 
implementatie van het product in het huidige pakket is er onder andere een aparte interface 
ontworpen ten behoeve van de hedging met een fondsadministratie van een ING onderdeel in 
Amerika. Het grootste risico van dit project is derving van inkomsten van de onderneming. Dit 
product vervangt bestaande producten waarvan de verkoop inmiddels gestopt is. Een succesvolle 
implementatie van het nieuwe product is essentieel voor het marktaandeel van de organisatie. 
De ontwikkelomgeving van de front-office is ook bij dit project dezelfde als bij het project VA portal. 
Voor de back-office wordt gebruik gemaakt van een web-based pakketapplicatie gebouwd in Java. 
De software wordt door de leverancier in Engeland aangepast op basis van aangeleverde 
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requirements en work-packages. De leverancier is goed in staat de software aan te passen aan de 
wensen van de klant. 
Stap 1: Risk analysis 
Risico’s ten aanzien van de omgeving 
Het project beleggingskoopsom is een omvangrijk project met grote belangen. Er wordt een nieuw 
product, met unieke kenmerken, op de Nederlandse verzekeringsmarkt gezet. De omgevingsrisico’s 
van dit project zijn erg groot. Naast commerciële vernieuwing wordt er in dit project ook op 
technologisch vlak vernieuwd. Dit product wordt door middel van ‘Straight Through Processing’ 
(STP) in de systemen verwerkt. ‘Straight Through Processing’ (STP) is een term die aangeeft dat een 
opdracht automatisch verwerkt kan worden zonder menselijke tussenkomst. Een voorbeeld van één 
van de meest gebruikte STP-opdrachten is voor enkelvoudige overboekingen tussen twee 
bankrekeningen. 
Een groot risico voor dit project is de inzet van Tibco-software als middleware voor een Service 
Oriented Architecture (SOA) en voor de regie van de straight through processing (STP) workflow over 
de keten van gekoppelde systemen (E-Technology). De koppeling van de gehele keten vanaf het 
moment van aanvraag van de offerte tot en met inschrijving van de opdracht in de 
workflowmanager en verwerking in de verzekeringstechnische administratie leidt tot grote 
complexiteitsrisico’s (E-Complex). 
Een minder groot, maar niet onbelangrijk, risico is de coördinatie van de verschillende partijen die in 
dit project met elkaar moeten samenwerken. Teneinde optimale straight throug processing te 
realiseren worden systemen aan elkaar gekoppeld die voorheen niet met elkaar communiceerden. 
Het leggen van deze nieuwe interfaces vergt een goede afstemming. De meest risicovolle koppeling 
is de interface met de hedging software in Amerika (E-Coordination). 
Er is sprake van één duidelijke primaire stakeholder, die alle andere stakeholders vertegenwoordigt. 
Risico’s ten aanzien van gebruik agile methoden 
De risico’s op het gebied van schaalbaarheid en bedrijfsbelang bij het gebruik van agile methoden 
worden enorm hoog. Een omvangrijk traject betekent grote risico’s op het gebied van 
schaalbaarheid en YAGNI. De kosten van late wijzigingen zullen veel hoger zijn dan vroegtijdige 
wijzingen (A-Scalability) omdat wijzigingen gevolgen kunnen hebben voor meerdere onderdelen van 
het systeem. Eenvoudig ontwerp is in dit project daarom niet op alle aspecten haalbaar (A-YAGNI). 
Door de omvang, diversiteit van competenties en het normale personeelsverloop vanwege de inzet 
van extern ingehuurd personeel, subcontractors en uitbesteding van werkzaamheden is het niet 
haalbaar afhankelijk te zijn van tacit knowledge (A-Churn). Dit maakt dat extra documentatie en 
vastlegging noodzakelijk is. Vanwege de grote afhankelijkheid van diverse ketenpartijen is het ook 
niet haalbaar om met hoge regelmaat nieuwe releases te implementeren. 
Het grootste risico is het ontbreken van kennis van agile technieken. Hoewel er binnen de 
projectgroep wel enige ervaring is opgedaan met Rational Unified Process (RUP), is deze kennis 
beperkt. Dit gebrek wordt voor dit project als showstopper risk ervaren (A-Skills). 
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Risico’s ten aanzien van gebruik plan-driven methoden 
Changes en voortschrijdende ontwikkelingen bemoeilijken de complexe planning. Changes worden 
daarom als een groot en kostbaar risico gezien (P-Change, P-Emergent). Deze risico’s zijn echter 
beheersbaar doordat een formele wijzigingsprocedure van toepassing is. De stakeholder is zich ten 
zeerste van dit risico bewust en is terughoudend met het aanvragen en honoreren van wijzigingen 
en wijzigingsvoorstellen. 
Door de ambitieuze planning en de commerciële tijdsdruk om als eerste een dergelijk product op de 
markt te brengen ontstaat behoefte aan duidelijke plan-driven ontwerpen enerzijds en een risico op 
te gedetailleerde plannen en specificaties anderzijds. Als de kwaliteit van de beschrijving van de 
interfaces tussen alle ketenpartijen onvoldoende is, zal dit onvermijdelijk vertraging en rework tot 
gevolg hebben. Hier staat tegenover dat overmatige planning en specificaties ertoe kan leiden dat 
vanwege de dynamiek van requirements, technologie en de omgeving aanpassingen in deze plannen 
tot vertraging leiden (P-Speed). 
Het resultaat van de risico-analyse, naar aanleiding van het praktijkonderzoek, van het zesde project 
is weergegeven in tabel 6.10. 
Risks 
Environmental Risks: risico’s uit de omgeving van het project 
E-Technology ++++ Gebruik van SOA en ketenintegratie met inzet van nieuwe technologie. Inzet van nieuwe 
technologie is een voorwaarde voor succes. 
E-Coordination +++ Aftstemming tussen de vele partijen en systemen is een serieus maar beheersbaar risico. 
E-Complexity +++ Complexe keten met veel partijen ook buiten Nederland 
Agile risk: risico’s specifiek voor het gebruik van agile methoden 
A-Scalability +++ Schaalbaarheid is niet eenvoudig bij een omvangrijk ketenbreed project 
A-YAGNI +++ Eenvoudig ontwerp is niet goed te verenigen met omvang van het project 
A-Churn +++ Het regelmatige verloop van personeel is een risico voor vertrouwen op tacit knowledge. 
A-Skills ++++ Kennis en ervaring met agile methoden ontbreekt. 
Plan-driven: risico’s specifiek voor het gebruik van plan-driven methoden 
P-Change + Changes vormen klein risico vanwege noodzaak tot snelheid van opleveren 
P-Speed ++++ Grootste risico is vertraging, waardoor concurrenten eerder kunnen zijn 
P-Emergent + Voortschrijdend inzicht is beperkt vanwege uitgebreid vooronderzoek 
P-Skill ++++ Plan-driven skills zijn aanwezig, maar vormen een risico vanwege behoefte aan snelle 
opleveringen. 
((-) Minimaal risico; (+) Gemiddeld risico; (++) Serieus beheersbaar risico; (+++) Zeer serieus beheersbaar ricico; (++++) Showstopper) 
Tabel 6.10 Risico-categoriën Project 6: Beleggingskoopsom 
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Stap 2: Risk comparison 
Uit de analyse van de risico´s blijkt dat het project beleggingskoopsom een project is met een hoog 
risicogehalte. Zowel de agile als de plan-driven risico’s zijn erg hoog. Op basis van de risico-
categorieën uit tabel 6.10 overheersen de agile risico’s. Hoewel ook snelheid van opleveren een 
plan-driven showstopper risico is. Echter alle agile risico-categorieën zijn zeer serieuze risico’s. 
Figuur 6.7 geeft, op basis van de antwoorden op de vragen uit de secties personeel, dynamiek, 



















































































Figuur 6.7 Project homeground Project 6 
De homeground sluit aan bij de conclusie uit de risico-analyse dat de agile risico’s overheersen. Op 
vier van de zes assen heeft het project duidelijk plan-driven kenmerken. 
Stap 3: Architecture analysis 
Omdat in stap 2 een plan-driven benadering wordt geadviseerd kan stap 3 overgeslagen worden. 
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6.8 Samenvatting en conclusies 
Tabel  6.11 bevat de samenvatting van de toepassing van stap 1 op alle projecten. In deze stap zijn 
de scores van omgevingsrisico´s en de agile en plan-driven risico’s vastgesteld. 
Risks 
Project UPO Pensioen 
Administratie 
EGV VA Portal Zorgplicht Beleggings 
koopsom 
Environmental risks 
E-Technology ++ + +++ ++ ++ ++++ 
E-Coordination +++ ++++ + +++ ++ +++ 
E-Complexity +++ ++ +++ ++ ++ +++ 
Agile risks 
A-Scalability ++ - +++ - ++ +++ 
A-YAGNI ++ ++ ++++ ++ ++ +++ 
A-Churn + ++ ++ +++ +++ +++ 
A-Skills +++ ++++ +++ ++ ++ ++++ 
Plan-driven risks 
P-Change +++ +++ ++ +++ ++ + 
P-Speed +++ ++ ++ ++ +++ ++++ 
P-Emergent +++ +++ +++ +++ +++ + 
P-Skill + ++ + ++ +++ ++++ 
((-) Minimaal risico; (+) Gemiddeld risico; (++) Serieus beheersbaar risico; (+++) Zeer serieus beheersbaar ricico; (++++) Showstopper) 
Tabel 6.11 Samenvatting risico categorien onderzochte projecten 
Analyse van de risico’s 
Voor de projecten UPO en Pensioenadministratie overheersen de plan-driven risico’s. Hierdoor is 
een agile benadering geadviseerd. Op basis van de analyse van de project homeground is 
geadviseerd een geordende methode te kiezen die aansluit bij de cultuur van het project. Vanwege 
gebrek aan agile skills, showstopper voor de Pensioenadministratie, is een goede opleiding van 
medewerkers wel een vereiste. 
Voor de EGV werd vooraf een agile homeground verwacht, maar uit de risico analyse blijkt dat de 
agile risico’s overheersen. De homeground geeft ook een plan-driven karakter weer. Het advies is 
gebruik te maken van RUP. RUP is in principe een plan-driven methoden, maar kan aangepast 
worden aan een meer agile benadering. 
Het VA Portal project heeft alle kenmerken van een agile project. Er is geadviseerd een agile 
benadering te kiezen. De plan-driven risico’s overheersen en ook de home ground vertoont een agile 
patroon. Het advies voor dit project is ook een agile ontwikkelmethode toe te passen als XP in 
combinatie met Scrum of DSDM. 
Voor de Zorgplicht overheersen de plan-driven risico’s. In verband met de heersende geordende 
cultuur binnen het project wordt geadviseerd RUP te gebruiken. RUP kan binnen een agile 
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benadering toegepast worden, en biedt concrete richtlijnen voor toepassing. Het project 
Belegginskoopsom kent dermate hoge risico’s en een plan-drive homeground dat een plan-driven 
benadering is geadviseerd. 
Conclusies 
Als we alle projecten in zijn geheel beschouwen kunnen we vier overkoepelende conclusies trekken 
die in meer of mindere mate van toepassing zijn op alle projecten. 
 
Figuur 6.8 Gecombineerde home ground van alle projecten 
1. Omvang en bedrijfsbelang 
Voor aanvang van het onderzoek was de verwachting dat een grote bureaucratische ondermening 
veel grote en omvangrijke en bedrijfskritische projecten uit zou voeren, waarbij veel ontwikkelaars 
betrokken zouden zijn. De algemene veronderstelling dat agile software development alleen in 
kleine projectomgevingen van toepassing zou zijn, zou leiden tot de conclusie dat agile software 
development voor dergelijke organisaties niet geschikt zou zijn. 
Uit het onderzoek is echter gebleken dat van de zes onderzochte projecten er vijf een omvang 
hebben van minder dan 30 systeemontwikkelaars. Alleen het zesde project met betrekking tot de 
beleggingskoopsom heeft een omvang van 100 ontwikkelaars. Op de gehanteerde schaal voor 
bedrijfsbelang scoren alle projecten gemiddeld: essential funds. Hieruit kan geconcludeerd worden 
dat agile development toch een optie kan zijn voor een grote ondernemingen in de financiële sector. 
2. Dynamiek en cultuur 
Tijdens het onderzoek werd een belangrijke bevinding gedaan ten aanzien van het aspect dynamiek. 
Dynamiek bleek tijdsgebonden, dat wil zeggen dat de mate waarin de requirements wijzigen 
afhankelijk is van de fase waarin het project verkeert. De onderzochte projecten verkeerden niet 
allen in dezelfde fase waardoor de resultaten in eerste instantie moeilijk vergeleken konden worden. 
Hierop is de vragenlijst voor aanvang van het onderzoek nog aangepast.  
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Na het onderzoek bleek dat de score op dynamiek binnen de projecten varieerde van één tot tien 
procent, met uitzondering van het VA Portal project (20%). Dit was tegen de verwachting in, omdat 
binnen de projecten algemeen werd aangenomen dat de requirements veel aan wijzigingen 
onderhevig zijn. Dit blijkt in de praktijk dus veelal beperkt tot hooguit 10%. Een agile methode is 
echter in staat in te springen op een veel hogere mate van dynamiek. 
Voor vier van de zes de projecten geldt dat de cultuur als zeer geordend wordt ervaren (chaos versus 
order < 30%). Binnen de projecten VA Portal en Pensioenadministratie is de verhouding minder 
geordend: 50%. Agile development is minder geschikt in een geordende cultuur. Voor een 
succesvolle inzet van agile software development is het essentieel dat binnen de projecten waar dit 
toepast zal worden, dus eerst een cultuuromslag plaatsvindt. 
Samenvattend blijkt uit het onderzoek, deels tegen de verwachting in, dat binnen de onderzochte 
projecten een geordende en weinig dynamische cultuur wordt ervaren. Bij de toepassing van agile 
software development past een minder geordende en dynamische cultuur. De schijnbare 
tegenstelling is dat de cultuur minder formeel moet worden en de dynamiek van buiten het project 
en de organisatie, binnen het project doorgetrokken en ondersteund moet worden. 
3. Personeel 
De voorlaatste conclusie betreft de agile skills (A-Skills) van het personeel. In alle onderzochte 
projecten wordt dit als een zeer serieus of zelfs in twee projecten een showstopper risico 
beoordeeld. Dit betekent dat de huidige populatie niet over voldoende skills bezit om een agile 
software development methode toe te passen. Anderzijds blijkt dat voor alle projecten meer dan 
25% van het personeel in de categorie 2 en 3 valt, volgens de indeling van Cockburn. Bij drie 
projecten betreft dit zelfs meer dan 35%. Hieruit kunnen we de conclusie trekken dat het personeel 
in staat moet worden geacht meerdere methoden toe te kunnen passen en in staat moet zijn zich, 
met de juiste opleiding, een nieuwe methode eigen te maken. 
4. Plan-driven naast agile software development 
Gedurende het onderzoek is vast komen te staan dat vanwege de diversiteit aan projecten ook 
diverse benaderingen van software development gekozen kunnen worden. Er is geen ‘silver bullet’: 
een methode die in alle situaties voorziet. Dit houdt in dat de organisatie meerdere methoden 
tegelijkertijd (gecombineerd)  toe moet kunnen passen. De geordende cultuur vereist in veel 
projecten een agile methode die hierop aansluit. Bij vier projecten wordt overduidelijk een agile 
aanpak aanbevolen, tegen één overduidelijk plan-driven situatie. Het EGV project is gebaat bij een 
combinatie van agile en plan-driven methoden. 
Met Rational Unified Process (RUP) kan de organisatie een eerste stap richting agile software 
development naast plan-driven ontwikkeling zetten. Deze methode is van origine geen agile 
methode, maar uit de literatuur (Hirsch, 2002) blijkt dat RUP wel degelijk in een agile omgeving 
ingezet kan worden. De projecten kunnen bij aanvang beoordelen op welke wijze de methode 
toegepast en aangepast zal worden en in hoeverre van de plan-driven aanpak afgeweken kan 
worden. 
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SWOT-analyse 
Afsluitend aan het onderzoek is het panel dat deel heeft genomen aan het onderzoek gevraagd naar 
de sterke en zwakke punten van het inzetten van agile software development methoden in hun 
projecten. De resultaten hiervan zijn weergegeven in tabel 6.12. 
 Strenghts Weaknesses 
1.  Resultaten die aansluiten bij de wensen van de 
klant 
De huidige mindset en projectsturing van 
traditionele verzekeringsmaatschappijen is veelal 
niet op ingericht op agile ontwikkeling 
2.  Kosten en doorlooptijd worden beter beheersbaar Het beheersinstrumentatium voor projecten 
binnen NN sluit niet aan bij agile projectvoering. 
3.  Verhogen van betrokkenheid klanten en andere 
stakeholders 
Goldplating wordt in de hand gewerkt met ‘scope 
creeping’ als mogelijk gevolg 
4.  Snellere oplevering Projectleden zijn niet altijd verantwoordelijk voor 
het eindresultaat 
5.  Oplevering van werkende software Het eindresultaat wordt minder voorspelbaar 
6.  Betere projectbeheersing door risico- en 
issuemanagement 
Personeel is onvoldoende opgeleid in gebruik 
agile methoden 
7.  Betere communicatie tussen opdrachtgever en 
binnen project 
Personeel heeft traditionele focus 
8.  Gemakkelijkere toepassing van geldende 
projectmanagment-tools, zoals Theorie of 
Constraints (TOC) en Advanced Management 
System (AMS) 
 
Tabel 6.12 Analyse van strengths, weaknesses, oppurtunities and threaths 
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7 Conclusies en aanbevelingen 
Dit laatste hoofdstuk bevat de conclusies van het onderzoek naar de toepasbaarheid van agile 
software development bij een verzekeringsmaatschappij. In dit hoofdstuk worden eerst de 
belangrijkste bevindingen beschreven. Daarnaast vindt reflectie op en evaluatie van het uitgevoerde 
onderzoek en de bevindingen plaats. Tenslotte wordt dit hoofdstuk afgesloten met aanbevelingen 
voor nader vervolgonderzoek en verbeterpunten voor systeemontwikkeling bij 
verzekeringsmaatschappijen. 
7.1 Conclusies van het onderzoek 
Het onderzoek is gestart vanuit het perspectief dat moderne software development in toenemende 
mate vraagt om snellere oplevering van software en continu aan wijzigingen onderhevig is. De 
traditionele wijze van plan-driven software development wordt hierbij regelmatig als een 
belemmering ervaren. Het resultaat van dit onderzoek is een methode waarmee beoordeeld kan 
worden in welke situaties agile software development succesvol toegepast kan worden, door 
traditionele verzekeringsmaatschappijen, om aan de nieuwe eisen tegemoet te komen. 
Het eerste deel van het onderzoek bestaat uit de uitgevoerde literatuurstudie, met als doel een 
kader te vormen van het begrip agile software development. In het tweede, derde en vierde 
hoofdstuk is het resultaat hiervan beschreven. Opvallend is dat er diverse auteurs schrijven over 
agile software development en vergelijkende studies hebben uitgevoerd, maar een eenduidige 
definitie van het begrip ontbreekt. Er is een agile manifest met principes en waarden waaraan 
methoden moeten voldoen om agile genoemd te kunnen worden. Deze principes zijn echter meer 
´richtlijnen en uitgangspunten´ dan daadwerkelijk meetbare criteria. De begripsomschrijving van 
Strode (2005), opgenomen in paragraaf 2.2, komt het dichtst in de buurt van een defintie en is in het 
vervolg van het onderzoek als zodanig gehanteerd. 
De focus en de belangrijkste kenmerken van agile en licht-gewicht methoden zijn eenvoud en 
snelheid. De ontwikkelaars richten zich primair op het ontwikkelen van de meest noodzakelijke 
functionaliteit en leveren dit snel op. Vervolgens wordt feedback verzameld en op basis hiervan 
weer verder ontwikkeld. De auteurs hebben verschillende visies op agile software development, 
maar zijn het wel eens over onderstaande vijf kenmerken van agile software development. 
• incrementeel (kleine software releases met snelle oplevercycli) 
• coöperatief (klant, gebruikers en ontwikkelaars werken constant samen) 
• eenvoudig (methoden zijn eenvoudig en snel aan te leren en aanpasbaar) 
• adaptief (op het laatste moment worden wijzigingen geaccepteerd en doorgevoerd) 
• lean (processen worden ontdaan van overbodige activiteiten) 
De ‘state of the art’ van agile software development wordt samengevat weergegeven in de 
‘evolutionary map of agile methods’ van Abrahamsson (figuur 2.2 uit paragraaf 2.5). Deze figuur 
geeft een overzicht van het agile methoden landschap door de jaren heen. In de bestudeerde 
literatuur worden twaalf software development methoden als agile geïdentificeerd. Over deze 
methoden is voor het eerst gepubliceerd tussen 1997 en 2003. Dit overzicht is gebaseerd op basis 
van de onderzoeken van Highsmith (2002), Abrahamsson (2002), Abrahamsson (2003), Williams 
(2004) en Strode (2005). Vanwege het ontbreken van een eenduidige definitie is er, tussen de 
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auteurs onderling, geen overeenstemming over een volledige lijst van agile software development 
methoden en hanteert elke auteur zijn eigen overzicht.  
In dit onderzoek zijn de, volgens heb, belangrijkste zes methoden onderzocht: Extreme 
Programming, Crystal Methods, Scrum, Rational Unified Proces, Dynamic Systems Development 
Method en Adaptive Software Development. Er is voor deze methoden gekozen omdat deze door 
alle auteurs zijn beschreven en als meest agile worden ervaren. Het onderzoek is beperkt tot 
methoden waarover tot 2005 is gepubliceerd. Vanwege de relatief jonge agile discipline ontstaan er 
nog steeds nieuwe methoden of variaties op bestaande methoden. De poging om de methoden in 
paragraaf 4.8 in tabel 4.10 te ranken naar meest agile ontwikkelmethode op basis van een algemeen 
profiel van de methoden is uiteindelijk niet goed geslaagd vanwege het ontbreken van 
onderliggende meetgegevens en de relatieve schaal van de profielen. 
De verschillen tussen agile en traditionele (plan-driven), iteratieve en incrementele 
systeemontwikkeling zijn beschreven in paragraaf 3.2. De belangrijkste verschillen met plan-driven 
methoden zijn: snelheid en iteratief ontwikkelen, het inspelen op voortschrijdend inzicht en 
wijzigingen en het belang van tacit knowledge en lean processen boven documentatie en procedures 
(zie tabel 3.1). De drie belangrijke verschillen ten opzichte van iteratieve en incrementele methoden 
zijn de kortere iteraties, striktere timeboxes en de nadruk op samenwerking tussen alle teamleden. 
Oorspronkelijk maakte de positie van software requirements engineering onderdeel uit van de 
onderzoeksvraag. Gebleken is echter dat requirements engineering als integraal onderdeel van de 
totale project life-cycle van een ontwikkelmethode moet worden gezien en niet los staat van de 
overige ontwikkelfasen. Het is daarom niet zinvol alleen agile requirements development toe te 
passen, maar altijd de gehele life-cycle te beschouwen. 
Uit de bestudering van de literatuur is gebleken dat er geen ‘silver bullet’ is. Er is geen agile of plan-
driven methode die in alle situaties het meest geschikt is. Agile methoden proberen in te spelen op 
wijzigingen en snel resultaat te behalen door te investeren in tacit knowledge, maar zijn minder 
geschikt voor complexe en omvangrijke bedrijfskritische projecten. Plan-driven methoden spelen in 
op wijzigingen door vroegtijdig vaststellen van requirements en changes vervolgens te vermijden. 
Deze methoden borgen informatie door documentatie. Er zal dus afhankelijk van de situatie een 
keuze gemaakt moeten worden voor een agile of plan-driven benadering. 
Het tweede deel van het onderzoek bestaat uit het praktijkonderzoek dat is uitgevoerd bij een 
verzekeringsmaatschappij. Het afstudeeronderzoek heeft geleid tot de ontwikkeling en toepassing 
van een op risicomanagement gebaseerde methode voor projecten om vooraf een 
ontwikkelstrategie te bepalen op basis van een agile, plan-driven of gecombineerde benadering. De 
methode is gebaseerd op de risicomanagment methode, ontwikkeld door Boehm en Turner. De kern 
van de methode is een risico-analyse en –vergelijking met behulp van het opstellen van een risk-
exposure profiel en een project homeground, dat in een 6-assig radardiagram wordt weergegeven, 
zoals afgebeeld in figuur 7.1. Als de afbeelding van het project op de homeground zich concentreert 
rond het centrum van de radar is er sprake van een agile project. Plan-driven projecten worden langs 
de randen van de radardiagram weergegeven.  
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Figuur 7.1 Zes-assige home-ground van een agile (l) en een plan-driven project (r) 
Voorafgaand aan het praktijkonderzoek zijn een viertal tekortkomingen van de risicomanagment 
methode van Boehm en Turner geconstateerd en aangepast, zoals beschreven in paragraaf 5.7. De 
aangepaste versie van de risicomanagment methode is succesvol toegepast op zes projecten bij de 
casusorganisatie, zoals samengevat weergegeven in figuur 7.2. Voor het verzamelen van informatie 
om de methode toe te passen is, met toestemming van Strode, gebruik gemaakt van een aangepaste 
versie van de vragenlijst die Strode tijdens haar onderzoek naar de toepassing van agile methoden in 
2005 heeft gebruikt (zie Bijlage C).  
 
Figuur 7.2 Gecombineerde home-ground van de zes onderzochte projecten 
Het resultaat van het onderzoek is dat van de zes onderzochte projecten is vastgesteld dat in vier 
projecten de plan-driven risico’s overheersen en een agile aanpak dus succesvol kan zijn. Bij één 
project is gebleken dat geen van beide risico categroriën overheersen en één project heeft duidelijk 
plan-driven kenmerken.  
Een opvallende conclusie is dat de zes projecten op de aspecten personeel, bedrijfsbelang en 
omvang, met uitzondering van één project, allen agile kenmerken bevatten. Tegen de verwachting in 
blijkt dus dat projecten bij verzekeringsmaatschappijen kleiner en minder bedrijfskritisch zijn dan 
vooraf was verondersteld. Dynamiek en cultuur daarentegen zijn echter in de meerderheid van 
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projecten in hoge mate plan-driven te noemen. Voor een succesvolle implementatie van agile 
software development zullen op deze gebieden dus eerst maatregelen genomen moeten worden. 
Vanwege de geformaliseerde en geordende cultuur en de, onverwacht, lage mate van dynamiek zal 
er binnen de casus-organisatie behoefte zijn aan agile methoden die concrete richtlijnen en 
ondersteuning bieden. Uit figuur 2.2 blijkt dat van de zes belangrijkste methoden RUP het beste bij 
deze situatie aan zal sluiten. Hoewel RUP door auteurs vaak niet als agile methode wordt 
beschouwd, kan RUP wel degelijk agile ingezet worden volgens Hirsch (2002). Bij de onderzochte 
projecten kan dit juist een voordeel zijn omdat hiermee de methode houvast biedt om agile risks, 
zoals A-YAGNI, te verlagen. RUP kan indien gewenst in bepaalde fasen van het ontwikkeltraject naar 
keuze meer of minder agile ingezet worden. In paragraaf 6.4 is in de derde en vierde stap van de 
risicomanagment methode hiervan een voorbeeld gegeven voor het EGV project. 
Voor de ontwikkeling van de VA Portal project kan een combinatie van XP en Scrum of DSDM 
overwogen worden. Dit project heeft volgens de methode van Boehm en Turner de meest agile 
kenmerken van de onderzochte projecten. Dit project scoort ook op dynamiek en cultuur in hoge 
mate agile en kan met één van de meest agile methoden uitgevoerd worden. 
Een traditionele verzekeringsmaatschappij heeft dus zowel plan-driven als agile methoden nodig en 
zal afhankelijk van de aard en de kenmerken van een project moeten beslissen of een agile of plan-
driven aanpak of een combinatie van beiden het meest succesvol zal zijn. Uit het onderzoek is 
gebleken dat verzekeringsmaatschappijen zowel kleine projecten, die goed geschikt zijn voor agile 
software development uitvoeren, als grote projecten die een geformaliseerde plan-driven aanpak 
vereisen. 
Samenvattend heeft het onderzoek tot de volgende vijf belangrijkste conclusies geleid: 
• Er is geen eenduidige definitie van agile software development en visie van auteurs op agile 
software development 
• De balans tussen de risico’s en de homeground van een project zijn bepalend voor de 
ontwikkelstrategie 
• De toekomst van software develoment vereist zowel plan-driven als agile methoden 
• De toepassing van de aangepaste risicomanagment methode is een goede methode om een 
keuze te maken tussen een agile of plan-driven benadering van een project 
• Verzekeringsmaatschappijen kunnen, naast de toepassing van agile methoden, winst halen op 
de aspecten personeel, cultuur, dynamiek, communicatie en verwachtingsmanagement 
7.2 Aanbevelingen voor vervolg 
Het praktijkonderzoek is beperkt tot zes projecten binnen één organisatie, waar de auteur werkzaam 
was. Hierdoor was de toegang tot de projecten eenvoudiger, maar is dus geen breder onderzoek 
gedaan over organisaties heen en is niet gestreeft naar hogere kwantiteit door een groter aantal 
projecten te onderzoeken. Bij de selectie van de projecten is wel vooraf zorgvuldig naar de 
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kenmerken van de projecten gekeken. Vanwege het beperkte aantal cases, kunnen de conclusies bij 
breder onderzoek echter anders zijn. 
Vanuit academisch perspectief is het daarom zinvol het onderzoek te herhalen binnen andere 
financiële instellingen en verzekeringsmaatschappijen teneinde de conclusies in breder verband te 
valideren. Daarnaast is het zinvol een bredere studie te doen naar de definitie en criteria van agile 
software development om een eenduidig overzicht van alle bestaande agile development methoden 
vast te kunnen stellen. 
Voor de verzekeringsmaatschappijen is het aan te bevelen nader onderzoek te doen naar de 
geschiktheid van de specifieke agile methoden binnen de specifieke organisatie. In dit onderzoek zijn 
suggesties gedaan op high level kenmerken van de methoden. Extra onderzoek naar de keuzen van 
de juiste methode en de wijze van implementatie is noodzakelijk voor een succesvol vervolg. 
De systeemontwikkeling bij verzekeringsmaatschappijen kan verbeterd worden door aandacht te 
besteden aan vier factoren: 
• Als eerste zal ieder project in de opstartfase een ontwikkelstrategie vast moeten stellen. Met 
behulp van het risk assessment en de risicomanagment methode kan bepaald worden in welke 
mate het project agile uitgevoerd kan worden en kan vervolgens de software development life 
cycle aangepast worden aan de specifieke situatie. 
• Ten tweede zullen agile skills op orde moeten worden gebracht (A-Skills). Dit kan door middel 
van opleiding in combinatie met inhuur van externe kennis. Uit het onderzoek is gebleken dat 
het personeel voldoende in staat moet worden geacht met nieuwe en meerdere methoden om 
te kunnen gaan. 
• Ten derde zal de organisatie de focus moeten verleggen van het vooraf tot in detail vaststellen 
van alle requirements naar het meer dynamisch omgaan met requirements. Vooraf staan niet 
alle eisen en wensen van de klant vast en hierop moet de systeemontwikkeling leren in te 
spelen. 
• Als laatste is het essentieel aandacht te besteden aan de cultuur binnen de organisatie. Binnen 
de projecten wordt de cultuur als geordend en geformaliseerd ervaren. Voor een succesvolle 
invoering van agile software development is een meer open cultuur gewenst.  
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9 Bijlage A: Afkortingen 
 
AM Agile Modeling 
ASD Adaptive System Development 
CMM Capability Maturity Model 
CMMi Capability Maturity Model Integration 
DSDM Dynamic Sytem Development Method 
FDD Feature Driven Development 
ISD Internet Speed Development 
LD Lean Development 
OSS Open Source Software development 
PP Pragmatic Programming 
RUP Rational Unified Process 
XP Extreme Programming 
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10 Bijlage B: The Agile Manifesto for Agile Software Development 
Seventeen anarchists agree: 
We are uncovering better ways of developing software by doing it and helping others do it. Through 
this work we have come to value: 
• Individuals and interactions over processes and tools. 
• Working software over comprehensive documentation. 
• Customer collaboration over contract negotiation. 
• Responding to change over following a plan. 
That is, while we value the items on the right, we value the items on the left more. 
We follow the following principles: 
1. Our highest priority is to satisfy the customer through early and continuous delivery of 
valuable software. 
2. Welcome changing requirements, even late in development. Agile processes harness change 
for the customer's competitive advantage. 
3. Deliver working software frequently, from a couple of weeks to a couple of months, with a 
preference to the shorter timescale. 
4. Business people and developers work together daily throughout the project. 
5. Build projects around motivated individuals. Give them the environment and support they 
need, and trust them to get the job done. 
6. The most efficient and effective method of conveying information to and within a 
development team is face-to-face conversation. 
7. Working software is the primary measure of progress. 
8. Agile processes promote sustainable development. The sponsors, developers and users 
should be able to maintain a constant pace indefinitely. 
9. Continuous attention to technical excellence and good design enhances agility. 
10. Simplicity—the art of maximizing the amount of work not done—is essential. 
11. The best architectures, requirements and designs emerge from self-organizing teams. 
12. At regular intervals, the team reflects on how to become more effective, then tunes and 
adjusts its behavior accordingly. 
—Kent Beck, Mike Beedle, Arie van Bennekum, Alistair Cockburn, Ward Cunningham, Martin Fowler, 
James Grenning, Jim Highsmith, Andrew Hunt, Ron Jeffries, Jon Kern, Brian Marick, Robert C. Martin, 
Steve Mellor, Ken Schwaber, Jeff Sutherland, Dave Thomas 
www.agileAlliance.org 
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11 Bijlage C: Agile Software Development Assessment Worksheet 
 
Project :  
Datum ingevuld :  
Uitgevoerd door :  
 
Ik voer een onderzoek uit naar de toepasbaarheid van agile software (requirements) development 
bij verzekeringsmaatschappijen in het kader van een afstudeeropdracht voor een M.Sc in 
Management, Informatie en Technologie aan de Open Universiteit Nederland. Het doel van de 
vragen uit deze vragenlijst is de mate van ‘agility’ van projecten te bepalen. Hoe meer agile een 
project getypeerd kan worden, des te beter toepasbaar agile software (requirements) development 
kan zijn. Momenteel ben ik op zoek naar enkele personen die (vrijwillig) hun medewerking willen 
verlenen aan mijn onderzoek. 
In publicaties van Abrahamson en Boehm zijn agile software development methoden en kenmerken 
daarvan in kaart gebracht. Boehm heeft ook een raamwerk ontwikkeld waarmee de balans tussen 
agile enerzijds en het plan-driven karakter anderzijds van een project kan worden weergegeven. De 
informatie uit deze vragenlijst zal ik gebruiken om projecten in te delen in het raamwerk van Boehm. 
Deze vragenlijst bevat 50 vragen en is bedoeld voor een projectmanager, projectleider of een 
software developper. Het invullen vergt ongeveer een half uur. Na inleidende vragen in de eerste 
sectie ‘Project’ worden vervolgens een aantal vragen gesteld in verschillende secties. De 










U bent niet verplicht deze questionnaire in te vullen of alle vragen te beantwoorden. De resultaten 
zullen anoniem worden verwerkt en in het uiteindelijke verslag niet tot personen herleid kunnen 
worden. Ik zou het op prijs stellen als ik na invullen en retourneren van de vragenlijst in de 
gelegenheid wordt gesteld een aanvullend interview met u te houden om de antwoorden te 
bespreken en enkele aanvullende vragen te stellen. 
Ik zou u willen verzoeken de questionnaire in digitale vorm retour te zenden. Mocht dit niet mogelijk 
zijn, kunt u de ingevulde vragenlijst retourneren aan: 
Peter van der Klis 
Locatiecode: DP 2.21.014 
@ peter.van.der.klis@nn.nl 
 010 - 51 31492 
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A. Project 
Deze sectie betreft algemene informatie over uw specifieke project.  
Selecteer voor elke vraag het statement dat het beste de situatie in uw project weergeeft op dit 
moment (tenzij bij de vraag anders staat vermeld). Indien u aan meerdere projecten werkt, kies dan 
één representatief project waar u aan werkt, of onlangs heeft afgerond. 
1. Wat is de aard van uw projectopdracht? 
a.) Nieuw systeem 
b.) Verbetering van een bestaand systeem 
c.) Vervanging van een bestaand systeem 
d.) Onderhoud 
e.) Anders, nl. __________________________________________________________________ 
2. Wat is de aard van uw projectteam? 
a.) In-huis ontwikkeling, in dezelfde ruimte 
b.) In-huis ontwikkeling, op dezelfde locatie 
c.) In-huis ontwikkeling, verspreid over meerdere locaties 
d.) Gedistribueerd over enkele organisaties/bedrijven 
e.) Zeer gedistribueerd over meerdere organisaties/bedrijven 
f.) Anders, nl. __________________________________________________________________ 
3. Wat voor type systeem wordt in uw project ontwikkeld? 
a.) Management informatie systeem 
b.) Kantoorautomatisering systeem 
c.) Transactieverwerking 
d.) Operating/systeem software 
e.) Internet/intranet/extranet/web systeem 
f.) Anders, nl.___________________________________________________________________ 






f.) Relationele database 
g.) Web development 
h.) Anders, nl. __________________________________________________________________ 
5. Wat is het primaire doel van uw project? 
a.) Snelle omzetverhoging 
b.) Compliancy aan wet- en regelgeving 
c.) Functionele vernieuwing voor de business 
d.) Functionele IT-verbetering (bijv. betrouwbaarheid, response, aanpasbaarheid) 
e.) Technische IT-verbetering (bijv. safety, security, scalability, autorisation) 
f.) Anders, nl.___________________________________________________________________ 
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6. Wat is de geplande duur van uw project? 
Als uw project reeds afgerond is: wat was de duur van het project? 
a.) < 1 maand 
b.) 1 – 3 maanden 
c.) 4 – 6 maanden 
d.) 6 – 12 maanden 
e.) 12 maanden 
7. Hoeveel opdrachtgevers zijn bij uw project betrokken? 
a.) Er is duidelijk 1 primaire opdrachtgever op 1 locatie, die alle stakeholders vertegenwoordigd 
b.) Er zijn meerdere stakeholders die het succes van het project bepalen 
c.) Het project is afhankelijk van zeer veel stakeholders, verspreid over meerdere locaties 
8. Wat typeert de betrokkenheid van uw stakeholders het best? 
a.) De stakeholder(s) is gecommiteerd en stelt voldoende personeel en capaciteit beschikbaar 
b.) De stakeholder(s) is niet geïnteresseerd in het project 
c.) De stakeholder(s) is niet gecommiteerd en stelt geen capaciteit beschikbaar 





e.) Anders, nl. __________________________________________________________________ 
10. Hoe lang voert u deze rol al uit? 
a.) Niet eerder 
b.) Tot 6 maanden 
c.) Tot 1 jaar 
d.) Anders, nl. _____  jaar 
11. Hoeveel ervaring heeft u binnen het business domein van dit project? 
a.) Niet eerder 
b.) Tot 6 maanden 
c.) Tot 1 jaar 
d.) Anders, nl. _____  jaar 
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B. Personeel 
Deze sectie heeft als doel een beeld te vormen van de variatie van de projectmedewerkers. 
12. Geef een schatting van het niveau van ervaring van het team 
(ervaring is een mix van analyse, programmeren en kennis van de business van het project) 
a.) Het team is onervaren (meer dan de helft van het team heeft minder dan 1 jaar ervaring) 
b.) Het team is licht ervaren (meer dan de helft van het team heeft minstens 2 jaar ervaring) 
c.) Het team is gemiddeld ervaren (meer dan de helft van het team minstens 3 jaar ervaring) 
d.) Het team is erg ervaren (meer dan de helft van het team heeft minstens 4 jaar ervaring) 
e.) Het team is zeer ervaren (meer dan de helft van het team heeft minstens 5 jaar ervaring) 
13. Hoeveel face-to-face contacten (formeel of informeel) heeft het team als geheel of een 
individueel teamlid afgelopen 2 weken met de opdrachtgever of een vertegenwoordiger van 
de opdrachtgever? 
a.) <= 1 
b.) 1 - 5 contacten 
c.) 5 - 10 contacten 
d.) >  10 contacten 
14. De communicatie tussen teamleden onderling is te typeren als: 
a.) Formeel, communicatie verloopt altijd formeel: documenten, notulen of email 
b.) Hoofdzakelijk formeel, communicatie is formeel, maar soms is er informele interactie 
c.) Mix, een gebalanceerde mix tussen formele en informele commuinicatie 
d.) Hoofdzakelijk informeel, communicatie is informeel, maar soms is er formele interactie 
e.) Informeel, alle communicatie verloopt informeel: face-to-face 
15. De communicatie tussen teamleden en management is te typeren als: 
a.) Formeel, communicatie verloopt altijd formeel: documenten, notulen of email 
b.) Hoofdzakelijk formeel, communicatie is formeel, maar soms is er informele interactie 
c.) Mix, een gebalanceerde mix tussen formele en informele commuinicatie 
d.) Hoofdzakelijk informeel, communicatie is informeel, maar soms is er formele interactie 
e.) Informeel, alle communicatie verloopt informeel: face-to-face 
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Cockburn deelt personeel in 5 categorieën waarin zij in staat zijn een software development 
methode te begrijpen en toe te passen. Vraag 14 – 18 hebben elk betrekking op één van deze 
categorieën.  Let op: een medewerker kan maar in 1 categorie geteld worden. 
16. Categorie 1: Hoeveel procent van de medewerkers heeft de technische kennis maar is niet in 
staat of wil niet volgens een methode werken? 
a.) 0 – 10 % 
b.) 10 – 20 % 
c.) 20 – 30 % 
d.) 30 – 40 % 
e.) Meer dan 40 % 
17. Categorie 2: Hoeveel procent van de medewerkers kan één traditionele methode in een 
stabiele situatie herhaalbaar toepassen (‘1975-average’ profile developper)? 
a.) 0 – 10 % 
b.) 10 – 20 % 
c.) 20 – 30 % 
d.) 30 – 40 % 
e.) Meer dan 40 % 
18. Categorie 3: Hoeveel procent van de medewerkers is (na training) in staat één of meerdere 
methoden toe te passen al naar gelang en in de mate waarin de situatie daar om vraagt? 
a.) 0 – 10 % 
b.) 10 – 20 % 
c.) 20 – 30 % 
d.) 30 – 40 % 
e.) Meer dan 40 % 
19. Categorie 4: Hoeveel procent van de medewerkers is in staat om de gehanteerde 
ontwikkelmethode aan te passen aan een te verwachten nieuwe situatie, die zich reeds eerder 
heeft voorgedaan? 
a.) 0 – 15 % 
b.) 15 – 20 % 
c.) 20 – 25 % 
d.) 25 – 30 % 
e.) 30 – 35 % 
f.) Meer dan 35 % 
20. Categorie 5: Hoeveel procent van de medewerkers is in staat om de gehanteerde 
ontwikkelmethode aan te passen (buiten de paden te gaan) aan een onverwachte nieuwe 
situatie, die zich nog niet eerder heeft voorgedaan? 
a.) 0 – 15 % 
b.) 15 – 20 % 
c.) 20 – 25 % 
d.) 25 – 30 % 
e.) 30 – 35 % 
f.) Meer dan 35 % 
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C. Dynamiek 
Het doel van deze sectie is de dynamiek van de omgeving van het project vast te stellen 
21. Beschrijf de complexiteit van uw project 
a.) Het project werkt met meer dan twee, niet eerder gebruikte, nieuwe technologieën 
b.) Het project heeft betrekking op business domein waarmee meeste projectleden bekend zijn 
c.) Het project heeft meer dan twee applicaties in scope 
d.) Het project kent een niet-standaard oplossing waarmee het team niet bekend is 
e.) Anders, nl. ________________________________________________________________ 
22. Hoe goed zijn de requirements gedefinieerd (customer- en systeemrequirements), op het 
moment dat het bouwtraject van het project werd gestart? 
a.) Niet gedefinieerd, er waren of zijn geen requirements vastgelegd 
b.) Minimaal,  er zijn globale requirements gedefinieerd 
c.) Gedeeltelijk requirements,  er zijn requirements, maar geen volledige set 
d.) Adequate requirements, er zijn voldoende requirements voor het project 
e.) Volledige requirements, er zijn gedocumenteerde requirements vanaf start ontwikkeling 
23. Hoeveel procent nieuwe functionele requirements heeft u afgelopen drie maanden ontvangen 
(als uw project reeds afgerond is: nadat het bouwtraject van het project werd gestart)? 
a.) <= 1 % 
b.) 1 – 5  % 
c.) 5 – 10 % 
d.) 10 – 30 % 
e.) 30 – 50 % 
f.) >  50 % 
24. Hoeveel procent wijzigingen op bestaande functionele requirements heeft u afgelopen drie 
maanden ontvangen  (als uw project reeds afgerond is: nadat het bouwtraject van het project 
werd gestart)? 
a.) <= 1 % 
b.) 1 – 5 % 
c.) 5 – 10  % 
d.) 10 – 30 % 
e.) 30 – 50 % 
f.) >  50 % 
25. Hoeveel procent nieuwe technische requirements heeft u afgelopen drie maanden ontvangen 
(als uw project reeds afgerond is: nadat het bouwtraject van het project werd gestart)? 
a.) <= 1 % 
b.) 1 – 5 % 
c.) 5 – 10 % 
d.) 10 – 30 % 
e.) 30 – 50 % 
f.) >  50 % 
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26. Hoeveel procent wijzigingen op bestaande technische requirements heeft u afgelopen drie 
maanden ontvangen (als uw project reeds afgerond is: nadat het bouwtraject van het project 
werd gestart)? 
a.) <= 1 % 
b.) 1 – 5 % 
c.) 5 – 10 % 
d.) 10 – 30 % 
e.) 30 – 50 % 
f.) >  50 % 
27. Wat is de mate van aanpasbaarheid van de software in uw project? 
a.) Eenvoudig en tegen relatief lage kosten met kundige ontwikkelaars 
b.) Mogelijk tegen gemiddelde kosten en alleen met ontwikkelaars met een mix van kennis en 
ervaring 
c.) Duur en alleen mogelijk met sleutel-ontwikkelaars met veel kennis en ervaring 
d.) Alleen kleinschalig onderhoud mogelijk in bepaalde subsystemen 
28. Wat is het verwachte niveau van de opgeleverde software? 
a.) Er is geen kwaliteitsniveau gespecificeerd 
b.) Laag kwaliteitsniveau 
c.) Gemiddeld kwaliteitsniveau 
d.) Hoog kwaliteitsniveau 
e.) Hoogste kwaliteitsniveau vereist (anders staan levens op het spel) 
29. Hoeveel tijdsdruk staat er op het project? 
a.) Geen tijdsdruk 
b.) Lage tijdsdruk 
c.) Gemiddelde tijdsdruk 
d.) Hoge tijdsdruk 
e.) Extreme tijdsdruk 
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D. Cultuur 
Deze sectie heeft als doel de cultuur binnen uw project en organisatie in kaart te brengen. 
30. Deze organisatie kent hoofdzakelijk een erg … 
a.) Persoonlijke omgeving, het is het verlengde van familie, mensen delen persoonlijke zaken 
b.) Dynamisch en ondernemende omgeving, mensen zijn bereid hun nek uit te steken en 
risico’s te nemen 
c.) Resultaatgerichte omgeving, het belangrijkste is het resultaat halen. Mensen zijn 
competitief en doelgericht 
d.) Gecontroleerde en gestructureerde omgeving, formele procedures bepalen wat mensen 
doen 
31. Het leiderschap in deze organisatie is hoofdzakelijk … 
a.) Onderwijzend, ondersteunend en lerend 
b.) Ondernemend, innovatie, risicogericht 
c.) No-nonsense, agressief en resultaatgericht 
d.) Gecoördineerd, georganiseerd en geolied 
32. Het personeelsmanagement van deze organisatie is hoofdzakelijk te karakteriseren als … 
a.) Teamwork, consensus en samenwerken 
b.) Individueel risiconemend, innoverend, vrijheid en uniek 
c.) Harde competitie, hoge eisen en resultaten 
d.) Zekerheid, comfort, voorspelbaar en stabiele relaties 
33. Het team wordt hoofdzakelijk bij elkaar gehouden door … 
a.) Loyaliteit en vertrouwen, commitment  is hoog 
b.) Commitment aan innovatie en ontwikkeling. De nadruk ligt op het opzoeken van grenzen 
c.) Nadruk op het doel en het resultaat. 
d.) Formele regels en beleid. Volgen en vasthouden aan gestroomlijnd proces is belangrijk. 
34. De organisatie benadrukt hoofdzakelijk … 
a.) Persoonlijke ontwikkeling, vertrouwen en openheid en samenwerking 
b.) Verkrijgen nieuwe resources en uitdagingen, nieuwe dingen proberen, en creëren van 
kansen 
c.) Competitieve acties en resulaten, het doel is targets halen en markt winnen 
d.) Betrouwbaarheid en stabiliteit, efficiency, betrouwbaarheid, controle en gestroomlijnde 
processen zijn dominant 
35. De organisatie definieert succes hoofdzakelijk op basis van … 
a.) Ontwikkeling van personen, teamwork, commitment en belang van personeel 
b.) Het gebruik van de nieuwste technologie, het organisatie is leidend en innoverend 
c.) Het winnen van de markt en de concurrentie buiten spel zetten 
d.) Efficiency, betrouwbare oplevering en geoliede planningen en lage productiekosten zijn key 
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E.  Omvang 
Deze sectie heeft als doel de omvang van uw project te bepalen. 
36. Hoeveel ontwikkelaars (analisten, bouwers, testers) zijn betrokken bij uw project? 
a.) <= 3 personen 
b.) 3 – 10 personen 
c.) 10 – 30 personen 
d.) 30 – 50  personen 
e.) 50 – 100 personen 
f.) > 100 personen 
37. Hoeveel eindgebruikers maken gebruik van de software die in uw project wordt ontwikkeld? 
a.) <= 3 personen 
b.) 3 – 10 personen 
c.) 10 – 30 personen 
d.) 30 – 50  personen 
e.) 50 – 100 personen 
f.) > 100 personen 
 
F. Bedrijfsbelang 
Deze sectie heeft als doel het belang van een project voor de organisatie vast te stellen. 
38. Wat is het belang van uw project voor de organisatie? Fouten in de software zal leiden tot: 
a.) Verlies van comfort (de gebruiker is teleurgesteld en heeft meer handwerk) 
b.) Verlies van discretionair geld (sommige berekeningen gaan niet goed) 
c.) Verlies van essentieel geld (klanten kopen niet bij ons of lopen weg) 
d.) Verlies van levens 
39. Wat is het grootste risico dat uw project kan overkomen? 
a.) Klantbeloften kunnen niet worden nagekomen, tevredenheid gaat omlaag 
b.) Geringe derving van inkomsten 
c.) Grote derving van inkomsten en (potentiële) klanten 
d.) Catastrofale derving van inkomsten 
e.) Klachten of gedwongen maatregelen van ombudsman of andere klantorganisaties 
f.) Maatregelen van de overheid en/of wetgever (bijv. boetes of verplichte compensaties) 
g.) Anders, nl. 
___________________________________________________________________ 
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G. Risico 
Deze sectie toetst uw project op risico’s ten aanzien van uw project. De volgende vragen toetsen uw 
project op een aantal risk-items die onderscheidend zijn voor het gebruik van agile of plan-driven 
methodes. Per onderdeel wordt gemeten op een vijfpunts-schaal van minimaal tot showstopper: 
 
(1) Minimaal risico 
(2) Gemiddeld risico 
(3) Serieus maar beheersbaar risico 
(4) Zeer serieus maar beheersbaar risico 
(5) Showstopper risico 
 
Geef van onderstaande risicocategorieën aan in welke mate deze van toepassing zijn op uw project. 
Risico’s t.a.v. de projectomgeving       (1)  (2)  (3)  (4)  (5) 
40. Technologie onzekerheid                      
41. Veel stakeholders                        
42. Complex geïntegreerd systeem                    
 
Risico’s gebruik agile methoden       (1)  (2)  (3)  (4)  (5) 
43. Schaalbaarheid                         
44. Eenvoudig ontwerp                        
45. Verloop van personeel                       
46. Onvoldoende kennis agile methoden                  
 
Risico’s gebruik plan- driven methoden    (1)  (2)  (3)  (4)  (5) 
47. Vaak wijzigen van requirements                    
48. Behoefte aan snel resultaat                     
49. Evoluerende requirements                      
50. Onvoldoende kennis plan-driven methoden                
 
Zou u zo vriendelijk willen zijn ten behoeven van deze sectie de AMS-software risk-assessment 
worksheet van uw project als bijlage mee te zenden? 
Bedankt voor uw medewerking aan dit onderzoek. 
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12 Bijlage D: Onderzoeksresultaten 
Onderstaande tabel 12.1 bevat de antwoorden op de vragenlijsten van de zes onderzochte 
projecten. Deze resultaten zijn gebruikt in hoofdstuk 6. 
Sectie Vraag Antwoord  Weging Factor  1 2 3 4 5 6 
A. Project           
 1 Wat is de aard van uw projectopdracht? 10 15 10 1 25 26 
  a.) 1 1 1  0 0 0 1 0 1 
  b.) 2 10 1  10 0 10 0 0 10 
  c.) 3 15 1  0 15 0 0 0 15 
  d.) 4 20 1  0 0 0 0 0 0 
  e.) 5 25 1  0 0 0 0 25 0 
 2 Wat is de aard van uw projectteam? 15 20 20 10 10 25 
  a.) 1 1 1  0 0 0 0 0 0 
  b.) 2 10 1  0 0 0 10 10 0 
  c.) 3 15 1  15 0 0 0 0 0 
  d.) 4 20 1  0 20 20 0 0 0 
  e.) 5 25 1  0 0 0 0 0 25 
  f.) 6 30 1  0 0 0 0 0 0 
 3 Wat voor type systeem wordt in uw project ontwikkeld? 10 15 15 15 15 30 
  a.) 1 1 1  0 0 0 0 0 0 
  b.) 2 10 1  10 0 0 0 0 0 
  c.) 3 15 1  0 15 15 15 15 0 
  d.) 4 20 1  0 0 0 0 0 0 
  e.) 5 25 1  0 0 0 0 0 0 
  f.) 6 30 1  0 0 0 0 0 30 
 4 Welke van de onderstaande platforms worden gebruikt in uw 
project? (meerdere antwoorden mogelijk) 
35 55 65 35 35 86 
  a.) 1 1 1  0 0 0 0 0 1 
  b.) 2 10 1  0 0 0 0 0 0 
  c.) 3 15 1  15 0 0 0 0 0 
  d.) 4 20 1  20 20 0 0 0 20 
  e.) 5 25 1  0 0 0 0 0 0 
  f.) 6 30 1  0 0 30 0 0 30 
  g.) 7 35 1  0 35 35 35 35 35 
  h.) 8 40 1  0 0 0 0 0 0 
 5 Wat is het primaire doel van uw project? 10 30 15 15 10 1 
  a.) 1 1 1  0 0 0 0 0 1 
  b.) 2 10 1  10 0 0 0 10 0 
  c.) 3 15 1  0 0 15 15 0 0 
  d.) 4 20 1  0 0 0 0 0 0 
  e.) 5 25 1  0 0 0 0 0 0 
  f.) 6 30 1  0 30 0 0 0 0 
 6 Wat is de geplande duur van uw project? 25 25 20 25 10 25 
  a.) 1 1 1  0 0 0 0 0 0 
  b.) 2 10 1  0 0 0 0 10 0 
  c.) 3 15 1  0 0 0 0 0 0 
  d.) 4 20 1  0 0 20 0 0 0 
  e.) 5 25 1  25 25 0 25 0 25 
 7 Hoeveel opdrachtgevers zijn bij uw project betrokken? 10 10 10 10 10 1 
  a.) 1 1 1  0 0 0 0 0 1 
  b.) 2 10 1  10 10 10 10 10 0 
  c.) 3 15 1  0 0 0 0 0 0 
 8 Wat typeert de betrokkenheid van uw stakeholders het best? 1 10 1 10 1 1 
  a.) 1 1 1  1 0 1 0 1 1 
  b.) 2 10 1  0 10 0 10 0 0 
  c.) 3 15 1  0 0 0 0 0 0 
 9 Wat is uw rol binnen het project? 20 20 25 1 20 1 
  a.) 1 1 1  0 0 0 1 0 1 
  b.) 2 10 1  0 0 0 0 0 0 
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Sectie Vraag Antwoord  Weging Factor  1 2 3 4 5 6 
  c.) 3 15 1  0 0 0 0 0 0 
  d.) 4 20 1  20 20 0 0 20 0 
  e.) 5 25 1  0 0 25 0 0 0 
 10 Hoe lang voert u deze rol al uit? 15 20 10 20 20 20 
  a.) 1 1 1  0 0 0 0 0 0 
  b.) 2 10 1  0 0 10 0 0 0 
  c.) 3 15 1  15 0 0 0 0 0 
  d.) 4 20 1  0 20 0 20 20 20 
 11 Hoeveel ervaring heeft u binnen het business domein van dit 
project? 
20 20 20 1 1 1 
  a.) 1 1 1  0 0 0 1 1 1 
  b.) 2 10 1  0 0 0 0 0 0 
  c.) 3 15 1  0 0 0 0 0 0 
  d.) 4 20 1  20 20 20 0 0 0 
             
B. Personeel    1B 0,4 0,35 0,35 0,4 0,25 0,4 
      2+3 0,575 0,25 0,25 0,7 0,45 0,3 
 12 Geef een schatting van het niveau van ervaring van het team 15 15 15 15 15 20 
  a.) 1 1 1  0 0 0 0 0 0 
  b.) 2 10 1  0 0 0 0 0 0 
  c.) 3 15 1  15 15 15 15 15 0 
  d.) 4 20 1  0 0 0 0 0 20 
  e.) 5 25 1  0 0 0 0 0 0 
 13 Hoeveel face-to-face contacten (formeel of informeel) heeft het 
team als geheel of een individueel teamlid afgelopen 2 weken 
met de opdrachtgever of een vertegenwoordiger van de 
opdrachtgever? 
1 1 10 15 10 10 
  a.) 1 1 1  1 1 0 0 0 0 
  b.) 2 10 1  0 0 10 0 10 10 
  c.) 3 15 1  0 0 0 15 0 0 
  d.) 4 20 1  0 0 0 0 0 0 
 14 De communicatie tussen teamleden onderling is te typeren als: 15 10 20 15 15 15 
  a.) 1 1 1  0 0 0 0 0 0 
  b.) 2 10 1  0 10 0 0 0 0 
  c.) 3 15 1  15 0 0 15 15 15 
  d.) 4 20 1  0 0 20 0 0 0 
  e.) 5 25 1  0 0 0 0 0 0 
 15 De communicatie tussen teamleden en management is te 
typeren als: 
10 10 10 15 10 15 
  a.) 1 1 1  0 0 0 0 0 0 
  b.) 2 10 1  10 10 10 0 10 0 
  c.) 3 15 1  0 0 0 15 0 15 
  d.) 4 20 1  0 0 0 0 0 0 
  e.) 5 25 1  0 0 0 0 0 0 
 16 Categorie 1: Hoeveel procent van de medewerkers heeft de 
technische kennis maar is niet in staat of wil niet volgens een 
methode te werken? 
5 5 5 5 15 5 
  a.) 1 5 1  5 5 5 5 0 5 
  b.) 2 15 1  0 0 0 0 15 0 
  c.) 3 25 1  0 0 0 0 0 0 
  d.) 4 35 1  0 0 0 0 0 0 
  e.) 5 40 1  0 0 0 0 0 0 
 17 Categorie 2: Hoeveel procent van de medewerkers kan één 
traditionele methode in een stabiele situatie herhaalbaar 
toepassen ('1975-average' profile developper)? 
40 15 15 40 25 40 
  a.) 1 5 1  0 0 0 0 0 0 
  b.) 2 15 1  0 15 15 0 0 0 
  c.) 3 25 1  0 0 0 0 25 0 
  d.) 4 35 1  0 0 0 0 0 0 
  e.) 5 40 1  40 0 0 40 0 40 
 18 Categorie 3: Hoeveel procent van de medewerkers is (na 
training) in staat één of meerdere methoden toe te passen al 
40 35 35 40 25 40 
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Sectie Vraag Antwoord  Weging Factor  1 2 3 4 5 6 
naar gelang en in de mate waarin de situatie daar om vraagt? 
  a.) 1 5 1  0 0 0 0 0 0 
  b.) 2 15 1  0 0 0 0 0 0 
  c.) 3 25 1  0 0 0 0 25 0 
  d.) 4 35 1  0 35 35 0 0 0 
  e.) 5 40 1  40 0 0 40 0 40 
 19 Categorie 4: Hoeveel procent van de medewerkers is in staat om 
de gehanteerde ontwikkelmethode aan te passen aan een te 
verwachte nieuwe situatie, die zich reeds eerder heeft 
voorgedaan? 
35 17,5 17,5 35 22,5 22,5 
  a.) 1 7,5 1  0 0 0 0 0 0 
  b.) 2 17,5 1  0 17,5 17,5 0 0 0 
  c.) 3 22,5 1  0 0 0 0 22,5 22,5 
  d.) 4 27,5 1  0 0 0 0 0 0 
  e.) 5 32,5 1  0 0 0 0 0 0 
  f.) 6 35 1  35 0 0 35 0 0 
 20 Categorie 5: Hoeveel procent van de medewerkers is in staat om 
de gehanteerde ontwikkelmethode aan te passen (buiten de 
paden te gaan) aan een onverwachte nieuwe situatie, die zich 
nog niet eerder heeft voorgedaan? 
22,5 7,5 7,5 35 22,5 7,5 
  a.) 1 7,5 1  0 7,5 7,5 0 0 7,5 
  b.) 2 17,5 1  0 0 0 0 0 0 
  c.) 3 22,5 1  22,5 0 0 0 22,5 0 
  d.) 4 27,5 1  0 0 0 0 0 0 
  e.) 5 32,5 1  0 0 0 0 0 0 
  f.) 6 35 1  0 0 0 35 0 0 
       0,4 0,35 0,35 0,4 0,25 0,4 
       0,575 0,25 0,25 0,7 0,45 0,3 
             
C. Dynamiek     0,035 0,095 0,06 0,215 0,005 0,018 
 21 Beschrijf de complexiteit van uw project 10 15 1 10 15 31 
  a.) 1 1 1  0 0 1 0 0 1 
  b.) 2 5 1  0 0 0 0 0 5 
  c.) 3 10 1  10 0 0 10 0 10 
  d.) 4 15 1  0 15 0 0 15 15 
  e.) 5 20 1  0 0 0 0 0 0 
 22 Hoe goed zijn de requirements gedefinieerd (customer- en 
systeemrequirements), op het moment dat het bouwtraject van 
het project werd gestart? 
15 5 5 15 5 20 
  a.) 1 1 1  0 0 0 0 0 0 
  b.) 2 5 1  0 5 5 0 5 0 
  c.) 3 10 1  0 0 0 0 0 0 
  d.) 4 15 1  15 0 0 15 0 0 
  e.) 5 20 1  0 0 0 0 0 20 
 23 Hoeveel procent nieuwe functionele requirements heeft u 
afgelopen drie maanden ontvangen (als uw project reeds 
afgerond is: nadat het bouwtraject van het project werd 
gestart)? 
3 7,5 3 40 0,5 0,5 
  a.) 1 0,5 1  0 0 0 0 0,5 0,5 
  b.) 2 3 1  3 0 3 0 0 0 
  c.) 3 7,5 1  0 7,5 0 0 0 0 
  d.) 4 20 1  0 0 0 0 0 0 
  e.) 5 40 1  0 0 0 40 0 0 
  f.) 6 50 1  0 0 0 0 0 0 
 24 Hoeveel procent wijzigingen op bestaande functionele 
requirements heeft u afgelopen drie maanden ontvangen  (als 
uw project reeds afgerond is: nadat het bouwtraject van het 
project werd gestart)? 
3 3 20 40 0,5 3 
  a.) 1 0,5 1  0 0 0 0 0,5 0 
  b.) 2 3 1  3 3 0 0 0 3 
  c.) 3 7,5 1  0 0 0 0 0 0 
  d.) 4 20 1  0 0 20 0 0 0 
  e.) 5 40 1  0 0 0 40 0 0 
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Sectie Vraag Antwoord  Weging Factor  1 2 3 4 5 6 
  f.) 6 50 1  0 0 0 0 0 0 
 25 Hoeveel procent nieuwe technische requirements heeft u 
afgelopen drie maanden ontvangen (als uw project reeds 
afgerond is: nadat het bouwtraject van het project werd 
gestart)? 
0,5 20 0,5 3 0,5 3 
  a.) 1 0,5 1  0,5 0 0,5 0 0,5 0 
  b.) 2 3 1  0 0 0 3 0 3 
  c.) 3 7,5 1  0 0 0 0 0 0 
  d.) 4 20 1  0 20 0 0 0 0 
  e.) 5 40 1  0 0 0 0 0 0 
  f.) 6 50 1  0 0 0 0 0 0 
 26 Hoeveel procent wijzigingen op bestaande technische 
requirements heeft u afgelopen drie maanden ontvangen (als uw 
project reeds afgerond is: nadat het bouwtraject van het project 
werd gestart)? 
7,5 7,5 0,5 3 0,5 0,5 
  a.) 1 0,5 1  0 0 0,5 0 0,5 0,5 
  b.) 2 3 1  0 0 0 3 0 0 
  c.) 3 7,5 1  7,5 7,5 0 0 0 0 
  d.) 4 20 1  0 0 0 0 0 0 
  e.) 5 40 1  0 0 0 0 0 0 
  f.) 6 50 1  0 0 0 0 0 0 
 27 Wat is de mate van aanpasbaarheid van de software in uw 
project? 
1 5 5 5 1 5 
  a.) 1 1 1  1 0 0 0 1 0 
  b.) 2 5 1  0 5 5 5 0 5 
  c.) 3 10 1  0 0 0 0 0 0 
  d.) 4 15 1  0 0 0 0 0 0 
 28 Wat is het verwachte niveau van de opgeleverde software? 10 10 15 1 10 15 
  a.) 1 1 1  0 0 0 1 0 0 
  b.) 2 5 1  0 0 0 0 0 0 
  c.) 3 10 1  10 10 0 0 10 0 
  d.) 4 15 1  0 0 15 0 0 15 
  e.) 5 20 1  0 0 0 0 0 0 
 29 Hoeveel tijdsdruk staat er op het project? 20 10 15 10 20 15 
  a.) 1 1 1  0 0 0 0 0 0 
  b.) 2 5 1  0 0 0 0 0 0 
  c.) 3 10 1  0 10 0 10 0 0 
  d.) 4 15 1  0 0 15 0 0 15 
  e.) 5 20 1  20 0 0 0 20 0 
       0,035 0,095 0,06 0,215 0,005 0,018 
             
D. Cultuur     0,954 0,423 0,769 0,585 0,769 0,815 
 30 Deze organisatie kent hoofdzakelijk een erg … 20 20 14 20 20 20 
  a.) 1 1 2 2 0 0 0 0 0 0 
  b.) 2 5 2 10 0 0 0 0 0 0 
  c.) 3 7 2 14 0 0 14 0 0 0 
  d.) 4 10 2 20 20 20 0 20 20 20 
 31 Het leiderschap in deze organisatie is hoofdzakelijk … 14 2 10 2 20 10 
  a.) 1 1 2 2 0 2 0 2 0 0 
  b.) 2 5 2 10 0 0 10 0 0 10 
  c.) 3 7 2 14 14 0 0 0 0 0 
  d.) 4 10 2 20 0 0 0 0 20 0 
 32 Het personeelsmanagement van deze organisatie is hoofdzakelijk 
te karakteriseren als … 
10 1 5 10 7 5 
  a.) 1 1 1 1 0 1 0 0 0 0 
  b.) 2 5 1 5 0 0 5 0 0 5 
  c.) 3 7 1 7 0 0 0 0 7 0 
  d.) 4 10 1 10 10 0 0 10 0 0 
 33 Het team wordt hoofdzakelijk bij elkaar gehouden door … 30 0 21 3 3 21 
  a.) 1 1 3 3 0 0 0 3 3 0 
  b.) 2 5 3 15 0 0 0 0 0 0 
  c.) 3 7 3 21 0 0 21 0 0 21 
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Sectie Vraag Antwoord  Weging Factor  1 2 3 4 5 6 
  d.) 4 10 3 30 30 0 0 0 0 0 
 34 De organisatie benadrukt hoofdzakelijk … 20 2 20 20 20 20 
  a.) 1 1 2 2 0 2 0 0 0 0 
  b.) 2 5 2 10 0 0 0 0 0 0 
  c.) 3 7 2 14 0 0 0 0 0 0 
  d.) 4 10 2 20 20 0 20 20 20 20 
 35 De organisatie definieert succes hoofdzakelijk op basis van … 30 30 30 21 30 30 
  a.) 1 1 3 3 0 0 0 0 0 0 
  b.) 2 5 3 15 0 0 0 0 0 0 
  c.) 3 7 3 21 0 0 0 21 0 0 
  d.) 4 10 3 30 30 30 30 0 30 30 
     max: 130 0,954 0,423 0,769 0,585 0,769 0,815 
             
E. Omvang     15 15 15 6,5 1,5 100 
 36 Hoeveel ontwikkelaars (analisten, bouwers, testers) zijn 
betrokken bij uw project? 
15 15 15 6,5 1,5 100 
  a.) 1 1,5 1  0 0 0 0 1,5 0 
  b.) 2 6,5 1  0 0 0 6,5 0 0 
  c.) 3 15 1  15 15 15 0 0 0 
  d.) 4 40 1  0 0 0 0 0 0 
  e.) 5 75 1  0 0 0 0 0 0 
  f.) 6 100 1  0 0 0 0 0 100 
 37 Hoeveel eindgebruikers maken gebruik van de software die in uw 
project wordt ontwikkeld? 
100 100 100 100 100 100 
  a.) 1 1,5 1  0 0 0 0 0 0 
  b.) 2 6,5 1  0 0 0 0 0 0 
  c.) 3 15 1  0 0 0 0 0 0 
  d.) 4 40 1  0 0 0 0 0 0 
  e.) 5 75 1  0 0 0 0 0 0 
  f.) 6 100 1  100 100 100 100 100 100 
             
F. Bedrijfsbelang    3 3 1 3 2 3 
 38 Wat is het belang van uw project voor de organisatie? Fouten in 
de software zal leiden tot: 
3 3 1 3 2 3 
  a.) 1 1 1  0 0 1 0 0 0 
  b.) 2 2 1  0 0 0 0 2 0 
  c.) 3 3 1  3 3 0 3 0 3 
  d.) 4 4 1  0 0 0 0 0 0 
 39 Wat is het grootste risico dat uw project kan overkomen? 25 25 1 5 1 10 
  a.) 1 1 1  0 0 1 0 1 0 
  b.) 2 5 1  0 0 0 5 0 0 
  c.) 3 10 1  0 0 0 0 0 10 
  d.) 4 15 1  0 0 0 0 0 0 
  e.) 5 20 1  0 0 0 0 0 0 
  f.) 6 25 1  25 25 0 0 0 0 
  g.) 7 30 1  0 0 0 0 0 0 
             
G. Risico           
  Risico's t.a.v. de projectomgeving       
 40 Technologie onzekerheid 1 1  3 2 4 3 3 5 
 41 Veel stakeholders 1 1  4 5 2 4 3 4 
 42 Complex geïntegreerd systeem 1 1  4 3 4 3 3 4 
             
  Risico's gebruik agile methoden       
 43 Schaalbaarheid 1 1  3 1 4 1 3 4 
 44 Eenvoudig ontwerp 1 1  3 3 5 3 3 4 
 45 Verloop van personeel 1 1  2 3 3 4 4 4 
 46 Onvoldoende kennis agile 
methoden 
1 1  4 5 4 3 3 5 
             
  Risico's gebruik plan- driven methoden      
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Sectie Vraag Antwoord  Weging Factor  1 2 3 4 5 6 
 47 Vaak wijzigen van requirements 1 1  4 4 3 4 3 2 
 48 Behoefte aan snel resultaat 1 1  4 3 3 3 4 5 
 49 Evoluerende requirements 1 1  4 4 4 4 4 2 
 50 Onvoldoende kennis plan-driven 
methoden 
1 1  2 3 2 3 4 5 
Tabel 12.1 Onderzoeksresultaten 
 




UPO LeanApps Life eGV MijnNN Zorgplicht SPVA 
Application header PAB en TPL LeanApps Life Labora MijnNN IP-Online en 
TPL 
Juice 
Teamsize vraag 36 15 15 15 6,5 1,5 100 
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Project: Questionn
aire 















































































Refactoring vraag 12 Het team is 
gemiddeld 
ervaren (meer 
dan de helft 
van het team 
minstens 3 jaar 
ervaring) 
Het team is 
gemiddeld 
ervaren (meer 
dan de helft 
van het team 
minstens 3 jaar 
ervaring) 
Het team is 
gemiddeld 
ervaren (meer 
dan de helft 
van het team 
minstens 3 jaar 
ervaring) 
Het team is 
gemiddeld 
ervaren (meer 
dan de helft 
van het team 
minstens 3 jaar 
ervaring) 
Het team is 
gemiddeld 
ervaren (meer 
dan de helft 
van het team 
minstens 3 jaar 
ervaring) 
Het team is erg 
ervaren (meer 
dan de helft 
van het team 
heeft minstens 
4 jaar ervaring) 
Primary 
objective 



















           
Risks:         
Environment        
E-Tech vraag 40       
E-Coord vraag 41       
E-Cmplx vraag 42       
         
Agile        
A-Scale vraag 43       
A-YAGNI vraag 44       
A-Churn vraag 45       
A-Skill vraag 46       
          
Plan-driven          
P-Change vraag 47       
P-Speed vraag 48       
P-Emerge vraag 49       
P-Skill: vraag 50       
Tabel 12.2 Samenvatting risico-profielen projecten 
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13 Bijlage E: Homeground projecten 
Onderstaande tabel 13.1 bevat de onderzoeksresulaten van de zes onderzochte projecten ten 
aanzien van stap 2 ‘risk comparison’ uit de risicomanagment methode. Deze resultaten zijn gebruik 
in hoofdstuk 6. 
Project Pers. 1B Dynamism Culture Size Criticalty Pers. 2+3 
1 40% 3,5% 95,4% 15 3 58% 
2 35% 9,5% 42,3% 15 3 25% 
3 35% 6,0% 76,9% 15 1 25% 
4 40% 21,5% 58,5% 6,5 3 70% 
5 25% 0,5% 76,9% 1,5 2 45% 
6 40% 81,5% 81,5% 100 3 30% 
Tabel 13.1 Detailgegevens homeground projecten 1-6 
Figuur 13.1 bevat een afbeelding van de zes onderzochte projecten op één radardiagram. 
 
Figuur 13.1 Zes-assige home-ground met totaal overzicht van de zes onderzochte projecten 
