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Introduction
Contexte
Les outils informatiques sont au cœur des socie´te´s modernes. Ils nous permettent
de travailler plus rapidement et plus eﬃcacement, au point que certaines professions
ne peuvent plus s’en passer. Bien que cela nous soit be´ne´ﬁque, une de´faillance
informatique, dans une centrale nucle´aire par exemple, pourrait entraˆıner des e´ve´nements
catastrophiques. La suˆrete´ des programmes informatiques ne doit donc pas eˆtre ne´glige´e.
Face a` cette proble´matique, un ensemble de me´thodes et d’outils de ve´riﬁcation ont e´te´
de´veloppe´s, tels que les tests ou les me´thodes formelles. Cependant, certains proble`mes
ne sont toujours pas re´solus de manie`re satisfaisante.
Les cartes a` puce sont actuellement responsables d’une grande partie de la se´curite´
de certains syste`mes vitaux, tels que le syste`me bancaire. Ces syste`mes critiques doivent,
par conse´quent, eˆtre prote´ge´s contre tous types de de´faillance, et en particulier, contre les
intrusions perpe´tre´es par des attaquants. Selon la suˆrete´ de fonctionnement, les intrusions
sont des fautes dues a` l’homme, intentionnelles avec volonte´ de nuire, ope´rationnelles,
externes et temporaires. De multiples contremesures ont e´te´ propose´es aﬁn de contrer
ces attaques. Cependant, les attaquants disposent de technologies de plus en plus
perfectionne´es. Il est donc ne´cessaire de trouver de nouvelles me´thodes et de de´velopper de
nouveaux outils permettant de pre´voir, de de´tecter et de limiter l’impact de ces intrusions.
Les instituts de certiﬁcation charge´s de ve´riﬁer la se´curite´ d’imple´mentations n’ont
pas toujours acce`s au code source ou a` la version compile´e du programme. Dans le cas
des cartes a` puces, les imple´mentations sont embarque´es. Ainsi, il est seulement possible
d’interagir avec ces dernie`res. Il est donc ne´cessaire de tester ces programmes en utilisant
des strate´gies de test en boˆıte noire. Certains syste`mes, de par leur complexite´, sont tre`s
diﬃciles a` tester et doivent eˆtre teste´s manuellement. Cela est tre`s couˆteux et les jeux de
tests obtenus ne couvrent qu’une inﬁme partie des de´faillances possibles. Le VCI (Ve´riﬁeur
de Code Interme´diaire, bytecode veriﬁer), est la premie`re ligne de´fensive des cartes a`
puces Java Card. Les me´thodes de ve´riﬁcation existantes sont inapproprie´es pour tester
ade´quatement des imple´mentations de VCI embarque´es dans des cartes a` puce.
Proble´matique
La ve´riﬁcation de la se´curite´ des syste`mes critiques est primordiale. La se´curite´ d’un
syste`me repose principalement sur le fait qu’il de´tecte et rejette les tentatives d’intrusion.
Cependant, la complexite´ des imple´mentations de VCI rend leur ve´riﬁcation diﬃcile.
Il est donc ne´cessaire de de´terminer si une me´thode de test en boˆıte noire permettant
de ve´riﬁer de fac¸on syste´matique de telles imple´mentations serait envisageable. Le test
de vulne´rabilite´ consiste donc a` ge´ne´rer des intrusions aﬁn de de´tecter la pre´sence de
de´faillances. De plus, la de´tection de de´faillance doit eˆtre pre´cise et permettre d’identiﬁer
rapidement son origine, c.-a`-d. de trouver facilement la faute.
Me´thodologie de recherche
Un mode`le du VTG est tout d’abord propose´ et ve´riﬁe´ a` l’aide de preuves et
d’exploration de mode`le (model checking). Nous utilisons la me´thode formelle Event-B
pour repre´senter formellement des parties de la spe´ciﬁcation Java Card. Pour simpliﬁer
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le proble`me de de´part, un sous-ensemble des me´canismes du VCI est e´tudie´. Une fois les
objectifs de test atteints, ce sous-ensemble est e´tendu. En paralle`le de la construction
du mode`le, la me´thode VTG (Vulnerability Test Generation, ge´ne´ration de tests de
vulne´rabilite´) est imple´mente´e. Il est parfois ne´cessaire d’adapter le mode`le ou la me´thode.
Ces modiﬁcations sont re´alise´es pour prendre en compte de nouvelles caracte´ristiques du
langage Event-B ou du VCI, tout en rendant la me´thode toujours plus ge´ne´rique. La
me´thode propose´e ainsi que le cas d’e´tude sont ame´liore´s empiriquement Les tests obtenus
sont utilise´s aﬁn de ve´riﬁer des imple´mentations de VCI.
Re´sultats
Nous proposons une me´thode base´e sur la mutation de spe´ciﬁcation et le MBT
(Model-Based Testing, test a` base de mode`le), appele´e VTG. Cette me´thode permet
de ge´ne´rer tous les tests ne´cessaires a` la ve´riﬁcation d’imple´mentation du VCI pour les
me´canismes e´tudie´s. Une the´orie de mutation pour la grammaire Event-B, ainsi qu’une
extension des re`gles de ne´gation que l’on peut trouver dans la litte´rature, est propose´e
et partiellement prouve´e. Pour la ge´ne´ration des tests, un algorithme de re´solution de
contraintes, base´ sur ProB [1], a e´te´ de´veloppe´ en collaboration avec le professeur Michael
Leuschel de l’Universite´ de Du¨sseldorf. ProB est un explorateur de mode`le a` base de
satisfaction de contraintes qui peut eˆtre utilise´ pour plusieurs langages de spe´ciﬁcation,
incluant Event-B. De plus, cette me´thode est ge´ne´rique et peut eˆtre utilise´e pour ve´riﬁer
d’autres types de syste`mes.
Le VCI est de´compose´ en deux parties aﬁn de simpliﬁer son e´tude. Le premier mode`le
Event-B repre´sente les contraintes statiques et traite de la ve´riﬁcation de structure. Le
second mode`le correspond aux contraintes dynamiques de la ve´riﬁcation de type. Ces
mode`les ont e´te´ ve´riﬁe´s formellement en utilisant des me´thodes de preuves et d’exploration
de mode`le. Ils ont e´te´ adapte´s aﬁn de fonctionner avec la me´thode de ge´ne´ration de
tests de vulne´rabilite´. Diﬀe´rents ensembles de tests ont e´te´ produits. Pour la ve´riﬁcation
de structure, seuls des tests abstraits ont e´te´ produits. Pour la ve´riﬁcation de type, un
ensemble de 223 tests concrets a e´te´ produit en 45min par le VTG. Ces tests ont permis
de caracte´riser les me´canismes de´fensifs d’imple´mentations de VCI embarque´es dans des
cartes a` puce.
Des logiciels ont permis de mettre en œuvre la me´thode pour le VCI et de tester des
imple´mentations. Ces outils sont se´pare´s en deux cate´gories. Les outils pour la me´thode
sont ge´ne´riques et peuvent eˆtre utilise´s pour ve´riﬁer diﬀe´rents syste`mes. Les outils pour
le cas d’e´tude servent uniquement pour le VCI.
Structure du document
Cette the`se de doctorat est compose´e de deux grandes parties. La premie`re partie
contient : le positionnement par rapport aux travaux existants ainsi que les connaissances
essentielles a` la compre´hension de cette the`se. La seconde partie se divise en trois chapitres.
Dans le premier, la me´thode propose´e est expose´e de fac¸on ge´ne´rique. Dans le suivant, la
me´thode est utilise´e aﬁn de re´soudre le proble`me de ve´riﬁcation du VCI. Finalement, le
chapitre quatre donne un aperc¸u des outils de´veloppe´s aﬁn de mettre en application la
me´thode sur le cas d’e´tude.
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Ce chapitre permet de situer notre proble´matique et nos contributions par rapport
a` l’existant. Les cartes a` puces sont des syste`mes dont la se´curite´ a e´te´ tre`s e´tudie´e.
La premie`re section donne un aperc¸u des diﬀe´rents travaux existants. Dans la section
suivante, nous e´tudions plus en de´tail les travaux relatifs a` notre cas d’e´tude, le VCI. La
dernie`re section de´crit notre positionnement ge´ne´ral.
2.1 Se´curite´ des cartes a` puce Java
Les cartes a` puce sont des syste`mes embarque´s disposant de tre`s peu de capacite´ de
calcul et de stockage. Malgre´ cela, elles constituent un e´le´ment essentiel de la se´curite´ de
syste`mes plus grands, tels que les banques ou la te´le´phonie. Leur se´curite´ ne doit donc
pas eˆtre compromise. Dans nos travaux, nous nous inte´ressons aux cartes a` puces Java
Card. Cette technologie est de´crite dans la section 3.1.
La se´curite´ informatique est une perpe´tuelle compe´tition entre les attaquants et les
de´fenseurs. Aﬁn d’ame´liorer la re´sistance des syste`mes face aux attaques, il existe deux
cate´gories de se´curite´. La se´curite´ de´fensive consiste a` proposer des syste`mes se´curise´s ou
a` combler les failles de se´curite´ apre`s leurs publications. La se´curite´ oﬀensive consiste a`
de´couvrir ces failles dans les syste`mes se´curise´s avant qu’elles ne soient exploite´es. Cette
dernie`re me´thode permet notamment aux instituts de certiﬁcation de ve´riﬁer la re´sistance
d’un produit de se´curite´. Dans nos recherches, nous nous inte´ressons a` la se´curite´ oﬀensive
applique´e aux cartes a` puce Java Card en nous inspirant des attaques existantes.
2.1.1 Les trois classes d’attaques pour Java Card
Dans le contexte des cartes a` puce, il existe trois types d’attaques : les attaques
physiques, les attaques logiques et les attaques combine´es. Les attaques actuelles contre
les cartes a` puce sont essentiellement des attaques physiques, voir [2, 3]. Ces attaques
ne´cessitent ge´ne´ralement des moyens physiques et des outils adapte´s (lasers, oscilloscopes,
etc.) re´duisant par leur sophistication le nombre d’attaquants. De nouvelles attaques,
dites logiques, commencent a` voir le jour et reposent souvent sur la de´couverte d’une
faille dans un logiciel et de son exploitation. Cela consiste a` re´cupe´rer des donne´es ou
fonctionnalite´s a` partir d’injection de commandes ou de donne´es. Contrairement aux
attaques physiques, ce type d’attaques est moins one´reux a` mettre en place, car il ne
demande qu’un simple lecteur de cartes et un ordinateur. Cependant, ces attaques sont
plus complexes, demandent souvent une plus grande connaissance du syste`me que pour les
attaques physiques et restent ge´ne´ralement lie´es a` une imple´mentation particulie`re. Dans
le cadre de cette the`se, nous nous inte´ressons uniquement aux attaques logiques. Celles-
ci sont de´crites plus pre´cise´ment a` la section 2.1.2. Plus re´cemment, une nouvelle classe
d’attaques, les attaques combine´es [4], exploite des attaques physiques et des attaques
logiques dans la meˆme attaque.
2.1.2 Les attaques logiques
Les attaques logiques exploitent des de´faillances au niveau des logiciels. Ces
de´faillances peuvent provenir d’une spe´ciﬁcation ou d’une imple´mentation non suˆre. Nous
parlons respectivement d’attaques de spe´ciﬁcation et d’attaques d’imple´mentation. Les
De´tection de vulne´rabilite´s applique´e au VCI Java Card Page 12
Chapitre 1 : Revue de litte´rature
attaques de spe´ciﬁcation sont les plus dangereuses, car elles rendent ge´ne´ralement toutes
les imple´mentations non suˆres.
Le premier champ d’attaque pour les attaques logiques est similaire a` celui que nous
trouvons sur les ordinateurs. Pour cela, il suﬃt de trouver des failles dans l’application
aﬁn de re´cupe´rer ses donne´es ou ses droits d’exe´cution. Le but est d’interagir avec
l’application en lui envoyant des commandes malveillantes. De nombreux travaux traitent
de ce proble`me. Parmi ceux-ci, nous pouvons citer les attaques d’imple´mentation de [5, 6],
qui ont teste´ la re´sistance de serveurs web embarque´s dans les cartes a` puce Java Card
3.0 Connected Edition.
2.1.2.1 Attaque de cartes ouvertes
La mise a` disposition des cartes dites ouvertes oﬀre un nouveau champ d’attaque. Ces
cartes autorisent le chargement de nouvelles applications apre`s de´livrance. Le but de ces
attaques [7] consiste a` installer un programme malveillant dans la carte, qui re´cupe`re des
donne´es ou des fonctionnalite´s.
L’attaque sur le me´canisme de transaction [8] tire proﬁt d’une faille dans
l’environnement d’exe´cution Java Card (Java Card Runtime Environment). Si une
transaction est avorte´e, toutes les re´fe´rences vers les objets doivent eˆtre nulliﬁe´es et le
syste`me est restaure´. Cependant, le me´canisme de suppression n’est pas clairement spe´ciﬁe´
et peut conduire a` des imple´mentations non suˆres. Une autre attaque [9] exploite une faille
sur les interfaces de partage. Dans la spe´ciﬁcation, la ve´riﬁcation de type des arguments des
me´thodes de partage n’est pas impose´e. Ces deux attaques sont des exemples d’attaques
de spe´ciﬁcation.
L’attaque sur l’e´diteur de liens (linker) [10] met en avant l’utilisation d’une faille
dans l’imple´mentation des me´canismes de´fensifs embarque´s. Certaines imple´mentations
ne ve´riﬁent pas correctement que tous les de´calages de branchement (branching oﬀset)
pre´sents dans les me´thodes correspondent a` des repe`res (token) valides. Dans leur
exploitation, les auteurs proposent d’utiliser cette de´faillance pour exe´cuter un code
normalement inaccessible et d’extraire des donne´es dans la me´moire. La spe´ciﬁcation est
suˆre, mais les contraintes impose´es par les cartes a` puces conduisent a` des optimisations
de l’imple´mentation. Ces optimisations conduisent parfois a` des fautes de conception.
L’attaque EMAN 1 [11] propose d’exploiter l’attaque sur l’e´diteur de liens dans un
applet (attaquant) pour modiﬁer un autre applet (cible). Cette exploitation permet par
exemple de supprimer une ve´riﬁcation de code PIN (Personal Indentiﬁer Number,
nume´ro d’identiﬁcation personnel). Une autre exploitation de l’attaque sur l’e´diteur de
liens, EMAN 2 [12] propose de modiﬁer l’enteˆte de la pile d’exe´cution Java Card. Cela
permet par exemple de changer la valeur du pointeur de programme Java (le jpc) et de
pouvoir exe´cuter du code avec les droits d’exe´cution de l’appelant. Ces trois attaques
d’imple´mentation fonctionnent uniquement sur certaines cartes a` puces.
2.1.3 Me´canismes de de´fense
Diﬀe´rents composants de se´curite´ permettent d’assurer la re´sistance aux attaques de
la plateforme Java. La spe´ciﬁcation de´ﬁnit un certain nombre de composants qui doivent
eˆtre pre´sents dans une carte a` puce Java Card. Ces composants sont regroupe´s en deux
cate´gories, les ve´riﬁcations statiques et les ve´riﬁcations dynamiques.
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2.1.3.1 Ve´riﬁcation statique
La ve´riﬁcation statique s’inte´resse a` ve´riﬁer le code avant qu’il ne soit exe´cute´ par le
syste`me. Cette ve´riﬁcation repre´sente la premie`re ligne de de´fense. Le VCI est en charge
de ve´riﬁer que les ﬁchiers CAP (Converted APplet, format de ﬁchier Java compile´ pour
cartes a` puce Java Card) respectent la norme Java Card avant de pouvoir eˆtre exe´cute´s
sur une carte a` puce. Ce composant est le seul me´canisme de ve´riﬁcation statique de´ﬁni
par la spe´ciﬁcation. La ﬁgure 2.1 repre´sente les diﬀe´rents comportements possibles. La
premie`re ligne correspond a` l’envoi d’un ﬁchier CAP valide et autorise´ par le VCI a` eˆtre
exe´cute´. La deuxie`me ligne correspond a` l’envoi d’un ﬁchier CAP invalide. Ce ﬁchier est
de´tecte´ par le VCI comme ne respectant pas la norme. Il n’est donc pas autorise´ a` eˆtre
installe´ (il ne peut donc pas eˆtre exe´cute´). La dernie`re ligne correspond au rejet d’un
ﬁchier valide. Un ﬁchier acceptable par la norme n’est pas ne´cessairement accepte´ par
une imple´mentation particulie`re du VCI. La norme ne de´ﬁnit que ce qui doit absolument
eˆtre rejete´. En eﬀet, certaines contremesures peuvent rajouter des contraintes, re´duisant
l’ensemble des CAP valides a` un sous-ensemble. Le processus de ve´riﬁcation est explique´
plus en de´tail dans la section 3.2.
Les cartes a` puces, ne disposant pas de grande puissance de calcul et de stockage, cette
ve´riﬁcation est tre`s complexe. Bien que les cartes soient de plus en plus puissantes, cette
ve´riﬁcation n’est que partiellement embarque´e dans les cartes a` puce. Les ope´rations les
plus complexes sont eﬀectue´es a` l’exte´rieur de la carte par un tiers de conﬁance. Java
Card posse`de donc un me´canisme de chargement d’applications permettant de ﬁabiliser
l’installation d’applications.
Figure 2.1 – Comportement d’un VCI
2.1.3.2 Me´canisme de chargement d’application
La norme GlobalPlateform assure le chargement se´curise´ d’application par des
personnes autorise´es. L’utilisation de protocoles cryptographiques permet de ve´riﬁer que
la personne souhaitant charger une application posse`de les clefs de chargement. Ces
personnes sont reconnues pour eˆtre des personnes de conﬁance. Cependant, avec l’arrive´e
des cartes ouvertes, le chargement peut eˆtre re´alise´ apre`s de´livrance et par des personnes
potentiellement malveillantes. Les cartes ouvertes doivent donc assurer elles-meˆmes leur
de´fense.
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2.1.3.3 Ve´riﬁcation dynamique
La ve´riﬁcation dynamique assure la se´curite´ durant l’exe´cution de l’application. Le
pare-feu est le composant charge´ de la ve´riﬁcation dynamique. Bien que l’inte´gration d’un
VCI n’est pas impose´e par la spe´ciﬁcation Java Card, des portions du VCI sont de plus
en plus eﬀectue´es dynamiquement. Parmi ces travaux, nous pouvons citer les machines
virtuelles de´fensives [13] et l’utilisation d’automates de se´curite´ [14].
2.2 Suˆrete´ de fonctionnement
La suˆrete´ de fonctionnement est une notion ge´ne´rique regroupant un ensemble de
de´ﬁnitions relatives aux de´faillances des syste`mes informatiques que nous utilisons dans
ce document. Jean-Claude Laprie, dans [15], e´tablit la de´ﬁnition suivante : La suˆrete´ de
fonctionnement d’un syste`me informatique, est la proprie´te´ qui permet a` un utilisateur
de placer une conﬁance justiﬁe´e dans le service qu’il leur de´livre.
Les notions de la suˆrete´ de fonctionnement sont regroupe´es en trois classes : les
entraves, les moyens et les attributs. Les entraves sont les comportements inde´sirables
pouvant survenir. Elles sont de´compose´es en 3 classes : fautes, erreurs et de´faillances. Les
moyens permettent de continuer a` assurer la suˆrete´ malgre´ la pre´sence d’entraves. Les
attributs repre´sentent les re´actions du syste`me attendues en re´ponse aux entraves et aux
moyens.
2.2.1 Deux types de fautes
Dans ces recherches, nous utilisons le mot faute pour de´signer deux concepts. Les fautes
que nous cherchons correspondent aux fautes qui ont e´te´ introduites dans le syste`me et
que nous souhaitons de´tecter. Les fautes que nous faisons correspondent aux actions que
nous entreprenons sur le syste`me pour de´couvrir des de´faillances.
Nous cherchons a` de´tecter des fautes d’imple´mentation du VCI. Dans la ﬁgure 2.2,
reprise du livre pre´ce´demment cite´ [15], ces fautes correspondent aux fautes de conception.
Elles sont dues a` une faute accidentelle ou une faute intentionnelle sans volonte´ de nuire.
N’ayant pas acce`s au code source du VCI dans nos recherches, ces fautes sont donc
permanentes.
Nos tests, correspondant a` des attaques, sont des applications donne´es en entre´e au
VCI. Ces tests sont donc externes et constitue´s de fautes intentionnellement nuisibles.
Nos tests correspondent donc a` des intrusions.
2.2.2 Diagnostic
Lorsqu’une de´faillance est de´tecte´e, nous devons proce´der a` un diagnostic aﬁn de
trouver la faute qui a conduit a` celle-ci. Ce diagnostic est la seconde e´tape pour
l’e´limination des fautes. Dans ces recherches, nous travaillons avec des imple´mentations
en boˆıte noire du VCI. Le diagnostic permettant de faire le lien entre les de´faillances et
les fautes recherche´es n’est donc pas traite´. De plus, nos tests ne nous permettent pas de
conclure a` une faute de conception. Cela est notamment vrai dans le cas ou` le syste`me
sous tests subit un dysfonctionnement mate´riel.
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Figure 2.2 – Suˆrete´ de fonctionnement, classiﬁcation des fautes
2.2.3 De´faillances exploitables
Un syste`me est en interaction avec d’autres syste`mes (environnement). La de´faillance
d’un syste`me est une faute pour son environnement. Une de´faillance exploitable est une
de´faillance d’un syste`me qui provoque une de´faillance de son environnement. Par exemple,
une de´faillance d’une carte bancaire qui entraine une de´faillance du syste`me bancaire
(de´tournement d’argent) est une de´faillance exploitable. Dans ces recherches, nous nous
consacrons uniquement a` la de´couverte de de´faillances sans de´ﬁnir si elles sont exploitables
ou non.
2.3 Ve´riﬁcation du ve´riﬁeur
Le VCI est un composant de se´curite´ complexe qui a e´te´ de´ﬁni dans [16]. Une de´ﬁnition
plus de´taille´e a e´te´ propose´e dans [17] permettant de lever un certain nombre d’ambigu¨ıte´s.
Pour rendre ce composant se´curise´, de multiples travaux ont e´te´ ne´cessaires. Le premier
travail a consiste´ a` supprimer les ambigu¨ıte´s de la spe´ciﬁcation. Dans un second temps,
des imple´mentations suˆres ont e´te´ propose´es. Les me´thodes de ve´riﬁcation ont pour but de
s’assurer que certains comportements sont respecte´s. Diﬀe´rentes me´thodes de ve´riﬁcation
ont permis d’assurer la se´curite´ et la suˆrete´ d’un tel syste`me.
2.3.1 Ve´riﬁcation formelle
Les me´thodes formelles permettent de ve´riﬁer qu’un mode`le respecte certaines
proprie´te´s. Ces mode`les de´crivent des syste`mes a` l’aide de notations mathe´matiques.
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L’utilisation de telles notations garantit la non-ambigu¨ıte´. Cela permet d’automatiser
les processus de raisonnement, tels que les preuves, et ainsi de garantir le processus de
ve´riﬁcation.
La spe´ciﬁcation d’un syste`me de´crit un ensemble de comportements attendus.
La frontie`re caracte´risant l’ensemble des comportements attendus peut-eˆtre de´crite
informellement ou formellement. Dans le cas d’une spe´ciﬁcation informelle, certaines
ambigu¨ıte´s rendent cette frontie`re ﬂoue. Nous distinguons donc 3 types de
comportements : attendus, ambigus et non attendus. Dans le cas d’une spe´ciﬁcation
formelle, la frontie`re est de´ﬁnie a` l’aide de formules mathe´matiques. Les comportements
ambigus n’existent donc pas. Le syste`me est ainsi l’ensemble des comportements spe´ciﬁe´s.
Par opposition, le syste`me n’est pas l’ensemble des comportements non spe´ciﬁe´s.
2.3.1.1 Formalisations de la spe´ciﬁcation
La formalisation d’un syste`me permet de garantir une tre`s grande se´curite´ (suˆrete´
dans le cas ge´ne´ral). L’article [18] recense les principaux mode`les relatifs a` Java et a` Java
Card propose´s avant l’anne´e 2000. Les premiers mode`les, tels que ceux propose´s dans
[19, 20, 21], ont permis de ve´riﬁer la spe´ciﬁcation. Ces mode`les ont permis de lever un
certain nombre d’ambigu¨ıte´s et de corriger certains proble`mes pre´sents dans les premie`res
versions de la spe´ciﬁcation Java Card.
Nous avons vu dans la section 2.1.2 que malgre´ ses formalisations, certaines attaques
contre la spe´ciﬁcation sont toujours possibles. Une preuve formelle repose sur un mode`le
et un ensemble de proprie´te´s. Les preuves permettent uniquement d’assurer que les
proprie´te´s sont vraies dans le mode`le. La premie`re source de proble`me provient d’un
mode`le incomplet qui ne repre´sente pas ﬁde`lement le syste`me. Dans la section suivante,
un exemple de mode`le qui a permis d’obtenir une imple´mentation prouve´e permettant de
re´soudre en partie ce premier proble`me est donne´. Le deuxie`me proble`me provient d’une
proprie´te´ non exprime´e dans l’ensemble des proprie´te´s que l’on doit prouver sur le mode`le.
L’attaque sur le me´canisme de transaction en est un bon exemple. Ces derniers proble`mes
sont ge´ne´ralement de´couverts de fac¸on empirique.
2.3.1.2 Imple´mentation embarque´e prouve´e formellement
Le projet europe´en MATISSE [22] et les travaux de Ludovic Casset [23, 24, 25]
proposent une imple´mentation prouve´e du VCI embarque´. Le but e´tait de proposer un
ve´riﬁeur embarque´ suˆr permettant a` une carte a` puce d’assurer elle-meˆme sa propre
se´curite´. Le mode`le prouve´ utilise le langage B, raﬃne´ jusqu’au B0, puis compile´.
La compilation du B0 permet de produire un code qui correspond exactement au
mode`le. Cette me´thode permet donc d’e´liminer la premie`re source du proble`me bien que
l’imple´mentation puisse toujours posse´der des failles dues a` des proprie´te´s qui n’auraient
pas e´te´ prouve´es.
L’algorithme propose´ utilise la me´thode de ve´riﬁcation de preuves graˆce au PCC
(Proof-Carring Code). Les PCC reposent sur l’ide´e que ve´riﬁer une preuve est plus
simple que de la construire. Les preuves sont donc ge´ne´re´es hors de la carte puis
l’application est charge´e dans la carte accompagne´e de sa preuve. La partie complexe,
la ge´ne´ration de la preuve, est donc eﬀectue´e sur un ordinateur. La partie simple,
la ve´riﬁcation de la preuve, est eﬀectue´e dans la carte. L’imple´mentation du ve´riﬁeur
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embarque´ repose donc toujours sur une ope´ration eﬀectue´e par un ordinateur. Cependant,
contrairement a` un me´canisme de certiﬁcation, le VCI ve´riﬁe l’application.
2.3.1.3 Imple´mentation base´e sur un ve´riﬁeur de mode`le
Le mode`le propose´ dans [26] a attire´ notre attention, notamment pour la ve´riﬁcation
de structure du VCI. Cette mode´lisation, e´crite en Alloy, se base sur l’exploration de
mode`le (model checking). Elle n’a pas pour but d’eˆtre embarque´e dans une carte a`
puce. Elle se base sur une mode´lisation en deux parties.
Le composant Declarations de´clare un ensemble de variables repre´sentant les champs
du ﬁchier Class, ainsi que des variables utiles a` l’algorithme du VCI. Le composant
Body renferme l’ensemble du me´canisme de ve´riﬁcation du VCI. Ces deux composants
repre´sentent la premie`re partie de leur me´thode. Cette partie est ﬁxe et ne de´pend pas
de l’application que l’on veut ve´riﬁer. Le composant Initialization est vide par de´faut. Il
est rempli pour repre´senter une application a` ve´riﬁer a` l’aide du programme Class2Alloy
Translator.
2.3.2 Test d’imple´mentation
Dans la section pre´ce´dente, nous avons vu que l’utilisation de mode`le formel permettait
de produire des syste`mes suˆrs par construction. Cependant, notre proble´matique consiste
a` ve´riﬁer une imple´mentation et non a` en proposer une. Les techniques de ve´riﬁcation
de´crites pre´ce´demment ne sont donc pas adapte´es. De plus, meˆme un syste`me de´veloppe´
formellement peut contenir des fautes. En eﬀet, les proprie´te´s exprime´es ont e´te´ prouve´es,
mais il est ge´ne´ralement impossible de savoir si l’ensemble des proprie´te´s exprime´es est
suﬃsant ou complet. Dans ces recherches, nous souhaitons tester la re´sistance d’une
imple´mentation relative a` des tentatives d’intrusion telles que de´crites dans la section
2.1.2.
La me´thode classique de test consiste a` construire des tests unitaires base´s sur le
code source de l’imple´mentation. Des outils tels que JUnit permettent d’automatiser les
ve´riﬁcations. Cependant, il est diﬃcile de de´terminer la qualite´ d’un tel ensemble de
tests. Pour cela, la mutation de programme permet de mesurer la capacite´ d’un ensemble
de tests a` de´couvrir de potentielles fautes. L’ide´e consiste a` introduire des fautes dans
l’imple´mentation puis a` ve´riﬁer si l’ensemble de tests est capable de de´tecter la de´faillance.
Cette technique a e´te´ applique´e a` diﬀe´rents langages de programmation [27] dont : Fortran
[28], C [29], ADA [30] et Java [31].
Bien qu’inte´ressante, cette technique posse`de un de´faut majeur, la ge´ne´ration de
mutants se´mantiquement e´quivalents. En eﬀet, certaines mutations produisent des
programmes syntaxiquement diﬀe´rents, mais se´mantiquement e´quivalents. Prenons par
exemple un syste`me tole´rant aux fautes et compose´ de 3 sous-syste`mes. Chacun des
sous-syste`mes eﬀectue le meˆme calcul, mais de trois fac¸ons diﬀe´rentes. Apre`s calcul, le
syste`me compare les re´sultats. Si au moins 2 des sous-syste`mes ont la meˆme re´ponse, le
syste`me renvoie cette re´ponse. Dans ce syste`me, si une faute est introduite par mutation
dans l’un des sous-syste`mes, le comportement du syste`me n’est pas modiﬁe´. La mutation
de programme n’est donc pas comple`tement ade´quate pour de´terminer la qualite´ d’un
ensemble de tests pour des syste`mes complexes.
Les techniques de ve´riﬁcation de´crites pre´ce´demment ne´cessitent le code source ou
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la version binaire du SUT (System Under Test, syste`me sous test). Selon notre
proble´matique, les imple´mentations sous test e´tant embarque´es, nous ne posse´dons ni
le code source ni le binaire. Le seul moyen de tester l’application consiste a` interagir
avec elle. Des techniques de test en boite noire doivent donc eˆtre employe´es. Parmi ces
techniques, seuls des tests manuels ont e´te´ re´alise´s pour ve´riﬁer le VCI. Les travaux [32, 33]
proposent deux attaques contre le VCI.
2.3.3 Test a` base de mode`le
Le MBT (Model-Based Testing, test a` base de mode`le), [34, 35] est une technique
permettant d’extraire des tests a` partir d’un mode`le formel. Un mode`le formel repre´sente
ge´ne´ralement une abstraction du syste`me, c.-a`-d. le mode`le repre´sente ce que doit faire
le syste`me, mais pas comment il doit le faire. Cette technique est plus largement de´crite
dans la section 3.4.
Diﬀe´rents paradigmes permettent de construire des mode`les formels. Le type de test
que l’on peut extraire de´pend grandement du paradigme choisi. Il est donc important
d’adapter le mode`le en fonction des tests que l’on souhaite ge´ne´rer. Bien que la plupart des
mode`les pour le MBT soient en UML [36] ou (E)FSM (Extended Finite State Machine),
il existe des travaux traitants d’autres langages : Alloy et SAT [37], Timed Automata and
Uppaal [38, 39] ou encore Event-B [40]. Une taxonomie [41] a e´te´ propose´e et permet
de choisir le paradigme de mode´lisation le plus adapte´ au SUT. Plus re´cemment, une
taxonomie de´die´e au test de se´curite´ a e´te´ propose´e [42].
Dans le domaine des cartes a` puces, diﬀe´rents travaux utilisent le test a` base de mode`le.
La the`se [43] propose une me´thode ge´ne´rale permettant de tester les applications Java
Card. Le projet POSE´ [44] propose de tester le syste`me de gestion de re´pertoire et de
ﬁchier pour carte a` puce.
Le MBT est une technique permettant d’extraire un sous-ensemble de comportement
du mode`le. Pour extraire des tests relatifs aux intrusions, le mode`le doit repre´senter
ces intrusions. Cependant, il est ge´ne´ralement impossible de mode´liser l’ensemble des
intrusions. Le MBT ne permet donc pas de ve´riﬁer la re´sistance aux attaques des
imple´mentations de VCI. Il est ne´cessaire de trouver une technique capable de ge´ne´rer
automatiquement des mode`les d’intrusion.
2.3.3.1 Outils de MBT
L’outil CertifyIt, dont une description est donne´e dans [45], permet de guider la
recherche de tests selon certains crite`res. Ce logiciel est de´veloppe´ par la socie´te´ franc¸aise
Smartesting notamment spe´cialise´e dans le test d’application pour carte a` puce. Comme
de´crit dans leur article [46], leurs mode`les se basent sur la notation UML (Uniﬁed
Modeling Language) accompagne´e de formules OCL (Object Constraint Language).
Ces dernie`res permettent de formaliser les mode`les UML. Pour se´lectionner leurs crite`res,
ils se basent sur une animation du mode`le combine´e avec des proprie´te´s statiques et
dynamiques.
ProB est un outil d’exploration de mode`le base´ sur Prolog de´veloppe´ par l’Universite´
de Du¨sseldorf. Il a e´te´ partiellement adapte´ pour le MBT [47, 48, 49] et des portions de
l’outil ProTest [48] y ont e´te´ inte´gre´es. Cet outil a comme principal avantage de couvrir
l’ensemble des utilisations dont nous avons besoin dans nos recherches. Il permet de ve´riﬁer
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le mode`le et de ge´ne´rer des tests. Bien que les algorithmes de ge´ne´ration de tests existants
soient simples, ils nous ont permis de re´aliser nos premie`res expe´rimentations. La mise a`
disposition d’une API ainsi que l’ensemble du code source nous ont permis de proposer
nos propres algorithmes de MBT. Ces derniers sont de´crits dans la section 4.5.
2.3.4 Mutation de spe´ciﬁcation
La mutation de spe´ciﬁcation permet de transformer automatiquement des mode`les
formels. Contrairement a` la mutation de programme, certaines proprie´te´s peuvent eˆtre
ve´riﬁe´es sur le mode`le originel, sur les mode`les mutants et sur le processus de mutation.
Le premier travail a e´te´ re´alise´ sur des repre´sentations formelles de programmes [50]. Les
techniques de mutation ont ensuite e´te´ utilise´es dans le contexte de tole´rance aux fautes
aﬁn de ve´riﬁer si une spe´ciﬁcation est suˆre. Les techniques de mutation ont e´te´ applique´es
sur diﬀe´rents langages : OCL [51], CSP [52] et l’utilisation combine´e de SMV et de CLT
[53].
Cette me´thode a e´te´ utilise´e par [54] pour ve´riﬁer certaines parties du VCI. Les
auteurs s’inte´ressent au proble`me de la ve´riﬁcation des branchements. Ce travail est
comple´mentaire a` celui pre´sente´ dans cette the`se.
2.4 Positionnement ge´ne´ral
Dans ces recherches, le moyen utilise´ est l’e´limination des fautes par des me´thodes
de test. Ces tests, intrusions, correspondent aux attaques de´crites a` la section 2.1.
Le VCI, de´crit dans la section 2.1.3, est un composant essentiel dans la se´curite´ des
cartes a` puces Java Card. Dans ces recherches, nous ame´liorons la se´curite´ relative a`
des tentatives d’intrusion d’imple´mentations du VCI. Comme nous l’avons vu dans la
section 2.3.1, de nombreux travaux ont permis de ve´riﬁer la spe´ciﬁcation et de produire
des imple´mentations suˆres. Ainsi, ces imple´mentations restent suˆres face a` des attaques
logiques. Cependant, les imple´mentations embarque´es ne sont pas toutes base´es sur
ces travaux. D’autres me´thodes plus traditionnelles, ne comprenant pas de ve´riﬁcation
syste´matique ou formelle, peuvent eˆtre utilise´es pour produire des VCI. Des attaques
d’imple´mentation peuvent rendre ces VCI non suˆrs. Pour les ve´riﬁer, nous avons choisi
d’utiliser des techniques de test en boite noire en nous inspirant des attaques logiques
de´crites dans la section 2.1.2. L’ensemble de tests ge´ne´re´ contient des tests d’intrusion
permettant de ve´riﬁer le bon fonctionnement d’imple´mentation du VCI face a` des
tentatives d’intrusion. De plus, cet ensemble de tests est ge´ne´rique et peut eˆtre applique´
a` toute imple´mentation du VCI.
Les me´thodes de tests d’intrusion en boite noire sont actuellement trop che`res ou pas
assez performantes. Dans le cas du VCI, les possibles intrusions e´tant trop nombreuses
et diversiﬁe´es, elles ne peuvent pas toutes eˆtre mode´lise´es formellement. Le test manuel,
bien que tre`s pre´cis, posse`de un rapport (couverture/eﬀort requis) peu inte´ressant. Le
test a` base de mode`le de´crit dans la section 2.3.3 est la me´thode automatique la plus
pre´cise, mais ne´cessite d’avoir mode´lise´ l’ensemble des intrusions possibles. Cet ensemble
est ge´ne´ralement trop vaste et certaines intrusions ne sont pas force´ment connues. Il est
donc ne´cessaire de trouver une me´thode permettant d’explorer des comportements non
spe´ciﬁe´s.
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Pour de´couvrir les mode`les de fautes, les techniques de mutation peuvent eˆtre utilise´es.
Comme nous l’avons vu dans les sections 2.3.2 et 2.3.4, la mutation est utilise´e pour le
test de programme ou pour ve´riﬁer la tole´rance aux fautes. Nous proposons d’adapter les
techniques de mutation de spe´ciﬁcation et de test a` base de mode`le, au proble`me de la
ve´riﬁcation du VCI.
Aﬁn de re´soudre le proble`me de la ve´riﬁcation du VCI, la me´thode de ge´ne´ration
de tests de vulne´rabilite´ propose´e se base sur la mutation de mode`le formel et le test a`
base de mode`le. Cette me´thode prenant un mode`le en entre´e, nous devons construire un
mode`le du VCI compatible avec celle-ci. Notre mode`le s’inspire de mode`les de´crits dans
la section 2.3.1. Cependant, leur but e´tant diﬀe´rent, notre mode´lisation du VCI doit eˆtre
adapte´e aux techniques utilise´es. Nos mode`les ne permettront pas de produire un ve´riﬁeur
embarque´. De plus, notre mode`le de la ve´riﬁcation de structure est inspire´ de l’architecture
du mode`le Alloy. La se´paration des de´clarations de champs, des contraintes impose´es par
le VCI et des valeurs nous permettra de ge´ne´rer nos tests plus facilement. Apre`s e´tude
des diﬀe´rents langages disponibles, nous avons choisi d’utiliser le langage Event-B qui
est de´crit dans la section 3.3. La mutation de spe´ciﬁcation n’a jamais e´te´ applique´e au
langage Event-B. Pour eﬀectuer ces mutations, les plateformes Rodin et ProB mettent a`
disposition des API permettant d’imple´menter la me´thode de mutation de spe´ciﬁcation
propose´e. Le processus de mutation s’eﬀectue sur des variables de type plus complexes que
les travaux existants. De plus, de nouvelles re`gles de mutation ont e´te´ de´ﬁnies, permettant
d’ouvrir le champ des mutations possibles. ProB est un outil d’exploration de mode`le que
nous avons adapte´ pour ge´ne´rer les tests. Peu de travaux traitent du test a` base de mode`le
en utilisant ProB.
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Chapitre 3 :
Fondements
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Dans ce chapitre sont pre´sente´es les notions essentielles a` la bonne compre´hension
du travail pre´sente´. Les deux premie`res sections introduisent les notions relatives au cas
d’e´tude, les cartes a` puce. Les notions en rapport avec la me´thode propose´e sont de´crites
dans les deux sections suivantes.
3.1 Java Card
Les cartes a` puces sont des syste`mes largement utilise´s : cartes bancaires, cartes SIM
ou encore carte d’authentiﬁcation. De par leur petite taille, leur puissance de calcul et
de stockage est limite´e. La spe´ciﬁcation Java Card [55] inte`gre un sous-ensemble des
technologies Java adapte´ pour les contraintes des cartes a` puces. Les programmes sont
ge´ne´ralement des applets bien que depuis la version 2.2.2 il soit possible de charger des
servlets.
Duˆ au peu de ressources disponibles sur les cartes a` puce, la JCVM (Java Card
Virtual Machine, machine virtuelle Java Card), que l’on peut trouver sur une station de
travail a e´te´ se´pare´e, comme on peut le voir sur la ﬁgure 3.1, en deux :
— une partie a` l’exte´rieur de la carte, ge´ne´ralement sur un ordinateur. Cette partie
comporte un convertisseur ainsi qu’un ve´riﬁeur de code interme´diaire.
— une partie dans la carte correspond a` l’interpre´teur de code qui se charge d’exe´cuter
les applications.
Le cycle de vie d’un programme Java Card est repre´sente´ par la ﬁgure 3.1. La ligne
en pointille´ permet de distinguer les e´le´ments en dehors de la carte des e´le´ments internes
a` la carte. La premie`re e´tape consiste a` compiler le code source Java, puis le convertir en
ﬁchier CAP et enﬁn le ve´riﬁer a` l’aide du VCI. L’application est ensuite transmise a` la
carte a` l’aide de protocoles de´ﬁnis par la norme GlobalPlateform. Elle est ensuite installe´e











Figure 3.1 – Cycle de vie d’un programme Java Card
3.2 Ve´riﬁeur de code interme´diaire Java Card
Comme nous l’avons de´crit dans la section 2.1.3, le VCI repre´sente la partie statique
de ve´riﬁcation des applications Java. Une application acceptable est une application qui
respecte la spe´ciﬁcation par opposition a` une application rejetable qui ne la respecte
pas. Une application accepte´e est une application conside´re´e comme valide par une
imple´mentation du VCI par opposition a` une application rejete´e. Le rejet d’une application
De´tection de vulne´rabilite´s applique´e au VCI Java Card Page 23
Chapitre 2 : Fondements
acceptable est un comportement normal et ne repre´sente pas une de´faillance du VCI. En
eﬀet, la spe´ciﬁcation de´ﬁnit un me´canisme de ve´riﬁcation qui est une approximation suˆre
et autorise a` rejeter plus d’applications si ne´cessaire (dans le cas de contre-mesure par
exemple). En revanche, l’acceptation d’un programme rejetable est proble´matique. Ce
comportement, repre´sente´ par la ﬁgure 3.2, correspond a` une de´faillance susceptible de
conduire a` des failles de se´curite´. Nous nous inte´ressons a` ce dernier comportement.
Figure 3.2 – Comportement fautif d’un VCI
Aﬁn de ve´riﬁer les applications, le VCI proce`de en deux e´tapes, la ve´riﬁcation de
structure puis la ve´riﬁcation de type. Si la ve´riﬁcation de structure e´choue, le VCI rejette
l’application sans eﬀectuer la ve´riﬁcation de type. Si elle re´ussit, l’application est ensuite
envoye´e au ve´riﬁeur de type. L’application est accepte´e si le ve´riﬁeur de type l’accepte.
3.2.1 Ve´riﬁcation de structure
La structure des applications envoye´es a` la carte doit respecter un certain format
de ﬁchier que l’on appelle CAP. Ce ﬁchier est constitue´ de douze composants. Chaque
composant est constitue´ de plusieurs champs. En plus de ces contraintes structurelles, le
contenu de chaque champ doit respecter un certain nombre de proprie´te´s. Ces proprie´te´s
sont de´compose´es en deux cate´gories, les contraintes internes et les contraintes externes.
Une proprie´te´ sur un ou plusieurs champs d’un meˆme composant est une contrainte
interne. Une proprie´te´ faisant intervenir des champs de composants diﬀe´rents est appele´e
contrainte externe. La ve´riﬁcation de structure du VCI correspond donc a` ve´riﬁer que
toutes ces contraintes sont respecte´es. Si une seule contrainte est invalide, la ve´riﬁcation
s’arreˆte et le ﬁchier CAP est rejete´.
Si nous prenons par exemple le composant Applet. Il est de´ﬁni que le champ size
doit repre´senter la taille du composant. Cela correspond a` une contrainte interne, le
composant suﬃt a` lui-meˆme pour valider ou invalider cette proprie´te´. Un autre exemple
de contrainte consiste a` ve´riﬁer que les RID (Ressource IDentiﬁer) contenus dans le
tableau AID (Applet IDentiﬁer) de ce composant sont bien identiques a` ceux de´clare´s
dans le composant Header. Nous avons besoin d’autres composants aﬁn de valider ou
invalider la proprie´te´, ce qui correspond a` une contrainte externe.
3.2.2 Ve´riﬁcation de type
La ve´riﬁcation de type analyse le comportement de l’application par une exe´cution
symbolique. Pour cela, elle re´cupe`re l’ensemble des me´thodes dans le Method Component.
Chaque me´thode est traite´e individuellement par une analyse de son tableau d’octets
(bytecode). Chaque instruction constituant ce dernier posse`de une pre´condition et
une post-condition de´ﬁnie dans la spe´ciﬁcation Java Card [55]. Une application est
donc conside´re´e comme valide si pour toutes les me´thodes, toutes les pre´conditions sont
satisfaites. Cependant, les informations pre´sentes dans le ﬁchier CAP sont insuﬃsantes
pour ve´riﬁer que toutes les pre´conditions sont bien respecte´es. Chaque me´thode est
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donc symboliquement exe´cute´e aﬁn de reconstituer les informations manquantes. Les
pre´conditions ne portant que sur le type de la me´moire (et non les valeurs de celle-ci),
cette exe´cution reconstitue uniquement le typage des structures de donne´es. L’algorithme 1
de´crit cette ve´riﬁcation, telle que spe´ciﬁe´e dans [16]. La variable p repre´sente le programme
a` ve´riﬁer. La variable fs repre´sente l’e´tat de la pile d’ope´randes et des variables locales
pour chaque instruction du programme p. Cet e´tat ne contient que le type des variables
et des ope´randes de la pile. La variable b est un vecteur de boole´ens : pour chaque chaque
instruction i du programme, si b(i) = TRUE, alors la ve´riﬁcation de type pour i doit
eˆtre faite (ou refaite si son instruction pre´de´cesseur a e´te´ refaite). Au de´part, seule la
premie`re instruction est a` ve´riﬁer (ie, b(0) = TRUE). Ensuite, tous les successeurs de
cette instruction sont visite´s, en mettant leur b(i) a` TRUE. Les branchements induiront
des boucles, et les instructions des boucles sont visite´es plusieurs fois. La ligne 12 ne
calcule que les nouvelles valeurs des types des variables locales et de la pile, et propage ces
valeurs aux instructions successeurs de l’instruction courante. Une instruction se´quentielle
n’a qu’un successeur, alors qu’un branchement peut en avoir plusieurs. Pour propager, on
calcule le supremum (post
∨
fs(s)) dans la hie´rarchie de types entre le type calcule´ en
re´sultat de l’instruction courante, et le type de chacun de ses successeurs. Au de´part, on
initialise le type d’une instruction avec le type spe´cial ⊥ qui est l’e´le´ment minimal de la
hie´rarchie de types. Un programme est conside´re´ comme invalide si une de ses instructions
est appele´e avec un type incorrect par rapport a` sa spe´ciﬁcation ou bien si le supremum
est l’e´le´ment maximal de la hie´rarchie de types, qui repre´sente des types incompatibles.
La machine virtuelle Java utilise une trame (¡¡frame¿¿) pour repre´senter un appel de
me´thode. Une trame contient les variables locales de la me´thode et la pile d’ope´randes
qui est utilise´e pour e´valuer les expressions apparaissant dans la me´thode. Dans la suite,
nous utilisons simplement le terme pile pour de´signer la pile d’ope´randes.
Pour illustrer ce processus, prenons quatre exemples d’applications, repre´sente´es par
leurs tableaux d’octet. Les deux premiers sont des applications line´aires et les deux
derniers comportent des points de branchement. Nous utilisons les instructions suivantes :
— aconst null : empile une re´fe´rence nulle au sommet de la pile,
— ifeq X : modiﬁe le ﬂot de controˆle en fonction de la valeur du short au sommet de
la pile 1,
— pop : supprime l’e´le´ment au sommet de la pile,
— return : retourne a` l’appelant,
— s2b : tronque le short au sommet de la pile et e´tend son signe,
— sadd : additionne les deux e´le´ments de type short au sommet de la pile,
— sconst N : empile le short N (m1 repre´sente -1).
L’exemple de la ﬁgure 3.3 est une application acceptable. Le tableau repre´sente l’e´tat
de la pile avant exe´cution et apre`s exe´cution de chaque instruction. Le deuxie`me exemple
de la ﬁgure 3.4 est rejetable, car la pre´condition de l’instruction sadd n’est pas respecte´e.
La pre´condition de l’instruction sadd impose que les deux e´le´ments au sommet de la pile
soient de type short.
La ﬁgure 3.5 est un exemple de programme valide avec deux chemins d’exe´cution
engendre´s par le branchement conditionnel ifeq 3 a` l’instruction 3. Dans le premier chemin,
on retrouve l’entier 0 au sommet de la pile, ce qui fait brancher l’exe´cution du programme
a` l’instruction 6, pop, qui n’a pas de pre´condition sur la valeur au sommet de la pile.
1. Si l’e´le´ment au sommet de la pile est e´gal a` 0, l’interpre´tation du tableau d’octet continue a` l’adresse
adresseCourante +Oﬀset . Sinon l’exe´cution continue a` l’adresse adresseCourante + 1.
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Algorithm 1 Patron de l’algorithme du VCI
1: input p : 1..maxpc→ JBC INSTRUCTION
2: var fs : 1..maxpc→ FRAME STATE
3: var b : 1..maxpc→BOOLEAN
4:
5: procedure bytecodeverifier(p)
6: fs := ({1} × {InitialStateFrame}) ∪ (2..maxpc× {⊥})
7: b := ({1} × {true}) ∪ (2..maxpc× {false})
8: while ∃i : i ∈ 1..maxpc · b(i) do
9: pick some i such that b(i)
10: b(i) := false
11: if p(i) satisﬁes the precondition deﬁned in [55] then
12: post := frame state obtained by executing p(i) on fs(i)
13: S := successor instructions of p(i) in p
14: if ∀s ∈ S · post is type compatible with fs(s) then
15: b := b− (λs · s ∈ S ∧ post 	= fs(s) | true)
16: fs := fs− (λs · s ∈ S | post∨ fs(s))
17: else
18: return program invalid
19: end if
20: else
21: return program invalid
22: end if
23: end while
24: return program valid
25: end procedure
Le deuxie`me chemin d’exe´cution, qui consiste a` ne pas brancher a` l’instruction 6, et qui
n’est pas accessible dans ce cas particulier, vu que le sommet contient l’entier 0, sera
quand meˆme analyse´ par le VCI, car le VCI ne simule pas le contenu de la pile, mais
seulement son typage. Le deuxie`me chemin enle`ve le short restant du sommet de la pile et
y ajoute une re´fe´rence null. A` l’instruction 6, de´pendamment du chemin parcouru durant
l’exe´cution, on retrouve soit un short au sommet de la pile, soit une re´fe´rence. Comme
ces deux types n’ont pas d’anceˆtre commun dans la hie´rarchie de typage de Java, nous
utilisons le type spe´cial Top pour repre´senter cela dans la colonne Infe´rence, qui contient
le type le plus ge´ne´ral repre´sentant le contenu de la pile a` une instruction donne´e. Puisque
l’instruction no 6 est un pop, cela ne pose pas de proble`me de typage.
L’exemple de la ﬁgure 3.6 repre´sente un programme invalide. Il est quasi identique
a` celui de la ﬁgure 3.5, sauf pour l’instruction no 6, qui est une instruction s2b, et qui
requiert un e´le´ment de type short en sommet de pile. Les deux chemins produisent des
types diﬀe´rents, repre´sente´s par le type Top. La pre´condition de l’instruction s2b est
respecte´e pour le chemin 2, mais elle ne l’est pas pour le chemin 1. Comme l’un des
chemins ne respecte pas la pre´condition de s2b, le programme est rejete´.
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1 sconst 3 ∅ short
2 sconst 1 short short; short
3 sadd short; short short
4 pop short ∅
5 return ∅




1 aconst null ∅ ref
2 sconst 1 ref ref ; short
3 sadd ref ; short rejet
4 pop rejet rejet
5 return rejet rejet
Figure 3.4 – Code interme´diaire invalide du deuxie`me programme
PC Instruction
Pile chemin 1 Pile chemin 2
Infe´rence
avant apre`s avant apre`s
1 sconst 3 ∅ short ∅ short
2 sconst 0 short short; short short short; short
3 ifeq 3 short; short short short; short short
4 pop short ∅
5 aconst null ∅ reference
6 pop reference ∅ short ∅ Top
7 return ∅ ∅
Figure 3.5 – Code interme´diaire valide du troisie`me programme
PC Instructions
Pile chemin 1 Pile chemin 2
Infe´rence
avant apre`s avant apre`s
1 sconst 3 ∅ short ∅ short
2 sconst 0 short short; short short short; short
3 ifeq 3 short; short short short; short short
4 pop short ∅
5 aconst null ∅ reference
6 s2b reference rejet short rejet Top
7 return rejet rejet rejet rejet
Figure 3.6 – Code interme´diaire invalide du quatrie`me programme
De´tection de vulne´rabilite´s applique´e au VCI Java Card Page 27
Chapitre 2 : Fondements
3.3 La me´thode Event-B
La me´thode Event-B [56] est une me´thode formelle permettant de mode´liser des
syste`mes abstraits. Elle se base sur une notation pre´/post-condition ainsi que la the´orie des
ensembles. La repre´sentation des diﬀe´rents niveaux d’abstraction du syste`me est controˆle´e
a` l’aide de raﬃnements prouve´s.
Un mode`le Event-B est un ensemble de contextes et de machines. Les contextes
repre´sentent la partie statique en de´ﬁnissant les constantes et les axiomes (contraintes
sur ces constantes). Ces derniers sont mathe´matiquement de´signe´s par le symbole Axm.
Les machines repre´sentent la partie dynamique en de´ﬁnissant les variables, les invariants
(contraintes sur les variables) et les e´ve´nements. Ils sont repre´sente´s respectivement par
les symboles Inv et Evt .
Trois types de relations existent entre les composants d’un mode`le. Un contexte peut
e´tendre un ou plusieurs contextes. Cette relation permet d’inclure re´cursivement tous les
e´le´ments des contextes ﬁls dans un contexte parent. Une machine peut voir les valeurs des
constantes de´ﬁnies par un ou plusieurs contextes. Finalement le raﬃnement permet de
de´ﬁnir une relation de raﬃnement Event-B entre une machine abstraite et une machine
concre`te.
Les e´ve´nements sont compose´s de deux parties. La garde repre´sente les conditions
permettant de de´terminer si l’e´ve´nement peut survenir 2. L’action repre´sente le
changement de l’e´tat du syste`me si l’e´ve´nement est exe´cute´. Ces deux e´le´ments sont
respectivement repre´sente´s par Grd et Act .
Le raﬃnement d’un e´ve´nement abstrait par plusieurs e´ve´nements concrets permet
d’e´tendre les caracte´ristiques abstraites. Toutes les informations abstraites, telles que les
gardes ou les actions, sont conserve´es. La preuve de raﬃnement permet de s’assurer de la
conservation des proprie´te´s de´ja` prouve´es ainsi que de la compatibilite´ des informations
concre`tes avec les informations abstraites. Les proprie´te´s a` ve´riﬁer peuvent ainsi eˆtre
ajoute´es dans chaque raﬃnement. Le dernier raﬃnement ve´riﬁera toutes les proprie´te´s
abstraites introduites dans les raﬃnements pre´ce´dents.
3.3.1 Ve´riﬁcation d’un mode`le
Un certain nombre de ve´riﬁcations doivent eˆtre eﬀectue´es aﬁn de s’assurer que le
mode`le respecte les proprie´te´s de´ﬁnies par la me´thode Event-B. Il existe principalement
deux types de me´thodes applicables a` un mode`le en Event-B : la preuve et l’exploration de
mode`le. Dans le premier cas, des prouveurs de the´ore`mes base´s sur des re`gles d’infe´rences
sont utilise´s. Diﬀe´rents prouveurs sont a` notre disposition dans la plateforme Rodin. Bien
que la preuve soit la me´thode de ve´riﬁcation la plus comple`te, certaines proprie´te´s restent
tre`s complexes a` prouver et mal outille´es a` l’heure actuelle. Pour l’exploration de mode`le,
ProB permet d’animer et de ve´riﬁer le respect des contraintes. Des proprie´te´s inaccessibles
au prouveur, telles que des formules temporelles LTL ou CTL, peuvent ainsi eˆtre ve´riﬁe´es.
2. Si la garde n’est pas satisfaite, l’e´ve´nement ne peut pas survenir.
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3.4 Test a` base de mode`le
Le MBT [35] est une technique permettant d’extraire un sous-ensemble de
comportement de mode`les. Cette extraction est guide´e par certains crite`res choisis en
fonction des objectifs de test. Des algorithmes de recherche de solutions sont utilise´s aﬁn
de rechercher des tests permettant de satisfaire les crite`res de tests. Lorsqu’une solution
est trouve´e, les informations permettant de constituer le test sont extraites. E´tant base´
sur une abstraction du syste`me, l’ensemble de tests ge´ne´re´ est abstrait et ne´cessite une
concre´tisation pour pouvoir eˆtre interpre´te´ par le SUT.
Les crite`res de couverture caracte´risent les proprie´te´s que l’on souhaite ve´riﬁer. Dans
un bon ensemble de tests, tous les objectifs de test doivent eˆtre satisfaits. L’utilisation de
mode`les formels, ainsi que de ces crite`res, permet de ve´riﬁer formellement que l’ensemble
de tests satisfait tous les objectifs de test. Il existe diﬀe´rents crite`res de tests qui peuvent
eˆtre combine´s pour satisfaire les objectifs de test. Chaque crite`re pourra eˆtre totalement
respecte´, non respecte´, ou partiellement respecte´. Ce dernier cas repre´sente un objectif de
test ne´cessitant la ge´ne´ration de plusieurs tests et ou` seuls certains tests ont e´te´ obtenus.
Il existe principalement deux types de crite`res de couverture, expose´s dans les sections
suivantes. Pour simpliﬁer les explications et la mise en relation avec les travaux existant
dans le domaine du MBT, les termes ne sont pas traduits en franc¸ais.
3.4.1 Crite`res de couverture des donne´es
Les crite`res de couverture des donne´es (data coverage criteria) peuvent eˆtre utilise´s
pour 2 objets : des donne´es ou des contraintes. En Event-B, les donne´es sont les constantes,
les variables et les parame`tres des e´ve´nements. Les contraintes sont les axiomes et
les gardes. Dans le cas des variables, le mode`le est un pre´dicat. Pour les e´ve´nements,
cela repre´sente les contraintes que doit satisfaire l’e´ve´nement pour eˆtre conserve´ dans
l’ensemble des tests.
Les valeurs conserve´es dans l’ensemble de tests ﬁnal sont extraites de l’espace d’e´tats
atteignables ge´ne´re´ par l’algorithme de recherche de solution. Pour certains mode`les,
l’espace d’e´tat ne peut pas toujours eˆtre couvert. Si toutes les valeurs possibles pour
la donne´e ont e´te´ ge´ne´re´es par l’algorithme de recherche de solution, le crite`re de test est
satisfait.
3.4.1.1 Pour une seule donne´e
Une donne´e peut posse´der plusieurs contraintes. Si au moins une contrainte est
respecte´e, la valeur pour la donne´e est conserve´e. Contraintes de donne´es :
— One value : la premie`re valeur valide trouve´e.
— Min value : la valeur la plus petite trouve´e.
— Max value : la valeur la plus grande trouve´e.
— Explicite values (values) : liste explicite de valeurs a` tester.
— Random values (nbr) : nbr repre´sente le nombre de valeurs valides prises au hasard
(ce ne sont pas ne´cessairement les nbr premie`res trouve´es).
— Boundary values (boundWidth) : les valeurs aux bornes, boundWidth repre´sente la
largeur des bornes.
— Predicate value (pred) : toute valeur qui satisfait le pre´dicat pred.
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— All values : toutes les valeurs trouve´es.
3.4.1.2 Pour une combinaison de donne´es
Un groupe de donne´es peut posse´der plusieurs contraintes et pourra contenir une
ou plusieurs donne´es. Si au moins une contrainte de groupe est respecte´e et que toutes
les donne´es qui le composent ont au moins une contrainte respecte´e, les valeurs sont
conserve´es. Contraintes de combinaison de donne´es :
— Pairwise dependances : on conside`re les combinaisons de donne´es deux a` deux.
— Nwise dependances (nbr) : combinaisons de 2..nbr donne´es.
— All combinations coverage : toutes les combinaisons possibles de donne´es.
3.4.1.3 Pour un pre´dicat
Un pre´dicat peut posse´der plusieurs contraintes. Si au moins une contrainte est
respecte´e, la valeur pour la donne´e est conserve´e (un pre´dicat est compose´ de conditions).
Contraintes de pre´dicat :
— One value : une valeur qui satisfait le pre´dicat.
— Multidimensional boundaries coverage : cherche inde´pendamment les bornes de
chaque donne´e.
— All bondary values : toutes les valeurs aux bornes.
— Random values (nbr) : nbr repre´sente le nombre de valeurs valides prises au hasard
(ce ne sont pas les nbr premie`res trouve´es).
— All values : toute valeur qui satisfait le pre´dicat.
3.4.1.4 Pour une combinaison de pre´dicats
Un groupe de pre´dicats peut posse´der plusieurs contraintes et pourra contenir un
ou plusieurs pre´dicats. Si au moins une contrainte de groupe est respecte´e et que tous
les pre´dicats qui le composent ont au moins une contrainte respecte´e, les valeurs sont
conserve´es. Pour une combinaison de pre´dicats :
— Pairwise dependances : on conside`re les combinaisons des pre´dicats deux a` deux.
— Nwise dependances (nbr) : combinaisons de 2..nbr pre´dicats.
— All combinations coverage : toutes les combinaisons de pre´dicats.
3.4.2 Crite`res de couverture du graphe de transition
Les Crite`res de couverture du graphe de transition (structural model coverage
criteria) sont relatifs a` la structure du mode`le. Un e´ve´nement Event-B correspond a`
une ou plusieurs transitions.
3.4.2.1 Crite`res sur les transitions et les e´ve´nements
Dans le cas ge´ne´ral, ces crite`res s’appliquent aux transitions. Dans le cas d’Event-
B, une transition peut eˆtre interpre´te´e comme un e´ve´nement ou l’une des instanciations
possibles d’un e´ve´nement. Pour lever cette ambigu¨ıte´, nous parlons de transition pour
l’instanciation d’un e´ve´nement et d’e´ve´nement pour l’ensemble des instanciations possibles
d’un e´ve´nement.
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— All-states coverage : tous les e´tats sont couverts : chaque e´tat est visite´ au moins
une fois par un test.
— All-events coverage : chaque e´ve´nement est au moins teste´ une fois.
— All-transitions coverage : chaque transition est au moins teste´e une fois.
— All-events-pairs coverage : chaque paire d’e´ve´nements est atteignable.
— All-transition-pairs coverage : chaque paire de transitions est atteignable.
— All-loop-free-paths coverage : tous les chemins, a` l’exception des boucles.
— All-events-round-trips coverage : tous les e´ve´nements, a` l’exception des chemins
contenant plus d’une boucle.
— All-transition-round-trips coverage : toutes les transitions, a` l’exception des
chemins contenant plus d’une boucle.
— All-events-one-loop-paths coverage : tous les chemins (au niveau des e´ve´nements),
a` l’exception des chemins contenant plus d’une boucle.
— All-transition-one-loop-paths coverage : tous les chemins (au niveau des
transitions), a` l’exception des chemins contenant plus d’une boucle.
— All-events-paths coverage : tous les chemins (au niveau des e´ve´nements).
— All-transitions-paths coverage : tous les chemins (au niveau des transitions).
— All-conﬁgurations coverage : s’applique a` des syste`mes paralle`les. Assure que toutes
les conﬁgurations sont teste´es.
3.4.2.2 Crite`res sur la modiﬁcation du ﬂot de controˆle
Une de´cision peut posse´der plusieurs contraintes et est compose´e de conditions.
— State coverage : l’ensemble de tests doit couvrir tout l’espace d’e´tat.
— Decision coverage : l’ensemble de tests doit ve´riﬁer que la de´cision a au moins une
fois e´te´ teste´e vraie et une fois fausse. Il faut e´galement assurer que state coverage
est vraie.
— Condition Coverage : toutes les conditions doivent eˆtre teste´es vraie et faux.
— Decision/condition coverage : assure que Decision coverage et Condition Coverage
sont teste´es, c.-a`-d. toutes les de´cisions sont teste´es vraie et fausse et pour chaque
de´cision, toutes les conditions ont e´te´ teste´es vraie et fausse.
— Full predicate coverage : toutes les conditions sont teste´es vraie et fausse, dans le
cas ou` le re´sultat aﬀecte l’e´tat de sortie de la transition, c.-a`-d. la condition aﬀecte
la de´cision.
— Modiﬁed condition/decision coverage (MC/DC) : toutes les conditions sont teste´es
vraie ou fausse, mais pas les deux en meˆme temps.
— Multiple condition coverage (MCC) : couvre toutes les combinaisons de condition
vraie et fausse.
— Path coverage : tous les chemins sont dans l’ensemble de tests.
— All events : tous les e´ve´nements doivent eˆtre couverts au moins une fois.
3.4.3 Algorithmes de recherche de solution
Diﬀe´rents algorithmes permettent d’extraire des tests. Leur performance est
directement lie´e a` la notation formelle du mode`le ainsi qu’au type de crite`res a` satisfaire.
Ces algorithmes peuvent eˆtre classe´s en deux cate´gories. Certains algorithmes explorent
le mode`le dans le but de satisfaire les crite`res de couverture. Les crite`res permettent de
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guider la recherche de solution. D’autres algorithmes tentent de parcourir l’espace d’e´tat
du mode`le puis d’en extraire des tests. Dans ce cas, l’exploration n’est pas guide´e.
Dans les deux cas, nous avons besoin d’un algorithme de parcours de graphe. Dans
le premier cas, l’algorithme est guide´ durant sa recherche, ce qui peut lui e´conomiser
certaines ope´rations. Dans le second cas, un graphe plus ge´ne´rique et donc potentiellement
plus lourd doit eˆtre ge´ne´re´ a` l’avance. Cependant, ces algorithmes trouvent en ge´ne´ral une
solution plus rapidement.
Les algorithmes de parcours de graphes peuvent eˆtre utilise´s. Parmi ces algorithmes
nous pouvons citer [57] : le parcours en largeur, en profondeur, a` couˆt uniforme, best
ﬁrst, A*, Dijkstra, Kruskal, Prim, Sollin ou encore le tour transitif. Bien que simples,
ces algorithmes sont ge´ne´ralement tre`s performants. Des algorithmes plus spe´cialise´s aux
proble`mes de MBT ont e´te´ propose´s [35] : D-method, W-method, Wp-method, U-method,
T-method.
Dans le cas d’Event-B, un test peut eˆtre repre´sente´ de deux fac¸ons. Dans le cas
d’un mode`le constitue´ uniquement de contexte, la valeur des constantes est un test. Ces
valeurs sont obtenues par re´solution de contrainte. Il existe ge´ne´ralement plusieurs valeurs
possibles. Le mode`le doit simplement eˆtre satisfait, c.-a`-d. les valeurs doivent satisfaire les
axiomes. Dans le cas d’un mode`le constitue´ de machines, un test peut eˆtre repre´sente´ soit
par un e´tat 3, soit par une trace. Dans le cas d’un e´tat, les valeurs des constantes et des
variables permettent de constituer le test de la meˆme manie`re que pour les contextes. Pour
les traces, chaque transition repre´sente une partie du test. Ces transitions repre´sentent
ge´ne´ralement des interactions avec le SUT.
3.4.4 Concre´tisation des tests
Les tests ge´ne´re´s sont au meˆme niveau d’abstraction que le mode`le. Il est donc
ne´cessaire de les rendre compre´hensibles par le SUT. Ce processus, appele´ concre´tisation
peut-eˆtre soit statique soit dynamique. Dans le cas ou` toutes les re´ponses du SUT peuvent
eˆtre pre´dites, une concre´tisation statique peut eˆtre utilise´e. Un ensemble de tests concret
est ge´ne´re´ et peut eˆtre utilise´ sur toute imple´mentation d’une meˆme spe´ciﬁcation. Cette
technique a l’avantage de produire un ensemble de tests ge´ne´rique. Dans le cas contraire,
la concre´tisation dynamique s’eﬀectue en meˆme temps que l’exe´cution des tests. Un test
e´tant ge´ne´ralement constitue´ d’e´tapes, chaque interaction avec le SUT permet de choisir
l’e´tape suivante. Cela permet d’adapter un test en fonction des re´ponses du syste`me
sous test. Cependant, cette technique ne permet pas de produire un ensemble de tests
ge´ne´rique.
3.4.5 Ge´ne´ration de tests d’intrusion
Pour extraire uniquement les tests requis, des contraintes supple´mentaires permettent
de guider l’extracteur de tests. Pour extraire des tests relatifs aux intrusions, le mode`le doit
repre´senter ces intrusions. Le mode`le devra donc de´crire le comportement du syste`me en
pre´sence de toutes les intrusions. Cependant, il est ne´cessaire de connaˆıtre l’ensemble des
intrusions. Cela est ge´ne´ralement impossible et leur de´couverte est un travail empirique.
De plus, il est parfois impossible de mode´liser toutes les intrusions connues. Dans le cas
3. Cela est re´alise´ a` l’aide d’un mode`le qui de´crit un algorithme de test ou` l’e´tat ﬁnal repre´sente le
re´sultat de la ge´ne´ration du test.
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du VCI, le nombre d’intrusions potentielles est beaucoup trop grand pour envisager de
toutes les mode´liser. De plus, peu d’intrusions sont connues. Il est donc ne´cessaire de
trouver une technique capable de ge´ne´rer automatiquement de potentielles intrusions.
3.5 Conclusion
Dans la premie`re section, nous avons de´crit l’importance des me´canismes de
ve´riﬁcation des cartes a` puce Java Card. Durant le chargement d’application, le VCI est en
charge de la ve´riﬁcation statique du respect de la spe´ciﬁcation de la JCVM. Ce composant
de se´curite´ repre´sente la premie`re ligne de´fensive. Son fonctionnement a e´te´ de´taille´ dans
la seconde section. Il se compose de deux sous-processus, la ve´riﬁcation de structure et la
ve´riﬁcation de type. Ces deux processus correspondent a` nos deux cas d’e´tudes. Certaines
me´thodes de ve´riﬁcation ont e´te´ pre´sente´es dans les sections suivantes. La repre´sentation
formelle du syste`me permet de le ve´riﬁer a` l’aide de preuves ou d’exploration de mode`le.
Ces me´thodes ne sont pas adapte´es a` notre proble´matique de ve´riﬁcation dynamique.
Cependant, une repre´sentation formelle permet d’utiliser les techniques de test a` base de
mode`le et ainsi d’ame´liorer le processus de ge´ne´ration de tests. Les concepts pre´sente´s
dans ce chapitre ont e´te´ combine´s aﬁn de produire la me´thode et les cas d’e´tudes.
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Chapitre 4 :
Ge´ne´ration de tests de vulne´rabilite´
pour Event-B
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Pour ame´liorer la ge´ne´ration de tests d’intrusion, nous avons propose´ une nouvelle
me´thode appele´e VTG (Vulnerability Test Generation, ge´ne´ration de tests de
vulne´rabilite´s). Celle-ci repose sur deux autres me´thodes, la mutation de spe´ciﬁcation et
le test a` base de mode`le. Une spe´ciﬁcation formelle du SUT repre´sente les comportements
sans faute. La premie`re e´tape consiste a` explorer un sous-ensemble des comportements non
spe´ciﬁe´s par relaˆchement de contraintes dans le but de de´couvrir des mode`les d’intrusions.
Ce processus est de´crit dans les quatre premie`res sections. La seconde e´tape consiste a`
extraire les tests des mode`les d’intrusion. Un algorithme d’extraction statique de tests,
base´ sur un explorateur de mode`le, est propose´ dans la dernie`re section.
4.1 Sche´ma ge´ne´ral
La mutation de spe´ciﬁcation est utilise´e pour transformer un mode`le formel selon
des re`gles permettant de garantir certaines proprie´te´s. La ﬂe`che bleue de la ﬁgure 4.1
repre´sente ce processus. Le demi-ovale vert (a` gauche) correspond aux comportements
fonctionnels du syste`me (fonctionnement sans intrusion). Le demi-ovale en pointille´
rouge (a` droite) correspond aux comportements du syste`me en pre´sence d’intrusions.
L’ovale compose´ des demi-ovales vert et rouge, correspond au SUT. Les tests d’intrusion
permettent de ve´riﬁer que, pour les comportements situe´s dans le demi-ovale rouge,
les comportements observe´s correspondent aux comportements attendus. Cependant, les
comportements du demi-ovale rouge ne sont parfois pas spe´ciﬁables pour plusieurs raisons :
l’eﬀort requis pour les spe´ciﬁer est trop important, par rapport aux be´ne´ﬁces retire´s, ou
bien il est simplement trop diﬃcile de les spe´ciﬁer. Par exemple. il serait tre`s diﬃcile de
spe´ciﬁer une injection SQL dans un syste`me. La mutation de spe´ciﬁcation correspond,
dans le cas de la ge´ne´ration de tests de vulne´rabilite´, a` ge´ne´rer le demi-ovale rouge a`
partir du demi-ovale vert.
Figure 4.1 – Recherche de mode`le de faute par mutation
Les deux proble`mes de la mutation sont la sure´valuation et la sous-e´valuation
repre´sente´es par les formes grises (pointille´s externes et internes). La sure´valuation
correspondrait a` la ge´ne´ration de syste`mes mutants qui ne sont plus en rapport avec le
SUT. Pour empeˆcher la sure´valuation, l’utilisateur doit de´cider quelles parties du mode`le
il est pertinent de muter. Le mode`le des comportements fonctionnels est ainsi constitue´
de deux parties : une partie a` ne pas tester et une partie a` tester. Ce mode`le permet
de de´ﬁnir la frontie`re du SUT. A` l’inverse, ne ge´ne´rer qu’une sous-partie du mode`le des
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comportements en pre´sence d’intrusion correspond a` une sous-e´valuation. Pour e´viter
cela, la frontie`re du SUT doit permettre l’exploration de tous les comportements en
pre´sence d’intrusion. c.-a`-d. lus, le processus de mutation doit assurer d’eˆtre complet,
c.-a`-d. couvrir tous les comportements qui respectent la partie fonctionnelle du mode`le
et qui ne sont pas identiques aux comportements fonctionnels. Pour cela, la frontie`re du
processus de transformation doit eˆtre ve´riﬁe´e. Comme nous le verrons dans la section 4.3,
les parties les plus importantes ont e´te´ formalise´es. Le reste du processus a e´te´ ve´riﬁe´
empiriquement a` l’aide de cas d’e´tudes.
Le VTG est compose´ de 3 processus : l’aplanissement du mode`le originel, la mutation
de spe´ciﬁcation et le test a` base de mode`le. Le premier processus, de´crit dans la section 4.2,
adapte automatiquement le mode`le originel aux proble´matiques de mutation. La mutation
de spe´ciﬁcation est de´crite dans les sections 4.3 et 4.4. Le test a` base de mode`le est de´crit
dans la section 4.5. La ﬁgure 4.2 repre´sente ces trois processus ainsi que l’inte´gration du

















































Figure 4.2 – Processus composant le VTG [60]
Les tests d’intrusions ge´ne´re´s par le VTG sont au meˆme niveau d’abstraction que
le mode`le originel. Il convient donc de concre´tiser ces tests aﬁn de les exe´cuter sur le
SUT. La concre´tisation des tests e´tant diﬀe´rente pour chaque SUT, ce processus est donc
inde´pendant du VTG et est de´crit pour chaque cas d’e´tude. Ces derniers sont pre´sente´s
dans le chapitre 6.
Pour valider le concept de VTG, nous avons choisi de travailler avec la me´thode Event-
B. La grammaire du langage Event-B est suﬃsamment riche pour repre´senter des syste`mes
complexes et expe´rimenter rapidement. Le VTG permet de traiter un sous-ensemble
des fonctionnalite´s de la me´thode Event-B. La partie sous test contient l’ensemble des
contraintes que l’on souhaite tester. La partie fonctionnelle de´crit le fonctionnement du
mode`le.
4.2 Aplanissement du mode`le originel
Lors de la mutation, si nous mutons une information concre`te, seul l’e´ve´nement
concerne´ est aﬀecte´. Cependant, si un e´ve´nement abstrait est mute´, tous les e´ve´nements
concrets sont aﬀecte´s. La ﬁgure 4.3 repre´sente un mode`le constitue´ de 3 raﬃnements, du
plus abstrait au plus concret : R0, R1 et R2. Les cercles repre´sentent des e´ve´nements
et les ﬂe`ches, des relations d’he´ritage. La mutation d’une garde d’un e´ve´nement abstrait
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entraˆıne la mutation de la garde de tous ses e´ve´nements concrets, par he´ritage. Si e1 est
mute´, alors e11, e12, e111, e112 et e121 sont aﬀecte´s. Cela a pour eﬀet de limiter les
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Figure 4.3 – Relation de raﬃnement d’e´ve´nements Event-B
La mutation de machine n’est donc pas compatible avec le raﬃnement. Pour re´soudre
ce proble`me, l’aplanissement du mode`le permet de rassembler l’ensemble des informations
inductives dans une unique machine concre`te. Cette machine est appele´e machine
aplanie et contient toutes les informations du mode`le originel. Dans notre exemple, les
informations contenues dans R0 sont transfe´re´es dans R1 pour former R1′ qui ne posse`de
plus de liens avec le raﬃnement R0. La garde de e1 est par exemple recopie´e dans e11 et
e12 et l’information de raﬃnement est eﬀace´e. De la meˆme manie`re, les informations de
R1′ sont transfe´re´es dans R2 pour former R2′.
Du point de vue de l’exploration de mode`le, le mode`le aplani est e´quivalent au mode`le
originel. Les contextes ne posse´dant pas de notion de raﬃnement, ils ne sont pas aﬀecte´s
par cet aplanissement. La machine aplanie contient l’ensemble des contextes ne´cessaires
a` son fonctionnement. Le mode`le aplani devient ensuite le mode`le originel pour l’e´tape
suivante, la mutation de mode`le.
4.3 Mutation de formule
Conside´rons une formule F repre´sentant le comportement attendu de notre syste`me,
c.-a`-d. le mode`le formel de notre syste`me. Une re`gle de mutation est une re`gle de re´e´criture
permettant de transformer la formule F en une autre formule G telle que G repre´sente les
comportements non attendus de notre syste`me F , c.-a`-d. G repre´sente les comportements
non mode´lise´s. La re`gle ge´ne´rique de mutation est donc :
mutForm(F ) G
Le re´sultat de la mutation est ensuite utilise´ pour la ge´ne´ration des tests. Il faut
donc adapter la mutation aux objectifs de test. Les tests que nous souhaitons ge´ne´rer
doivent permettre d’identiﬁer rapidement la faute a` l’origine de la de´faillance dans le SUT.
Pour cela, la de´composition de G en diﬀe´rents cas permet de remonter plus facilement
a` la source du proble`me. La mutation de F produit donc un ensemble de mutations,
chacune de ces mutations correspondant a` une faute particulie`re. Nous noterons Gn
la nieme de´composition de la mutation. Une re`gle de mutation ne peut prendre en
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compte que la formule courante et ses sous-formules. Aﬁn de chercher le plus pre´cise´ment
possible l’origine d’une de´faillance, nous souhaitons eﬀectuer la faute la plus petite
possible, ainsi que toutes ses combinaisons, pour une formule donne´e. Pour cela, nous
appliquons la mutation re´cursivement sur chacune des sous-formules. Dans la suite de
ce document, nous notons Gn une mutation non re´cursive, mutForm(Gn) une mutation
re´cursive et G′n une mutation potentiellement re´cursive, correspondant soit a` Gn soit
a` mutForm(Gn). L’utilisation d’un prolongement point par point (pointwise extension)
permet de constituer l’ensemble des re´e´critures. Ce prolongement est de´ﬁni de la fac¸on
suivante :
mutForm(F1 op F2) = ptw(mutForm(F1) op F2) ∪ ptw(F1 op mutForm(F2))
Soit mutForm(F ) = {G1, . . . , Gn} :
ptw(mutForm(F1) op F2) = {G1 op F2} ∪ . . . ∪ {Gn op F2}
La formule F peut eˆtre mute´e dans deux cas : soit pour la rendre fausse, soit pour
repre´senter les cas ou` elle n’est pas bien de´ﬁnie. Nous se´parons ces deux cas respectivement
en mutBool et mutWD . Ces deux types de mutations sont de´crits dans les sections 4.3.1
et 4.3.2. La mutation d’une formule est l’union de ces deux types de mutation :
mutForm(F ) mutBool(F ) ∪ mutWD(F )
Pour les re`gles de mutation de´ﬁnies plus bas, nous utilisons les symboles suivants :
— i1, i2 ∈ N.
— b, b1, b2 ∈ BOOL.
— F, F1, F2 des formules.
— e un scalaire, peu importe le type.
— E,E1, E2 des ensembles.
— 
 et ⊥ repre´sente respectivement vrai et faux.
4.3.1 Mutation boole´enne, mutBool
La mutation boole´enne consiste a` ge´ne´rer les formules repre´sentant les cas pour lesquels
la formule originelle est fausse du point de vue de la logique des pre´dicats. La mutation
de la formule racine permet de re´cursivement ge´ne´rer toutes les mutations. Le re´sultat
d’un appel re´cursif est ensuite combine´ pour ge´ne´rer tous les cas. Les re`gles de mutation





3. mutBool(i1 > i2) {i1 = i2} ∪ {i1 < i2}
4. mutBool(i1 < i2) {i1 = i2} ∪ {i1 > i2}
5. mutBool(i1 ≥ i2) {i1 < i2}
6. mutBool(i1 ≤ i2) {i1 > i2}
7. mutBool(i1 = i2) {i1 < i2} ∪ {i1 > i2}
1. Ces re`gles traitent tous les ope´rateurs boole´ens du langage Event-B.
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8. mutBool(i1 	= i2) {i1 = i2}
9. mutBool(bool(F ) = b) {bool(mutBool(F )) = b}
10. mutBool(b = bool(F )) {b = bool(mutBool(F ))}
11. mutBool(bool(F1) = bool(F2)) {bool(mutBool(F1)) 	= bool(mutBool(F2))}
12. mutBool(b1 = b2) {b1 	= b2}
13. mutBool(b1 	= b2) {b1 = b2}
14. mutBool(F1 ∧ F2) {mutBool(F1) ∧ F2} ∪ {F1 ∧mutBool(F2)} ∪
{mutBool(F1) ∧mutBool(F2)}
15. mutBool(F1 ∨ F2) {mutBool(F1) ∧mutBool(F2)}
16. mutBool(F1 ⇒ F2) {F1 ∧mutBool(F2)}
17. mutBool(F1 ⇔ F2) {mutBool(F1 ⇒ F2 ∧ F2 ⇒ F1)}
18. mutBool(¬(F )) {¬(mutBool(F ))}
19. mutBool(∀z ·F ) {∃z.mutBool(F )}
20. mutBool(∃z ·F ) {∀z.mutBool(F )}
21. mutBool(e ∈ E) {e 	∈ E}
22. mutBool(e 	∈ E) {e ∈ E}
23. mutBool(E1 ⊆ E2) {E2 ⊂ E1} ∪ {E1 ∩ E2 = ∅} ∪ {E1 ∩ E2 	= ∅ ∧ E1 	⊆ E2}
24. mutBool(E1 	⊆ E2) {E1 = E2} ∪ {E1 ⊂ E2}
25. mutBool(E1 ⊂ E2) {E1 	= ∅∧E2 = ∅}∪{E1 = ∅∧E2 = ∅}∪{E1 	= ∅∧E1 =
E2} ∪ {E2 	= ∅ ∧ E2 ⊂ E1} ∪ {E1 	= ∅ ∧ E2 	= ∅ ∧ ∃x·x ∈ E1 ∧ x ∈ E2} ∪ {E1 	=
∅ ∧ E2 	= ∅ ∧ E1 ∩ E2 = ∅}
26. mutBool(E1 	⊂ E2) {E1 ⊂ E2}
27. mutBool(E1 = E2) (E1 	= E2)
Prenons comme exemple la mutation boole´enne de la formule x > 14 ∧ t = true. La
premie`re e´tape ge´ne`re les mutations suivantes :
mutBool(x > 14 ∧ t = true)  {mutBool(x > 14) ∧ t = true} ∪
{ x > 14 ∧ mutBool(t = true)} ∪
{mutBool(x > 14) ∧ mutBool(t = true)}
La seconde e´tape ge´ne`re les mutations suivantes, correspondant au re´sultat ﬁnal :
mutBool(x > 14 ∧ t = true)  {(x < 14 ∧ t = true), (x = 14 ∧ t = true)} ∪
{(x > 14 ∧ t 	= true)} ∪
{(x < 14 ∧ t 	= true), (x = 14 ∧ t 	= true)}
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4.3.2 Mutation de bonne de´ﬁnition, mutWD
Le langage Event-B de´ﬁnit des re`gles de bonne de´ﬁnition. Ces re`gles peuvent eˆtre
interpre´te´es comme des pre´conditions aux formules aﬁn de s’assurer qu’un ope´rateur
partiel est utilise´ seulement pour les cas ou` il est de´ﬁni. Ces pre´conditions se comportent
donc comme des conditions masque´es derrie`re une formule. Pour ge´ne´rer l’ensemble des
cas de test, il est ne´cessaire de conside´rer les cas ou` les formules ne sont pas bien de´ﬁnies.
Ces re`gles sont applique´es re´cursivement. Les sous-formules concerne´es par la mutation
sont remplace´es. mutWD , pour les autres ope´rateurs du langage, les ope´rateurs qui ne sont
pas partiels, ne fait que propager mutWD aux ope´randes. La mutation de bonne de´ﬁnition
d’une constante ou d’une variable retourne ∅. Dans le cas ou` le nombre d’e´le´ments est
ﬁni, les re`gles suivantes sont utilise´es :
1. mutWD(i1 ÷ i2) mutWD(i1) ∪mutWD(i2) ∪ {i2 = 0}
2. mutWD(min(E)) mutWD(E) ∪ {E = ∅}
3. mutWD(max (E)) mutWD(E) ∪ {E = ∅}
4. mutWD(inter(E)) mutWD(E) ∪ {E = ∅}
5. mutWD(card(E)) mutWD(E) ∪ {¬(finite(E))}
6. mutWD(F1 op F2) = mutWD(F1) ∪mutWD(F2)
7. mutWD(¬F ) = mutWD(F )
Pour les fonctions d’ordre n, nous proposons la de´ﬁnition re´cursive suivante :
1. si n = 1 alors mutWD(f(x1)) {x1 	∈ dom(f)} ∪mutWD(x1) ∪mutWD(f)
2. si n = 2 alors mutWD(f(x1)(x2))  {x2 	∈ dom(f(x1)) ∪ mutWD(f(x1))} ∪
mutWD(f) ∪mutWD(x1) ∪mutWD(x2)
3. si n > 2 alors mutWD(f(x1)...(xn)) {xn 	∈ dom(f(x1)...(xn−1)) ∪
mutWD(f(x1)...(xn−1))}
Pour les fonctions d’arite´ supe´rieure a` un, la formule ou` X repre´sente x1, x2, ..., xn
s’applique de la fac¸on suivante :
mutWD(f(X)) = {(X) 	∈ dom(f)} ∪
mutWD(f) ∪mutWD(x1) ∪mutWD(x2) ∪ ... ∪mutWD(xn)
Conside´rons la formule f(x) = y ∧ (4/x) > z. La premie`re e´tape consiste a` ge´ne´rer les
mutations suivantes :
mutWD(f(x) = y ∧ (4/x) > z) {mutWD(f(x) = y)} ∪ {mutWD((4/x) > z)}
La seconde e´tape ge´ne`re les mutations suivantes :
mutWD(f(x) = y ∧ (4/x) > z) {x 	∈ dom(f)} ∪ {x = 0}
4.3.3 Proprie´te´s des mutations
Pour garantir le me´canisme de ge´ne´ration de tests de vulne´rabilite´, un certain nombre
de proprie´te´s doivent eˆtre ve´riﬁe´es. Ces dernie`res ont e´te´ formalise´es, permettant ainsi de
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prouver la bonne de´ﬁnition, la disjointure, la cohe´rence, la comple´tude et la minimalite´
d’un jeu de re`gles de mutations.
4.3.3.1 Proprie´te´ de bonne de´ﬁnition
La spe´ciﬁcation du langage Event-B utilise´e dans Rodin de´ﬁnit un ensemble de
proprie´te´s de bonne de´ﬁnition pour les formules. Les formules produites par la mutation
doivent elles aussi respecter ces proprie´te´s. Une preuve par induction assure que toutes
les mutations produisent des formules bien de´ﬁnies.
4.3.3.2 Proprie´te´ de disjointure
La proprie´te´ de disjointure impose que, pour toute formule, il existe une unique re`gle
de mutation applicable, c.-a`-d. une formule F ne peut s’uniﬁer a` la fois avec une re`gle
R1 et une re`gle R2. Cette proprie´te´ s’applique sur les mutations boole´ennes et de bonne
de´ﬁnition se´pare´ment. On suppose pour cela que les formules a` muter sont bien de´ﬁnie.
Pour cela, nous devons prouver que toutes les parties gauches des re`gles sont bien deux a`
deux distinctes.
4.3.3.3 Proprie´te´ de cohe´rence et de comple´tude
La proprie´te´ de cohe´rence assure que nous ne ge´ne´rons pas de faux positif, c.-a`-d. si
une formule mute´e est vraie, alors la formule a` muter est fausse. Soit G une mutation
d’une formule F, alors :
(G ⇒ ¬F )
Re´ciproquement, si la formule a` muter est fausse, il faut s’assurer qu’au moins une
des formules mute´es couvre ce cas. Cela donne lieu a` une proprie´te´ de comple´tude. Soit
G′1, ..., G
′
n les mutations de la formule F , alors :
¬F ⇒G′1 ∨G′2 ∨ ... ∨G′n
La cohe´rence et la comple´tude donnent lieu a` une unique proprie´te´ :
¬F ⇔ (G′1 ∨G′2 ∨ ... ∨G′n)
4.3.3.4 Proprie´te´ de minimalite´
La proprie´te´ de minimalite´ assure de ne pas ge´ne´rer plusieurs fois les meˆmes tests. Elle
est optionnelle, mais assure une bonne qualite´ des mutations obtenues. Comme nous ne
souhaitons pas devoir parcourir plusieurs fois les meˆmes cas de tests, il faut que toutes les
mutations d’une formule soient disjointes deux a` deux. Soit G′1, ..., G
′
n les mutations de la
formule F. Alors :
¬(G′1 ∧G′2) ∧ ¬(G′1 ∧G′3) ∧ ...∧ ¬(G′1 ∧G′n) ∧
¬(G′2 ∧G′3) ∧ ...∧ ¬(G′2 ∧G′n) ∧
...
¬(G′n−1 ∧G′n)
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4.4 Mutation de mode`le Event-B
La mutation de tous les e´le´ments constituant le langage Event-B permettrait
de repre´senter tous les mode`les re´alisables. Cependant, beaucoup de mutations ne
correspondent pas aux objectifs de ve´riﬁcation, c.-a`-d. sont des sure´valuations du SUT.
Seules certaines parties du langage repre´sentent les proprie´te´s que nous cherchons a` tester.
Ainsi, seule ces parties peuvent eˆtre mute´es. Cette restriction constitue une premie`re partie
de la frontie`re du SUT. L’autre partie doit eˆtre ﬁxe´e manuellement par la personne charge´e
de re´aliser les tests. Dans la section 4.4.1 nous donnons le processus de mutation d’un
mode`le constitue´ uniquement de contextes. Dans la section 4.4.2, nous nous inte´ressons a`
un mode`le constitue´ de machines et de contextes, mais seules les machines sont mute´es.
4.4.1 Mutation de contexte
Nous conside´rons dans cette section un mode`le constitue´ d’un unique contexte ou
d’un contexte qui e´tend l’ensemble des contextes du mode`le. Les proprie´te´s que nous
cherchons a` tester sont repre´sente´es par les axiomes. Par exemple, un contexte peut
eˆtre utilise´ pour repre´senter les contraintes structurelles d’un ﬁchier CAP valide. Ces
contraintes indiquent, par exemple, que la valeur du champ magic dans le composent
Header est 0xDECAFED 2. La mutation de ces contraintes nous permet de ge´ne´rer des
ﬁchiers cap invalides, et ce de manie`re syste´matique. La mutation d’un axiome permet
d’obtenir les axiomes mutants caracte´risant les fautes que nous cherchons dans le SUT.
Nous distinguons deux types d’axiomes, les axiomes a` ne pas tester et les axiomes a` tester.
La fonction axmToTest(origCtx ) renvoie l’ensemble des axiomes a` tester. Les axiomes a`
ne pas tester constituent la partie fonctionnelle du mode`le et sont uniquement pre´sents
pour son bon fonctionnement. Dans l’imple´mentation propose´e, l’utilisation du marqueur
 t a` la ﬁn du label de l’axiome permet de de´signer les axiomes a` tester. Par extension, les
axiomes dont le label ne se termine pas par le marqueur ne sont pas a` tester. Ces axiomes
servent, par exemple, a` de´ﬁnir le type des constantes. Ils ne sont donc pas aﬀecte´s par la
mutation. Les axiomes a` tester constituent la partie du mode`le a` tester et sont mute´s.
Les axiomes sont les seuls e´le´ments du mode`le originel a` eˆtre modiﬁe´s. Les contextes
mutants sont obtenus par clonage du mode`le originel et remplacement d’axiomes.
L’algorithme 2 de´crit cette transformation. La premie`re partie, avant la ligne 11, repre´sente
la mutation des axiomes. Dans la seconde partie, les axiomes mutants obtenus sont utilise´s
pour la cre´ation des contextes mutants. Lorsque l’algorithme termine, la variable MutCtx
contient tous les contextes mutants. Chaque contexte mutant caracte´rise une faute ou une
combinaison de fautes. Pour chaque contexte mutant, les axiomes a` tester sont se´pare´s en
deux groupes : ceux a` muter et les autres. L’ensemble des sous-ensembles des axiomes a`
tester permet de de´crire toutes les combinaisons d’axiomes a` muter. Cet ensemble est note´
Attam (axiom to test and mutate). Chaque e´le´ment de l’ensemble Attam est utilise´ pour
constituer des contextes mutants. Dans ces contextes mutants, les axiomes a` muter sont
remplace´s par l’une de leurs mutations. La mutation de la formule constituant l’axiome est
de´crite dans la section 4.3. La fonction mutForm(axm) repre´sente la mutation de formule
et renvoie un ensemble ou` chaque e´le´ment est une mutation possible de l’axiome donne´
en parame`tre. Dans le cas ou` plusieurs axiomes doivent eˆtre mute´s simultane´ment, la
combinaison des mutations de leur formule est repre´sente´ par la fonction combineSets(F ).
2. Valeur de´ﬁnie dans la spe´ciﬁcation Java Card.
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Elle est utilise´ pour calculer toutes les mutations d’un contexte. Si un contexte comprend
plusieurs axiomes, chaque axiome ayant plusieurs mutations, une mutation d’un contexte
est constitue´ d’une combinaison des mutations des axiomes. La formule combineSets(F )
retourne un ensemble d’ensembles de formules X ou` X contient exactement un e´le´ment
de chaque Si. Elle est de´ﬁnie de la fac¸on suivante, ou` S1, . . . , Sn sont des ensemble de
formules :
combineSet({S1, ..., Sn}) = {X|X ⊆
⋃
({S1, ..., Sn}) ∧ ∀i · i : 1..n : card(X ∩ Si) = 1}
Algorithm 2 Mutation ge´ne´rale de contexte
1: procedure mutateContext(origCtx )
2: MutCtx := ∅
3: for all Aum ∈ P(axmToTest(origCtx )) do
4: MutAut := ∅
5: for all aum ∈ Aum do
6: MutAxm ∪= {mutForm(aum)}
7: end for
8: for all MutAxmCase ∈ combineSets(MutAxm) do
9: mutCtxTmp := origCtx
10: mutCtxTmp.Axioms := mutCtxTmp.Axioms\Aum
11: mutCtxTmp.Axioms ∪= MutAxmCase





Bien que cette solution soit comple`te, elle ge´ne`re un grand nombre de contextes
mutants. En fonction des objectifs de test, il est parfois pre´fe´rable de se´lectionner un sous-
ensemble de ces mutations. Pour le cas d’e´tude pre´sente´ en section 5.2, nous conside´rons
que chaque proprie´te´ a` tester est repre´sente´e par un unique axiome et que chaque proprie´te´
doit eˆtre teste´e inde´pendamment. La ge´ne´ration des contextes mutants ne contenant qu’un
unique axiome mutant est suﬃsante. Ainsi, la ge´ne´ration de l’ensemble des sous-ensembles
des axiomes a` muter n’est pas ne´cessaire. Seul l’ensemble des axiomes a` muter est utilise´.
L’algorithme 2 de´crit la ge´ne´ration de contextes mutants contenant un unique axiome
mutant.
4.4.2 Mutation de machine
Dans une machine, les proprie´te´s de se´curite´ que nous cherchons a` tester sont
repre´sente´es par les gardes des e´ve´nements. L’obtention des machines mutantes ne´cessite
donc la ge´ne´ration d’e´ve´nements mutants posse´dant une garde mute´e. Dans un
premier temps, nous allons de´crire comment obtenir les diﬀe´rents e´ve´nements mutants.
L’assemblage des e´ve´nements mutants et des e´ve´nements originaux, permettant de ge´ne´rer
les machines mutantes, est de´crit dans un second temps.
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Algorithm 3 Mutation simpliﬁe´e de contexte
1: procedure mutateContextSimple(origCtx )
2: MutCtx := ∅
3: for all aum ∈ axmToTest(origCtx ) do
4: for all MutAxmCase ∈ mutForm(aum) do
5: mutCtxTmp := origCtx
6: mutCtxTmp.Axioms := mutCtxTmp.Axioms\{aum}
7: mutCtxTmp.Axioms ∪= {MutAxmCase}





4.4.2.1 Ge´ne´ration des e´ve´nements mutants
Les gardes des e´ve´nements sont traite´es de fac¸on similaire aux axiomes. Chacun des
e´ve´nements a` muter est transforme´ a` l’aide de l’algorithme 4. Les gardes sont de´compose´es
en deux groupes, celles a` ne pas tester et celles a` tester, correspondant respectivement aux
proprie´te´s fonctionnelles et aux proprie´te´s a` tester. Pour chaque mutation, un e´ve´nement
mutant est ge´ne´re´. Le marqueur  t a` la ﬁn du label de la garde permet de de´ﬁnir si
cette garde est a` tester. La fonction grdToTest(g) renvoie l’ensemble des gardes a` tester.
Les gardes a` ne pas tester ainsi que les gardes a` ne pas muter de l’e´ve´nement originel
sont conserve´es dans l’e´ve´nement mutant. L’ensemble des sous-ensembles des gardes a`
tester permet de se´lectionner celles a` muter. Chaque garde a` muter est remplace´e par
l’une de ses mutations. Le processus de mutation de la formule contenue dans les gardes
est de´crit dans la section 4.3. Si plusieurs gardes doivent eˆtre mute´es, la combinaison de
leurs mutations permet de repre´senter tous les cas possibles.
La garde de l’e´ve´nement originel n’e´tant plus respecte´e, il n’est ge´ne´ralement pas
possible de savoir quelle sera la postcondition. En eﬀet, il n’est pas possible de connaˆıtre
l’e´tat du syste`me s’il accepte d’exe´cuter une transition invalide. En fonction des objectifs
de test, l’action de l’e´ve´nement mutant est laisse´e soit inchange´e, soit vide. Bien que cette
solution soit incomple`te, l’ensemble des mutations ne´cessaires pour notre cas d’e´tude a pu
eˆtre ge´ne´re´s. Les autres e´le´ments de l’e´ve´nement originel sont recopie´s. La ligne 12 de´crit
le cas pour lequel l’action de l’e´ve´nement mutant doit eˆtre supprime´e. Si l’action doit eˆtre
conserve´e, cette ligne n’existe pas.
4.4.2.2 Ge´ne´ration des mode`les mutants
Les e´ve´nements mutants peuvent eˆtre combine´s de plusieurs fac¸ons avec les e´ve´nements
originaux pour obtenir les mode`les mutants. Trois crite`res permettent de de´ﬁnir quel
type de mode`le mutant nous souhaitons ge´ne´rer. Ces crite`res sont choisis en fonction des
objectifs de test et doivent eˆtre adapte´s pour chaque SUT.
Le processus d’assemblage des e´ve´nements mutants dans les machines mutantes est
similaire aux gardes dans les e´ve´nements et aux axiomes dans les contextes. L’ensemble
des sous-ensembles des e´ve´nements originels permet de se´lectionner les e´ve´nements a`
muter pour ge´ne´rer chaque machine mutante. Lorsque plusieurs e´ve´nements sont a` muter,
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Algorithm 4 Mutation d’un e´ve´nement
1: procedure mutateEvent(origEvt)
2: MutEvt := ∅
3: for all Gum ∈ P(grdToTest(origEvt)) do
4: MutGrd := ∅
5: for all gum ∈ Gum do
6: MutGrd ∪= mutForm({gum})
7: end for
8: for all MutGrdCase ∈ combineSets(MutGrd) do
9: mutEvtTmp := origEvt
10: mutEvtTmp.Guards := mutEvtTmp.Guards\Gum
11: mutEvtTmp.Guards ∪= MutGrdCase
12: mutEvtTmp.Actions := ∅





la combinaison de leur mutation permet de ge´ne´rer l’ensemble des mode`les mutants
possibles. Le premier crite`re consiste a` choisir le nombre d’e´ve´nements mutants par
machine mutante. Il existe 4 possibilite´s :
1. le mode`le comporte une seule mutation pour un e´ve´nement a` muter,
2. le mode`le comporte toutes les mutations pour un e´ve´nement a` muter,
3. le mode`le comporte une seule mutation pour chaque e´ve´nement a` muter ou
4. le mode`le comporte tous les e´ve´nements mutants de l’ensemble des e´ve´nements a`
muter
Le second crite`re consiste a` choisir quels e´ve´nements originels sont conserve´s dans la
machine mutante. Le premier cas consiste a` ne garder aucun e´ve´nement originel et le
second a` tous les conserver. Dans le troisie`me cas, tous les e´ve´nements originels sont
conserve´s a` l’exception des e´ve´nements mute´s. Soit EVT l’ensemble des e´ve´nements
originels, c.-a`-d. l’ensemble contenant tous les e´ve´nements de la machine originelle.
L’ensemble EvtToKeep de´ﬁnit, pour une machine compose´e de n e´ve´nements, les
e´ve´nements a` conserver dans la machine mutante :
1. EvtToKeep := ∅
2. EvtToKeep := EVT
3. EvtToKeep := EVT \ EvtToMutate
Apre`s l’exe´cution d’un e´ve´nement mutant, il n’est ge´ne´ralement pas possible de savoir
dans quel e´tat est le syste`me. Il est donc pre´fe´rable d’interdire tout e´ve´nement apre`s
que l’e´ve´nement mutant soit survenu. Cependant, cela empeˆche la ge´ne´ration d’un post-
ambule. Le troisie`me crite`re permet de de´ﬁnir si les e´ve´nements peuvent survenir apre`s
l’e´ve´nement mutant, si seuls les e´ve´nements originaux peuvent survenir ou si aucun ne
peut survenir. Ce crite`re est controˆle´ en ajoutant la variable boole´enne eutExecuted. Cette
variable est initialise´e a` FALSE et devient e´gale a` TRUE de`s qu’un e´ve´nement mutant
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est exe´cute´. Une action est ajoute´e a` chaque e´ve´nement mutant. Si tous les e´ve´nements
peuvent survenir apre`s l’exe´cution d’un e´ve´nement, aucune modiﬁcation supple´mentaire
n’est apporte´e au mode`le mutant. Si seuls les e´ve´nements originaux peuvent survenir, une
garde est ajoute´e dans chaque mutant. Cette garde controˆle qu’aucun e´ve´nement mutant
n’ait e´te´ exe´cute´ en se re´fe´rant a` la valeur de la variable eutExecuted. Si aucun e´ve´nement
ne doit survenir apre`s l’exe´cution d’un e´ve´nement mutant, la garde de´ﬁnie pre´ce´demment
est ajoute´e a` tous les e´ve´nements des mode`les mutants.
L’algorithme 5 est utilise´ dans les cas d’e´tudes pre´sente´s dans les sections 5.2 et 5.3. Il
de´crit la ge´ne´ration des machines mutantes telles que les mode`les mutants contiennent :
— l’ensemble des sous-ensembles des e´ve´nements mutants,
— les e´ve´nements originels sont conserve´s a` l’exception des e´ve´nements mute´s et
— seuls les e´ve´nements originaux peuvent survenir apre`s l’e´ve´nement mutant.
Algorithm 5 Ge´ne´ration des machines mutantes
1: procedure mutateMachine(origMch)
2: MutMch := ∅
3: for all Eum ∈ P(evtToTest(origMch)) do
4: MutEvt := ∅
5: for all eum ∈ Eum do
6: MutEvt ∪= mutateEvent(eum)
7: end for
8: for all MutEvtCase ∈ combineSets(MutEvt) do
9: mutMchTmp := origMch
10: mutMchTmp.Varialbes ∪= {eutExecuted}
11: mutMchTmp.Invariants ∪= {eutExecuted ∈ BOOL}
12: mutMchTmp.Events := mutMchTmp.Events\Eum
13: for all mutEvt ∈ MutEvtCase do
14: mutEvtTmp := mutEvt
15: mutEvtTmp.Guard ∪= {eutExecuted = FALSE}
16: mutEvtTmp.Actions ∪= {eutExecuted := TRUE}
17: end for





4.5 Extraction des tests
Une fois les mode`les de faute ge´ne´re´s, il est ne´cessaire d’en extraire des tests. Pour
cela, nous utilisons les techniques de test a` base de mode`le. L’extraction des tests que
nous pre´sentons s’applique a` n’importe quel mode`le, qu’il soit un mode`le mute´ ou un
mode`le originel. L’extraction des tests permet de parcourir un mode`le et d’extraire les
tests. Si l’extraction est applique´ a` un mode`le non mute´, les tests ge´ne´re´s sont des tests
fonctionnels classiques. Si l’extraction est applique´ a` un mode`le mute´, les tests ge´ne´re´s
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sont des tests de de´tection de vulne´rabilite´. Comme nous l’avons vu dans la section 3.4.4,
la concre´tisation peut eˆtre statique ou dynamique en fonction du SUT. Dans le cas du
VCI, cette concre´tisation est eﬀectue´e statiquement et est de´crite pour chaque cas d’e´tude.
Les algorithmes de ge´ne´ration de tests a` base de mode`le propose´s ge´ne`rent donc des tests
abstraits qui sont concre´tise´s par la suite. Ils reposent sur ProB et y ont e´te´ inte´gre´s. Ces
deux algorithmes sont respectivement utilise´s pour des mode`les constitue´s uniquement de
contextes et des mode`les dont l’e´le´ment racine est une machine. Il sont pre´sente´s dans les
sections 4.5.1 et 4.5.2. Bien que ProB soit conc¸u pour l’exploration de mode`les 3, comme
de´crit dans la section 5.1, ces deux algorithmes se basent sur la re´solution de contraintes.
Cette dernie`re technique fonctionne bien avec des contraintes sur des espaces d’e´tats
vastes. De plus, diﬀe´rentes tactiques permettent d’ame´liorer les re´sultats en guidant la
recherche de solution. Nous conside´rons ici que le mode`le est prouve´. Le travail pre´sente´
dans cette section a e´te´ re´alise´ conjointement avec Michael Leuschel.
4.5.1 Contexte
Dans le cas des contextes, nous utilisons l’algorithme de re´solution de contraintes
fourni par ProB. Le re´sultat obtenu est un ensemble d’instanciations possibles, chacune
repre´sentant un test abstrait. Notre cas d’e´tude a permis d’apporter de nouveaux cas
d’usages et d’ame´liorer ProB. Avant de de´marrer la re´solution de contraintes, un processus
permet de restreindre l’espace de recherche. Tout d’abord, ce processus de´termine si une
variable est de´ﬁnie dans un espace ﬁni ou non. Pour les variables ﬁnies, le domaine de
de´ﬁnition est ensuite restreint en fonction des contraintes. Cet algorithme a e´te´ ame´liore´
par le laboratoire de l’Universite´ de Du¨sseldorf. Le cas d’e´tude pre´sente´ dans la section
5.2 utilise ce processus.
4.5.2 Machine
Dans le cas des machines, un test est repre´sente´ par une trace, ge´ne´ralement compose´e
de 4 parties : le pre´ambule, le corps, l’observation et le post-ambule. En event-B, une trace
est une suite d’e´ve´nements. Le pre´ambule permet de conduire le syste`me dans un e´tat
permettant d’eﬀectuer une ve´riﬁcation. Le corps eﬀectue l’action a` ve´riﬁer. L’observation
permet de ve´riﬁer que l’action du corps s’est eﬀectue´e correctement. Le post-ambule
rame`ne le syste`me dans un e´tat ou` les prochains tests peuvent eˆtre exe´cute´s. Pour limiter
la complexite´ de la recherche de trace, trois processus permettent de restreindre l’espace
de recherche : l’analyse de faisabilite´, l’analyse de faisabilite´ de couple d’e´ve´nements et
l’analyse d’activabilite´.
4.5.2.1 Analyse de faisabilite´
Un mode`le mutant peut contenir de multiples e´ve´nements mutants. Les re`gles de
mutation ge´ne`rent parfois des e´ve´nements qui ne peuvent pas eˆtre exe´cute´s. L’analyse de
faisabilite´ permet d’e´liminer ces e´ve´nements pour la recherche de trace. Chaque e´ve´nement
est analyse´ inde´pendamment. Cette analyse se base sur une ve´riﬁcation statique qui
cherche au moins une solution pour le pre´dicat compose´ des axiomes, des invariants et de
la garde de l’e´ve´nement analyse´. Une limite de temps permet de garantir la terminaison
3. ProB est plus pre´cise´ment conc¸u pour l’exploration du graphe de transition.
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de cette ve´riﬁcation. Si cette limite est atteinte, l’e´ve´nement analyse´ est e´tiquete´ comme
potentiellement faisable. Si l’analyse n’a pas trouve´ de solution, l’e´ve´nement est e´tiquete´
comme infaisable et ne sera pas conserve´ dans l’algorithme de recherche de trace. Si
une solution est trouve´e, l’e´ve´nement est e´tiquete´ comme faisable. Dans ce dernier cas,
l’e´ve´nement n’est peut-eˆtre pas atteignable.
4.5.2.2 Analyse de faisabilite´ de couple d’e´ve´nements
La seconde analyse permet de de´terminer si deux e´ve´nements e et f peuvent se
succe´der, c.-a`-d. que f est exe´cutable apre`s que e ait e´te´ e´xe´cute´. Cette analyse utilise
l’ensemble des e´ve´nements faisables et potentiellement faisables. L’e´quation suivante est
ve´riﬁe´e pour chaque couple d’e´ve´nements par re´solution de contrainte, ou` BAe repre´sente
le pre´dicat avant-apre`s de l’e´ve´nement e et Grd′f la garde de l’e´ve´nement f apre`s
l’exe´cution de e :
Inv ∧ BAe ∧Grd′f
Cette analyse est repre´sente´e dans l’algorithme par la fonction feasibleAfter(e). De la
meˆme fac¸on que pre´ce´demment, une limite de temps est de´ﬁnie. Si cette limite est atteinte,
nous conside´rons que f appartient a` feasibleAfter(e).
4.5.2.3 Analyse d’activabilite´
Finalement, l’analyse d’activabilite´ permet de de´terminer si l’exe´cution de l’e´ve´nement
e a rendu l’e´ve´nement f exe´cutable, c.-a`-d. que f n’e´tait pas exe´cutable avant que e ne
soit exe´cute´ et que f le devienne juste apre`s l’exe´cution de e.
¬Grdf ∧ Inv ∧ BAe ∧Grd′f
Cette analyse est note´ enable(e). Dans le cas ou` aucun de´passement de temps n’est atteint,
nous pouvons constater que enable(e) ⊆ feasibleAfter(e).
4.5.2.4 Algorithme propose´
L’algorithme 6 permet d’extraire des tests a` partir d’un mode`le Event-B. Base´ sur un
algorithme de parcours en largeur de graphe, il tente de trouver des traces permettant
d’exe´cuter les e´ve´nements sous test. Ces derniers sont repre´sente´s par l’ensemble Targets .
L’algorithme termine lorsque tous les e´ve´nements a` tester ont e´te´ couverts ou que
la profondeur maximum est atteinte. Les fonctions feasibleAfter et enable ont e´te´
ge´ne´ralise´es et peuvent prendre une trace en parame`tre. Dans ce cas, le pre´dicat avant-
apre`s repre´sente la trace. La variable Paths est une liste de traces. La notation [ ]
repre´sente une trace vide. La variable depth repre´sente la profondeur courante. Elle permet
de de´terminer si la profondeur maximum a e´te´ atteinte et de de´ﬁnir la longueur des
traces pre´sentes dans Path. Les e´ve´nements sous test n’ayant pas e´te´ inclus dans un test
sont stocke´s dans la variable remainingTargets . Finalement, les tests sont conserve´s dans
l’ensemble Tests . A` chaque ite´ration de l’algorithme de parcours, la trace est e´tendue. La
boucle principale est repre´sente´e par la ligne 6. Chaque ite´ration se compose de 3 e´tapes.
La premie`re, repre´sente´ par les lignes 7 a` 14, permet d’e´tendre une trace en ajoutant des
e´ve´nements sous tests. Pour chaque trace, une liste d’e´ve´nements activables a` tester est
ge´ne´re´e. Pour chacune de ces nouvelles traces, ProB tente d’en trouver une instanciation
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par re´solution de contraintes. Si une solution est trouve´e, cela correspond a` un test.
Ce dernier est conserve´ et l’e´ve´nement traite´ est retire´ de l’ensemble des e´ve´nements a`
couvrir. La seconde e´tape, repre´sente´ par les lignes 16 a` 18, ve´riﬁe qu’il reste toujours des
objectifs de test a` satisfaire. Si tous les objectifs de test ont e´te´ satisfaits, l’algorithme
termine. La troisie`me e´tape, repre´sente´e par les lignes 20 a` 29, e´tend les traces sans ajouter
d’e´ve´nement sous test. La liste des traces est mise a` jour et le processus recommence avec
des traces plus grandes. Un exemple est donne´ pour le cas d’e´tude sur la ve´riﬁcation de
type en section 5.3.11.
Algorithm 6 Algorithme d’extraction des tests.
1: procedure testsExtraction(Targets ,maxDepth)
2: Paths := {[ ]}
3: depth := 0
4: remainingTargets := Targets
5: Tests := ∅
6: while depth ≤ maxDepth do
7: for all p ∈ Paths do
8: for all t ∈ remainingTargets ∩ enable(p) do
9: if solveConstraints(p ← t) then
10: Tests ∪= {p ← t}









20: Paths ′ := ∅
21: for all p ∈ Paths do
22: for all e ∈ feasibleAfter(p) \ Targets do
23: if solveConstraints(p ← e) then




28: Paths := Paths ′




Les me´thodes existantes ne permettant pas de tester eﬃcacement des imple´mentations
embarque´es de VCI, nous avons propose´ une me´thode de ge´ne´ration de tests de
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vulne´rabilite´ fonde´e sur la me´thode Event-B et la mutation de mode`le (contexte et
machine). Cette me´thode se compose de trois parties. La premie`re partie, l’aplanissement
de mode`le, permet de rassembler les informations de tous les raﬃnements dans un unique
niveau de raﬃnement. Les comportements du mode`le produit sont identiques a` ceux du
mode`le originel. Cette adaptation du mode`le est ne´cessaire pour le rendre compatible
avec l’algorithme de mutation. Dans la seconde partie, le mode`le du SUT est mute´ pour
repre´senter de potentielles fautes. Nous proposons deux algorithmes, l’un pour la mutation
de contexte et l’autre pour la mutation de machine. Pour garantir le processus de mutation,
les parties les plus importantes ont e´te´ ve´riﬁe´es. Cela est notamment le cas pour les re`gles
de mutation de formules. La dernie`re partie consiste a` extraire des tests a` partir des
mode`les de faute. Un algorithme de re´solution de contraintes base´ sur ProB est propose´.
Au cours de ces recherches, de multiples ite´rations ont permis de rendre la me´thode
de plus en plus ge´ne´rique. Des cas d’e´tudes non pre´sente´s dans le cadre de cette the`se ont
permis de ve´riﬁer son fonctionnement sur des SUT de plus haut niveau. Le protocole de
paiement EMV [58] a permis de montrer l’applicabilite´ du VTG sur des mode`les UML.
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Chapitre 5 :
Application au ve´riﬁeur de code
interme´diaire
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La me´thode de VTG a e´te´ applique´e au proble`me de la ve´riﬁcation du VCI. Les
tests que nous cherchons a` produire sont des applications Java Card compile´es et stocke´s
dans des ﬁchiers CAP. Pour cela, nous souhaitons ge´ne´rer des ﬁchiers CAP a` partir des
contraintes du VCI. Pour simpliﬁer les expe´rimentations, la ve´riﬁcation de structure et la
ve´riﬁcation de type ont e´te´ e´tudie´es inde´pendamment. Elles sont respectivement de´crites
dans les sections 5.2 et 5.3. Pour chacun de ces cas d’e´tude, diﬀe´rents mode`les Event-B ont
e´te´ propose´s. Les diﬀe´rents cas d’utilisation de ces mode`les sont de´crits dans la section 5.1.
Chaque mode`le propose´ repre´sente un algorithme de ge´ne´ration de ﬁchiers CAP valides.
Le VTG est utilise´ pour y introduire des fautes et ge´ne´rer des ﬁchiers CAP invalides par
mutation et re´solution de contraintes.
5.1 Utilisation des mode`les
L’utilisation des mode`les propose´s peut se faire dans plusieurs sens. En nous basant sur
un algorithme de re´solution de contraintes, tel que celui de ProB, il est possible de ve´riﬁer
si une valeur satisfait les contraintes du mode`le ou de trouver une valeur satisfaisant ces
contraintes. Ainsi, nous pouvons ve´riﬁer un ﬁchier CAP existant ou en construire un (ce
dernier pouvant eˆtre valide ou non).
5.1.1 Ve´riﬁcation de ﬁchiers CAP
Le mode`le peut-eˆtre utilise´ aﬁn de ve´riﬁer un ﬁchier CAP. Cette utilisation correspond
a` celui d’un VCI. Pour cela, le ﬁchier CAP est traduit en mode`le Event-B puis combine´
avec le mode`le du VCI. Cette traduction est eﬀectue´e automatiquement par l’outil
CAP2Rodin de´crit dans la section 6.2.1. Nous obtenons ainsi un mode`le que nous appelons
mode`le pre´rempli. Dans le mode`le pre´rempli, les valeurs des constantes et des variables
sont ainsi ﬁxe´es. L’algorithme de re´solution de contraintes ve´riﬁe simplement que ces
valeurs satisfont les contraintes du mode`le.
En sortie, nous pouvons obtenir les re´sultats suivants : une validation du mode`le,
un contre-exemple ou, pas de solution. Dans le cas d’un mode`le valide´, cela signiﬁe que
le ﬁchier CAP respecte la norme Java Card, c.-a`-d. qu’un VCI peut accepter ce ﬁchier.
Dans le cas d’un contre-exemple, cela signiﬁe qu’au moins une contrainte n’a pas e´te´
respecte´e, c.-a`-d. qu’un VCI doit rejeter ce ﬁchier. Dans le cas ou` nous n’avons pas
trouve´ de solution, cela signiﬁe que nous n’avons pas pu trouver de contre-exemple. Dans
une imple´mentation du VCI, il serait alors impe´ratif de rejeter le ﬁchier CAP sous peine
d’accepter l’installation d’applications potentiellement malveillantes.
Malgre´ que cette utilisation ne re´ponde pas a` notre objectif de test, cela nous a permis
de ve´riﬁer la validite´ de notre mode`le. Pour cela, nous avons utilise´ un ensemble de ﬁchiers
CAP valides et de ﬁchiers CAP invalides. Cette me´thode a l’avantage d’eˆtre plus simple
et plus rapide que la preuve comple`te du mode`le.
5.1.2 Construction de ﬁchiers CAP valides
A` l’inverse, si nous voulons ge´ne´rer un ﬁchier CAP a` partir du mode`le, il faut
trouver des valeurs pour toutes les constantes et variables. La premie`re solution serait
de partir d’un mode`le de valeurs totalement vides. Cependant, le nombre de possibilite´s
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est ge´ne´ralement trop important. Pour guider la recherche de solutions, nous utilisons
un mode`le partiellement pre´rempli. Dans ce dernier, certaines constantes et variables ont
des valeurs ﬁxe´es, tandis que d’autres sont laisse´es libres. Les valeurs manquantes sont
retrouve´es par re´solution de contraintes. Cette me´thode peut-eˆtre utilise´e aﬁn de ge´ne´rer
des ﬁchiers CAP valides, permettant de tester la partie fonctionnelle d’imple´mentations
de VCI.
5.1.3 Construction de ﬁchiers CAP invalides
L’utilisation de la re´solution de contraintes sur un mode`le valide permet de ge´ne´rer
des ﬁchiers CAP valides. A` l’inverse, si nous utilisons un mode`le mute´ obtenu a` l’aide du
VTG, les ﬁchiers CAP ge´ne´re´s sont ainsi invalides. Cette utilisation correspond a` celle
souhaite´e aﬁn de ge´ne´rer des tests d’intrusion.
5.2 Test de la ve´riﬁcation de structure des ﬁchiers
CAP
Le me´canisme de ve´riﬁcation de structure, de´crit dans la section 3.2.1, est un proble`me
statique du point de vue de l’Event-B. Le mode`le est donc constitue´ uniquement de
contextes. Aﬁn d’oﬀrir une meilleure trac¸abilite´ entre la spe´ciﬁcation Java Card et le
mode`le Event-B de cette spe´ciﬁcation, une architecture et des conventions encadrent ce
mode`le. Ces dernie`res, respectivement de´crites dans les sections 5.2.1 et 5.2.2, ont e´te´
obtenues empiriquement pour rendre le mode`le compatible avec la me´thode de VTG.
Tous les champs des ﬁchiers CAP qui sont charge´s dans une carte ont e´te´ mode´lise´s. 130
contextes permettant de de´crire les champs d’un ﬁchier CAP. 250 constantes permettent
de repre´senter les diﬀe´rents champs du ﬁchier CAP. Les contraintes fonctionnelles sont
de´ﬁnies a` l’aide d’environ 400 axiomes. La ve´riﬁcation de structure e´tant un proble`me
vaste, seules les contraintes en rapport avec le me´canisme de ve´riﬁcation des relations
d’he´ritage ont e´te´ teste´es. Ce me´canisme ne´cessite 24 axiomes pour eˆtre de´ﬁnis. Leur
mode`le est donne´ dans la section 5.2.3. L’utilisation du VTG, pour obtenir ces tests, est
de´crite dans la section 5.2.4. Ce cas d’e´tude a e´te´ re´alise´ conjointement avec Mathieu
Lassale dans le cadre de sa maitrise [59].
5.2.1 Architecture et conventions
Un ﬁchier CAP est compose´ de douze composants. Ces composants sont mode´lise´s
a` l’aide de groupes de contextes, qui respectent la meˆme architecture. La ﬁgure 5.1
repre´sente deux composants, repre´sente´s par les rectangles a` bord arrondi. Les boites a`
bord droit sont des groupes de contextes. Chaque ovale repre´sente un contexte posse´dant
une fonction particulie`re. Une ﬂe`che d’un contexte A vers un contexte B indique que A
est une extension de B.
Quatre contextes sont communs a` l’ensemble des composants. Le contexte Primitive
Types contient les types de base de´ﬁnis par la spe´ciﬁcation tels que les octets. Le contexte
Common Structure contient des structures de donne´es plus complexes. Le contexte
Constants contient les valeurs statiques de´ﬁnies dans la spe´ciﬁcation telle que DECAFED .
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Figure 5.1 – Architecture du mode`le de la ve´riﬁcation de structure
Finalement, le contexte Components Veriﬁcation est utilise´ pour faire l’union de tous les
contextes de la spe´ciﬁcation, c.-a`-d. qu’il e´tend tous les autres contextes.
Chaque composant posse`de son propre ensemble de contextes. Les contextes Field
repre´sentent les champs ainsi que leur occupation me´moire. Les contextes Preﬁlled
contiennent les valeurs des champs dans le cas d’un mode`le pre´rempli. Les contextes
Internal Constraints repre´sentent les contraintes internes. Les contextes External
Constraints permettent de de´ﬁnir les contraintes entre plusieurs composants. Pour ne pas
dupliquer l’expression de contraintes externes, ces contextes sont externes aux composants.
Les contextes de ve´riﬁcation, Internal Constraints Veriﬁcation, External Constraints
Veriﬁcation, Component Veriﬁcation et Components Veriﬁcation permettent de ve´riﬁer
les contraintes auxquelles ils se rapportent. La partie a` tester du mode`le est repre´sente´e
par les contextes des contraintes internes et les contextes des contraintes externes. Les
autres contextes correspondent a` la partie fonctionnelle du mode`le.
5.2.2 Repre´sentation de donne´es d’un ﬁchier CAP
Trois types de donne´es existent 1 : les types primitifs, les tableaux et les structures.
1. Des cas particuliers sont de´taille´s dans le me´moire de maitrise de Mathieu Lassale [59].
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5.2.2.1 Types primitifs
Il y a quatre types primitifs dans le ﬁchier CAP : bit 4 , u1 , u2 et u4 . Ils sont mode´lise´s
a` l’aide de 4 constantes et des 4 axiomes suivants :
bit 4 ∈ 0 .. 127
u1 ∈ 0 .. 255
u2 ∈ 0 .. 65535
u4 ∈ 0 .. 4294967295
Dans la suite de ce document, la notation u correspond a` bit 4 , u1 , u2 ou u4 . Un champ
Chp de type primitif est donc note´ : Chp ∈ u.
5.2.2.2 Tableaux de types primitifs
Un tableau est de´ﬁni a` l’aide de deux constantes qui repre´sentent respectivement sa
taille et son contenu. Tous les indices d’un tableau devant correspondre a` un unique
e´le´ment du tableau, son contenu est mode´lise´ par une fonction totale. Un tableau Tab de
type u est mode´lise´ a` l’aide de 2 constantes et de deux axiomes :
TabLength ∈ u
Tab ∈ 1 .. TabLength → u
5.2.2.3 Structures
Une structure est un ensemble de champs. Chaque champ peut eˆtre un type primitif,
un tableau de types primitifs, une structure ou un tableau de structures. Une structure
est donc une composition de champs repre´sente´e par un ensemble porteur reliant les
champs qui la constitue. Une fois de´ﬁnie, elle peut s’utiliser de la meˆme fac¸on qu’un type
primitif. Prenons par exemple une structure Str contenant un champ de type primitif
Chp et un tableau de type primitif Tab. Cette structure est de´ﬁnie par les axiomes
suivants :
ﬁnite(Str)
Chp ∈ Str→ u
TabLength ∈ Str→ u
Tab ∈ Str→ (u → u)
∀s· s ∈ Str⇒ dom(Tab(s)) = 1 .. TabLength(s)
Chaque instance de la structure est repre´sente´e par un e´le´ment de l’ensemble porteur
Str . Pour pouvoir eˆtre concre´tise´e, l’ensemble porteur Str est de taille ﬁnie. Les champs
Chp et TabLength sont chacun repre´sente´s par une fonction qui associe a` chaque instance
de la structure une valeur particulie`re. Pour le tableau, le domaine e´tant diﬀe´rent pour
chaque instance de la structure, il n’est pas possible de le de´ﬁnir a` l’aide d’une fonction
totale. Pour cela, une contrainte assure que pour chaque instance de la structure, la taille
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de son tableau est cohe´rente avec la taille de´ﬁnie par la variable TabLength pour cette
instance.
Prenons maintenant un exemple d’instanciation de ce mode`le. Prenons deux structures
Str0 et Str1 toutes deux compose´es d’un champ et d’un tableau. Le champ de Str0 vaut
16 et celui de Str1 vaux 42. La structure Str0 contient un tableau vide. La structure Str1
contient un tableau qui contient 3 e´le´ments : 2, 4 et 8.
Chp = {Str0 → 16, Str1 → 42}
TabLength = {Str0 → 0, Str2 → 3}
Tab = {Str0 → {}, Str1 → {(0 → 2), (1 → 4), (2 → 8)}}
5.2.2.4 Exemple de l’he´ritage des interfaces
Dans le composant class, les informations sur les interfaces sont stocke´es dans
la structure interface info. Dans cette structure, deux champs sont implique´s
dans l’he´ritage : cc ii bitfield interface count et cc ii superinterfaces. Pour
la structure interface info, nous avons ajoute´ un champ offset. Java supportant
l’he´ritage multiple pour les interfaces, il est donc stocke´ sous la forme d’un tableau.
Ce tableau contient tous les parents directs et indirects d’une interface. Sa taille est
contenue dans le champ cc ii bitfield interface count. Le tableau est de´ﬁni dans le
champ cc ii superinterfaces. Il peut eˆtre vide si l’interface n’he´rite que de Object.
Ces proprie´te´s structurelles sont exprime´es a` l’aide des axiomes suivants :
finite(interface info)
cc ii offset ∈ interface info→ u2
cc ii bitfield interface count ∈ interface info→ bit 4
cc ii superinterfaces ∈ interface info→ (bit 4 → u2)
∀interface·(interface ∈ interface info
⇒dom(cc ii superinterfaces(interface)) =
1 .. cc ii bitfield interface count(interface))
(5.1)
5.2.3 Mode´lisation des contraintes d’he´ritage
La relation d’he´ritage sur les interfaces forme un treillis. Cet ordre s’applique sur les
oﬀsets des interfaces de´ﬁnies dans l’application. Chaque interface doit avoir un oﬀset plus
grand que celui de ses parents. Cette caracte´ristique est repre´sente´e par l’axiome suivant :
∀interface·(
interface ∈ interface info
⇒(∀sup·(
sup ∈ ran(cc ii superinterfaces(interface))
⇒cc ii offset(interface) > sup
)))
(5.2)
En Java une interface ne peut pas he´riter deux fois de la meˆme interface. L’axiome
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suivant permet de garantir cette proprie´te´ :
∀interface·(interface ∈ interface info
∧cc ii bitfield interface count(interface) > 1
⇒(∀super interface1, super interface2·(
super interface1 ∈ dom(cc ii superinterfaces(interface))
∧super interface2 ∈ dom(cc ii superinterfaces(interface))
∧super interface1 	= super interface2
⇒cc ii superinterfaces(interface)(super interface1) 	=
cc ii superinterfaces(interface)(super interface2)
)))
(5.3)
5.2.4 Test des contraintes d’he´ritage
La premie`re e´tape du VTG est l’aplanissement du mode`le. Ce dernier e´tant constitue´
uniquement de contextes, il n’est pas ne´cessaire de l’aplanir. La seconde e´tape est la
mutation. L’algorithme 3 permet de ge´ne´rer les mode`les mutants. Finalement il est
ne´cessaire d’en extraire des tests.
5.2.4.1 Crite`res de couverture.
Pour nous assurer que les tests couvrent toutes les proprie´te´s que nous cherchons a`
ve´riﬁer, nous avons utilise´ les crite`res de couverture des donne´es. Partant de l’hypothe`se
que tous les tests sont e´quivalents, le crite`re One Value pour chaque mutant est suﬃsant.
5.2.4.2 Les mutations obtenues
Nous pre´sentons ici un exemple de mutation pour chaque contrainte. La mutation
de ∀ a e´te´ modiﬁe´e, car elle entraˆıne la cre´ation d’un ∃ selon les re`gles de´ﬁnies dans
la section 4.3. Or ce quantiﬁcateur ne concerne qu’un e´le´ment de l’ensemble concerne´,
laissant tous les autres e´le´ments libres de toutes contraintes. Pour e´viter la ge´ne´ration de
fautes multiples, le quantiﬁcateur ∃ de la mutation contient la formule originelle. Graˆce a`
cette re`gle, les e´le´ments, qui ne sont pas concerne´s par ce quantiﬁcateur, sont contraints
en respectant la spe´ciﬁcation. Les e´quations 5.4 et 5.5 sont respectivement les mutations
des e´quations 5.2 et 5.3.
∃interface, sup·(interface ∈ interface info
∧sup ∈ ran(cc ii superinterfaces(interface))
∧sup ∈ ran(cc ii offset)
∧ic class ref(cc ii oﬀset(interface)) = ic class ref(sup)
∧∀int·(int ∈ interface info
∧interface 	= int
⇒∀sup1·(sup1 ∈ ran(cc ii superinterfaces(int))
∧sup1 ∈ ran(cc ii offset)
⇒ic class ref(cc ii offset(int)) = ic class ref(sup1)
)))
(5.4)
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∃interface, sup1, sup2·(interface ∈ interface info
∧sup1 ∈ dom(cc ii superinterfaces(interface))




∧∀int·(int ∈ interface info
∧interface 	= int
⇒(∀supi1, supi2·(sup1 ∈ dom(cc ii superinterfaces(interface))
∧sup2 ∈ dom(cc ii superinterfaces(interface))
∧sup1 	= sup2




5.2.4.3 Extraction des tests
La re´solution de contraintes est ensuite utilise´e sur les mode`les mutants pour extraire
les tests. Ce proble`me entraˆıne une explosion combinatoire dans ProB. Il est donc
ne´cessaire d’utiliser un mode`le pre´rempli qui a e´te´ conc¸u manuellement en s’inspirant d’un
ﬁchier CAP existant. Pour notre exemple, nous utilisons un mode`le pre´remplis contenant
les 2 interfaces de´ﬁnies de la fac¸on suivante :
partition(interface info, {interface info1}, {interface info2})
L’instantiation de la mutation 5.4, qui modiﬁe l’ordre associe´ a` l’he´ritage, est
repre´sente´e par la ﬁgure 5.2. Les valeurs suivantes, ou` les eﬀets de la mutation sont
en rouge, sont obtenues par re´solution de contraintes :
cc ii offset = {interface info1 → 0, interface info2 → 1}
cc ii bitfield interface count = {interface info1 → 0, interface info2 → 2}
cc ii superinterfaces = {interface info1 → {}, ...,







Figure 5.2 – He´ritage cyclique
L’instantiation de la mutation 5.5, illustre´e en ﬁgure 5.3, repre´sente les cas ou`
interface info2 he´rite deux fois de la meˆme interface. Elle est obtenue a` partir de
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la mutation de la seconde contrainte.
cc ii offset = {interface info1 → 0, interface info2 → 1}
cc ii bitfield interface count = {interface info1 → 0, interface info2 → 2}
cc ii superinterfaces = {interface info1 → {},







Figure 5.3 – Duplication de la relation d’he´ritage
5.2.4.4 Re´sultats expe´rimentaux
Le VTG a permis de ge´ne´rer 5 mode`les mutants. L’un de ces mode`les n’e´tait pas
satisfaisable. De ces mutants, 4 tests ont e´te´ ge´ne´re´s. Ces derniers ont e´te´ utilise´s pour
ve´riﬁer le VCI d’Oracle et n’ont re´ve´le´s aucune de´faillance.
5.3 Test de la ve´riﬁcation de type des ﬁchiers CAP
Les tests d’intrusions ont pour but de de´tecter des de´faillances tout en simpliﬁant
leur correction. Comme nous l’avons vu dans la section 3.2.2, la ve´riﬁcation de type
s’eﬀectue inde´pendamment pour chaque me´thode. Pour remonter plus simplement a`
l’origine de la de´faillance, une seule me´thode contient la charge active du test. Dans
ce cas d’e´tude, le mode`le s’inte´resse donc a` produire une unique me´thode. Du point de
vue de l’Event-B, il est plus simple de repre´senter ce processus a` l’aide d’un mode`le
dynamique, c.-a`-d. a` l’aide de machines. Le mode`le complet est donne´ en annexe 11.
Les tests abstraits obtenus a` partir du mode`le propose´ repre´sentent le tableau d’octets
de cette me´thode, ainsi que certaines informations de son enteˆte, tout en assurant le
respect de la spe´ciﬁcation de la JCVM. La mutation du mode`le permet de produire des
instructions dont leurs pre´conditions ne respectent pas la spe´ciﬁcation. Les tests qui en
sont extraits permettent de produire des me´thodes dont l’une des instructions ne respecte
pas la spe´ciﬁcation. Pour la concre´tisation des tests, un ﬁchier CAP pre´rempli posse`de
une me´thode pre´vue pour contenir le test. Dans nos expe´rimentations, nous utilisons
la me´thode 6 du ﬁchier donne´ en annexe 10. Chaque instruction de Java Card est
repre´sente´e par un ou plusieurs e´ve´nements dans la machine. L’exe´cution de l’e´ve´nement
repre´sente l’occurrence de l’instruction correspondante dans le tableau d’octets de la
me´thode ge´ne´re´e. Une trace d’exe´cution de la machine repre´sente donc le code d’une
me´thode, et constitue un test. La garde d’un e´ve´nement repre´sente les ve´riﬁcations de
type pour la pile et les variables locales de la me´thode. Il posse`de e´galement un certain
nombre d’e´le´ments, tel que des classes, utilise´es a` nos tests.
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5.3.1 Architecture et pe´rime`tre du mode`le
Le mode`le est de´compose´ en 7 raﬃnements introduisant successivement les me´canismes
ne´cessaires a` la ve´riﬁcation de type. Les e´ve´nements abstraits caracte´risent des ensembles
d’instructions et sont de´compose´s en diﬀe´rents e´ve´nements concrets pour repre´senter
des sous-ensembles plus pre´cis d’instructions. Le mode`le B classique, donne´ en annexe
9, de´ﬁnit ces ensembles. Chaque ensemble repre´sente des caracte´ristiques pour les
instructions. L’ensemble ASDrThInst repre´sente les instructions prises en compte dans ce
travail. Le mode`le est compose´ de 66 e´ve´nements repre´sentant 62 2 instructions Java Card.
Le premier niveau de spe´ciﬁcation, de´crit dans la section 5.3.2, repre´sente les contraintes
relatives au ﬂot de controˆle. Les structures de donne´es sont successivement introduites
dans les niveaux de spe´ciﬁcation subse´quents. L’ordre dans lequel celles-ci peuvent eˆtre
mode´lise´es n’est pas contraint. Dans notre mode`le, nous avons choisi de les introduire dans
l’ordre suivant : la pile (sections 5.3.3, 5.3.4 et 5.3.5), puis les variables locales (section
5.3.6) et enﬁn le tas (section 5.3.7). Dans le dernier niveau de raﬃnement, pre´sente´ dans
la section 5.3.8, chaque e´ve´nement repre´sente une instruction. Les contraintes a` tester
sont mode´lise´es par 164 gardes re´parties dans les diﬀe´rents e´ve´nements et raﬃnements.
Ce mode`le e´tant destine´ a` eˆtre utilise´ pour ge´ne´rer des tests de vulne´rabilite´, certaines
adaptations ont e´te´ ne´cessaires et sont de´crites pour chaque raﬃnement.
Notre mode`le ne prend actuellement pas en compte les me´canismes d’exceptions,
l’acce`s aux champs des objets et les appels de fonctions. Une mode´lisation plus comple`te
de la structure des ﬁchiers CAP est ne´cessaire. Malgre´ cela, l’instruction invokespecial
et le composant Constant Pool, permettant la cre´ation d’objets initialise´s, ont e´te´
partiellement imple´mente´s et sont de´crits dans la section 5.3.7. De plus, la gestion du
ﬂot de controˆle est partiellement mode´lise´e.
5.3.2 Flot de controˆle
Le mode`le le plus abstrait repre´sente la ve´riﬁcation du ﬂot de controˆle. Dans ce mode`le,
donne´ en ﬁgure 5.4, chaque e´ve´nement repre´sente respectivement les sous-ensembles
d’instructions returnIntructions et noReturnIntructions. A` chaque e´tape d’exploration,
un e´ve´nement, dont la garde est respecte´e, est se´lectionne´. Dans le cas d’un programme
line´aire, c.-a`-d. sans branchement, la terminaison de la ge´ne´ration du tableau d’octets
survient lorsqu’une instruction de retour est ajoute´e. Apre`s l’exe´cution de l’e´ve´nement
returnInstructions, aucune autre instruction ne peut survenir dans notre mode`le. Cet
e´ve´nement conduit donc a` une impasse et arreˆte la recherche de solution. Il n’est pas
ne´cessaire d’utiliser une variable pour construire le tableau d’octets. Chaque transition
correspond a` une portion du tableau d’octet. Cela permet de rendre l’exploration de
mode`le beaucoup plus rapide.
5.3.3 Taille de la pile
Le premier niveau de raﬃnement repre´sente les modiﬁcations de la taille de la
pile. Chaque e´ve´nement du raﬃnement pre´ce´dent peut eˆtre de´compose´ en 6 nouveaux
e´ve´nements. Dans notre mode`le, les instructions Java Card peuvent : ne pas changer la
2. 34% des instructions Java Card sont ainsi mode´lise´es.
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Event noReturnEvent R01 =̂
when




Event returnEvents R01 =̂
when
grd1 : programRunning = TRUE
then
act1 : programRunning := FALSE
end
Figure 5.4 – E´ve´nements de controˆle du ﬂot d’exe´cution d’un programme line´aire
taille de la pile, incre´menter la taille de la pile d’une ou deux unite´s, de´cre´menter la taille
de la pile d’une, deux ou trois unite´s.
La constante MaxStackSize de´ﬁnit la taille maximum que peut prendre la pile. Cette
constante correspond a` la valeur de la taille maximum de la pile que l’on retrouve dans
l’enteˆte des me´thodes. A` l’initialisation du contexte, la valeur de cette constante est choisie
de fac¸on non de´terministe. Pour borner la recherche de solution, nous avons limite´ sa borne
supe´rieure a` 9. Cette limite a e´te´ obtenue expe´rimentalement et permet de ge´ne´rer tous
les tests approprie´s. La variable stackSize repre´sente la taille de la pile. A` l’initialisation,
la pile e´tant vide, cette variable est initialise´e a` 0.
Dans ce raﬃnement, les gardes des e´ve´nements garantissent que la taille de la pile
est toujours positive et, infe´rieure ou e´gale a` sa taille maximum. Ces gardes repre´sentent
deux objectifs de test et sont utilise´es lors de la mutation. Selon les re`gles de mutation
que nous avons de´ﬁnies, l’utilisation des symboles < et > disperse mieux 3 les mode`les
mutants que les symboles ≤ et ≥. Les gardes utilisent donc les symboles < et >.
L’e´ve´nement donne´ en ﬁgure 5.5 repre´sente les instructions qui incre´mentent d’une
unite´ la taille de la pile. Apre`s raﬃnement, cet e´ve´nement est, par exemple, utilise´ pour
repre´senter l’instruction sconst 3.
5.3.4 Nombre d’e´le´ments manipule´s sur la pile
Le deuxie`me niveau de raﬃnement de la pile repre´sente les e´le´ments de la pile en
entre´e et les sorties des instructions. Les e´le´ments en entre´e sont de´pile´s, puis l’instruction
commence son traitement. Apre`s l’exe´cution de l’instruction, des e´le´ments peuvent eˆtre
empile´s. Ce mode`le assure que la pile contient au moins autant d’e´le´ments que d’entre´es
ne´cessaires pour l’exe´cution d’une instruction. Le mode`le assure aussi le respect des
modiﬁcations de taille de´ﬁnie dans le raﬃnement pre´ce´dent. Aucune nouvelle constante
ou variable n’est ajoute´e, seule la garde des e´ve´nements est raﬃne´e par renforcement.
3. Cela permet un e´chantillonnage sur des espaces plus pre´cis.
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Event stackSizeIncrease1 R02 =̂
extends noReturnEvent R01
when
grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
then
act1 : stackSize := stackSize+ 1
end
Figure 5.5 – E´ve´nement d’incre´ment de la taille de la pile
Event 2stackElementInput 1stackElementOutput R03 =̂
extends stackSizeDecrease1 R02
when
grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
then
act1 : stackSize := stackSize − 1
end
Figure 5.6 – E´le´ments de la pile en entre´e et en sortie d’instructions
Pour la meˆme raison que pour le raﬃnement pre´ce´dent, les gardes utilisent des relations
d’ordre strictes.
La ﬁgure 5.6 de´ﬁnit un e´ve´nement prenant en entre´e deux e´le´ments sur la pile et
empile un e´le´ment en sortie. La garde grd3 t est ajoute´e aﬁn d’assurer que suﬃsamment
d’e´le´ments se trouvent sur la pile. L’instruction sadd raﬃne cet e´ve´nement.
5.3.5 Types et arbre d’he´ritage
Le troisie`me niveau de raﬃnement de la pile introduit les types Java Card. Ce niveau
est compose´ d’un contexte de´ﬁnissant les types et d’une machine les utilisant.
Le contexte repre´sente les types et leur organisation selon l’arbre d’he´ritage Java
Card 4. La ﬁgure 5.7 repre´sente ce treillis de type. Les e´le´ments clairs de la ﬁgure
repre´sentent les types que peut prendre la me´moire. Les e´le´ments sombres sont utilise´s
pour l’infe´rence de type et ne peuvent eˆtre aﬀecte´s a` un espace me´moire. Pour ve´riﬁer la
compatibilite´ de deux e´le´ments, il est ne´cessaire de mode´liser le treillis de type Java Card.
En Event-B, cette structure de donne´e peut-eˆtre calcule´e, mais ne´cessite l’utilisation d’une
fermeture transitive trop couˆteuse en temps de calcul. L’arbre d’he´ritage e´tant statique,
il peut-eˆtre ge´ne´re´ a` l’avance et stocke´ dans une relation contenant les informations de
4. Le type short est note´ shart pour e´viter les proble`mes de de´composition de mot en Rodin, short
est parfois interpre´te´ comme la formule sh ∨ t .
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Figure 5.7 – Arbre d’he´ritage Java Card mode´lise´
compatibilite´ entre deux types. Pour eﬀectuer ce calcul, nous avons produit un mode`le en
B Classique. Le re´sultat est ensuite inte´gre´ au mode`le Event-B. Le type, uninitLocalVar ,
repre´sente des e´le´ments non initialise´s dans les variables locales. Ces variables locales
doivent tout d’abord eˆtre e´crites avant de pouvoir eˆtre lues. Le type, unknownType,
repre´sente un type non connu. Les e´le´ments au-dessus de la pile sont par exemple aﬀecte´s
a` ce type. L’ajout de cet e´le´ment dans le mode`le permet de rendre possibles certains tests
de vulne´rabilite´.
Le type de chacun des e´le´ments de la pile est repre´sente´ par la nouvelle variable
stackTypes :
stackTypes ∈ −4 ..MaxStackSize − 1 → TYPES
Le domaine de cette relation repre´sente les index des e´le´ments dans la pile et son
codomaine, repre´sente le type associe´. Pour les besoins de la mutation, nous avons duˆ
instancier des e´le´ments a` des valeurs ne´gatives. Les e´le´ments posse´dant un index ne´gatif
repre´sentent des e´le´ments en-dessous de la pile. Leur type est de´ﬁni a` unknownType. Nous
avons de´termine´ expe´rimentalement que 4 e´le´ments e´taient ne´cessaires aﬁn de ge´ne´rer
l’ensemble des tests pour les attaques de de´bordement de pile vers le bas.
Pour ge´ne´raliser la de´composition d’e´ve´nements, la ve´riﬁcation du type n’est pas
eﬀectue´e a` ce niveau de raﬃnement. Les e´le´ments de la pile en entre´e et en sortie de
chaque e´ve´nement sont repre´sente´s par les parame`tres des e´ve´nements. Ces parame`tres
sont des types ge´ne´riques et sont utilise´s ulte´rieurement pour de´ﬁnir quel type doit eˆtre
utilise´ pour chaque instruction. Les types en entre´e de´pendent des e´le´ments au sommet
de la pile. Les modiﬁcations de la pile sont eﬀectue´es de fac¸on ge´ne´rique.
L’e´ve´nement de la ﬁgure 5.8 repre´sente des instructions modiﬁant le type de l’e´le´ment
au sommet de la pile. La variable repre´sentant les types de la pile est modiﬁe´e sans prendre
en compte le type des e´le´ments manipule´s. Les instructions checkcast et newarray sont
repre´sente´es par cet e´ve´nement.
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Event 1stackElementInput 1stackElementOutput R04 =̂





grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : firstStackInputType ∈ TYPES
grd4 : firstStackOutputType ∈ TYPES
grd5 : firstStackInputType = stackTypes(stackSize− 1)
then
act1 : stackTypes := stackTypes − {stackSize − 1 →
firstStackOutputType}
end
Figure 5.8 – Manipulation d’e´le´ments type´s sur la pile
5.3.6 Variables locales
La deuxie`me structure de donne´e introduite repre´sente les variables locales. Pour
simpliﬁer notre mode´lisation, nous avons choisi de ne pas repre´senter les e´le´ments de
type int. La valeur initiale des variables locales est de´ﬁnie par un contexte. Comme
nous l’avons vu pre´ce´demment, nous utilisons un ﬁchier CAP existant. Les arguments
de notre me´thode sont donc de´ﬁnis par l’enteˆte de la me´thode que nous utilisons pour
ge´ne´rer les tests. Le tableau repre´sentant les variables locales est ge´ne´ralement de´compose´
en deux parties : les arguments de la me´thode et les autres variables locales. Elles sont
respectivement repre´sente´es par les contraintes suivantes :
ArgumentTypes = {0 → byte, 1 → shart, 2 → referenceTypes}
FreeLocV ar =
(MaxArgumentIndex+ 1 .. MaxLocV arIndex)× {uninitLocalV ar}
Une troisie`me partie, repre´sentant des e´le´ments en dehors de ce tableau, a e´te´ ajoute´e
dans le but de ge´ne´rer les tests de vulne´rabilite´. Cette caracte´ristique est repre´sente´e par
la contrainte suivante :
OutLocV ar =
(MaxLocV arIndex+ 1 .. MaxLocV arIndex+ nbOutOfBoundIndex)
×
{unknownType}
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Event 0stackElemIn 1stackElemOut load1LocalVariableOnTOS R05 =̂





grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : firstStackOutputType = localVariablesTypes(prm index)
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Figure 5.9 – Manipulation des variables locales
A` l’initialisation du mode`le, les variables locales sont ﬁxe´es aux valeurs suivantes 5 :
initLocV ar ⊆ ArgumentTypes ∪ FreeLocV ar ∪ OutLocV ar
L’e´ve´nement de la ﬁgure 5.9 repre´sente le chargement du contenu d’une variable locale
au sommet de la pile. Le type de l’e´le´ment en sortie est contraint par le type lu dans les
variables locales. L’instruction sload 2 utilisera cet e´ve´nement.
5.3.7 Initialisation des Objets
Le langage Java n’autorise pas un objet a` eˆtre utilise´ tant qu’il n’a pas e´te´ initialise´.
La cre´ation d’un objet initialise´ est une proce´dure compose´e de trois ou quatre e´tapes
respectivement pour des objets statiques et non statiques. La premie`re e´tape consiste
a` mettre au sommet de la pile un objet 6 non initialise´ a` l’aide de l’instruction new.
Cette re´fe´rence est ensuite duplique´e. Dans le cas d’une classe non statique, la re´fe´rence
vers la classe de l’appelant est pousse´e au sommet de la pile. Finalement l’instruction
invokespecial initialise l’objet. Apre`s cette proce´dure, l’e´le´ment au sommet de la pile
est la re´fe´rence vers l’objet initialise´.
Le mode`le comporte l’ensemble des instructions permettant de re´aliser ce processus.
Cependant, la ge´ne´ration de trace de longueur trois et quatre requiert beaucoup de temps
de calcul. Pour simpliﬁer cette taˆche, nous avons ajoute´ deux e´ve´nements repre´sentant la
cre´ation d’un objet statique initialise´ et d’un objet non statique initialise´. L’animation de
5. Le nom des variables est contracte´ : LocVar pour LocalVariable
6. Notre mode`le ne prenant pas en compte les re´fe´rences, nous plac¸ons directement l’objet dans la
pile.
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Event creatInitObject R06 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm localVariables index = 0
grd5 : prm constantPool index ∈ dom(ConstantPool)
grd6 : firstStackOutputType = ConstantPool(prm constantPool index)
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Figure 5.10 – E´ve´nement de cre´ation d’un objet non statique initialise´
la cre´ation d’objets initialise´s est re´alise´e en une seule transition. La ﬁgure 5.10 repre´sente
l’initialisation d’un objet non statique.
Pour initialiser un objet, le mode`le doit contenir les informations relatives aux
re´fe´rences des classes dans le ﬁchier CAP ainsi qu’une repre´sentation des adresses.
Le composant Constant Pool est utilise´ pour de´ﬁnir les re´fe´rences. Cependant, nous
ne l’avons pas entie`rement mode´lise´. Seules les re´fe´rences des classes sont mode´lise´es.
L’utilisation d’adresses requiert une mode´lisation du tas. Un mode`le complet du tas e´tant
trop complexe a` animer, nous en avons propose´ une version simpliﬁe´e en interdisant la
duplication de re´fe´rence.
5.3.8 Repre´sentation des instructions
Le dernier niveau de raﬃnement introduit les instructions Java Card. Dans les
raﬃnements pre´ce´dents, le type des e´le´ments en entre´e des e´ve´nements n’est pas contraint.
L’ajout de gardes dans chaque e´ve´nement permet de spe´ciﬁer les types accepte´s pour
chaque instruction. Les indexes des variables locales sont pour certaines instructions ﬁxes.
Cette caracte´ristique est repre´sente´e par l’ajout d’une garde de´ﬁnissant la valeur exacte de
l’index a` utiliser. Certaines instructions posse`dent des arguments n’intervenant pas dans
le typage de la me´moire. Pour simpliﬁer le mode`le, nous ne les avons pas repre´sente´s.
Ces valeurs sont choisies arbitrairement lors de la concre´tisation des tests. L’instruction
saload est mode´lise´e par l’e´ve´nement de la ﬁgure 5.11.
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Event saload R07 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : firstStackInputType = shart
grd10 t : secondStackInputType = shartArray
grd11 : firstStackOutputType = shart
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end
Figure 5.11 – E´ve´nement saload
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5.3.9 Exemple de ge´ne´ration de tests fonctionnels
Pour bien comprendre le fonctionnement du mode`le propose´, nous allons donner
quelques exemples de ge´ne´ration de tests fonctionnels. Ces tests sont des ﬁchiers CAP
acceptables par des VCI. Pour commencer, reprenons l’exemple du tableau d’octets donne´
dans la ﬁgure 3.3 du chapitre 3. Pour ce premier exemple, chaque e´tape de l’exploration
du mode`le Event-B est eﬀectue´e manuellement. La premie`re e´tape consiste a` initialiser le
contexte, c.-a`-d. ﬁxer une valeur a` toutes les constantes. Parmi ces constantes, certaines
sont de´terministes et d’autres peuvent prendre diﬀe´rentes valeurs. Pour les constantes
non de´terministes, le choix d’une valeur doit permettre de trouver la trace souhaite´e.
Dans notre mode`le, une seule constante est non de´terministe : MaxStackSize. Pour notre
exemple, la taille maximum de la pile doit eˆtre supe´rieure ou e´gale a` 2. La seconde e´tape
de l’exploration est l’initialisation de la machine. Dans le mode`le propose´, cette e´tape est
de´terministe. Apre`s l’initialisation du contexte et de la machine, la taille de la pile est
e´gale a` 0 et est de´ﬁnie par la formule suivante :
stackTypes = { (−4 → unknownType), (−3 → unknownType),
(−2 → unknownType), (−1 → unknownType) }
A` ce stade, aucune instruction n’a e´te´ exe´cute´e. Pour chacune des e´tapes d’animation,
un e´ve´nement va eˆtre exe´cute´. Chacune de ces e´ve´nements repre´sente l’exe´cution d’une
instruction. La garde de l’e´ve´nement sconst 3 impose que le programme ne soit pas
ﬁni et que la pile ne soit pas pleine. Aucune instruction de retour n’ayant e´te´ ge´ne´re´
pour le moment, le programme est toujours en ge´ne´ration. La pile e´tant vide et pouvant
contenir au maximum 2 e´le´ments, il y a suﬃsamment de place pour y empiler un short .
L’argument de l’e´ve´nement repre´sentant le type de l’e´le´ment a` pousser au sommet de
la pile est de´terministe. Cet e´ve´nement n’a donc qu’une instanciation possible. Pour les
e´ve´nements suivants, le meˆme raisonnement permet de constater que ces instructions
peuvent eˆtre exe´cute´es. La trace obtenue, ainsi que les informations de l’enteˆte de la
me´thode, repre´sentent un test abstrait. Le ﬁchier CAP pre´vu pour contenir ce test est le
meˆme que celui utilise´ pour les tests de vulne´rabilite´.
Dans ce premier exemple, la trace e´tait l’objectif de test. Pour le second exemple, notre
objectif est de trouver une trace permettant de tester l’instruction sinc. La recherche
de trace est eﬀectue´e automatiquement a` l’aide de l’algorithme 6. La trace suivante est
obtenue :
[SETUP CONSTANTS, INITIALISATION, sinc(1), return]
5.3.10 Objectifs de test et crite`res de couverture
Le mode`le mutant contient tous les e´ve´nements mutants. Comme nous l’avons dit
pre´ce´demment, un test est repre´sente´ par une trace. Chaque trace est compose´e d’un
pre´ambule et d’un corps. Le post-ambule est simplement constitue´ de l’instruction return.
De plus, nous conside´rons que tous les pre´ambules permettant d’activer un mutant sont
e´quivalents, dans le but de re´duire le nombre de tests. Nous utilisons les crite`res de
couverture du graphe de transition. Le crite`re All-events coverage est applique´ a` l’ensemble
contenant tous les e´ve´nements mutants.
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grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : firstStackOutputType ∈ TYPES
grd4 : prm index ≥ 0
grd5 t : prm index < MaxLocalVariablesIndex
grd6 : firstStackOutputType = localVariablesTypes(prm index)
grd6 t : firstStackOutputType = shart
then
act1 : stackSize := stackSize+ 1
act2 : stackTypes := stackTypes ∪ {stackSize → firstStackOutputType}
end
Figure 5.12 – E´ve´nement sload R07
5.3.11 Exemple de ge´ne´ration de tests de vulne´rabilite´
L’instruction sload est utilise´e dans cette section pour illustrer le principe de ge´ne´ration
de tests de vulne´rabilite´ pour la ve´riﬁcation de type. Cette instruction charge au sommet
de la pile le contenu d’une variable locale de type short . Elle posse`de 3 contraintes a`
tester :
1. la pile ne doit pas eˆtre pleine,
2. son parame`tre index repre´sente une position appartenant au domaine des variables
locales,
3. la variable locale a` la positon index doit eˆtre de type short .
Le mode`le de cette instruction est donne´ dans la ﬁgure 5.12.
La premie`re e´tape de la ge´ne´ration de tests de vulne´rabilite´ consiste a` ge´ne´rer le mode`le
aplani. Les mode`les mutants sont ensuite obtenus a` l’aide du mode`le aplani. Les mode`les
mutants pour la ve´riﬁcation de type sont obtenus a` l’aide des algorithmes 4 et 5. Les
ﬁgures 5.13 et 5.14 repre´sentent deux mutations parmi les 11 mutations possibles pour
cette instruction. Les parties de garde mute´es sont en rouge pour simpliﬁer la lecture. Dans
la premie`re ﬁgure, l’index correspond a` une position en dehors du tableau des variables
locales. Dans la seconde ﬁgure, une combinaison de fautes est utilise´e. Cet e´ve´nement
mutant permet de tester le comportement du syste`me lorsque la pile est pleine et que
l’e´le´ment a` re´cupe´rer dans les variables locales n’est pas de type short .
Le mode`le mutant est constitue´ d’une machine contenant tous les e´ve´nements originaux
ainsi que tous les e´ve´nements mutants. L’algorithme 6 permet de chercher une trace pour
satisfaire chacun de ces e´ve´nements. Dans le cas de la ﬁgure 5.13, la trace trouve´e est tre`s
courte. En eﬀet, de`s l’initialisation de la machine cet e´ve´nement est exe´cutable. La trace
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grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : firstStackOutputType ∈ TYPES
grd4 : prm index ≥ 0
grd5 t : prm index > MaxLocalVariablesIndex
grd6 : firstStackOutputType = localVariablesTypes(prm index)
grd6 t : firstStackOutputType = shart
then
act1 : stackSize := stackSize+ 1
act2 : stackTypes := stackTypes ∪ {stackSize → firstStackOutputType}
end
Figure 5.13 – E´ve´nement sload R07 EUT 615





grd1 : programRunning = TRUE
grd2 t : stackSize = MaxStackSize
grd3 : firstStackOutputType ∈ TYPES
grd4 : prm index ≥ 0
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : firstStackOutputType = localVariablesTypes(prm index)
grd6 t : ¬(firstStackOutputType = shart)
then
act1 : stackSize := stackSize+ 1
act2 : stackTypes := stackTypes ∪ {stackSize → firstStackOutputType}
end
Figure 5.14 – E´ve´nement sload R07 EUT 620
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suivante est extraite :
[INITIALISATION, sload R07 EUT 615(3)]
Pour la ﬁgure 5.14, la trace doit eˆtre plus grande. En eﬀet, l’un des gardes impose que la
pile soit pleine. Le pre´ambule consiste donc a` trouver une trace permettant de remplir la
pile. La trace suivante est extraite :
[INITIALISATION, aconst null, aconst null, aconst null, aconst null,
aconst null, aconst null, aconst null, aconst null, aconst null,
sload R07 EUT 615(1)]
Pour concre´tiser ces tests, un ﬁchier CAP est utilise´. Il contient une me´thode vide
que l’on remplit avec le contenu d’un test. Pour chaque test abstrait, un ﬁchier CAP
est ge´ne´re´. Chaque ﬁchier CAP est mis en relation avec un e´ve´nement mutant et une
trace. Cela permet, dans le cas ou` un test met en avant une de´faillance, de remonter plus
facilement a` la faute a` l’origine du comportement observe´.
5.3.12 Re´sultats expe´rimentaux
Ce cas d’e´tude est en cours de re´alisation depuis le de´but de cette the`se. Diﬀe´rentes
versions du mode`le ainsi que de la me´thode et des outils ont e´te´ propose´s. Deux ensembles
de tests ont e´te´ produits. Dans ce document, seule la dernie`re version du mode`le, de la
me´thode et des outils de´veloppe´s est pre´sente´e. Bien que le second ensemble de tests [60]
corresponde davantage a` nos objectifs de test, le premier ensemble de tests [61] posse`de
certaines caracte´ristiques inte´ressantes.
Le mode`le du premier ensemble de tests repre´sente certains types primitifs, la pile et
les variables locales. Il est compose´ de 12 e´ve´nements repre´sentant chacun une instruction.
Pour re´soudre nos objectifs de test, deux solutions e´taient envisage´es. Comme nous l’avons
vu dans la section 4.5 les mode`les mutants ne permettent pas toujours de ge´ne´rer les tests
souhaite´s. La premie`re solution consiste a` trier manuellement les mutants puis a` de´marrer
le programme d’extraction sur les mutants restants en choisissant les bons parame`tres pour
chacun d’entre eux. La seconde solution consiste a` de´marrer le programme d’extraction
sans tri pre´alable et avec des parame`tres ﬁxes. Dans le premier cas, le VTG produisait
plus de 7300 tests en 1h05. Dans le second cas, plus de 10000 tests e´taient produits en
2h30. Chacun de ces ensembles de tests permettait de ve´riﬁer tous les me´canismes du
VCI mode´lise´.
Suite a` ces premiers re´sultats, le mode`le a e´te´ ame´liore´ pour produire le mode`le
pre´sente´ dans ce document. Le nouveau mode`le comporte 66 e´ve´nements repre´sentant 62
instructions Java Card 7. La nouvelle version du mode`le e´tant beaucoup plus complexe, la
me´thode et les outils n’e´taient plus eﬃcaces. Selon une estimation, cela aurait ne´cessite´
environ 2 anne´es de calcul pour re´soudre l’ensemble des objectifs de test. De plus, le
temps d’exe´cution d’un test sur une carte a` puce e´tant relativement long, cette strate´gie
n’e´tait pas envisageable avec des ensembles de tests trop grands. Une nouvelle version
de la me´thode, pre´sente´e dans le chapitre 4, a ainsi e´te´ propose´e. Les outils, de´taille´s
dans le chapitre 6, ont e´te´ entie`rement refaits. La premie`re e´tape du VTG, consistant a`
7. Certaines instructions sont repre´sente´es par plusieurs e´ve´nements.
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aplanir le mode`le, n’existait pas dans la version pre´ce´dente, mais permet de´sormais de
traiter des mode`les plus complexes. Ce processus ne´cessite quelques secondes. A` partir
de ce mode`le aplani, 921 e´ve´nements mutants sont produits. La longueur maximum des
traces obtenues est de 5. Avec la version pre´ce´dente, la mutation ne´cessitait plus de
24h de calcul. Cette e´tape ne´cessite maintenant environ une minute. Parmi les mutants,
seuls 223 peuvent produire des tests. L’algorithme de´crit dans la section 4.5 permet de
trier automatiquement ces mutants en moins d’une minute. Finalement, la recherche de
solution pour les mutants restants est largement ame´liore´e et ne´cessite 45min de calcul. Un
ensemble compose´ de 223 tests, un test par e´ve´nement mutant, est produit. Cet ensemble,
bien que plus petit que ceux obtenus pre´ce´demment, permet de ve´riﬁer de fac¸on concise
et pre´cise l’ensemble des me´canismes e´tudie´s.
Bien que permettant de ge´ne´rer plus de tests, le premier mode`le ne permet de ve´riﬁer
que 6, 5% des instructions du langage Java Card. Le second mode`le permet d’e´tendre cette
ve´riﬁcation a` 33% des instructions. Pour les instructions conside´re´es, 91% des contraintes
ont e´te´ teste´es. La non-mode´lisation du type int est a` l’origine des 9% restants, c.-a`-d. que
si le mode`le prenait en compte les int , tous les me´canismes seraient ve´riﬁe´s.
5.3.12.1 Analyse des re´sultats
Les ensembles de tests que nous avons produits ont e´te´ utilise´s aﬁn de ve´riﬁer
l’imple´mentation du VCI d’Oracle 8. Ce dernier a rejete´ tous les tests du premier ensemble
de tests, ne relevant ainsi aucune de´faillance. Pour le second ensemble de tests, certains
tests ont e´te´ accepte´s. Une analyse approfondie de ces re´sultats a e´te´ ne´cessaire. En
eﬀet, la faute peut eˆtre attribue´e : a` l’imple´mentation, a` la spe´ciﬁcation ou aux tests.
Dans ce dernier cas, ou` les tests sont caracte´rise´s de faux positifs, la faute peut provenir
d’une e´tape ou d’une combinaison d’e´tapes de la ge´ne´ration des tests. Le mode`le et tous
les composants du VTG, tant the´oriques que leurs imple´mentations, sont ainsi remis en
question. Apre`s analyse, il semble que le VTG ne soit pas a` remettre en cause. La faute
se situe donc : dans l’imple´mentation du VCI, dans sa spe´ciﬁcation ou dans notre mode`le.
Le mode`le a e´te´ construit en prenant en compte seulement la spe´ciﬁcation des
instructions. Les tests produits par le VTG ont conduit a` la ne´cessite´ d’analyser trois
instructions suivantes : sinc, sinc w et sload 0. La ﬁgure 5.15 est extraite de la
spe´ciﬁcation Java Card. Il est de´ﬁni que l’instruction sinc incre´mente l’e´le´ment a` l’index
index et que cet e´le´ment doit eˆtre de type short. L’un des tests produits par le VTG
consiste a` utiliser cette instruction avec un e´le´ment de type non compatible avec le
type short. Le test donne´ dans la ﬁgure 5.16 consiste a` manipuler l’e´le´ment a` l’index
0 des variables locales, qui est de type byte. Cette ﬁgure repre´sente uniquement les
parties importantes a` la compre´hension du test. Les informations importantes se trouvent
notamment dans le method component et le descriptor component respectivement
repre´sente´ par les lignes 1 a` 6 et 7 a` 13. Dans ce ﬁchier CAP, la me´thode re´fe´rence´e par
l’oﬀset @0x60 contient la charge active du test. Les lignes 2 a` 5 repre´sentent le contenu
de la me´thode, ou` le tableau d’octet est donne´ aux lignes 3 et 4. La charge active du test,
l’instruction sinc qui charge la premie`re variable locale, est a` la ligne 3. La ligne 9 de´ﬁnit
que cette me´thode est statique, c.-a`-d. que la premie`re variable locale est le premier
argument de la me´thode. Les types des arguments de la me´thode sont de´ﬁnis a` la ligne 11
dans l’ordre suivant : byte, short, reference. La reference L00.14 repre´sente un re´fe´rence
8. La version 2.2.1 du VCI d’Oracle a e´te´ utilise´e.
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Figure 5.15 – Spe´ciﬁcation de l’instruction sinc.
[...]
1 method_component{ [...]
2 method_info[8] // @0x60= { [...]





8 method[5] = { [...]
9 access_flag : (a) ACC_STATIC ACC_PRIVATE
10 method_offset : @0x60




Figure 5.16 – Test cbc test 52.cap.
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vers un objet dont le type est repre´sente´ par l’e´le´ment 14 du constant coop component.
Nous pouvons ainsi constater que l’instruction a` la ligne 3 charge un e´le´ment de type
byte. Notre travail n’e´tant base´ que sur la spe´ciﬁcation des instructions, le raisonnement
suivant en de´coule. L’instruction sinc s’attend a` lire un short, alors que la variable locale
lue est de type byte. Ces deux types ne sont pas compatibles, comme le montre la ﬁgure
5.7, le type byte n’e´tant pas un sous-type du type short. La pre´condition de l’instruction
sinc n’est donc pas respecte´e. Cette instruction, et par extension ce test, devrait eˆtre
rejete´ par un VCI. Par la suite, des expe´rimentations eﬀectue´es manuellement ont permis
de trouver 4 autres instructions produisant le meˆme comportement : sload, sload 1,
sload 2 et sload 3. En analysant toutes les instructions, il apparaˆıt qu’aucune ne permet
de manipuler une variable locale de type byte. Selon les re´sultats obtenus, il semblerait que
les variables locales, de type byte sont assimile´es au type short, c.-a`-d. qu’un transtypage
implicite ((implicit cast) soit eﬀectue´. De plus, le processus d’appel de me´thode a` l’aide
des instructions invokeinterface, invokespecial, invokestatic et invokevirtual ne
semble pas permettre d’invoquer une me´thode posse´dant des arguments de type byte. En
eﬀet, pour invoquer une me´thode, ses arguments doivent eˆtre pousse´s sur la pile, or il est
impossible de mettre des e´le´ments de type byte dans la pile.
Il a e´te´ porte´ a` notre attention que notre interpre´tation de la spe´ciﬁcation Java Card
est trop restrictive et que des informations comple´mentaires relatives aux variables locales
de type byte peuvent y eˆtre trouve´es. Le tableau 3-2 de la spe´ciﬁcation distingue les Java
(Storage) types des Computational Types. On peut y constater le changement de type qui
nous inte´resse. Cependant, le terme Computational Types n’est jamais de´ﬁni. De plus,
sans une de´ﬁnition pre´cise, on pourrait, par exemple, en conclure qu’il faut repre´senter
impe´rativement toutes les expressions de type byte en short, ce qui n’est notamment pas
le cas pour les tableaux et les champs des objets. Notre interpre´tation ne tient pas non plus
compte des transtypages implicites de´crits dans la section relative a` la structure des ﬁchiers
CAP. En eﬀet, a` la page 6-32 est indique´ que les variables et les parame`tres de me´thode
de type byte sont stocke´s dans un mot (typiquement 16 bits), et donc, cela entraine que
les variables locales et les parame`tres de me´thode de type byte sont repre´sente´s par des
short. En conse´quence, il n’y a pas d’erreur de typage pour ces instructions.
Pour toutes les instructions ne manipulant pas des variables locales, par exemple
s2b, bspush, baload et getfield b, la spe´ciﬁcation Java Card indique explicitement une
conversion du type byte au type short. Cela n’est pas le cas pour les instructions que
nous avons identiﬁe´es (sinc, sinc w, sload, sload 0, sload 1, sload 2, sload 3). La
spe´ciﬁcation porte a` confusion et peut facilement eˆtre mal interpre´te´e. La spe´ciﬁcation
de la machine virtuelle Java [62] est plus claire et pre´cise ; elle indique que les variables
locales contiennent des int (et donc, que les variables locales de types byte et short sont
repre´sente´es sur 32 bits). Notre interpre´tation stricte de la spe´ciﬁcation des instructions
a conduit au mode`le pre´sente´ dans ce document. La seconde interpre´tation pourrait
eˆtre facilement incluse dans le mode`le en spe´ciﬁant le transtypage implicite. Cette
interpre´tation correcte de la spe´ciﬁcation entrainerait la suppression des faux positifs.
Notons que cela de´montre indirectement l’eﬃcacite´ de notre approche. En eﬀet, si les
variables locales n’e´taient pas stocke´es sur 16 bits, mais plutoˆt sur 8 bits, alors nos tests
auraient permis d’identiﬁer des incohe´rences, car la lecture d’un mot de 16 bits pour une
variable stocke´e sur 8 bits est eﬀectivement une lecture errone´e engendrant des erreurs
de calcul, a` cause des 8 bits lus en trop. Nous avons choisi de conserver l’interpre´tation
initiale de la spe´ciﬁcation pour mettre en e´vidence le fait que la spe´ciﬁcation porte a`
De´tection de vulne´rabilite´s applique´e au VCI Java Card Page 74
Chapitre 4 : Application au ve´riﬁeur de code interme´diaire
confusion et peut facilement eˆtre mal interpre´te´e.
5.4 Conclusions
Les me´canismes composant le VCI ont e´te´ successivement introduits. Ce cas d’e´tude
a e´te´ de´coupe´ en deux sous-proble`mes : la ve´riﬁcation de structure et la ve´riﬁcation de
type. Deux mode`les Event-B de nature diﬀe´rente ont e´te´ produits. Pour la ve´riﬁcation de
structure, le mode`le est uniquement compose´ de contextes. Pour la ve´riﬁcation de type, le
mode`le est constitue´ de contextes et de machines, mais seules les machines sont utilise´es
pour repre´senter les contraintes a` tester de la spe´ciﬁcation.
En utilisant ces deux mode`les, nous avons ge´ne´re´ des tests d’intrusions. Pour la
ve´riﬁcation de structure, seuls des tests abstraits ont e´te´ ge´ne´re´s automatiquement. Leur
concre´tisation a e´te´ re´alise´e manuellement. Ces tests n’ont pas permis de de´couvrir de
vulne´rabilite´. Pour la ve´riﬁcation de type, la concre´tisation et l’exe´cution des tests ont
e´te´ automatise´es. Ces derniers ont permis de mettre en e´vidence une ambiguite´ de la
spe´ciﬁcation sur l’interpre´tation du type short dans les variables locales.
Nous avons eﬀectue´ la mode´lisation de toutes les composantes d’un ﬁchier CAP en
de´clarant toutes les structures ne´cessaires. Cela repre´sente un travail de mode´lisation
tre`s important (130 contextes, 250 constantes et 400 axiomes) qui nous a permis de
proposer des patrons de mode´lisation compatibles avec le VCI et que ProB peut explorer
eﬃcacement. Ces patrons ont e´te´ de´rive´s apre`s comparaisons de plusieurs variantes de
mode´lisation qu’il aurait e´te´ trop long d’inclure dans la the`se. Ne´anmoins, cela indique
qu’il faut bien maˆıtriser le langage Event-B et la complexite´ algorithmique de l’exploration
des mode`les des formules du langage B. On peut optimiser l’e´valuation des formules en
utilisant certaines formes plutoˆt que d’autres, un peu comme on peut optimiser des e´nonce´s
SELECT du langage SQL en utilisant certaines formes particulie`res dans certains cas.
Nous avons de´montre´ la faisabilite´ de l’approche en mode´lisant les contraintes de
l’he´ritage entre les classes. C’est une expe´rimentation minimaliste, mais qui permet de
montrer que ProB peut trouver des mode`les pour une spe´ciﬁcation complexe de tre`s
grande taille. L’utilisation de ﬁchiers CAP pre´-remplis est essentielle pour permettre de
trouver des mode`les, sinon ProB n’arrive pas a` ge´ne´rer un mode`le pour une spe´ciﬁcation
de si grande taille. La recherche d’un test n’est donc pas entie`rement automatique, et elle
ne´cessite l’intervention du spe´ciﬁeur, meˆme apre`s avoir construit le mode`le. Par contre,
nous croyons qu’il y a un avantage important a` utiliser une approche MBT pour la
ve´riﬁcation de structure, car elle permet d’explorer syste´matiquement l’espace de test.
Une ge´ne´ration manuelle de tests par un humain, avec un si grand nombre de contraintes
a` ve´riﬁer, devient vite trop complexe, et il est illusoire de penser qu’un humain peut
ge´ne´rer un ensemble de tests avec une excellente couverture. Il reste encore beaucoup
de travail a` faire avant de conclure que l’approche est viable e´conomiquement. Il reste a`
de´terminer comment ge´rer la ge´ne´ration modulaire de tests, aﬁn de combattre l’explosion
combinatoire. Par exemple, les questions suivantes demeurent ouvertes. Combien de
contraintes peuvent eˆtre prises en compte simultane´ment pour la ge´ne´ration de tests de
structure ? Comment choisir les ﬁchiers CAP pre´-remplis ? Comment e´chantillonner les
ensembles de valeurs permises pour les constantes dans ProB ?
Pour la ve´riﬁcation de types, les tests sont ge´ne´re´s par un parcours en largeur du
graphe de transition, aﬁn de re´duire le temps de ge´ne´ration des tests et minimiser la
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longueur des tests. L’analyse de faisabilite´ deux-a`-deux a permis de grandement e´laguer
l’espace de recherche. Il serait opportun de ve´riﬁer si des tests plus longs seraient
ne´cessaires pour trouver certaines failles de se´curite´. Comme le temps de calcul augmente
exponentiellement avec la profondeur du graphe de transition, il faudrait de´terminer des
strate´gies de recherche en profondeur avec certaines techniques d’e´lagage, comme par
exemple un langage qui permettrait de guider la recherche en exprimant des objectifs
interme´diaires de test, ou bien en proce´dant avec un parcours non-de´terministe du graphe,
ou bien en de´ﬁnissant des sous-ensembles d’instructions qui permettraient de re´duire le
nombre d’e´ve´nements a` conside´rer dans la recherche d’un test de longueur n.
La majorite´ des me´canismes du ve´riﬁeur de type ont e´te´ e´tudie´s : la pile, les variables
locales, l’arbre d’he´ritage et le tas (partiellement). La prise en compte des boucles
ne´cessitera de modiﬁer le mode`le pour repre´senter un test par une variable d’e´tat, plutoˆt
que par la trace d’exe´cution de la machine. En eﬀet, si on veut eﬀectuer un branchement
en arrie`re, on doit savoir quel e´tait l’e´tat de la pile et des variables a` cet endroit dans
le programme, aﬁn de brancher vers un endroit compatible avec l’e´tat de la pile et des
variables apre`s l’instruction de branchement. Il faudra donc stocker la pile et les variables
locales pour chaque position du programme, ce qui complexiﬁe le mode`le, mais qui est
tout-a`-fait envisageable. De plus, il faut stocker le programme byte code qui repre´sente le
test dans une variable au fur et a` mesure que les instructions sont exe´cute´es. Dans le cas
d’un branchement arrie`re vers un endroit avec une pile et des variables locales compatibles
avec les valeurs courantes au moment du branchement, il faut eﬀectuer une ve´riﬁcation
en cascade, un peu comme l’algorithme de ve´riﬁcation du VCI donne´ a` la ﬁgure 1, aﬁn
de s’assurer que le supre´mum dans la hie´rarchie de types entre les deux piles et variables
locales est compatible avec les instructions qui suivent le point de branchement. Il faudra
donc des e´ve´nements de ve´riﬁcation du programme construit avec des branchements.
Des proble`mes similaires surgissent avec des branchements en avant ou des branchements
conditionnels. Une premie`re e´tude du proble`me, non documente´e dans cette the`se, nous
permet de poser comme hypothe`se que cette piste est viable. Un travail de maˆıtrise est
en cours pour valider cette hypothe`se. Naturellement, le mode`le devient beaucoup plus
complexe, tant du point de vue de son espace d’e´tats que du nombre d’e´ve´nements a` ge´rer.
De plus, il est inte´ressant de voir que le mode`le propose´ dans cette the`se est ade´quat pour
tester tous les types d’instructions, sauf les branchements, et que l’ajout des branchements
nous force a` changer radicalement la structure du mode`le, comme quoi il n’est pas facile
de construire un mode`le de manie`re incre´mentale, en prenant en compte les aspects
d’un proble`me un par un. Ceci e´tant dit, nous croyons que l’approche incre´mentale de
construction du mode`le fut be´ne´ﬁque, car elle nous a permis de de´composer la complexite´
du proble`me. Il n’y a pas de processus miraculeux dans la recherche d’une solution a` un
proble`me.
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Aﬁn de ve´riﬁer le bon fonctionnement de la me´thode de ge´ne´ration de tests de
vulne´rabilite´ sur le cas d’e´tude du VCI, un ensemble d’outils ont e´te´ re´alise´s. Plusieurs
ite´rations pour de´velopper la me´thode et les outils ont e´te´ ne´cessaires. De nombreuses
versions majeures ont ainsi e´te´ propose´es pour certains d’entre eux. Les premie`res e´taient
base´es sur l’utilisation de l’API de Rodin. Cependant, cette API e´tant complexe et peu
optimise´e pour nos besoins, nous avons pre´fe´re´ utiliser l’API de ProB. Ces outils se
de´composent en deux cate´gories : les outils pour la me´thode et les outils pour les cas
d’e´tudes.
6.1 Outils pour la me´thode
Les outils pour la me´thode sont ge´ne´riques et peuvent eˆtre utilise´s pour tout mode`le
ou SUT. Chacun de ces outils est l’imple´mentation d’un composant du VTG.
6.1.1 Aplanissement de mode`les Event-B
L’aplanissement du mode`le, de´crit dans la section 4.2, est re´alise´ en Java. Il se base
sur l’API de ProB pour la repre´sentation objet et la manipulation de mode`les Event-B.
Ce mode`le est ensuite transmis au module de mutation de mode`le. Une seule version
compose´e d’environ 500 lignes de code a e´te´ ne´cessaire et son de´veloppement a ne´cessite´
quelques heures.
6.1.2 Mutation de mode`les Event-B
La mutation de mode`les Event-B est de´compose´e en trois e´tapes. Dans un premier
temps, les formules a` muter sont extraites. Ces formules sont ensuite mute´es selon les re`gles
de´crites dans la section 4.4. Finalement les re´sultats de la mutation pre´ce´dente permettent
de constituer les contextes mutants, e´ve´nements mutants et machines mutantes comme
de´crits dans la section 4.4.2. Les mutations se font a` travers la repre´sentation objet des
mode`les dans ProB.
La mutation de formules se base sur un analyseur grammatical et syntaxique de
formules Event-B. L’analyseur de Rodin a e´te´ re´utilise´ pour cette taˆche. Il se base sur
l’API TOM [63] de´veloppe´ par le LORIA. L’analyse permet de de´terminer quelle re`gle
de mutation doit eˆtre applique´e. Les re`gles de re´e´criture sont imple´mente´es en Java. Un
programme Java de 2700 lignes de code permet de re´aliser la mutation de machines, de
contextes ainsi que de formules sans prendre en compte les parame`tres de´crits dans la
section 4.4.
Cette partie du VTG est la plus complexe et a subi de nombreuses modiﬁcations.
Trois versions majeures ont e´te´ produites. La premie`re se base sur une ancienne version
de Rodin. Duˆ a` de nombreux proble`mes de stabilite´ de Rodin, le VTG n’e´tait pas
stable. Lorsqu’une version stable de la plateforme fut disponible, le VTG fut porte´.
De nombreuses fonctionnalite´s ayant disparu, une adaptation de nos logiciels a duˆ eˆtre
re´alise´e. De plus, nous avons utilise´ l’analyseur syntaxique et grammatical TOM. Cette
version du programme e´tait compose´e de plus de 10000 lignes de code et prenait en compte
les parame`tres de mutation. Pour la dernie`re version du VTG, Rodin a e´te´ abandonne´
au proﬁt de ProB. Rodin e´tant destine´ a` e´diter et prouver des mode`les Event-B, la
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repre´sentation interne de ses mode`les ne correspondait pas a` nos objectifs. ProB ayant
mis a` disposition, durant la dernie`re anne´e de doctorat, une API permettant de manipuler
les mode`les correspondant a` nos besoins, nous avons rede´veloppe´ le VTG. La production
de la mutation de mode`les a ne´cessite´ environ une anne´e au total.
6.1.3 Extraction de tests
Cet outil est re´alise´ en partenariat avec Michael Leuschel. Il fait maintenant partie
de l’ensemble des outils de test a` base de mode`le propose´ par ProB. Seule l’extraction
statique des tests est imple´mente´e. Il est de´veloppe´ en Prolog. Deux mois nous ont e´te´
ne´cessaires. L’ensemble de tests abstrait est enregistre´ dans un ﬁchier XML.
6.2 Outils pour le cas d’e´tude
Les outils pour le cas d’e´tude ne sont utilisables que pour le VCI. Cependant, ils sont
des exemples d’outils qu’il serait ne´cessaire de de´velopper pour d’autres SUT.
6.2.1 CAP2Rodin
Comme nous l’avons vu dans le chapitre pre´ce´dent, nous utilisons un mode`le pre´rempli.
Le nombre de champs d’un ﬁchier CAP e´tant tre`s grand, nous ne pouvons pas les traduire
manuellement dans un mode`le Rodin. L’outil CAP2Rodin prend en entre´e un ﬁchier CAP
et cre´e les mode`les ne´cessaires a` sa repre´sentation en Rodin. Cet outil est de´veloppe´ en
Java.
Il a e´te´ re´alise´ par 3 groupes d’e´tudiants de licence et de master de l’Universite´ de
Limoges. La version actuelle est comple`te et aurait ne´cessite´ environ 8 mois de travail
pour une personne. Elle est compose´e de 2000 lignes de code.
6.2.2 XML2CAP
La concre´tisation statique des tests est re´alise´e a` l’aide de l’outil XML2CAP. Le VTG
produit des tests abstraits sous forme de XML qui sont ensuite concre´tise´s en ﬁchier CAP.
Cet outil n’est pour le moment utilisable que pour la ve´riﬁcation de type. Il est de´veloppe´
en Java et se base sur l’API CAPMAP [64]. Ce de´veloppement a e´te´ re´alise´ conjointement
avec des e´tudiants de l’Universite´ de Limoges. Le mode`le inﬂuant grandement sur le type
de tests extraits, cet outil a e´te´ fre´quemment mis a` jour. La dernie`re version, compose´e
de 600 lignes de programmation, a e´te´ produite en 2 jours.
6.2.3 TestOnPC et TestOnCard
Ces deux outils permettent d’exe´cuter les tests en envoyant les ﬁchiers CAP au SUT.
De plus, ils permettent de de´terminer si le re´sultat d’un test correspond au re´sultat
attendu. Ces deux imple´mentations permettent respectivement d’exe´cuter les tests sur
l’imple´mentation du VCI de Oracle et sur des imple´mentations embarque´es. Ces outils
compose´s respectivement de 150 et 200 lignes de Java ont e´te´ de´veloppe´s en quelques
heures, mais posse`dent encore de nombreux proble`mes he´rite´s d’instabilite´s dans les
drivers et API utilise´s.
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Au de´but de ce doctorat, la participation au workshop Deploy [65] a permis de
pre´senter les grandes ide´es de cette the`se a` la communaute´ Event-B. Ce workshop a
e´te´ l’occasion de ve´riﬁer la maturite´ des outils gravitant autour de ce langage et ainsi de
nous assurer que l’imple´mentation de la me´thode propose´e serait possible.
Apre`s une anne´e de travail, une premie`re version de la me´thode a e´te´ propose´e. Elle a
e´te´ applique´e a` une sous-partie de la spe´ciﬁcation du VCI. Le mode`le ainsi que l’ensemble
des outils permettant de valider l’approche ont aussi e´te´ propose´s. Ces premiers re´sultats
expe´rimentaux ont fait l’objet d’une premie`re publication a` la confe´rence internationale
iFM [61]. Ils ont aussi e´te´ pre´sente´s lors de la confe´rence nationale de vulgarisation
scientiﬁque Colloque TI au Canada [66].
Suite a` ces premiers re´sultats expe´rimentaux, le mode`le de la ve´riﬁcation de type
a e´te´ e´tendu. Cependant, la me´thode ainsi que les outils n’e´taient plus suﬃsamment
eﬃcaces pour fonctionner avec un mode`le aussi gros. De plus, Mathieu Lassale a commence´
son travail de recherche a` la maˆıtrise sur le proble`me de la ve´riﬁcation de structure.
La me´thode a ainsi e´te´ mise a` jour pour devenir plus ge´ne´rique et plus eﬃcace aﬁn de
fonctionner avec les nouvelles expe´rimentations. La participation au workshop Rodin [67]
a permis de commencer un travail sur l’adaptation des outils qui a conduit a` un stage en
Allemagne.
Ces ame´liorations de la me´thode ainsi que sur le mode`le de la ve´riﬁcation de type ont
e´te´ pre´sente´es lors de la confe´rence SEFM [60]. Cet article a rec¸u l’une des re´compenses
de meilleur article de la confe´rence.
Le travail re´alise´ sur la ve´riﬁcation de structure est pre´sente´ en de´tail dans le me´moire
de maˆıtrise de Mathieu Lassale [59]. Il fera prochainement l’objet d’une publication.
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Les syste`mes informatiques ont permis d’automatiser de nombreuses taˆches et ainsi
de travailler plus eﬃcacement. Cependant, lorsqu’une de´faillance survient, l’e´nergie
ne´cessaire pour rendre le syste`me de nouveau ope´rationnel est parfois tre`s importante.
Par opposition a` la ve´riﬁcation de leurs proprie´te´s fonctionnelles, qui est un domaine
largement e´tudie´, nous souhaitons ve´riﬁer leurs proprie´te´s de se´curite´. Peu de me´thodes
s’inte´ressent a` la ge´ne´ration de tels tests et aucune me´thode ne s’est ave´re´e suﬃsamment
eﬃcace. L’objectif de cette the`se est de proposer une me´thode de ge´ne´ration de tests, en
boite noire, de vulne´rabilite´ permettant d’e´tudier le comportement du syste`me face a` des
tentatives d’intrusion. Pour valider cette me´thode, elle est applique´e sur un cas d’e´tude,
le VCI.
La me´thode propose´e, nomme´e VTG, se base sur une repre´sentation du SUT en Event-
B. L’utilisation de mode`les formels permet de simpliﬁer l’automatisation et la ve´riﬁcation
d’une me´thode. Cette me´thode repose sur l’hypothe`se que le couˆt de construction d’un
mode`le formel du syste`me a` tester est plus faible que le couˆt de construction des tests
par un humain, tout en fournissant des tests qui oﬀrent une meilleure couverture de
l’espace d’e´tat, ou bien que le couˆt supple´mentaire de construction d’un mode`le formel est
compense´ par la qualite´ des tests produits, et la facilite´ d’adapter le mode`le et de re-ge´ne´rer
les tests pour suivre l’e´volution du SUT durant son cycle de vie. Cette hypothe`se est bien
suˆr diﬃcile a` valider dans le cadre d’une the`se de doctorat. Il faudra que notre me´thode
soit expe´rimente´e par plusieurs personnes sur une varie´te´ de syste`mes pour ve´riﬁer cette
hypothe`se. Les proprie´te´s formelles caracte´ristiques des parties les plus importantes du
processus de mutation ont e´te´ ve´riﬁe´es. Les algorithmes de mutation propose´s ont permis
de transformer le mode`le des comportements acceptables aﬁn de ge´ne´rer des mode`les
d’intrusion. De ces mode`les mutants sont extraits des tests a` l’aide d’algorithmes de
MBT propose´s. Pour cela, de nouvelles strate´gies de mutation ainsi que des algorithmes
de re´solution de contraintes ont e´te´ propose´s. Aﬁn de rendre cette me´thode utilisable,
une imple´mentation est propose´e. La re´alisation de ce travail a ne´cessite´ un eﬀort plus
important que pre´vu. Cet eﬀort comprend a` la fois la conception de la me´thode de
test, l’apprentissage des plateformes Java Card, Rodin et ProB, ainsi qu’un eﬀort de
programmation important pour de´velopper les outils supportant la me´thode. L’application
de la me´thode a` un nouveau proble`me devrait demander un eﬀort beaucoup moins
important. Les outils portant sur les tests abstraits sont entie`rement re´utilisables. Les
outils de concre´tisation des tests sont a` de´velopper pour chaque type de syste`me ; cela ne
repre´sente toutefois pas une taˆche tre`s complexe a` re´aliser.
Le VCI e´tant un syste`me vaste et complexe, seule une partie de la spe´ciﬁcation a
e´te´ e´tudie´e aﬁn de valider la me´thode. De plus, il a e´te´ de´compose´ en deux sous-cas, la
ve´riﬁcation de structure et la ve´riﬁcation de type. A` l’aide de la me´thode, un ensemble de
tests abstraits est extrait puis concre´tise´ sous format de ﬁchier CAP. Ces tests sont ensuite
envoye´s a` des imple´mentations embarque´es de VCI. Pour la ve´riﬁcation de structure,
tous les champs d’un ﬁchier CAP sont mode´lise´s, mais seules les contraintes lie´es aux
relations d’he´ritage sont e´tudie´es. Pour la ve´riﬁcation de type, un sous-ensemble des
me´canismes et des instructions a e´te´ e´tudie´. Malgre´ ces simpliﬁcations, ce travail a permis
de de´couvrir une de´faillance, non exploitable, dans le VCI de Oracle. Ces tests ge´ne´riques
peuvent eˆtre utilise´s pour ve´riﬁer toute imple´mentation de VCI. Cette caracte´ristique
ge´ne´rique est possible graˆce a` une repre´sentation du comportement du syste`me et non de
son imple´mentation.
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Limites et perspectives
Les cas d’e´tude ont guide´ ce travail et ont permis de repousser progressivement les
limites de la me´thode. Cependant, la ge´ne´ration de tests de vulne´rabilite´ est un travail
vaste dont certaines parties n’ont pour le moment pas e´te´ e´tudie´es. La premie`re e´tape, la
mutation de spe´ciﬁcation, a e´te´ applique´e a` un sous-ensemble de la grammaire Event-B.
L’ajout de processus de mutation pour les autres parties de la grammaire rendrait possible
la ge´ne´ration d’autres types de mutants.
La fac¸on de mode´liser un syste`me de´pend de son utilisation. L’aplanissement est
une premie`re e´tape dans l’adaptation automatique du mode`le originel aux contraintes
impose´es par la me´thode propose´e. Le VTG e´tant base´ sur le MBT, l’ensemble des bonnes
pratiques de mode´lisation de ce dernier doivent eˆtre applique´es. Cependant, d’autres re`gles
de mode´lisation semblent ne´cessaires. La complexite´ du VCI nous a permis d’explorer
plusieurs aspects du proble`me de la ge´ne´ration de tests de vulne´rabilite´, comme par
exemple, de re´aliser qu’il n’est pas ne´cessaire et souhaitable de nier chaque garde d’un
e´ve´nement, qu’il faut ajouter des variables de controˆle pour controˆler la ge´ne´ration des
tests, que le type des variables doit parfois eˆtre e´largi pour permettre de tester des
vulne´rabilite´s. On ne pourra de´terminer la ge´ne´ralite´ de ces principes qu’en appliquant la
me´thode a` plusieurs autres types de syste`me. De plus, le mode`le du syste`me contient plus
qu’une spe´ciﬁcation du syste`me ; il contient aussi des e´le´ments qui permettent de controˆler
la ge´ne´ration des tests, aﬁn d’appliquer certains crite`res de test particuliers. Les crite`res
et les objectifs de test sont donc re´partis entre le mode`le et l’outil ProB. Par exemple,
le mode`le indique quand terminer un test, a` quel moment inclure une instruction, en
utilisant des variables de controˆle et des gardes approprie´es. En quelque sorte, on spe´ciﬁe
un crite`re de test la` ou` cela est le plus simple : soit dans le mode`le ou bien soit dans l’outil
ProB qui est charge´ de parcourir de mode`le. Les crite`res ge´ne´raux et re´-utilisables sont
imple´mente´s dans ProB (ex : recherche en largeur, chaque mutant inclu une seule fois,
etc) ; les crite`res spe´ciﬁques au SUT sont pris en compte dans le mode`le du SUT.
Concernant la mutation de mode`le, il serait inte´ressant de proposer un algorithme
uniﬁe´ permettant de muter simultane´ment les contextes et les machines d’un mode`le.
De plus, seul un sous-ensemble de la grammaire Event-B (les axiomes, les gardes et
les e´ve´nements) est pour le moment mute´. Pour rendre la solution plus ge´ne´rique, il
est ne´cessaire de pouvoir muter l’ensemble de celle-ci. Entre autres, on pourrait aussi
e´tudier des mutations aux actions d’un e´ve´nement. Il faudrait alors comparer les taux
de couverture obtenu par mutations de garde et par mutation d’actions. A priori, il est
diﬃcile d’estimer si l’une est supe´rieure a` l’autre. La mutation des actions semble plus
vaste, mais elle peut aussi s’exprimer par mutation de pre´dicat, en transformant les actions
sous leur forme normale en Event-B, qui est constitue´e d’une formule entre les e´tats avant
et apre`s. Nos travaux pourraient donc aussi s’appliquer a` la mutation d’actions en mutant
le pre´dicat des actions re´e´crites sous leur forme normale. Il serait inte´ressant de ve´riﬁer si
ProB peut aussi bien ge´rer les mutations d’actions en passant par leur forme normale.
La plateforme Rodin est bien adapte´e pour la construction de mode`les Event-B
”usuels”. Elle est moins adapte´e pour la mutation de mode`les ne´cessaires a` la ge´ne´ration
de tests de vulne´rabilite´. Le passage a` ProB nous a grandement facilite´ la taˆche, en oﬀrant
une API mieux adapte´e et une structure plus le´ge`re pour la repre´sentation des mutants.
La plateforme Rodin contient beaucoup d’information, comme la gestion des preuves et
la repre´sentation des mode`les dans une base de donne´es, qui ne sont pas pertinentes
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dans un contexte de mutation. ProB nous permettra aussi de supporter plus facilement
le B classique pour la mutation. Le choix du langage Event-B a permis de construire le
mode`le du VCI de manie`re incre´mentale. Cependant, il apparait que pour la mode´lisation
des branchements, l’absence de conditionnelle IF-THEN-ELSE dans le langage entraˆınera
une explosion du nombre d’e´ve´nements pour la validation des branchements dans le VCI.
Le langage B serait plus approprie´ pour cet aspect. Notre approche pourrait s’appliquer
tre`s facilement au langage B. Le langage B serait utile pour spe´ciﬁer des e´le´ments de
controˆle dans la ge´ne´ration des tests. L’outil ProB permet de combiner des instructions
d’imple´mentation du langage B comme le WHILE-DO et le IF-THEN-ELSE avec des
substituions abstraites, ce qui en fait un puissant outil d’imple´mentation de crite`res de
controˆle de la ge´ne´ration de tests.
En ce qui concerne la nature du SUT, le travail re´alise´ sur le VCI correspond a` un
syste`me de´terministe, ce qui n’est pas surprenant, car les syste`mes non de´terministes
posent des de´ﬁs supple´mentaires. En eﬀet, on ne peut construire a` l’avance les tests
avant leur exe´cution sur un SUT non-de´terministe. Par de´ﬁnition, il y a plusieurs sorties
possibles pour une entre´e donne´e d’un syste`me non-de´terministe. L’entre´e suivante peut
de´pendre des re´ponses produites pour les entre´es pre´ce´dentes. Il faut donc calculer
le test en temps re´el durant son exe´cution, en fonction des sorties produites par le
SUT. Dans le de´but de travail re´alise´ sur le protocole EMV, il a e´te´ constate´ que
la me´thode posse´dait quelques diﬃculte´s a` tester des syste`mes non-de´terministes. Une
adaptation de l’algorithme de MBT aux syste`mes non de´terministes est ne´cessaire pour
prendre en compte de tels mode`les. Bien que notre mode`le ne couvre qu’une partie de la
spe´ciﬁcation du VCI, cela a permis de montrer le potentiel de la me´thode. Une extension
de ce cas d’e´tude aurait un impact plus complet sur la capacite´ de caracte´risation de
l’ensemble de tests produits. Les tests ne´cessaires a` la ve´riﬁcation du VCI ne´cessitent une
concre´tisation statique. Cependant, de nombreux syste`mes ne´cessitent des me´canismes
de concre´tisation dynamique. Dans le cadre du cas d’e´tude sur EMV, la concre´tisation
dynamique est ne´cessaire. Bien que non publie´e, une preuve de concept outille´e, base´e sur
une ame´lioration de ProB, a e´te´ re´alise´e.
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Le mode`le B pre´sente´ dans cette annexe permet de classer les instructions Java Card
dans diﬀe´rents ensembles repre´sentant chacun une caracte´ristique particulie`re.
MACHINE Instructions
SETS
INSTRUCTIONS = {aaload, aastore, aconst null, aload, aload 0, aload 1, aload 2,
aload 3, anewarray, areturn, arraylength, astore, astore 0, astore 1, astore 2,
astore 3, athrow, baload, bastore, bipush, bspush, checkcast, dup, dup x, dup2,
getﬁeld a, getﬁeld b, getﬁeld s, getﬁeld i, getﬁeld a this, getﬁeld b this, getﬁeld s this,
getﬁeld i this, getﬁeld a w, getﬁeld b w, getﬁeld s w, getﬁeld i w, getstatic a, getstatic b,
getstatic s, getstatic i, goto, goto w, i2b, i2s, iadd, iaload, iand, iastore, icmp, iconst m1,
iconst 0, iconst 1, iconst 2, iconst 3, iconst 4, iconst 5, idiv, if acmpeq, if acmpne,
if acmpeq w, if acmpne w, if scmpeq, if scmpne, if scmplt, if scmpge, if scmpgt,
if scmple, if scmpeq w, if scmpne w, if scmplt w, if scmpge w, if scmpgt w, if scmple w,
ifeq, ifne, iﬂt, ifge, ifgt, iﬂe, ifeq w, ifne w, iﬂt w, ifge w, ifgt w, iﬂe w, ifnonnull,
ifnonnull w, ifnull, ifnull w, iinc, iinc w, iipush, iload, iload 0, iload 1, iload 2, iload 3,
ilookupswitch, imul, ineg, instanceof, invokeinterface, invokespecial, invokestatic,
invokevirtual, ior, irem, ireturn, ishl, ishr, istore, istore 0, istore 1, istore 2, istore 3,
isub, itableswitch, iushr, ixor, jsr, new, newarray, nop, pop, pop2, putﬁeld a, putﬁeld b,
putﬁeld s, putﬁeld i, putﬁeld a this, putﬁeld b this, putﬁeld s this, putﬁeld i this,
putﬁeld a w, putﬁeld b w, putﬁeld s w, putﬁeld i w, putstatic a, putstatic b, putstatic s,
putstatic i, ret, return, s2b, s2i, sadd, saload, sand, sastore, sconst m1, sconst 0, sconst 1,
sconst 2, sconst 3, sconst 4, sconst 5, sdiv, sinc, sinc w, sipush, sload, sload 0, sload 1,
sload 2, sload 3, slookupswitch, smul, sneg, sor, srem, sreturn, sshl, sshr, sspush, sstore,
sstore 0, sstore 1, sstore 2, sstore 3, ssub, stableswitch, sushr, swap x, sxor}
CONSTANTS
instManipStack, instManipLocVar, instManipHeap, instReturn, instBranchSimple,
instBranchDouble, instBranchMult, instBranch, instNoBranch, instManipInt,
instManipArray, instVarElem, instManipCPool, ASDrThInst
PROPERTIES
/* data structures */
instManipStack = {aaload, aastore, aconst null, aload, aload 0, aload 1, aload 2, aload 3,
anewarray, areturn, arraylength, astore, astore 0, astore 1, astore 2, astore 3, athrow,
baload, bastore, bipush, bspush, checkcast, dup, dup x, dup2, getﬁeld a, getﬁeld b,
getﬁeld s, getﬁeld i, getﬁeld a this, getﬁeld b this, getﬁeld s this, getﬁeld i this,
getﬁeld a w, getﬁeld b w, getﬁeld s w, getﬁeld i w, getstatic a, getstatic b, getstatic s,
getstatic i, i2b, i2s, iadd, iaload, iand, iastore, icmp, iconst m1, iconst 0, iconst 1, iconst 2,
iconst 3, iconst 4, iconst 5, idiv, if acmpeq, if acmpne, if acmpeq w, if acmpne w,
if scmpeq, if scmpne, if scmplt, if scmpge, if scmpgt, if scmple, if scmpeq w, if scmpne w,
if scmplt w, if scmpge w, if scmpgt w, if scmple w, ifeq, ifne, iﬂt, ifge, ifgt, iﬂe, ifeq w,
ifne w, iﬂt w, ifge w, ifgt w, iﬂe w, ifnonnull, ifnonnull w, ifnull, ifnull w, iipush, iload,
iload 0, iload 1, iload 2, iload 3, ilookupswitch, imul, ineg, instanceof, invokeinterface,
invokespecial, invokestatic, invokevirtual, ior, irem, ireturn, ishl, ishr, istore, istore 0,
istore 1, istore 2, istore 3, isub, itableswitch, iushr, ixor, jsr, new, newarray, pop,
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pop2, putﬁeld a, putﬁeld b, putﬁeld s, putﬁeld i, putﬁeld a this, putﬁeld b this,
putﬁeld s this, putﬁeld i this, putﬁeld a w, putﬁeld b w, putﬁeld s w, putﬁeld i w,
putstatic a, putstatic b, putstatic s, putstatic i, s2b, s2i, sadd, saload, sand, sastore,
sconst m1, sconst 0, sconst 1, sconst 2, sconst 3, sconst 4, sconst 5, sdiv, sipush, sload,
sload 0, sload 1, sload 2, sload 3, slookupswitch, smul, sneg, sor, srem, sreturn, sshl, sshr,
sspush, sstore, sstore 0, sstore 1, sstore 2, sstore 3, ssub, stableswitch, sushr, swap x, sxor}
& instManipLocVar = {aload, aload 0, aload 1, aload 2, aload 3, astore, astore 0,
astore 1, astore 2, astore 3, getﬁeld a this, getﬁeld b this, getﬁeld s this, getﬁeld i this,
iinc, iinc w, iload, iload 0, iload 1, iload 2, iload 3, istore, istore 0, istore 1, istore 2,
istore 3, ret, sinc, sinc w, sload, sload 0, sload 1, sload 2, sload 3, sstore, sstore 0,
sstore 1, sstore 2, sstore 3}
/* Controle ﬂaw */
& instReturn = {return, sreturn, areturn, athrow, ireturn}
& instBranchSimple = {jsr, goto, goto w, ret}
& instBranchDouble = {checkcast, if acmpeq, if acmpne, if acmpeq w, if acmpne w,
if scmpeq, if scmpne, if scmplt, if scmpge, if scmpgt, if scmple, if scmpeq w, if scmpne w,
if scmplt w, if scmpge w, if scmpgt w, if scmple w, ifeq, ifne, iﬂt, ifge, ifgt, iﬂe, ifeq w,
ifne w, iﬂt w, ifge w, ifgt w, iﬂe w, ifnonnull, ifnonnull w, ifnull, ifnull w, instanceof}
& instBranchMult = {slookupswitch, stableswitch, ilookupswitch, itableswitch}
& instBranch = instBranchSimple instBranchDouble instBranchMult
& instNoBranch = INSTRUCTIONS \ instBranch
/* Data types */
& instManipInt = {bipush, getﬁeld i, getﬁeld i this, getﬁeld i w, getstatic i, i2b, i2s,
iadd, iaload, iand, iastore, icmp, iconst m1, iconst 0, iconst 1, iconst 2, iconst 3, iconst 4,
iconst 5, idiv, iinc, iinc w, iipush, iload, iload 0, iload 1, iload 2, iload 3, ilookupswitch,
imul, ineg, ior, irem, ireturn, ishl, ishr, istore, istore 0, istore 1, istore 2, istore 3, isub,
itableswitch, iushr, ixor, s2i, sipush, getﬁeld i, getﬁeld i this, getﬁeld i w, getstatic i,
putﬁeld i, putﬁeld i this, putﬁeld i w, putstatic i, s2i, sipush}
& instManipArray = {aaload, aastore, anewarray, arraylength, baload, bastore,
checkcast, iaload, iastore, instanceof, newarray, saload, sastore}
/* Others */
& instManipCPool = {anewarray, checkcast, getﬁeld a, getﬁeld b, getﬁeld s, getﬁeld i,
getﬁeld a this, getﬁeld b this, getﬁeld s this, getﬁeld i this, getﬁeld a w, getﬁeld b w,
getﬁeld s w, getﬁeld i w, getstatic a, getstatic b, getstatic s, getstatic i, instanceof,
invokeinterface, invokespecial, invokestatic, invokevirtual, new, putﬁeld a, putﬁeld b,
putﬁeld s, putﬁeld i, putﬁeld a this, putﬁeld b this, putﬁeld s this, putﬁeld i this,
putﬁeld a w, putﬁeld b w, putﬁeld s w, putﬁeld i w, putstatic a, putstatic b, putstatic s,
putstatic i}
& instVarElem = {dup x, invokeinterface, invokespecial, invokestatic, invokevirtual}
/* Aymerick Savary doctoral theses modeled instructions */
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& ASDrThInst = INSTRUCTIONS \ instBranch \ instManipInt \ instManipCPool \
instVarElem \ {athrow} ∪ {new}
END
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Chapitre 10 :
Application Java Card
De´tection de vulne´rabilite´s applique´e au VCI Java Card Page 90











































De´tection de vulne´rabilite´s applique´e au VCI Java Card Page 91












/* 0000, 0 */CONSTANT_InstanceFieldRef : field 0 of class 0x000a
/* 0004, 1 */CONSTANT_InstanceFieldRef : field 0 of class 0x0014
/* 0008, 2 */CONSTANT_InstanceFieldRef : field 1 of class 0x0014
/* 000c, 3 */CONSTANT_InstanceFieldRef : field 0 of class 0x001e
/* 0010, 4 */CONSTANT_InstanceFieldRef : field 1 of class 0x001e
/* 0014, 5 */CONSTANT_StaticMethodRef : external: 0x80,0x0,0x0
/* 0018, 6 */CONSTANT_StaticMethodRef : 0x0008
/* 001c, 7 */CONSTANT_StaticMethodRef : external: 0x81,0x3,0x0
/* 0020, 8 */CONSTANT_VirtualMethodRef : method 1 of class external: 0x81,0x3
/* 0024, 9 */CONSTANT_ClassRef : 0x0028
/* 0028, 10 */CONSTANT_StaticMethodRef : 0x0033
/* 002c, 11 */CONSTANT_VirtualMethodRef : method 1 of class external: 0x81,0xa
/* 0030, 12 */CONSTANT_ClassRef : 0x001e
/* 0034, 13 */CONSTANT_StaticMethodRef : 0x0023
/* 0038, 14 */CONSTANT_ClassRef : external: 0x81,0x1
/* 003c, 15 */CONSTANT_ClassRef : 0x0000
/* 0040, 16 */CONSTANT_StaticMethodRef : 0x0001
/* 0044, 17 */CONSTANT_ClassRef : 0x000a
/* 0048, 18 */CONSTANT_ClassRef : 0x0014
/* 004c, 19 */CONSTANT_StaticMethodRef : 0x0013
}
.class { // @0000
classes [0]: { //@0000
flags = (0x0)
interface_count: 0
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classes [1]: { //@000a
flags = (0x0)
interface_count: 0















classes [2]: { //@0014
flags = (0x0)
interface_count: 0















classes [3]: { //@001e
flags = (0x0)
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interface_count: 0















classes [4]: { //@0028
flags = (0x0)
interface_count: 0




















method_info[0] // @0001= {
// flags : 0
// max_stack : 1
// nargs : 1
// max_locals: 0
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method_info[1] // @0008= {
// flags : 0
// max_stack : 2









method_info[2] // @0013= {
// flags : 0
// max_stack : 2












method_info[3] // @0023= {
// flags : 0
// max_stack : 2










De´tection de vulne´rabilite´s applique´e au VCI Java Card Page 95




method_info[4] // @0033= {
// flags : 0
// max_stack : 1








method_info[5] // @003e= {
// flags : 0
// max_stack : 2
// nargs : 3
// max_locals: 0






method_info[6] // @0049= {
// flags : 0
// max_stack : 3












method_info[7] // @005a= {
// flags : 0
// max_stack : 0
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method_info[8] // @005d= {
// flags : 0
// max_stack : 1
// nargs : 2
// max_locals: 0
/*005f*/ L0: aload_1




method_info[9] // @0067= {
// flags : 0
// max_stack : 2
// nargs : 3
// max_locals: 1






method_info[10] // @0072= {
// flags : 0
// max_stack : 3
// nargs : 1
// max_locals: 3
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@0011 @001c @0021 @002d @0031
}
offsets_to_byte2_indices = {
@0005 @000c @0017 @0028 @0037 @003b @0041 @0045
@004d @0051 @0056 @0062 @006a @006e @0075 @007a














access_flag : (81) ACC_INIT ACC_PUBLIC
method_offset : 0x1
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access_flag : (81) ACC_INIT ACC_PUBLIC
method_offset : 0x8



























access_flag : (81) ACC_INIT ACC_PUBLIC
method_offset : 0x13
type_offset : /* 50*/ ( L00.28; ) V
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access_flag : (81) ACC_INIT ACC_PUBLIC
method_offset : 0x23















access_flag : (84) ACC_INIT ACC_PROTECTED
method_offset : 0x33
type_offset : /* 48*/ ( ) V
bytecode_count : 9
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access_flag : (9) ACC_STATIC ACC_PUBLIC
method_offset : 0x3e







access_flag : (1) ACC_PUBLIC
method_offset : 0x49
















access_flag : (1) ACC_PUBLIC
method_offset : 0x5d







access_flag : (a) ACC_STATIC ACC_PRIVATE
method_offset : 0x67
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access_flag : (2) ACC_PRIVATE
method_offset : 0x72







Initial offset value = 42
constant_pool_type : 2a 2a 2e 2a 2e 30 32 30 30 ffff 30 36 ffff 32 ffff ffff
30 ffff ffff 32
type_desc[0] = (offset = 42) L (PACKAGE_TOKEN= 00, CLASS_TOKEN= 28) PADDING
type_desc[1] = (offset = 46) B PADDING
type_desc[2] = (offset = 48) V PADDING
type_desc[3] = (offset = 50) L (PACKAGE_TOKEN= 00, CLASS_TOKEN= 28) V
type_desc[4] = (offset = 54) [B PADDING
type_desc[5] = (offset = 56) [B S B V
type_desc[6] = (offset = 59) L (PACKAGE_TOKEN= 81, CLASS_TOKEN= 0a) V
type_desc[7] = (offset = 63) L (PACKAGE_TOKEN= 81, CLASS_TOKEN= 01) V
type_desc[8] = (offset = 67) B S L (PACKAGE_TOKEN= 00, CLASS_TOKEN= 1e) V
}
}
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Chapitre 11 :
Model de la ve´riﬁcation de type
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axm1 R0 : bit 4 = 0 .. 127
axm2 R0 : u1 = 0 .. 255
axm3 R0 : u2 = 0 .. 65535







axm1 R02 : MaxStackSize ∈ bit 4
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axm0 2 R04 : TYPES = {uninitLocalVar, unknownType, Top, primitiveTypes, boolean, numeri
axm0 3 R04 : uninitLocalVar 	= unknownType ∧ uninitLocalVar 	=
Top ∧ uninitLocalVar 	= primitiveTypes ∧ uninitLocalVar 	=
boolean ∧ uninitLocalVar 	= numericTypes ∧ uninitLocalVar 	=
byte ∧ uninitLocalVar 	= shart ∧ uninitLocalVar 	= returnAddress ∧
uninitLocalVar 	= referenceTypes ∧ uninitLocalVar 	= classTypes ∧
uninitLocalVar 	= Object uninit∧uninitLocalVar 	= TestClassA uninit∧
uninitLocalVar 	= TestClassC uninit ∧ uninitLocalVar 	=
TestClassB uninit ∧ uninitLocalVar 	= Object init ∧ uninitLocalVar 	=
TestClassA init∧uninitLocalVar 	= TestClassC init∧uninitLocalVar 	=
TestClassB init ∧ uninitLocalVar 	= arrayTypes ∧ uninitLocalVar 	=
booleanArray ∧ uninitLocalVar 	= byteArray ∧ uninitLocalVar 	=
shartArray ∧ unknownType 	= Top ∧ unknownType 	= primitiveTypes ∧
unknownType 	= boolean ∧ unknownType 	= numericTypes ∧
unknownType 	= byte ∧ unknownType 	= shart ∧ unknownType 	=
returnAddress ∧ unknownType 	= referenceTypes ∧ unknownType 	=
classTypes ∧ unknownType 	= Object uninit ∧ unknownType 	=
TestClassA uninit ∧ unknownType 	= TestClassC uninit ∧ unknownType 	=
TestClassB uninit ∧ unknownType 	= Object init ∧ unknownType 	=
TestClassA init ∧ unknownType 	= TestClassC init ∧ unknownType 	=
TestClassB init ∧ unknownType 	= arrayTypes ∧ unknownType 	=
booleanArray ∧ unknownType 	= byteArray ∧ unknownType 	=
shartArray ∧ Top 	= primitiveTypes ∧ Top 	= boolean ∧ Top 	=
numericTypes ∧ Top 	= byte ∧ Top 	= shart ∧ Top 	= returnAddress ∧ Top 	=
referenceTypes ∧ Top 	= classTypes ∧ Top 	= Object uninit ∧
Top 	= TestClassA uninit ∧ Top 	= TestClassC uninit ∧ Top 	=
TestClassB uninit ∧ Top 	= Object init ∧ Top 	= TestClassA init ∧ Top 	=
TestClassC init ∧ Top 	= TestClassB init ∧ Top 	= arrayTypes ∧ Top 	=
booleanArray ∧ Top 	= byteArray ∧ Top 	= shartArray ∧ primitiveTypes 	=
boolean ∧ primitiveTypes 	= numericTypes ∧ primitiveTypes 	=
byte ∧ primitiveTypes 	= shart ∧ primitiveTypes 	= returnAddress ∧
primitiveTypes 	= referenceTypes ∧ primitiveTypes 	= classTypes ∧
primitiveTypes 	= Object uninit∧primitiveTypes 	= TestClassA uninit∧
primitiveTypes 	= TestClassC uninit ∧ primitiveTypes 	=
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TestClassB uninit ∧ primitiveTypes 	= Object init ∧ primitiveTypes 	=
TestClassA init∧primitiveTypes 	= TestClassC init∧primitiveTypes 	=
TestClassB init ∧ primitiveTypes 	= arrayTypes ∧ primitiveTypes 	=
booleanArray ∧ primitiveTypes 	= byteArray ∧ primitiveTypes 	=
shartArray ∧ boolean 	= numericTypes ∧ boolean 	= byte ∧ boolean 	=
shart∧boolean 	= returnAddress∧boolean 	= referenceTypes∧boolean 	=
classTypes ∧ boolean 	= Object uninit ∧ boolean 	= TestClassA uninit ∧
boolean 	= TestClassC uninit∧boolean 	= TestClassB uninit∧boolean 	=
Object init ∧ boolean 	= TestClassA init ∧ boolean 	= TestClassC init ∧
boolean 	= TestClassB init ∧ boolean 	= arrayTypes ∧ boolean 	=
booleanArray ∧ boolean 	= byteArray ∧ boolean 	= shartArray ∧
numericTypes 	= byte ∧ numericTypes 	= shart ∧ numericTypes 	=
returnAddress ∧ numericTypes 	= referenceTypes ∧ numericTypes 	=
classTypes ∧ numericTypes 	= Object uninit ∧ numericTypes 	=
TestClassA uninit∧numericTypes 	= TestClassC uninit∧numericTypes 	=
TestClassB uninit ∧ numericTypes 	= Object init ∧ numericTypes 	=
TestClassA init ∧ numericTypes 	= TestClassC init ∧ numericTypes 	=
TestClassB init ∧ numericTypes 	= arrayTypes ∧ numericTypes 	=
booleanArray∧numericTypes 	= byteArray∧numericTypes 	= shartArray∧
byte 	= shart ∧ byte 	= returnAddress ∧ byte 	= referenceTypes ∧ byte 	=
classTypes ∧ byte 	= Object uninit ∧ byte 	= TestClassA uninit ∧
byte 	= TestClassC uninit ∧ byte 	= TestClassB uninit ∧ byte 	=
Object init∧ byte 	= TestClassA init∧ byte 	= TestClassC init∧ byte 	=
TestClassB init ∧ byte 	= arrayTypes ∧ byte 	= booleanArray ∧ byte 	=
byteArray ∧ byte 	= shartArray ∧ shart 	= returnAddress ∧ shart 	=
referenceTypes ∧ shart 	= classTypes ∧ shart 	= Object uninit ∧ shart 	=
TestClassA uninit ∧ shart 	= TestClassC uninit ∧ shart 	=
TestClassB uninit ∧ shart 	= Object init ∧ shart 	= TestClassA init ∧
shart 	= TestClassC init ∧ shart 	= TestClassB init ∧ shart 	=
arrayTypes ∧ shart 	= booleanArray ∧ shart 	= byteArray ∧ shart 	=
shartArray ∧ returnAddress 	= referenceTypes ∧ returnAddress 	=
classTypes ∧ returnAddress 	= Object uninit ∧ returnAddress 	=
TestClassA uninit ∧ returnAddress 	= TestClassC uninit ∧
returnAddress 	= TestClassB uninit ∧ returnAddress 	=
Object init ∧ returnAddress 	= TestClassA init ∧ returnAddress 	=
TestClassC init ∧ returnAddress 	= TestClassB init ∧ returnAddress 	=
arrayTypes ∧ returnAddress 	= booleanArray ∧ returnAddress 	=
byteArray ∧ returnAddress 	= shartArray ∧ referenceTypes 	=
classTypes ∧ referenceTypes 	= Object uninit ∧ referenceTypes 	=
TestClassA uninit ∧ referenceTypes 	= TestClassC uninit ∧
referenceTypes 	= TestClassB uninit ∧ referenceTypes 	=
Object init ∧ referenceTypes 	= TestClassA init ∧ referenceTypes 	=
TestClassC init∧referenceTypes 	= TestClassB init∧referenceTypes 	=
arrayTypes ∧ referenceTypes 	= booleanArray ∧ referenceTypes 	=
byteArray ∧ referenceTypes 	= shartArray ∧ classTypes 	=
Object uninit ∧ classTypes 	= TestClassA uninit ∧ classTypes 	=
TestClassC uninit ∧ classTypes 	= TestClassB uninit ∧ classTypes 	=
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Object init ∧ classTypes 	= TestClassA init ∧ classTypes 	=
TestClassC init ∧ classTypes 	= TestClassB init ∧ classTypes 	=
arrayTypes ∧ classTypes 	= booleanArray ∧ classTypes 	=
byteArray ∧ classTypes 	= shartArray ∧ Object uninit 	=
TestClassA uninit ∧ Object uninit 	= TestClassC uninit ∧
Object uninit 	= TestClassB uninit ∧ Object uninit 	=
Object init ∧ Object uninit 	= TestClassA init ∧ Object uninit 	=
TestClassC init ∧ Object uninit 	= TestClassB init ∧ Object uninit 	=
arrayTypes ∧ Object uninit 	= booleanArray ∧ Object uninit 	=
byteArray ∧ Object uninit 	= shartArray ∧ TestClassA uninit 	=
TestClassC uninit ∧ TestClassA uninit 	= TestClassB uninit ∧
TestClassA uninit 	= Object init ∧ TestClassA uninit 	=
TestClassA init ∧ TestClassA uninit 	= TestClassC init ∧
TestClassA uninit 	= TestClassB init ∧ TestClassA uninit 	=
arrayTypes ∧ TestClassA uninit 	= booleanArray ∧ TestClassA uninit 	=
byteArray ∧ TestClassA uninit 	= shartArray ∧ TestClassC uninit 	=
TestClassB uninit ∧ TestClassC uninit 	= Object init ∧
TestClassC uninit 	= TestClassA init ∧ TestClassC uninit 	=
TestClassC init ∧ TestClassC uninit 	= TestClassB init ∧
TestClassC uninit 	= arrayTypes ∧ TestClassC uninit 	=
booleanArray ∧ TestClassC uninit 	= byteArray ∧ TestClassC uninit 	=
shartArray ∧ TestClassB uninit 	= Object init ∧ TestClassB uninit 	=
TestClassA init ∧ TestClassB uninit 	= TestClassC init ∧
TestClassB uninit 	= TestClassB init ∧ TestClassB uninit 	=
arrayTypes ∧ TestClassB uninit 	= booleanArray ∧ TestClassB uninit 	=
byteArray ∧ TestClassB uninit 	= shartArray ∧ Object init 	=
TestClassA init ∧ Object init 	= TestClassC init ∧ Object init 	=
TestClassB init ∧ Object init 	= arrayTypes ∧ Object init 	=
booleanArray ∧ Object init 	= byteArray ∧ Object init 	=
shartArray ∧ TestClassA init 	= TestClassC init ∧ TestClassA init 	=
TestClassB init ∧ TestClassA init 	= arrayTypes ∧ TestClassA init 	=
booleanArray ∧ TestClassA init 	= byteArray ∧ TestClassA init 	=
shartArray ∧ TestClassC init 	= TestClassB init ∧ TestClassC init 	=
arrayTypes ∧ TestClassC init 	= booleanArray ∧ TestClassC init 	=
byteArray ∧ TestClassC init 	= shartArray ∧ TestClassB init 	=
arrayTypes ∧ TestClassB init 	= booleanArray ∧ TestClassB init 	=
byteArray∧TestClassB init 	= shartArray∧arrayTypes 	= booleanArray∧
arrayTypes 	= byteArray ∧ arrayTypes 	= shartArray ∧ booleanArray 	=
byteArray ∧ booleanArray 	= shartArray ∧ byteArray 	= shartArray
axm1 1 R04 : Lattice = {(shartArray → shartArray), (byteArray →
byteArray), (booleanArray → booleanArray), (arrayTypes →
shartArray), (arrayTypes → byteArray), (arrayTypes →
booleanArray), (arrayTypes → arrayTypes), (TestClassB init →
TestClassB init), (TestClassC init → TestClassC init), (TestClassA init →
TestClassC init), (TestClassA init → TestClassA init), (Object init →
TestClassB init), (Object init → TestClassC init), (Object init →
TestClassA init), (Object init → Object init), (TestClassB uninit →
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TestClassB uninit), (TestClassC uninit →
TestClassC uninit), (TestClassA uninit →
TestClassC uninit), (TestClassA uninit →
TestClassA uninit), (Object uninit → TestClassB uninit), (Object uninit →
TestClassC uninit), (Object uninit → TestClassA uninit), (Object uninit →
Object uninit), (classTypes → TestClassB init), (classTypes →
TestClassC init), (classTypes → TestClassA init), (classTypes →
Object init), (classTypes → TestClassB uninit), (classTypes →
TestClassC uninit), (classTypes → TestClassA uninit), (classTypes →
Object uninit), (classTypes → classTypes), (referenceTypes →
shartArray), (referenceTypes → byteArray), (referenceTypes →
booleanArray), (referenceTypes → arrayTypes), (referenceTypes →
TestClassB init), (referenceTypes → TestClassC init), (referenceTypes →
TestClassA init), (referenceTypes → Object init), (referenceTypes →
TestClassB uninit), (referenceTypes → TestClassC uninit), (referenceTypes →
TestClassA uninit), (referenceTypes → Object uninit), (referenceTypes →
classTypes), (referenceTypes → referenceTypes), (returnAddress →
returnAddress), (shart → shart), (byte → byte), (numericTypes →
shart), (numericTypes → byte), (numericTypes →
numericTypes), (boolean → boolean), (primitiveTypes →
returnAddress), (primitiveTypes → shart), (primitiveTypes →
byte), (primitiveTypes → numericTypes), (primitiveTypes →
boolean), (primitiveTypes → primitiveTypes), (Top →
shartArray), (Top → byteArray), (Top → booleanArray), (Top →
arrayTypes), (Top → TestClassB init), (Top → TestClassC init), (Top →
TestClassA init), (Top → Object init), (Top →
TestClassB uninit), (Top → TestClassC uninit), (Top →
TestClassA uninit), (Top → Object uninit), (Top →
classTypes), (Top → referenceTypes), (Top → returnAddress), (Top →
shart), (Top → byte), (Top → numericTypes), (Top →
boolean), (Top → primitiveTypes), (Top → Top), (unknownType →











axm1 R05 : MaxArgumentIndex ∈ N
axm2 R05 : ArgumentTypes ∈ 0 .. MaxArgumentIndex→ TYPES
axm3 R05 : MaxLocalVariablesIndex ∈ N
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axm4 R05 : MaxLocalVariablesIndex ≥ MaxArgumentIndex
axm5 R05 : nbOutOfBoundIndex ∈ N
axm6 R05 : initLocalVariables ∈ 0 .. MaxLocalVariablesIndex +
nbOutOfBoundIndex→ TYPES
axm7 R05 : MaxArgumentIndex = 2
axm8 R05 : ArgumentTypes = {0 → byte, 1 → shart, 2 → referenceTypes}
axm9 R05 : MaxLocalVariablesIndex = 4
axm10 R05 : nbOutOfBoundIndex = 5
axm11 R05 : initLocalVariables ⊆ ArgumentTypes ∪
(MaxArgumentIndex + 1 .. MaxLocalVariablesIndex ×
{uninitLocalVar}) ∪










axm1 : MaxConstantPoolIndex ∈ 1 .. 20
axm2 : ConstantPool ∈ 0 .. MaxConstantPoolIndex → TYPES
axm3 : InitialisationMethods ∈ N → N
axm4 R06 : ConstantPool = {14 → TestClassC uninit, 19 →
TestClassA uninit, 20 → TestClassB uninit}













axm1 R07 : ATYPES ⊆ ATYPES E
axm2 R07 : ATYPES = {T BOOLEAN, T BYTE, T SHART, T INT}
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axm3 R07 : T BOOLEAN 	= T BYTE ∧ T BOOLEAN 	= T SHART ∧ T BOOLEAN 	= T INT ∧














act1 : programRunning := TRUE
act2 : stackSize := 0
act3 : stackTypes := −4 ..−1 × {unknownType}
act4 : localVariablesTypes := initLocalVariables
end
Event aconst null R08 =̂





grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = referenceTypes
grd5 : form = 1
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
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form
where
grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd6 t : referenceTypes → ﬁrstStackOutputType ∈ Lattice
grd7 : form = 21
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event aload 0 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd7 : prm index = 0
grd8 t : referenceTypes → ﬁrstStackOutputType ∈ Lattice
grd9 : form = 24
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event aload 1 R08 =̂
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where
grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd7 : prm index = 1
grd8 t : referenceTypes → ﬁrstStackOutputType ∈ Lattice
grd9 : form = 25
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event aload 2 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd7 : prm index = 2
grd8 t : referenceTypes → ﬁrstStackOutputType ∈ Lattice
grd9 : form = 26
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event aload 3 R08 =̂
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where
grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd7 : prm index = 3
grd8 t : referenceTypes → ﬁrstStackOutputType ∈ Lattice
grd9 : form = 27
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 t : referenceTypes → ﬁrstStackInputType ∈ Lattice
grd6 : form = 119
then
act1 : programRunning := FALSE
end







grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackOutputType ∈ TYPES
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grd5 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd6 t : arrayTypes → ﬁrstStackInputType ∈ Lattice
grd7 : ﬁrstStackOutputType = shart
grd8 : form = 146
then
act1 : stackTypes := stackTypes − {stackSize − 1 → ﬁrstStackOutputType}
end







grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
grd6 t : prm index ≤ MaxLocalVariablesIndex
grd7 t : referenceTypes → ﬁrstStackInputType ∈ Lattice ∨
ﬁrstStackInputType = returnAddress
grd7 : form = 40
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end
Event astore 0 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
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grd6 t : prm index ≤ MaxLocalVariablesIndex
grd6 : prm index = 0
grd7 t : referenceTypes → ﬁrstStackInputType ∈ Lattice ∨
ﬁrstStackInputType = returnAddress
grd8 : form = 43
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end
Event astore 1 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
grd6 t : prm index ≤ MaxLocalVariablesIndex
grd7 : prm index = 1
grd8 t : referenceTypes → ﬁrstStackInputType ∈ Lattice ∨
ﬁrstStackInputType = returnAddress
grd8 : form = 44
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end
Event astore 2 R08 =̂






grd1 : programRunning = TRUE
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grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
grd6 t : prm index ≤ MaxLocalVariablesIndex
grd7 : prm index = 2
grd8 t : referenceTypes → ﬁrstStackInputType ∈ Lattice ∨
ﬁrstStackInputType = returnAddress
grd8 : form = 45
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end
Event astore 3 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
grd6 t : prm index ≤ MaxLocalVariablesIndex
grd7 : prm index = 3
grd8 t : referenceTypes → ﬁrstStackInputType ∈ Lattice ∨
ﬁrstStackInputType = returnAddress
grd8 : form = 46
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end
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grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = booleanArray ∨ secondStackInputType =
byteArray
grd11 : secondStackInputType = booleanArray ⇒ ﬁrstStackOutputType =
boolean
grd12 : secondStackInputType = byteArray ⇒ ﬁrstStackOutputType = byte
grd13 : form = 37
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize − 2 > 0
grd3 t : stackSize > 2
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : thirdStackInputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 : thirdStackInputType = stackTypes(stackSize − 3 )
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grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 t : thirdStackInputType = booleanArray ∨ thirdStackInputType =
byteArray
grd12 : form = 56
then
act1 : stackSize := stackSize − 3
act2 : stackTypes := {stackSize−1 , stackSize−2 , stackSize−3}− stackTypes
end







grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = byte
grd5 : prm byte ∈ u1
grd6 : form = 16
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 t : stackSize > 0
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : ﬁrstStackOutputType ∈ TYPES
grd6 : secondStackOutputType ∈ TYPES
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grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd9 : ﬁrstStackOutputType = ﬁrstStackInputType
grd10 : secondStackOutputType = ﬁrstStackInputType
grd11 : form = 61
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes − {stackSize − 1 →
ﬁrstStackOutputType, stackSize → secondStackOutputType}
end
Event dup 2 R08 =̂










grd1 : programRunning = TRUE
grd2 t : stackSize + 1 < MaxStackSize
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : secondStackOutputType ∈ TYPES
grd8 : thirdStackOutputType ∈ TYPES
grd9 : fourthStackOutputType ∈ TYPES
grd10 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd11 : secondStackInputType = stackTypes(stackSize − 2 )
grd15 : ﬁrstStackOutputType = secondStackInputType
grd16 : secondStackOutputType = ﬁrstStackInputType
grd17 : thirdStackOutputType = secondStackInputType
grd18 : fourthStackOutputType = ﬁrstStackInputType
grd19 : form = 62
then
act1 : stackSize := stackSize + 2
act2 : stackTypes := stackTypes − {stackSize − 2 →
ﬁrstStackOutputType, stackSize−1 → secondStackOutputType, stackSize →
thirdStackOutputType, stackSize + 1 → fourthStackOutputType}
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end









grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 t : classTypes → CPool elem ∈ Lattice
grd5 : ﬁrstStackOutputType = CPool elem
grd6 : form = 143
grd7 : prm indexbyte1 ∈ u1
grd8 : prm indexbyte2 ∈ u1
grd9 : prm indexbyte1 ∗ 128+ prm indexbyte2 ∈ dom(ConstantPool)
grd10 : CPool elem = ConstantPool(prm indexbyte1 ∗ 128 +
prm indexbyte2)
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackOutputType ∈ TYPES
grd5 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd6 t : prm atype ∈ 10 .. 12
grd7 t : ﬁrstStackInputType = shart
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grd8 t : prm atype = 10 ⇒ ﬁrstStackOutputType = booleanArray
grd9 t : prm atype = 11 ⇒ ﬁrstStackOutputType = byteArray
grd10 t : prm atype = 12 ⇒ ﬁrstStackOutputType = shartArray
grd12 : form = 144
then
act1 : stackTypes := stackTypes − {stackSize − 1 → ﬁrstStackOutputType}
end





grd1 : programRunning = TRUE










grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd6 : form = 59
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
end
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grd1 : programRunning = TRUE
grd2 t : stackSize − 1 > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : secondStackInputType ∈ TYPES
grd5 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd6 : secondStackInputType = stackTypes(stackSize − 2 )
grd10 : form = 60
then
act1 : stackSize := stackSize − 2
act2 : stackTypes := {stackSize − 1 , stackSize − 2}− stackTypes
end





grd1 : programRunning = TRUE
grd2 : form = 122
then
act1 : programRunning := FALSE
end







grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackOutputType ∈ TYPES
grd5 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd6 t : ﬁrstStackInputType = shart
grd7 : ﬁrstStackOutputType = byte
grd8 : form = 91
then
act1 : stackTypes := stackTypes − {stackSize − 1 → ﬁrstStackOutputType}
end
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grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 65
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
De´tection de vulne´rabilite´s applique´e au VCI Java Card Page 123
Annexe 3 : Model de la ve´riﬁcation de type
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shartArray
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 38
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 83
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end
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grd1 : programRunning = TRUE
grd2 t : stackSize − 2 > 0
grd3 t : stackSize > 2
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : thirdStackInputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 : thirdStackInputType = stackTypes(stackSize − 3 )
grd10 t : ﬁrstStackInputType = shart
grd11 t : secondStackInputType = shart
grd12 t : thirdStackInputType = shartArray
grd12 : form = 57
then
act1 : stackSize := stackSize − 3
act2 : stackTypes := {stackSize−1 , stackSize−2 , stackSize−3}− stackTypes
end
Event sconst m1 R08 =̂





grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = shart
grd5 : form = 2
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event sconst 0 R08 =̂
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where
grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = shart
grd5 : form = 3
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event sconst 1 R08 =̂





grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = shart
grd5 : form = 4
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event sconst 2 R08 =̂





grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = shart
grd5 : form = 5
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
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end
Event sconst 3 R08 =̂





grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = shart
grd5 : form = 6
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event sconst 4 R08 =̂





grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = shart
grd5 : form = 7
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event sconst 5 R08 =̂





grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
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grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = shart
grd5 : form = 8
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 71
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end







grd1 : programRunning = TRUE
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grd2 : prm index ∈ dom(localVariablesTypes)
grd3 t : prm index ≤ MaxLocalVariablesIndex
grd4 t : localVariablesTypes(prm index ) = shart
grd3 : form = 89




Event sinc w R08 =̂







grd1 : programRunning = TRUE
grd2 : prm index ∈ dom(localVariablesTypes)
grd3 t : prm index ≤ MaxLocalVariablesIndex
grd4 t : localVariablesTypes(prm index ) = shart
grd3 : form = 150
grd4 : prm byte1 ∈ u1











grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd6 t : ﬁrstStackOutputType = shart
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grd7 : form = 22
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event sload 0 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd6 t : ﬁrstStackOutputType = shart
grd7 : prm index = 0
grd8 : form = 28
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event sload 1 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd6 t : ﬁrstStackOutputType = shart
grd7 : prm index = 1
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grd8 : form = 29
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event sload 2 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd6 t : ﬁrstStackOutputType = shart
grd7 : prm index = 2
grd8 : form = 30
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
Event sload 3 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm index ∈ dom(localVariablesTypes)
grd5 t : prm index ≤ MaxLocalVariablesIndex
grd6 : ﬁrstStackOutputType = localVariablesTypes(prm index )
grd6 t : ﬁrstStackOutputType = shart
grd7 : prm index = 3
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grd8 : form = 31
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 69
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end







grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
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grd4 : ﬁrstStackOutputType ∈ TYPES
grd5 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd6 t : ﬁrstStackInputType = shart
grd7 : ﬁrstStackOutputType = shart
grd8 : form = 75
then
act1 : stackTypes := stackTypes − {stackSize − 1 → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 85
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end
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where
grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 73
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 t : ﬁrstStackInputType = shart
grd6 : form = 120
then
act1 : programRunning := FALSE
end
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where
grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 77
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 79
then
act1 : stackSize := stackSize − 1
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act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : ﬁrstStackOutputType = shart
grd5 : prm byte1 ∈ u1
grd6 : prm byte2 ∈ u1
grd7 : form = 17
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end







grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
grd6 t : prm index ≤ MaxLocalVariablesIndex
grd7 t : ﬁrstStackInputType = shart
grd7 : form = 41
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
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act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end
Event sstore 0 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
grd6 t : prm index ≤ MaxLocalVariablesIndex
grd7 t : ﬁrstStackInputType = shart
grd8 : prm index = 0
grd9 : form = 47
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end
Event sstore 1 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
grd6 t : prm index ≤ MaxLocalVariablesIndex
grd7 t : ﬁrstStackInputType = shart
grd8 : prm index = 1
grd9 : form = 48
then
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act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end
Event sstore 2 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
grd6 t : prm index ≤ MaxLocalVariablesIndex
grd7 t : ﬁrstStackInputType = shart
grd8 : prm index = 2
grd9 : form = 49
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end
Event sstore 3 R08 =̂






grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd5 : prm index ∈ dom(localVariablesTypes)
grd6 t : prm index ≤ MaxLocalVariablesIndex
grd7 t : ﬁrstStackInputType = shart
grd8 : prm index = 3
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grd9 : form = 50
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := {stackSize − 1}− stackTypes
act3 : localVariablesTypes(prm index ) := ﬁrstStackInputType
end








grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 67
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end








grd1 : programRunning = TRUE
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grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 81
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end
Event swap 11 R08 =̂










grd1 : programRunning = TRUE
grd2 t : stackSize > 1
grd3 : ﬁrstStackInputType ∈ TYPES
grd4 : secondStackInputType ∈ TYPES
grd5 : ﬁrstStackOutputType ∈ TYPES
grd6 : secondStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd12 : prm m ∈ 1 .. 2
grd13 : prm n ∈ 1 .. 2
grd14 : prm m = 1 ∧ prm n = 1
grd15 : ﬁrstStackOutputType = ﬁrstStackInputType
grd16 : secondStackOutputType = secondStackInputType
grd19 : form = 64
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then
act1 : stackTypes := stackTypes − {stackSize − 2 →
ﬁrstStackOutputType, stackSize − 1 → secondStackOutputType}
end
Event swap 12 R08 =̂












grd1 : programRunning = TRUE
grd3 t : stackSize > 2
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : thirdStackInputType ∈ TYPES
grd7 : ﬁrstStackOutputType ∈ TYPES
grd8 : secondStackOutputType ∈ TYPES
grd9 : thirdStackOutputType ∈ TYPES
grd10 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd11 : secondStackInputType = stackTypes(stackSize − 2 )
grd12 : thirdStackInputType = stackTypes(stackSize − 3 )
grd13 : prm m ∈ 1 .. 2
grd14 : prm n ∈ 1 .. 2
grd15 : prm m = 1 ∧ prm n = 2
grd16 : ﬁrstStackOutputType = secondStackInputType
grd17 : secondStackOutputType = ﬁrstStackInputType
grd18 : thirdStackOutputType = thirdStackInputType
grd21 : form = 64
then
act2 : stackTypes := ({stackSize − 1 , stackSize − 2 , stackSize − 3} −
stackTypes) ∪ {stackSize − 3 → ﬁrstStackOutputType, stackSize − 2 →
secondStackOutputType, stackSize − 1 → thirdStackOutputType}
end
Event swap 21 R08 =̂
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grd1 : programRunning = TRUE
grd3 t : stackSize > 2
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : thirdStackInputType ∈ TYPES
grd7 : ﬁrstStackOutputType ∈ TYPES
grd8 : secondStackOutputType ∈ TYPES
grd9 : thirdStackOutputType ∈ TYPES
grd10 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd11 : secondStackInputType = stackTypes(stackSize − 2 )
grd12 : thirdStackInputType = stackTypes(stackSize − 3 )
grd13 : prm m ∈ 1 .. 2
grd14 : prm n ∈ 1 .. 2
grd15 : prm m = 2 ∧ prm n = 1
grd16 : ﬁrstStackOutputType = ﬁrstStackInputType
grd17 : secondStackOutputType = thirdStackInputType
grd18 : thirdStackOutputType = secondStackInputType
grd21 : form = 64
then
act2 : stackTypes := ({stackSize − 1 , stackSize − 2 , stackSize − 3} −
stackTypes) ∪ {stackSize − 3 → ﬁrstStackOutputType, stackSize − 2 →
secondStackOutputType, stackSize − 1 → thirdStackOutputType}
end
Event swap 22 R08 =̂
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grd1 : programRunning = TRUE
grd3 t : stackSize > 3
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : thirdStackInputType ∈ TYPES
grd7 : fourthStackInputType ∈ TYPES
grd8 : ﬁrstStackOutputType ∈ TYPES
grd9 : secondStackOutputType ∈ TYPES
grd10 : thirdStackOutputType ∈ TYPES
grd11 : fourthStackOutputType ∈ TYPES
grd12 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd13 : secondStackInputType = stackTypes(stackSize − 2 )
grd14 : thirdStackInputType = stackTypes(stackSize − 3 )
grd15 : fourthStackInputType = stackTypes(stackSize − 4 )
grd16 : prm m ∈ 1 .. 2
grd17 : prm n ∈ 1 .. 2
grd18 : prm m = 2 ∧ prm n = 2
grd19 : ﬁrstStackOutputType = secondStackInputType
grd20 : secondStackOutputType = ﬁrstStackInputType
grd21 : thirdStackOutputType = fourthStackInputType
grd22 : fourthStackOutputType = thirdStackInputType
grd26 : form = 64
then
act2 : stackTypes := ({stackSize − 1 , stackSize − 2 , stackSize − 3 , stackSize −
4}− stackTypes)∪ {stackSize−4 → ﬁrstStackOutputType, stackSize−3 →
secondStackOutputType, stackSize−2 → thirdStackOutputType, stackSize−
1 → fourthStackOutputType}
end
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grd1 : programRunning = TRUE
grd2 t : stackSize > 0
grd3 t : stackSize > 1
grd4 : ﬁrstStackInputType ∈ TYPES
grd5 : secondStackInputType ∈ TYPES
grd6 : ﬁrstStackOutputType ∈ TYPES
grd7 : ﬁrstStackInputType = stackTypes(stackSize − 1 )
grd8 : secondStackInputType = stackTypes(stackSize − 2 )
grd9 t : ﬁrstStackInputType = shart
grd10 t : secondStackInputType = shart
grd11 : ﬁrstStackOutputType = shart
grd12 : form = 87
then
act1 : stackSize := stackSize − 1
act2 : stackTypes := ({stackSize−1 , stackSize−2}−stackTypes)∪{stackSize−
2 → ﬁrstStackOutputType}
end







grd1 : programRunning = TRUE
grd2 t : stackSize < MaxStackSize
grd3 : ﬁrstStackOutputType ∈ TYPES
grd4 : prm localVariables index = 0
grd5 : prm constantPool index ∈ dom(ConstantPool)
grd6 : ﬁrstStackOutputType = ConstantPool(prm constantPool index )
then
act1 : stackSize := stackSize + 1
act2 : stackTypes := stackTypes ∪ {stackSize → ﬁrstStackOutputType}
end
END
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De´tection de vulne´rabilite´s applique´e a` la ve´riﬁcation de code
interme´diaire de Java Card
Re´sume´ : La ve´riﬁcation de la re´sistance aux attaques des imple´mentations
embarque´es des ve´riﬁeurs de code interme´diaire Java Card est une taˆche complexe.
Les me´thodes actuelles n’e´tant pas suﬃsamment eﬃcaces, seule la ge´ne´ration de tests
manuelle est possible. Pour automatiser ce processus, nous proposons une me´thode
appele´e VTG (Vulnerability Test Generation, ge´ne´ration de tests de vulne´rabilite´). En
se basant sur une repre´sentation formelle des comportements fonctionnels du syste`me
sous test, un ensemble de tests d’intrusions est ge´ne´re´. Cette me´thode s’inspire des
techniques de mutation et de test a` base de mode`le. Dans un premier temps, le mode`le
est mute´ selon des re`gles que nous avons de´ﬁnies aﬁn de repre´senter les potentielles
attaques. Les tests sont ensuite extraits a` partir des mode`les mutants. Deux mode`les
Event-B ont e´te´ propose´s. Le premier repre´sente les contraintes structurelles des ﬁchiers
d’application Java Card. Le VTG permet en quelques secondes de ge´ne´rer des centaines
de tests abstraits. Le second mode`le est compose´ de 66 e´ve´nements permettant de
repre´senter 61 instructions Java Card. La mutation est eﬀectue´e en quelques secondes.
L’extraction des tests permet de ge´ne´rer 223 tests en 45 min. Chaque test permet de
ve´riﬁer une pre´condition ou une combinaison de pre´conditions d’une instruction. Cette
me´thode nous a permis de tester diﬀe´rents me´canismes d’imple´mentations de ve´riﬁeur de
code interme´diaire Java Card. Bien que de´veloppe´e pour notre cas d’e´tude, la me´thode
propose´e est ge´ne´rique et a e´te´ applique´e a` d’autres cas d’e´tudes.
Mots cle´s : Se´curite´, Java Card, Ve´riﬁcation de code interme´diaire, Test d’intrusion,
Mutation de spe´ciﬁcation, Test a` base de mode`le, Event-B, ProB.
Vulnerability detection for Java Card bytecode veriﬁer
Abstract : Veriﬁcation of the resistance of attacks against embedded implementations
of the Java Card bytecode veriﬁers is a complex task. Current methods are not suﬃcient,
only the generation of manual testing is possible. To automate this process, we propose a
method called VTG (Vulnerability Test Generation). Based on a formal representation of
the functional behavior of the system under test, a set of intrusion test is generated. This
method is based on techniques of mutation and model-based testing. Initially, the model
is transferred according to rules that we have deﬁned to represent potential attacks.
The tests are then extracted from the mutant models. Two Event-B models have been
proposed. The ﬁrst represents the structural constraints of the Java Card application
ﬁles. The VTG allows in seconds to generate hundreds of abstract tests. The second
model is composed of 66 events to represent 61 Java Card instructions. The mutation is
eﬀected in a few seconds. Extraction tests to generate 223 test 45 min. Each test checks
a precondition or a combination of preconditions of a statement. This method allowed
us to test diﬀerent implementations of mechanisms through Java Card bytecode veriﬁer.
Although developed for our case study, the proposed method is generic and has been
applied to other case studies.
Bibliographie
Keywords : Security, Java Card, Bytecode Veriﬁer, Penetration Testing, Speciﬁcation
Mutation, Model-Based Testing, Event-B, ProB.
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