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Product development time estimation is important for project management tasks. This study investigates the 
impact of requirements reuse on product development duration for different products in a similar domain. 
We propose an analytical tool to estimate the minimum time to be saved given the percentage of requirements 
reused from earlier projects. This paper presents basis for the formal reuse of hardware components as a 
strategy to reduce the task for verifying new hardware elements. Assuming the existence of a library of 
formally verified hardware components, we propose to make effective reuse of these existing elements when 
creating new ones. The concept of software component reuse is simple: the idea of building and using 
"software preferred parts." By building systems out of carefully designed, pre-tested components, one will 
save the cost of designing, writing and testing new code. The practice of reuse has not proven to be this 
simple however, and there are many misconceptions about how to implement and gain benefit from software 
reuse. One case from organization has been studied for software and system development projects, which 
consist of hardware and software components. The results of the case studies are compared with a study in 
the literature on product development time. 
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1. INTRODUCTION 
In most organizations, project deliverables are generally systems that combine hardware and software 
components. For system projects, which include hardware and software components, software is becoming an 
increasingly significant constituent [1][2] and project management is accordingly becoming more complex. 
Engineers working in these projects discover most of the problems at the integration phase. Isolation of the 
source of these problems at this stage can take time and this may affect the project duration. According to [3], 
50% of total time and cost of a project is spent for testing. So, minimizing possible system faults at earlier stages 
will minimize the test efforts. Since most defects are found in the integration and test phases, these phases are 
generally stressful for developers and testers since they are responsible for correcting the defects. Therefore, 
reuse of the components created during each phase of different projects has an important role in eliminating the 
defects in the product, correspondingly reducing the engineering effort in the project. 
Reuse is the key to progress in any area. If we do not reuse previously development ideas and products then 
everything must be created from scratch and no progress can be made. In the development of software, we 
routinely reuse knowledge in the form of experience, processes in the form of methods, and products in the form 
of tools. Although the reuse of software components is less commonplace, there are certain well-known 
situations, such as in the case of mathematical or i/o routines, where the development and use of reusable 
components has been very successful. 
The research objective in this area is to discover how to achieve a systematic way of reusing existing 
products, processes and knowledge to get the maximum cost benefit. Successes inn the reuse of software are due 
to both the characteristics of the reused item themselves and to the environment in which they are reused. 
In practice, there are many technical, processes, economic and organizational issues to overcome. However, 
several companies find that reuse does work, and can payoff handsomely with high levels of reuse. There are 
significant corporate reuse programs at AT&T, HP, IBM, GTE, NEC, Toshiba, and others. They see major 
improvements in time-to-market, quality and costs [4]. 
To be successful, a reuse program requires much more than just reusable code modules and library 
technology. Careful consideration must be given to the way reusable work products are designed and packaged, 
to the architecture and framework in which reusable work products are combined, and to organizational and 
economic structures. 
This study focuses on reducing some of the sources of defects hence the product development time via 
requirements reuse. The motivation behind the reuse of requirements items from previous projects is that these 
are already validated and accepted by end users in previous projects. In this study, one case study is presented to 
demonstrate the benefits of requirements reuse for a system project containing both hardware and software. In the 
literature, there are some studies on the reuse of some components and they have generally been performed for 
software code reuse. One of the contributions of the present study is to provide empirical results, which 
demonstrate the reduction of project duration due to requirements reuse for industrial products. Another 
contribution is to show that the product development time estimations proposed earlier in the literature for 
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manufacturing industries [5] can be applied to system and software projects. We also propose a modification to 
the current formulation to represent software-based projects more accurately [5]. 
2. RELATED WORK 
This section reviews the literature on Software Product Line (SPL) and product development time. 
A. Software Product Line 
When reuse is applied in all stages of the product development cycle, this corresponds to the product line 
concept. The aim of the product line concept is to enhance the quality of the product and decrease the 
engineering cost. In the literature, there are many studies, which evaluate the establishment of software and 
system product lines in organizations [6][7][8][9]. 
The accepted SPL approach is based on two-life cycles, which are Domain Engineering (DE) and 
Application Engineering (AE). SPL mostly focuses on the DE activities [6], which create a common 
infrastructure for the related domain. On the other hand, AE is active when there is a new project. To produce a 
product, the required assets are selected from the common assets created by DE. For the remaining part of the 
product, new assets are created from scratch. Although SPL applies to all phases of projects life cycle, this study 
covers only the requirements definition phase. Thus, in the following sections, requirements definition phase, 
which is a part of SPL, is studied. 
B. Product Development Time 
While preparing project proposals, little information is available concerning the development details. Before 
starting the development, it is important to have information about development time to estimate the cost of the 
project used for proposals. 
In the literature, there is some information about the methods for estimating the duration for product 
development. Griffin [13] classifies the metrics, which affect the development time in four groups as; 
 Changes during the product generation,  
 The complexity of product,  
 Whether a formal process is used in the organization, and  
 Whether a cross functional team is used. 
Changes in requirements have a considerable effect on the   development workload ([10][14][15]). Therefore, it 
is important to define the requirements accurately to ensure minimum change during the development stage. The 
number of main functions the product performs gives the complexity of the product [13]. If organizations do not 
have formal development processes, the development time is higher compared to those with formal development 
processes. A study by Olson et al. [11] emphasizes that the use of a cross functional team is also an important 
parameter in increasing project performance.   Griffin [12][13] defines Development Time (DT) and Concept 
To Customer (CTC) as two separate parameters. DT begins from design up to the introduction to the customer 
and CTC begins with concept development and continues to specification definition until the introduction to the 
customer. Requirements engineering activities are covered within CTC. If DT is subtracted from CTC this will 
give the time spent for requirements engineering activities. DT and CTC formulations proposed for the 
manufacturing industries are given below [13].  
 
DT=α+β1DT ∗PC+β2DT ∗NN+  β3DT ∗(PC ∗FP)+β4DT ∗(NN ∗XFT)+εDT                              (1) 
CTC=α+β1CTC ∗PC+β2CTC ∗NN+β3CTC ∗(PC ∗FP)+β4CTC ∗(NN ∗XFT)+εCTC                   (2)  
 
Where α is the cycle time constant, PC and NN are product complexity and product newness/uncertainty, 
respectively. If NN value increases, the change probability on the product during the development also increases. 
FP and XFT show whether formal processes and cross functional teams are used, respectively. If formal 
development processes are not used, then FP=0. ε is the error term. The unit of β1 and β3 are the months/function 
designed in the product. The unit of β2 and β4 are the months/percentage of change in the product. The 
estimation of the coefficients α and β, based on data collected from many companies, is given in Table I [14]. 
3. FACTS ABOUT REUSE  
Because reuse is such a simple concept, we have found many misconceptions about it in discussions with 
software developers and software engineering researchers. The panelists are expected to explain what they view 
as the most important facts and myths about reuse. I've explained a few of my own below. 
The software development process 
Effective reuse is not a simple addition to existing software development processes. The systematic 
application of software reuse will dramatically change the software process [3]. Two of the most important 
changes are: 
 Changes in the way software entities will organize themselves to produce and consume reusable software 
work products.  Effective software reuse needs a clear division among the roles of producers of reusable 
workproducts and consumers who use them to build applications. Changes in management and support 
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structures are needed to support the new roles. Changes in the way developers are evaluated and rewarded may 
be required to reinforce the new roles.  
 Changes will be made in software development models, methods, processes and technologies to take 
advantage of reuse. Applications will no longer be designed independently, one at a time. Instead, conscious 
effort will be made (Domain Engineering) to design reusable assets for a range of expected applications and new 
applications will be designed to take maximum advantage of the available software preferred parts.  
Reuse payback 
 When a reuse program is started, the organization needs to have appropriate expectations on when a return 
on the investment will be realized. Reuse has proven to be a long-term investment showing benefits over a series 
of projects often spanning several years [4]. When a short-term payback is expected, disappointing early results 
can cause a program to be canceled before it has a chance to pay off. Benefits of a reuse program are more than 
cost savings on projects. Benefits of earlier time to market and of decreased long-term maintenance costs must 
also be taken into account when evaluating a reuse program.    
Since reuse changes roles and organizations and may require new organizational structures, funding the 
production, use, and maintenance of components can be a thorny issue in today's business environment. The 
reuse producers may not be attached to a particular profit producing project and can be viewed as a cost center. 
This leaves them vulnerable to cuts when budget adjustments must be made. 
4. CHARACTERISTICS OF CASE STUDY 
To analyze the product development time using the requirements reuse approach, it was intended to gather 
data from different companies and the requirements engineering phase would be analyzed for three different 
organizations. Data is collected with a joint effort of the project technical managers and the authors. 
The project related data are derived from the responses to the questions given below, following the methods 
as described:  
Question 1: Are there any similar products that can be in the same domain or are derivative products in the 
company?  
Method Used for Answering Question 1: Discussions with different project technical managers from different 
companies are performed and the details of the projects are evaluated.  
Question 2: Is there recorded data for the number of requirements for each project in the same domain?   
Method Used for Answering Question 2: The System Requirements Documents for each project are used to 
obtain the necessary data.    
Question 3: Is there recorded data for reused requirements?  
Method Used for Answering Question 3: If the metrics are kept systematically, data is retrieved from 
organization database. If they are not kept in an organizational database, technical personnel involved in the 
projects derive reused requirements from the system requirements documents. 
Question 4: Is there duration data for requirement definition phases? 
Method Used for Answering Question 4: The enterprise resource planning systems of the companies are used 
to extract this data. 
Question 5: What is the complexity level of the product to be studied? 
Method Used for Answering Question 5: the main functions of the products are defined to obtain the 
complexity level of the product with the help of technical managers of the projects. If there is critical technology 
to be developed within the scope of the product, this factor is also added to the complexity. 
5. CASE STUDY 
 Project A1 and Project A2 in the same domain from Company A were analyzed. Some of the requirements of 
Project A1 have been reused in Project A2. Table II shows the number of requirements in Project A2. Project 
A2 had 183 requirements in total. 104 requirements of those were reused from Project A1. Remaining 79 
requirements were created from scratch for Project A2. The realized duration for requirements engineering (RE) 
activities for both projects is given in Table III.   Change probability of 104 reused requirements was very low 
in Project A2, because they were tested, and approved by the customer previously. This implies that;  
 57% of total requirements (104 requirements) for Project A2 were almost fixed.  
 43% of total requirements (79 new requirements) could still be changed in Project A2.   By reusing the 
requirements; change probability in the product (NN) is minimized. While NN varies between 0% and 100%, by 
reusing the requirements it can be decreased in the range of 0% to 43% for Project A2. By using Griffin’s CTC 
formulation (2), this situation indicates that for all possible changes in the requirements, the organizations would 
require an additional 16 months (β2C T C ∗ N N = 0.16 ∗ 100%) if requirements were not reused. On the other 
hand, the organization would only require an additional 6.88 months (0.16*43%) maximum when requirements 
were reused. So, change effect is reduced by 9.12 months for Case Study. 
To estimate the time spent for RE activities, the calculations of DT and CTC given in Appendix-A for 100% 
and 43% cases are performed using (1) and (2). 100% indicates that product requirements/features were totally 
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new. 43% indicates the amount of new requirements, and is taken as the change probability of the requirements. 
The complexity level of the product developed in the scope of Project A2 was taken as 6 based on the number of 
main functions the product has.  
Even if the maximum change (43%) occurs in the requirements, there would be at least 22% decrease (from 
18 months to 14.01 months) in the duration of RE activities. If the change in the requirements were less than 
43% change, the improvement would be expected to be greater than 22%. 
When this result is compared with the actual results of Case Study in Table III, the decrease in the Project 
A2 shows agreement with these calculations. Griffin’s formulation predicts at least 22% reduction in duration; 
likewise a reduction of 37% (more than 22%) was obtained. Thus, formulations proposed by Griffin for the 
estimation of project duration apply for the system, which involves both hardware and software. 
6. APPLICATIONS 
Electrical and electronic waste (e-waste) is currently the largest growing waste stream. It is hazardous, 
complex and expensive to treat in an environmentally sound manner, and there is a general lack of legislation or 
enforcement surrounding it and proper reuse of the hardware. Which can reduce the e-waste and its effects on 
environment. 
If the e-waste in developed countries that are sent for recycling, 80 per cent ends up being shipped (often 
illegally) to developing countries such as China, India, Ghana and Nigeria for recycling.  
Long-term effects on human health and the environment 
It is evident from several studies in China that the rudimentary recycling techniques coupled with the 
amounts of e-waste processed have already resulted in adverse environmental and human health impacts, 
including contaminated soil and surface water (Zhao et al., 2010; Wang et al., 2011; Frazzoli, Orisakwe, 
Dragone & Mantovani, 2010; Tsydenova & Bengtsson, 2011). Health problems have been reported in the last 
few years, including diseases and problems related to the skin, stomach, respiratory tract and other organs 
(Nordbrand, 2009). 
7. CONCLUSION AND FUTURE WORK. 
The focus of this study is the reuse of requirements for different products in similar domains. The effects of 
requirement reuse for two different product types, one consisting of hardware and software, and the other purely 
software, have been investigated. For this investigation one case study has been performed and its result have 
been compared with a theoretical study. It is very likely that different projects in the same domain have many 
common requirements and if these requirements were maintained and shared in a common database that 
employees could access, systems engineers would choose to use these requirements in different projects. In the 
context of such an opportunity, the product would be developed within a common understanding of the 
requirements. Besides, availability of applicable product development time estimations has an importance on the 
project management tasks. By using an applicable estimation model for industrial products, it should be possible 
to make project budget and resource allocation with minimum error. It might be difficult to work with minimum 
error at the beginning of the project with less information about the development details. From the case studies it 
is concluded that the proposed method can be applied to system projects with hardware and software. The reuse 
of components can improve the day-by-day increment in e-waste; this can change the total effect of the waste 
product on environment. The proposal of the reuse of hardware as well as software is beneficial. However, it 
does not yield the same results with real-life software projects. This is because software requirements may 
change more easily when compared to hardware requirements. So, Griffin’s formulation is revised for the 
software products and proposed formulation has more effect for the change probability of the product. 
This study showed the effects of requirements reuse on project duration based on empirical results of the 
case studies in which the data are collected from industry. This study covers only the requirements analysis 
phase. In terms of the future work, investigating reuse in the other phases of the project life cycle can further 
reduce the duration. Further changes can be done, to reduce the maximum damage done by the e-waste to 
environment. 
Table 1. Coefficients used in the DT and CTC formulation. 
 
 Α β1 β2 β3 Β4 
DT 8.4 4.2 0.09 -1.9 -0.09 
CTC 10.4 3.7 0.16 0.1 -0.16 
Table 2. Requirement used in project A2 . 
 
 
Total # of Req. in Project A2 Req. of Project A1 Reused in Project A2 
Total 183 104 (57% of Project A2) 
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Table 3. Duration expended in project a1 and project A2. 
 
 
Calculations for Case Study 
CT C100 = 10.4+3.7∗6+0.16∗100%+0.1∗6 = 49.2 months 
CTC43 = 10.4+3.7∗6+0.16∗43%+0.1∗6 = 40.08 months 
DT100 = 8.4+4.2∗6+0.09∗100%−1.9∗6 = 31.2 months 
DT43 = 8.4+4.2∗6+0.09∗43%−1.9∗6 = 26.07 months 
The time spent for requirements engineering is: 
CTC100 − DT100 = 49.2 − 31.2 = 18 months 
CTC43 − DT43 = 40.08 − 26.07 = 14.01 months 
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Project A1 Project A2 Possible Impact of Reuse 
Total Duration 
(months) 
8 5 37 % decrease in duration 
