While the Agile-Scrum (scrum) framework has specific guidelines, these guidelines are often adapted by practitioners. This research aims to understand how scrum changes in practice and how these changes impact various aspects of project success. Through interviews with representatives from 11 organizations who use scrum for software development, we found variability in the application of the guidelines, namely, that only a small number of guidelines are systematically followed, and that some guidelines are rarely followed consistently. Examining these method deviations and mapping them to specific dimensions of project success, four patterns emerged. Further, we uncovered practices that are often followed but were not part of the original Scrum guidelines, including how organizations scale scrum projects. These insights into how scrum is used in practice can help industry professionals determine how to best adapt scrum. They also serve as a promising agenda for research on the application of the scrum framework in industry.
Introduction
Agile project management was developed in the late 1990s, and popularized with the Agile Manifesto in 2001 [1] . It is described as a way to manage IT projects that increases the likelihood of project success. Agile is a values-based approach to project management that promotes collaboration, transparency, continuous improvement, and adaptation to the client's needs. An agile approach to project management is considered more flexible than traditional project management and therefore claims to better adapt and respond to the client's needs, particularly when these needs are emergent [2] . Because agile is a set of values rather than a detailed approach, several methods have been developed to provide more concrete guidelines to practitioners on how to adopt the values and principles of the agile approach. Scrum is one of the most widely used and well-known agile methods. Since its development in the 1990s, scrum has grown in popularity and as of 2018, was used in 72% of organizations using agile [3] .
Scrum has been codified by a series of guidelines found in the Scrum Guide [4] . This guide states that while scrum is easy to learn, it is difficult to master. In this vein, previous work has examined how scrum application in industry differs from these guidelines [5] . To extend this work, this study seeks to examine how specific modifications made to the scrum guidelines impact project success. To answer this question, we interviewed participants in 11 different organizations that use scrum to find out how they apply or do not apply the guidelines in practice and how these modifications impact the success of their projects. We found that while a few guidelines are often followed, others are systematically not followed, and additional practices have emerged in response to organizational and industry needs. Paradoxically, some of the ways the scrum framework is adapted replicate some of the very elements that it claims to change. We conclude with future research directions in the field of how scrum is applied and adapted in practice, and recommendations for practitioners who use the scrum framework.
Literature review 2.1 Project success
Although project success is an important theme in project management literature, there is no widely agreed upon definition of success. Traditional success metrics are the "iron triangle" criteria of time, budget and quality [6] . These are often referred to as the foundation of project management [7] and are generally used to evaluate project managers themselves [8] . However, these metrics have been criticized for several reasons. First, failures relative to time and budget are often attributable to poor estimation and not poor project management [9] . Second, the "iron triangle" only represents the success of the management of the project, and does not necessarily reflect the success of the project itself [6, 10, 11] .
While there is general consensus of time and cost as being important to project success, the third point, quality, has often been modified alternately to "scope" or "requirements," or even include scope as a fourth point [12] . Further success metrics relevant to software development include stakeholder success [13, 14] , including satisfaction of the customer [11] , senior management/sponsor [10] , team [15] ; meeting organizational goals [15] ; and strategic success/value [10, 11] .
The agile approach
Traditionally, software was developed using sequential methods with phases such as "requirements definition," "solution development," "testing" and "deployment" [2] , commonly referred to as a "waterfall" approach to software development. As early as 1970 this approach was criticized, calling for a more iterative approach to software development [16] . While it took several decades to emerge, the agile approach was born partly in response to this criticism.
The Agile Manifesto [1] , published in 2001 by a group of experienced software practitioners, brought increasing popularity and interest for agile methodologies and drove unprecedented changes to the field of software development [17, 18] . This approach was developed to address many of the weaknesses of traditional, cascade planning methods [19, 20] . The Agile Manifesto is based on four core values and 12 principles, rather than specific guidelines, which emphasize short development cycles, customer involvement and programmer empowerment [1, 17] . Consequently, Agile has been described as a philosophy rather than a methodology [21, 22] .
Agile approaches were purported to make better, faster and cheaper software [18] that responded to the dynamic environments in which IT projects were being developed. They addressed the emerging challenges of the software development industry, characterized by high uncertainty, short development cycles, and the absence of a physical deliverable [23] . Agile approaches have delivered on this promise: Standish group results on project success indicate that across all project sizes, those that use an agile approach are more likely to succeed [24] .
Agile Scrum
Several methods and frameworks have been developed to provide structure to the agile approach of software development, the two most common of which are scrum and extreme programming. Developed in early 1990s, Scrum is described as a lightweight software development method (in contrast to heavyweight traditional methods) [4, 25] .
The scrum framework is based on empiricism [4] . According to this philosophy, knowledge can only come from primary, sensory experience [26] . Empiricism in scrum relies on three pillars: transparency, inspection, and adaptation. Transparency requires every aspect of the project to be visible to anyone considered responsible for the outcome. Inspection means that every sprint review is an opportunity to inspect and correct software. The adaptation pillar supports the claim that the process or the material being processed may be changed to adjusted in case of deviations from the acceptable limits. Therefore, Scrum advocates for continuous frequent inspection and adaptation through a disciplined management process [25] .
While the pillars of empiricism and the values of scrum are stated in the scrum guide, the guide focuses primarily on describing the operations of scrum [4] . The scrum team consists of the product owner (PO), the scrum master (SM) and the developers. The scrum events, sprint planning, the daily scrum, the sprint review (of the product), and the sprint retrospective (of the process) are used to promote inspection and adaptation. The scrum artifacts are the product backlog (overall product requirements), the sprint backlog (requirements for each sprint) and the increment (the specific deliverable for each sprint).
Modifications to Scrum
The Scrum guide warns that its artifacts, roles, events and rules are immutable, stating that when changes are made or partial implementation of scrum is conducted, the result is not actually scrum, because "Scrum exists only in its entirety" [4] . However, it is commonly understood in industry that the official practices are not consistently followed [5] . Often referred to as "ScrumBut," practitioners state that they want to respect the guidelines of scrum, but for certain reasons they do not feel able [5] .
A small stream of research has examined modifications that are commonly made to scrum [5, 27] . Some research has concluded that practitioners will alter scrum to optimize it [27, 28] ; to respond to requirements [29] , or to adapt to distributed teams or larger projects [29] . Agarwal presented a modified scrum methodology adapted to ongoing software delivery [30] . Sometimes adaptations have been attributed to legacies of previous, non-agile processes [28] . One of the most important, yet most challenging, scrum guidelines to respect is autonomous, self-organizing teams [18] . Stettina and Heijstek [31] studied five dimensions of team dynamics within agile scrum and found that team autonomy was consistently the least respected dimension. Literature has also begun to address adaptations to scrum for large [23] and very large [32] projects. Hobbs & Petit [23] found that the need for the product owner to balance availability, knowledge of business needs and decisionmaking authority was particularly challenging, because on large projects these three aspects were often contradictory.
While research has begun to look at adaptations to scrum in general, most prior work focuses on sharing codified transformations of scrum that have been empirically validated to have a positive impact on project success. However, as suggested by Eloranta and colleagues [5] who identified 14 anti-patterns, or deviations from scrum that could potentially be harmful, some modifications to the framework can negatively impact success. The focus of the present paper is understanding how modifications made to the scrum framework either positively or negatively impact the success of the project, whether from a project management or customer satisfaction perspective.
Research Method

Research design
To understand the nuances of modifications made to the Agile-scrum framework in industry and their impact on project success, a qualitative case-study approach was adopted. This method is particularly suited to our research question, as it aims to seek understanding and interpret meaning [33] . Snowball sampling was used to identify representatives from 11 different companies that have been using scrum for software development on at least one project. The unit of analysis was the project itself. Table 1 summarizes the companies in the study. The diversity in the sample allowed us to capture and describe patterns that span wide variability in the cases [34] .
Semi-structured interviews [35] were conducted with individuals who were or had recently been involved with a software development project that used scrum. The interview guide was developed using the main principles of scrum. Respondents provided information on the project, the use of scrum, how scrum was adapted, and how adaptations affected project success. To identify potential deviations across the entire scrum framework, 44 specific guidelines were derived from the scrum guide. The list of guidelines was provided to respondents, who were asked to what degree each guideline was respected for the project under study (1 = never; 5 = always). To help understand how and why each guideline was modified or not, participants were asked to elaborate on each of their answers. Interviews concluded with questions about how the modifications impacted project success and team satisfaction with the process. Interviews were conducted in person or over Skype. The interviews lasted 68 minutes on average. 
Data analysis
Interviews were transcribed (341 pages) and analyzed using NVivo software. Initially, a deductive coding approach [36] was taken, using codes that were based on the findings of the literature review. This step was followed by magnitude coding [36] and the development of matrices to determine similarities and differences between cases. Finally, an inductive, datadriven coding process was used to identify new themes mentioned by respondents. These themes are discussed below.
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In addition to analyzing the qualitative interview data, the responses to the 44 guidelines were examined and compared between cases. Five guidelines emerged as being consistently applied and six as having a particularly low rate of adherence. The guidelines with the highest (5) and lowest (6) rates of application are discussed below. Finally, the seven guidelines that had the most varied rate of application were mapped to the two main success metrics, namely project management success and client success to identify patterns. The results are presented below.
Results
Consistently followed scrum practices
Of the five scrum practices that are consistently followed, three of them are related to the mechanics of scrum, and only two are related to the values scrum recommends. These two guidelines described below encourage transparency in the development process, as per the recommendations in the scrum guide [4] . First, 10/11 respondents reported that the team is open about their work and the challenges they are facing however several reported that the teams required training and coaching to achieve this. The PO from STREAM noted: "It was a work in progress, in the sense that when the product owners arrived Agile was clearly not well understood, the teams were not valued, because it hadn't been put in place 100% as it should have been.
So it was really complicated, just to get them on board, because you know, two weeks after they [the product owners, agile coaches and scrum masters] arrived they really made the process more visible." Similarly, the agile coach from SPORT mentioned: "Even though they had two years of experience, it was not very well understood. Why? Because they had not been helped out, they had not received training and they had acquired bad habits that were not linked to bad intentions, but that were linked to a misunderstanding of what working in scrum means." Second, 10/11 respondents reported conducting sprint reviews. However, only 3/11 fully respected this guideline, and ensured that external stakeholders were present at reviews. This had an impact on the ability to adapt to client requests. The scrum master at AUTHwhich does not have the client at their reviewsremarked: "But the reality is, often the client will look [at the final product] and say 'that's not exactly what I wanted, I'd rather it like this' […] there are lots of advantages of showing the client the product with the developers present." The three remaining guidelines were related to the mechanics of scrum and are summarized in Table 2 below.
The result that some practices are consistently followed while others are not is not surprising. Even when traditional IT project management methodologies are implemented in one single firm, some of the practices are applied consistently while others are not [37] . . Table 2 : Practices consistently followed Practice Quote (A) One product owner who is a person not a committee The product owner is a role and not a person, and the responsibility can be transferred to another employee, or is added to other responsibilities, and in some cases, is shared (senior-junior relationship).
Dev. at MEDIC: "That being said, because of the size of the project, we had proxy product owners [POs] because we could not always speak with the PO because the project was so big. Each team had their proxy PO and if we had any questions about the product, we would see the proxy PO and he would ensure synchronization with the PO." (B) Scrum master in charge of process and enforcement This was also a role and not an exclusive responsibility taken on by different people in different projects. VP at REGIS: "So in one team a developer plays the role of scrum master, and another team it's the product owner and another team it's me, so it's kind of varies but the role is still here. The project has one scrum master, so it's a role." (C) Back to back sprints of 4 weeks or less All companies mentioned sprints lasting max four weeks.
PO at STREAM: "Yes we had three-week sprints. I have done two weeks, it was a lot of ritual, really. Sometimes you don't have the choice, if your project is only two months long for example. I've even seen one-week sprints. That was too intense. I personally like 3 weeks."
Rarely followed scrum practices
In addition to the practices that are largely followed, we identified six practices that show low rates of adherence (summarized in Table 3 below). Three practices (G, H, I) are related directly to the mechanics of how scrum is organized. However, three of these practices (D, E, F), are relevant for the core agile.
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Industry-driven practices
In addition to the scrum guidelines, our respondents described three practices that are not specifically mentioned in the Scrum framework. Two of these practices, grooming and scaling, are specific to Agile projects in large organizations. They have been described in formal large-scale scrum methodologies [38, 39] , but in our results, these modifications seem driven by ad-hoc reactions and not by strategy or plan.
The third industry-driven practice, continuous scrum with no set deadline, was specific to the eight companies 
Dev. at INTERNET: "
We're always 'disrupted' by something. I think it's both [project and non-projectrelated disruptions]. I think that in general, the more experience you have, the more people ask things of you. I think that ideally you shouldn't be 100% booked. You should be at 60%, and keep 40% for other things, to help other teams, or other unexpected things." (E) The development team decides how many items from the product Backlog to include in a Sprint In 7/11 projects, other people were involved in deciding the number of items. SM at AUTH: "It's me and the devs. It's not just the devs, but sooner or later yes, I hope that the team will be autonomous and be able to do it automatically, and be responsible for all of the estimations, yes." Dev. at MEDIC: "That was hard. It was hard because the Product Owner always wants to push more, and it's always "let's go guys, we are at 110% capacity but we can do it." (F) Keeping daily scrums internal to the development team 6/11 teams did not hold daily scrums. 4/11 teams had external participants in the daily scrums.
VP at REGIS: "So sometimes developers will stand up, they will do their daily scrum, they will talk about blockers, plans for the next 24 hours but someone from support will be there and [interviewee frowns]." PMO at FIN: "No daily scrums…Yeah, there's no way they'll join daily." (G) Using the backlog as the only source of requirements 5/11 teams did not respect this guideline. SM at AUTH: "as a small start-up, we are also clientfacing and need to integrate client requests as well" PM at FOOD: "We also, and this is what I don't like about [FOOD] , have to have detailed requirement analysis documents, and these are the main source of truth, not the product backlog" (H) The product owner is the only person responsible for managing the Product Backlog 5/11 teams did not respect this guideline. Reasons included: lack of experience of PO (SPORT), shared with business analyst (FOOD), PMO instead (FIN), responsibility of "closer," a new role (GAME), comments instead of backlog (ERP1). PMO at FIN: "[The product owner] doesn't do it. He has an opinion but is not responsible for managing it. I am the only one who does it. Because people are busy, this is the real world. It's not a book that you're writing, like a book 'Oh you're responsible to do that'." Dev. at GAME: "No, I think it's not just him, I think other people around him can modify things [in the backlog]."
(I) Monitoring and sharing progress
Only 6/11 teams regularly monitored and shared progress: 3 using a burndown chart, 3 using other means (e.g. JIRA, Gantt chart). Others did not monitor progress at all. in our sample where the product at the heart of the scrum project was part of the company's core business (AUTH, ERP1, ERP2, FIN, GAME, INTERNET, REGIS, STREAM).
Scaled scrum teams
While the Scrum guide describes Agile-scrum practices within a single team, our research uncovered a different reality. To respect the optimal team size while working on a larger project needing more than 9 developers, 7/11 respondents reported some degree of scaling of scrum teams. For two (SPORT, REGIST), the scaling corresponded to the Nexus structure of nested scrum teams as proposed by Schwaber [39] . Our respondents expressed that maintaining the spirit of Scrum while scaled to a larger project required coordination on the part of all team members.
However, not all teams scaled according to industry recommendations. For MEDIC and INTERNET, scrum teams were simply split when the team became too large, creating multiple teams working in parallel on the same project. A developer from MEDIC expressed that this split limited visibility and created silos: "the challenge is to not always work in a silo. That's what is hardest. It's hard for the work, but also for the quality of the product. Everyone has their strengths and weaknesses, if you can't see what the others are doing nobody improves. You struggle with things that others could solve easily, and you don't learn from what the others do." At STREAM, AUTH and GAME, teams were formed based on function, with each team responsible for a specific function of the product (e.g. UX, Back-end), and each functional team conducting its own, independent sprints. Appropriately scaling scrum is a challenge evoked by Hobbs & Petit [23] who indicate that research on this issue is "ongoing but is still incomplete" (p. 16).
Grooming and triage
Formally, the Scrum guide prescribes three main events: Sprint Planning, Sprint Review and Sprint Retrospective. Refinement, while only briefly mentioned in the scrum guide, is described by industry as a critical phase in scaled scrum. According to the LeSS framework, it serves to determine the global sprint backlog and assign tasks [38] . The Refinement phase is the initial step in the Nexus Process Flow [39] and serves to decompose the product backlog and remove or minimize dependencies between teams.
Five respondents (STREAM, AUTH, SPORT, INTER, and MEDIC) described a regular refinement meeting, often referred to as "grooming." However, not all organizations implemented refinement in the same way. For example, STREAM, MEDIC and SPORT used this phase as recommended, to break down the complexity of requirements to come to facilitate future planning meetings. The product owner at STREAM considers this meeting the most important of all scrum events. The agile coach from SPORT explained that before his arrival, grooming, estimation and planning were all part of the same meeting, which resulted in long planning meetings that were not very effective. He described why he implemented a separate grooming phase: "it allows the team to work the needs in advance and reduce the set-up time.
[Now] the planning ceremony is much shorter and the team has a better understanding of the needs."
At AUTH, however, the opposite happened. Estimation, which is usually reserved for the sprint planning event, has been included in the grooming phase, with the goal of making dependencies more transparent. For INTERNET, a "triage" meeting occurred bi-weekly that served to discuss items that are not progressing and understand why they have stalled so they can be moved forward. This process did not address the complexity and dependencies of the stories in the backlog, however.
Grooming, as described in the Nexus guide, is the responsibility of scrum team members [39] . However, at MEDIC, grooming was sometimes done by middle management rather than with the development team. One of the consequences of not involving the development team in grooming is that it limits the team's understanding of the big picture. Team involvementwhich reflects the agile recommendation of self-organizing teams [31] and the scrum pillar of transparency [4] was particularly important for large projects with bigger challenges and greater complexity.
Continuous scrum in software companies
All software-based companies in our sample noted that the project was ongoing, with no specified scope, budget or deadline, similar to the case study described by Agarwal [30] . These companies still reported having time-boxed sprints and their related events. However, because of the lack of formal deadlines, tracking progressregardless if using a burndown chart or other toolseemed to become irrelevant. For some, the term "project management" did not apply to their organization's business model. The VP at REGIS shared: "A project, by definition, has a start date, end date, budget, resources, objective, and a plan. Agility doesn't have a start date, doesn't have allocated resources, and doesn't have an end date, and doesn't have any of this." The lack of milestones and a clear end-date reportedly created tensions with clients who were not familiar with the process, whether they were external end-users (REGIS) or internal customers such as the sales department (INTERNET, STREAM). The VP at REGIS shared: "No! Most customers are not satisfied with the pace at which we are going, and I think it's fair to say that this stems from changing their mind from a project or a more traditional way of doing things towards agility cannot be done overnight without any coaching or extreme curiosity. And a cheer club owner doesn't have the resources, the coach or the interest to go as far as to really understanding agility. So most of them are not happy with this."
Definition of success
Agile is supposed to increase customer satisfaction. For software development companies, success was primarily defined as client satisfaction with the product. Our respondents reported that customers were satisfied with the product; however, in the case of REGIS, this was despite dissatisfaction with the process, particularly the pace of development. The VP noted: "So they love our product […] because it does everything for them, and nothing else does it, but they don't like the pace at which we're going." Software development companies, for whom the product was their core business, did not consider budget or schedule as measures of project level success because these were measured at the enterprise level. These companies instead focused on the quality of the product being developed. This tendency is somewhat paradoxical, in that agile software development is thought to improve control over time and budget [18] , not to make them irrelevant.
For organizations working on more defined projects, the dimensions of on-time, on-budget and high-quality were used to measure success. Budget and time were closely related. However, the different dimensions of success carried different weights and interpretations for each organization. Completing the project on time emerged as the most important dimension of success across these projects. The three projects that were considered unsuccessful overall by our respondents (ERP1, GAME, and SPORT) did not meet their target schedule. Quality was defined in different ways. AUTH and SPORT identified bug-free code as a marker of quality. For ERP2 quality was defined as a global characteristic of the project. For REGIS, quality meant conforming to the Definition of Done.
Links to success
One of the goals of this research was to determine how deviations from the scrum guidelines impact project success. To this end, the seven guidelines that were identified as having medium rates of adherence were mapped to respondents' evaluation of project management success and customer satisfaction (the two metrics exhibiting the greatest variability) to identify any emerging patterns. These guidelines are indicated in Appendix 1. From this analysis we identified three specific recommended guidelines that appear the most closely related to project management success, and one that seemed associated with customer satisfaction. Not respecting these specific guidelines seemed to impact these elements of success. The guidelines are described below.
First, our analysis suggests there may be a positive relationship between the development team's control over how many items from the backlog assigned to a Sprint and project quality. More specifically, it suggests that meeting the target quality of the project may be affected by the team's power to independently plan each sprint. The Scrum guide recommends that development teams autonomously decide the work estimates for the sprint. However, sometimes authoritative Product Owners/Project Managers/Scrum Masters, and hierarchical work practices, interfere with this autonomy. This lack of control can result in reduced commitment from the team and inaccurate estimates which may translate into poor performance and a defective schedule [5] . Four of our respondents reported that the development team did not have complete control over the backlog. For three of these projects, the respondents also mentioned issues relating to quality. The fourth respondent, a developer at MEDIC, described the impact that a lack of control could have on the quality of the project. He touched on the tension between his development team and his Product Owner over the number of elements to include in a Sprint. He explained that the Product Owner represents the customer/client side in the project and pushes for features to be developed faster. While this could motivate the team to be more effective and productive, it can also contribute to technical debt and employee stress, which in turns impacts the quality of the increment. The developer explained that while the pressure from the Product Owner helped them finish the essential parts that made up an increment, a lot of work surrounding that increment such as specifications adjustment and testing was not done appropriately resulting in a build-up of technical debt. Similarly, Codabux and Williams suggested there were negative impacts on project outcomes when technical debt was improperly managed [40] .
Second, a positive relationship between the Product Owner's sole responsibility for the Product Backlog seemed to relate to project management success. While the Scrum Guide allows for input from the entire Scrum team about the Product Backlog's items, it does emphasize the responsibility of the product owner for the Product Backlog [4] . The interviews revealed that the Product Owners on only six projects took on full responsibility for the product backlog. Projects where the product owner was the only one responsible for the product backlog usually succeeded in meeting their scope, budget and schedule targets. When product owners were not solely responsible, the project often did not meet its targets. For example, the Agile coach from SPORT noted that because the Product Owner was a novice, other team members helped out. This impacted the organization of the backlog and ultimately the work on the project: "There was a bit of everything. People who verbally said "hey, we can do this, we can do that" which is logical, and can even be a good thing…but the problem is that it was not organized, which meant that in the end we had a backlog that was all over the place, because the product owner did not do his job of filtering, homogenizing everything." This disorganization caused delays, over-spending and quality issues with the project: "The team removed things [items from the backlog] because they lacked maturity, because they lacked knowledge, and by removing these things, it prevented the team from […] targeting quality, it prevented the team from working at a sustainable pace, it prevented lots of things." As the Agile coach explained, he was hired to correct these issues and ensure success of future projects. When the product owner cannot properly organize and plan the backlog, the team may not know which items the client has prioritized. This can create complications in late stages of the project, which may explain the pattern observed [5] .
Third, we noted a positive relationship between conducting retrospective meetings with the objective of inspection and improvement, and both project management and customer success. The goal of sprint retrospectives, unlike sprint reviews, is to improve how the team functions [4] . Only 6 of the 11 respondents confirmed having a sprint retrospective meeting that serves to inspect the team and addresses work process improvement. The product owner at STREAM explained that "the key to the retro[spective] is really that [problems] are solved, because otherwise, there's no point in having a retro [spective] ." Two projects (FOOD and SPORT) did hold retrospective meetings, but these were treated as an opportunity to air grievances and were not focused on improving work processes. ERP1 did not conduct retrospectives because they were seen as a waste of time by senior management. Skipping retrospectives or holding ones that are not centered on improvement may result in higher levels of frustration within the team. Moreover, it may also hinder the team's ability to communicate, reflect, and progress in their work. This can lead to team stagnation and lost efficiency and productivity, which may explain the pattern identified [5] . This is demonstrated in the reflection of the Agile coach from SPORT: "To me, what explained why the team didn't move forward is because they didn't inspect what it was doing. They didn't reflect on what they did, and they didn't improve [….] Communication, reflection and improvement were not done. They just delivered and it wasn't even going well […] and it's the retrospectives that let you work on those three [things] ." Sprint retrospectives provide an opportunity for organizational learning, defined as "an aggregation of local action and reflection cycles" [41] (p. 129). Research has found that when these cycles break down in production teams, the product could suffer from "inadequate quality and cost improvement, potentially harming customer satisfaction (p. 143)." Thus, explaining the possible link between project retrospectives and project success.
Discussion
Consistent with [5] , none of the organizations in our sample follow all the guidelines of Scrum all the time. Three of the practices that are not consistently followed are related to team organization (letting the development team decide how many items from the product Backlog to include in a Sprint; Protecting the team from distractions during the Sprint; Keeping Daily scrums internal to the development team). This result is consistent with [18] who stated that maintaining autonomous, self-organizing teams is the most challenging aspect of scrum to achieve, and with [31] who noted that team autonomy was the least respected aspect of scrum. The one team-related practice that was consistently followed was being open about their work and problems, however, as was noted above in Section 4.5, sometimes this was interpreted as an invitation to air grievances, rather than as an opportunity to improve.
Agile scrum is built on empiricism, a theory which emphasizes the importance of experience, and of making decisions based on what is known [26] . Scrum stands on three pillars that reflect empiricism: transparency, inspection and adaptation. From our research, however, not all modifications made to the scrum process reflect these pillars. First, ad-hoc scaling of scrum teams, or creating teams based on product function, can limit the visibility of certain aspects of the project to members of the development teams, going against the pillar of transparency of the entire process for any who are responsible for the outcome, including the development team members. Second, not involving external stakeholders in reviews limits the possibility for inspection and subsequent adaptation of the product, and as such contradicts these pillars. Third, retrospectives focused on process improvement serve to inspect and adapt the team's work; by not focusing retrospectives on improvement, these pillars are again contradicted and can impact project outcomes.
Consistent with previous research [23] , our results demonstrated that scrum is being scaled in response to industry needs. However, rather than strategically implemented, in our sample this appears ad-hoc and unplanned, sometimes hindering visibility and collaboration between teams working on the same project, contradicting the pillars and the values of Scrum.
This research unveiled that it takes more than simply adopting the prescribed scrum guidelines to benefit from the added value for which the scrum framework was initially developed. Ensuring that a project has all the roles, practices, and artifacts of a scrum framework does not guarantee optimal adoption or the benefits it claims to bring. Rather, it is knowledge and understanding of the objectives and principles behind framework components that contribute to achieving agility in software development. For example, the inconsistent interpretation and application of grooming, a relatively new addition to the scrum framework, provides further evidence for the claim that scrum, while easy to learn, is difficult to master. Teams that frequently respected the pillars and values of scrum, even when modifications were made, appeared to achieve better outcomes. The results of this research therefore invite practitioners to reflect on how to best educate their teams on what the roles, practices, and artifacts mean and how they contribute to having the most advantageous development environment.
Conclusion
While this study presents important findings, it does have some limitations. First, only one person was interviewed per organization, and the role of the person interviewed was not the same for each organization. It is possible that responses were biased by incomplete knowledge of the project and organizational practices, or by their perspective based on their role within the project. Despite this, as scrum favors transparent communication and close collaboration, we feel that respondents, regardless of their role, were able to comment satisfactorily on the project. A second limitation is the sample size. However, the goal of the qualitative approach used was to uncover practices and identify potential patterns, not demonstrate statistical significance and we feel our sample was large and diverse enough to identify emerging patterns. We plan to conduct additional interviews to collect additional data in the future. A third potential limitation is that the conclusions are solely based on interview responses. Further work on this project will include re-engaging with the participants, and collecting artifacts and documentation to further support the findings.
Despite the limitations, this research has important implications both for future research and for practice. For research, this project uncovered some important insights into how agile-scrum practices diverge from formal guidelines. While it has been long understood that Scrum is often adapted by industry, this project provides a list of specific areas where adherence to the guidelines is not uniform, providing a framework for future research in this area. Second, the understanding and implication of industry-driven practices such as scaling scrum and formalizing grooming appears inconsistent. Further research could measure the impact of a strategic vs. ad-hoc use of these practices.
Of interest to practitioners, we have identified three practices that, when applied, seem to be related to project success. This would suggest that these are some of the most important practices in scrum to which to adhere. Second, while the scrum framework has been adapted to large and very large projects, many of the organizations we interviewed have not adopted a formal scaled scrum approach, but instead have used an ad-hoc approach to expanding scrum. One of the dangers of this ad-hoc approach is that it can result in creating silos and limiting visibility between sub-teams, potentially impacting project success. Practitioners should take note that if scrum is easy to learn but difficult to master, scaled scrum is even more difficult to master, and conducting it improperly could have consequences for project success.
