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TIIVISTELMÄ 
Digitaalitekniikan käytön yleistyminen teknisissä tuotteissa ja sovelluksissa yhä etene-
vässä määrin tulee myös tekniikan alan korkeakoulutuksessa ottaa huomioon. Teknisis-
sä tuotteissa digitaalitekniikkaa käytetään esimerkiksi älykkäissä säätöratkaisuissa sekä 
tuotannon automatisoinnissa, kuten robotiikassa. Digitaalitekniikkaa voidaan toteuttaa 
käyttäen mikroprosessoreita, mikrokontrollereita, signaaliprosessoreita, asiakaskohtaisia 
ja ohjelmoitavia logiikkapiirejä sekä kokonaisia piisirulle integroituja järjestelmiä. 
Tässä diplomityössä tarkastellaan FPGA-tekniikan opetusta Vaasan yliopiston automaa-
tiotekniikan opintosuunnassa, tarkasteltavana kurssina AUTO1010 Digitaalitekniikan 
perusteet. FPGA-piirejä käytetään kurssin opetusalustana niiden hyötyjen, kuten rin-
nakkaislaskennan vuoksi. Tarkoituksena on selvittää opetuksen mahdolliset kehityskoh-
teet FPGA-tekniikan opetuksessa.  Kurssin harjoitustyönä keväällä 2014 toteutettiin 
valourut FPGA:lla. Valourkujen toteutuksessa käytettiin laitevalmistajan suunnitteluoh-
jelmaa, ledejä, vastuksia, koekytkentälevyjä ja kuulokemikrofonia. Toteutuksessa käy-
tettiin VHDL-laitteistokuvauskieltä. Kurssin luennoilla ja laskuharjoituksissa käytiin 
tarvittava teoriaosuus lävitse, tarkoituksena antaa riittävästi pohjatietoa harjoitustyön 
suorittamiseksi. Harjoitustyön suorituksessa järjestettiin kolme ohjauskertaa, josta vii-
meisimmällä toteutettiin palautekysely koskien kurssin ja harjoitustyön suoritusta. 
Kerättyä palautekyselyn tuloksia verrattiin muihin samankaltaisiin tutkimuksiin. Palau-
tekyselyn ja vertailujen perusteella voidaan sanoa, että kurssin FPGA-tekniikan opetus 
on hyvällä tasolla, eikä merkittäviä muutoksia kurssin järjestelyyn tarvitse tehdä. Toteu-
tetun palautekyselyn tuloksista julkaistiin myös konferenssiartikkeli. Tulevaisuudessa 
digitaalitekniikan opetukseen voisi ottaa mukaan SoC-järjestelmät, joissa ohjelmisto ja 
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ABSTRACT 
As the use of digital technology becomes a common part of industrial engineering prod-
ucts and applications, so have also teaching of digital electronics become a vital part of 
engineering education. Engineering products where digital electronics is used are for 
example smart control systems and production automation, such as robotics. Digital 
technology can be implemented with using microprocessors, microcontrollers, digital 
signal processors, application specific circuits, programmable logic circuits and systems 
integrated in a chip. 
In this thesis teaching of FPGA technology at Automation curriculum of University of 
Vaasa is examined. The course which is examined is AUTO1010 Introduction to digital 
electronics. FPGAs are used in course study platform because of their benefits, such as 
parallel computing. The purpose is to find out potential developing subjects in course 
teaching. The practical work of the course in Spring 2014 was light organ with FPGA. 
In implementation device manufacturer’s software was used with leds, resistors, bread-
boards, and headphone microphone. The design language used in the project work was 
VHDL hardware description language. In the lectures and exercises necessary theory 
was introduced to manage carrying out the practical work. Three guidance lessons were 
held and in the last time a feedback survey was carried out.         
The finished feedback survey was compared to other similar publications. On the basis 
of feedback survey and comparisons it can be said that teaching of FPGA technology is 
at a good level and there’s no need for significant changes on the course implementa-
tion. The results from the feedback survey were also presented in a conference paper. In 
the future to teaching of digital technology could include the use of SoC systems where 
software and hardware can be integrated on the same IC-chip with operating system 
(Linux).  
 
KEYWORDS: FPGA technology, teaching, digital technology 
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1. JOHDANTO 
Digitaalitekniikan käytön yleistyessä teknisissä laitteissa tulee tulevaisuuden insinöö-
reillä olla hyvät pohjatiedot kyseisen tekniikan suunnittelu- ja toteutusmenetelmistä. 
Tuotteita jotka hyödyntävät digitaalitekniikka ovat esimerkiksi suojareleet, taajuus-
muuttajat, robotiikan sovellukset sekä muut automaatioratkaisut. Teknisissä sovelluksis-
sa digitaalitekniikkaa voidaan soveltaa käyttäen mikroprosessoreita, mikrokontrollerei-
ta, digitaalisia signaaliprosessoreita (DSP), asiakaskohtaisia logiikkapiirejä (ASIC) sekä 
rinnakkaislaskentaan perustuvia kenttäohjelmoitavia logiikkapiirejä (FPGA).  
FPGA-piirit tulivat markkinoille 1980-luvulla ja niiden käyttö eri teknisissä tuotteissa 
on lisääntynyt jatkuvasti. Tärkein tekijä niiden käytön jatkuvaan suosioon on niiden 
uudelleenohjelmoitavuus ja rinnakkaislaskenta, jolloin samaa piiriä voidaan käyttää eri 
sovelluksiin suhteellisen halvalla kehityskustannuksella. Viimeaikainen kehitys on 
mennyt kohti integroituja piirejä (IC), jossa yhdelle mikropiirille on mahdollista toteut-
taa laitteisto- ja prosessorijärjestelmä (SoC).  FPGA-piirit koostuvat logiikkaelementeis-
tä, jotka on järjestetty matriisirakenteeksi. Logiikkaelementit yhdistetään ohjelmoitavan 
reitityksen avulla. Lisäksi piiri voi sisältää omia muisti/kertolaskuelementtejä. Piirille 
on mahdollisuus lisätä prosessori sulautettuna mikroprosessorilaitteina tai ohjelmisto-
pohjaisena. FPGA-piirien digitaalinen logiikka toteutetaan käyttäen laitteistokuvauskiel-
tä (VHDL, Verilog, SystemVerilog) ja ne soveltuvat hyvin prototyypitykseen. Niiden 
avulla voidaan toteuttaa esimerkiksi digitaalisia säätöratkaisuja, kuten esimerkiksi in-
duktiomoottorin jännitteen ja taajuuden säädössä (VVVF) (Vinay, Shyam, Rishi & 
Moorthi 2011: 1–6).  
FPGA-tekniikan opetus sisältyy monen korkeakoulun tekniikan alan opetusohjelmaan. 
Opetuksen toteuttamisessa osa yliopistoista käyttää etälaboratoriota, jotka toimivat in-
ternetin kautta, ja mahdollistavat opiskelijoiden joustavan työskentelymahdollisuuden. 
Lisäksi piirivalmistajien (Altera, Xilinx) tarjoamia kehitysalustoja käytetään opetukses-
sa ja prototyyppien kehityksessä. Kehitysalustat sisältävät FPGA-piirin sekä lisäkom-
ponentteja kuten muisteja, kytkimiä ja LCD-näyttöjä. Kehitysalustojen käyttö mahdol-
listaa itse tehtävien ulkopuolisten kytkentöjen liittämisen kehitysalustalle niiden omien 
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komponenttien lisäksi. FPGA-piirien ohjelmoimiseen on piirivalmistajien tarjoamia 
ohjelmistoja, joiden avulla on mahdollisuus kääntää, simuloida ja syntetisoida haluttu 
piirikuvaus. Laitteistokuvauskielen osaaminen on yksi keskeinen taito FPGA-
toteutuksia tehtäessä, ja monet korkeakoulut ovat panostaneet sen opetukseen käyttä-
mällä valmistajien ohjelmien lisäksi omia itse toteutettuja suunnitteluohjelmia. On ole-
massa lisäksi kolmannen osapuolen tekemiä ohjelmistoja, joilla on mahdollisuus kään-
tää annettu piirikuvaus suoraan laitteistokuvauskielelle. FPGA-tekniikkaa voidaan käyt-
tää opetusalustana digitaalisten järjestelmien, esimerkiksi digitaalisen signaalinkäsitte-
lyn opetuksessa (Stastny, Ruckay 2006: 201–204).  
Työn tarkoituksena on selvittää FPGA-tekniikan opetuksen tilaa Vaasan yliopiston au-
tomaatiotekniikan kursseissa. Tarkasteltavana kurssina on digitaalitekniikan peruskurssi 
AUTO1010. Vertailuaineistona käytettiin artikkeleita, jotka käsittelivät FPGA-tekniikan 
opetusta.     
1.1. Työn rakenne 
Tässä työssä toteutettiin palautekysely AUTO1010 Digitaalitekniikan perusteet kurssin 
toteutuksesta, erityisesti harjoitustyöstä. Kysely toteutettiin yhteistyössä TkT Birgitta 
Martinkaupin kanssa, jonka vastuulla oli kurssin laskuharjoitusten pitäminen. Kurssin 
harjoitustyönä toteutettiin FPGA sovellus, jonka nimi oli valourut. Palautekysely on 
liitteessä 1. 
Kappaleessa 2 käydään lävitse FPGA-piirien arkkitehtuuria, suunnittelumenetelmiä, 
niiden hyötyjä verrattuna muihin toteutusmahdollisuuksiin sekä kolme eri laitteistoku-
vauskieltä. Arkkitehtuurista esitellään kaksi erilaista toteutusvaihtoehtoa. Laitteistoku-
vauskielistä esitellään kolme yleisintä VHDL, Verilog ja SystemVerilog. Lyhyesti käy-
dään lävitse mikroprosessorien liittäminen FPGA-piirille. Kappaleessa 3 esitellään 
mahdollisuudet toteuttaa FPGA-tekniikan opetus käyttäen etälaboratoriota ja tavan-
omaisia laboratoriota ja opetusmenetelmiä. Lisäksi laitteistokuvauskielen opetusta selvi-
tellään. Kappaleessa 4 esitellään kurssin laskuharjoitusten suoritus sekä harjoitustyön 
rakenne ja toteutus. Rakenteesta esitellään valourkujen rakenne, kehitysalustassa oleva 
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WM8731 Audio codec, FPGA-piirin ja koodekin välisen tiedonsiirron hoitava CI2 -
väylä, pulssinleveysmodulaatio (PWM) joka opiskelijoiden oli tarkoitus toteuttaa omana 
moduulina valmiiksi annettuun projektipohjaan. Kappaleessa 5 esitellään suoritetun 
palautekyselyn tulokset, jotka kerättiin opiskelijoilta viimeisellä harjoitustyön ohjaus-
kerralla. Kyselytuloksiin saatiin vastaus 15 opiskelijalta. Suoritetun palautekyselyn tu-
loksista kirjoitettiin konferenssiartikkeli (Karhu, Alander & Nurmi 2015), joka esiteltiin 
CSEDU-konferenssissa. Konferenssiartikkeli on liitteessä 2. Kappaleessa 6 pohditaan 
kurssin toteutusta yleisesti ja vastausten perusteella, sekä vertaillaan kirjallisuudesta 





FPGA-piirit ovat digitaalisia logiikkapiirejä, jotka kuuluvat kenttäohjelmoitaviin logii-
koihin (FPL). Kenttäohjelmoitavat logiikat ovat ohjelmoitavia laitteita, jotka sisältävät 
pieniä logiikkasoluja ja elementtejä. (Mayer-Baese 2007: 3.) FPGA-piireillä pystytään 
toteuttamaan monimutkaisia logiikkapiirejä, sekä suorittamaan vaativia laskutoimituk-
sia. FPGA-piirien etuna on niiden uudelleenohjelmoitavuus, jolloin käyttäjä pystyy 
suunnittelemaan erilaisia toteutuksia tai päivittämään jo toimivaa sovellusta. FPGA-piiri 
sisältää loogisia portteja, joita voi yhdellä piirillä olla jopa miljoonia. Nämä loogiset 
portit ovat elementtejä, jotka voidaan konfiguroida eri tavoin. Näitä yhdistelemällä voi-
daan toteuttaa erilaisia loogisia toimintoja. (Lötjönen 2012: 4–5.)  
2.1. Arkkitehtuuri   
FPGA-piirin arkkitehtuuri koostuu ohjelmoitavista logiikkamoduuleista, jotka on järjes-
tetty matriisiksi (Kuva 1). Logiikkamoduulit on yhdistetty toisiinsa kytkentäjohdoilla. 
(Kuon, Tessier & Rose 2007: 138.)  Logiikkamoduulien ja liityntöjen lisäksi piiri sisäl-
tää I/O-moduuleja, joita on matriisirakenteen ympärillä, sekä kytkin- ja muistielement-
tejä. Eri piirivalmistajat nimeävät ja toteuttavat I/O- ja logiikkamoduulit eri tavalla, toi-
minnan ollessa kuitenkin samantapainen. (Lötjönen 2013: 5–6.)  Logiikkamoduulit voi-
vat olla toiminnaltaan erilaisia, osa voi toimia kertolaskumoduulina, osa muistimoduuli-
na (Kuon ym. 2007: 138). 
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Kuva 1. FPGA-piirin arkkitehtuuri koostuu matriisirakenteena olevista logiikkamo-
duuleista, kuten yleislogiikka-, muisti- ja laskumoduuleista. Moduulit on yhdistetty 
ohjelmoitavalla reitityksellä. Matriisirakenteen ympärillä on I/O-moduulit. (Kuon 
ym. 2007: 138). 
Logiikkamoduulien tarkoituksena on toimia laskenta- ja muistiyksikköinä, joita tarvi-
taan digitaalisissa järjestelmissä. Tarvittavien moduulien määrä pienenee niiden toimin-
nallisuuden kasvaessa. Toiminnallisuuden kasvu tarkoittaa samalla moduulin koon kas-
vamista (Kuon, ym.  2007: 151, 156). 
Logiikkamoduulit koostuvat pienistä elektronisista komponenteista, kuten kiikuista, 
yhteenlaskimista, hakutaulukoista (LUT) ja multipleksereista (Ashenden 2008:265, Löt-
jönen 2013:6). Logiikkamoduuli on peruslogiikkayksikkö FPGA-piireillä, sen toiminta 
vaihtelee laitteiden ja valmistajien välillä. Xilinxin (2013) mukaan logiikkalohkossa on 
konfiguroitava kytkinmatriisi 4-6 sisääntulolla, kiikkuja ja multipleksereita. Kuvassa 2 
on kuvattu osa Xilinxin Spartan-II logiikkamoduulia. 
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Kuva 2. Osa Xilinxin Spartan-II logiikkamoduulista. Moduuli sisältää neljällä si-
sääntulolla toimivan hakutaulukon (LUT), joka voidaan ohjelmoida toteuttamaan 
mikä tahansa sisääntulojen mahdollistama looginen funktio. Carry and Control Lo-
gic koostuu piiristä, joka liittää hakutaulukon ulostulon XOR ja AND-veräjään, jol-
loin voidaan muodostaa yhteenlasku- ja kertolaskupiirejä. S-moduulit ovat kiikkuja. 
(Ashenden 2008: 265)  
Ohjelmoitavien liityntöjen avulla logiikkamoduulit, I/O-moduulit ja kytkimet voidaan 
yhdistää halutunlaiseksi piirikokonaisuudeksi. Liityntäarkkitehtuureja on kahdenlaisia, 
hierarkkisia ja saareke-tyyppisiä. Hierarkkisessa liityntäarkkitehtuurissa (Kuva 3) lo-
giikkamoduulit on eroteltu erillisiksi ryhmiksi. Ryhmien väliset liitynnät voidaan toteut-
taa johdinsegmenttien avulla liityntäarkkitehtuurin alimmalla tasolla. Etäällä toisistaan 
olevien moduulien yhdistämiseksi tarvitaan yksi tai useampia poikittaisia liityntäseg-
menttejä. (Kuon ym.  2007: 176–177.)   
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Kuva 3. Hierarkkinen liityntäarkkitehtuuri, jossa logiikkamoduulit ovat erillään ole-
vissa ryhmissä. Ryhmät on yhdistetty johdinsegmenttien avulla. (Kuon ym. 2007: 
177–178) 
Kuvassa 3 tasolla yksi (Level 1) olevat logiikkamoduulit yhdistyvät suoraan toistensa 
kanssa. Ohjelmoitavia liityntöjä merkitään risteillä ja ympyröillä. Ristit ovat yhteysloh-
koja, joiden avulla logiikkamoduulin voidaan kytkeä johdinsegmentti pysty- tai vaa-
kasuorasti. Ympyrät on kytkinlohkoja joilla kytketään vaaka- ja pystysuorat johdinseg-
mentit niiden risteyskohdassa. Yhteys- ja kytkinlohkojen joustavalla käytöllä saavute-
taan tehokas reititys. (Rose 1991: 277.) 
Saareke-tyyppisessä liityntäarkkitehtuurissa (Kuva 4) logiikkamoduulit on järjestetty 
kaksiulotteiseksi verkoksi, jossa liitynnät on tasaisesti jaettu. Jokaisessa logiikkamoduu-
lissa on kaikilla sivuilla liityntä. Tällä rakenteella pystytään muodostamaan erilaisia 
tehokkaita liityntöjä, koska liityntäjohdot ovat logiikkamoduulien läheisyydessä. Kyt-
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kinmoduulit muodostavat liitynnät liityntäjohtojen välillä jokaisessa vaaka- ja pysty-
kanavan leikkauskohdassa. (Kuon ym. 2007: 180–181.)  
 
Kuva 4. Saareke-tyyppinen liityntäarkkitehtuuri. Jokaisessa logiikkamoduulissa on 
reitityskanavat jokaisella neljällä puolella logiikkamoduulissa. Kolmiot ovat ohjel-
moitavia reitityskytkimiä, jotka muodostavat yhteyden vaaka- ja pystysuuntaisten 
johdinsegmenttien risteyskohdassa. (Kuon ym. 2007: 179–181)  
FPGA-piirin kommunikointi ulkoisten komponenttien kanssa tapahtuu I/O-moduulien 
kautta. I/O-moduulit määrittelevät kuinka paljon kommunikaatiota voi tapahtua ulkois-
ten komponenttien kanssa. I/O-moduulit vievät ison osan FPGA-piirin pinta-alasta. I/O-
moduulit sisältävät komponentteja, jotka avustavat kommunikoinnissa muiden laitteiden 
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kanssa, kuten rekistereitä, puskureita sekä jännitteen kääntäjiä. (Kuon ym.2007: 55; 
Smith 2010: 44–45; Naser 2009: 40–41.) Kuvassa 5 on esitetty tyypillinen FPGA-piirin 
I/O-moduuli.  
 
Kuva 5. FPGA-piirin I/O-moduuli. Multipleksereiden sisääntulot ohjelmoidaan 
säätämään ulostulot kombinaatio- tai sekvenssilogiikaksi. Ylimpänä olevat kiikku ja 
multiplekseri säätävät korkeaimpedanssista tilaa kolmitilaohjaimessa joka ohjaa 
nastan ulostuloksi. Keskimmäiset ohjaavat ulostulon arvoa. Alimpana oleva 
ulostuloajuri on ohjelmoitava erilaisille logiikkatasoille. Ylös- ja alasvetovastukset 
voidaan ohjelmoida halutulle vastustasolle. (Ashenden 2008: 266)   
FPGA-piiri ei suorita toimintoja eikä ohjelmakoodia samalla tavalla kuin mikroproses-
sori, vaan toiminnan määrittelee muuttumaton staattinen konfiguraatio. FPGA:n toimin-
ta perustuu massiiviseen rinnakkaisuuteen. Rinnakkaisessa toteutuksessa jokainen lo-
giikkalohko toimii itsenäisesti käyttäen omia resurssejaan. Piirin kapasiteetti riippuu sen 
logiikkamoduulien määrästä, eli mitä enemmän logiikkamoduuleja sitä suurempi kapa-





FPGA-suunnittelu voidaan jakaa 15:oista eri vaiheeseen (U.S.NRC 2009: 46–52), Qa-
sim, Abbasi ja Almashary (2009: 313) esittävät kaavion FPGA suunnittelumetodologi-
asta kuvassa 6:  
 suunnittelumääritelmät 
 arkkitehtuurin suunnittelu 
 yksityiskohtainen suunnittelu 




 logiikkatason simulointi 
 paikoitus ja reititys 
 laitteiston toteutus 
 rakenteen simulointi 
 prototyypitys 
 verifiointi 
 laitteiston toteutus 
 funktionaalinen laitteiston verifiointi. 
Suunnittelumääritelmissä kuvataan FPGA-piirin haluttu toiminnallisuus. Päätarkoituk-
sena on kuvata toiminta, mutta tiedot tehonkulutuksesta, kriittisistä ajastuksista ja piiri-
levyn koosta voidaan lisätä mukaan. Qasim ym. (2009: 313–314) mukaan ensimmäises-
sä vaiheessa (Kuva 6) kuvataan haluttu algoritmi käyttäen laitteistokuvauskieltä tai kyt-
kentäkaaviota riippuen toteutuksen monimutkaisuudesta. 
Arkkitehtuurin suunnittelussa toiminnallisuus jaetaan pienempiin osamoduuleihin. Näi-
den osamoduulien kuvaukset ja vuorovaikutukset määritellään. Lisäksi mahdolliset lisä-
ominaisuudet kuten redundanssi ja virheiden korjaus suunnitellaan tässä vaiheessa. 
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Yksityiskohtaisessa suunnittelussa arkkitehtuurin suunnittelussa määritellyt moduulit 
kuvataan yksityiskohtaisesti. Asiat, jotka liittyvät esimerkiksi kellon nopeuteen, piirin 
liityntöihin, johdotuksiin ja muisteihin kuvataan tarkemmin.  
Suunnitelman läpikäynnissä kuvataan arkkitehtuurin ja yksityiskohtaisen suunnittelun 
vaiheet teksti- tai kuvamuodossa. Läpikäynnin tuloksena voi tulla korjauksia alkuperäi-
seen suunnitelmaan. 
Käyttäytymiskuvauksessa toiminta kuvataan käyttäen laitteistokuvauskieltä (HDL). 
Käyttäytyminen voidaan kuvata myös kytkentäkaavion avulla. Kytkentäkaavion teke-
mistä suositellaan turvallisuuskriittisissä sovelluksissa. Kytkentäkaavion käyttäminen 
on hitaampaa kuin laitteistokuvauskielen käyttäminen. Käyttäytyminen voidaan kuvata 
myös käyttäen korkeamman tason ohjelmointikieliä kuten C, Matlab tai LabVIEW, jon-
ka jälkeen kuvaus käännetään laitteistokuvauskieleksi koodigeneraattorin avulla.  
Käyttäytymissimuloinnissa käytetään standardeja simulointityökaluja ja se perustuu 
pelkästään tekstimuotoiseen tai graafiseen kuvaukseen suunnittelumääritelmistä. Syöte-
vektorit ja odotetut vastevektorit tulisi määritellä suunnittelumääritelmien mukaisesti. 
Hierarkkisessa mallissa, joka sisältää useita lohkoja tulisi jokainen lohko simuloida 
erikseen mahdollisimman kattavan simulointituloksen saamiseksi. Lohkotason simu-
loinnin jälkeen voidaan suorittaa päätason (top-level) simulointi varmistamaan lohkojen 
välinen yhdistyneisyys.  
Logiikkasynteesissä korkean tason kuvaus muutetaan logiikkakaavioksi ja netlistiksi. 
Groutin (2008: 341) mukaan logiikkasynteesissä laitteistokuvauskielinen kuvaus kään-
netään piirin netlistiksi. Netlist tarkoittaa piirin loogisten porttien ja niiden välisten kyt-
kentöjen kuvausta. Syntetisointi suoritetaan määrittelyjen jälkeen, jolloin suunnittelijan 
tulee vahvistaa suunnitelman toimivuus. Tämä suoritetaan funktionaalisella tai käyttäy-
tymissimuloinnilla (Kuva 6).  
Logiikkatason simulointia käytetään varmistamaan alkuperäisten suunnittelumääritel-
mien oikeellisuus syntetisoinnissa. Käyttäytymissimulointi on teknologia riippumatonta, 
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mutta logiikkatason simulointi käyttää teknologiasta riippuvaisia elementtejä, jotka ovat 
FPGA kohtaisia.  
Paikoitusta ja reititystä kutsutaan myös fyysiseksi implementoinniksi. Tässä osiossa 
syntetisoitu keskitason netlist käännetään alemman tason netlistiksi sekä bittitijonoksi. 
Näitä kahta voidaan tämän jälkeen käyttää konfiguroinnissa. Tässä vaiheessa netlist 
käännetään loogisista porteista sisääntulo- ja ulostulolohkoiksi kohde-FPGA arkkiteh-
tuurissa (Technology Mapping). Tässä kohdassa valitaan jokaiselle lohkolle optimaali-
nen paikka piiriltä siten, että lohkojen välinen reititys saadaan minimaaliseksi (Place-
ment). Reititys on laskennallisesti vaativa, koska siinä käytetään ainoastaan valmiita 
johdinsegmenttejä, ohjelmoitavia kytkimiä ja multipleksereitä. (Kuva 6).   
Paikoituksen ja reitityksen jälkeen suoritetaan ajoitussimulointi (Kuva 6). Sen tarkoi-
tuksena on varmistaa suunnitelman looginen virheettömyys ottaen huomioon FPGA-
systeemin viipeet. Ennen viimeistä suunnitteluvaihetta toteutetaan bittijono (Kuva 6). 
Siinä kuvauksen sekä paikoituksen ja reitityksen toteutukset ovat sisääntuloja, joista 
generoidaan bittijono, jolla ohjelmoidaan haluttu logiikka ja yhteydet kohdelaitteessa. 
Rakenteen simulointi tulisi suorittaa käyttäen samoja sisäänmenoja kuin aikaisemmissa 
simuloinneissa. Simuloinnin tuloksia tulisi verrata aikaisempien kohtien simulointitu-
loksiin. 
Prototyypityksen tarkoituksena on suorittaa suunnitellun laitteiston verifiointi aiemmin 
suoritetun ohjelmallisen verifioinnin lisäksi. Prototyypitystä tarvitaan varmistamaan, 
että rakenteen simuloinnissa generoitu konfigurointitiedosto toteuttaa halutun toiminnal-
lisuuden. Prototyypitykseen kuuluu lisäksi alustan suunnittelu, jossa FPGA-piiri laite-
taan liityntäkohtaan johon se valmiissa alustassa tulisi. 
Verifiointi tulisi suorittaa laitteistolla generoidulla sisääntuloilla, jotka ovat identtisiä 
ohjelmallisessa simuloinnissa käytettyjen sisääntulojen kanssa. Vertailemalla laitteistol-
la suoritetun simuloinnin tuloksia ohjelmapohjaisiin simulointituloksiin voidaan varmis-
tua, että alkuperäiset suunnittelumääritelmät täyttyvät moduulitasolla sekä päätasolla.  
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Viimeisenä suunnitteluvaiheena on itse laitteiston toteutus. Laitteiston toteutuksessa 
suunnitellaan liitynnät ja lopullinen piiri FPGA:n käyttöön (Ranta 2012: 32). Lisäksi 
tulisi toteuttaa dokumentointi, joka tulisi sisältää piirin kytkentäkaavio, materiaalien 
hinnat ja alustalla olevien komponenttien datalehdet. 
Funktionaalinen laitteiston verifiointi tulisi suorittaa varmistamaan alustan oikeanlainen 
toiminnallisuus operatiivisessa käytössä. Tässä verifiointi suoritetaan koko FPGA-
alustalle käyttäen sisääntulokombinaatioita, jotka ovat mahdollisia tuotanto käytössä. 
Tässä osassa tulee ottaa myös huomioon muut alustalla olevat komponentit ja niiden 
toiminta, kuten ulkopuoliset kellolähteet ja sisään- ja ulostulojen logiikkatasot. 
 
Kuva 6. FPGA:n suunnittelumetodologia. (Perustuu lähteeseen Qasim, Abbasi & 
Almashary 2009: 313.) 
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2.3. FPGA:n edut 
FPGA:n rinnakkaisuudesta johtuen sen suorituskyky on sille sopivissa tehtävissä usein 
huomattavasti parempi kuin esimerkiksi DSP:n tai mikroprosessorin. I/O-moduulien 
hallinta laitteistotasolla tarjoaa enemmän prosessointitehoa ja sopii paremmin vaati-
muksiin. ASIC-piireihin verrattuna FPGA:n valmistusajat ovat lyhyemmät. ASIC-piirit 
toteutetaan aina sovelluskohtaisiksi, jolloin niiden testauskin vie enemmän aikaa, eikä 
niiden toiminnallisuutta ole mahdollista muuttaa. FPGA:n toiminnallisuuden muuttami-
nen vie muutamia tunteja, kun taas ASIC-piirit joudutaan toteuttamaan uudelleen.  
Suurien eräkokojen valmistaminen ASIC-piireillä on halpaa, mutta yksittäisen piirin 
hyvin kallista. Muutosten tekeminen ASIC-piireihin ei ole mahdollista, koska ne ovat 
kiinteitä, ei ohjelmoitavia. Tämän vuoksi piirit joudutaan suunnittelemaan ja valmista-
maan uudelleen, joka on kallista ja aikavievää. FPGA-piireillä korjausten ja virheiden 
takia muutosten tekeminen tapahtuu ohjelmallisesti. DSP systeemin toteuttamiseen tar-
vitaan ylimääräisiä mikropiirejä toteuttamaan toiminnallisuutta, joka vie tilaa ja kuluttaa 
tehoa. Toteuttamalla DSP kiinteästi samalla piirillä FPGA:n kanssa saadaan toteutettua 
korkean suoritustason signaalinkäsittelyä (Skliarova, Sklyarov, Sudnitson & Kruus 
2013: 479).    
FPGA-piirit ovat toimintavarmempia kuin mikroprosessorit. Mikroprosessorit toimivat 
peräkkäisesti käsky kerrallaan. Mikroprosessoreilla usean ohjelman ajaminen rinnakkai-
sesti voi johtaa ongelmiin säikeiden välisistä ajoituksista johtuen. Ohjelmien suorituk-
seen tarvitaan käyttöjärjestelmä. FPGA:t toimivat rinnakkaisesti, eikä niissä ole käyttö-
järjestelmää. FPGA:n suoritus voidaan jakaa pienempiin modulaarisiin rinnakkaisiin 
osiin, mikä lisää toimintavarmuutta. On mahdollista toteuttaa mikroprosessori FGPA-
piirille laitteisto- tai ohjelmistopohjaisesti lisälogiikan lisäksi (Skliarova ym. 2013: 
479).  
FPGA-piirien pitkäaikainen ylläpidettävyys on helpompaa kuin muilla ratkaisuilla. Tar-
vittavat muutokset pystytään tekemään tarvittaessa myös käyttökohteessa. Myös loppu-
käyttäjä pystyy periaatteessa suunnittelemaan uuden toteutuksen ja siirtämään sen 
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FPGA-piirille. Tämä on joustavampaa ja tehokkaampaa kuin uuden piirin valmistami-
nen. (National Instruments 2012) 
2.4. Laitteistokuvauskielet 
Laitteistokuvauskielellä suunnitteluun käytetään tekstikuvaus digitaalisesta systeemistä 
tai logiikkapiiristä. Laitteistokuvauskielellä piiristä voidaan tehdä kuvaus eri abstrak-
tiotasoilla. Korkeimmalla abstraktiotasolla kuvataan systeemin spesifikaatiot, sekä tek-
ninen kuvaus algoritmeilla. Laitteistossa algoritmien rakenne kuvataan systeemin arkki-
tehtuurissa, jossa identifioidaan korkean tason funktionaaliset lohkot ja toiminnallisuu-
den yhdentyminen. Algoritmit kuvaavat systeemin käyttäytymistä. Arkkitehtuurin ala-
puolisella abstraktiotasolla on rekisteritaso (RTL), jossa kuvataan datan siirtyminen, 
tallennus ja suoritettavat loogiset operaatiot. Tätä tasoa käytetään yleensä syntetisoin-
nissa, jossa kuvataan piirin netlist, joka tarkoittaa piirin loogisten veräjien ja niiden vä-
listen kytkentöjen kuvausta. Alimmalla abstraktiotasolla loogiset veräjät toteutetaan 
transistoreina. (Grout 2008: 193.) 
 
2.4.1. VHDL 
VHDL-laitteistokuvauskielen kehitys alkoi 1980-luvulla Yhdysvaltojen puolustusminis-
teriön toimesta. Vaatimuksena oli digitaalipiirien suunnittelu yleisiä suunnittelumene-
telmiä käyttäen, dokumentoinnin mahdollisuus sekä uudelleenkäyttö uusien tekniikoi-
den kanssa. VHDL:stä tuli IEEE-standardi (IEEE Std 1076–1987) vuonna 1987, joka oli 
myös ensimmäinen laitteistokuvauskielelle myönnetty standardi (Pedroni 2008: 492). 
Kieli tarkistettiin vuosina 1993, 2000, 2002 ja 2008. Viimeisin IEEE-standardi on 
1076–2008. (IEEE Std 1076–2008.)  
VHDL on valmistajasta ja teknologiasta riippumaton laitteistokuvauskieli, jolla kuva-
taan elektroniikkapiirin rakennetta tai käyttäytymistä. Sitä voidaan käyttää sekä piirin 
spesifiointiin, suunniteluun, syntetisoimiseen että simulointiin. (Pedroni 2008: 492.) 
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VHDL-kielinen ohjelma koostuu kolmesta perusrakenteesta, jotka ovat kirjaston esitte-
ly, entiteetin kuvaus sekä arkkitehtuurin toiminnan kuvaus (Kuva 7). Kirjaston esittelys-
sä määritellään tarvittavat kirjastot ja kokoelmat joita käyttäjä haluaa käyttää ohjelman 
käsittelyssä ja kääntämisessä. Peruskirjastossa (std) on määritelty perustietotyypit, joita 
ovat muun muassa bitti, boolean, kokonaisluku ja bittivektori. Kirjaston esittelyn jäl-
keen tulee esitellä tarvittavat kokoelmat, joita tarvitaan. Peruskokoelma VHDL:ssä on 
std_logic_1164. (IEEE Std 1076–2008: 514.)  
library IEEE;                 --kirjastojen määrittely 
use IEEE.std_logic_1164.all; 
 
entity esimerkki is             --entiteetin kuvaus 
    generic();                --geneeriset parametrit 
    port();                   --sisään/ulostulot 
end entity esimerkki; 
 
                            --arkkitehtuurin kuvaus 
architecture arc1 of esimerkki is 
     
    begin                    --aloitetaan suoritus 
     
                             --arkkitehtuurin toiminta 
     
end architecture arc1                      --arkkitehtuurin lopetus; 
 
Kuva 7.     Kirjaston, entiteetin ja arkkitehtuurin määrittely. Entity sanan jälkeen 
tulee piirin nimi, joka on tässä tapauksessa esimerkki, jota tulee käyttää myös ark-
kitehtuurin kuvauksessa. 
Entiteetin kuvauksessa kohdassa port (Kuva 7) kerrotaan piirin sisään- ja ulostulot, sekä 
niiden tilat ja tietotyypit. Mahdollisia tiloja ovat in, out, inout ja buffer. In-tilassa pysty-
tään ainoastaan vastaanottamaan tietoa, out-tilassa tietoa pystytään ainoastaan lähettä-
mään, inout-tilassa pystytään sekä vastaanottamaan että lähettämään tietoa ja buffer-
tilassa pystytään vastaanottamaan ja lähettämään sekä sitä voidaan käyttää sisäisessä 
tiedonlähetyksessä (Grout 2008: 347). Sisään ja ulostulojen tietotyyppejä voivat olla 
muun muassa bit, bit_vector, integer, std_logic ja std_logic_vector. Entiteetissä voidaan 
lisäksi määritellä geneerisiä parametreja, aliohjelmien runkoja sekä samanaikaisia suori-
tuksia. Geneerisillä parametreilla tarkoitetaan vakioita, joita voidaan käyttää useammas-
sa paikassa samassa koodissa. Geneeriset parametrit määritellään ennen sisään- ja ulos-
tuloja kohdassa generic (Kuva 7). 
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Arkkitehtuurin toiminnan kuvauksessa (Kuva 7) kuvataan piirin sisäinen toiminta, eli 
miten sisääntulot vaikuttavat ulostuloon. Arkkitehtuuri voidaan toteuttaa kolmella eri 
tavalla, jotka ovat rakenteellinen (structural), tietovuo (dataflow) ja käyttäytyminen (be-
havioural) (IEEE Std 1076–2008: 12). Rakenteellisessa mallissa piirin rakenne kuvataan 
loogisten porttien ja niiden välisten liityntöjen muodostamana kokonaisuutena. Tieto-
vuomallissa kuvataan tiedon siirtyminen signaalien välillä ja sisääntuloista ulostuloihin. 
Käyttäytymismallissa kuvataan toiminta piirin kannalta ja käyttäytyminen algoritmien 
avulla. Tietovuo- ja käyttäytymismallin erona on process-lause, jota käytetään käyttäy-
tymismallissa.  
VHDL:ssä ohjelman suoritus tapahtuu pääsääntöisesti rinnakkaisesti. Tämä on hyvä 
asia, kun halutaan toteuttaa kombinaatiopiirejä, mutta sekvenssipiirejä toteutettaessa 
tarvitaan myös peräkkäistä suoritusta. VHDL:ssä peräkkäinen suoritus voidaan toteuttaa 
prosessilla (process) tai proseduureilla (procedure) sekä funktioilla (function). Funktiota 
ja proseduuria kutsutaan IEEE 1076-standardin mukaan aliohjelmiksi. Aliohjelmien 
suoritus tapahtuu rinnakkaisesti mahdollisten muiden aliohjelmien kanssa mitä ohjelma 
sisältää. Peräkkäiset suoritukset, jotka toimivat edellä mainittujen toimintojen sisällä 
voivat sisältää case-lauseita, if-then-else-lauseita tai silmukoita kuten while ja for-
silmukat. (IEEE Std 1076–2008: 19–20, 29–30.) 
--arkkitehtuurin kuvaus 
architecture arc1 of esimerkki is 
     
    begin           --aloitetaan arkkitehtuurin suoritus 
     
    process()       --sulkuihin herkkyyslista 
        variable    --paikallisten muuttujien määrittely  
         
        begin       --aloitetaan prosessin suoritus 
         
    end process;    --lopetetaan prosessin suoritus 
     
end architecture arc1; 
 
Kuva 8. Process-lohkon määrittely arkkitehtuurin. Process-lauseessa sulkujen sisäl-
le määritellään muuttujat, jotka vaikuttavat sen suoritukseen. Lohkon toiminta ta-
pahtuu begin ja end process sanojen välissä.         
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Prosessi-lauseessa (Kuva 8) määritellään ensimmäiseksi herkkyyslista (sulkujen sisälle). 
Prosessin suoritus käynnistyy joka kerta, kun jonkin herkkyyslistassa olevan signaalin 
tila muuttuu. Paikallisten muuttujien määrittely on mahdollista heti herkkyyslistan jäl-
keen. Paikallisten muuttujien tulee olla variable-tyyppisiä. (IEEE Std 1076–2008: 170–
172.) 
Funktioiden toteutus suoritetaan yleensä kokoelmissa (package) tai kirjastoissa. Tämä 
helpottaa niiden uudelleenkäytettävyyttä ja jakamista. Funktiossa ei voi määritellä pai-
kallisia muuttujia tai signaaleja. Funktiot pystyvät palauttamaan ainoastaan yksittäisiä 
arvoja. Parametrit voivat olla ainoastaan vakioita tai signaaleja. Funktion kutsu voi ta-
pahtua aliohjelmista tai varsinaisesta ohjelmasta (Kuva 10). (IEEE Std 1076–2008: 19–




package my_package is    
--funktion esittely 
    function shift_integer(signal a, b: integer) return integer;          
end my_package; 
 
--kokoelman rungon määrittely 
package body my_package is 
     
function shift_integer(signal a, b: integer) return integer is 
     
    begin                --funktion toiminnan aloitus 
     
        return a*(2**b);    --palautettava arvo 
         
    end shift_integer;      --funktion toiminnan lopetus 
     
end my_package; 
 
Kuva 9.     Funktion määrittely kokoelmassa. Kokoelma määritellään sanalla packa-
ge, jonka jälkeen tulee sen nimi my_package. Funktion määrittelyssä määritellään 
funktio ja sen parametrit sekä paluutyyppi. Kokoelman rungossa package body to-




library IEEE;                     --kirjastojen määrittely 
use IEEE.std_logic_1164.all; 
use work.my_package.all;          --kokoelma, jossa funktio on 
 
entity shifter is 
    port( input : in integer range 0 to 63; 
         shift  : in integer range -6 to 6; 
         output : out integer range 0 to 63); 
end entity shifter; 
 
architecture shifter of shifter is            –arkkitehtuurin määrittely 
     
    begin                         --aloitetaan suoritus 
     
                         
    output<=shif_integer(input, shift);  --funktion kutsu 
     
end architecture shifter; 
 
Kuva 10. Kokoelmassa määritellyn funktion käyttö. Kokoelma otetaan käyttöön esit-
telemällä se samaan tapaan kuin käytettävät kirjastot (use work.my_package.all). 
Funktion käyttö tapahtuu arkkitehtuurissa, jossa sitä kutsutaan funktion nimellä tar-
vittavien parametrien kanssa. (Pedroni 2008: 514) 
Proseduurin rakenne ja käyttö on samantapainen kuin funktiolla. Proseduuri voi kuiten-
kin palauttaa useamman kuin yhden arvon. Parametreina voidaan käyttää vakioita, 
muuttujia tai signaaleita. Proseduurin kutsuminen on oma lause. (IEEE Std 1076–2008: 
19–20.)  
2.4.2. Verilog 
Verilog on VHDL:n ohella toinen suosittu laitteistokuvauskieli. Gateway Design Auto-
mation kehitti sen 1980-luvun alkupuolella. Verilogista tuli IEEE-standardi vuonna 
1995 (1364–1995) ja se uusittiin vuonna 2001 (1363–2001).  Verilog muistuttaa mones-
sa suhteessa C-ohjelmointikieltä. Kieli on heikosti tyypitetty. Tämän vuoksi sijoituslau-
seet, jotka toimivat Verilogissa eivät välttämättä toimi VHDL:ssä. Verilogin avulla loo-
gisia portteja voidaan kuvata transistoritasolla, tämän vuoksi sen sanotaan olevan lä-
hempänä laitteistoa kuin VHDL. (Zwolinski 2004: 327.) 
Verilogia käytetään kuvaamaan järjestelmän laitteistomoduuleja tai kokonaisia järjes-
telmiä (Navabi 2006: 18). Toisin kuin VHDL:ssä Verilogissa ei ole erikseen kuvausta 
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entiteetille ja arkkitehtuurille, eikä myöskään kirjastojen määrittelyä. Verilogissa sisään- 
ja ulostulot sekä toiminta kirjoitetaan yhden moduulin sisään.  Moduuli määritellään 
avainsanojen module ja endmodule väliin. Module avainsanan jälkeen määritellään mo-
duulin nimi, jonka jälkeen suluissa määritellään signaalien parametrit (Kuva 11). (IEEE 
Std 1364–2001 2001: 166.) 
Moduulin rungossa määritellään signaalien tilat, jotka voivat olla input, output tai inout 
(Kuva 11). Signaaleilla ei ole VHDL:n tapaan tietotyyppejä, vaan niiden neljä mahdol-
lista arvoa ovat 0, 1, Z tai X. Arvo 0 kuvaa epätosia tiloja tai loogista nollatilaa, arvon 1 
ollessa sen komplementti.  Tuntemattomat loogiset arvot ovat X, ja korkeaimpedanssi-
nen tila Z. (IEEE Std 1364–2001 2001: 20.) Tietotyyppejä Verilogissa ovat net ja reg, 
jotka kuvaavat signaaleja ja muuttujia. Net- tietotyyppi kuvaa tiedon kuljettajia, kuten 
veräjien ulostuloja, puskureita ja liityntäsignaaleja. Reg- tietotyyppi määrittää muuttu-
jat, jotka voivat toimia rekistereinä, ennen kuin ne ylikirjoitetaan. Molemmat edellä 
mainitut tietotyypit voidaan määritellä etumerkillisiksi avainsanalla signed. (IEEE Std 
1364–2001 2001: 22–23.)  
/*moduulin esittely*/ 
module And_gate(a,b,c);      
                     
  input a; 
    input b;            /*sisään ja ulostulojen määrittely*/ 
    output c; 
                
          assign c = a & b;          /*moduulin toiminta*/ 
     
endmodule                /*moduulin lopetus*/ 
 
Kuva 11. Moduulin määrittely, esimerkkinä ja-veräjä (And_gate). Sulkeissa olevat 
sisään- ja ulostulomuuttujat esitellään ensimmäisenä. Toiminta määritellään heti 
muuttujien esittelyn jälkeen. Jatkuva-aikainen sijoitus toteutetaan sanalla assign.    
Moduulin toiminta kuvataan signaalien tilojen määrittelyn jälkeen. Tämä vastaa 
VHDL:n arkkitehtuurin kuvausta. Toiminnan kuvaaminen voidaan suorittaa samalla 
tavalla kuin VHDL:ssä. Jatkuva-aikaiset sijoitukset suoritetaan avainsanalla assign (Ku-
va 11). Verilogissa on lisäksi blokkaava (blocking) ja ei-blokkaava (non-blocking) sijoi-
tus (Kuva 12). Blokkaavassa sijoituksessa sijoitus tapahtuu välittömästi, ei-
blokkaavassa suoritusajan päätyttyä. (IEEE Std 1364–2001 2001: 69–71.) Standardin 
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mukaan blokkaavaa sijoitusta tulisi käyttää kombinatorisessa logiikassa ja ei-
blokkaavaa sekvenssipiireissä.  
c = a & b;    /*blokkaava sijoitus*/ 
     
c <= a & b;  /*ei-blokkaava sijoitus*/ 
 
Kuva 12. Blokkaava ja ei-blokkaava sijoitus. Blokkaavassa sijoituksessa muuttuja saa 
välittömästi arvon ja ei-blokkaavassa suoritusajan päätyttyä. Kummassakin yllä ole-
vassa esimerkissä suoritetaan looginen ja-operaatio.  
Peräkkäinen suoritus Verilogilla suoritetaan initial- tai always-lohkoissa (IEEE Std 
1364–2001 2001: 148–150). Always-lohko vastaa VHDL:n process-lohkoa. Lohkoissa 
voidaan käyttää erilaisia ohjelman suoritusta ohjaavia toimintoja, kuten tapahtumakont-
rollia. Always-lohkossa voidaan käyttää blokkaavaa tai ei-blokkaavaa sijoitusta, riippu-
en halutaanko toteuttaa kombinatorista vai sekvenssilogiikkaa. Always-lohkon ulostulo 
tulee aina sijoittaa reg-tietotyyppiin (Kuva 13). Blokkaavaa ja ei-blokkaavaa sijoitusta 
ei tule käyttää samassa always-lohkossa, koska blokkaava sijoitus estää muiden sijoitus-
ten toteuttamisen ennen kuin sen sijoitus on tapahtunut. Tämä voi lukita toiminnan, jol-
loin ei-blokkaavat sijoitukset eivät välttämättä saa arvoja. Tämän vuoksi blokkaavaa 











module And_gate(a,b,c);  
     
                        
    input a; 
    input b; /*sisään ja ulostulojen määrittely*/ 
    output c; 
     
    reg c;             /*peräkkäisessä suorituksessa ulostulon 
tietotyyppinä*/ 
     
    /*moduulin toiminta*/ 
     
    always@(a or b)   /*always-lohko, suluissa herkkyyslista*/ 
     
        begin         /*aloitetaan lohkon toiminta*/ 
         
        c <= a & b;    /*ei-blokkaava sijoitus*/ 
         
        end           /*lopetetaan lohkon toiminta*/ 
     
endmodule             /*moduulin lopetus*/ 
 
Kuva 13. Always-lohkon käyttö moduulissa. Always-lohkon toimintaan vaikuttavat 
muuttujat sijoitetaan siinä olevien sulkujen sisälle. Lohkon sisällä arvon saavien 
muuttujien tulee olla tietotyypiltään reg. Suoritus tapahtuu sulkujen sisällä olevien 
muuttujien arvojen vaihtuessa. Tässä tapauksessa sisääntulojen saadessa arvoja suo-
ritetaan looginen ja-operaatio, jonka tulos tulee muuttujan c arvoksi.   
 
2.4.3. SystemVerilog 
SystemVerilog on Verilog-laitteistokuvauskielen (IEEE 1364–2005) standardin laajen-
nusosa. SystemVerilog sisältää piirteitä SUPERLOG-, C-, C++, VERA- ja VHDL-
kielistä. Kokonaisuus, joka SystemVerilogilla on saatu luotua, kutsutaan HDVL-
kieleksi (Hardware Description and Verification Language). Tämän avulla suunnitteli-
joiden on helpompi toteuttaa ja testata suurempia kokonaisuuksia ja varmistua niiden 
toiminnasta. SystemVerilogin kehittäminen aloitettiin Accelleran standardointiorgani-
saatiossa Verilogin kehityksen ohessa. Ensimmäinen julkaisu on vuodelta 2002, Sys-
temVerilog 3.0. Tätä julkaisua kutsutaan myös Verilogin kolmanneksi sukupolveksi. 
Nykyinen SystemVerilog-standardi on IEEE 1800–2005. (Sutherland, Davidmann & 
Flake 2006: 1–3.)  
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SystemVerilog sisältää kaikki Verilogin tietotyypit, kuten reg ja integer. Tietotyypillä 
ilmaistaan ovatko arvot kaksi- vai nelitilaisia.  Nelitilaisia tietotyyppejä ovat logic, reg, 
integer ja time. SystemVerilog sisältää uusia kaksitilaisia tietotyyppejä, jotka sopivat 
systeemi- ja transaktiotason mallintamiseen. Kaksitilaisia tietotyyppejä ovat bit, joka 
vastaa yhtä bittiä, tavua vastaava byte, 16-bittinen kokonaisluku shortint, 32-bittinen 
kokonaisluku int sekä 64-bittinen kokonaisluku longint. Reg ja logic tietotyyppejä käy-
tetään yleensä laitteiston mallinnuksessa peräkkäisessä suorituksessa, kuten always-
lohkossa. Tietotyyppejä int ja byte voidaan käyttää yhdistämään SystemVerilogilla kir-
joitetut mallit C ja C++-kielisiin malleihin käyttämällä DPI:tä (Direct Programming 
Interface).  DPI on rajapinta SystemVerilogin ja vieraan ohjelmointikielen välillä, jossa 
molemmilla kielillä on oma erillään oleva kerros. Vieraana kielenä voidaan IEEE:n mu-
kaan käyttää C-ohjelmointikieltä. SystemVerilog kerros ei ole riippuvainen vieraasta 
kielestä. SystemVerilog kerroksessa vieraan kielen funktionkutsuprotokolla ja argumen-
tin syöttömekanismit ovat läpinäkyviä ja irrelevantteja SystemVerilog:lle. Vieraan kie-
len kerros määrittelee kuinka argumentit välittyvät, kuinka niihin päästään käsiksi, 
kuinka SystemVerilogin tietotyypit esitetään ja kuinka ne käännetään ennalta määritel-
lyiksi C-kielen tietotyypeiksi. Int tietotyyppiä käytetään yleisesti for-silmukoissa samal-
la tavalla kuin tavanomaisissa ohjelmointikielissä. Lisäksi SystemVerilog sisältää void 
tietotyypin, johon ei voi tallentaa arvoa, sekä shortreal tietotyypin, johon voi tallentaa 
32-bittisen liukuluvun. (IEEE 1800–2005 2005: 15–17, 399, 400–401.) 
SystemVerilog sisältää tietotyyppejä, jotka ovat oletusarvoltaan etumerkillisiä. Näitä 
ovat aiemmin mainitut byte, shortint, int ja longint. Etumerkilliset tietotyypit voidaan 
muuttaa etumerkittömiksi avainsanalla unsigned. Omien tietotyyppien määrittäminen on 
mahdollista avainsanalla typedef. Omat tietotyypit voidaan määritellä kokoelmissa, pai-
kallisesti tai ulkopuolella. (IEEE 1800–2005 2005: 15, 18, 24–25.) 
Luetellut tyypit määrittelevät joukon kiinteitä nimivakioita. Niiden avulla voidaan muo-
dostaa abstrakteja muuttujia, jotka voivat saada listalla kerrottuja arvoja. Jokaiselle ar-
volle tulee määritellä käyttäjän antama nimi. Lueteltu tyyppi määritellään SystemVeri-
logissa avainsanalla enum (Kuva 14). (IEEE 1800–2005 2005: 26–27.)   
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enum {red, yellow, green} Light1, Light2; 
 
Kuva 14. Lueteltujen tyyppien määrittely. Light1 ja Light2 on määritelty muuttujiksi 
nimeämättömälle kokonaislukutietotyypille, jonka sisältää jäsenet red, yellow ja 
green. (IEEE 1800–2005 2005: 26) 
SystemVerilog sisältää C-ohjelmointikielestä tutut struktuurit (struct) ja unionit (union). 
Struktuurin (Kuva 15) avulla useita samankaltaisia tietoja voidaan koota yhteen. Struk-
tuuri määritellään samalla tavalla kuin C-kielessä avainsanalla struct. Struktuurin jäse-
net voivat olla mitä tahansa muuttujia, mukaan lukien käyttäjän määrittelemät muuttujat 
ja vakiot.  Struktuuriin viittaus on samanlainen kuin C-kielessä. Aiemmin mainittua 
typedef-avainsanaa käytetään määrittämään käyttäjän määrittelemiä struktuureja. (IEEE 
1800–2005 2005: 31.)  
struct { 
             bit [7:0] opcode; 
             bit [23:0] addr; 
             
             
             } IR; 
union { 
          int i; 
         int unsigned u;   
         
        } Data; 
 
 
Kuva 15. Struktuurin ja unionin määrittely. Tässä struktuurissa määritellään muuttuja 
IR, joka sisältää 8 ja 24 bittiset vektorit joiden tietotyyppi on bit. (IEEE 1800–2005 
2005: 31). Tässä määritellään unioni nimeltään Data, joka sisältää kokonaisluvun 
ja etumerkillisen kokonaisluvun. (Sutherland ym. 2006: 106)  
Unioni on yksittäinen tallennuspaikka, johon voidaan viedä erityyppisiä arvoja. Unionin 
määrittely (Kuva 15) ja viittaus sen arvoihin tapahtuu samanlaisesti kuin struktuurin 
määrittely, käytettävä avainsana on union. Unionin ja struktuurin erona on arvojen tal-
lennus. Struktuuriin voidaan tallentaa useita arvoja, kun taas unioniin vain yksi arvo. 
Unioneissa voidaan myös käyttää avainsanaa typedef määriteltäessä käyttäjän määritte-
lemiä unioneita. (IEEE 1800–2005 2005: 31.)  
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Peräkkäinen suoritus SystemVerilogissa tapahtuu always-lohkossa samaan tapaan kuin 
Verilogissa. SystemVerilog sisältää tavanomaisen always-lohkon lisäksi kolme laitteis-
totyyppikohtaista always-lohkoa, jotka ovat always_comb kombinaatiologiikalle, al-
ways_latch säppipiireille ja always_ff sekvenssilogiikalle (Kuva 16). Tavanomaisen 
always-lohkon tapaista herkkyyslistaa ei tarvitse määritellä always_comb ja al-
ways_latch-lohkoissa, koska kääntäjä tunnistaa mitä logiikkaa suoritetaan. Sekvenssilo-
giikka suorittaessa tulee always_ff-lohkon herkkyyslistaan määritellä muuttujat, jotka 
vaikuttavat lohkon suoritukseen, avainsanoja posedge tai negedge tulee käyttää. (IEEE 
1800–2005 2005: 145–146.)  
    always_comb begin        //kombinaatiologiikka 
            a = b & c; 
        end 
         
    always_latch begin         //säppipiirit 
            if(ck) 
  q <= d; 
        end 
                             //sekvenssilogiikka 
    always_ff@ (posedge clk iff reset==0 or posedge reset)  
        begin 
            r1 <= reset ? 0: r2 + 1; 
        end 
         
Kuva 16. Always_comb-lohkon suoritus tapahtuu kerran ajan ollessa nolla ja sen 
jälkeen aina kun lohkossa käytettyjen muuttujien implisiittisesti määrittämässä 
herkkyyslistassa tapahtuu muutoksia, toiminnan määräytyessä sen funktion mukaan, 
joka tässä on ja-veräjä. Always_latch toimii samalla tavalla kuin always_comb. 
Always_ff aktivoituu kun sen herkkyyslistassa tapahtuu muutoksia, tässä tapaukses-
sa nousevalla clk tai reset signaalin reunalla. (IEEE 1800–2005 2005: 145–146)   
SystemVerilogissa voidaan määritellä kokoelmia (Kuva 17) VHDL:n tapaan. Synte-
tisoitavassa kokoelmassa voi olla funktioita, muuttujia, vakioita ja käyttäjän määrittele-
miä tietotyyppejä. Kokoelma on oma erillinen SystemVerilog-tiedosto, jota voidaan 
käyttää useamman moduulin yhteydessä. Kokoelmien avulla voidaan jakaa funktioita, 
parametreja, tietoa, sekvenssejä ja ominaisuuksien esittelyjä eri moduulien välillä, käyt-
töliittymissä ja ohjelmissa. Kokoelmien ei tule sisältää prosesseja (always-lohkoja). 
(IEEE 1800–2005 2005: 327.) 
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     package definitions;           //kokoelman nimi 
                                       //luetellut tyypit 
         typedef enum {ADD, SUB, MUL} opcodes_t; 
         typedef struct {               //struktuurin määrittely   
            logic [31:0] a,b; 
            opcodes_t opcode;                    
         } instruction_t; 
                                     //funktion määrittely 
         function automatic [31:0] multiplier (input [31:0] a,b); 
            return a * b;               //funktion toteutus 
         endfunction 
     endpackage                //kokoelman lopetus 
       
Kuva 17. Kokoelmassa (package) on määritelty luetellut tyypit (opcodes_t), struk-
tuuri (instruction_t) sekä funktio (multiplier), joka laskee kahden 32-bittisen vekto-
rin tulon. Kokoelman nimi on definitions. (IEEE 1800–2005 2005: 327–331)  
Suora viittaus kokoelmaan (Kuva 17) tapahtuu ::-operaattorilla (Kuva 18), jota kutsu-
taan luokan näkyvyysalueoperaattoriksi. Tällä voidaan viitata kokoelmaan sen nimellä 
ja haluttuihin määrittelyihin kokoelmassa. Tietyt osat kokoelmasta saadaan käyttöön 
import-lauseella (Kuva 18). Kokoelman kaikki osat saadaan käyttöön ::*-operaattorilla 
(Kuva 18), jota sanotaan jokerimerkiksi. (IEEE 1800–2005 2005: 329–330.) 
module ALU                      //struktuuri sisääntulona 
(input definitions::instruction_t IW, 
 input logic clock, 
 output logic [31:0] result); 
 
import definitions::ADD;            //import-lause 
import definitions::SUB; 
 




Kuva 18. Moduulin nimen alapuolella sisään-ja ulostulojen määrityksissä ilmoitetaan, 
että käytetään tiettyä kokoelman (definitions) osaa, joka tässä tapauksessa on struk-
tuuri. Keskellä olevilla import-lauseilla saadaan käyttöön halutut osat kokoelman 
luetelluista tyypeistä. Viimeisellä import-lauseella saadaan käyttöön kaikki kokoel-
man määritykset. (IEEE 1800–2005 2005: 327–331)  
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2.5. FPGA:lle sulautetut mikroprosessorit 
FPGA-piirille on mahdollista liittää mikroprosessori laitteistona tai ohjelmistollisesti IP-
lohkolla. Laitteistona prosessori toteutetaan kiinteästi osaksi FPGA-piiriä. Ohjelmoitu 
prosessori toteutetaan käyttäen hyväksi FPGA-piirin logiikkaa. Ohjelmistototeutuksen 
etuna laitteistototeutukseen on muun muassa sen joustavuus sekä helppo muunnelta-
vuus, jolloin prosessorista voidaan ottaa käyttöön vain tarvittavat osat. Laitteistona to-
teutettu prosessori vie FPGA-piiriltä resursseja, eikä se ole yhtä nopea kuin ohjelmana 
toteutettu prosessori.  
Prosessorien ominaisuudet ja sisäiset rakenteet ovat samankaltaisia kuin tavallisilla pro-
sessorijärjestelmillä. Perusrakenteina niissä ovat väylät, rekisterit ja aritmeettislooginen 
yksikkö. Etuna FPGA-piirille toteutetulla prosessorilla perinteiseen prosessorijärjestel-
mään verrattaessa on mahdollisuus lisätä omia lohkoja, joiden avulla ohjelmiston suori-
tusnopeutta voidaan lisätä suorittamalla aikaa vievät toiminnot rinnakkaisesti laitteistol-
la. Lisäksi koko järjestelmä pystytään toteuttamaan käyttäen ainoastaan yhtä mikropiiriä 
(System on Chip). 
FPGA-piirien valmistajat Altera ja Xilinx tarjoavat kummatkin oman tuoteperheen su-
lautettuja ohjelmistoprosessoreja. Alteran tuoteperhe on Nios, jossa on vaihtoehtoina 
kolme erilaista prosessoriydintä, lisäksi Altera tarjoaa laitteistona ARM-prosessorin 
(Altera 2014b). Xilinxin vastaavat ovat nimeltään MicroBlaze ja PicoBlaze, sekä lait-
teistona PowerPC (Xilinx 2014). Valmistajien omien tuoteperheiden lisäksi on olemassa 
avoimeen lähdekoodiin perustuvia prosessoreita, joiden lähdekoodit ovat vapaasti saa-
tavilla ja muokattavissa. (Penttinen 2005: 7; 24–29.) 
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3. FPGA-OPETUS/LABORATORIOT 
Tässä osiossa kerrotaan miten FPGA-tekniikan opetus ja harjoitukset suoritetaan eräissä 
muissa yliopistoissa. Vaasan yliopistossa FPGA-tekniikan opetuksessa on käytetty ke-
vääseen 2014 asti Alteran DE2-opetusalustaa, jota käytetään myös muissa yliopistoissa. 
DE2-lauta on yksi Alteran yliopisto-ohjelmassa (University program) käytetyistä alus-
toista. 
 
Kuva 19. Altera DE2-kehitysalusta.  (Altera 2014a) 
3.1. Laitteistokuvauskielten opetus 
Ellerveen, Reinsalun, Arhipovin, Ivaskin, Tammemäen, Evartsonin ja Sudnitsonin 
(2008; 37–38) mukaan valmistuvien opiskelijoiden kilpailukyky työmarkkinoilla on 
parempi, jos he tuntevat useamman laitteistokuvauskielen pääperiaatteet ja niiden suu-
rimmat erot. Verilog ja VHDL ovat monesta syystä käytössä teollisuudessa, osa yrityk-
sistä suosii Verilogia ja toiset käyttävät VHDL:ää. Kehitystyön tapahtuessa ympäri 
maailman suunnittelijan tulisi tuntea molempien kielten yleiset piirteet ja eroavaisuudet. 
Nämä kaksi kieltä antavat hyvän pohjan oppia myös muita laitteistokuvauskieliä. 
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Tyypillisiä ongelmia laitteistokuvauskielen oppimisessa ovat VHDL:ssä signaalin ja 
muuttujan sijoitus ja Verilogissa blokkaavan ja ei-blokkaavan sijoituksen ero. VHDL-
kielen opettaminen on hyvä aloittaa rakenteellisesta kuvauksesta (structural), koska se 
auttaa huomaaman eron tavallisiin ohjelmointikieliin. Rakenteellisella kuvaustavalla 
laitteiston eri elementit on helpompi erottaa kuin käyttäytymismallista (behavioural). 
(Ellervee ym. 2008:39.) 
Laitteistokuvauskielten opettaminen kannattaa Reinsalun, Arhipovin, Evartsonin ja El-
lerveen (2007: 69–70) mukaan aloittaa VHDL-kielellä ennen Verilogia, koska VHDL 
on yleisin digitaalisten järjestelmien suunnittelukieli Euroopassa. VHDL:n ja Verilogin 
pääpiirteiden oppimisen jälkeen on helpompi siirtyä toisiin kieliin kuten esimerkiksi 
SystemC:hen, jolla voidaan mallintaa sekä ohjelmistoa että laitteistoa.  
VHDL-laitteistokuvauskieltä käsittelevät kirjat aloittavat kielen kuvauksen esittelemällä 
sen käyttöä digitaalisten systeemien mallinnuksessa hyödyntäen sen monia ominaisuuk-
sia, kuten ajoitukseen liittyvää informaatiota. Duckworthin (2005: 35–36) mukaan pa-
rempi tapa on aloittaa esittelemällä kielen syntetisoitavat osat esimerkkien avulla. Tä-
män jälkeen kannattaa esitellä ne osat joita käytetään simulointiin, testaukseen ja mal-
linnukseen. Tämä opetustapa vähentää sekaannuksen mahdollisuutta ja auttaa opiskeli-
joita välttämään sopimattomien lausekkeiden käyttämistä syntetisoimiseen. Opiskelijoil-
le tulisi myös selventää mitkä ovat kombinaatio- ja sekvenssipiirien erot, eli se että sek-
venssipiiri sisältää kiikkuja mutta kombinaatiopiiri ei. FPGA-piireille sulautettavat mik-
roprosessorit lisäävät laitteiston kehityksen, virheenkorjauksen ja hallinnan haastavuut-
ta. Yksinkertaisten prosessorien käyttö on aluksi suositeltavaa opiskelijaprojekteissa. 
Rodriguez-Poncen ja Rodriguez-Resendizin (2013: 172–177) mukaan digitaalisen 
suunnittelun kurssi on olennainen osa insinöörien koulutusohjelmaa, koska digitaalitek-
niikkaa on kaikkialla, kuten viihdeteollisuudessa, aseteknologiassa ja lääketieteellisissä 
laitteissa. Heidän mukaansa kuitenkin monet yliopistot toteuttavat digitaalitekniikan 
opetuksen vanhentunein menetelmin, kuten TTL-piirein, eikä esimerkiksi FPGA-
tekniikkaa ole suuressa määrin hyödynnetty.  Pelkästään uuden laitteistokuvauskieltä 
käsittelevän kurssin toteuttaminen ei aina ole mahdollista johtuen tiiviistä opintosuunni-
telmasta, vaan kurssien toteutusta tulisi muokata sellaiseksi, että siihen saadaan mahtu-
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maan laitteistokuvauskieli. He toteuttivat digitaalisen suunnittelun kurssin uudella taval-
la. Ennen kurssin harjoituksiin kuului ainoastaan kaksi VHDL-toteutuksen simulointi-
kertaa ja muut harjoitukset koostuivat TTL-piirien käytöstä. Kurssin toteutusta muokat-
tiin siten, että siihen tuli enemmän VHDL-kieltä, jota opiskelijat pystyivät käyttämään 
matemaattisiin operaatioihin, joita tarvitaan esimerkiksi digitaalisissa säätöalgoritmeis-
sa. VHDL:n kaikki kuvastavat (dataflow, behavioural ja structural) käytiin lävitse kurs-
sin aikana. Harjoitukset toteutettiin käyttäen Altera DE2-kehitysalustaa TTL-piirien 
sijasta. Toteutetun kyselytutkimuksen perusteella he sanovat, että VHDL:n lisääminen 
kurssille lisäsi opiskelijoiden ymmärrystä digitaalisesta logiikasta ja antoi enemmän 
valmiuksia vaativimpiin digitaalitekniikan projekteihin. 
Knodelin, Zabellin, Lehmannin ja Spallekin (2014: 1–6) mukaan FPGA tarjoaa nopean 
kehitysalustan IC-piireille. Näiden piiritoteutusten tullessa yhä monimutkaisemmiksi 
tulee niiden tekniikan opetus aloittaa yhä aikaisemmin. Laitteistokuvauskielet ovat ny-
kyaikaisin tapa kuvata, simuloida ja tarkistaa oikeellisuus digitaalisissa systeemeissä 
niin tutkimuksissa, teollisuudessa kuin yliopisto-opetuksessa. Heidän mukaan siirtymi-
nen imperatiivisesta ohjelmoinnista rinnakkaiseen laitteistokuvaukseen on suurin haaste 
opiskelijoille. Kurssien toteutusten verifiointi tulisi toteuttaa myös oikealla laitteistolla 
simuloinnin lisäksi. He aloittavat VHDL:n opetuksen ohjelmoitavien logiikoiden kurs-
silla, jossa sen syntaksi esitellään yksinkertaisilla kombinaatio- ja sekvenssitoteutuksilla 
käyttäen Alteran Quartus:ta. Seuraavissa kursseissa opiskelijoiden tulee itse syventää 
VHDL:n osaamista, jotta he voivat tehdä harjoituksia. Kirjoittajien kokemuksen perus-
teella simulointi on tärkeää, koska oikean laitteiston testaus on monimutkaista. Testi-
penkkien käytöstä on hyötyä opiskelijoille erityisesti silloin, kun he tutustuvat ohjelmoi-
tavaan laitteistoon.                  
3.2. Etälaboratoriot  
Fyysisten laboratorioiden ohella osa yliopistoista on toteuttanut FPGA-opetuksen etäla-
boratoriona. Laboratoriotöissä opiskelijat joutuvat yleensä käyttämään kalliita laitteisto-
ja. Usein budjettisyistä johtuen yliopistoilla ei yleensä ole useampaa tällaista tilaa, joka 
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sisältäisi näitä kalliita laitteistoja. Tämän vuoksi opiskelijoillakin on rajoitettu pääsy 
tiloihin. Laboratorion toteuttaminen etälaboratoriona voi olla ratkaisu tähän ongelmaan. 
Etälaboratorio perustuu oikeaan laitteistoon, kun taas virtuaalilaboratoriot perustuvat 
erilaisiin ohjelmamalleihin. Etälaboratoriot ovat käteviä ja tehokkaita laitteiston suun-
nittelukursseille. (Drutarovsky, Saliga, Michaeli & Hroncova 2009: 54.) 
 
Kuva 20. Etälaboratorion arkkitehtuuri. Mittauksia voidaan suorittaa pelkästään digi-
taalisesti, tai käyttäen analogia- ja digitaalielektroniikkaa yhdessä. Ethernetin kautta 
mittalaitteet on yhdistetty mittauspalvelimelle. (Drutarovsky ym. 2009: 55)   
Drutarovskyn ym. (2009: 55–56) ehdottaman etälaboratorion arkkitehtuuri on kuvassa 
20. Etälaboratorio koostuu muun muassa LabVIEW-pohjaisesta internet- ja mittauspal-
velimesta, FPGA-kehitysalustoista, logiikka-analysaattorista (LA), digitaalisesta oskil-
loskoopista (DSO) ja signaaligeneraattorista. Ensimmäinen työasema (Workplace1) on 
tarkoitettu yksinkertaisiin FPGA toteutukseen. Toisella työasemalla (Workplace2) on 
tarkoitus tehdä monimutkaisempia toteutuksia, kuten digitaalisten signaaliprosessori-
lohkojen (IP) liittämistä FPGA-piirille. 
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Internetin kautta toimivat etälaboratoriot antavat opiskelijoille mahdollisuuden jousta-
vasti valita ajan ja paikan laboratorioharjoituksille. Persiano, Rapuano, Zoino, Morga-
nella & Chiusolo (2007: 2–4) esittävät oman vaihtoehtonsa etälaboratoriolle, jonka tar-
koituksena on FPGA-sovellusten etähallinta ilman käyttäjän tietokoneelle asennettavaa 
ohjelmaa. Heidän etälaboratorio on internetiin perustuva sivusto, jonka tarkoitus on 
opettaa käyttäjälle kaikki tarvittavat vaiheet FPGA-suunnittelusta. Käyttäjän on mahdol-
lista ohjata useampaa mittalaitetta tilanteen mukaan, suorittaa omia testauksia mittalait-
teilla tai seurata opettajan suorittamaa testausta. Käyttäjän ei tarvitse asentaa liitännäisiä 
tai muita ohjelmia, vaan hän pääse käsiksi kaikkiin resursseihin, kuten ohjelmistoon ja 
laitteistoon. Käyttäjä tarvitsee ainoastaan internetyhteyden ja -selaimen. Käyttöliittymä-
nä toimii LabVIEW:llä toteutettu järjestelmä jolla FPGA-sovelluksia tarkastellaan ka-
meran välityksellä.     
Dattan ja Sassin (2007: 343) ideana on tehdä 64 Xilinxin ML-310 FPGA-kehitysalustaa 
saavutettavaksi internetin kautta käyttäen SSH-palvelinta. Käyttäjällä on mahdollisuus 
kytkeä kehitysalustat päälle ja pois, lähettää/ladata tiedosto, konfiguroida alustat ja suo-
rittaa syntetisointi. 
El-Medanyn (2008: 107) esittämä etälaboratorio koostuu 20 tietokoneesta ja Spartan 3E 
FPGA-kehitysalustasta. Tietokoneet on kytketty kampuksen lähiverkkoon, jonka kautta 
käyttäjät voivat konfiguroida ja testata alustojen toiminnan. Käyttäjä pystyy graafisen 
käyttöliittymän kautta simuloimaan alustan kytkinten ja ledien toimintaa, sekä kontrol-
loimaan sen muita toimintoja. Tulevaisuudessa on tarkoitus vielä lisätä kamera jokai-
seen kehitysalustaan, jolla käyttäjä voi tarkkailla alustan toimintaa. 
Rajasekharin, Kritikosin, Schmidtin ja Sassin (2008: 687–689) mukaan tietokonesimu-
loinnilla ei aina saavuteta riittävää tarkkuutta joita FPGA-toteutuksissa on, eikä sillä 
pystytä havaitsemaan kaikkia ongelmia. Toteutusten koon kasvaessa simulointikin 
yleensä hidastuu. Aiemmin simulointia käytettiin vaihtoehtona tavanomaisille laborato-
rioharjoituksille. Heidän mukaansa etälaboratorion tulee tarjota useita toiminnallisuuk-
sia kuten kehitysalustan käynnistys/sammutus, virheenkorjaus ja uudelleen konfiguroin-
ti sekä olennaisten tulosten tallentaminen. Kustannusten minimoimiseksi heidän etäla-
boratoriossaan kaikki tukitoiminnot on liitetty yhdelle työasemalle. Etälaboratorioon 
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sisäänkirjautuminen suoritetaan käyttäen serverin komentotulkkia, josta on mahdollista 
hallita kehitysalustojen virransyöttöä ja yhteydenpitoa. 
Morganin ja Cawleyn (2011: 1–3) toteuttamassa etälaboratoriossa (remoteFPGA) jokai-
nen FPGA-kehitysalusta on liitetty omaan nettikameraan, jotka näyttävät reaaliaikaista 
kuvaa jokaisesta aktiivisesta kehitysalustasta (Kuva 21). USB palvelin varaa resurssit 
FPGA:lle pääpalvelimella. Laboratorion palvelin jakaa pääsyn FPGA:n resursseihin 
yksittäiselle käyttäjälle. RemoteFPGA:n arkkitehtuuri koostuu FPGA-kehitysalustoista, 
sovelluspalvelimesta, verkkosivusta ja verkkokameroista, verkko- palvelimesta ja USB-
palvelimesta. (Morgan, Cawley, Callaly, Agnew, Rocke, O’Halloran, Drozd, Kepa & 
McGinley 2011: 496–497.) 
 
Kuva 21. FPGA-kehitysalustat ja kamerat. (Morgan ym. 2011: 1) 
 
Etälaboratorio mahdollistaa kehitysalustan kaukokonfiguroinnin, tiedonsiirron sisään ja 
ulos USB kontrolli- ja statusrekisterin kautta (CSR). RemoteFPGA-IP-ydin muodostaa 
rajapinnan USB-oheislaitteeseen ja hallinnoi ydintä kontrolli- ja statusrekisterillä. Yti-
men ohjaus- ja statusrekisteri käsittelee käyttäjän kellon valintaa ja kellon generointia. 
Verkkosovellus liittää FGPA-kehitysalustan ja verkkokameran käyttäjän sessioon ja 
hallinnoi siihen liittyvää informaatiota tietokannassa. Tietokanta säilyttää jatkuvasti 
käyttäjätilit, ladatut bittivirrat ja systeemin diagrammit. FPGA-kehitysalustojen konfi-
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gurointi tapahtuu verkkosovelluksella käyttäen vaadittavia konfigurointibittejä. USB-
palvelin hallinnoi datan kirjoitusta/lukemista FPGA:lla olevan USB-rajapinnan kautta. 
Etälaboratorion verkkosivu kommunikoi kehitysalustojen kanssa USB-palvelimen kaut-
ta ja käyttää HTTP-protokollaa reaaliaikaisen käyttöliittymän näyttämiseen. 
Soaresin ja Lobon (2011: 95–97) mukaan etälaboratorioissa haasteena on käyttäjän ja 
laitteiston välisen vuorovaikutuksen toteuttaminen mahdollisimman realistisena inter-
net-rajapintana, jolloin käyttäjillä on mahdollisuus toimia kehitysalustan kanssa mistä 
tahansa. He toteuttivat sovelluksen käyttäen PHP:ta, joka mahdollistaa DE2-
kehitysalustan ja kameran etäkäytön. Kehitysalustalla olevat painonapit (4 kpl) ja kyt-
kimet (18 kpl) on toteutettu virtuaalisesti. Kehitysalustan verkkopalvelin sijaitsee kam-
puksen lähiverkossa, joka on yhdistetty USB:n kautta kehitysalustan JTAG-liitäntään. 
Myös kamera on kytketty palvelimeen USB:n kautta. Etälaboratorio soveltuu sellaisten 
kombinaatio- ja sekvenssipiiritoteutuksiin, joissa on yksinkertainen käyttöliittymä. Ke-
hitysalustan FPGA-resurssit rajoittavat piiritoteutusten monimutkaisuutta. Käytettäessä 
virtuaalisia painonappeja ja kytkimiä tuloksen näkeminen kamerasta viivästyy noin se-
kunnin johtuen viiveestä kytkinten ja kehitysalustan välillä. Tällä hetkellä on mahdollis-
ta käyttää virtuaalisia kytkimiä ja painonappeja ja nähdä tulos esimerkiksi ledeistä ja 
näytöstä.  Tulevaisuudessa kirjoittajat aikovat lisätä enemmän ominaisuuksia, kuten 
äänen, VGA-näytön, toisen kameran ja useampia kehitysalustoja. 
Oritin, Julianin, Zulaican ja Cristin (2010: 2229–2236) mukaan laboratorioharjoituksilla 
on tärkeä osa insinöörikoulutuksessa. Etäoppimisen lisääntyessä laboratorioharjoitusten 
mahdollistaminen etäopiskelijoille on tullut yhä tärkeämmäksi. Laitteistolaboratoriot 
tarjoavat kokonaisvaltaisen oppimiskokemuksen kokeellisine mittauksineen, visuaalise-
na palautteena ja instrumentointina. Etälaboratorioita on kehitetty, jotta etäopiskelijat 
saisivat samat laboratoriokokemukset kuin paikanpäällä olevat opiskelijat. Kirjoittajat 
esittelevät FPGA-etälaboratorion, joka on suunniteltu tehoelektroniikan ja sähkönkäy-
tön tutkimukseen. Laboratoriota on mahdollista käyttää paikanpäällä tai etänä internetin 
kautta. Yhteen laboratorioasemaan kuuluu Xilinxin Virtex IV kehitysalusta, virtalähde, 
piirilevy joka sisältää virta- ja jänniteantureita, piirilevy jossa on ADC/DAC-
muuntimet, oskilloskooppi mittauksia varten sekä kameran joka näyttää reaaliaikaista 
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kuvaa etäkäyttäjille. Kommunikointi kehitysalustan ja tietokoneen välillä tapahtuu 
JTAG-kaapelia pitkin.  Laboratoriossa voi suorittaa mittauksia ainoastaan (paikal-
la/etänä) silloin kun laboratorioteknikko on paikalla, lisäksi ohjauspaneeli estää laittei-
den ylikuormittamisen. Etäkäyttö tapahtuu verkkopalvelimen kautta. Verkkorajapinta 
on suunniteltu sellaiseksi, että käyttäjä tarvitsee ainoastaan tietokoneen ja internetyhtey-
den testien suorittamiseen. Käyttäjien ei tarvitse asentaa mitään ohjelmia tietokoneel-
leen, vaan ainoastaan HTTP-porttia käytetään. Jokainen laboratoriokerta sisältää simu-
loinnin ja testauksen laitteella. Tarkoituksena on, että opiskelijat vertaavat simulointitu-
loksia testaustuloksiin. Oskilloskoopista on mahdollista siirtää dataa Matlabille oskillo-
skoopin palvelimen kautta. Kirjoittajien suorittamien kyselyiden mukaan opiskelijat 
ovat olleet tyytyväisiä laboratorion käyttömahdollisuuksiin, samoin myös osallistumis-
määrät ovat kasvaneet. Taulukossa 1 esitetään yhteenveto etälaboratoriototeutuksista. 
Lisäkomponenteilla/työkaluilla tarkoitetaan FPGA:sta erillistä ohjelmaa tai komponent-













Taulukko 1. FPGA-etälaboratorioiden toteutukset. 



































































































































































3.3. Tavanomaiset opetuslaboratoriot  
Sulautettujen järjestelmien opetus aloitetaan yleisesti kursseilla, joissa kehitysalustassa 
on mikrokontrolleri. Haastavampien kurssien tarjonta painottuu opintojen loppuvaihee-
seen, mikä voi jättää aukkoja osaamiseen. Tarjontaan on kuitenkin tullut kursseja, jotka 
hyödyntävät alustoja joissa on mahdollisuus laitteiston ja ohjelmiston yhteistoteutuk-
seen. (Schneider, Bezdek, Zhang, Zhang & Rover 2005: 53.) 
Schneider ym. (2005: 53–54) esittelevät julkaisussaan laboratoriotilan, jossa on 15 työ-
asemaa varustettuna Xilinxin Virtex 2 Pro alustalla. Alustassa on tehokas prosessori ja 
mahdollisuudet lisälaitteiden kytkemiseen. Suunnitteluohjelmana käytetään EDK/ISE 
ohjelmaa, jossa prosessorin ohjelmointiin voidaan käyttää C/C++-ohjelmointikieltä. 
Laitteisto kuvataan ohjelmassa erillisinä IP-lohkoina, joka antaa opiskelijoille kokemus-
ta systeemitason suunnittelusta. Laboratorioharjoituksissa he korostavat laitteiston ja 
ohjelmiston yhteistoteutusta. Harjoituksissa käytetään reaaliaikakäyttöjärjestelmää, jota 
on tarkoitus käyttää monisäikeisissä sulautetuissa järjestelmissä. Reaaliaikakäyttöjärjes-
telmän avulla opiskelijat pystyvät optimoimaan systeemin suorituskykyä monisäikeisel-
lä toteutuksella ja systeemitason profiloinnilla. 
Quintas, Valdes, Moure, Fernandez-Ferreira ja Mandado (2005) ovat toteuttaneet sovel-
luksen itseopiskeluun. Oletuksena on, että sovelluksen käyttäjät tuntevat digitaaliteknii-
kan peruskomponentit kuten veräjät, kiikut, multiplekserit, muistit, laskurit sekä 
VHDL:n perusteet.  Tarkoituksena on tehdä helpoksi FPGA-systeemien suunnittelume-
netelmien oppiminen, syventää VHDL-kielen osaamista ja käyttää suunnitteluun Alte-
ran tarjoamaa Quartus-ohjelmistoa. Toteutus on hypermediasovellus, johon sisältyy 
ohjeistus, ohjelmisto, FPGA kehitysalusta ja lisälaitealusta. Ohjelmistona on Alteran 
Quartus. Toteutuksessa on myös virtuaalinen logiikka-analysaattori, jonka avulla voi-
daan varmistaa suunnitellun systeemin toimivuus.   
Yuxin, Lin, Junin, Jinpingin ja Zulin (2010: 414–417) mukaan FPGA-piirien avulla 
opiskelijat voivat käytännössä toteuttaa sovelluksia digitaalisesta signaalinkäsittelystä 
käyttäen apuna muita suunnitteluohjelmia, kuten Matlab:ia. Digitaalisen signaalinkäsit-
telyn sovelluksista he antavat esimerkkinä tutkan ominaisuuksien opettamisen Matlabin 
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ja FPGA:n avulla. Matlab:ia käytetään tutkan ominaisuuksien simulointiin, jolloin tu-
lokset saadaan näkyviin graafisesti. Simuloidun mallin toteutus on tarkoitus toteuttaa 
FPGA:lla.  Matlab:ia käytetään toteutuksen muidenkin ominaisuuksien toteuttamiseen, 
kuten suodatinten kertoimien laskemiseen.  
DE2-115 kehitysalustaan perustuva ja Alteran Cyclone IV FPGA-piirin sisältävä t-pad 
on sopiva alusta käytännön sulautettujen järjestelmien opetukseen. Nykyaikaisten su-
lautettujen järjestelmien suunnitteluun tarvitaan ohjelmiston ja laitteiston yhteissuunnit-
telua, IP-lohkojen käyttöä, prosessorin integrointia piirille sekä I/O-standardien hallit-
semista. FPGA-piirit tarjoavat hyvän ja käytännöllisen alustan prosessorien integroimi-
seen piirille. (Mahmoodi, Montoya, Franco, Rodriguez, Carrillo, Goel, Chen, Enriquez, 
Jiang, Pong & Shanasser 2012: 1.) 
T-pad alusta sisältää LCD-kosketusnäytön, kameran, USB:n, Ethernet liitynnän, Video 
Graphics Array (VGA) liitynnän ja ulkopuolisia liityntämahdollisuuksia, sekä muuten-
kin kokonaisvaltaisen alustan sulautettujen järjestelmien toteutukseen.  Alustan mukana 
on kirjasto, jossa on valmiita IP-lohkoja eri I/O-kytkentöihin. Suunnittelutyökalujen 
manuaalit ovat hyvin kattavia, eivätkä ne välttämättä sovellu opiskelijoiden ohjeiksi. 
Tämän vuoksi kirjoittajat ovat laatineet itseopiskeluohjeita opiskelijoille, jotka käyvät 
lävitse koko suunnittelukaavion. Ensimmäinen ohje sisältää alustan ja sen ominaisuudet, 
toinen keskittyy ainoastaan laitteiston suunnitteluun, kolmas laitteisto-ohjelmisto- yh-
teissuunnitteluun ja viimeisenä LCD-kosketusnäytön käytön opettaminen. Saadun pa-
lautteen perusteella kirjoittajat suosittelevat t-pad alustan käyttöä opetuksessa. 
(Mahmoodi ym.  2012: 1–6.) 
Donzellini ja Ponta (2012: 1–4) ovat kehittäneet digitaalisten piirien suunnittelualustan 
jonka nimi on Deeds. Alusta antaa opiskelijoille mahdollisuuden toteuttaa suunnitel-
mansa myös FPGA-piirille, minimoiden samalla laitevalmistajien tarjoamien suunnitte-
luohjelmien (CAD) käytön. Deeds kattaa sekvenssi- ja kombinaatiopiirit, tilakoneen 
suunnittelun, assembly kielen ohjelmoimisen sekä mikrotietokoneen liittämisen. Lisäksi 
se sisältää simulointityökalut piireille, mikrotietokoneelle ja tilakoneelle. Deeds eroaa 
muista suunnitteluohjelmista siinä, että se on tarkoitettu opetuskäyttöön, sekä helposta 
käyttöliittymästään (Kuva 22). Se tarjoaa myös paljon opiskelumateriaalia vanhojen 
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projektien muodossa. FPGA:n ja Deeds:llä toteutetun projektin integrointi tapahtuu 
saumattomasti, jolloin FPGA-piirin konfigurointi on helppoa. Lisäominaisuuden avulla 
on mahdollista ennalta määritellä liitynnät ja niiden ominaisuudet. Koodigeneraattori 
yhdistää sisään- ja ulostulot FPGA-piirille sekä asettaa kytkemättömiin liityntöihin ole-
tusarvot. Koodigeneraattori luo myös muut tarvittavat projektitiedostot, joita tarvitaan 
FPGA-piirin ohjelmointiohjelmistossa. Koodin ja tiedostojen luonnin jälkeen käyttäjä 
pystyy ajamaan tiedostot FPGA-piirille käyttäen esimerkiksi Altera Quartus II-
ohjelmaa. Valmistajien ohjeistukset ovat yleensä tarkoitettu ammattikäyttöön, jolloin 
opiskelijat näkevät tuloksia vasta käytyään monta askelta läpi. Suunnittelualustan lisä-
ominaisuuden avulla opiskelijat voivat suorittaa ainoastaan tarvittavat toimenpiteet. 
Lisäominaisuudessa kytkentäkaavioita käytetään opetuksessa laitteistokuvauskielten ja 
FPGA-piirien kanssa. Laboratoriotilassa on 25 työasemaa, joissa jokaisessa on oma tie-
tokone, Altera Quartus II ohjelmisto, Deeds-sovellus ja DE2 kehitysalusta (Donzellini 
& Ponta 2013: 47.)  
 
Kuva 22. Käyttöliittymä. Kellonmäärittelyssä määritellään käytettävä taajuus. Punai-
sella merkittyjen kohtien toiminnallisuus voidaan määritellä käyttäjän toimesta käyt-
töliittymässä. (Donzellini ym. 2012: 6)     
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Balidin ja Abdulwahedin (2013: 24–27) mukaan sulautettujen FPGA sovellusten suun-
nittelussa kannattaa käyttää graafista ohjelmointikieltä, koska se on viisi kertaa nope-
ampaa kuin tekstipohjainen ohjelmointi, on helppo oppia eikä se vaadi erityistä ohjel-
mointikokemusta. Graafiset ohjelmointikielet perustuvat tietovuoparadigmaan, jossa 
ohjelma mallinnetaan sarjana operaatioita.  Graafisten ohjelmointikielin vahvuutena on, 
että käyttäjät voivat käyttää samaa mallia useammassa alustassa vähäisillä muutoksilla. 
Käyttäjien ei tarvitse käyttää rajapintaa alemman tason ohjelmointikieliin liitynnöissä, 
jotka generoidaan automaattisesti. Kuvassa 23 esitetään tarvittavien askelien määrä ta-
vanomaisella ja graafisella menetelmällä toteutettaessa FPGA-sovellusta. Kirjoittavat 
ovat kehittäneet laboratorion joka perustuu LabVIEW ohjelmalla tapahtuvaan graafi-
seen ohjelmointiin, Spartan-3E alustaan ja oheislaitteisiin.  
 
Kuva 23. Tarvittavien suunnitteluaskelien ero ohjelmoitaessa FPGA tavanomaisin- ja 
graafisin menetelmin. (Perustuu lähteeseen Balid ym. 2013: 27.)  
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Kiray, Demir ja Zhaparova (2013: 445–447) suosittelevat digitaalitekniikan opettami-
seen projektiperusteista (PBL) – ja mikro-opetusta. Projektiperusteisen opettamisen 
tarkoituksena on jakaa projekti sopiviin osiin parantamaan oppimista ja sopivuutta ryh-
mätyöskentelyyn. Mikro-opettaminen käsittää pienet opetusaiheet ja lyhyen aikavälin 
oppimistoimet. Esimerkkiprojektissaan heidän tarkoituksena on saada projektin osat 
suoritettua valmiiksi tietyssä ajassa ja samalla parantaa opiskelijoiden motivaatiota ja 
ymmärrystä.  Mikro-opetusvaiheessa heidän mukaansa tulee määritellä aiheet jotka tu-
lee oppia, opetusaika ja tarpeeksi kattavat testit oppimisen testaamiseksi. Nämä soveltu-
vat heidän mukaan FPGA-perusteisen digitaalitekniikan opetukseen. Projekti- ja mikro-
perusteisella opetuksella opiskelijat saavat mahdollisuuden toistaa ja yhdistellä vaiheita, 
joita he ovat oppineet vaihe kerrallaan. 
Hocenski, Aleksi ja Sruk (2013: 22, 24–25, 28) ovat kehittäneet FPGA-
verifiointialustan opiskelijoiden avuksi FPGA-piirien digitaaliseen suunnitteluun. Veri-
fiointialusta (VDP) on toteutettu Spartan 3 XC3S200 FPGA-piirille ja käyttää 14 %:a 
sen kapasiteetista. Alusta koostuu FPGA:n ja tietokoneen välisestä tiedonsiirrosta ja 
tietokoneen graafisesta käyttöliittymästä (GUI). Alustan laitteiston verifikaatio suorite-
taan ennalta määritetyillä sisään- ja ulostulomoduuleilla, jotka mahdollistavat reaaliai-
kaisen sisäisten signaalien tarkastelun.  Sisään- ja ulostulomoduulit kytketään kahdek-
san bittisiin virtuaalilaitteisiin (VD). Jokaisella virtuaalilaitteella on tietty fyysinen osoi-
te. Tietokoneen ja FPGA:n välinen kommunikaatio tapahtuu RS232 full-duplex proto-
kollalla. Kommunikaatiosta huolehtii piirillä olevat kaksi PicoBlaze mikroprosessoria ja 
UART-piiri. 
Graafinen käyttöliittymä (GUI) on toteutettu Visual Basic ohjelmointikielellä. Käyttö-
liittymä on tehty käyttäen dynaamista ohjelmointitekniikkaa. Se toimii osana, joka 
kommunikoi FPGA:n kanssa RS2323 sarjaportin kautta. Käyttöliittymän toimintoja 
ovat sarjaliikenteen hallinnointi, sisään- ja ulostulosignaalien esittäminen tietokoneen 
näytöllä, tiedonsiirto ja vastaanotto virtuaalilaitteelta, virtuaalilaitteiden dynaaminen 
luonti ja poisto sekä satunnaisen osoitteen valitseminen tietylle virtuaalilaitteelle. Käyt-
täjät voivat käyttöliittymässä valita testausmoduuliin erilaisia sisääntuloja (kytki-
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met/painonapit) ja ulostuloja (led). Käyttöliittymässä signaalien sisäiset tilat ovat koko 
ajan näkyvillä.  
Karyano ja Wicaksana (2013: 1–3) ovat käyttäneet FPGA-tekniikkaa apuna opettaes-
saan mikrokontrollereiden ja mikroprosessoreiden perusteita.  Kirjoittajien mukaan 
opiskelijat saavat tämän kautta kokemusta oikeasta laitteistosta, eikä pelkästään simu-
loinnista tai ohjelmiston kehittämisestä. Prosessorin osat kuten aritmeettis-looginen- ja 
ohjausyksikkö sekä muisti voidaan toteuttaa yksittäisinä moduuleina. Helpoin tapa to-
teuttaa mikroprosessori FPGA-piirille on käyttää lohkokaaviota, muut tavat ovat lait-
teistokuvauskieli ja tilakaavio. Lohkokaavion käyttö on yleistä suunniteltaessa digitaali-
sia järjestelmiä. FPGA tekniikan käyttö mikroprosessoreiden ja mikrokontrollereiden 
toiminnan opetuksessa antaa opiskelijoille yksityiskohtaista osaamista.       
Brekkenin ja Mohanin (2006: 1–2, 4) mukaan tehoelektroniikan komponenttien ominai-
suuksien tullessa muun muassa säätöominaisuuksiltaan yhä kehittyneemmiksi tulee in-
sinööreillä olla kyky käyttää digitaalisia järjestelmiä, kuten FPGA:ta niiden hallintaan. 
Laitteisto perustuu Spartan 3 FPGA kehitysalustaan. FPGA:ta käytetään muuntajapiirin 
ohjauksessa, jolla voidaan esimerkiksi ajaa moottoria tai passiivista kuormaa suljetussa 
tai avoimessa silmukassa. FPGA:n lisäksi laitteistoon kuuluu kuorma, kokosilta-piiri, 
liitinlevy ja ajuri-piiri. Spartan-3-levyllä olevia kytkimiä voidaan käyttää reaaliaikaisesti 
esimerkiksi pulssileveysmodulaatiossa (PWM) pulssileveyden säätämiseen. Laitteisto 
on kirjoittajien mukaan joustava ja edullinen vaihtoehto digitaalisiin tehoelektroniikan 
sovelluksiin. 
Tampereen teknillisessä yliopistossa toteutettiin vuonna 2008 projekti, jonka tarkoituk-
sena oli parantaa ja modernisoida tietokonetekniikan laitoksen kurssien laboratoriohar-
joituksia. Tarkoituksena oli käyttää perättäisissä kursseissa samaa laitteistoa, jolloin 
opetuksessa voidaan keskittyä olennaiseen eikä opetella yhä uusien laitteiden tai työka-
lujen toimintaa.  Laitteistoksi valittiin Altera DE2. Tietokonetekniikan laitoksella yh-
deksän kurssia käyttävät samaa alustaa. Yksi alusta on hyödyllinen opiskelijoille, koska 
heidän ei joka kerta tarvitse opetella uuden alustan toiminnallisuutta. (Vainio, Salminen 
ja Takala 2010: 137–138, 140.) 
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Kurssien laboratoriotöissä opiskelijat törmäävät usein ongelmiin, jotka liittyvät uusien 
laitteiden käyttöön, harjoitusten aikatauluihin sekä ylläpidettävyyteen. Näiden ongelmi-
en ratkaisemiseksi Kastelan, Majstorovic, Nikolic, Eremic ja Katona (2012: 1113, 1115) 
ehdottavat ristikkäistä sulautettujen järjestelmien opetuslaitteistoa, joka perustuu 
FPGA:han, ja jonka opiskelijat pystyvät konfiguroimaan suunnitelmallaan. Tarkoituk-
sena on, että se kattaa sulautettujen järjestelmien koko opetusprosessin, mukaan lukien 
yhtymäkohdat eri teknologioiden välillä. Heidän suunnittelemat harjoitukset alustalle 
kattavat kaikki digitaalitekniikan perusasiat, kuten tilakoneet ja kombinaatio- ja sek-
venssipiirit käyttäen VHDL:ää. 
Haban (2014: 794) mukaan nykyään FPGA-piirien suorituskykyä arvioidaan logiikka-
lohkojen lisäksi I/O-liityntöjen, muistilohkojen, laskentalohkojen ja prosessorilohkojen 
ominaisuuksien mukaan. Hänen mukaansa nämä ominaisuudet mahdollistavat sen, että 
FPGA-pohjaiset alustat voivat korvata laboratoriotöissä aiemmin käytetyt mikrokontrol-
lerit, prosessorit ja muut vastaavat laitteet. FPGA-piirien uudelleenohjelmoitavuus on 
yksi tärkeimmistä syistä miksi ne erittäin hyvin soveltuvat digitaalitekniikan opetuk-
seen. FPGA:lla on etuna se, että opiskelijat voivat käyttää samaa laitetta, ohjelmistoa ja 
suunnittelutyökaluja monen kurssin harjoituksissa. 
Laakkonen, Rauma, Ikonen ja Pyrhönen (2006: 1–4) ovat toteuttaneet FPGA-pohjaisen 
alustan moottorin säädön ja digitaalisen signaalinkäsittelyn algoritmien opetukseen. 
FPGA:n käyttö tarjoaa joustavan ja tehokkaan tavan algoritmien toteutukseen. Aiemmin 
käytetty DSP on korvattu sulautetulla prosessorilla, joka voidaan ohjelmoida C-kielellä. 
Opetuskäyttöön alusta tarjoaa valmiita kirjoittajien tekemiä VHDL-moduuleita. Vaati-
muksena alustalle oli joustavuus, halpa hinta, korkea laskentateho, modulaarisuus ja 
ohjelmoinnin helppous. Alustan laitteisto koostuu Xilixin VirtexII-piiriin perustuvasta 
säätöpiiristä ja tehopiiristä. Opiskelijoille valmiit VHDL-moduulit on tarkoitettu esi-
merkiksi taajuusmuuttajan toteuttamiseen. Osaa moduuleista on pakko käyttää, kuten 
suojaus ja tyhjennysmoduulia, muut käytettävät moduulit opiskelijat voivat suunnitella 
itse. Alustan sisäinen kommunikointi tapahtuu OKITO-väylällä, jossa on mahdollista 
määritellä väylän nopeus, leveys sekä moduulien ja rekistereiden määrä. Ulkoisen käyt-
töliittymän kanssa kommunikointi voidaan toteuttaa RS232:lla.  Moottorinsäätöalgorit-
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mit voidaan toteuttaa C-kielellä käyttäen MicroBlaze prosessoria, tai VHDL:llä käyttäen 
piirin logiikkaa. Kirjoittajien mukaan alusta on sopiva VHDL:n opettamiseen mootto-
rinsäätöalgoritmien kanssa. 
Matilaisen, Salmisen ja Hämäläisen (2014: 37–42) mukaan isot harjoitukset kannattaa 
jakaa pakollisiin pieniin viikkoharjoituksiin, joista on mahdollista saada bonuspisteitä. 
Automaattiset testipenkit ja aloitusesimerkit ovat hyödyllisiä opetuksessa.  SoC-laitteet 
ovat monimutkaisia integroitujapiirejä (IC), jotka sisältävät erilaisia toiminnallisia ele-
menttejä käyttäen heterogeenisia IP-lohkoja, kuten ohjelmoitavia prosessoreita, muiste-
ja, kiihdyttimiä ja useita muita ulkopuolisia liityntöjä. Tällaisen laitteen suunnittelupro-
jekti on laaja ja haasteellinen. Perustuvanlaatuinen ongelma on miten perehdyttää opis-
kelijat tällaisen systeemin suunnitteluun. Harjoitusten tarkoituksena on opettaa tär-
keimmät konseptit ja vaiheet systeemin suunnittelussa, erityisesti IP-lohkojen uudel-
leenkäyttöä, sovellusalustaperusteista suunnittelua ja laitteisto/ohjelmisto yhteissuunnit-
telua. IP-lohkojen uudelleenkäyttöön käytetään avoimeen lähdekoodiin perustuvaa Kac-
tus-ohjelmaa, joka suorittaa kelpoisuuden tarkastuksen ja pystyy generoimaan raken-
teellisen VHDL-kuvauksen, C tunnisteet ja suorittamaan projektin syntetisoinnin. Kir-
joittajien mukaan uusien työkalujen käytön opettelu vie aikaa, joten perustyökalujen 
kuten ModelSim simulointiohjelman käyttö tulisi säilyä samana peräkkäisissä kursseis-
sa, he esittelivät ainoastaan Kactus2-ohjelman uutena ohjelmana. Heidän mukaan opis-
kelijat olivat tyytyväisiä ja pystyivät käyttämään työkaluja monimutkaisia järjestelmiä 
suunniteltaessa. Valmiiden IP-lohkojen käytössä voi esiintyä ongelmia. Tämä kuvastaa 
tosielämän suunnitteluskenaariota, jota ei tulisi tapahtua sattumalta. Kunnollinen kvali-
fiointi, ymmärrys ja IP-lohkojen uudelleenkäytettävyyden mahdollisuus tarvitaan ennen 
kuin niitä voidaan sujuvasti käyttää opetuksessa.  
FPGA tarjoaa opetuksessa erilaisia niin analogisen kuin digitaalisen elektroniikan käyt-
tömahdollisuuksia. Sen käyttö opetuksessa on hyödyllistä sovelluksissa missä tarvitaan 
tehokasta laskentaa, kuten robotiikassa, sulautetuissa järjestelmissä ja bioinformatiikas-
sa. FPGA-pohjaisen järjestelmän suunnittelu vaatii pohjatietoja elektroniikan ja tieto-
tekniikan opinnoista, kuten suunnittelukielistä, syntetisoinnista, suunnitteluohjelmista, 
rajapinnoista jne. (Skliarova, Sklyarov, Sudnitson & Kruus 2014: 460–469.) 
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Skliarova ym. (2014: 460–469) esittelevät artikkelissaan kaksi FPGA-järjestelmien ope-
tusmetodia. Ensimmäisessä opetusvaiheet esitellään ja selitetään alhaalta-ylös- mene-
telmällä käyttäen apuna esimerkkejä yksinkertaisista ja monimutkaisista järjestelmistä. 
Kirjoittajien mukaan oppiminen on tehokasta, jos on riittävä määrä teoreettisia ja käy-
tännöllisiä luentoja. Lisäksi FPGA-järjestelmistä on hyötyä muillekin kursseille, joissa 
toteutukset ovat monimutkaisia. Toinen metodi mahdollistaa monimutkaisten projektien 
toteuttamisen suhteellisen nopeasti. Siinä jokainen suunnitelma suoritetaan opiskelijoi-
den toimesta erillisenä osana. Opiskelijat toteutettavat osat selitetään tarkasti, ja heidän 
tulee toteuttaa ydinkomponentit ja yhdistää ne valmiiksi annettuihin komponentteihin, 
joista saadaan testattava FPGA-sovellus. Tehokkaiden ja luotettavien digitaalisten jär-
jestelmien kehitys vaatii laitteiston ja ohjelmiston yhteissuunnittelua ja simulointia. 
Opiskelijoiden harjoitustyönä toteutettiin laitteisto/ohjelmisto-yhteistoteutus, johon kuu-
lui tietokoneella oleva ohjelma, joka on vuorovaikutuksessa FPGA-kehitysalustan kans-
sa. FPGA:ta käytetään tehokkaan lajittelualgoritmin toteutukseen. He käyttivät toteu-
tuksessa toista opetusmetodia, jossa opiskelijoille annettiin osa tarvittavista komponen-
teista valmiina ja osan he joutuivat tekemään itse. Tämänkaltainen toteutus sallii heidän 
mukaan projektin toteutuksen monipuolisuuden ja estää ratkaisujen kopioimisen. Kir-
joittajien käyttämän opetusmetodin avulla yhä useammat ovat saaneet projektin suorite-
tuksi samalla kun arvosanat ovat parantuneet, vaikka projektit ovat olleet haastavampia. 
Lisäksi heidän mukaan ensimmäisen vuoden opiskelijoille piiritoteutusten tekeminen on 
tehokkaampi tapa oppia, kuin pelkästään perinteisellä tavalla. Taulukossa 2 esitetään 
tavanomaisten FPGA-laboratorioiden toteutukset. Lisäkomponenteilla/työkaluilla tar-
koitetaan omaa suunnitteluohjelmaa tai valmiita laajennuskortteja ja omilla kytkennöillä 






Taulukko 2.  Tavanomaisten laboratorioiden toteutukset. 
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4. LASKUHARJOITUKSET JA HARJOITUSTYÖ 
Tässä kappaleessa kerrotaan miten digitaalitekniikan opetus toteutetaan Vaasan yliopis-
tossa, tarkasteltava on kurssi AUTO1010 digitaalitekniikan perusteet keväällä 2014. 
Kurssi toteutettiin luennoilla ja laskuharjoituksilla, jolloin oli myös tietystä luentoalu-
eesta koostuva mikrotentti, sekä erillisestä harjoitustyöstä jossa tarkoituksena oli toteut-
taa valourut-sovellus käyttäen FPGA:ta. Harjoitustyöstä esitellään siinä tarvittavat kom-
ponentit ja toiminnot. 
4.1. Laskuharjoitukset 
Laskuharjoitukset digitaalitekniikan perusteet kurssilla etenevät perusteista alkaen. En-
simmäisissä 1-2 harjoituksessa käydään lävitse digitaalitekniikan peruskomponentteja, 
kuten veräjiä ja sievennetään funktioita Karnaughin karttojen avulla. Harjoituskertojen 
edetessä otetaan käyttöön VHDL-kieli. Ensimmäiset VHDL-ohjelmointitehtävät ovat 
peruskomponenttien toteuttamista. Esimerkiksi keväällä 2014 ensimmäinen ohjelmoin-
titehtävä oli ekvivalenssin toteuttaminen käyttäen AND, OR ja NOT veräjiä (Alander 
2015). Toteutusten toimivuus testataan harjoituksissa simuloinnilla. Ohjelmoimiseen ja 
simulointiin käytetään Alteran Quartus ohjelmistoa. Harjoituksissa käytetään Alteran 
DE2-kehitysalustaa, jolle toteutetaan ohjelmoitu digitaalinen logiikka. Samaa kehitys-
alustaa käytettiin myös harjoitustyössä. Lisäksi harjoituksissa käytettiin koekytkentäle-
vyjä johon toteutettiin erilaisia kytkentöjä käyttäen ledejä, vastuksia, TTL-piirejä sekä 
kytkentäjohtoja. Tarkoituksena oli opettaa opiskelijoille yksinkertaisten kytkentöjen 
tekemistä koekytkentälevylle, sekä FPGA:n käyttöä näiden ledien ja TTL-piirien oh-
jaamiseen kehitysalustalla olevien ledien sijasta.  
4.2. Harjoitustyö 
Keväällä 2014 AUTO1010-kurssin harjoitustyön aiheena olivat valourut. Valourkuihin 
(Kuva 24 & 29) kuuluivat 16 lediä ja vastusta, koekytkentälevy, kytkentäjohtoa, Altera 
DE2-kehitysalusta sekä kuulokemikrofoni. Tarkoituksena oli tehdä toteutus jossa ledit 
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ja vastukset kytketään koekytkentälevylle joka edelleen kytkentäjohdolla yhdistetään 
kehitysalustalla olevalle GPIO:lle. Kuulokemikrofoni kytkettiin kehitysalustalle käyttä-
en siinä olevaa Wolfson WM8731 / WM8731L Audio CODEC:ia.  Opiskelijoiden oli 
tarkoitus toteuttaa valourkujen ledien ja vastusten kytkentä koekytkentälevylle, liittää se 
kehitysalustalle, sekä toteuttaa 5 bittinen pulssinleveysmodulaatio (PWM, joka käydään 
lävitse seuraavassa aliotsikossa), jolla ledien valaistuksen intensiteettiä voitiin säädellä. 
Kuulokemikrofonista tuleva äänisignaali ohjaa ledejä äänen voimakkuuden mukaan. 
PWM:llä ei vaikuteta siihen kuinka monta lediä valaistaan, ainoastaan valaistuksen in-
tensiteettiin. Harjoitustyötä varten opiskelijoille annettiin valmis projektipohja, joka 
sisälsi viisi VHDL-moduulia. Moduuleissa oli alustettu WM8731 toiminta, kommuni-
kointi FPGA-piirin kanssa ( CI2  ), sekä tarvittavat laskutoimitukset. 
Keväällä 2014 harjoitustyö eteni vaiheittain seuraavasti: 
 valourkujen toteutusta suunniteltiin 2-3 harjoituskerralla 
 jokainen ryhmä (1-3 henkilöä) kirjoitti alkuraportin harjoitustyöstä kurssin opet-
tajalle, jossa tuli selittää valourkujen toiminta lohkokaavion avulla 
 harjoitustyön ohjauskerroilla aloitettiin VHDL-kielisen PWM-moduulin toteut-
taminen ja liittäminen valmiiksi annettuun projektipohjaan, lisäksi koekytken-
nästä tuli tehdä suunnitelma 
 viimeisellä ohjauskerralla rakennettiin ledimatriisi koekytkentälevylle ja testat-
tiin koko toteutuksen toiminta, samalla suoritettiin palautekysely käyttäen liit-
teen 1 kyselylomaketta 
 lopuksi tuli tehdä kurssin opettajalle palautettava harjoitustyöraportti. 
 58 
 
Kuva 24. Valourut. Koekytkentälevylle asetellaan ledit ja vastukset (16 kpl), jotka 
kytketään kytkinjohdolla DE2-kehitysalustan GPIO:hon. Kuulokemikrofoni kytket-
tiin kehitysalustalla olevan audio codeciin, joka muuttaa äänisignaalin arvot digitaa-
liseksi. FPGA-piiri ohjaa ledien valaistusta.  
 
4.2.1. Pulssinleveysmodulaatio 
Pulssinleveysmodulaation (PWM) avulla voidaan rajoittaa jännitteen kulkua siten, että 
se pääsee kulkemaan tietyn ajan yhdessä ennalta määritellyssä jaksossa (Kuva 25). Jän-
nite vaihtaa arvoaan 5 V:sta 0 V:iin hyvin nopeasti, jolloin sillä voidaan rajoittaa jännit-
teen määrää tiettyyn osaan maksimijännitteestä alipäästö suodattamalla. Digitaalisesti 
jännitetasot voidaan merkitä siten, että looginen 1 vastaa 5 V:a ja 0 V:a looginen 0.   
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Kuva 25. Pulssinleveysmodulaatio kanttiaaltona. Nuoli kohdassa A kuvaa yhden jak-
son pituutta eli periodia, nuoli kohdassa C jännitteen toiminta-aikaa (duty cycle) ja 
nuoli kohdassa B aikaa jolloin jännitteen arvo on nolla (off cycle). Digitaalisesti 
jännitteen tasoa 5 V vastaa looginen 1 ja 0 V looginen 0. Kuvassa esitetään 20 %, 50 
% ja 80 %:n pulssinleveydet. (National Instruments 2010).  
 




D                                                                 (1) 
missä D on pulssinleveys (duty cycle), PL on toiminta-aika ja Periodi jakson pituus. 
Esimerkiksi jos periodin pituus on 100 ms (0.1 s) ja haluttu pulssinleveys 80 %:a (0.08 
ms) periodin pituudesta D = (80/100) x 100 %, josta saadaan arvoksi 80 %:ia. Harjoitus-
työssä opiskelijoiden tarkoituksena on PWM toiminto omaksi moduulikseen VHDL-
kielellä osaksi valourkuja käyttäen VHDL:n rakennemallia (structural). PWM moduulin 







4.2.2. WM8731 Audio CODEC 
Altera DE2-kehitysalusta sisältää pienitehoisen WM8731 stereokoodekin (Kuva 26) 
integroidulla kuulokeajurilla, joka on erityisesti suunniteltu kannettaviin audio laittei-
siin. Se sisältää stereo- ja monoäänisisääntulot, sekä vaimennusominaisuudet ja ohjel-
moitavan sisääntulon äänenvoimakkuuden säädön. Linja- ja mikrofonisisääntulot mene-
vät koodekilla olevalle ADC-muuntimelle sekä linja- ja mikrofoniulostulot DAC-
muuntimen kautta. Lisäksi koodekki sisältää kello-oskillaattorin, konfiguroitavan digi-
taalisen ääniliittymän sekä 2-3 linjaisen mikroprosessoriohjainliittymän.   
Koodekin sisääntulona on monomikrofoni ja kaksi stereolinjaa. Linjasisääntuloilla on 
säädettävä välillä (+12, -34)dB äänitaso ja vaimennus.   Mikrofonilla on välillä (-6, 
+34)dB säädettävä äänentaso. Koodekin sisältämä stereo-ADC-muunnin käyttää moni-
bittistä ylinäytteistystä. ADC-muuntimen ulostulo on saatavilla digitaalisessa ääni- liit-
tymäkohdassa. Muunnin sisältää lisäksi valinnaisen digitaalisen ylipäästösuotimen, jon-
ka avulla päästään eroon ei-toivotusta äänisignaalin tasakomponentista (DC). Piirin si-
sältämä DAC-muunnin ottaa vastaan digitaalista dataa digitaalisesta ääni- liittymäkoh-
dasta. DAC-muunnin voidaan ohjelmoida 32, 44.1 tai 48 kHz:ksi, ja se käyttää monibit-
tistä ylinäytteistystä.  Koodekissa on mahdollisuus käyttää eri näytteistystaajuuksia 8 
kHz:stä aina 96 kHz:iin asti, lisäksi ADC ja DAC-muuntimet voivat toimia eri näytteis-
tyksellä. WM8731 on suunniteltu vähän tehoa kuluttavaksi haittaamatta kuitenkaan sen 
suorituskykyä. Siinä on mahdollisuus sammuttaa tietyt osat piiristä ohjelmallisesti. Pii-
rissä on mahdollista valita ohjelmallisesti yhdeksän erilaista tehonsäästötapaa. Altera 
DE2 kehitysalustalla olevan FPGA-piirin (Cyclone II EP2C35F672C6) kanssa kommu-
nikointi tapahtuu CI2 -väylän kautta. (Altera 2014: 41; Wolfson microelectronics 2012: 
1, 20.) Harjoitustyössä opiskelijat saavat valmiin projektipohjan, jossa WM8731 on 
valmiiksi alustettu. Tähän pohjaan heidän tulee integroida aiemmin mainittu PWM-
moduuli.       
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Kuva 26. Funktionaalinen lohkokaavio WM8731 Audio CODEC:sta. Alareunassa 
(digital audio interface) olevat sisääntulot DACDAT, DACLRC, BCLK, ADCLRC 
ja ADCDAT ovat kello ja datasignaaleja, joilla FPGA kommunikoi codecin kanssa. 
Yläreunassa (control interface) olevat SDIN ja SCLK ovat CI2 -väylän data ja kel-
losignaalit. (Wolfson microelectronics 2012: 21; Altera 2014: 41).  
 
4.2.3. CI2 -väylä 
CI2 -väylä on NXP Semiconductorsin kehittämä kaksisuuntainen ja -linjainen väylä 
(Kuva 27). Väylät ovat sarjallinen dataväylä (SDA) ja sarjallinen kelloväylä (SCL). 
Jokaisella väylään kytketyllä laitteella on oma uniikki osoite. Väylällä on voimassa 
isäntä/orja-periaate, jossa isäntälaite voi toimia lähettäjänä ja vastaanottajana, muut lait-
teet toimivat lähettäjänä tai vastaanottajana riippuen niiden toimintatarkoituksesta. Väy-
lällä on datan yhteentörmäysten ja siirron kontrolli, joten siinä voi samanaikaisesti toi-
mia useampi isäntälaite. Datan siirto toimii kaksisuuntaisena 8-bittisenä tiedonsiirtona, 
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jota on mahdollista kasvattaa 100 kbit/s normaalitilassa, nopeassa toimintatilassa 400 
kbit/s ja maksimisssaan 3.4 Mbit/s asti.   
 
Kuva 27. CI2 -väylä. Mikrokontrolleri A toimii tässä isäntälaitteena ja muut kom-
ponentit orjalaitteina. Mikrokontrolleri A pystyy lähettämään halutun määrän dataa 
mikrokontrolleri B:lle. Mikrokontrolleri A:n halutessa dataa mikrokontrolleri B:ltä 
se osoittaa sen osoitetta ja pyytää sitä lähettämään. Molemmissa tapauksissa mikro-
kontrolleri A pystyy halutessaan lopettamaan datan siirron. Kommunikointiin tarvi-
taan kaksi väylää SDA ja SCL. Mikrokontrolleri A huolehtii SCL-väylän generoin-
nista. (UM10204 2014: 7). 
 
Data- ja kellolinja ovat molemmat kytketty positiiviseen käyttöjännitteeseen ylösveto-
vastuksen tai virtalähteen kautta. Väylän ollessa vapaa molemmat linjat ovat ylätilassa. 
Väylän dataliikenne alkaa aina aloitustilasta ja loppuu lopetustilasta (Kuva 28). Aloitus-
tila tapahtuu datalinjan muuttuessa korkeasta matalaan tilaan kellolinjan pysyessä kor-
keassa tilassa. Lopetustila tapahtuu datalinjan muuttuessa matalasta korkeaan tilaan kel-
lolinjan ollessa ylhäällä. Isäntälaite generoi aina aloitus- ja lopetustilan. Aloitustilan 
jälkeen väylä on ruuhkainen ja lopetustilan jälkeen avoin. Väylällä olevien laitteiden 
tulee sisältää liityntälaitteisto, jolla ne huomaavat aloitus- ja lopetustilat. (UM10204 




Kuva 28. I2C-väylän aloitus- ja lopetustilat. (UM10204 2014: 9).  
 
 
Kuva 29. Valourut. Oikealle koekytkentälevylle on aseteltu ledit ja vastukset. Kehi-
tysalustan (DE2) GPIO:sta menee kytkentäjohdot vastuksille ja yksi maadoitusjohto. 
Kuulokemikrofoni on kytketty suoraan alustan mikrofonipaikkaan.   
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5. KYSELY 
Tässä kappaleessa käydään läpi AUTO1010 Digitaalitekniikan perusteet-kurssin harjoi-
tustyöstä tehty kysely (Liite 1) ja sen tulokset. Palautekysely laadittiin yhteistyössä TkT 
Birgitta Martinkaupin kanssa. Kyselyssä oli 7 monivalintakysymystä ja 4 sanallista ky-
symystä. Vastaukset saatiin 15 opiskelijalta. Kyselyn tulokset esitellään myös konfe-
renssiartikkelissa (Karhu, Alander & Nurmi 2015; Liite 2), joka julkaistaan CSEDU-
konferenssissa Lissabonissa.  
PWM 
Ensimmäinen monivalintakysymys (Kuva 30) koski PWM:n teorian ymmärtämistä. 
Ainoastaan yksi henkilö (7 %) sanoi ymmärtävänsä täysin teorian ja 33 % (5 henkilöä) 
ymmärtävänsä sen hyvin.  Yhdellä luentokerralla asiaa oli käsitelty ja yksi harjoitusker-
ta sisälsi tehtävän toteuttaa 4 bittisen PWM:n. Asian ei pitäisi olla monimutkainen, ja 
syynä ymmärtämättömyyteen voi olla luennolta/laskuharjoituskerralta poissaolo. 
 
Kuva 30. Vastausprosentit kysymykseen: ”Ymmärrän PWM:n teorian”. 
Toisena samaan aiheeseen liittyvänä monivalintakysymyksenä (Kuva 31) oli kyky oh-
jelmoida VHDL-kielinen PWM-toteutus. Kaksi henkilöä (13 %) sanoi osaavansa oh-
jelmoida VHDL-kielisen PWM-toteutuksen. Niillä joilla oli ongelmia ymmärtää sen 
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toiminta, oli vaikeuksia toteuttaa se. Ohjelmointitaitojen puute (VHDL) ja ongelmat 
ohjelman käytössä saattoivat olla esteenä toteutuksen tekemisessä. 
 
Kuva 31. Vastausprosentit kysymykseen: ”Osaan ohjelmoida PWM:n VHDL:llä”. 
CI2  
Kolmas monivalintakysymys (Kuva 32) koski CI2 -väylää, jolla hoidetaan tiedonsiirto 
FPGA:n ja koodekin välillä. Luennoilla asiasta ei ollut puhuttu, eikä laskuharjoituksis-
sakaan ollut tehtäviä siihen liittyen. Muillakaan kursseilla aihetta ei ollut käsitelty. Tä-
män vuoksi suurimmalle osalle opiskelijoista asia oli tuntematon.   
 
Kuva 32. Vastausprosentit kysymykseen: ”Ymmärrän CI2 :n teorian”. 
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Neljäs monivalintakysymys (Kuva 33) koski valmiiksi annetun projektipohjan käyttöä, 
vaikka kysymys koski valmiiksi ohjelmoitua CI2 -väylää. Valmis projektipohja oli tar-
koitus muuttaa omaksi projektiksi käyttäen Altera Quartus-ohjelmaa. Projektipohja, 
joka sisälsi viisi VHDL-moduulia, oli toteutettu VHDL:n rakennemallina. Luennoilla ja 
kurssin oppikirjassa (Grout 2008) käsiteltiin rakennemalli, mutta harjoituksissa ei ollut 
tehtävää tähän liittyen. Osa opiskelijoista ei ollut ennen toteuttanut rakennemallia. 
Opiskelijat eivät tunteneet audiokoodekin toimintaa, joka oli määritelty projektipohjas-
sa. Valmiin projektipohjan käytössä oli ongelmia, koska opiskelijat eivät tunteneet koo-
dekin (ja väylän) ominaisuuksia.        
 
Kuva 33. Vastausprosentit kysymykseen: ”Osaan käyttää valmiiksi ohjelmoitua 
CI2 :tä”. 
 
Luennot ja harjoitukset 
Viides monivalintakysymys (Kuva 34) koski luentoja. Suurin osa (60 %) vastanneista 
antoi neutraalin vastauksen. Luennoilla asiat käytiin lävitse perusteista alkaen ja osa 
luentokerroista käsitteli pelkästään VHDL-kieltä. Opiskelijat, jotka kävivät aktiivisesti 
luennoilla, sekä kertasivat opetetut asiat, saivat enemmän hyötyä niistä.    
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Kuva 34. Vastausprosentit kysymykseen: ”Luennot auttoivat oppimisessa”. 
 
Kuudes monivalintakysymys (Kuva 35) koski laskuharjoituksia ja niiden ohjelmointi-
tehtäviä. Enemmistö vastanneista (74 %) oli sitä mieltä, että harjoituksista oli hyötyä 
VHDL-kielen oppimiseen. Ohjelmointitehtävät alkoivat opastamalla opiskelijoita Alte-
ran Quartus ohjelman käytössä. Opastus alkoi uuden projektin luonnista, tallennuksesta, 
uuden ohjelmointitiedoston (VHDL) luomisesta, kääntämisestä sekä toteutuksen simu-
loinnista käyttäen ohjelman Waveform-editoria. Jokaisessa laskuharjoituksessa toteutet-
tiin edellä mainittu opastus ensimmäistä ohjelmointitehtävää suoritettaessa, koska suu-
rin osa opiskelijoista halusi sitä. Harjoituksissa käytiin tarpeen vaatiessa jokainen oh-
jelmointitehtävän koodi lävitse ja tarvittaessa opastettiin tarkemmin eri kohdat. Osa 
opiskelijoista oli tehnyt ohjelmointitehtävät etukäteen, mikä auttoi heitä sisäistämään 
asiat jotka neuvottiin. Osalla opiskelijoista oli ongelmia ohjelman käytössä, jolloin he 
eivät saaneet tehtäviä suoritettua.  
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Viimeinen monivalintakysymys (Kuva 36) koski FPGA-tekniikan hyödyllisyyttä. Suu-
rin osa (40 %) koki sen osaamisen hyödylliseksi. Luentojen ja laskuharjoitusten perus-
teella opiskelijoilla on käsitys hyödyntämismahdollisuuksista teknisissä sovelluksissa.  
Vastauksista voi päätellä, että he ymmärtävät digitaalitekniikan (FPGA) hyödyntämis-
mahdollisuudet eri sovelluksissa. 
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Ensimmäiseen sanalliseen kysymykseen (Liite 1) opiskelijat vastasivat osaavan-
sa/ymmärtävänsä ohjelmoinnin perusteita, perustiedot VHDL:stä ja FPGA-piireistä, 
numerojärjestelmistä sekä karkean periaatteen valourkujen toiminnasta. Toisessa kysy-
myksessä kaikki vastaajat sanoivat oppineensa VHDL-kielen ohjelmointia, kuten Kuva 
34 osoittaa. Vastauksissa kolmanteen kysymykseen opiskelijat toivoivat oppivansa 
enemmän VHDL-kieltä ja sen soveltamista. 
Harjoitustyön suoritus 
Harjoitustyön ohjauskerroilla, sekä laskuharjoituksissa osalla opiskelijoista oli ongelmia 
Quartus-ohjelman käytön kanssa uuden projektin luomisessa, tallentamisessa, kääntämi-
sessä, simuloinnissa ja toteutuksen asentamisessa kehitysalustalle. Ongelmia oli lisäksi 
koekytkentälevylle tehdyissä kytkennöissä, joita olivat ledien ja vastusten asettaminen, 
kytkentäjohdon käytössä ja kytkemisessä kehitysalustalle. Suurimmalla osalla opiskeli-
joista ei ollut aikaisempaa kokemusta elektronisten kytkentöjen tekemisestä, mikä to-
dennäköisesti selitti ongelmat niiden teossa. Muutama opiskelija olisi halunnut, että 
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ohjauskertoja olisi ollut enemmän samanaikaisesti luentojen ja laskuharjoitusten kanssa. 
Suurin osa ryhmistä sai kuitenkin toteutettua toimivan sovelluksen valouruista. 
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6. POHDINTA 
Palautekyselyssä vastaukset saatiin 15 opiskelijalta (~50 % kurssille osallistuneilta), 
vastausprosentti oli samansuuruinen Kumarin, Fernandon ja Panickerin (2013: 407) 
tekemässä samantapaisessa kyselyssä. Pienestä vastausprosentista johtuen opiskelijoille 
olisi varmasti kannattanut tehdä tämäntapaisia kyselyitä useammalla laskuharjoitusker-
ralla. 
Kyselytulosten perusteella voidaan sanoa, että AUTO1010 Digitaalitekniikan perusteet-
kurssin laskuharjoitukset ja harjoitustyö ovat auttaneet opiskelijoita oppimaan VHDL-
kieltä ja FPGA-tekniikkaa (Kuvat 35 & 36). Osalla opiskelijoista oli kuitenkin ongelmia 
laskuharjoituksissa ja harjoitustyössä VHDL toteutuksen tekemisessä. Aikaisempaa 
käyttökokemusta Alteran Quartus-ohjelmasta ei suurimmalla osalla ollut, jonka käyttö 
tuotti vaikeuksia, vaikka VHDL-kieli olisikin ollut tuttu. Luennoilla ei käyty lävitse 
ohjelman toimintaa, ainoastaan laskuharjoituksissa ja harjoitustyön ohjauskerroilla 
opastettiin sen käytössä.  
Kurssin harjoitustyön aiheena ollut valourut oli laaja toteutus, joka piti sisällään kehi-
tysalustan, kehitysalustalla olevan audiokoodekin (sisältäen CI2 -väylän), koekytkentä-
levyllä olevat ledit ja vastukset sekä kuulokemikrofonin. Tarkoituksena oli toteuttaa 
PWM-moduuli, joka liitettiin valmiiksi annettuun projektipohjaan. Moduulilla ohjattiin 
koekytkentälevyllä olevien ledien valaistuksen intensiteettiä. Kuvan 29 perusteella suu-
rin osa opiskelijoista ymmärsi mistä PWM:ssä on kysymys. Kuitenkaan kovin moni ei 
osannut toteuttaa sitä VHDL:llä (Kuva 30), vaikka luennolla ja yhdellä laskuharjoitus-
kerralla sitä oli käyty lävitse. Audiokoodekin toimintaan tarvittiin CI2 -väylä, joka hoiti 
kommunikoinnin kehitysalustan FPGA-piirin kanssa. Suurelle osalle opiskelijoista väy-
lä oli tuntematon (Kuva 31), koska sitä ei käsitelty luennoilla, laskuharjoituksissa eikä 
muillakaan kursseilla. Harjoitustyön ensimmäisellä ohjauskerralla väylän ominaisuudet 
käytiin lävitse. Väylä oli valmiiksi ohjelmoitu opiskelijoille annettuun projektipohjaan. 
Koska väylän (ja audiokoodekin) ominaisuudet eivät olleet ennestään selviä oli heillä 
vaikeuksia ymmärtää miten se oli toteutettu projektipohjaan ja käyttää sitä (Kuva 32). 
Suurin osa opiskelijoista kuitenkin uskoi, että FPGA-tekniikan osaamisesta on hyötyä 
 72 
tulevaisuudessa (Kuva 35). Koekytkentälevylle tehtävien elektronisten kytkentöjen te-
keminen ei ollut suurimmalle osalle opiskelijoista ennestään tuttua, ja laskuharjoituksis-
sa monet tekivätkin ensimmäistä kertaa niitä. 
Kyselyvastausten perusteella voidaan sanoa, että erilliselle etälaboratoriol-
le/laboratoriotilalle ei ole tarvetta. Olisi myös mahdollista käyttää kolmansien osapuol-
ten ohjelmistoja VHDL/Verilog toteutuksiin esimerkiksi Matlabin Simulink:a, kuten 
Athar, Siddiqi ja Masud (2012: 2766–2767) artikkelissaan esittelevät.  O’Connorin 
(2008: 1, 18) lopputyössä esiteltiin FPGA laboratoriotila, jossa Simulink mallista voitiin 
Xilinxin liitännäistyökalulla tuottaa tarvittavat VHDL-tiedostot. Simulink mallin avulla 
käyttäjät voivat tuottaa VHDL koodia liitännäistyökalun avulla ilman ohjelmointikoke-
musta, sekä asentaa sen kehitysalustalle. Tällainen systeemi ei kuitenkaan opeta opiske-
lijoita ohjelmoimaan laitteistokuvauskieltä, mutta he joutuvat opettelemaan Matlabin ja 
sen eri osien käytön koodin tuottamiseen, vaikka saman ajan he voisivat käyttää itse 
kielen (VHDL/Verilog) opiskeluun. Kyselyvastausten perusteella parhaiten oppii itse 
tekemällä ohjelmointitehtäviä, esimerkiksi laskuharjoituksissa. Itse tehdylle opetusalus-
talle, kuten Donzellinin ja Pontan (2012: 1–4) kaltaiselle alustalle ei ole tarvetta, koska 
opiskelijoiden on hyvä oppia käyttämään laitevalmistajien ohjelmistoja, koska niitä käy-
tetään myös teollisuudessa. 
Kappaleessa kolme esitellyt FPGA-etälaboratoriot sopivat joissakin tapauksissa fyysis-
ten laboratoriotilojen korvikkeeksi. Kuitenkin niiden rakentaminen, ylläpitäminen ja 
käyttö vaativat resursseja. Etälaboratoriot soveltuvat tapauksesta riippuen erilaisten mit-
tausten tekemiseen ja alustan ohjelmoimiseen internetin välityksellä, kuten Drutarovsky 
ym. (2009: 55–56) esittelivät. Peruskurssien FPGA toteutukset lähtevät liikkeelle melko 
yksinkertaisista sovelluksista, joten erillisen etälaboratoriotilan rakentaminen ei tässä 
mielessä ole järkevää. Etälaboratorioissa kehitysalusta on erillisessä tilassa, jolloin 
opiskelijat eivät itse pääse liittämään siihen erillisiä komponentteja, eivätkä käyttämään 
siinä olevia kytkimiä. Harjoitustyön tekeminen osoitti opiskelijoiden oppivan, jos he 
pääsevät itse käyttämään kehitysalustaa sekä pystyvät tekemään siihen kytkentöjä ja 
näkevä toteutuksen heti, eikä esimerkiksi tietokoneen näytön välityksellä. 
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Harjoitustyössä ja osassa laskuharjoituksissa käytetty Altera DE2-kehitysalusta soveltuu 
hyvin peruskurssin opetusalustaksi, eikä erilliselle laboratoriotilalle ole tarvetta. Kehi-
tysalustaa (hinta <100$) käyttääkseen opiskelija tarvitsee tietokoneen, sekä tarvittavat 
ohjelmat. Peruskurssien FPGA-toteutukset eivät ole sellaisia, että ne vaatisivat erillisiä 
tiloja esimerkiksi turvallisuuden takia. Kuten Vainio ym. (2010: 137–138, 140) kertoi-
vat artikkelissaan, kannattaisi varmasti muissakin automaatiotekniikan kursseissa tule-
vaisuudessa käyttää kyseistä alustaa, koska opiskelijoille sen käyttö on peruskurssin 
jälkeen tuttua. Kellet (2012: 379) käyttää kaikissa sulautettujen järjestelmien kursseissa 
DE2-alustaa ja siinä olevaa NIOS2-prosessoria. Kyselytulosten perusteella opiskelijat 
oppivat VHDL-kieltä ja uskoivat, että FPGA:n osaaminen on hyödyllistä, johon var-
masti kehitysalustan käyttö laskuharjoituksissa ja harjoitustyössä vaikutti positiivisesti. 
Erillisen laboratoriotilan rakentaminen voisi tulla kysymykseen silloin kun käsitellään 
suurempia jännitteitä, jolloin turvallisuuskin tulee ottaa huomioon. Esimerkiksi sähkö-
moottorin säätösovelluksiin voisi kehittää oman FPGA-pohjaisen alustan, kuten Laak-
konen ym. (2006: 1–4)  ovat toteuttaneet. FPGA-tekniikkaa voitaisiin käyttää digitaalis-
ten säätimien toteutukseen, kuten Artigas, Barragan, Isidro, Navarro ja Lucia (2011: 55–
60), jotka käyttivät FPGA-pohjaista alustaa tehomuuntimien digitaaliseen säädön ope-
tukseen. Alusta sisälsi laitteiston ja ohjelmiston (SoC). Araujo ja Alves (2008: 42) pai-
nottavat artikkelissaan laboratoriolaitteiden (FPGA-kehitysalustat) käyttöä onnistunee-
seen oppimiseen. Tällä tavalla heidän mukaan opiskelijat voivat kokeilla ratkaisujaan ja 
soveltaa taitojaan tehokkaalla tavalla. Näin ollen kehitysalustojen käytöstä on hyötyä 
tulevaisuudessakin laskuharjoitusten ja harjoitustyön yhteydessä.  
Harjoitukset auttoivat kyselyn mukaan sisäistämään VHDL-kielen. Ellervee ym. (2008: 
39) ehdottivat, että kielen opetus kannattaisi aloittaa rakenteellisella kuvaustavalla. Kel-
letin (2012: 379) mukaan laitteistokuvauskielen oppimisen vaikeutta ei pidä aliarvioida, 
koska rinnakkainen ohjelmointiparadigma vaatii opiskelijoilta uudenlaista ajattelua. 
Laitteistokuvaskielen (VHDL/Verilog) valinta riippuu henkilökohtaisesta mieltymyk-
sestä, koska molemmat kielet ovat teollisuusstandardoituja. Kellet (2012: 379) käyttää 
opetuksessa VHDL:ää, koska siinä on selvä ero esimerkiksi C-kieleen, joka helpottaa 
erottamaan ohjelmointiparadigmojen erot rinnakkaisessa ja peräkkäisessä ohjelmointi-
kielessä. Työelämässä tarvitaan usein molempia kieliä, jonka vuoksi Kellet käyttää 
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kurssikirjana teosta jossa ne molemmat esitellään rinnakkain, joka opiskelijoiden mu-
kaan on selkeä käsittelytapa. VHDL:n käyttö kurssilla on hyödyllistä, koska se on ylei-
sin laitteistokuvauskieli Euroopassa ja ilmeisesti myös Suomessa. 
Rakenteellinen VHDL-kuvaus ei ole yhtä suoraviivainen kuin esimerkiksi käyttäyty-
miskuvaus. Rakenteellisessa kuvaustavassa jokainen komponentti tulee määritellä erik-
seen kytkentäkaavion tapaan. Kurssin laskuharjoituksissa esimerkit näytettiin käyttäy-
tymiskuvauksena. Harjoitustyön suorituksessa olisi ollut hyötyä, jos opiskelijat olisivat 
tunteneet rakennemallin (valmis projektipohja), sekä sen toiminnan. Rodriguez-Ponce 
ym. (2013: 172–177) suosittelivat TTL-piirien korvaamista FPGA-piireillä ja perusteel-
lisemmalla VHDL:n käsittelyllä. Kurssin laskuharjoituksissa käytettiin TTL-piirejä 
FPGA-piirien kanssa. Opiskelijat saivat näissä harjoituksissa rakennella itse niistä kyt-
kentöjä koekytkentälevyille, sekä joutuivat itse etsimään piirien tietoja niiden dataleh-
distä. TTL-piirien ja FPGA:n yhteiskäytöllä opiskelijat saivat konkreettisen esimerkin 
piirien ohjaamisesta FPGA:lla ja saivat itse rakennella koekytkentälevylle kytkennät. 
Tämän perusteella TTL-piirien käytöstä laskuharjoituksissa on hyötyä. Rodriguez-
Poncen ym. (2013: 172–177)  tekemän kyselyn tulokset ovat samankaltaisia tämän työn 
kyselytulosten kanssa, suurin osa heidän opiskelijoistaan oli sitä mieltä, että FPGA-
VHDL-osaamisesta on hyötyä työelämässä.  
Harjoitustyöhön kuului osia, joita ei ollut käyty lävitse luennoilla ja laskuharjoituksissa, 
kuten audiokoodekki väylineen. Valmis projektipohja sisälsi koodekin alustuksen käyt-
täen VHDL:n rakennemallia. Monilla oli kuitenkin vaikeuksia käyttää tätä pohjaa, ei-
vätkä koodekin ominaisuudet olleet tuttuja, kuten kyselytuloksista on nähtävissä. Tule-
vaisuudessa harjoitustöissä/laskuharjoituksissa, tai myöhemmillä kursseilla voitaisiin 
käyttää laitteisto/ohjelmisto yhteistoteutusta käyttäen laitteistolle sulautettavia prosesso-
reja, jolloin opiskelijat saisivat kokemusta ohjelmisto/laitteisto yhteistoteutuksesta. 
Esimerkiksi Olivares, Gomez, Palomares ja Montijano (2008: 250–251) käyttivät ope-
tuksessaan alustaa johon oli integroitu useita prosessoreja. He käyttivät graafista ohjel-
mistoa laitteiston ja ohjelmiston tekemiseen. Heidän mukaan se yksinkertaistaa käyttä-
jän suunnittelua antaen heille mahdollisuuden valita, yhdistää ja konfiguroida kom-
ponentit halutun tuloksen saavuttamiseksi.       
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7. YHTEENVETO                  
Tässä diplomityössä tutkittiin FPGA-tekniikan opetuksen kehittämistä Vaasan yliopis-
ton automaatiotekniikan kursseissa. Teoriaosuudessa kuvattiin kaksi FPGA-
liityntäarkkitehtuuria, hierarkkinen ja saareketyyppinen. Laitteistokuvauskielistä esitel-
tiin VHDL, Verilog, SystemVerilog sekä selvitettiin niiden opetusta muissa korkeakou-
luissa. Esiteltiin katsaus etälaboratorioista ja tavanomaisista laboratorioista. Etälaborato-
riot toimivat internetin kautta ja niitä käytetään kirjallisuuden mukaan melko monessa 
ulkomaisessa yliopistossa. Tavanomaisissa laboratoriossa käytetään yleisesti eri valmis-
tajien kehitysalustoja, lisäksi osa käyttää omia suunnitteluohjelmia laitevalmistajien 
ohjelmien lisäksi.      
Valourut toteutettiin AUTO1010 digitaalitekniikan perusteet-kurssin harjoitustyönä 
keväällä 2014. Harjoitustyö toteutettiin kolmen hengen ryhmissä. Harjoitustyö oli laaja 
kokonaisuus, johon kuului kytkentöjä, ohjelmointia sekä FPGA-kehitysalustan eri toi-
mintojen käyttöä, kuten analogia-digitaalimuunnosta (ADC) ja CI2 -väylää. Opiskeli-
joille valmiiksi annettu projektipohja käsitti tarvittavien toimintojen alustuksen, ja heille 
jäi toteutettavaksi pulssinleveysmoduuli (PWM) ja sen integrointi projektipohjaan, sekä 
tarvittavien kytkentöjen tekeminen koekytkentälevylle. Projektipohja sisälsi viisi 
VHDL-moduulia ja se oli toteutettu rakennemallina. 
Laskuharjoitusten (VHDL) ohjelmointitehtävien tarkoituksena oli opettaa opiskelijoille 
laitteistokuvauskielen ja suunnitteluohjelman käyttöä, joita he tarvitsivat harjoitustyön 
suorituksessa. Laskuharjoituksissa opastettiin suunnitteluohjelman käytössä uuden pro-
jektin luomisessa, tallentamisessa, simuloinnissa ja FPGA-piirille lataamisessa. Lasku-
harjoituksissa käytettiin myös TTL-piirejä koekytkentälevyllä, joita ohjattiin FPGA:lla. 
Koekytkentälevyjä käytettiin useammassa laskuharjoituksessa, joissa niihin kytkettiin 
ledejä ja vastuksia, joita ohjattiin FPGA-piirillä. Nämä tehtävät olivat yksinkertaisia 
sovelluksia, kuten binäärilaskuri.  
Opiskelijoilla ei ollut aikaisempaa käyttökokemusta kehitysalustalla olevien ja harjoi-
tustyössä käytettyjen komponenttien ominaisuuksista ja toiminnoista, jolloin heillä oli 
vaikeuksia ymmärtää projektipohjan toiminta. Projektipohjassa oli alustettu WM8731 
 76 
audio koodekin toiminta ja se sisälsi viisi VHDL-moduulia.  Harjoitustyön ensimmäi-
sellä ohjauskerralla esiteltiin audiokoodekin toiminta ja CI2 -väylä. Harjoitustyön suori-
tuksesta suoritettiin palautekysely, johon vastaukset saatiin 15 opiskelijalta. Palaute-
kyselyn toteutuksessa auttoi TkT Birgitta Martinkauppi, jonka vastuulla oli keväällä 
2014 kurssin laskuharjoitusten pitäminen. Suurin osa kyselyyn vastanneista sanoi oppi-
neensa laskuharjoituksissa VHDL-ohjelmointia. Kyselyn tulokset julkaistiin myös kon-
ferenssiartikkelissa (Karhu ym. 2015). Osalla oli ohjelmiston käytössä teknisiä ongel-
mia, joten aina opiskelijat eivät saaneet suoritettua kaikkia tehtäviä, vaikka he olisivat 
osanneet ohjelmoida tehtävän. Laitevalmistajien ohjelmistoja kannattaa kuitenkin käyt-
tää laskuharjoitusten suorituksessa kolmansien osapuolien suunnitteluohjelmien sijasta, 
koska niitä käytetään myös teollisuudessa. Laitteistolle sulautettuja prosessoreita (SoC) 
voitaisiin käsitellä laskuharjoituksissa/harjoitustyössä tai muilla automaatiotekniikan 
kursseilla, koska digitaalitekniikan ratkaisut kehittyvät kohti laitteisto/ohjelmisto yhteis-
toteutuksia. Altera on toteuttanut piirin joka sisältää ARM-prosessorin sekä FPGA-
logiikan, lisäksi systeemin ohjaukseen on mahdollisuus käyttää Linuxia. Laitteis-
to/ohjelmisto yhteistoteutus on kuitenkin teknisesti monimutkaisempi kuin pelkkä lait-
teiston toteuttaminen. 
Kurssin (AUTO1010) toteutukseen ei tarvita kirjallisuudessa esiteltyjä etälaboratorioita 
tai erillisiä laboratoriotiloja. Kurssin laskuharjoitukset/harjoitustyö eivät vaadi erityis-
järjestelyitä esimerkiksi turvallisuuteen liittyen. Tarvittavat tehtävät voidaan toteuttaa 
käyttäen kehitysalustaa ja ohjelmistoa (simulointi ym), myöhemmillä kursseilla tiettyyn 
sovellukseen tarkoitettu erillinen laboratoriotila voisi tulla kysymykseen. Luentojen 
toteutuksissa tuskin on mitään suurempaa muutettavaa, koska suurin osa kyselyyn vas-
tanneista antoi niille neutraalin vastauksen. Vastauksien mukaan FPGA-tekniikan 
osaaminen on enemmistön mielestä hyödyllistä, johon on varmasti vaikuttanut luennoil-
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