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Povzetek
V diplomski nalogi opišemo zasnovo in implementacijo okolja za gradnjo
interaktivnih aplikacij za podatkovno analitiko. Okolje olajša razvijanje upo-
rabniških vmesnikov, ki se izvajajo v brskalniku odjemalca, za obdelovanje
podatkov pa uporabljajo strežniški del programskega sistema GenCloud. Ra-
zvoj vmesnika tako vključuje odzivanje na uporabniške akcije, zaganjanje
obdelave podatkov na sistemu za podatkovno analitiko in asinhrono prika-
zovanje končnih rezultatov. V ta namen razvito okolje dodaja storitve in
komponente, ki skrijejo podrobnosti komunikacije, poenostavijo prikazovanje
podatkov in razširijo vizualizacijsko knjižnico Flot. S preprostim primerom
prikažemo, kako razširiti programski sistem in uporabimo dele našega okolja
za razvoj preproste aplikacije. Opišemo še kompleksno aplikacijo, ki uporablja
rezultate te diplome. Aplikacija omogoča raziskovanje izraženosti genov v
socialni amebi Dictyostelium.
Ključne besede: interaktivne vizualizacije, spletna aplikacija, podatkovna
analitika.

Abstract
The thesis describes the design and implementation of a framework for the
development of interactive web applications for data analytics. The framework
simplifies the development of user interfaces that run in a browser, but depend
on the GenCloud platform to process the data. To develop such interfaces, the
components need to respond to user interactions, run the analysis on the server,
and asynchronously display the results of the analysis. Because of this, the
framework contains functions and components that hide the communication
details, support displaying the data and extend Flot, a visualization library.
We show how to extend the platform and use parts of the framework in a
simple example. In the end we describe a complex application that uses the
results of this thesis. The exploratory application provides access to gene
expression experiments in Dictyostelium amoeba.
Keywords: interactive visualizations, web application, data analytics.

Poglavje 1
Uvod
V zadnjih dvajsetih letih smo priča biotehnološki revoluciji, s katero čedalje
bolje razumemo, kaj je življenje, kako vplivati na nas in na naše okolje in
kako izboljšati naše zdravje. Tehnologije, na katerih temelji ta revolucija, so
vse namenjene zbiranju podatkov. A tu nastopi težava. Danes so podatki s
področja molekularne biologije pogosto prekompleksni ali preprosto preveliki
za razumevanje, tudi po njihovi začetni obdelavi z ustaljenimi orodji. Za
razumevanje rezultatov analiz se specialisti s področja biomedicine zato
obračajo na bioinformatike, ki jim najpogosteje na njihova specifična vprašanja
nudijo odgovore v obliki statistik, slik in grafov, ki jim jih tipično pošiljajo
kot priponke v sporočilih ali pa zapakirane v predstavitve. Raziskovalci
iz biomedicine so na ta način odrinjeni od podatkov, oziroma vsakokratno
potrebujejo delovno skupino ekspertov, ki jim iz njihovih podatkov generira
možne hipoteze. Težavo te statičnosti in pomanjkanja interaktivnih rešitev vse
pogosteje rešujejo oblačne storitve, ki ponujajo intuitivne vmesnike, zgrajene
okoli standardnih analitičnih orodij, s katerimi lahko biologi sami raziskujejo
svoje podatke.
Storitev DNAnexus [7], na primer, nudi hranjenje, upravljanje in analizo
podatkov v oblaku. Uporabniki imajo na voljo vnaprej pripravljene poteke
analiz v obliki delokrogov, ki predstavljajo zaporedna opravila za analizo
podatkov. DNAnexus je še posebej usmerjen v analizo genomskih podatkov,
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torej analizo zaporedij DNA in RNA. Uporabniki lahko z uporabniškim
vmesnikom menjajo koščke delokroga, preko programskega vmesnika pa tudi
ustvarjajo nova opravila. Rezultati se lahko uporabijo v nadaljnjih delokrogih,
dokler ne dobimo strnjenih povzetkov, grafov in tabel, primernih za izvoz.
Rezultati lahko vsebujejo tudi statične slike z vizualizacijami, izjemoma pa je
podprta še dinamična in interaktivna vizualizacija, ki lahko prikaže genom z
genetskimi variantami.
Drugačno orodje je, na primer, TIBCO Spotfire [4]. Ta sicer nudi analizo
podatkov na osebnem računalniku, največji poudarek pa dajejo na izjemno
prilagodljive dinamične vizualizacije.
Orodij podobnih DNAnexusu in Spotfireju je vsaj nekaj deset. Med
orodji za gradnjo delokrogov bi izpostavili še The Seven Bridges Platform1,
ki delokroge prikazuje z intuitivnim drevesom, in še prostodostopno orodje
Galaxy [1]. Neposrednih primerjav takšnih orodij ni veliko, vseeno pa smo našli
nekaj študij, ki primerjajo in naštevajo nekatere produkte. Primerjavo takšnih
orodij med drugim opišejo Reid in sod. [8]. Manj podrobno primerjavo pa so
vključili tudi Kwon in sod. [5] in Bhardwaj in sod. [2]. Zanimivo primerjavo
orodij za vizualiziranje podatkov so izvedli Saraiya in sod. [10]. Primerjali so,
koliko ugotovitev lahko izluščijo novi uporabniki, če raziskujejo enake podatke.
Iz naštetih primerjav opazimo, da obstoječe rešitve največkrat omogočajo ali
intuitivno gradnjo delokrogov ali pa intuitiven prikaz tabelaričnih podatkov z
vizualizacijami. Oboje združuje malo orodij, kot dobra primera pa bi našteli
GeneStack2 in Bina3. Hkrati se za združenje obojega v podjetju Genialis
v sodelovanju z Laboratorijem za bioinformatiko na Univerzi v Ljubljani
razvija programski sistem GenCloud. Ko je v istem okolju na voljo oboje,
lahko dosežemo še zaganjanje delokrogov na podlagi akcij v vizualizacijah. Ta
interakcija z vizualizacijami omogoči nadaljnje, globlje raziskovanje podatkov.
V diplomski nalogi smo programski sistem GenCloud razširili z okoljem
za gradnjo interaktivnih vmesnikov. To okolje razvijalcem omogoča hitrejši
1https://www.sbgenomics.com/platform/
2https://genestack.com/
3http://www.bina.com/
3razvoj interaktivnih vizualizacij, ki lahko prožijo delokroge, reaktivno prika-
zujejo njihove nove rezultate in komunicirajo z ostalimi vizualizacijami. V
naslednjem poglavju opišemo programsko zasnovo in arhitekturo tega okolja.
Poglavje 3 podaja izbrane programske rešitve v implementaciji razvitega
okolja. Kot smo izpostavili, je okolje namenjeno poenostavitvi razvoja interak-
tivnih vmesnikov. V poglavju 4 podamo primer gradnje enostavne aplikacije
v razvitem okolju. Poglavje 5 nato opiše veliko bolj kompleksno aplikacijo,
ki je bila zgrajena v našem okolju in jo dnevno uporabljajo raziskovalci s
področja molekularne biologije in socialne amebe širom sveta.

Poglavje 2
Arhitektura sistema in
uporabniški vmesnik
GenCloud1 je splošno zasnovan programski sistem za podatkovno analitiko.
Namenjen je hranjenju, obdelavi in vizualizaciji podatkov. Sistem je upo-
rabniku predstavljen kot spletna aplikacija. V njej lahko uporabniki gradijo
delokroge zaporednih opravil, ki se izvedejo nad shranjenimi podatki. Za ne-
katere rezultate takšnih opravil so vnaprej pripravljeni uporabniški vmesniki,
s katerimi lahko uporabniki interaktivno pregledujejo podatke. Uporabniki
in razvijalci lahko sistem razširijo z dodajanjem novih opravil za analizo
podatkov ter tudi z dodajanjem novih uporabniških vmesnikov.
Del sistema se izvaja na strežniku, del pa na odjemalcu. Na odjemalcu
se bo moral nujno izvajati vsaj tisti del sistema, v katerem želimo podpirati
interaktivne vizualizacije. Na strežniku pa se bodo izvajala zaporedna opravila
za analizo podatkov. Na sliki 2.1 je prikazana razslojitev sistema, skupaj
z izpisanimi tehnologijami, ki so uporabljene na strežniškem delu. Več-
slojno arhitekturo sistema sestavljajo trajnostni sloj, sloj za analizo podatkov,
aplikacijski sloj in predstavitveni sloj [6].
Trajnostni sloj sestavljajo relacijska baza PostgreSQL2, ne-relacijska baza
1https://www.genialis.com/genialis-platform/
2https://www.postgresql.org/
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MongoDB 3 in deljen datotečni sistem. Slika 2.2 prikazuje podatkovni model
ter z barvami ločuje, na kakšen način je posamezna entiteta shranjena. Objekti
ali vnosi v tabeli GenPackage predstavljajo mape s kodo za uporabniške
vmesnike. V poglavju 4 smo ustvarili nov objekt GenPackage ter podali
njegovo strukturo mape. Aplikacije (GenApp) so primerki GenPackaga, z
dodano konfiguracijo. Vnosi v tabeli Processor, procesorji, definirajo dovoljene
vhodne podatke, obliko izhodnih podatkov in hranijo kodo v jeziku Bash, ki se
bo izvedla nad vhodnimi podatki za izračun izhodnih podatkov. Ko ustvarimo
nov objekt Data, ta vsebuje vhodne podatke in referenco na procesor. Takrat
se na sloju za analizo v vrsto opravil postavi izvajanje kode procesorja nad
vhodnimi podatki. Stanje opravila se zapisuje v objekt Data. Ko je opravilo
končano se rezultati zapišejo med izhodne podatke objekta Data. Za rezultate
v obliki datotek se zapiše pot na datotečnem sistemu. Rezultate v obliki
notacije JSON se zapiše v tabelo Storage ter shrani referenco. Številčni in
besedilni rezultati pa se zapišejo neposredno v objekt Data. Projekti (Project)
se uporabljajo za organiziranje objektov Data v poljubne skupine. Projekte
je mogoče pripeti na aplikacije, skozi katere lahko podatke pregledujemo
na nove načine. Relacije na projekte so pogosto zavajajoče imenovane case
ali case_ids. Objekti Trigger pa definirajo pravila, na podlagi katerih se
samodejno zaganjajo analize (ustvarijo objekti Data). Spustili bomo opis
uporabnikov, skupin ter sistema za določanje pravic do ostalih objektov.
Sloj za analizo podatkov skrbi za izvajanje opravil v delokrogih. Ta
temelji na podatkovno vodenem procesiranju, kjer so vozlišča grafa procesorji,
povezave pa so objekti Data. Rezultati enega opravila so lahko vhodni podatki
v drugo opravilo. V tem primeru mora drugo opravilo počakati, da se zaključi
prvo. Za porazdeljeno procesiranje opravil skrbi Python paket Celery4. Celery
skrbi, da opravila čakajo v vrsti, dokler njihovi vhodni podatki niso na voljo,
nato pa prelaga analize na izvajalce opravil, če ti niso preobremenjeni.
Aplikacijski sloj vsebuje del poslovne logike ter določa aplikacijske pro-
3https://www.mongodb.com/
4http://www.celeryproject.org/
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Slika 2.1: Arhitektura sistema in tehnologije uporabljene na strežniku. Belo
obarvane komponente so del sloja za hranjenje podatkov. Zeleno obarvan del
spada med sloj za analizo podatkov. Modro obarvan je aplikacijski sloj. Na
odjemalcih pa se v brskalnikih izvaja predstavitveni sloj.
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Slika 2.2: Podatkovni model, pridobljen iz sistemske dokumentacije. Modro
obarvane entitete so shranjene v bazi MongoDB, zelene pa v PostgreSQL.
Podatkovni model Data ima zapisane tudi poti do datotek na deljenem
datotečnem sistemu.
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gramske vmesnike (angl. application programming interface, API). Prvi
aplikacijski programski vmesnik izpostavlja dostop do podatkovnih baz in
do sloja za analizo. Ta vmesnik se v veliki meri drži specifikacije REST, ki
določa, na kakšen način so posamezne entitete iz baze dostopne na spletnih
naslovih. V njem je najbolj vpleteno Python ogrodje Django5 skupaj z okoljem
Tastypie6. Rezultati poizvedb na tem vmesniku so v notaciji JSON. Preko
drugega vmesnika API, Redis7 k predstavitvenemu sloju potisne (angl. push)
spremembe v bazi MongoDB. Te spremembe vključujejo tudi stanje opravil
objektov Data. Za pošiljanje sporočil se uporablja protokol WebSocket. Nato
pa imamo na voljo še dva vmesnika za prenos datotek na strežnik ter s stre-
žnika. Tu ima glavno vlogo NGINX8, Django pa skrbi le za avtorizacijo. Ta
vmesnik posreduje tudi HTML, CSS in JavaScript datoteke predstavitvenega
sloja, ko jih odjemalci zahtevajo z dostopanjem do spletnega naslova sistema.
V predstavitveni sloj spadajo aplikacije (uporabniški vmesniki), ki se
izvajajo v brskalniku. Te z ostalimi sloji na strežniku komunicirajo preko
vmesnikov API. Primarna aplikacija v sistemu je GenBoard. To je neke vrste
nadzorna plošča, s katero lahko dostopamo do skoraj vseh informacij, ki jih
lahko pridobimo s strežnika. Na sliki 2.3 je prikazan pogled na projekt, ki
smo ga uporabljali v drugi aplikaciji za raziskovanje podatkov.
2.1 Programski vmesik (API)
Na kratko bomo opisali programske vmesnike, ki jih uporabljata aplikaciji
v naslednjem poglavju. Najpreprostejši je REST API /api/v1/storage/
<identifikator>. Odgovori predstavljajo tiste rezultate procesorjev, ki so
zapisani v notaciji JSON, zato bomo skoraj vse uporabne rezultate zah-
tevali od tu. Vsebina JSON odgovora je povsem odvisna od kode proce-
sorja, ki je ustvarila ta zapis. Kompleksnejša pa je razširitev tega vme-
5https://www.djangoproject.com/
6http://tastypieapi.org/
7https://redis.io/
8https://www.nginx.com/
10 POGLAVJE 2. ARHITEKTURA SISTEMA IN UPORABNIŠKI VMESNIK
Slika 2.3: Ogled podrobnosti projekta v aplikaciji GenBoard. Prikazani so
objekti Data v projektu “dictyExpress BCM”. Projekt smo pred kratkim
odprli v drugi aplikaciji, dictyExpress. Tu so vidne analize, ki so se zagnale
na podlagi naših akcij.
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snika API. Razširitev /api/v1/storage/<identifikator>/keys/<pot_do_
objekta>/ omogoča izluščenje ključev iz gnezdenega objekta znotraj JSON
odgovora. Sorodna razširitev /api/v1/storage/<identifikator>/query/
<pot_objekta1>&<pot_objektaN>/ pa omogoča le prenos izbranih polj iz
odgovora. Obe razširitvi v aplikaciji dictyExpress uporabljamo za zmanjšanje
prenosa podatkov, v objektu z 20.000 ključi ter dvanajstimi vrednostmi ob
vsakem ključu. Na začetku prenesemo le vseh 20.000 ključev in jih uporabniku
ponudimo na izbiro, nato pa ob spreminjanju izbire prenašamo po dvanajst
vrednosti za izbrana polja. Uporabo smo še dodatno poenostavili in pohitrili
s storitvijo expressionValues.
Na vmesniku /api/v1/data/ dobimo seznam vseh rezultatov analiz na
strežniku, ki jih imamo pravico videti:
{
"meta": { "limit": 0, "offset": 0, "total_count": 12 },
"objects": [..., {
...
"id": "187e6d376b13391e4505aa73",
"case_ids": ["5535115cfad58d5e03006217"],
"processor_name": "import:upload:ontology",
"input": {
"src": { "file": "go.obo", "file_temp": "<pot_do_datoteke>" }
},
"input_schema": [<definiranje_dovoljenih_vhodnih_podatkov>],
"status": "done",
"type": "data:ontology:obo:",
"output": {
"obo": { "file": "go.obo.gz", "size": 4366456 },
"obo_obj": { "file": "obo_obj", "size": 22994063 },
"proc": { ..., "progress": 1.0 }
},
"static": { ..., "name": "go.obo (Upload)" }
}]
}
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Izpisani objekt bi glede na specifikacijo REST dobili tudi na naslovu /api/
v1/data/187e6d376b13391e4505aa73/. Vrnjeni objekti lahko predstavljajo
opravila, ki se še niso izvedla. V tem primeru bodo imeli vneseno le prvo
polovico izpostavljenih polj, ter status waiting, resolving ali processing.
Ugnezdeno polje output.proc.progress pa bo imelo vrednost v intervalu
[0, 1). Uspešno zaključena opravila v objekt Data zapišejo status done. V
aplikacijah se najpogosteje izkažejo uporabni filtri, ki jih tem vmesnikom doda
Tastypie. Dodani filtri omogočajo izbiranje vrnjenih objektov na podlagi
vrednosti polj. Če naslovu pripnemo ?type__startswith=data:vizfile,
dobimo seznam vseh rezultatov procesorjev, katerim se izhodni tip podat-
kov začne z nizom data:vizfile. Vrnjen seznam pa bi še bolj omejili
s &status=done in &case_ids__contains=<identifikator_projekta>. S
tem bi dobili le zaključene rezultate v določenem projektu.
API za prenos datotek s strežnika omogoča prenos zgornjih izhodnih da-
totek na naslovih /data/187e6d376b13391e4505aa73/go.obo.gz in /data/
187e6d376b13391e4505aa73/obo. Za razliko od REST API, se naslov tokrat
ne začne z nizom /api.
Vmesnik /api/v1/case/?url_slug=<programsko_ime> vrne projekt z
unikatnim programskim imenom. Pomembnejša polja v objektu so name,
settings in id. Od tu prihaja vrednost za zgornji identifikator_projekta
Programski vmesnik za potisna sporočila je dosegljiv na naslovu wss:
//domena/push/<identifikator_naročil>?subscribe-user. Odjemalec
sam izbere poljuben identifikator naročil, na primer, naključno število. Preko
vzpostavljene povezave bo lahko strežnik sproti pošiljal spremembe podatkov
odjemalcu. Uporaba tega vmesnika je izjemno uporabna za sledenje stanja
opravil. Preden odjemalec začne dobivati posodobitve, se mora prijaviti na
podmnožico sprememb. Na podmnožice sprememb se prijavi, ko v glavo zahtev
na REST API doda polje X-SubscribeID=<identifikator_naročil>. Za
objekte, ki jih je dobil kot odgovor na zahtevo, bo odslej prejemal potisna
sporočila v notaciji JSON:
{
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"object": { <celoten posodobljen objekt Data> },
"type": "data"
},
{
"id": <identifikator Data>,
"type": "data",
"action": "delete"
}
2.2 Uporabniški vmesnik
Sistem je uporabniku predstavljen skozi spletni uporabniški vmesnik. Ta je
sestavljen iz kode HTML, CSS in JavaScript. Kodi HTML se ob vključitvi
v sistem pripne skupna glava in noga spletne strani. Čeprav ni posebnih
omejitev na aplikacije, ki jih lahko dodamo v sistem, so za boljšo uporabniško
izkušnjo in večjo odzivnost vse dosedanje aplikacije izdelane kot enostranske
aplikacije (angl. single-page application). Pri enostranskih aplikacijah se koda
HTML generira na odjemalcu, zato ob prehodih med stranmi ni treba v celoti
osveževati strani. Na odjemalca se premakne tudi preostanek poslovne logike.
Del okolja, namenjenega poenostavitvi razvoja interaktivnih vmesnikov, je
bilo že na voljo. Za gradnjo enostranskih aplikacij sta bila že vnaprej izbrana
programska ogrodja AngularJS9 in Bootstrap10. Knjižnica Bootstrap je bila
izbrana za pohitritev oblikovanja elementov. Bootstrap z vnaprej izbranimi
kaskadnimi stilskimi podlogami za določene razrede (angl. class) omogoči
hitro oblikovanje elementov z dodajanjem razredov. Ogrodje AngularJS je bilo
izbrano za najbolj perspektivno ogrodje za enostaven razvoj uporabniškega
vmesnika po arhitekturnem vzorcu model-pogled-krmilnik (MVC) [6]. Hkrati
sta se že uporabljali knjižnici ngResource11 za komunikacijo z vmesnikom
9https://angularjs.org/
10http://getbootstrap.com/
11https://docs.angularjs.org/api/ngResource
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REST API in ngRoute12 za določanje kater pogled (ali skupek komponent)
bo prikazan, ko bo uporabnik obiskal spletni naslov znotraj enostranske
aplikacije.
Primer izpisa seznama projektov na prvi strani aplikacije, kjer s knjižnico
ngResource enostavno dostopamo do REST API:
module.factory('Project', function ($resource) {
return $resource('/api/v1/case/:id/:func', {id: '@id'}, {});
});
module.config(function ($routeProvider) {
$routeProvider.when('/', {
templateUrl: '/static/genpackage-genboard/partials/case_list.html',
controller: 'ProjectListController'
});
});
module.controller('ProjectListController', function ($scope, Project) {
Project.get({}, function (data) {
$scope.projects = data.objects;
});
});
<input class="form-control pull-right" type="text" placeholder="Search
projects" ng-model="project_filter.$">
<ul>
<li class="list-group-item case"
ng-repeat="project in projects | filter:project_filter |
orderBy:'date_created':true">
{{project.name}}
</li>
</ul>
S HTML elementom li in z Angularjevo razširitvijo sintakse HTML, atri-
butom ng-repeat, ustvarimo seznam elementov na podlagi podatkov. S
kombinacijo ng-model="project_filter.$" in | filter:project_filter
12https://docs.angularjs.org/api/ngRoute
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pa dosežemo filtriranje projektov po vseh njihovih poljih.
S temi osnovami je že bilo mogoče razviti interaktivne obrazce in kom-
ponente za izpise podatkov. Zataknilo pa se je, ko so morale komponente
komunicirati s krmilnikom. V takšnih primerih je bilo treba ustvarjati in
vzdrževati ovojne komponente, zgrajene s knjižnico jQuery13. Za začetek smo
okolju dodali knjižnico angular-ui-bootstrap14, s katero smo lahko nadomestili
ovojne komponente za Bootstrapove elemente, brez izgube konsistentnega
videza.
Za podporo tabelaričnega prikaza večjih podatkov pa smo dodali kom-
ponento ng-grid15. Ta med pomikanjem po tabeli ustvarja vrstice v vidnem
področju, ostale vrstice pa so navidezne. Z navideznimi vrsticami brskalnik
ostane povsem odziven tudi pri tabelah, kot je Gene Ontology Enrichment.
Komponenta omogoča tudi napredno razvrščanje in filtriranje tabele ter usta-
ljene načine izbiranja elementov v tabeli (podpora tipk Ctrl in Shift). Med
delom smo ugotovili, da ng-grid nima načina za posodabljanje stanja večih
vrstic hkrati. Kadar je tabela vsebovala veliko vrstic, je bilo posodabljanje
stanja v ng-grid prepočasno. Ta problem nam je uspelo rešiti v vtičniku
ngGrid.fastSelect tako, da s spremenjenim posodabljanjem zaobidemo
večkratno klicanje funkcije afterSelectionChange.
Za risanje osnovnih vizualizacij smo izbrali knjižnico Flot16. Izbrali smo
jo zaradi enostavne uporabe in hitrosti risanja. Za risanje namreč uporablja
HTML5 element canvas. Običajno je težava knjižnic, ki rišejo na canvas
slaba podpora interaktivnosti, a Flot vseeno podpira nekatere interakcije, ter
omogoča razširjanje.
Hkrati je v okolju na voljo tudi knjižnica za risanje C3.js17, ki podpira
večje število ustaljenih grafov. Za risanje uporablja format SVG, zato ni
primerna za risanje grafov z nekaj tisoč točkami. Omogoča risanje grafov
13https://jquery.com/
14https://angular-ui.github.io/bootstrap/
15https://angular-ui.github.io/ui-grid/
16http://www.flotcharts.org/
17http://c3js.org/
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Slika 2.4: Primerjava med privzeto legendo v knjižnici Flot, izdelano legendo
na koncu črt ter prikaz razprostiranja legende pod miško.
z malo konfiguracijske kode, a je konfiguracija precej okorna. Za risanje
neustaljenih ali kompleksnih grafov pa bi lahko uporabili knjižnico D3.js18.
Za podporo pri izdelavi aplikacije dictyExpress, aplikacije opisane v po-
glavju 5, smo za knjižnico Flot razvili naslednje razširitve:
• Podpora črtkanih črt: vidno na sliki 5.1 v modulu Experiment Compa-
rison.
• Legenda na koncu črt: primerjava na sliki 2.4.
• SelectionTrace in flotLineHandlers: risanje sledi miške, zaznavanje
preseka sledi s prikazanimi črtami (zaznavanje preseka lomljenk) in
prikazovanje namigov.
• SelectionRectangle in flotPointHandlers: risanje izbirnega pra-
vokotnika, zaznavanje preseka pravokotnika s prikazanimi točkami
(zaznavanje vsebovanosti točk) in prikazovanje namigov.
• getExportableFlot(element): narisan graf izvozi kot sliko v formatu
PNG. Uporabljamo knjižnico html2canvas19.
Za razvoj komponent lahko v ogrodju Angular dodajamo direktive. Direk-
tive so elementi s pripetimi krmilniki, ki razširjajo sintakso HTML. Osnova
vseh dictyExpress modulov je Angular direktiva window. Direktive window
18https://d3js.org/
19https://html2canvas.hertzen.com/
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pa so vsebovane v direktivi windowspane. S temi direktivami nepremične mo-
dule spremenimo v raztegljiva in premična okna. Ta fleksibilnost uporabniku
dovoli optimizacijo delovnega prostora v aplikaciji in omogoča izpostavljanje
modulov. Direktiva window svojim potomcem izpostavlja metodo loading, s
katero lahko notranji elementi začasno onemogočijo interakcije nad celotnim
elementom, ter prikažejo animacijo za nalaganje:
return {
...
require: '^window',
link: function (scope, elem, attrs, ctrl) {
scope.windowCtrl = ctrl;
ctrl.loading(true);
},
controller: function ($scope, $timeout) {
$timeout(function () {
$scope.loading(false);
}, 3000);
}
};
Do sedaj smo predstavili razširitve, ki se v arhitekturnem vzorcu model-
pogled-krmilnik tičejo plasti pogleda. Sedaj bomo našteli še, s čim si lahko
pomagamo pri razvijanju modela in krmilnika.
Med opisovanjem API vmesnika za Storage smo izpostavili, da lahko
zahtevamo le izbrana polja iz objekta. Na ta način bosta do podatkov o izra-
ženosti genov dostopala dva modula v aplikaciji dictyExpress. Za pohitritev
komunikacije in poenostavitev pridobivanja podatkov smo izdelali Angular
storitev expressionValues. Angular storitve so funkcije, ki vzdržujejo samo
eno notranje stanje, z vstavljanjem odvisnosti (angl. dependency injection) pa
jih lahko vstavimo v krmilnike in ostale storitve. Funkciji expressionValues
za parametre podamo le identifikator enega gena in eksperiment iz katerega
želimo dobiti izrazni profil. Storitev vrne obljubo (angl. promise), enako,
kot če bi uporabili ngResource in naredili poizvedbo za samo en gen. V
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notranjosti pa storitev počaka nekaj milisekund in združi več poizvedb v eno,
nato pa jih ponovno razdeli in izpolni pripadajoče obljube.
V veliko primerih se na vrnjene obljube odzivamo asinhrono. Pri zahtevkih
za več obljub lahko nastane težava, če ne upoštevamo, da se lahko obljube
izpolnijo v drugačnem vrstnem redu, kot so bile zahtevane. Dodali smo
majhno storitev, s katero lahko pretekle obljube zanemarimo, in upoštevamo
le zadnje zahtevane:
var newestPromiseOnly = NewestPromiseOnly();
newestPromiseOnly($timeout(_.noop, 200)).then(function () {
console.log("stara zahteva");
});
newestPromiseOnly($timeout(_.noop, 100)).then(function () {
console.log("nova zahteva");
});
// Izvede se le "nova zahteva".
V zgornjem primeru smo uporabili funkcijo _.noop iz knjižnice Lodash20.
To je zbirka priročnih funkcij za delo s seznami in objekti. S podanimi funk-
cijami spodbuja k funkcijsko usmerjenemu programiranju, in s tem izboljša
berljivost kode.
Za pridobivanje podatkov smo dodali še kompleksnejšo Angular storitev
createAndWaitProcessor. Ta na podlagi podanih parametrov ustvari nov
objekt Data preko REST API in se prijavi na spremembe na WebSocket API.
Na podlagi potisnjenih sporočil ugotovi, kdaj se je objekt spremenil in kdaj
se je procesiranje zaključilo. Vrnjena obljuba je takrat izpolnjena, razen če se
na podlagi parametra naredi še zahteva po izhodnih podatkih na Storage, in
obljubo izpolni z odgovorom. Z uporabo storitve createAndWaitProcessor
razvijalcu ni treba koordinirati komunikacije na treh različnih vmesnikih
API, temveč lahko izvajanje analiz na strežniku obravnava kot eno asinhrono
operacijo.
Za komunikacijo med krmilniki smo dodali storitev Shared, ki se obnaša
20https://lodash.com/
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kot deljen objekt. Komunikacija je podprta tako, da lahko kdorkoli piše
v objekt, ter sledi spremembam z metodo onChange. Trije sodelujoči mo-
duli si lahko na primer delijo podatke preko polja Shared.selectedGenes.
Vsi trije moduli bodo morali spremljati spremembe ostalih z uporabo me-
tode Shared.onChange($scope, ’selectedGenes’, listener), ter v funk-
ciji listener posodobiti svoje stanje, tako da bo predstavljalo novo vsebino.
Ko se en od treh modulov spremeni, mora ta modul novo vsebino zapisati v
skupno polje Shared.selectedGenes = changed. Tako so vsi trije moduli
usklajeni.
2.3 Možne izboljšave
Predlagali bi dve možni izboljšavi kode na odjemalcu. V letu 2015 je po-
sodobitev standarda ECMAScript (ES6) prinesla nekaj novosti. Z njimi bi
lahko izboljšali berljivost in ekspresivnost kode na uporabniškem vmesniku.
Kljub slabši podpori novega standarda sprememba nanj ne pomeni izgube
podpore starejših brskalnikov, saj lahko s prevajalnikom premostimo razkorak
med standardoma ES6 in ES5. Podobno izboljšavo lahko dosežemo tudi
s prevajanjem iz jezika CoffeeScript, vendar bo le-ta dolgoročno verjetno
manj vzdrževan. Nedavno se je stabiliziral tudi perspektiven programski jezik
TypeScript21, ki je nadnabor standarda ES6. Ta v razvoj kode za brskalnike
vpelje tipizirano programiranje za boljšo statično analizo pravilnosti kode.
Piscem kode lahko urejevalniki zaradi podprtega tipiziranja ponujajo boljše
predloge za samodokončanje ter sproti opozarjajo na napake v kodi.
Še ena izboljšava pa se nanaša na prehajanje med aplikacijami (GenApp).
V trenutni arhitekturi je prehajanje implementirano z usmerjanjem na stre-
žniku, kar zahteva počasno osvežitev med menjavanjem aplikacij. Z uporabo
hierarhičnega usmerjevalnika ui-router22 na odjemalcu, bi bila menjava veliko
hitrejša. Asinhrono bi se zamenjala le notranjost spletne strani, ohranil bi se
21https://www.typescriptlang.org/
22https://ui-router.github.io/
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primerek Angularja, storitve pa bi obdržale začasno shranjene podatke, ki
so že bili preneseni. Ta sprememba pa ni brez negativnih posledic, saj bi s
tem vsilili uporabo knjižnice Angular v vseh aplikacijah. Hkrati ohranitev
Angularjeve instance pomeni tudi manjšo ločenost napak v kodi, saj bi napaka
v izvajanju ene aplikacije pokvarila izvajanje druge aplikacije, do ponovne
osvežitve.
Poglavje 3
Programska rešitev
V poglavju 2 smo predstavili arhitekturno zasnovo okolja za razvoj interak-
tivnih vmesnikov. V tem poglavju pa bomo opisali implementacijo izbranih
delov.
Programska rešitev za storitev NewestPromiseOnly izrablja to lastnost
obljub, da lahko metodi resolve in reject sprožimo samo enkrat. Zato v
kodi ne potrebujemo pogojev pred klicem posamezne metode:
module.factory('NewestPromiseOnly', function ($q) {
return function () {
var deferred = $q.defer();
return function (promise) {
deferred.reject('overriden by new promise');
deferred = $q.defer();
promise.then(deferred.resolve);
return deferred.promise;
};
};
})
V implementaciji komponente windowspane smo uporabili komponento
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draggable iz nabora jQuery UI1. Z njo smo omogočili premikanje oken. Dodati
pa smo morali še funkcijo, ki okno ob kliku postavi v ospredje. To smo dosegli
z nastavljanjem vrednosti z-index:
module.directive('windowspane', function () {
return {
restrict: 'A',
controller: function ($scope, $element, $timeout) {
$timeout(function () {
$element.find('.window').draggable({
stack: '.window',
handle: '.graphHandle'
});
}, 0);
this.elementBringForward = function (windowElem) {
var windows = $element.find('.window');
_.each(_.sortBy(windows, function (el) {
return $(el).zIndex();
}), function (el, ix) {
$(el).zIndex(ix + 1);
});
windowElem.zIndex(windows.size() + 1);
}
$element.on('click', '.window', function () {
this.elementBringForward($(this));
});
...
}
};
});
Komponenta window pa iz nabora jQuery UI uporablja resizable, za spre-
minjanje velikosti okna. Med spreminjanjem velikosti okna nastavimo stil
1https://jqueryui.com/
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overflow: hidden, sicer velike komponente med manjšanjem okna segajo
ven. Notranjosti okna dovolimo nekaj časa, da zmanjšajo svojo velikost,
nato pa povrnemo overflow: visible. Animacijo za prikaz nalaganja smo
pridobili iz SpinKit2. Ko je nastavljena vrednost $scope.loading = true,
modul zatemnimo s pomočjo CSS stila:
.dimmer{
position: absolute;
left: 0;
right: 0;
top: 25px;
bottom: 0;
background: #000;
z-index: 10;
opacity: 0.1;
}
module.directive('window', function () {
return {
restrict: 'E',
scope: true,
require: '^?windowspane',
link: function (scope, elem, attr, ctrl) {
scope.paneCtrl = ctrl;
},
controller: function ($scope, $element, $timeout) {
$element.resizable({
handles: 'all',
start: function () {
$element.css('overflow', 'hidden');
if ($scope.paneCtrl) {
$scope.paneCtrl.elementBringForward($element);
}
},
stop: function () {
2http://tobiasahlin.com/spinkit/
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$timeout(function () {
$element.css('overflow', 'visible');
}, 500);
$scope.$applyAsync();
}
});
$scope.title = $element.attr('wtitle');
$scope.dimmed = false;
$scope.loading = false;
this.title = $scope.title;
this.dimmed = function (bool) {
$scope.dimmed = bool;
};
this.loading = function (bool) {
$scope.loading = $scope.dimmed = bool;
};
},
replace: true,
transclude: true,
template:
'<div class="window">' +
' <div class="graphHandle text-center">' +
' {{title}}&nbsp' +
' <spinner ng-show="loading"></spinner>' +
' </div>' +
' <div class="dimmer" ng-show="dimmed"></div>' +
' <div class="windowContent" ng-transclude></div>' +
'</div>'
};
});
Poleg komponent smo predlagali tudi način za komunikacijo. Implemen-
tacija komunikacije preko deljenega objekta Shared je zelo preprosta. Želeli
smo na enoten način podpreti komunikacijo med sočasno delujočimi moduli.
Ker v razvitem primeru spremembe v vseh modulih vplivajo na vse ostale
module, smo za komunikacijo uporabili deljen objekt. V ta objekt lahko pišejo
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vsi moduli. Hkrati moduli ta objekt opazujejo in se odzivajo ob njegovih
spremembah. Bolj formalen opis približno ekvivalentne komunikacije bi bil s
paradigmo objavi-naroči (angl. Publish-Subscribe), kjer vmesno programje
filtrira podvojena sporočila in kjer so vsi moduli naročeni tudi na spremembe,
ki jih sami objavljajo. Vmesno programje v našem primeru naročnike o
objavah obvešča med Angularjevimi cikli $digest:
module.provider('Shared', function () {
var shared;
this.setInitial = function (value) {
if (_.has(value, 'onChange')) throw new Error('onChange key is
reserved');
shared = _.cloneDeep(value);
shared.onChange = function ($scope, path, handler, transform) {
if (!transform) transform = _.identity;
$scope.$watchCollection(function () {
return transform(_.path(shared, path));
}, handler);
};
};
this.setInitial({});
this.$get = function () {
return shared;
};
});
Z uporabo deljene baze Shared so moduli kljub komuniciranju med seboj,
šibko povezani (angl. loosely coupled), saj implementacijske podrobnosti enega
modula ne vplivajo na drugega. Vseeno pa so moduli tesno povezani (angl.
tightly coupled) s storitvijo Shared. Šibko povezanost s storitvijo Shared smo
žrtvovali za njeno lažjo uporabo, predvsem kjer komunikacijo posredujemo iz
obstoječih Angular komponent.
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V aplikaciji dictyExpress je enoten način komunikacije podrla kompo-
nenta za izbiranje genov, ki je zgrajena z uporabo atributa contentEditable.
Z uporabo contentEditable se lahko obnaša kot vnosno polje, ki hkrati
vsebuje oblikovane elemente. Zaradi nerodne implementacije pretvarjanja
med modelom in pogledom ta komponenta ni mogla ločiti med svojimi in
sporočenimi spremembami izbire. Ta problem smo rešili tako, da komuni-
ciranje izbranih genov poteka drugače. Vsi moduli, preko dodatne storitve,
zapisujejo spremembe genov neposredno v komponento za izbiranje genov.
Ta komponenta sedaj ni naročena na spremembe ostalih komponent, ampak
zaznava le spremembe svojega stanja. Drugim komponentam pa zatem svoje
spremembe pošilja s storitvijo Shared.
Poglavje 4
Primer aplikacije
Predlagani programski sistem lahko enostavno razširimo s svojimi aplikacijami,
tako da razvijemo svoj uporabniški vmesnik in svoje podatkovne analize
datotek.
Za primer, kako izdelati enostavno aplikacijo, smo izbrali vizualizacijo
dolžin vrstic v tekstovnih datotekah. Da bo koda v primeru krajša, ne
bomo v celoti upoštevali paradigme model-pogled-krmilnik (MVC), sicer bi
pridobivanje in mutiranje podatkov premaknili v storitve, klice metod za
risanje pa v direktive.
Prikazati želimo, kako se ustvari aplikacija, ki bo omogočala prenos
datotek na strežnik in ki bo računanje zagnala šele, ko bo uporabnik na
uporabniškem vmesniku to zahteval. Zaradi zakasnjenega računanja bomo
potrebovali podatkovni procesor za prenos in ločen procesor za štetje.
Na sliki 4.1 je vidna datotečna struktura aplikacije. Na korenu je datoteka
package.yml:
title: VizPackage
version: 1.0.0
modules:
- VizPackage
S to datoteko se VizPackage registrira v programski sistem. V njej je zapisano
ime aplikacije, verzija in moduli, ki so v aplikaciji na voljo. Programska
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Slika 4.1: Datotečno drevo nove aplikacije. Razporeditev datotek v mapah
static in processors je poljubna, v ostalih mapah pa morajo datoteke biti na
točno določenih mestih.
vstopna točka v novo aplikacijo je content.html. Da preverimo, ali je naša
aplikacija uspešno povezana z okoljem, vpišemo:
<h1>Viz App content!</h1>
ter ustvarimo primerek aplikacije z imenom “Viz App” v aplikaciji GenBoard
http://localhost/genboard/#/a/new/. Na http://localhost/viz-app/
preverimo, ali je strežnik vstavil “Viz App content!” v prikazano stran in
nadaljujemo z razvojem. Za razvoj aplikacije želimo uporabiti knjižnico
Angular, zato jo inicializiramo na najenostavnejši način, z uporabo atributa
ng-app:
<div ng-app>
<h1>Viz App content!</h1>
<div ng-repeat="i in [1,2,3]">
Angular works
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</div>
</div>
Hkrati moramo zagotoviti, da se knjižnica naloži v prikazano stran, zato
jo pripnemo v js.html:
<script src="{{STATIC_URL}}bower_components/angular/angular.js"></script>
4.1 Podstrani
Da bo naša aplikacija lahko vsebovala podstrani, uporabimo direktivo ng-
view in ustvarimo nov modul. V tem modulu s storitvijo $routeProvider
nastavimo poti:
<div ng-app="VizApp">
<h1>Viz App content!</h1>
<div ng-view></div>
</div>
Nov modul zapišemo v datoteko app.js (pot prikazana na sliki 4.1):
var app = angular.module('VizApp', ['ngRoute']);
app.config(function ($routeProvider) {
$routeProvider.when('/:path/', {
template: 'Route works {{path}}',
controller: function ($scope, $routeParams) {
$scope.path = $routeParams.path;
}
});
});
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Slika 4.2: Uporabniški vmesnik za izbiro projekta, ki ga želimo odpreti v novi
aplikaciji. Vmesnik je dodala storitev appProjectsProvider.
in ta modul naložimo (js.html). Naš modul potrebuje tudi ngRoute, zato
moramo poleg app.js naložiti tudi angular-route.js. Spremembo že lahko
opazimo, če odpremo podstran http://localhost/viz-app/#/123/.
Na prvi strani aplikacije želimo uporabniku ponuditi izbiro projektov
(vidno na sliki 4.2), ki so pripeti na aplikacijo, na podstraneh pa mu prika-
zati podatke, ki pripadajo izbranemu projektu. Uporabimo lahko storitev
appProjectsProvider ter specificiramo le še, kako naj se obnašajo podstrani.
Naložiti moramo module, od katerih je storitev appProjectsProvider odvi-
sna (angl. dependencies), hkrati pa lahko krmilnik in predlogo premaknemo
v controller.js in main.html ter naložimo še njiju:
appProjectsProvider.$routeProvider().when('/:path/', {
templateUrl: '/static/genpackage-vizapp/partials/main.html',
controller: 'MainCtrl',
resolve: {
_project: resolveByRouteField('Project', 'url_slug', 'path', true)
}
});
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4.2 Izračun in izris na odjemalcu
Ob izbiri projekta se odpre podstran v aplikaciji, v spremenljivki _project pa
so zapisani podatki o projektu. Na tej podstrani želimo, za začetek, prikazati
vnosno polje in tabelo s preštetimi dolžinami vnesenih vrstic. Za prikaz
tabele bomo uporabili modul ngGrid, za več-vrstično vnosno polje pa element
textarea:
<div class="col-md-4">
<textarea ng-model="txt" class="form-control"></textarea>
</div>
<div class="col-md-4">
<div ng-grid="lengthsGrid"></div>
</div>
<div class="col-md-4">
<div id="plot"></div>
</div>
Za pravilen prikaz v tabeli moramo nastaviti njen vir podatkov, ter ob
spremembah vnosnega polja vanj zapisovati dolžine vrstic. To lahko dodamo
v kodo krmilnika:
$scope.lengthsGrid = {
data: 'lengths',
columnDefs: [{field: 'len', displayName: 'Length'}]
};
$scope.$watch('txt', function () {
$scope.lengths = _.map($scope.txt.split('\n'), function (line) {
return {len: line.length};
});
});
V tretji stolpec želimo dodati še izrisovanje podatkov iz tabele. Za prikaz
lahko uporabimo knjižnico Flot, prej pa moramo izračunati še koordinate
točk v primerni obliki:
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Slika 4.3: V nekaj korakih smo ustvarili aplikacijo, v kateri poteka izračun in
izris dolžin vrstic besedila na odjemalcu.
$scope.$watch('lengths', function () {
var xs = _.range($scope.lengths.length);
var ys = _.map($scope.lengths, 'len');
$scope.plot = $.plot('#plot', [{
label: 'Lengths',
data: _.zip(xs, ys)
}]);
});
Na sliki 4.3 je prikazana aplikacija, ki nam jo je uspelo ustvariti. V celoti
se izvaja na odjemalcu, zato lahko reaktivno, ob vsaki spremembi vnosnega
polja, ponovno izračuna dolžine vrstic, jih zapiše v tabelo ter izriše graf.
4.3 Interaktivnost
Če omogočimo urejanje tabele, moramo hkrati nastaviti tretji argument
metode $watch, da zaznava tudi spremembe znotraj objektov v seznamu
lengths:
$scope.lengthsGrid.enableCellEdit = true;
$scope.$watch('lengths', function () { ... }, true);
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Nadalje hočemo videti tudi primer interaktivnosti grafa, zato vklopimo
izbiranje vrstic v tabeli, ter jih dvosmerno povežemo z označevanjem točk
v grafu. Spremembe izbire v tabeli bomo sledili s preverjanjem vrednosti
selectedItems, točke na grafu pa bomo označevali z metodo highlight:
$scope.lengthsGrid.selectedItems = [];
$scope.$watchCollection('lengthsGrid.selectedItems', highlightSelected);
function highlightSelected(items) {
var selectedIxs = _.map(items, function (item) {
return $scope.lengths.indexOf(item);
});
$scope.plot.unhighlight();
_.each(selectedIxs, function (ix) {
$scope.plot.highlight(0, ix);
});
}
Hkrati bomo v grafu spremljali proženje dogodka plotclick, ter nastavljali
izbrane vrstice s storitvijo fastSelectPlugin. S storitvama SelectionTrace
in flotLineHandlers pa bomo zaznali vlečenjem miške čez izrisane črte, ter
črti dodali namig:
var selectionTrace = SelectionTrace($('#plot'));
flotLineHandlers($('#plot'), {
tooltipTransform: function (seriesArray) {
return _.map(seriesArray, 'label').join(', ');
},
onSeriesHoverStart: function (series, pos, dragging) {
if (dragging) console.log('Izbrana crta', series);
}
});
$scope.$watch('lengths', function () {
...
$scope.plot = $.plot('#plot', [...], {
hooks: { drawOverlay: selectionTrace.draw }
});
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Slika 4.4: Interaktivnost grafa in tabele. Z lebdenjem nad izrisanimi črtami
dobimo namig. S klikom na črto ali vlečenjem miške čez izrisano črto se sproži
izpis v konzoli. S kliki po točkah pa točke označimo, in akcijo preslikamo na
tabelo. Enako, če klikamo po vrsticah, se te izbirajo in hkrati se označujejo
točke na grafu.
highlightSelected($scope.lengthsGrid.selectedItems);
}, true);
$scope.lengthsGrid.plugins = [fastSelectPlugin];
function highlightSelected() {
...
$scope.lengthsGrid.ngGrid.fastSelect(selectedIxs);
}
$('#plot').on('plotclick', function (event, pos, item) {
if (!item) return;
$scope.lengthsGrid.selectedItems.push($scope.lengths[item.dataIndex]);
$scope.$apply();
});
Dodane možne interakcije so vidne na sliki 4.4. Če bi želeli ločiti kodo na dve
komponenti, tabelo in graf, bi morali med komponentama komunicirati. To
bi lahko dosegli s storitvijo Shared, če bi zamenjali obstoječe vrstice (podane
v komentarjih):
//$scope.lengthsGrid.selectedItems = [];
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app.config(function (SharedProvider) {
SharedProvider.setInitial({ selectedLines: [] });
});
$scope.lengthsGrid.selectedItems = Shared.selectedLines;
//$scope.$watchCollection('lengthsGrid.selectedItems', highlightSelected);
Shared.onChange($scope, 'selectedLines', highlightSelected);
//$scope.lengthsGrid.selectedItems.push($scope.lengths[item.dataIndex]);
Shared.selectedLines.push($scope.lengths[item.dataIndex]);
4.4 Izračun na strežniku
Ob analiziranju resničnih podatkov ne bomo imeli razkošja, da bi ob vsaki
osvežitvi za vsakega uporabnika znova prenašali in analizirali vhodne podatke.
Zato bomo vnos besedila in računanje dolžine vrstic premaknili v podatkovne
procesorje, ki lahko rezultate analize zapišejo v podatkovno bazo. Če zaga-
njamo več zahtevnejših analiz, pa nam omogočajo tudi vzporedno računanje
in se lahko brez prekinitve izvajajo nekaj dni.
Za prenos podatkov bomo v example.yml dodali procesor, ki bo shranjeval
podatkovne objekte tipa data:vizfile:. V definiciji procesorja določimo še
imena vhodov in izhodov ter proces, ki bo vhodno datoteko premaknil na
izhod:
- name: import:upload:vizapp
version: 1.0.0
label: Upload a file
type: data:vizfile
input:
- name: txtin
label: Text file
type: basic:file
output:
- name: txtout
label: Text file
36 POGLAVJE 4. PRIMER APLIKACIJE
type: basic:file
static:
- name: name
label: Name
type: basic:string
default: "Uploaded {{ txtin.file }}"
run:
bash: |
re-require common
mv "{{ txtin.file_temp }}" "{{ txtin.file }}"
re-save-file txtout "{{ txtin.file }}"
Na uporabniškem vmesniku bomo za uporabo tega procesorja dodali le
povezavo na GenBoard, kjer lahko uporabniki prenašajo svoje datoteke:
<a ng-href="/genboard/#/{{p.url_slug}}/upload/import:upload:vizapp/">
Upload files</a>
V main.html bomo vnosno polje textarea zamenjali s tabelo rezultatov:
<gen-table gen-options="filesTable"></gen-table>
Hkrati JavaScript kodo, ki se je navezovala na txt, zamenjamo s konfiguracijo
tabele:
$scope.p = _project;
$scope.filesTable = {
project: _project,
multiSelect: false,
selectedItems: [],
filter: {
_fn: function (data) {
return data.type == 'data:vizfile:';
}
}
};
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Dolžine vrstic lahko na strežniku preštejemo z orodjem awk:
awk '{ print length($0) }' file
V example.yml pripnemo še drugi procesor, ki preštete vrstice zapiše na
izhodno polje v notaciji JSON:
- name: vizapp:len
version: 1.0.0
label: Compute line lengths
type: data:vizlen
input:
- name: vizfile
label: Viz file
type: data:vizfile
output:
- name: result
label: Line lengths
type: basic:json
static:
- name: name
label: Name
type: basic:string
default: "{{ vizfile.output.txtout.file }} line lengths"
run:
bash: |
re-require common
lengths=`awk '{ print length($0) }' ORS=',' "{{
vizfile.output.txtout.file }}"`
re-save result.lengths "[${lengths%?}]"
Procesor vizapp:len bomo interaktivno klicali ob izbiranju datotek v tabeli,
zato razširimo krmilnik MainCtrl s povezavo izbire z zagonom procesorja.
Storitev createAndWaitProcessor nam olajša delo, saj poleg zagona proce-
sorja na strežniku preveri tudi, ali je bil enak procesor že zagnan. V obeh
primerih pa nam asinhrono vrne rezultate analize:
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$scope.lengths = [];
function process(item) {
createAndWaitProcessor(
_project.id,
'vizapp:len',
{ vizfile: item.id },
'output.result'
).promise.then(function (data) {
$scope.lengths = _.map(data.json.lengths, function (len) {
return {len: len};
});
});
}
$scope.$watchCollection('filesTable.selectedItems', function (items) {
if (items.length < 1) return;
process(_.first(items));
});
Na sliki 4.5 je vidna končna aplikacija. V njej pričakujemo, da bo uporab-
nik sprva prenesel datoteke na strežnik, s klikom na povezavo Upload files. Te
datoteke bodo izpisane v prvi tabeli, nakar jih lahko izberemo. Če datoteka še
ni bila analizirana, izbira v tabeli sproži štetje vrstic. Ko so na voljo rezultati
analize, se zapišejo v drugi tabeli in izrišejo v grafu.
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Slika 4.5: V končanem primeru aplikacije se analitični del izvaja na strežniku,
izris pa na odjemalcu. Kljub temu pa so prikazani elementi interaktivni in
uporabnikove akcije prožijo nove analize.

Poglavje 5
Opis aplikacije s področja
bioinformatike
Sicer izven okvira diplomske naloge, kot kompleksen primer uporabe razvitega
okolja in v demonstracijo uporabnosti predlaganega sistema, smo skupaj
z Laboratorijem za bioinformatiko in laboratorijema Gadija Shaulskega in
Adama Kuspe iz Baylor College of Medicine razvili naslednjo verzijo aplikacije
dictyExpress1 na poprej obravnavanem programskem sistemu GenCloud. Cilj
spletne aplikacije dictyExpress je poenostaviti raziskovanje posameznih genov
amebe Dictyostelium, ob različnih stopnjah njenega razvojnega cikla ter ob
različnih eksperimentalnih pogojih. Prikazani podatki so v obliki časovnih
izraznih profilov. Te raziskovalci ustvarijo z merjenjem genskih izrazov ob
različnih urah dnevnega cikla amebe. Prosto dostopna aplikacija vsem upo-
rabnikom dovoljuje pregled izbranih javnih eksperimentov ter zaganjanje
dodatnih analiz, ki se uporabljajo v vizualizacijah. Člani laboratorijev pa,
kot avtenticirani uporabniki že aktivno pregledujejo in izvajajo tudi nove
eksperimente. Po želji jih bodo lahko razkrili vsem uporabnikom.
Prejšnja verzija spletne aplikacije dictyExpress [9] je že omogočala interak-
tivno raziskovanje časovnih izraznih profilov genov socialne amebe v različnih
eksperimentih. Vendar, kot so izpostavili prvotni avtorji [11], aplikacija ni bila
1https://dictyexpress.research.bcm.edu/
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načrtovana za splošno uporabo na področju analitike. Struktura aplikacije se
je omejila na določene funkcije in tipe podatkov, ki so najbolje služili natanko
raziskovalcem socialne amebe.
V novi verziji je splošnejša struktura celotnega sistema dovoljevala razvoj
še ene podobne aplikacije za prikazovanje izraženosti genov brez časovne
komponente, za raziskovanje popolnoma drugega organizma, miši. Posplošen
strežniški del pa lahko v principu podpre tudi ostale poljubne tipe podatkov.
Posodobili smo tudi nabor uporabljenih tehnologij. Za risanje, na primer, sedaj
uporabljamo gradnike HTML5, namesto okolja Flash. Tako lahko sodelujoči
člani laboratorijev aplikacijo dostopajo tudi z mobilnimi napravami.
5.1 Uporabniški vmesnik
Na sliki 5.1 je prikazana aplikacija, kot izgleda, ko jo prvič odpremo. Vizuali-
zacije in kontrolni elementi so zajeti v šestih modulih. Kontrolni elementi že
vsebujejo vnaprej izbrane vrednosti, tako da uporabnik vidi izrisane grafe, ki
jih bo lahko uporabljal za vizualno raziskovanje.
Za uvod se prikaže tudi pomoč (slika 5.2), ki po korakih prikaže navodila
za uporabo posameznih modulov. Uporabnik lahko napotke preskusi takoj,
saj moduli že delujejo in prikazujejo izbrane podatke. Na vsakem koraku
poudarimo en ali dva modula, ostale pa zatemnimo, da uporabnika ne preo-
bremenimo z informacijami. Za poudarjanje modulov, zatemnitev ostalih ter
za prikaz navodil smo razširili in uporabili knjižnico bootstro2.
Uporabnik začne raziskovanje s klikom na časovno serijo v modulu Expres-
sion Time Courses. S tem odkrije medsebojno povezanost grafov, saj se v
vseh modulih osvetlijo pod-elementi. Osvetljeni pod-elementi so povezani z
genom, ki je bil prikazan v izbranem izraznem profilu. Stanje aplikacije po
kliku je prikazano na sliki 5.3, do enakega stanja pa bi prišli tudi, če bi v
začetku kliknili katerega koli od teh osvetljenih pod-elementov. Izjema je le
modul Differential Expression, v katerem bi klikanje izbiralo gene, namesto
2https://clu3.github.io/bootstro.js/
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Slika 5.1: Spletna aplikacija dictyExpress v svojih modulih prikazuje izbrane
gene. Grafični moduli ponujajo različne vidike na izrazne profile treh genov
socialne amebe iz družine Dictyostelium.
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Slika 5.2: Vodnik po modulih aplikacije uporabnikom predstavi na kakšne
načine lahko delajo s komponentami. Ob vsakem koraku je izpostavljen modul
odziven na uporabnikove akcije.
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Slika 5.3: Akcije v enem modulu vplivajo na vse module. V tem primeru je
izbira izraznega profila izpostavila isti gen tudi v ostalih modulih.
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da bi jih označevalo.
Modul Experiment and Gene Selection uporabnikom omogoča izbiranje
eksperimentov. Eksperimenti so katalogi časovnih izraznih profilov, v pro-
gramskem sistemu pa so to rezultati delokroga, v katerem so bili uporabniški
podatki obdelani z ustaljenimi bioinformatičnimi orodji. Eksperiment Cyclic
AMP Pulsing, na primer, vsebuje drugačne izrazne profile, amebo so namreč
izpostavljali določeni raztopini pred merjenjem izraženosti genov. Pod izbiro
eksperimenta je še izbira genov, ki jih želijo prikazati v ostalih modulih. Za
izbiranje genov smo izdelali svojo komponento za samo-dokončanje imena
genov. Seznam z imeni in opisi genov dobimo iz rezultata vnaprej izračuna-
nega procesorja, ta pa jih pridobi iz spletne baze dictyBase3. V vnosno polje
lahko uporabnik namesto tipkanja povleče in spusti tekstovne datoteke z
daljšimi seznami genov, ki jih želi izbrati. S klikom na že izbran gen odpremo
podrobnosti o genu. Te vključujejo ime gena, identifikator, opis ter povezavo
nazaj na spletno zbirko dictyBase. Poleg podrobnosti sta tu pomožna gumba
za odstranitev in označevanje gena. Ko smo končali z izbiranjem genov, priti-
snemo gumb Update Selection, da se izbira posodobi tudi v ostalih modulih.
Pretekle izbire genov se shranijo v uporabnikov brskalnik (preko localStorage),
najdemo pa jih z gumbom History. Pritisk na gumb Download Expressions
odpre modalno okno za prenos surovih podatkov izbranega eksperimenta.
Modul Expression Time Courses prikazuje rezultate podatkovnega proce-
sorja data:etc:. Na uporabniški vmesnik se prenesejo izraženosti izbranih
genov v izbranem eksperimentu, izmerjene ob vseh različnih urah. Za iz-
ris grafa smo uporabili JavaScript knjižnico Flot ter flotLineHandlers iz
ogrodja. Vlečenje čez prikazane črte označi gene. Označene gene nato na-
stavimo za izbrane s klikom na gumb Update Selection v prvem modulu.
Kadar je označen natanko en gen, se omogoči tudi gumb Find Similar Genes.
Z njim sprožimo procesor za izračun podobnosti z ostalimi geni. Rezultat
procesorja je prikazan v modalnem oknu na sliki 5.4. Procesor izračuna po-
dobnost genov s Spearmanovim koeficientom korelacije med izraznimi profili
3http://www.dictybase.org
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Slika 5.4: Postopek iskanja genov, ki so podobni izbranemu. Seznam podobnih
genov se izračuna podlagi Spearmanovega koeficienta korelacije med izraznimi
profili.
znotraj izbranega eksperimenta. Za izračun uporabljamo Python funkcijo
scipy.stats.spearmanr iz paketa SciPy4. Vrnjeni seznam podobnih genov
lahko izvozimo v tekstovno datoteko, poleg tega pa lahko gene dodamo med
izbrane. Na sliki 5.4 smo pripeli prve štiri podobno izražene gene. Iskanje
podobnih genov lahko ponovimo še za ostale gene, pripetim gručam pa naj-
lažje sledimo v naslednjem modulu, Hierarchical Clustering. Na tretjem delu
slike 5.4 že vidimo pripete gene v isti gruči, kot je bil prvotno označen gen.
Modul Hierarchical Clustering prikazuje dendrogram rezultatov istoi-
menskega podatkovnega procesorja, ki mu za vhodne podatke poda izbran
eksperiment, izbrane gene, funkcijo razdalje (distance function) in mero
podobnosti med gručami (linkage). Procesor za gručenje izraznih profilov
uporablja Python paket Orange [3]. V izrisanem drevesu klik na vejo označi
celotno poddrevo in izbere gene v listih drevesa. S tipko Ctrl lahko izbiri
še podrobneje dodamo, ali odstranimo poddrevesa. Poleg dendrogama so
prikazani barvno kodirani grafi (angl. heat map). Z odtenki od rumene do
modre barve je prikazan izrazni profil gena. Ko uporabnik z miško preleti
posamezen stolpec, se mu v namigu izpiše ura meritve in nivo izraženosti tega
4https://www.scipy.org/
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Slika 5.5: Oplemenitenje izbranih genov z opisi molekularnih funkcij v ozadju
ter seznam ostalih genov, povezanih z izbrano molekularno funkcijo.
gena, v grafu Expression Time Courses pa se označi pripadajoča točka.
Na sliki 2.3 je bil prikazan projekt v aplikaciji GenBoard, kjer lahko
vidimo računanje objektov Data v ozadju. Med njimi vidimo objekte, ki so bili
izračunani s procesorjem Hierarchical Clustering, te procesorje pa je sprožila
ta aplikacija. Brez aplikacije dictyExpress bi lahko v GenBoardu ročno
izbrali vhodne podatke (objekt z izraznimi profili, seznam identifikatorjev
genov, funkcijo razdalje in mera podobnosti) za procesor za gručenje in dobili
rezultate v notaciji JSON.
Modul Gene Ontology Enrichment izpisuje funkcije, v katerih sodelujejo
izbrani geni. To znanje je na voljo na projektu Gene Ontology5. Z vnosnim
poljem Aspect izberemo med domenami funkcij: molekularne funkcije, celične
komponente in biološki procesi. Podatki znotraj vsake domene so strukturirani
v obliki usmerjenega necikličnega grafa. Vsako vozlišče vsebuje opis funkcije
ter seznam povezanih genov. Vozlišča imajo tudi p-vrednosti, po katerih
lahko drevo filtriramo. Nadalje nezanimive veje strnemo s klikom na puščice
ob opisih. V stolpcu N je izpisano število izbranih genov, ki so povezani s
to funkcijo, v primerjavi s številom vseh genov te funkcije. Klik na vrstico
5http://geneontology.org/
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označi izbrane gene, kot je bilo prikazano na sliki 5.3. Klik na številko vseh
povezanih genov, pa prikaže modalno okno vidno na sliki 5.5, iz katerega
lahko izberemo, ali izvozimo gene. Tu najdemo tudi povezavo na spletno
zbirko AmiGO6.
Modul Differential Expression prikazuje spremembe izraženosti genov.
Uporablja rezultate vnaprej izračunanih procesov, ki so za vsak gen primerjali
izraženost gena v nekem trenutku v primerjavi z drugim trenutkom. Ali pa
na podlagi nekih drugih okoliščin. Na grafu so geni z največjim večkratnikom
spremembe prikazani levo in desno od sredine. Statistična značilnost spre-
membe pa je prikazana po navpični osi. V spustnem seznamu so na izbiro
vnaprej izračunani rezultati procesorjev, z gumbom Browse pa lahko poleg
imen rezultatov vidimo tudi opis in kako jih citirati. Za risanje grafa smo
ponovno uporabili knjižnico Flot, tokrat z dodatkom flotPointsHandler iz
ogrodja. Izbrani geni so označeni modro, njihova imena pa lahko vidimo v
namigu, če jih preletimo z miško. Gene lahko zajamemo z vlečenjem pravo-
kotnika, nakar se odpre modalno okno, kjer lahko zajete gene izberemo ali
izvozimo. Isto okno, z vsemi geni, lahko odpremo z gumbom Gene List.
Modul Experiment Comparison združuje več grafov Expression Time
Courses iz parih eksperimentov. Modul je namenjen primerjanju izraznih
profilov izbranih genov, med različnimi eksperimenti ali celo organizmi. Za
primerjavo med organizmi preslikamo gene v homologne gene. Izrisani bodo
le tisti izbrani geni, ki so skupni vsem primerjanim eksperimentom. Osnovni
eksperiment izberemo v prvem modulu, primerjalne eksperimente pa z gum-
bom Compare To. S stili risanja poskušamo razlikovati različne podatke.
Primerjalne eksperimente rišemo s črtkanimi črtami, osnovnega s polno črto,
pravilo za barvanje črt pa je na izbiro. Izbiramo lahko med barvanjem črt
z enako barvo po eksperimentih ali po genih. Potrditveno polje Legend ob
grafu vključi legendo, ki izpisuje, h kateremu eksperimentu in genu pripada
posamezna črta. V primeru, da je izpisanih preveč oznak, lebdenje miške
nad legendo razprostre bližnje oznake. Pripadnost črt lahko izvemo tudi iz
6http://amigo.geneontology.org/amigo
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namigov, če z miško preletimo posamezno črto.
Nad moduli so na voljo različni kontrolni gumbi. Prvi gumb Default Layout
omogoča ponastavitev položajev in velikosti modulov v mrežo 2× 3, kot so
razporejeni na sliki 5.1. Ta gumb potrebujemo, ker je module mogoče raztego-
vati in premikati po strani, to pa se shranjuje v uporabnikov brskalnik (preko
localStorage). Hkrati se položaji in velikosti modulov shranijo v spletni naslov
(domena/dictyexpress/#/projekt?state=UEsDBAoAAAAIAPgL0kb4...). V
spletnem naslovu je shranjena tudi večina vnosnih polj, kar uporabnikom
omogoča deljenje svojega pogleda. Nekateri brskalniki omejujejo dolžino
spletnega naslova na okoli 2000 znakov, zato stanje aplikacije brezizgubno
stisnemo z JavaScript knjižnico JSZip7, ki za brezizgubno stiskanje uporablja
algoritem DEFLATE. Rezultat v spletni naslov zapišemo v obliki Base64.
Zadnji gumb, Project’s GenExpress settings, se prikaže le upravljavcem
aplikacije, omogoča pa nastavljanje različnih začetnih vrednosti modulov.
Upravljavci lahko tu prilagodijo, kakšne vrednosti bodo uporabniki videli, ko
bodo prvič odprli strani. Vklopijo lahko tudi nekatere funkcije, na primer, ali
naj Differential Expression uporabnikom dovoli ustvariti novo analizo, ali pa
naj rajši obstajajo le vnaprej izračunane, najbolj zanimive.
7https://stuk.github.io/jszip/
Poglavje 6
Zaključek
V diplomski nalogi smo razvili programske komponente in celovito programsko
arhitekturo, s katero lahko razvijalci razširjajo okolje GenCloud z novimi
interaktivnimi vizualizacijami, ki so med sabo lahko povezane in si izmenjujejo
podatke.
Z razvito rešitvijo lahko prožimo dodatne analize in prikažemo rezultate
z nekaj enostavnimi ukazi (glej poglavje 4). Rešitev omogoča poenoteno
komunikacijo med sočasno delujočimi moduli v porazdeljeni aplikaciji, za
kar uporablja skupno bazo podatkov, namenjeno sinhronizaciji in izmenjavi
podatkov. Ta arhitekturna rešitev je drugačna od ustaljene z neposredno
komunikacijo prek sporočil. Njena prednost je jasnejša podpora komunikacije
katerekoli komponente z vsemi drugimi ter enostavnejši izvoz trenutnega
stanja aplikacije. Vendar tudi ta rešitev na razvijalca preloži odgovornost
za preprečevanje konfliktov pri komuniciranju z ostalimi vizualizacijami. Po-
dobno velja za izbor, s kom bo ustvarjena vizualizacija komunicirala. Tu mora
razvijalec poskrbeti, da lahko ob ponovni uporabi komponente spremenimo
ta izbor.
Razvito okolje bi bilo moč izboljšati s poenotenim načinom za spreminjanje
komunikacijskih partnerjev. Izboljšali bi lahko še različno odzivanje na
dogodke v različnih podprtih vizualizacijskih knjižnicah (Flot, D3.js, C3.js),
in prikazali možnosti uporabe teh različnih knjižnic v poglavju 4.
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Rešitve, predlagane v tej diplomski nalogi, so praktične. Z našimi im-
plementacijami smo razširili programsko okolje GenCloud in mu omogočili
razvoj kompleksnih rešitev za interaktivno vizualizacijo podatkov. Taka reši-
tev je tudi dictyExpress, s katero smo z uporabo najsodobnejših tehnologij
posodobili sicer znano istoimensko aplikacijo razvito v okolju Flash [9]. Apli-
kacija dictyExpress je dobro uporabljana: mesečno jo obišče 300 unikatnih
uporabnikov.
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