When transferring a learned task to an environment containing new objects, a core problem is identifying the mapping between objects in the old and new environments. This object mapping is dependent on the task being performed and the roles objects play in that task. Prior work assumes (i) the robot has access to multiple new demonstrations of the task or (ii) the primary features for object mapping have been specified. We introduce an approach that is not constrained by either assumption but rather uses structured interaction with a human teacher to infer an object mapping for task transfer. We describe three experiments: an extensive evaluation of assisted object mapping in simulation, an interactive evaluation incorporating demonstration and assistance data from a user study involving 10 participants, and an offline evaluation of the robot's confidence during object mapping. Our results indicate that human-guided object mapping provided a balance between mapping performance and autonomy, resulting in (i) up to 2.25× as many correct object mappings as mapping without human interaction, and (ii) more efficient transfer than requiring the human teacher to re-demonstrate the task in the new environment, correctly inferring the object mapping across 93.3% of the tasks and requiring at most one interactive assist in the typical case.
INTRODUCTION
Our work is aimed at enabling robots to flexibly adapt skills for efficient deployment in dynamic human environments. While there are a number of methods to allow a robot to learn a new task through interactive demonstrations (Akgun et al. 2012; Argall et al. 2009; Chernova and Thomaz 2014) , transferring the learned tasks to new environments remains a challenge due to the many possible differences between the original environment where the robot learned the task (referred to as the source environment) and the new environment (referred to as the target environment) 17:2 T. Fitzgerald et al. (Taylor and Stone 2009). To succeed in target environments containing new objects, the robot must identify correspondences between the new objects and those in the original environment, a problem known as object mapping. This is a complex problem, however; given n objects in each environment, there are n! possible mappings to consider, in principle. In this article, we focus on this object mapping problem. We assume that a task model was previously learned (by demonstration or otherwise) and do not address the problem of goal learning or the entire process of task transfer at this time. Rather, by evaluating object mapping independently of any specific task learning algorithm, we demonstrate that it would be compatible with a variety of learning algorithms, provided that they produce a list of object-directed steps for each task.
While object mapping has been addressed in related work (see Section 2), it is typically assumed that the robot can gain additional experience in the target environment or knows which object feature(s) to use when evaluating object correspondences. However, when the robot learns a task from human interaction (such as that shown in Figure 1 ), such assumptions lead to two challenges. First, gaining additional experience in the target environment can be a time-consuming task in which the human teacher must continue to provide task demonstrations or feedback to the robot as it explores the environment. Simply helping the robot gain the correct mapping would more efficiently utilize the teacher's time.
As an example, an assistive robot deployed in a home setting will encounter many opportunities for object mapping. Routine tasks can be performed with multiple object types (e.g., a task model for stacking can be reused to stack cups or books), as well as various instances of a single object class (e.g., a single home may contain multiple bowls that vary in their dimensions, shapes, and other visual features). Rather than re-learn the task for each object variation, learning the correspondences between objects would enable the robot to reuse its previously learned task models. An additional use case for object mapping is object replacement; if a robot knows how to hammer a peg, but does not have a hammer available to it, then the robot should ideally use a suitable replacement (e.g., a similarly-sized rock or paperweight) to repeat the task rather than needing to re-learn the task for the new object.
A second challenge of object mapping is that the robot does not have the same contextual knowledge that the human teacher has about the task and thus does not know which object features are relevant to successfully repeating the task. For example, in transferring a cup-stacking task, the robot would need to identify which cups in the source and target environments are similar according to their size feature. In another task in which the robot learns to sort the same cups by their color, the robot would need to instead map objects according to their hue feature. While the human teacher knows which features are relevant in the context of that task, the robot does not.
Outline
In this article, we describe a human-guided approach to task-dependent object mapping ("situated mapping") problems. In Section 3, we define the situated mapping problem. Since the human teacher knows the roles of objects in the task, we posit that human teachers can readily provide assistance in this regard. We describe Mapping by Demonstration (MbD), our interactive approach to situated mapping problems, in Section 4.
We then present the results of three experiments. In our first experiment, first described in Fitzgerald et al. (2016) , we perform an extensive evaluation of MbD in simulated domains, applying this approach to variations of tasks containing five, six, or seven objects. We then follow-up with a case study demonstrating the approach's applicability to real-world objects in realistic tasks. In both the simulated and real-world tasks in this experiment, mapping assistance is provided according to the ground-truth object mapping, and thus there is no opportunity for error in the mapping assistance provided to the algorithm.
In our second experiment, we evaluate the MbD algorithm's effectiveness in the interactive use case. We conduct a user study recording how a human teacher assists the robot in learning and transferring three ordered, pick-and-place tasks. We conclude from this experiment that structured interaction with the human teacher during task mapping is effective in both (i) reducing the number of interactions needed to repeat the task to less than 50% of those needed to re-learn the task and (ii) increasing mapping accuracy and confidence in comparison to predicting an object mapping without human interaction.
The final experiment we describe is an offline evaluation of our method for confidence-based interaction, addressing the errors that arise from mapping assistance in the interactive use case (and that are not present in the first, simulated experiment). In this approach, we aim to minimize interaction errors by evaluating the amount of assistance needed to infer the object mapping. From this experiment, we conclude that a robot can use a confidence threshold to moderate the number of assistance requests it makes, balancing autonomy and interaction to infer an object mapping.
Contributions
In this article, we describe the MbD algorithm first presented in our earlier work (Fitzgerald et al. 2016) , and expand on it by making the following contributions:
(1) The first adaptation of the MbD algorithm (Fitzgerald et al. 2016) for an interactive robot (2) A user study evaluating the effectiveness of interactive assistance for object mapping (3) A confidence-based approach to maximizing autonomy during object mapping and minimizing the effect of interaction errors
RELATED WORKS 2.1 Generalization in Learning from Demonstration
Learning from Demonstration enables a robot to quickly learn skills from a human teacher (Akgun et al. 2012; Argall et al. 2009; Chernova and Thomaz 2014) . Pastor et al. (2009) demonstrates how a robot can generalize Dynamic Movement Primitives (DMPs) (Schaal 2006 ) for environments containing different object configurations. While this approach does not directly generalize to environments containing different objects, it provides a useful application for object mapping; describes how an object mapping could be used to identify DMP parameters in a target environment. A related problem is grounding a task representation (e.g., "task recipes" (Misra et al. 2016; Waibel et al. 2011) ) in an observed set of objects. describes a method for grounding objects and semantic locations in perception using demonstrations. Tenorth et al. (2010) grounds task recipes in perception by identifying the object that best matches the features prototypical for that task step's object designator. Kulick et al. (2013) uses an active learning approach to train a classifiers for task symbol grounding. However, symbol grounding differs from object mapping in that it grounds abstract object references in specific object perception (whereas mapping directly correlates two object instances).
Cognitive Systems Approaches to Object Mapping
Research on cognitive systems has long addressed object mapping, particularly by identifying structural similarity between source and target objects; that is, objects sharing similar relations to their surroundings (Gentner 1983; Gentner and Markman 2006; Gick and Holyoak 1983) . In the Structure Mapping Engine, the structure of a scene is represented as a graph; objects sharing similar structural relations within their own graphs are mapped (Falkenhainer et al. 1989 ). Liu and Stone (2006) adapt the Structure Mapping Engine to transfer strategies for RoboCup simulated soccer to map state variables and actions based on their relational structure (specified using qualitative Dynamic Bayes Networks). Holyoak and Thagard (1989) describes a constraint-satisfaction method for object mapping, comparing objects according to their pragmatic, spatial, and semantic features. Davies et al. (2008) describes a method for visual analogical reasoning in which transfer and mapping are constrained by each other; the objects utilized in the source solution inform which mapping constraints to enforce. While these approaches have been demonstrated in simulated domains, they have not been applied to identify analogies between physical objects with a rich set of perceptual features.
Machine Learning Approaches to Object Mapping
The goal of task transfer in reinforcement learning domains is often to use a source domain to bootstrap policy learning in the target domain (Taylor and Stone 2009) . Taylor et al. (2007) has the robot explore its state space in the target domain to derive an inter-task mapping between source and target state variables, using it to transfer its learned policy. While effective, this approach requires significant additional experience in the target domain, which our approach aims to minimize. Object-oriented MDPs expressly encode the relation between objects as a part of its state space representation (Diuk et al. 2008) ; however, this approach assumes that objects within the same classification play the same role within the task. Veloso (2007, 2009) introduces confidence-based autonomy for policy reuse, in which the robot assesses its confidence in applying its current policy to a new state; if its confidence is below a threshold, it requests additional demonstrations from the teacher, otherwise acting autonomously from its current policy. Lee et al. (2015) address mapping physical objects by their perceived point clouds. Their method infers a warping function that transforms the source object point cloud such that it closely matches that of the target object. However, using this warping function as a measure of similarity limits object mapping to those with similar shape. Huang et al. (2015) address a similar problem of aligning object point clouds, but prioritize alignment of certain labeled features of the objects. These approaches are effective in identifying similar objects, but assume that (i) similar objects play the same role in the source and target environments and (ii) corresponding objects are comprised of the same parts or shapes. These assumptions do not hold when the agent does not know a priori which features to use in object mapping.
Overall, current approaches to object mapping assume (i) objects with the same classifications play the same role in any task, (ii) the robot knows a priori which object features to use for mapping, (iii) the robot may continue to explore/train in the target environment, and/or (iv) an abstraction of the object can be used to identify specific instances of that object symbol. However, these assumptions do not hold in situated mapping problems, where we would like the robot to receive very limited new data/demonstrations of a task and then identify an object mapping without knowledge of the specific object features relevant to that task.
We adapt the MbD approach to situated mapping, in which an agent uses mapping assistance (in the form of a limited number of object correspondences) to infer the remainder of the mapping (Fitzgerald et al. 2016 ). However, Fitzgerald et al. (2016) does not apply or evaluate this approach on a physical robot. More importantly, it does not address how mapping assistance would be obtained by the agent. We present the first HRI study that uses the MbD algorithm, and in doing so, expand on this work by (i) evaluating a mode of interaction enabling the robot to receive mapping assistance in the target domain and (ii) demonstrating human-guided object mapping on a physical robot.
PROBLEM: TASK-DEPENDENT OBJECT MAPPING
In situated mapping, the robot must identify the mapping that maximizes similarity between source environment objects (S) and their equivalent objects in the target environment (T ), as follows (Fitzgerald et al. 2016) :
where m(s i ,T ) returns the object in T which corresponds to object s i according to the mapping m. This strategy is dependent on a similarity metric δ (a, b) that returns a similarity score for objects a and b. However, defining this similarity metric (and the object features it considers relevant) is nontrivial. The similarity metric that is appropriate for one task may not represent the object features relevant to another task. Consider our previous example, with cups the robot learns to use in both a stacking task and a sort-by-color task. In the first task, the robot should identify an object mapping maximizing the similarity between mapped objects based on their size feature, whereas the second task requires objects to be mapped according to their hue feature. We address this problem of situated (context-dependent) mapping, in which object mapping is dependent on the task being performed. The situated mapping problem has the following stages of interaction with a human teacher:
(1) The human teacher demonstrates a task in the source environment.
(2) The robot observes the object features and task steps involving those objects. (3) The robot observes the target environment containing new objects, and is asked by the human teacher to repeat the newly learned task. (4) The robot infers the mapping between objects in the source and target environments. (5) The robot uses this mapping to transfer the learned task for execution in the target environment .
This article is concerned with how additional interaction between the robot and the human teacher can facilitate step 4 (inferring the object mapping). We currently focus on object mapping for ordered tasks where the source and target contain the same number of objects (thus requiring an n-to-n mapping). This lays the groundwork to address other variations of the object mapping problem in future work, including m-to-n mapping and partial-ordered tasks.
APPROACH
Since the human teacher is aware of both (i) the goal of the task and (ii) the role that each object plays in achieving that goal, we propose a human-guided object mapping method (Figure 2 ), consisting of two interaction phases and two mapping phases. The interaction phases include a Size-shift demonstration phase in which the robot learns the task steps from demonstration, and an assistance phase in which the robot records interactive assistance from the teacher. The assistance is used in the two mapping phases, first in a mapping inference phase, and then in the confidence evaluation phase that determines whether additional assistance should be requested. We now describe all four phases, later evaluating phases in isolation via simulated, interactive, and offline evaluations.
Demonstration Phase
At the start of the interaction, the robot observes the source environment using an RGBD sensor, and segments objects from the tabletop using the algorithm described in Trevor et al. (2013) . After extracting the location, size, and hue features of each object, it derives the set of spatial relations between each object, where the spatial relations between two objects X and Y is: • x, y, z is the centroid location • c is the average hue of the object's color, ranging from 0 to 360 • d is the bounding box volume (derived from object dimensions) • s = {s 0 , s 1 , . . .} is the set of spatial relations between the object and all other objects, where each element s k ∈ {LEFT-OF, RIGHT-OF, ABOVE, BELOW} • a = {a 0 , a 1 , . . .} is the set of that object's affordances • p = {p 0 , p 1 , . . .} is the set of property values associated with that object and its affordances After the robot observes objects in its environment, the human teacher interacts with the robot's arm to physically guide it through executing the task (e.g., Figure 3(a) ). The robot records the trajectory of its end effector position in cartesian space, and then segments it into pick or place task steps according to the open/close actions of its gripper. The robot then identifies the object that was closest to the gripper at the end of each task step, recording it as the primary object for that task step. Following the demonstration, the task is represented as (i) the list of object representations and (ii) a list of task steps that indicate the primary object for each step.
To evaluate our algorithm in the worst-case scenario where the task steps contain all object features, we do not assume that the robot has learned which object features are salient nor a model of the goal of the task but rather include all object features in every task step. This ensures that our algorithm can complement a variety of learning algorithms that produce a list of object-directed task steps. Should the task learning algorithm also prune the list of candidate object features that are relevant for object mapping, we expect our method to demonstrate even better performance.
Assistance Phase
After the task demonstration, the robot may receive assistance from the human teacher to repeat the task in the target environment, later using this assistance during the mapping inference phase. Having the teacher provide assistance via natural interaction (e.g., pointing at or picking up an object) mitigates the need for human teachers to have knowledge of which features the robot has the capacity to observe (e.g., the robot can record object color, but not product brand), or how to express feature values (e.g., hue values).
Once the robot requests assistance (e.g., "Where do I go next?"), the human teacher provides a mapping assist by handing the robot the next object it should use to complete the task in the target environment (e.g., Figure 3 (b)) or, if the robot is already holding an object, by pointing to where the robot should place the object in the target environment (e.g., Figure 3 (c)). Each mapping assist indicates a correspondence between (i) the object referenced by the teacher in the target environment and (ii) the object that would have been used in the next step in the original task demonstration.
Mapping Inference Phase
Two goals must be addressed simultaneously to infer the object mapping: selection of (i) an object similarity function (and associated object feature) which is representative of the mapping assistance received thus far and (ii) an object mapping that maximizes object similarity according to the selected similarity function. As such, Algorithm 1 maintains both a (i) feature set space F containing all feature sets under consideration for the similarity metric and (ii) a mapping hypothesis space M containing all mapping hypotheses still under consideration. In Sections 4.3.1-4.3.4, we now summarize the MbD algorithm described in Fitzgerald et al. (2016) . 
while target task is incomplete do 6: h ← mapping assistance 7:
return (M, F , p, c) 4.3.1 Initialization. The mapping hypothesis space M is initialized as the set of all possible object mappings, and thus begins as a n!-sized set for an n-to-n mapping problem (see Algorithm 1, line 3). The feature set space is initialized as the set of object features from Section 4.1, plus two features derived from mapping assistance: size shift and hue shift (Algorithm 1, line 4). dh is the average size shift indicated over all assistance thus far. This feature is useful for tasks in which object size is relevant to the task, but the source and target objects are at a different scale (e.g., target objects are a scaled version of source objects). ch is the average hue shift indicated over all assists. Similarly, this feature is useful for tasks in which object hue is relevant to the task, but differs between the two environments (e.g., blue objects in the source environment correspond to purple objects in the target). After the robot has received its first mapping assist, dh and ch are initialized to the size and hue differences, respectively, between the two objects indicated in the mapping assist, and are updated after additional assists.
In the extensive simulated experiment (Experiment 1 described in Section 5), the feature set space is initialized as the power set of all object features, resulting in the initial feature set space including all 127 combinations of features as described in the original MbD implementation in Fitzgerald et al. (2016) . We simplify this feature set space in our interactive implementation of MbD (used in Experiments 2 and 3), such that each feature set consists of a single feature. This results in an initial feature set space F consisting of only 7 feature sets, each containing one of the elements of the feature vector < c, ch, d, dh, s, a, p > consisting of hue, hue shift, size, size shift, spatial relation, affordance, and property features. A n x n x 7 evaluation matrix E is generated during initialization, containing the evaluation score for every possible object correspondence according to each of the seven object features:
which evaluates the correspondence between objects at indices i and j according to each evaluation metric denoted as Δx based on a single object feature x. Each evaluation metric is based on a generic distance function defined in Equation (2) as the difference between two objects' value for that feature, measured along a Gaussian curve:
Since we cannot weight evaluation metrics based on a feature's prevalence in previous instances of that task, normalization becomes a challenge. To address this, the evaluation metric for each feature is scaled based on that feature's value range, as follows:
• Size-shift similarity:
where d max is the ratio between the largest and smallest source objects' sizes and μ d and μ c are the average differences in size ratio and hue, respectively, between object pairs in previous mapping assists. Note that this is clearly not an exhaustive list of features that may be relevant to a task; many tasks may require additional features that have not been addressed here. However, this method is intended to consider a variety of features for object mapping and is still applicable in such tasks. Additional object features can be incorporated by defining a new evaluation metric and expanding the evaluation matrix E to include the new metric.
After initialization, each mapping assist is used to (i) prune the mapping hypothesis space M, (ii) prune the feature set space F , and then (iii) select the highest-ranked mapping hypothesis m ∈ M as the predicted mapping. We now describe each step in further detail.
Pruning
Step. A mapping assist consists of an object in the source environment and its corresponding object in the target environment. The pruning step (Algorithm 1, line 9) ensures that each remaining object mapping in the hypothesis space M contains this correspondence. A mapping hypothesis is represented as the n x n binary matrix m, where each element m i j = 1 if S i → T j , and m i j = 0 otherwise. The pruned mapping hypothesis space only contains mappings m ∈ M with m i j = 1, where i and j are the corresponding object indices in the source (S) and target (T) environments, respectively. For example, if a mapping assist corresponds source object 1 with target object 5, the mapping hypothesis space is pruned such that all remaining mappings contain m 1,5 = 1. Additionally, the feature set space F is pruned after each mapping assist (Algorithm 1, line 10). A feature set is removed if it has no variance over the remaining, unmapped objects in the source environment. For example, if all unmapped objects share the same affordances, then that feature is no longer discriminating, and is irrelevant to the object mapping.
Hypothesis Evaluation
Step. The evaluation matrix only needs to be generated once (during initialization). Afterward, the evaluation matrix is referenced (see Algorithm 1, line 11) to evaluate a mapping hypothesis m according to a feature set f , as follows:
E f k is the n x n matrix containing the evaluation for every possible object correspondence according to feature f k , such that every element E
returns the entrywise product of the object mapping m (represented as a n x n binary matrix) and the evaluation matrix based on feature f k . This results in a matrix containing the evaluation of each object correspondence in mapping m, according to the feature f k .
Mapping Maximization
Step. Each combination of a mapping hypothesis m ∈ M and feature set f ∈ F is then evaluated:
where n is the number of source objects and V m, f is Equation (3). The highest-ranked mapping (m * 0 ) and feature set combination is then returned as the predicted mapping (Algorithm 1, line 12).
Confidence Evaluation Phase
A single mapping assist may not provide enough information to infer the correct object mapping. Thus, after receiving a mapping assist and inferring the object mapping, a decision must be made to either request additional assistance or to complete the rest of the task autonomously using the most-recently inferred object mapping. Similar to the confidence-based autonomy (CBA) approach introduced by Veloso (2007, 2009) , our work aims to enable the robot to rely on confidence as a means to managing its assistance from the human teacher. However, since the robot does not know which features are relevant to the task, it is unable to select features to calculate its confidence in the same manner as CBA. We propose a variation of confident execution, utilizing two sources of information available during interactive object-mapping: (1) interaction from the teacher and (2) the resulting mapping hypothesis evaluations. While the MbD algorithm only returns a mapping prediction after each assist, we propose that the evaluation matrix E can be used to determine the confidence of that predicted mapping (Algorithm 1, line 13). We now calculate confidence based on two feature sets:
• α is the feature set leading to the highest mapping evaluation:
The resulting mapping is denoted as m * 0 .
• β is the feature set leading to the second-highest mapping evaluation such that α β and the resulting mapping m * 1 m * 0 :
This resulting, second-highest mapping is denoted as m * 1 . As more assistance is received, it should more clearly support one mapping hypothesis over the rest. If it does not, then the assistance provided so far supports multiple mapping hypotheses, and additional assistance is necessary to arbitrate between the top hypotheses. Thus, we use decision margin as a proxy for confidence; the more separated the top-ranked mapping evaluation is from the remaining mapping hypotheses' evaluations, the more confidently it can be selected as the correct mapping. We define confidence as the decision margin between these two top-ranked mapping hypotheses' evaluations: c = V m * 0 ,α − V m * 1 , β .
EXPERIMENT 1: SIMULATED EVALUATION
We first perform an extensive evaluation of the mapping inference phase (Section 4.3) in simulation. Rather than obtain mapping assistance from interaction with a teacher, the system receives assistance for each task step based on the ground-truth mapping.
We evaluated the system with three categories of simulated tasks: containing n = 5, n = 6, or n = 7 objects in the source and target environments. These categories represent incrementally more difficult problems; as the number of objects increases, the mapping hypothesis space from which the system must choose a single mapping increases factorially. For each category of problem, 10 mapping problems (each representing a task and consisting of a source and target environment) were generated randomly, such that each object's perceived and knowledge-base features had random value assignments, with derived features automatically generated from perceived features. To simulate how some objects may be present in both the source and target environments (as in a realistic mapping problem), each source object had a 50% likelihood of being reused in the target environment, with the remaining objects being randomly generated. Reused objects retained intrinsic feature values (size, color, and affordances), but were given a randomly assigned location and properties, since the values of these features can be changed without replacing the object (e.g., moving a cup to a new location or emptying a cup so that its "is_filled" property changes).
Finally, ground-truth mappings for each task were generated corresponding to feature sets consisting of one or two features (except for redundant feature sets {size, size-change} and {hue, huechange}), resulting in a set of 26 possible ground-truth mappings. The source and target environments had the same number of objects, so a bijective mapping was generated. This resulted in a total of 780 evaluations (3 categories × 10 tasks × 26 ground-truth mappings). Note that this does not result in 780 unique ground-truth mappings, since two feature sets may result in the same ground-truth mapping.
Mapping assistance was also generated for each mapping problem instance. In a realistic mapping problem, one assist will be provided for each step of the task as described in Section 4.2. As a result, the assistance ordering will be dictated by the order in which objects are used in the task plan. Since the task plan is undefined in our simulated tasks, we evaluated the MbD algorithm using every possible assistance ordering to observe the impact of this ordering on mapping performance. This results in evaluating over a permutation of n P n−2 potential assistance orderings. The ordering of the last two assists does not matter, since assist n − 1 leaves only one object remaining, resulting in the complete ground truth after n − 1 assists.
We ran the simulated evaluation as follows:
(1) Problem instances, ground truths, and assistance orderings are generated a priori.
(2) For each problem instance, the system iteratively retrieves the next assist to be provided by the teacher to the object mapping algorithm and checks its predicted solution. (3) If the predicted mapping is correct, then the system halts and records the number of assists needed to get the correct solution using this assistance ordering. If the prediction is incorrect or if multiple predictions are returned, then the system repeats the process by retrieving the next assist.
Results. For each class of n-object problems, we collected data on the algorithm's performance over all possible assistance orderings, where we measure performance as the number of correct mappings after each assist is provided. For all of these problems, the full ground-truth mapping is provided at n − 1 assists, since only one source and target object remains to be mapped after assist n − 1. Figures 4-6 compare the expected performance of the MbD algorithm over all assistance orderings, with error bars denoting one standard deviation, to two baselines, (i) expected performance when selecting a random mapping without utilizing mapping assistance and (ii) expected performance when using mapping assistance to only prune the hypothesis space (described in the Pruning step in Section 4.3.2), and then choosing a random mapping from the remaining hypothesis space (rather than using the assistance to infer features on which mapping is based). 
Real-World Case Studies
We have provided simulation results as a systematic analysis of the approach. The following realworld examples provide case studies demonstrating example tasks for which situated mapping problems exist and how they can be addressed using the MbD approach. As an initial evaluation of the suitability of the MbD algorithm for a robot learner, we tested it on two physical tasks: a dish sorting task (shown in Figure 7 (a)) and a stacking assembly task (shown in Figure 7(c) ). The robot passively observed its environment, and did not record or execute any actions. Similar to the simulated evaluation, we ran the real-world evaluation as follows:
(1) The mapping ground truth(s), task plan, and object affordances/properties are defined a priori. In the sorting task, there are several correct object mappings, whereas the assembly task has a single correct object mapping. (2) We set up the source environment and recorded the robot's observation of the scene, repeating this step for the target environment. (3) The algorithm accepts the assist corresponding to the next object used in the task plan and predicts a mapping solution. (4) If correct, then the algorithm halts and records the number of assists needed to get a correct solution using this assistance ordering. If the prediction is incorrect, then the algorithm repeats the previous step and accepts the next mapping assist.
Rather than generate feature values as in the simulated evaluation, in this evaluation all objects' perceived features listed in Table 1 are observed from an RGBD sensor above the environment. We incorporate perception to provide an example of how our mapping strategy may be applied to 
real-world problems, but do not consider the perception aspect itself to be a contribution of our work. Our main focus is on the underlying mapping strategy, and thus we indicate the perceptual features that our mapping algorithm uses and identify sources from sensors and a knowledge base. Objects are perceived by abstracting a set of segmented objects from the point cloud using the algorithm described by Trevor et al. (2013) . A bounding box is fitted to each segmented object to approximate its centroid x, y, z and dimensions width, depth, heiдht as shown in Figure 7 (a). The object's overall hue is derived from average hue of each pixel located at the surface of the object. Once perceived features are obtained, object locations and dimensions are used to derive a set of spatial relations between objects. Finally, size and color are used as a heuristic to assign an ID to each object, which is then used to retrieve its knowledge-base features: the affordances and properties associated with that object. Currently, we manually provide the affordances and properties associated with each object ID. In future work, we plan for the robot to autonomously retrieve this knowledge using an object classifier.
Cleaning and Sorting Task.
In the first task, each environment consists of two utensils, two cups, and three bowls, which are to be cleaned and sorted separately based on their object type (indicated by their affordances). The source and target environments are shown in Figure 7 (a) and (e), respectively. Table 2 lists the affordance and property values provided for these objects. The remaining features listed in Table 1 are derived from perception.
In contrast to simulated evaluations, there are several correct mappings for this task, since any bowl in the source environment can be mapped to any target bowl, either source utensil can be mapped to either target utensil, and either source cup can be mapped to either target cup. Whereas the task plan was undefined in the simulated evaluations, and thus the algorithm was evaluated over every assistance ordering, we use the task plan shown in Figure 7 (b) to define the assistance ordering. Assistance was provided in the order in which objects would be used to complete the sorting task in the source environment: starting with the object closest to the robot's left hand and continuing in order of increasing distance from the robot's hand.
The algorithm returned eight mappings (all of which were correct for the task) after the first assist: the correspondence between the small white bowl and small yellow bowl. This assist, and one of the returned mappings, is listed in Table 3 .
Assembly Task.
In the second task, each environment consists of six colored blocks of various sizes. The goal of this task is to assemble a model by stacking the blocks in a repeating color sequence (red-yellow-blue) and in order of decreasing size (such that large blocks are placed first). Thus, objects should be mapped according to their hue and relative size. The source and target environments each contain a different kind of block, and are shown in Figure 7 (c) and (f). Affordance and property values were provided as listed in Table 2 , and remaining features were derived from perceptual information.
As in the cleaning and sorting task, object assistance was provided in the order in which objects would be used to complete the task in the source environment. Objects in this task are stacked in order of the required color sequence and in decreasing size as listed in Figure 7 (d) (the task plan referencing objects in the source environment); thus, the object corresponding to the large red block was provided first, then the object corresponding to the large yellow block, and so forth. There is one correct mapping for this task, which was returned by the algorithm after three assists. Each of the provided assists and the predicted mapping after each assist is listed in Table 3 , with the bolded assist being the final one provided before the algorithm returned the correct mapping.
Discussion
In any mapping problem, the number of possible object mappings increases factorially with the number of objects present. Graph isomorphism is an intractable problem in general, and thus this attribute is inherent to any technique for object mapping. This motivates situating mapping in the task environment. While all mapping hypotheses are considered, leveraging mapping assistance helps (i) prune the hypothesis space after each assist, (ii) prune the feature set space, and (iii) re-evaluate the remaining mapping hypotheses to produce a mapping prediction.
The results (Figures 4-6 ) indicate that using mapping assistance increases the robot's likelihood of predicting a correct mapping quickly. Even when mapping assistance is only used to prune the hypothesis space, as shown in the Hypothesis Pruning results in the simulated evaluation, the robot's likelihood of selecting a correct mapping is dramatically increased over that of choosing an object mapping at random. The MbD algorithm provides further benefit by inferring additional information from the assistance; rather than only use the mapping assist to prune the hypothesis space, it is also used to infer the feature(s) on which mapping may be performed. This benefit is especially evident as the hypothesis space increases. Particularly, Figure 6 shows that in the seven-object task (the category of mapping problems with the largest hypothesis space), the MbD algorithm correctly solves significantly more problems within the first one to four assists than either the Hypothesis Pruning or Random Mapping baselines.
The two perceived tasks (sorting and assembly) demonstrate the use of MbD on physical tasks such as those a robot would need to encounter. By assisting the robot with the initial steps of a task in the target environment, the robot would be able to complete the rest of the task autonomously once it has inferred a correct mapping. The cleaning and sorting task described in Section 5.1.1 would consist of at least two steps per object (clean dish x, put dish x away), resulting in a task containing a total of 14 steps. Only one mapping assist was needed for the robot to predict a correct mapping; as a result, the robot requires mapping assistance only during the first step of the cleaning and sorting task (shown in bold in Figure 7 (b)) and would be able to execute the remaining 13 steps autonomously. Similarly, the assembly task described in Section 5.1.2 would consist of two steps per object (pick up part x, install part x), resulting in a task containing 12 steps. Three mapping assists were needed for the robot to predict the correct mapping; as such, the robot requires assistance only during the first five steps of the assembly task (shown in bold in Figure 7 (d)) and would be able to execute the remaining seven steps autonomously.
Scaling Considerations.
Two variables affect the scalability of the MbD algorithm: the number of objects that are to be mapped and the number of features that are considered when evaluating each mapping hypothesis. As Figures 4-6 indicate, as the number of objects to map increases from n = 5 to n = 7, more assists are needed to converge on the correct mapping hypothesis. We expect this trend to continue for problems containing n > 7 objects. Additionally, the initialization of the n × n × 7 evaluation matrix E (described in Section 4.3.1) will increase factorially with n and linearly with the number of features (in our evaluation, 7 features were used). Following initialization, this matrix is only updated for relative features (e.g., hue-shift and size-shift similarity).
In a practical application of this algorithm, we expect its scalability to be most challenged in noisy real-world environments, when there are objects that are visible to the robot (and thus increase the complexity of the mapping problem) but irrelevant to the task. For example, a robot that is sorting dishes into a kitchen cabinet is likely to observe other kitchen objects that are unrelated to the sorting task. The MbD algorithm could still be applied to these types of scenarios by considering correspondences between irrelevant objects in its mapping hypotheses; however, this would be an inefficient application of the algorithm. A more efficient approach would be to separate the filtering problem from mapping, using a more suitable algorithm for object filtering so that mapping can be performed only on objects known to be relevant to the context of the task.
While we have limited the scope of this work to n-to-n mapping, this filtering problem also poses an example of how some m-to-n mapping problems may be reduced to an n-to-n problem, where the m − n additional objects are distractor objects that should not be included in the object mapping. Filtering these objects prior to mapping reduces the mapping problem to an nto-n problem. Similarly, for m-to-n problems in which multiple objects in the source environment map to a single object in the target environment (or vice versa), objects may be clustered prior to mapping to reduce it to an n-to-n problem. An additional (albeit less computationally efficient) approach is to perform mapping for each n-to-n subset of the original m-to-n problem, selecting the mapping that results in the best evaluation score overall. Since the cause of the additional m − n objects is contextual (such as whether it is due to the presence of distractor objects, object composition, object decomposition, or another reason), we leave this problem of m-to-n mapping to future work.
Finally, these results are obtained using simulated assistance and thus rely on the assumption that mapping assistance is always correct. In a realistic interaction, however, the robot would need to obtain this assistance from the human teacher. This introduces several potential sources for error, such as mis-interpretation of the human teacher's assistance or the teacher's misinterpretation of the task. In the next section, we evaluate the MbD algorithm in the interactive context, and explore the effects of interaction error on the algorithm's performance.
EXPERIMENT 2: USER STUDY DATA COLLECTION
We now explore the interactive use case of the MbD algorithm. We collect interaction data from a user study consisting of the demonstration and assistance phases described in Section 4, collecting mapping assistance from the study participant for every step of the task. We later perform an offline evaluation of the remaining two phases of our approach, mapping inference and the confidencebased stopping condition, in Sections 6.4-6.7. Collecting the participants' assistance with every step of the task allows us to later analyze (i) whether the mapping assistance provided by participants could be used to infer the correct object mapping, (ii) the minimum number of assistance requests that were necessary to correctly infer the object mapping, and (iii) the robot's ability to evaluate the confidence of its inferred object mapping. 
Protocol
Eleven participants were recruited from a university campus, each teaching the robot three pickand-place tasks (as in Figure 3) . A recording error occurred during one participant's interaction, and so data from 10 of the participants (8 male, 2 female) could be utilized. To begin, we guided each participant through moving the robot's arm to a series of poses to gain familiarity with the arm's joint configuration, and then through demonstrating an example pick-and-place task to gain familiarity with trajectory demonstrations. The robot perceived its workspace with a RGBD camera and received demonstrations and manipulated objects using a six-degree-of-freedom Kinova Jaco2 arm and a Robotiq-85 gripper. A Wizard of Oz interface was used for gesture interpretation, indicating to the robot which object the participant handed to it, and which object the participant then pointed to. A similar interface was used for speech recognition to toggle opening/closing the robot's gripper when verbally indicated by the participant.
Interaction
In the first phase, the demonstration phase, the robot first observed its environment, recording the features of all objects present. Participants then physically guided the robot's arm to complete the task (as shown in Figure 3(a) ), verbally indicating when the robot should open or close its gripper. After the demonstration, the robot's arm was placed into a tucked pose while the workspace was cleared.
In the second phase, the assistance phase, the tabletop contained the target environment objects to be used to repeat the task. The robot again recorded the features of all objects present. After observing the environment, the robot moved its arm to a location centered above the workspace (shown in Figure 3(b) ), asking "What do I use now?" Participants were instructed to place the first object used for the task in the robot's gripper. After grasping the object, the robot asked the participant "Where do I go next?," to which participants were to respond by pointing at the location where the object was to be placed (as shown in Figure 3(c) ). The robot then placed the object at the indicated location, and then returned to the central location shown in Figure 3(b) . While not all mapping assists are necessary for the robot to infer the correct object mapping, we recorded mapping assistance for all steps of the task to evaluate performance after each assist; as a result, the process of requesting an object, requesting a goal location, and placing the object was repeated until all task steps were completed successfully.
Tasks
Participants performed both the demonstration and assistance phases for three fully-ordered pickand-place tasks. These task explore several variables outlined in Table 4 . In a stacking task, participants were instructed to teach the robot to stack the source and target objects (left and right images in Figure 8 (a), respectively) one at a time. Objects in the source and target environment were obtained from the same object set, and thus had similar feature values (e.g., object dimensions and hue). In a sorting task, participants were to teach the robot to sort cups into a red, green, and blue stack (in that order), and then assist the robot in sorting bowls in the same order (Figure 8(b) ). The source and target objects were obtained from different object sets (cups and bowls). This task has eight possible correct mappings, since either blue cup may be correctly mapped to either blue bowl, either green cup may be mapped to either green bowl, and either red cup may be mapped to either red bowl. Finally, in a lunch-packing task, participants were to teach the robot to pack the drink, fruit, and stack items into the lunch bag (Figure 8(c) ), in that order. Later, participants were to assist the robot in packing the second set of lunch items in the same order. This task uses the most realistic objects, where objects within each environment were obtained from different sources (and thus the most likely to differ in their perceptual features). The initial object configurations were varied such that the initial configuration of objects in the source and target environments differed from one participant to the next.
Evaluating Interactive Mapping
After recording all mapping assists during the assistance phase, we provided each assist to the object mapping algorithm incrementally in an offline evaluation. We evaluated performance according to two criteria: (1) correctness at assist k was measured based on the number of mappings correctly predicted with ≤ k assists and (2) interaction efficiency was measured as the number of interactions needed to infer the correct mapping. We compared the results of the human-guided mapping approach to two baseline methods: (1) "unguided mapping" (Algorithm 2) where object mapping is performed without mapping assistance, and (2) "task relearning" where we record the theoretical performance if the teacher were to repeat the task demonstration in the target environment. We use this second baseline as a performance upper bound, assuming that relearning the task would require the same number of steps as was recorded in each participant's original task demonstration and that it would result in perfect execution of the task in the target environment.
Object Mapping Results.
We first identify the worst-case performance of human-guided object mapping; that is, for each task, we find the upper-bound k number of assists such that the algorithm's best performance is reached with 0 ≤ n ≤ k assists on all instances of that task. These results are recorded in Figure 9 . The unguided mapping baseline is represented as the results at 0 assists. The results of human-guided mapping is represented as its performance within assists 1-3; Fig. 9 . Number of correct mappings inferred within n assists for each task. Performance at 0 assists represents the unguided baseline, and maximum # of assists (k = 6 or k = 8) represents the task relearning baseline. In 9 of 10 stacking tasks, assistance was needed for at most 2 steps (1/4 of the total number of task steps) before the correct mapping was inferred. In 9 of 10 sorting tasks, assistance was needed for at most 3 steps (1/2 of the total number of task steps). In the lunch task, assistance was not necessary to correctly infer the mapping in all 10 task instances. 
return p results after assists 3 are not shown, because performance did not improve after the third assist. Task relearning is represented as expected performance after the number of steps that would need to be demonstrated for the task (6 or 8 steps, depending on the task).
Efficiency Implications. Figure 9 indicates that the human-guided method achieved its highest performance for the lunch-packing task without any additional assistance, highest performance for the stacking task with at most two assists, and highest performance for the sorting task at most three assists. Its performance for the stacking and sorting tasks resulted in approximately 1.3× and 2.25× as many correct mappings, respectively, as the unguided method. For the lunchpacking task, the unguided mapping algorithm was able to perform perfectly, since there was a clear similarity between the objects' affordance and property features in the two environments and little similarity between other features.
Overall, these results indicate that a robot using the human-guided mapping algorithm in realtime would require only modest assistance to infer the correct mapping and repeat the rest of the task autonomously. For 9/10 instances of the stacking task (consisting of eight steps) the robot would only need assistance with at most 25% of the task (two steps) to target the correct objects autonomously in the remaining 75% of the task. Similarly for 9/10 instances of the sorting task (consisting of six steps) the robot would need assistance with the first 50% of the task (three steps) at most to target the remaining objects autonomously. Note that in a typical case, the robot would need even fewer assists (discussed in Section 7).
Interaction Results.
Next, we specifically analyze the human teacher's interactions with the robot during the demonstration and assistance phases. While the results in Section 6.4.1 indicate that the mapping algorithm is able to efficiently infer the correct object mapping from assistance, there were several instances in which the teacher did not provide the expected assistance. Table 5 lists the number of demonstrations in which the task was recorded in the expected order in its entirety. In the remaining demonstrations, the objects used in each task step was either (i) unclear to the robot for a particular step (and thus the wrong object was recorded for that step) or (ii) provided to the robot in the wrong order by the human teacher's demonstration. Similarly, the second column lists the number of assists that were provided in the expected order during the assistance phase. The last column indicates the number of task instances in which the demonstration and assistance were provided and recorded in a consistent order. Overall, 43.3% of task instances had at least one inconsistency between the demonstration and assistance orderings, despite the task order being specified prior to the demonstration and assistance phases.
Discussion
We now discuss three implications of the inconsistencies between demonstration and assistance orderings: (1) their effect on mapping results, (2) the increased error risk incurred by interactive assistance, and (3) proposed strategies for reducing the number of inconsistent assists.
Effect on Mapping
Results. There were two sources of error that led to inconsistencies between the demonstration and assistance: recording errors, and interaction errors. As an example of an interaction error, the very first mapping assist for a sorting task was provided in the wrong order, after which the mapping algorithm was unable to recover despite receiving additional assistance (still resulting in 9/10 performance at k = 3 assists, compared to the hypothetical 10/10 performance expected with the relearning upper-bound baseline shown at k = 6).
As an example of a recording error, one participant demonstrated the stacking task by having the robot first move the largest yellow cup to a central location, and then move all other cups to the yellow cup in its new location. Since the objects were moved to a location that the robot did not record during the initial observation, it recorded the task steps as stacking the cups into the wrong object, leading to incorrect mapping assistance being recorded.
Additional recording errors may occur as a result of mis-classifying semantic features (e.g., object affordances and properties). While these semantic features were manually defined in our evaluation, we expect that these features could be derived from a knowledge base or visual classifier, which may introduce additional error depending on how well they are suited/trained for the target domain. In tasks where objects should be mapped based on a particular semantic feature, this error could result in an incorrect mapping being selected if that feature is mis-classified or missing from the knowledge base.
Increased Error Risk.
The effects of inconsistent assistance presents a downside to relying on assistance from the human teacher for object mapping: as the robot requests more assistance, the potential for incorrect assistance increases. Figure 10 (b) illustrates this tradeoff; the number of correct mappings increases (or remains stable) with the increase in the number of assists, until a point at which the additional (incorrect) assistance actually causes the number of correct mappings to decrease.
We observe that this tradeoff does not occur when the algorithm is performed over a "consistent dataset": the subset of data in which the demonstration and all assistance were provided and recorded in a fully consistent order (4 instances of stacking, 5 instances of sorting, and 8 instances of lunch-packing). Rather, we observe that it correctly infers the object mapping in all 17 of these instances and that the algorithm performance does not decrease with additional assistance (in contrast to Figure 10(b) ).
Thus, one method of addressing this tradeoff is to request just enough assistance for the robot to maximize mapping performance, while also minimizing the risk of receiving incorrect assistance. Our third experiment demonstrates a confidence-based threshold that aims to achieve this balance. While limiting the amount of assistance reduces the opportunity for error caused by inconsistent assistance, it does not eliminate it; interaction errors that occur early in the task would still cause the algorithm to converge quickly on the wrong mapping hypothesis.
Guidelines for Interactive
Assistance. The consistent-dataset results suggest that performance could be further improved by refining the interaction to reduce the teacher's likelihood of providing inconsistent assistance. We note three factors for future work: (i) ensuring that the task constraints (including the task ordering) are clear to the teacher, (ii) maintaining consistency between the source and target task orderings, and (iii) ignoring mistaken or redundant mapping assists.
Clarifying Task Constraints. Regarding the first point, the teacher's understanding of the robot's limitations will affect the order in which they demonstrate the task, such as the robot's inability to observe the cup being moved to another location, or attempting to pick up multiple objects while the robot's gripper can only accommodate one. One solution to this challenge is to provide a visual list specifying the order in which object should be used to successfully complete the task. Another solution is for the teacher to be provided with practice trials of the task to become more familiar with it and better understand the task ordering constraints. This would also serve to address errors caused by the teacher mistakenly repeating the task in a different order than originally demonstrated.
Reducing Inconsistent Assistance. Providing additional transparency into the robot's reasoning process may also reduce these errors. While assistance is currently provided by the teacher via gestures, it may be beneficial for the teacher to be able to correct perceptual and/or interaction errors via another interaction method, such as speech (e.g., verbally indicating when to discard the previous assist) or a graphical interface (e.g., a visual representation of the assistance provided so far). One may also consider an alternate framework for obtaining assistance, in which the robot attempts to complete the task using its currently highest-ranked mapping hypothesis; the teacher would then provide assistance by interrupting and correcting the robot's motion, after which the robot would record the correction as an assist and re-rank its mapping hypotheses accordingly.
Accounting for Noisy Assistance. Finally, the robot may need to account for "noise" in the teacher's assistance. When providing the robot with mapping assistance, the robot may fail to grasp the intended object, or the teacher may change their mind about which object should be used next in the task. In either case, the robot should record the teacher's corrective actions, rather than record the mistakes as assistance. This could be enabled by providing an interaction method for overwriting past actions or assistance (such as a speech command the teacher can use to indicate that they want to repeat a particular step of the task).
We also note that the use of assistance is intended to lower the teacher's effort in comparison to giving a full demonstration, by (i) using a simpler form of interaction (indicating an object rather than re-demonstrating a full task motion) and (ii) requiring interaction during only a subset of the task. An additional direction for future work is to compare the teachers' perceived cognitive effort when providing assistance versus a full re-demonstration.
EXPERIMENT 3: CONFIDENCE-BASED STOPPING CONDITION
The previous experiment presented a tradeoff between mapping performance and increased assistance. One solution to this tradeoff is for the robot to request just enough assistance to maximize mapping performance, while also minimizing the risk of receiving incorrect assistance. Minimizing the number of assists requested by the robot thus serves two purposes: (i) increasing the robot's autonomy and (ii) reducing the possibility of error introduced via incorrect mapping assistance. We now evaluate the confidence-based threshold described in Section 4.4, considering the number of assists that are needed to maximize mapping performance when the number of assists is variable and based on mapping confidence (rather than identify an upper bound as in Section 6. We observe the effect of confidence thresholding on mapping performance in two steps. First, changing the confidence threshold affects the number of mapping assists that are needed for the robot to reach that confidence threshold. Thus, as the confidence threshold increases, the number of requested mapping assists also increases, as seen in Figure 10 (a). The confidence threshold has a second effect: as more mapping assists are needed to attain the confidence threshold, the performance of the human-guided mapping algorithm also changes in response to the additional assists as shown in Figure 10(b) . Figure 10(c) illustrates the resulting relation between the confidence threshold and the mapping algorithm's performance. The optimal confidence threshold (c = 0.02) is indicated by the dashed line, and maximizes the algorithm's performance (the line charts at the top of Figure 10(c) ) while minimizing the number of assists needed to attain that performance (the line charts at the bottom of Figure 10(c) ). Finally, we compare the performance of (i) human-guided mapping using this optimal confidence threshold and (ii) the unguided and relearning baselines. Figure 10 (d) demonstrates how confident human-guided object mapping maximizes average autonomy and correctness across the three tasks, whereas the relearning baseline minimizes the robot's autonomy and the unguided baseline provides fewer correct mapping results on average.
Confidence Implications. Applying this threshold to real-time object mapping would enable the robot to repeat the rest of the task autonomously. In Section 6.4.1, we discussed the maximum number of assists needed to maximize the human-guided mapping algorithm's results. However, the results from implementing a confidence-based stopping condition on our evaluation data indicate that even fewer assists are necessary in a typical mapping problem. Our results indicate that with a properly selected confidence threshold, the robot could infer the correct object mapping in 93.3% of problems and requested 0 or 1 assists in the average case, thus maximizing both autonomy and correctness. Further evaluation should (i) incorporate confidence thresholding during a real-time interaction and (ii) test whether this confidence threshold is generalizable across a wider variety of tasks or is dependent on a particular feature of the task (e.g., overall object similarity or number of object features under consideration).
CONCLUSION
Without contextual knowledge about the task, the robot cannot weigh object features to identify an object mapping for task transfer. Prior work assumes that (i) the robot has access to multiple new demonstrations of the task or that (ii) the primary features for object mapping have been specified. Our method does not make either assumption; rather than requiring additional demonstrations of the task, it uses limited, structured interaction with a human teacher. Additionally, by having human teachers provide mapping assistance by indicating objects (rather than describing features), we mitigate the need for teachers to have knowledge of which features the robot can observe, or how to express feature values.
Our simulated evaluation demonstrates how the use of mapping assistance quickly reduces the mapping problem complexity, enabling the correct mapping to be identified within a small number of assists. The aim of our interactive evaluation was to test whether (i) participants could provide mapping assistance through natural interaction with the robot and its environment, (ii) the robot could record the objects involved in each step of the task, and (iii) the mapping assistance provided by participants could be used to efficiently infer the correct object mapping. The evaluation results demonstrate that by incorporating human interaction, our human-guided mapping approach meets these criteria, while providing mapping predictions that are accurate, confident, and obtained through a limited number of additional interactions with the human teacher. Finally, we have demonstrated how a confidence-based stopping condition can be used to moderate the robot's interaction with the human teacher, and thus find a balance between autonomy and interaction.
