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Povzetek
Diplomska naloga opisuje razvoj nadgradnje programskega orodja za vode-
nje projektov po agilnih metodologijah. V prvem delu naloge so predsta-
vljene osnovne znacˇilnosti agilnih metodologij s poudarkom na metodologi-
jah Scrum in Kanban ter njuni medsebojni primerjavi. Sledi kratek opis
orodja, ki ga je bilo potrebno nadgraditi, in specifikacija zahtev za potrebne
nadgradnje. Te zajemajo: vizualizacijo delovnega toka s pomocˇjo table, iz-
delavo dodatnih funkcionalnosti za spremljanje razvojnih skupin in izdelava
dodatnih funkcionalnosti za lazˇjo administracijo uporabnikov. Sledi sˇe pred-
stavitev tehnicˇne zasnove, ki zajema predstavitev uporabljenih tehnologij,
podatkovnega modela in programske logike, ob koncu te diplomske naloge
pa je predstavljena sˇe uporaba nadgradenj v orodju.
Kljucˇne besede: agilne metodologije, Scrum, Kanban, vodenje projektov,
orodja za razvoj programske opreme.

Abstract
The thesis describes the development of an upgrade for an agile project man-
agement software tool. In the first part, thesis presents the basic characteris-
tics of agile methodologies with the emphasis on Scrum and Kanban method-
ologies. The next chapter consists of a brief description of the existing tool
and the upgrade requirements specification which includes: the workflow
visualization by using the board, elaboration of additional functionality to
monitor the development teams and creation of additional functionalities to
facilitate the administration. Later the thesis focuses on the technical design
including the presentation of the database model and the program logic. At
the end of this thesis, the usage of the implemented upgrades is shown.





Razvoj programske opreme se s cˇasom spreminja. Vedno vecˇ podjetij ima
cilj svoj produkt cˇim prej poslati na trzˇiˇscˇe ter se hitro odzvati na spre-
membe v poslovnem okolju ali na spremenjene zahteve narocˇnika. Zaradi
tega se vedno vecˇ podjetij za razvoj programske opreme odlocˇa, da proces
razvoja poteka po agilnih metodologijah. Med njimi je najbolj razsˇirjena
metodologija Scrum [9], v zadnjem cˇasu pa se vedno bolj uveljavlja metodo-
logija Kanban in njene izpeljanke. Po zadnjih raziskavah [3] se izmed agilnih
metodologij najvecˇ (55%) uporablja Scrum. Uporaba drugih metodologij,
kot sta Kanban (5%) in Ekstremno programiranje(1%), je razmeroma nizka.
Bolj pogosto se uporabljata v kombinaciji s Scrumom, kar velja predvsem
za Ekstremno programiranje. A cˇe pogledamo trend, lahko opazimo, da se
je v zadnjih treh letih uporaba Kanbana skoraj podvojila [4] prav na racˇun
povecˇanja uporabe v kombinaciji s Scrumom (Scrumban). Razlog za to je
predvsem hitrejˇsi nacˇin zˇivljenja, poslovno okolje se hitro spreminja in s tem
tudi potrebe in zˇelje narocˇnikov. Le-ti bi radi cˇimprej priˇsli do delujocˇe
programske opreme.
Z narasˇcˇanjem uporabe agilnih metodologij se vecˇa tudi potreba po orod-
jih za vodenje projektov po teh metodologijah. Samo v zadnjem letu se je
uporaba teh orodij povecˇala za 6% [3]. Eno izmed orodij za vodenje projek-
tov po metodologiji Scrum je bilo razvito tudi v Laboratoriju za tehnologijo
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programske opreme na Fakulteti za racˇunalniˇstvo in informatiko in je bilo vecˇ
let v uporabi v sˇtudijskem procesu. V tem cˇasu so se pojavile potrebe po nad-
gradnji orodja, predvsem potreba po vizualizaciji delovnega toka s pomocˇjo
table. Poleg tega bi bile dobrodosˇle tudi nadgradnje za lazˇjo administracijo
orodja, predvsem administracijo uporabnikov in projektov, pa tudi dodatne
funkcionalnosti za spremljanje dela sˇtudentskih projektov. Cilj te diplomske
naloge je torej nadgradnja omenjenega orodja, ki bi te potrebe zadovoljila in
omogocˇila ucˇinkovitejˇso izvedbo projektov ter razbremenila pedagosˇko osebje
pri nadzoru in administraciji.
V prvem delu diplomske naloge je opisan teoreticˇni del, ki obsega predsta-
vitev agilnih metodologij, kratko predstavitev metodologij Scrum in Kanban
ter primerjavo med njima. V nadaljevanju je predstavljen razvoj orodja,
ki obsega analizo obstojecˇega orodja, specifikacijo zahtev in predstavitev




2.1 Predstavitev agilnih metodologij
Agilne metode razvoja programske opreme so skupina metod, ki so v primer-
javi z klasicˇnim slapovnim razvojem bolj prilagodljive do sprememb v okolju
in posledicˇno do sprememb v zahtevah narocˇnikov programske opreme. Leta
2001 je skupina 17-ih razvijalcev programske opreme izdala Manifest agil-
nega razvoja programske opreme, v katerem navajajo vrednote, ki jim sledijo
agilne metodologije [2]. Prednost imajo:
• Posamezniki in interakcije pred procesi in orodji
• Delujocˇa programska oprema pred vseobsezˇno dokumentacijo
• Sodelovanje s stranko pred pogodbenimi pogajanji
• Odziv na spremembe pred togim sledenjem nacˇrtom
V kratkem povzetku lahko opazimo, da je kljucˇnega pomena dobra samo-
organizacija in sodelovanje med cˇlani razvojne skupine. Za stranko je bolj
koristna delujocˇa programska oprema kot pa obsezˇna in natancˇna dokumenta-
cija. Cilj je cˇim hitreje razviti cˇim vecˇ delujocˇih posameznih funkcionalnosti.
Sodelovanje s stranko je kljucˇnega pomena, saj lahko do neke mere sˇe med
samim razvojem spremeni prioritete in zahteve po neki funkcionalnosti.
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Manifest agilnih metodologij temelji na dvanajstih principih [2]:
• Najviˇsja prioriteta je zadovoljiti stranko z zgodnjim in nepretrganim
izdajanjem programske opreme.
• Sprejemamo spremembe zahtev, celo v poznih fazah razvoja. Agilni
procesi vprezˇejo tovrstne spremembe v prid konkurencˇnosti nasˇe stranke.
• Delujocˇo programsko opremo izdajamo pogosto, znotraj obdobja nekaj
tednov, do nekaj mesecev, s preferenco po krajˇsem cˇasovnem okvirju.
• Poslovnezˇi in razvijalci morajo skozi celoten projekt dnevno sodelovati.
• Projekte gradimo okrog motiviranih posameznikov. Omogocˇimo jim
delovno okolje, nudimo podporo in jim zaupamo, da bodo svoje delo
opravili.
• Najboljˇsa in najucˇinkovitejˇsa metoda posredovanja informacij razvojni
ekipi in znotraj ekipe same, je pogovor iz ocˇi v ocˇi.
• Delujocˇa programska oprema je primarno merilo napredka.
• Agilni procesi promovirajo trajnostni razvoj. Sponzorji, razvijalci in
uporabniki morajo biti zmozˇni konstantnega tempa za nedolocˇen cˇas.
• Nenehna tezˇnja k tehnicˇni odlicˇnosti in k dobremu nacˇrtovanju izboljˇsa
agilnost.
• Preprostost – umetnost zmanjˇsevanja kolicˇine nepotrebnega dela – je
bistvena.
• Najboljˇse arhitekture, zahteve in nacˇrti izhajajo iz tistih ekip, ki so
samoorganizirane.
• V rednih cˇasovnih razdobjih ekipa iˇscˇe nacˇine, kako postati ucˇinkovitejˇsa
ob rednem prilagajanju svojega delovanja.
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Seveda pa imajo agilne metodologije tudi slabosti. Pri velikih in obsezˇnih
projektih je tezˇko predvideti, koliko cˇasa in truda bo projekt zahteval, saj
na zacˇetku ne naredimo obsezˇnih analiz, kot v primeru klasicˇnega slapov-
nega razvoja. Dokumentacija je obicˇajno slabsˇa, kar lahko otezˇi vzdrzˇevanje
in morebitne nadgradnje. Predstavnik narocˇnika je tesno vpet v razvoj pro-
gramske opreme, zato mora imeti jasno opredeljene cilje, vedeti mora, kaksˇno
programsko opremo si zˇeli imeti. V nasprotnem primeru lahko ekipa zaide in
rezultat ni tak, kot si narocˇnik zˇeli. Pogosto si narocˇnik ne vzame dovolj cˇasa
za potrebne pogovore. Poleg tega pa morajo tudi cˇlani razvojne ekipe imeti
dolocˇene izkusˇnje. Med samim razvojem je potrebno sprejemati pomembne
odlocˇitve, ki lahko ogrozijo projekt. Cˇe so v ekipi novinci, je potrebno ekipo
kombinirati z izkusˇenimi programerji. V razvojni ekipi je potrebno veliko
komunikacije in sodelovanja, zato je pomembno, da so cˇlani sposobni za delo
v skupinah. Velika prednost agilnih metodologij je fleksibilnost razvoja. Cˇe
se pojavi nova zahteva, je ni tezˇko realizirati. A hkrati je to lahko velika
slabost, saj se lahko v primeru novih in novih zahtev projekt nikoli ne koncˇa.
Glavni predstavniki agilnih metodologij so Scrum, Kanban, Ekstremno
programiranje, vitek razvoj programske opreme (LSD - Lean software deve-
lopement), prilagodljivi razvoj programske opreme (ASD - Adaptive software
development) in drugi. Vsaka od nasˇtetih ima dolocˇene prednosti in slabosti,
zato se poleg osnovnih metod uporablja tudi vecˇ variant in hibridov, kot so
denimo Scrumban - Scrum/Kanban hibrid, Scrum/XP hibrid in drugi.
2.2 Metodologija Scrum
Scrum je najpogostejˇsa izmed agilnih metodologij, ki se uporablja za razvoj
programske opreme. Scrum in njegove razlicˇice uporablja 73% razvijalcev,
ki uporabljajo agilne metodologije [3].
V nadaljevanju so na kratko predstavljene aktivnosti, ki so znacˇilne za
Scrum. Slovenska terminologija in povzetek sta vecˇinoma vzeta iz diplom-
ske naloge Anzˇeta Cˇasarja [7]. Orodje, ki je bilo izdelano v okviru njegove
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diplomske naloge je bilo namrecˇ izhodiˇscˇe za to diplomsko nalogo.
Zahteve so podane v obliki uporabniˇskih zgodb (ang. user stories) in
testnih scenarijev, s katerimi ob koncu preverimo delovanje funkcionalno-
sti [11]. Vse zgodbe so zbrane v dokumentu, imenovanem seznam zahtev
(ang. Product Backlog). Razvoj programske opreme poteka, podobno kot
pri drugih agilnih metodologijah, v vecˇih iteracijah, ki jih imenujemo sprinti.
Dolzˇina in sˇtevilo sprintov se dolocˇi na zacˇetku projekta. Prvotno naj bi bili
dolgi 30 dni [9], a se je v praksi pokazalo, da so lahko tudi krajˇsi. Danda-
nes se v praksi vecˇinoma uporabljajo sprinti dolzˇine dveh do sˇtirih tednov.
Podmnozˇica zgodb, ki jih bo razvojna skupina realizirala tekom sprinta, se
imenuje seznam nalog (ang Sprint Backog).
Scrum definira tri vloge v projektu:
• Produktni vodja (ang. Product Owner): produktni vodja je pred-
stavnik narocˇnika. Njegova naloga je specifikacija zahtev in dolocˇanje
prioritet, saj ve, kaj narocˇnik potrebuje. Njegov cilj je v najkrajˇsem
mozˇnem cˇasu priti do delujocˇe programske opreme, ki podjetju oziroma
organizaciji prinese najvecˇjo konkurencˇno prednost. Na voljo mora biti
za odgovore na dodatna vprasˇanja, ki se pojavijo tekom razvoja pro-
gramske opreme. Odlocˇa, kdaj je neka zgodba dokoncˇana in primerna
za uporabo.
• Cˇlani razvojne skupine (ang. Team Members): to je skupina, ki
razvija neko funkcionalnost. Cˇlani razvojne skupine imajo veliko odgo-
vornost v primerjavi s klasicˇnimi oblikami vodenja, kjer je odgovornost
prenesˇena na nadrejene. Cˇlani sodelujejo pri dolocˇanju obsega dela
za dolocˇen sprint, znotraj njega pa so popolnoma svobodni pri izbiri
nacˇina izvedbe.
• Skrbnik metodologije (ang. Scrum Master): vodja skupine, ki
opravlja funkciji vodenja in nadzora. Le-ta se pri Scrumu razlikuje
od obicˇajnega, saj razvojni skupini dela ne nalaga, ampak le skrbi za
pravilen in nemoten potek procesa Scrum. Za dobro vodenje potrebuje
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dobro poznavanje Scruma in izkusˇnje pri delu z njim. Razvojno skupino
sˇcˇiti pred zunanjimi dejavniki, ki bi motile razvojni proces. Zagotavlja
jim vse potrebne vire za cˇimbolj produktivno delo.
Pred samo izvedbo projekta je z razvojno skupino pomembno definirati,
kaj pomeni, da je neka zgodba koncˇana (ang. Definition of Done). Na vsak
nacˇin morajo biti tiste zgodbe, ki so oznacˇene kot koncˇane, ob koncu sprinta
primerne za objavo.
Na osnovi seznama zahtev (Product Backlog) je potrebno definirati dolzˇino
in sˇtevilo sprintov. Pred vsakim sprintom se izvede sestanek za nacˇrtovanje
sprinta (ang. Sprint Planning Meeting), ki traja priblizˇno en delovni dan.
V prvi polovici sestanka produktni vodja predstavi uporabniˇske zgodbe, s
poudarkom na tistih zgodbah, ki imajo najviˇsjo prioriteto. Razvojna sku-
pina se skupaj s produktnim vodjem odlocˇi, katere zgodbe bodo naredili v
prihajajocˇem sprintu, in jih doda v seznam nalog za sprint (Sprint Backlog).
Razvojna skupina mora oceniti zahtevnost posamezne zgodbe v tocˇkah (ang.
Story points). Ena tocˇka obicˇajno ustreza sˇestim uram efektivnega dela.
Vsaka skupina ima svojo hitrost sprinta (ang. Velocity), ki nam pove, koliko
tocˇk lahko skupina realizira v enem sprintu. V sprint je potrebno dodati
toliko zgodb, da je njihova vsota enaka predvideni hitrosti sprinta. V drugi
polovici sestanka ima razvojna skupina cˇas, da posamezne zgodbe dodatno
razcˇleni na naloge (ang. tasks) ter jih oceni. Produktni vodja mora biti na
voljo za morebitna dodatna pojasnila.
Med sprintom je vsako jutro na sporedu 15 minutni pregledni sestanek
(ang. Daily Scrum Meeting), na katerem mora vsak od cˇlanov razvojne
skupine odgovoriti na tri kljucˇna vprasˇanja:
1. Kaj je bilo narejeno z njegove strani v cˇasu od zadnjega sestanka?
2. Kaj bo predvidoma narejeno do naslednjega sestanka?
3. Ali je med razvojem naletel na tezˇave in kaksˇne tezˇave so to bile?
Namen tega sestanka je usklajevati delo celotne skupine in sproti resˇevati
morebitne tezˇave. Na koncu sprinta sta predvidena dva sestanka. Prvi se
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imenuje Sestanek za pregled rezultatov sprinta (ang. Sprint Review Mee-
ting), na katerem razvojna skupina produktnemu vodji predstavi opravljeno
delo. Na sestanku so lahko prisotni vsi, ki so zainteresirani za projekt. Pro-
duktni vodja preveri sprejemne teste in oceni opravljeno delo. V kolikor je
posamezna zgodba ustrezna, jo sprejme, v nasprotnem primeru pa jo zavrne.
Drugi sestanek se imenuje Sestanek za oceno kakovosti razvojnega procesa
(ang. Sprint Retrospective Meeting). Sklicˇe ga skrbnik metodologije. Na
sestanku skupina oceni sprint in poskusˇa najti tako dobre prakse kot tudi
pomanjkljivosti v procesu razvoja. Na ta nacˇin lahko odkrijemo rezerve za
izboljˇsanje produktivnosti in s tem dosezˇemo neprestano izboljˇsevanje ra-
zvojnega procesa.
2.3 Metodologija Kanban
Kanban je ena izmed najhitreje rastocˇih agilnih metod. V letu 2012 se je
njegova uporaba skoraj podvojila, predvsem na racˇun vecˇje uporabe metode
Scrumban [1]. V zadnjih dveh letih se je rast sicer upocˇasnila, a glede na
ankete sˇe vedno ostaja ena izmed najbolj pogosto uporabljenih metod [3].
Ime izvira iz japonskega jezika in pomeni signalna kartica (ang. signal
card). S pomocˇjo vidnih signalov v procesu razvoja sporocˇamo, ali je v neki
fazi priˇslo do situacije, kjer je obseg dela pod dogovorjenim nivojem. Temu
mehanizmu pravimo “pull” stategija; ko dela ni dovolj, si ga vzamemo sami,
namesto da nam ga nekdo od zunaj potisne v sistem (“push” strategija) [6].
Kanban je razvil Taiichi Ohno pri Toyoti in je ena izmed metod, primerih
za doseganje koncepta “just-in-time” proizvodnje [5]. Kanban uvaja pra-
kse vitke proizvodnje v razvoj programske opreme z namenom zmanjˇsevanja
izgub, povecˇanja produktivnosti in skrajˇsevanja dobavnih rokov [6].
Glavni cilj Kanbana je dosecˇi cˇim manjˇsi povprecˇni potrebni cˇas (ang.
average lead time) za dokoncˇanje neke funkcionalnosti. To dosezˇemo z ome-
jitvijo sˇtevila oziroma obsega zahtev, ki jih lahko imamo socˇasno v razvoju
(ang. Work In Progress limit - WIP limit ). Za vizualizacijo delovnega toka
2.3. METODOLOGIJA KANBAN 9
uporabljamo tablo, ki je razdeljena na vecˇ stolpcev. Vsak stolpec predsta-
vlja posamezno fazo v razvoju programske opreme [6]. Vsako funkcionalnost
obicˇajno predstavimo z uporabniˇskimi zgodbami (ang. user stories), ki so
lahko tudi razcˇlenjene na naloge (ang. tasks). Kanban ne predpisuje, kako
celoten projekt razcˇleniti na uporabniˇske zgodbe in naloge, je pa zazˇeleno,
da imajo zgodbe cˇim bolj podoben obseg in strukturo. Uporabniˇske zgodbe
oziroma naloge nato zapiˇsemo na kartice. Kartice pomikamo po tabli glede
na to, v kateri fazi razvoja se nahaja uporabniˇska zgodba. Vsak stolpec ima
lahko omejitev sˇtevila kartic in sicer z namenom, da se skrajˇsa potrebni cˇas
za izdelavo neke funkcionalnosti. S tem tudi preprecˇimo, da bi v neki fazi
razvoja cˇlani skupine delali na vecˇ nalogah istocˇasno. Preko table lahko pre-
prosto vidimo sliko celotnega projekta in prepoznamo ozka grla, tako da jih
razvojna skupina lahko prednostno obravnava ter odpravi [8].
Omejitev WIP ima lahko tudi slabosti. V primeru prenizke omejitve WIP
nekateri cˇlani razvojne skupine lahko ostanejo brez dela, saj jim omejitev ne
dovoli potegniti nove zgodbe v neko fazo in jih prisili v resˇevanje proble-
maticˇnih zgodb ali celo cˇakanje, kar se lahko odrazˇa v slabsˇi produktivnosti.
Nizka omejitev WIP sicer pomaga pri identifikaciji ozkih grl. Ob previsoki
omejitvi WIP pa lahko pride do vecˇjega sˇtevila zgodb ki mirujejo in s tem
podaljˇsujejo povprecˇen cˇas razvoja zgodbe (lead time).
Nekatere table pri Kanbanu imajo tudi dodatno plavalno progo (ang.
swimlane). Uporablja se za nujne primere za zgodbe z najviˇsjo prioriteto.
Po tej plavalni progi lahko kartico vseeno pomaknemo naprej, cˇeprav s tem
krsˇimo omejitev WIP. Slaba stran dodatne proge je mozˇnost njene zlorabe
za nenujne zgodbe.
Kot zˇe recˇeno, glavno merilo uspesˇnosti Kanban projektov je cˇas od
vstopa do zakljucˇka neke naloge v procesu razvoja (ang. lead time). Cˇe
cel projekt dobro razdelimo na uporabniˇske zgodbe z enakim obsegom dela,
potem ocenjevanje zgodb ni vecˇ bistvenega pomena in postane nepotrebno,
saj lahko preko potrebnega cˇasa previdimo, kdaj bo dolocˇena zgodba realizi-
rana in na voljo narocˇniku [6].
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V nasprotju z metodo Scrum, Kanban ne predpisuje vlog, iteracij in oce-
njevanja zgodb. Potreb po dolocˇevanju kakrsˇnih koli cˇasovnih okvirjev ni.
Vse je odvisno od razvojne skupine in projekta, ki ga zˇeli izvesti.
Cˇisti Kanban je bolj primeren za projekte, kjer ni potrebno posebno pla-
niranje, na primer pri vzdrzˇevanju ali pri podpori strankam, kjer je hiter
odzivni cˇas najpomembnejˇsi. Za razvoj nove programske opreme pa se upo-
rabljajo kombinacije Kanbana z drugimi aglinimi metodologijami, predvsem
s metodologijo Scrum, ki ponuja nekaj naprednejˇsih tehnik planiranja [6].
2.4 Primerjava metod Kanban in Scrum
Tako Kanban kot tudi Scrum sta agilni metodologiji za razvoj programske
opreme. Metodologiji nam predpisujeta le nekatere omejitve in navodila,
kako organizirati proces razvoja, nikakor pa to ni dovolj za uspesˇno realizacijo
projektov. Dobra metodologija ni nujno pogoj, da bo projekt uspel, niti ni
nujno razlog za uspeh. Enako velja za slabe metodologije. Slaba metodologija
ni nujno razlog za neuspeh projekta in tudi s slabo metodologijo je mogocˇe
projekt uspesˇno zakljucˇiti [10].
Kanban in Scrum se razlikujeta v sˇtevilu pravil in omejitev, ki jih predpi-
sujeta. Kot predstavnika agilnih metodologij sicer spadata v kategorijo, kjer
je pravil najmanj, a jih ima Scrum vseeno dovolj, da za nekatere projekte ni
najbolj primeren, kot na primer za vzdrzˇevanja. Nove naloge lahko prihajajo
dnevno. V tem primeru bi lahko skrajˇsali sprint na en dan, a za realizacijo
nekaterih nalog potrebujemo vecˇ kot en dan, zato sprinti ne pridejo v posˇtev.
Primerjavo omejitev in predpisov med posameznimi metodologijami lahko
vidimo na Sliki 2.1.
V nadaljevanju so predstavljene omejitve, predpisi in prakse, ki se ticˇejo
metodologij Scrum in Kanban. V knjigi “Kanban and Scrum – making the
most of both” sta jih predstavila H. Kniberg in M. Skarin [10].
• Vloge: Scrum predpisuje tri vloge: produktni vodja (Product Owner),
skrbnik metodologije (Scrum master) in cˇlani razvojne skupine (Team
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Slika 2.1: Slika prikazuje sˇtevilo pravil, ki jih posamezne metodologije pred-
pisujejo
Members). Kanban vlog ne predpisuje, kar pa ne pomeni, da jih ne
smemo imeti. Lahko jih imamo, lahko celo dodamo druge vloge, am-
pak je potrebno dobro premisliti, ali jih res potrebujemo. V Kanban
projektih se sicer pogosto uporablja vloga produktnega vodje (Product
Owner), ni pa nujna. V vecˇjih projektih je verjetno smiselno imeti tudi
vodjo projekta, ki skrbi za koordiniranje skupine, pri manjˇsih projek-
tih pa lahko to celo sˇkodi. V primeru, da nismo prepricˇani, ali neko
vlogo res potrebujemo, je bolje da je ne uporabimo. V tem primeru
raje uposˇtevajmo princip “manj je vecˇ” [10].
• Iteracije: Scrum predpisuje vecˇ iteracij (sprintov), ki trajajo enako
cˇasa. Na zacˇetku vsake iteracije ustvarimo plan. Uporabniˇske zgodbe
dodajamo v sprint po prioriteti. Med samim sprintom spremembe niso
mogocˇe, ampak skupina dela na zgodbah, za katere se je zavezala, da
jih bo koncˇala. Na koncu sprinta skupina predstavi opravljeno delo
narocˇnikom. Sledi sˇe sestanek skupine z namenom ovrednotenja in
izboljˇsanja procesa. V eni iteraciji tako kombiniramo tri razlicˇne ak-
tivnosti - planiranje, izboljˇsanje procesa in, cˇe gre vse po nacˇrtu, tudi
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Slika 2.2: Razlika med tablo za Scrum in tablo za Kanban pri nekem prepro-
stem projektu.
oddajo oziroma objavo nove funkcionalnosti.
Pri Kanbanu iteracije niso predpisane, tako da planiranje, izboljˇsanje
procesa in oddaja produkta potekajo po zˇelji. Novo programsko funkci-
onalnost lahko oddajamo na primer vsak teden ali pa preprosto takrat,
ko je na voljo.
• Omejitev kolicˇine dela, ki ga imamo socˇasno v razvoju (ang.
Work In Progress limit - WIP): Scrum omejuje kolicˇino dela na
nacˇin, da v neko iteracijo (sprint) lahko damo le toliko zgodb, da vsota
njihovih tocˇk ne presega hitrosti razvojne skupine. Kanban na drugi
strani omejuje kolicˇino dela, ki ga imamo lahko v neki fazi razvoja. Cˇe
primerjamo tabli za Scrum in Kanban za nek preprost projekt, opazimo,
da je tabla za Scrum, ki prikazuje en sprint, skoraj identicˇna kot tabla
za Kanban. Primer je prikazan na Sliki 2.2. Na njej je edina razlika
sˇtevilka 2 na tabli za Kanban, ki pomeni omejitev sˇtevila kartic v fazi
“Ongoing”.
Skupine, ki razvijajo po metodologiji Scrum, obicˇajno ugotovijo, da
veliko sˇtevilo kartic v razvoju ni najbolj pametna ideja, zato najprej
dokoncˇajo zacˇete zgodbe, preden so lotijo nove. Cˇe na Scrum tablo
dodajo to omejitev, Scrum tabla kar naenkrat postane Kanban tabla.
V primeru kartic, ki imajo zelo razlicˇne cˇasovne zahtevnosti, je na Kan-
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ban tabli smiselno namesto sˇtevila kartic omejiti sˇtevilo tocˇk v posa-
mezni fazi razvoja.
• Obe metodologiji sta empiricˇni: Empiricˇni sta v tem smislu, da se
od udelezˇencev pricˇakuje, da bodo eksperimentirali s procesom tako,
da ga bodo prilagajali svojim potrebam. Nikjer namrecˇ ni predpisano,
kaksˇne morajo biti WIP omejitve, niti ni predpisano, koliko dela si je
potrebno nalozˇiti v neko iteracijo. Scrum predlaga, da cˇlani razvojne
skupine pokrivajo razlicˇna podrocˇja (ang. cross-functional teams), a
nikjer ni predpisano katera.
Za merjenje ucˇinkovitosti metodologije lahko uporabimo kazalce, kot
so na primer povprecˇni potrebni cˇas za izdelavo neke zgodbe (average
lead time), kvaliteta produkta, produktivnost in zadovoljstvo strank.
Nekaterih kazalcev ni tako preprosto izmeriti, ampak se moramo pogo-
sto zanasˇati na lastno mnenje. Pri razvoju programske opreme so zato
zelo pomembne povratne zanke (ang. feedback loops). Pri Scrumu
so le-te predpisane in vkljucˇene v proces preko vsakodnevnih sestan-
kov in predvsem preko sestanka za oceno kakovosti razvojnega procesa
(ang. Sprint Retrospective Meeting), ki je na sporedu ob koncu vsa-
kega sprinta. Pri Kanbanu taki sestanki niso nujni, so pa zazˇeleni.
Kanban ima predost v tem, da so preko table lepo vidna ozka grla,
prav tako je povprecˇen cˇas izdelave zgodbe (lead time) dober pokazatelj
ucˇinkovitosti. Ti kazalci so vidni takoj, zato lahko hitreje reagiramo
v primerjavi s Scrumom. Kratka povratna zanka je lahko prednost.
Prepogoste spremembe niso zazˇelene, saj se mora proces stabilizirati,
preden ga lahko ponovno pravilno ovrednotimo.
• Odzivnost na spremembe: V primeru, da pride do nove zahteve z vi-
soko prioriteto, je pri Scrumu potrebno pocˇakati do naslednjega sprinta,
preden lahko skupina obravnava zahtevo. Med sprintom namrecˇ ra-
zvojne skupine ne smemo motiti z novimi nalogami. V povprecˇju je
tako cˇas za sprejem nove zgodbe v sprint enak polovici dolzˇine sprinta.
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Pri Kanbanu lahko takoj zacˇnemo z obravnavo nove zgodbe, edina
omejitev pri tem je, da v neki fazi ne sme biti prevecˇ zgodb. Cˇe je
omejitev v neki fazi dosezˇena, velja pravilo, da lahko zacˇnemo z novo
zgodbo sˇele takrat, ko je neka zgodba koncˇana.
• Sestava razvojne skupine: Pri Scrumu je predpisano, da je skupina
sestavljena iz vseh podrocˇij, potrebnih za realizacijo zgodb (ang. cross-
functional teams). Tabla tako pripada eni sami razvojni skupini. Pri
Kanban tabli je obratno. Lahko si jo deli vecˇ razvojnih skupin socˇasno.
Tabla se namrecˇ navezuje na nek pretok dela (workflow) in ni last
razvojne skupine. Seveda pa je obicˇajno potrebno definirati, katera
skupina ima pristojnosti za dolocˇeno podrocˇje oziroma aktivnost.
• Cˇasovna zahtevnost zgodb: Pri Scrumu je potrebno paziti, da no-
bena zgodba ni preobsezˇna za realizacijo v enem sprintu. Taka zgodba
pri Kanbanu sicer ni prepovedana, vendar je smiselno razdeliti zahtevo
na vecˇ enakovrednih manjˇsih zgodb.
• Ocenjevanje zgodb: Pri Scrumu je potrebno vsako zgodbo oceniti.
Sˇe vecˇ, zgodbo je potrebno razcˇleniti na naloge in jih prav tako oceniti.
Prav tako je potrebno oceniti, koliko dela lahko razvojna skupina opravi
v enem sprintu. Kanban ocenjevanja ne predpisuje. Cˇe pride do zahteve
za oceno potrebnega dela, je odvisno od skupine, kako bo ocenjevanje
izvedla.
• Delo na vecˇ projektih hkrati: Pri obeh metodologijah je mozˇno
delati na vecˇ projektih hkrati. Anglesˇki izraz Product Backlog (se-
znam zahtev, potrebnih za realizacijo projekta) v tem primeru ni naj-
boljˇsi. V seznam zahtev damo zgodbe vseh projektov, zato bi bil
boljˇsi izraz “Team backlog”, ki bi oznacˇeval zgodbe dodeljeni neki sku-
pini. Razvoja se lahko lotimo tako, da v prvi sprint damo zgodbe
enega projekta, v drug sprint zgodbe drugega projekta in tako dalje.
Druga mozˇnost pa je, da v sprinte dodamo zgodbe iz obeh projektov,
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razvrsˇcˇene po prioriteti. Pri Kanbanu lahko za vsak projekt na tabli
uporabimo drugo barvo kartice in jih po tabli premikamo po obicˇajnih
pravilih. Druga mozˇnost je, da za vsak projekt naredimo svojo plavalno
progo (ang. swimlane), tako da imamo kartice razlicˇnih projektov med
sabo locˇene.
Ko se odlocˇamo, po kateri metodologiji bomo projekt izpeljali, je najbolj
pomembno, da se ne omejimo na principe iz ene metodologije, ampak jih med
seboj kombiniramo po lastnih zˇeljah in potrebah. Veliko skupin, ki razvijajo
po metodologiji Kanban, uporablja prakse iz drugih agilnih metodologij.
Ker se pri Kanbanu v veliki meri uporabljajo prakse iz metodologije
Scrum, vedno bolj v veljavo prihaja metodologija Scrumban. Le ta oznacˇuje
kombinacijo fleksibilnosti Kanbana z dodajanjem pravil in praks Scruma.
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Poglavje 3
Razvoj orodja za vodenje
projektov
3.1 Analiza obstojecˇega orodja
Obstojecˇe orodje je opisano v diplomski nalogi Anzˇeta Cˇasarja [7].
V tem orodju so bile zˇe implementirane naslednje funkcionalnosti:
• Prijava in odjava uporabnikov, dodelitev uporabniˇskih vlog, urejanje
uporabnikov.
• Kreiranje projektov, urejanje projektov, urejanje vlog na projektu.
• Kreiranje in urejanje uporabniˇskih zgodb, razbitje le-teh na naloge (ta-
sks) in dodelitev nalog cˇlanom razvojne skupine.
• Ocenjevanje zgodb na vecˇ nacˇinov: “Planning poker”, “Team estima-
tion game”, skrbnik metodologije lahko dodeli oceno tudi sam.
• Kreiranje in urejanje sprintov, dodajanje zgodb v sprint in vodenje
evidence opravljenega dela na posameznih nalogah.
• Sprejemanje in zavracˇanje zgodb s strani produktnega vodje.
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• Mozˇnost izvajanja vsakodnevnih sestankov (Daily Scrum meetings) in
podpora za pisanje dokumentacije projekta.
• Analize: Grafikona “Release burndown chart” in “Team involvement
report”, porocˇilo o realizaciji (“Realisation report”), porocˇilo o razbitju
zgodb na naloge (“Decomposition report”).
Orodje se zˇe nekaj let uporablja v sˇtudijske namene pri nekaterih predmetih
na Fakulteti za racˇunalniˇstvo in informatiko. Vecˇje pomanjklivojsti niso bile
odkrite, je pa to obdobje dalo nekaj idej, kako orodje sˇe izboljˇsati. Zaradi
vecˇjega sˇtevila sˇtudentov je bila administracija uporabnikov dokaj zapletena.
Tezˇavo je predstavljal vnos uporabnikov v orodje. Rocˇni vnos uporabnikov
preko obrazca v aplikaciji bi trajal predolgo, zato se je uvoz izvajal kar di-
rektno v podatkovno bazo, kar pa pomeni povecˇanje mozˇnosti za neskladje
podatkov v bazi in posledicˇno napak v delovanju orodja. Podobna tezˇava je
bila s kreiranjem projektov. Zaradi velikega sˇtevila sˇtudentov je bilo potrebno
kreirati tudi veliko projektov. Vsi projekti so sicer imeli enake uporabniˇske
zgodbe, vendar bi rocˇni vnos vseh zgodb preko aplikacije zahteval prevecˇ
cˇasa. Tu se je pojavila potreba po multipliciranju projektov. V primeru na-
knadno dodane zgodbe je bila tezˇava podobna, saj je bilo potrebno zgodbo
dodati v vsak projekt posebej.
Poleg administrativnih ovir je bila slabost orodja tudi slaba vizualiza-
cija delovnega toka. Za pregled opravljenega dela v primerjavi s preostalim
delom je sicer bil na voljo grafikon “Release burndown chart”, kar pa ni
dovolj. Razvoj programske opreme obicˇajno poteka po vecˇ fazah, njihovo
sˇtevilo je lahko zelo razlicˇno. Orodje ni omogocˇalo spremljanja posamezne
uporabniˇske zgodbe skozi te faze. Na voljo je bil le seznam zahtev (Product
Backog), seznam izbranih zgodb za trenutni sprint (Sprint Backlog) in se-
znam dokoncˇanih zgodb. Tako se je pojavila potreba po tabli, na kateri bi
v vsakem trenutku na enem mestu lahko videli, v kateri fazi procesa razvoja
se nahaja posamezna uporabniˇska zgodba. Na tabli bi lahko tudi dodatno
omejili obseg dela v izvajanju.
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Orodje se je uporabljalo v sˇtudijskem procesu, zato je bilo pomembno
vedeti, kako dosledno so sˇtudenti izvajali prakse Scruma, torej, ali so se
res preko orodja udelezˇevali vsakodnevnih sestankov. Zaradi vecˇjega sˇtevila
sˇtudentov se je pojavila potreba po avtomatiziranemu preverjanju udelezˇbe
na teh sestankih. To ne velja samo za vsakodnevne sestanke, ampak tudi za
druga pravila, kot so dekompozicija uporabniˇskih zgodb na naloge in ocenje-
vanje nalog.
3.2 Specifikacija zahtev
V specifikaciji zahtev so navedene vse funkcionalnosti, ki jih je bilo treba
izdelati v okviru te diplomske naloge. Zahteve so podane v obliki kartic. Na
vsaki kartici je predstavljena uporabniˇska zgodba in njeni sprejemni testi.
Uporabniˇska zgodba je predstavljena na nacˇin, da odgovori na vprasˇanje,
kateri uporabniˇski vlogi je funkcionalnost namenjena in za kaksˇno funkcio-
nalnost gre. Zajema lahko tudi dodatna pojasnila o zahtevani funkcionalno-
sti. Sprejemni testi pa dolocˇajo, kako preverimo pravilnost delovanja nove
funkcionalnosti.
Predstavitev uporabniˇskih zgodb in sprejemnih testov je razdeljena na
vecˇ sklopov. Prvi in glavni sklop obsega zgodbe v povezavi z vizualizacijo
delovnega toka oziroma table, sledijo zgodbe za spremljanje in nadzor ra-
zvojnih skupin, v zadnjem sklopu pa so predstavljene zgodbe, ki omogocˇajo
lazˇjo administracijo.
3.2.1 Vizualizacija delovnega toka
Skrbnik metodologije ima mozˇnost kreiranja table za vsak sprint.
Tabla ima tri fiksne stolpce: “Product backlog”, “Sprint backlog” in “Done”.
Med stolpca “Sprint backlog” in “Done” lahko skrbnik metodologije vrine
poljubno sˇtevilo stolpcev in podstolpcev. Na zacˇetku naslednjega sprinta
ima tabla enako strukturo kot na koncu prejˇsnjega.
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• Preveri kreiranje table za prvi sprint.
• Preveri kreiranje table za vsak naslednji sprint.
• Preveri dodajanje stolpca.
• Preveri dodajanje podstolpca.
Skrbnik metodologije lahko ureja in briˇse stolpce. Pred brisanjem
stolpca mora biti le-ta prazen. Skrbnik metodologije lahko spreminja tudi
vrstni red stolpcev.
• Preveri urejanje stolpca (sprememba imena, sprememba omejitve WIP).
• Preveri brisanje stolpca, v katerem so kartice.
• Preveri brisanje stolpca, v katerem ni kartic.
• Preveri brisanje nadstolpca.
• Preveri spreminjanje vrstnega reda stolpcev.
• Preveri spreminjanje vrstnega reda podstolpcev.
Skrbnik metodologije lahko dodaja ali odvzema dovoljenja za
premik kartic iz enega stolpca v drugega za vse sodelujocˇe na pro-
jektu.
• Preveri dodajanje dovoljenj za premik za skrbnika metodologije.
• Preveri dodajanje dovoljenj za premik za produktnega vodjo.
• Preveri dodajanje dovoljenj za premik za cˇlane razvojne skupine.
• Preveri odvzem dovoljenja za premik za vse vloge.
• Preveri, ali dovoljenja za premik ostanejo tudi na tabli, katere struktura
je bila prenesˇena iz prejˇsnjega sprinta.
3.2. SPECIFIKACIJA ZAHTEV 21
Skrbnik metodologije lahko omeji obseg dela v posameznem
stolpcu. To lahko naredi na dva nacˇina: z omejitvijo sˇtevila kartic in/ali z
omejitvijo skupnega sˇtevila tocˇk. Cˇe je omejitev dosezˇena, se lahko kartica
vseeno prestavi, vendar je treba ob tem zabelezˇiti razlog.
• Preveri dodajanje omejitev na stolpec pri njegovem urejanju.
• Preveri premik kartice v stolpec, kjer omejitev sˇtevila kartic sˇe ni
presezˇena.
• Preveri premik kartice v stolpec, kjer je omejitev sˇtevila kartic zˇe
presezˇena.
• Preveri premik kartice v stolpec, kjer omejitev skupnega sˇtevila tocˇk sˇe
ni presezˇena.
• Preveri premik kartice v stolpec, kjer je omejitev skupnega sˇtevila tocˇk
zˇe presezˇena.
• Preveri premik kartice, katera sˇe nima ocene, v stolpec “Sprint backlog”.
Vsi sodelujocˇi na projektu imajo mozˇnost pregledovanja table s
karticami, ki predstavljajo uporabniˇske zgodbe.
• Preveri prikaz table za vse uporabniˇske vloge.
Vsi sodelujocˇi na projektu lahko do podrobnosti in urejanja upo-
rabniˇske zgodbe dostopajo tudi z izbiro kartice na tabli.
• Preveri dostop do urejanja zgodbe preko table.
• Preveri dostop do ocenjevanja “Planning Poker” preko table.
• Preveri dostop do opomb (notes) preko table.
• Preveri dostop do urejanja nalog (tasks) preko table.
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Vsi sodelujocˇi na projektu lahko vidijo zgodovino premikanja kar-
tice iz stolpca v stolpec.
• Preveri dostop do zgodovine premikanja kartice.
• Preveri zgodovino premikanja za vse kartice.
• Preveri zgodovino premikanja posebej za eno kartico.
Vsi sodelujocˇi na projektu lahko izpiˇsejo sˇtevilo krsˇitev WIP za
dolocˇeno podmnozˇico kartic v izbranem cˇasovnem obdobju.
• Preveri prikaz vseh krsˇitev WIP.
• Preveri prikaz krsˇitev WIP za izbrano podmnozˇico kartic.
• Preveri krsˇitev WIP za nadstoplec/podstolpec.
3.2.2 Spremljanje in nadzor razvojnih skupin
Vsi sodelujocˇi na projektu lahko dolocˇijo podmnozˇico kartic in iz-
delajo kumulativni diagram delovnega toka (ang. Comulative Flow
Diagram) za dolocˇeno cˇasovno obdobje. Za izbrano cˇasovno obdobje
diagram prikazuje, koliko kartic je bilo v vsakem stolpcu po posameznih dne-
vih.
• Preverjaj pravilen prikaz diagrama skozi celoten projekt.
Vsi sodelujocˇi na projektu si lahko ogledujejo grafikon “Sprint
Burndown chart”. Na tem grafikonu je tabelaricˇno in graficˇno prikazana
primerjava vlozˇenega dela s preostalim delom v sprintu.
• Preveri pravilen prikaz grafikona za prvi sprint.
• Preveri pravilen prikaz grafikona za naslednji sprint.
• Preveri spreminjanje grafikona ob vsakem opravljenem delu.
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• Preveri, da prikaz pravilno uposˇteva zgodbe, ki niso bile dokoncˇane v
predhodnem sprintu.
Produktni vodja ima mozˇnost preverjanja udelezˇbe na vsako-
dnevnih sestankih. Na zacˇetku je treba izbrati cˇasovni interval (datum od
– do), v katerem bi moral biti sestanek izpeljan, in projekte, ki jih zˇelimo
preverjati. Za vsak projekt se preveri, ali je bil znotraj izbranega cˇasovnega
intervala sestanek pravilno izveden. Izpiˇsejo se podatki o tistih cˇlanih ra-
zvojne skupine, ki niso odgovorili na vsa tri vprasˇanja. Poleg podatkov o
vsakem cˇlanu naj bo okence, s katerim oznacˇimo, da je treba temu cˇlanu
poslati e-mail z opozorilom. Na koncu naj bo gumb, s katerim se sprozˇi
posˇiljanje opozoril po elektronski posˇti.
• Preveri, da seznam vsebuje vse cˇlane, ki v izbranem cˇasovnem obdobju
niso odgovorili na nobeno izmed treh vprasˇanj.
• Preveri, da seznam vsebuje vse cˇlane, ki v izbranem cˇasovnem obdobju
niso odgovorili na vsaj eno izmed treh vprasˇanj.
• Preveri posˇiljanje elektronskih sporocˇil enemu ali vecˇ cˇlanom hkrati.
Administrator ima mozˇnost pregledovanja dekompozicije upo-
rabniˇskih zgodb na naloge (tasks). Na zacˇetku je treba izbrati sprint, za
katerega zˇelimo porocˇilo, in projekte, ki jih zˇelimo preverjati. Za vsak pro-
jekt se izpiˇsejo samo podatki o uporabniˇskih zgodbah, ki nimajo sˇe dolocˇenih
nalog ali pa za nekatere naloge sˇe ni ocenjena cˇasovna zahtevnost. Za vsak
projekt naj bo na voljo okence, s katerim oznacˇimo, da je treba vsem cˇlanom
skupine, ki delajo na tem projektu, poslati sporocˇilo (e-mail) z ustreznim opo-
zorilom. Na koncu naj bo gumb, s katerim administrator sprozˇi posˇiljanje
sporocˇil.
• Preveri pravilnost seznama projektov, v katerih cˇlani niso opravili de-
kompozicije uporabniˇskih zgodb na naloge (tasks).
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• Preveri pravilnost seznama cˇlanov razvojne skupine za projekt, v ka-
terem cˇlani niso opravili dekompozicije uporabniˇskih zgodb na naloge
(tasks).
• Preveri pravilnost seznama projektov, v katerih cˇlani niso opravili oce-
njevanja cˇasovne zahtevnosti ene ali vecˇ nalog.
3.2.3 Administracija uporabnikov in projektov
Administrator lahko iz sˇtudijskega informacijskega sistema uvozi
seznam uporabnikov sistema, ki jih zˇeli dodati v sistem. Seznam je
v CSV obliki in med drugim vsebuje vpisno sˇtevilko, priimek in ime in e-
mail naslov. Privzeta vrednost za uporabniˇsko ime naj bo naslov elektronske
posˇte, za geslo pa vpisna sˇtevilka. Pri ponovnem uvozu se lahko seznam briˇse
ali samo dopolni. Pri dopolnjevanju naj se dodajo samo novi uporabniki in
briˇsejo tisti, ki jih ni vecˇ v novem seznamu. Uvoz naj se izvaja za vsak
predmet posebej.
• Preveri za prvi uvoz.
• Preveri za ponovni uvoz sˇtudentov pri istem predmetu.
• Preveri za ponovni uvoz sˇtudentov pri drugem predmetu.
Administrator lahko izpiˇse seznam vseh uporabnikov sistema.
Za vsakega uporabnika se izpiˇsejo vsi njegovi podatki. Izpis naj bo urejen
po predmetih.
• Preveri ujemanje s seznamom iz sˇtudijskega informacijskega sistema.
Administrator lahko kreira nov predmet. Za vsak predmet je po-
trebno definirati, kako velike skupine lahko sˇtudenti oblikujejo. Administra-
tor dolocˇi rok za prijavo skupine. Vsak predmet ima lahko vecˇ terminov
za laboratorijske vaje. V istem terminu lahko vaje obiskuje omejeno sˇtevilo
skupin.
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• Preveri dodajanje in urejanje predmetov.
• Preveri dodajanje in urejanje terminov za laboratorijske vaje.
Sˇtudent lahko prijavi skupino, ki bo delala na projektu. Ob
prijavi navede toliko cˇlanov, kot jih mora vsebovati skupina. Za vsakega
cˇlana mora vpisati priimek in ime, ostali podatki pa se avtomatsko cˇrpajo
iz seznama. Enemu izmed cˇlanov dodeli vlogo skrbnika metodologije (Scrum
Master). Ob prijavi si sˇtudent izbere projekt, na katerem zˇeli skupina delati,
ter termin vaj, na katere bo hodila.
• Preveri, da je zagotovljena konsistentnost podatkov (izbira je mozˇna
samo izmed sˇtudentov, ki so potencialni uporabniki in niso vkljucˇeni v
nobeno skupino; skupina mora imeti predpisano sˇtevilo cˇlanov; dolocˇen
mora biti en skrbnik metodologije - Scrum Master)
• Preveri, da sˇtudent, ki je zˇe cˇlan ene skupine, ne more prijaviti sˇe ene
skupine.
• Preveri, da prijava na termin, ki je zˇe polno zaseden, ni mozˇna.
• Preveri mozˇnost prijave skupine v cˇasu, ko so prijave odprte.
• Preveri mozˇnost prijave skupine izven cˇasa za prijavo skupine.
Katerikoli cˇlan skupine lahko spremeni njeno sestavo. Cˇlan sku-
pine lahko enega ali vecˇ cˇlanov skupine nadomesti z drugimi cˇlani, ki niso sˇe
vkljucˇeni v neko skupino.
• Preveri, da ima po urejanju skupina predpisano sˇtevilo cˇlanov.
• Preveri, da je mozˇno samo dodajanje cˇlanov, ki niso v neki drugi sku-
pini.
• Preveri, da je po urejanju vedno dolocˇen en skrbnik metodologije (Scrum
Master).
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Administrator lahko multiplicira nek projekt in ga dodeli dru-
gim skupinam.
• Preveri, ali je dodeljen projekt res enak izvirnemu.
• Preveri, ali je bil projekt dodeljen vsem cˇlanom skupine.
• Preveri, da je po urejanju sˇe vedno dolocˇen skrbnik metodologije (Scrum
Master).
Administrator lahko naknadno doda zgodbo v projekt in zgodbo
multiplicira vsem drugim skupinam.
• Preveri, ali je naknadno dodana zgodba res multiplicirana v vseh po-
trebnih projektih.
3.3 Predstavitev tehnicˇne zasnove
3.3.1 Predstavitev uporabljenih tehnologij
Vse tehnologije in knjizˇnice, ki so bile uporabljene za izdelavo orodja, so
odprtokodne, kar pomeni da ni posebnih omejitev pri njihovi uporabi. Vecˇina
tehnologij je bila uporabljena zˇe v obstojecˇem orodju. Orodje je izdelano kot
spletna aplikacija, zato lahko locˇimo med tehnologijami, uporabljenimi na
strani strezˇnika, in tehnologijami, uporabljenimi na strani odjemalca.
Glavna programska logika na strani strezˇnika je napisana v skriptnem
jeziku PHP [13], ki je med spletnimi aplikacijami najbolj razsˇirjen [12]. Za
shranjevanje in posredovanje podatkov sem uporabil relacijsko podatkovno
bazo MySQL [14]. PHP in MySQL sta sicer ena izmed najbolj pogostih
uporabljenih kombinacij pri razvoju prostega programja. Kljub temu, da je
MySQL odprtokodna podatkovna baza, ima dovolj funkcionalnosti za reali-
zacijo vecˇine projektov.
Na strani odjemalca se koda izvaja v brskalniku. Vecˇina kode je tako
napisane v programskem jeziku JavaScript [18]. Tehnologija AJAX [19] se
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uporablja za zahtevke, kjer ni potrebno, da se osvezˇi cela stran, ampak samo
njen del. Omogocˇa tudi vecˇjo odzivnost aplikacije, saj uporabniku ni po-
trebno vedno cˇakati na odgovor strezˇnika, ampak lahko zˇe prej nadaljuje z
delom. Za oblikovanje se uporablja tehnologija CSS [21]. Vsebina strani se
prenasˇa v obliki HTML [22].
Poleg nasˇtetih tehnologij se za lazˇjo izdelavo aplikacije uporabljajo razlicˇne
knjizˇnice.
• jQuery: jQuery [15] je JavaScript knjizˇnica, ki poenostavi pisanje kode
na strani odjemalca. Z njo lahko na enostaven nacˇin spreminjamo
vsebino (HTML), stil (CSS) in programsko logiko. Poenostavi pisa-
nje zank, dodajanje dogodkov na elemente, iskanje elementov in tudi
posˇiljanje in obdelavo AJAX zahtevkov. Do neke mere tudi uskladi
delovanje aplikacije na razlicˇnih brskalnikih.
• jQueryUI: jQueryUI [16] je knjizˇnica za lazˇjo izdelavo uporabniˇskega
vmesnika. Je kombinacija knjizˇnice JavaScript, CSS datotek in graficˇnih
elementov. Pogoj za njeno uporabo je uporaba knjizˇnice jQuery. S
knjizˇnico jQueryUI je preprosto na stran dodati nekatere funkcije, na
primer dialoge, gumbe, koledar, zavihke, predloge vnosov (autocom-
plete) in druge. Vse nasˇtete sem tudi sam uporabil pri izdelavi orodja.
Knjizˇnica omogocˇa tudi vecˇjo interaktivnost, na primer sortiranje ele-
mentov graficˇnega vmesnika in funkcionalnost povleci in spusti, ki sta
v tem orodju nepogresˇljivi pri delu s tablo.
• pChart: pChart [17] je PHP knjizˇnica za izdelavo grafikonov in di-
agramov. Z njo so v orodju realizirani grafikoni“Burndown”, grafi za
analizo dela cˇlanov razvojne skupine in drugi grafikoni.
• PHPMailer: PHP knjizˇnica PHPMailer [20] je namenjena posˇiljanju
elektronskih sporocˇil. V svoji aplikaciji sem jo uporabil za posˇiljanje
obvestil cˇlanom razvojnih skupin v primerih, ko se le-ti ne udelezˇujejo
vsakodnevnih sestankov ali cˇe svojih zgodb ne razdelijo na naloge, kot
to zahteva Scrum.
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3.3.2 Predstavitev podatkovnega modela
Izhodiˇscˇe za podatkovni model je bil model, izdelan v okviru diplomske na-
loge [7]. Ta je vseboval 10 entitetnih tipov in dve povezovalni entiteti. Na
podlagi tega modela, je podatkovna baza vsebovala 12 tabel: member, mem-
ber project, poker estimate, poker round, project, sprint, story, story time,
task, wall, wall comment in work.
Orodje se je v naslednjih letih uporabljalo v sˇtudijskem procesu, medtem
pa se je orodje dopolnjevalo. Dodana je bila podpora za vsakodnevne se-
stanke in podpora za nov nacˇin ocenjevanja zgodb (team estimation game).
Podatkovni model je bil dopolnjen tako, da je bilo dodanih sˇe sˇest tabel: da-
ily scrum, daily scrum item, team estimation log, team estimation member,
team estimation round in settings.
Preden sem zacˇel z delom, je torej podatkovna baza obsegala 18 tabel.
Za potrebe realizacije table je bilo v podatkovni model potrebno dodati na-
slednje tabele:
• Stolpec (columns): na tabli predstavlja neko fazo oziramo stopnjo v
procesu razvoja programske opreme. Poleg imena [column name] ima
tudi druge atribute. Za potrebe omejevanja socˇasnega dela (WIP li-
mit) ima atributa maksimalno sˇtevilo kartic v stolpcu [max cards] in
maksimalno sˇtevilo tocˇk v stolpcu [max velocity]. Za pravilen izris ta-
ble je za vsak stolpec potrebno definirati, na katerem mestu v tabeli
stoji [index]. Ker ima lahko stolpec tudi podstolpce, je potrebno za-
belezˇiti, kateri stolpec je njegov ocˇe [column parent id]. Za lazˇji izris
tabele vodim tudi evidenco o nivoju stolpca [level], ki pomeni sˇtevilo
njegovih “prednikov”. Atribut [editable] pomaga najti stolpce, ki jih
ni mogocˇe spreminjati v polnem obsegu. To so stolpci ki predstavljajo
seznam nalog projekta(Product Backlog), seznam nalog sprinta (Sprint
Backlog) in seznam dokoncˇanih zgodb (Done). Ti stolpci imajo vre-
dnost tega atributa enako 0, ostali pa 1. Vsaka tabla pripada nekemu
sprintu in projektu. Podatka o tem se shranita v atributih [sprint id]
in [project id].
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• Tabla (board): V tej tabeli so shranjeni podatki o karticah na tabli.
Kartica predstavlja zgodbo [story id], ki je v nekem stolpcu [column id].
Za lazˇje iskanje imam v tej tabeli tudi podatek o sprintu [sprint id], ki
sicer ne bi bil potreben, saj ga lahko pridobimo tudi posredno preko
stolpca.
• Zgodovina table (board history): Tu se za vsak projekt [project id]
belezˇijo dogodki [event] v povezavi s tablo, na primer vsi premiki, do-
dajanje zgodb v sprint, dodajanje novih zgodb v zbirko nalog (Product
Bakclog) in podobni dogodki. Zapiˇse se tudi cˇas [date] in uporabnik,
ki je dogodek sprozˇil [user id]. Dogodek se belezˇi v obliki teksta, kar
je najvecˇja pomanjkljivost te tabele. Iz nje je tezˇko izdelati analize,
saj dogodki niso dovolj strukturirani. Kot nadgradnja te tabele je bila
izdelana tabela za belezˇenje zgodovine premikov.
• Zgodovina premikov (move history): Namenjena je belezˇenju pre-
mikov kartic po tabli. V primerjavi z Zgodovino table je bolj struk-
turirana, saj posebej belezˇi atribute izvor in cilj kartice [from column,
to column], belezˇi oznako zgodbe [story id] in tudi vrsto akcije [action].
Ostali atributi so podobni [date, user id, project id, sprint id]. Struk-
turiranost je tu vecˇja, a belezˇi manj dogodkov kot tabela Zgodovina
table, zato je le-ta ostala v modelu.
• Dovoljenja za premik (move permissions): V tej tabeli se hranijo
pravice za premik kartic iz enega stolpca v drug stolpec [column id from,
column id to]. Pravice se lahko dodeljujejo glede na vlogo v projektu
[role id] (1=Scrum Master, 2=Product Owner, 0=Team member).
• Krsˇitve omejitve WIP (wip limit violation): Kot zˇe vecˇkrat ome-
njeno, WIP limit pomeni omejitev kolicˇine dela v neki fazi razvoja,
torej v stolpcu. Vsak stolpec ima lahko definirano omejitev. V pri-
meru krsˇitve se ta zabelezˇi v to tabelo. Atribut tip [type] belezˇi tip
krsˇitve (krsˇitev sˇtevila kartic ali krsˇitev po sˇtevilu tocˇk). Belezˇi se
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tudi datum, uporabnik, zgodba in razlog, zakaj je do krsˇitve priˇslo
[date, user, story id, reason]. Belezˇijo se tudi podatki o dveh stolp-
cih. Eden od njih oznacˇuje stolpec kamor je bila kartica premaknjena
[column id], drugi pa belezˇi stolpec, kjer je bila omejitev krsˇena [co-
lumn id violated]. Obicˇajno sicer gre za isti stolpec, a v primeru pod-
stolpcev to ne drzˇi vedno.
Drugi del novega podatkovnega modela obsega tabele in entitetne tipe za
lazˇjo administracijo uporabnikov. To se predvsem nanasˇa na lazˇje oblikovanje
razvojnih skupin za potrebe sˇtudija.
• Predmet (course): Orodje se lahko uporablja v sˇtudijskem pro-
cesu pri vecˇ predmetih. Za vsak predmet lahko dolocˇimo, kdaj lahko
udelezˇenci prijavijo skupine in kako velike naj bodo [register start, re-
gister end, max group members].
• Termini za laboratorijske vaje (course date): Obicˇajno je pri
vsakem predmetu [course id] vecˇ terminov za vaje. Na vsak termin vaj
[date] se lahko prijavi omejeno sˇtevilo skupin [max groups].
• Udelezˇenci predmeta (member course): Je povezovalna tabela,
ki shranjuje podatke o udelezˇencih predmeta [member id, course id].
• Projekti predmeta (course project): Sˇe ena povezovalna tabela
[course id, project id]. V tej tabeli so za vsak predmet nasˇteti pro-
jekti, med katerimi lahko skupine izbirajo pri prijavi skupine. Na tem
projektu delajo v nadaljevanju sˇtudijskega procesa.
• Skupina (groups): Tabela za predstavitev skupin. Za vsako sku-
pino, poleg imena [group name], vodimo evidenco izbranega projekta,
na katerem bodo v nadaljevanju delali sˇtudenti [project id]. Atribut
[course date id] predstavlja izbran termin laboratorijskih vaj, [scrum-
master member id] predstavlja cˇlana skupine, ki bo na projektu dobil
vlogo Scrum Master. Ko skupina dobi svojo instanco projekta, se po-
datek o tem hrani v atributu [assigned project id].










































































































Slika 3.1: Predstavitev podatkovnega modela.
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• Cˇlani skupine (member groups): Povezovalna tabela za shranje-
vanje podatkov o cˇlanih skupine [gorup id, member id].
Podatkovni model je prikazan na Sliki 3.1. Zaradi prostorske stiske na
tem modelu ni navedenih nekaterih atributov. Poleg imen tabel so prikazani
le sˇe primarni in tuji kljucˇi. Vsi atributi, skupaj s podatkovnimi tipi, so
predstavljeni v prilogi A.
3.3.3 Predstavitev programske logike
Sama programska logika se ni bistveno spremenila v primerjavi z obstojecˇim
orodjem [7], saj gre le za nadgradnjo orodja.
Glavna dostopna tocˇka programa ostaja datoteka index.php. Program
ima sˇe dve dostopni tocˇki, in sicer formsAjax.php in scriptsAjax.php. Kot
zˇe ime pove, sta namenjeni predvsem ajax zahtevkom. Glavne strani se
nalagajo preko index.php, saj se preko nje nalaga vecˇina JavaScript kode in
vecˇina uporabniˇskega vmesnika. Do ostalih datotek je mozˇno dostopati le
posredno preko teh treh dostopnih tocˇk.
Jedro programske logike je bilo v izhodiˇscˇu v treh razredih (forms, com-
mon in html) in dveh objektih (Mdb, Mform), sedaj pa sem dodal sˇe cˇetrti
razred z imenom board. Razred forms je po novem razsˇiritev razreda board.
Nov je tudi objekt PHPMailer, ki je del istoimenske knjizˇnice.
Razred board je, podobno kot razred forms, glavno jedro orodja, saj
preko njega poteka vecˇina interakcije z uporabnikom. Njuna funkcija je
enaka, locˇena sta z namenom, da se prvotna izvorna koda in koda za nad-
gradnjo orodja ne mesˇata. Vecˇina novih funkcionalnosti je torej napisanih v
razredu board, v razredu forms pa so bile narejene le manjˇse spremembe. Z
vecˇino metod v razredu board so realizirani obrazci, nekaj pa jih je namenje-
nih za drugo programsko logiko. Sledi seznam metod in njihov kratek opis;
seznam je razvrsˇcˇen po abecedi.
• addNewCourseDate: obrazec za dodajanje in urejanje terminov la-
boratorijskih vaj.
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• boardActions: metoda izvaja akcije na tabli, kot so sortiranje stolp-
cev, premikanje kartic in podobno.
• courses: obrazec za prikaz in brisanje predmetov.
• createBoard: metoda izvede kreiranje table za nek sprint, po potrebi
kopira tablo iz prejˇsnjega sprinta.
• dailyScrumMeetingReport: obrazec za analizo opravljenih vsako-
dnevnih sestankov.
• decompositionReport: obrazec za analizo dekompozicije zgodb na
naloge in preverjanje, ali so te naloge ocenjene.
• deleteGroup: metoda za brisanje skupine.
• editCourse: obrazec za urejanje predmetov.
• editPermissions: obrazec za urejanje dovoljenj za premikanje zgodb
na tabli.
• groupActions: akcije za podporo pri kreiranju in urejanju skupin.
• groups: obrazec za pregled skupin in koda za multipliciranje projektov
tem skupinam.
• history: obrazec za pregled zgodovine premikov na tabli.
• movingChecks: akcije, ki preverjajo dovoljenja in pravila za premike
kartice na tabli.
• newBoard: obrazec za urejanje table.
• newCourse: obrazec za dodajanje predmetov.
• newGroup: obrazec za dodajanje skupin.
• ruleViolation: obrazec, kamor vpiˇsemo razlog za krsˇitev WIP.
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• sendEmail: koda za posˇiljanje elektronskih sporocˇil.
• storyDetails: obrazec za prikaz uporabniˇske zgodbe.
• updateDerivatives: koda za multipliciranje naknadno dodane upo-
rabniˇske zgodbe v druge projekte.
Poleg razreda board pa imamo sˇe druge razrede. Razred html vsebuje
funkcije, ki nam olajˇsajo izpis nekaterih HTML elementov, kot so na primer
uporabniˇske zgodbe, kartice, tabla in drugo. V okviru te diplomske naloge
so bile dodane naslednje funkcije:
• course dates: funkcija izriˇse del obrazca pri urejanju predmeta. Ta
del se navezuje na laboratorijske vaje.
• groups: funkcija izriˇse del obrazca na seznamu skupin. Klic te funkcije
vrne seznam skupin za izbran predmet.
• printCards: funkcija izriˇse vse kartice za nek stolpec.
• printTable: funkcija izriˇse tablo.
Razred common vsebuje splosˇne funkcije, ki so potrebne na vecˇ mestih
v aplikaciji. Dodane so bile naslednje funkcije:
• getColumnData: funkcija prebere iz baze podatke posameznega stolpca
na tabli.
• create column tree: funkcija organizira stolpce v drevesno struk-
turo.
• copyChildColumns: s pomocˇjo te funkcije se izvede prenos strukture
table v naslednji sprint.
• getLastCustomColumn: funkcija na tabli najde zadnji stolpec pred
stolpcem “Done”.
• in multiarray: funkcija za iskanje elementa v seznamih.
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• checkViolationRecursive: funkcija za iskanje krsˇitev WIP v nad-
stolpcih.
• getCardNumAndPtsOfColumn: rekurzivna funkcija vrne vsoto vseh
tocˇk na karticah in sˇtevilo kartic v vseh podstolpcih.
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Poglavje 4
Predstavitev uporabe orodja
V tem poglavju so predstavljene nadgradnje orodja in njegova uporaba. Po-
glavje je razdeljeno na tri vecˇje sklope nadgradenj.
4.1 Vizualizacija delovnega toka - tabla
4.1.1 Kreiranje table
Preden lahko kreiramo tablo, je potrebno vzpostaviti projekt, dodati upo-
rabniˇske zgodbe in projekt razdeliti na vecˇ sprintov. Tablo je potrebno kre-
irati za vsak sprint posebej. To lahko naredi skrbnik metodologije (Scrum
Master). V cˇasu sprinta se na strani za urejanje seznama zahtev (Product
Backlog) pojavi gumb za kreiranje table (New board). S klikom na ta gumb
se generira tabla, pojavi pa se okno za urejanje table (glej Sliko 4.1). Privzeto
ima tabla tri fiksne stolpce (Product backlog, Sprint backlog, Done). Med
zadnja dva stolpca je mozˇno dodati poljubno sˇtevilo stolpcev in podstolpcev.
Podstolpec dodamo tako, da si pri dodajanju iz seznama izberemo njegovega
ocˇeta (Parent column). Stolpcem na istem nivoju je mozˇno spremeniti vrstni
red.
Ob kreiranju stolpca lahko dolocˇimo tudi omejitev obsega dela v izvaja-
nju, in sicer na dva nacˇina. Omejimo lahko sˇtevilo kartic v stolpcu, lahko
pa tudi omejimo skupno sˇtevilo tocˇk (Story points). Ena tocˇka obicˇajno
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Slika 4.1: Okno za dodajanje in urejanje stolpcev na tabli.
predstavlja 6 ur efektivnega dela. Kot je razvidno iz Slike 4.1 je omejitev
napisana v oklepajih ob imenu stolpca.
Urejanje table je mozˇno tudi med samim sprintom, a ni zazˇeleno. Dostop
do urejanja je prav tako mozˇen preko strani za urejanje seznama zahtev (Pro-
duct Backlog). Na istem mestu, kot gumb za kreiranje table, se bo nahajal
gumb za urejanje table (Edit board). Dostop do table s karticami je mozˇen
s klikom na gumb Tabla (Board) v glavnem meniju. Na tabli so prisotne
vse kartice z uporabniˇskimi zgodbami, ki jih je potrebno realizirati v okviru
izbranega projekta. Tabla je prikazana na Sliki 4.2. V vsakem naslednjem
sprintu struktura table ostane enaka, torej vsi stolpci in podstolpci se ohra-
nijo. V primeru, da imamo v sprintu kartico, ki v prejˇsnjem sprintu ni bila
potrjena ali zavrnjena, potem ta kartica dobi rdecˇo obrobo. Tako kartico je
potrebno cˇimprej zavrniti ali sprejeti.
4.1.2 Premiki kartic
Premik kartice v drug stolpec realiziramo tako, da kartico primemo, jo pre-
nesemo in spustimo v drug stolpec (Drag and drop). Vendar pa je za ta
4.1. VIZUALIZACIJA DELOVNEGA TOKA - TABLA 39
Slika 4.2: Prikaz table s karticami.
korak potrebno imeti dovoljenje. Dovoljenja so realizirana na podlagi vlog.
Sledi seznam privzetih dovoljenj, ki so enaka na vseh tablah in jih ni mocˇ
spreminjati.
• Samo skrbnik metodologije lahko kartico iz stolpca Product backlog
premakne v stolpec Sprint Backlog. Premik te vrste pomeni dodajanje
zgodbe v sprint.
• Samo produktni vodja lahko premakne kartico iz predzadnjega stolpca
v zadnji stolpec ( Done), saj lahko le on sprejme neko zgodbo.
• Iz zadnjega stolpca (stolpca Done) ni mozˇno premikati kartic.
• Samo produktni vodja lahko premika kartice v stolpec Product backlog
iz vseh ostalih stolpcev (razen Done). Premik te vrste pomeni za-
vracˇanje zgodbe. Naslednje pravilo je izjema tega pravila.
• Skrbnik metodologije lahko premakne kartico iz Sprint backloga v Pro-
duct Backlog. Ob tem mora veljati, da je bila zgodba v istem dnevu
dodana v sprint, ter da na tej zgodbi sˇe ni bilo opravljeno delo. Razlog
za to dovoljenje je v tem, da lahko skrbnik metodologije med sestan-
kom za planiranje sprinta zgodbo izlocˇi iz sprinta, cˇeprav je zgodba zˇe
bila dodana v sprint.
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Slika 4.3: Dodajanje dovoljenj za premike.
Slika 4.4: Zgodovina premikov na tabli za izbrano zgodbo.
Ta pravila za premike izhajajo iz pravil metodologije Scrum. Za druge rocˇno
dodane stolpce pa lahko pravila dodamo sami. Za dostop do obrazca za ure-
janje dovoljenj za premike je potrebno klikniti na gumb “Edit permissions”
na tabli. V pojavnem oknu najprej iz seznama izberemo stolpec iz katerega
bomo kartico premikali. Nato je potrebno izbrati vlogo, za katero zˇelimo
dodati pravilo, in stolpec, kamor zˇelimo kartico premakniti. Ob koncu vsa
dodana pravila sˇe shranimo (glej Sliko 4.3).
Vsak premik kartice se belezˇi v arhivu, do katerega pridemo s klikom na
gumb “Board history” na tabli. Premike je mocˇ filtrirati za vsako zgodbo
posebej. Seznam je prikazen na Sliki 4.4.
4.2. NADZOR NAD POTEKOM PROJEKTOV 41
Slika 4.5: Opozorilo ob krsˇitvi omejitve dela v izvajanju.
4.1.3 Omejevanje obsega dela v izvajanju
Tabla omogocˇa omejevanje obsega dela v izvajanju (Work in Progress - WIP)
za vsako fazo (stolpec) v razvoju programske opreme posebej. Dodajanje
omejitve je opisano v razdelku 4.1.1.
Ob premikih se vedno preveri, ali je bila v nekem stolpcu krsˇena omejitev.
V primeru, da pride do krsˇitve, nas orodje opozori, za kaksˇno krsˇitev gre.
Za nadaljevanje je potrebno vpisati razlog krsˇitve (Slika 4.5), v nasprotnem
primeru orodje premika ne dovoli.
Seznam vseh krsˇitev se belezˇi v arhivu, do katerega pridemo s klikom
na gumb “Board history” na tabli. Seznam je mozˇno tudi filtrirati po vecˇ
kriterijih.
4.2 Nadzor nad potekom projektov
4.2.1 Grafikon “Sprint burndown chart”
Za lazˇje spremljanje in analizo projektov je bil izdelan grafikon “Sprint Burn-
down chart”, kjer je tabelaricˇno in graficˇno prikazana primerjava vlozˇenega
dela s preostalim delom v sprintu. Grafikon je bil izdelan s pomocˇjo knjizˇnice
pChart. Za prikaz grafikona je v glavnem meniju potrebno klikniti na gumb
“Progress reports” in izbrati zavihek “Sprint Burndown”. Os X prikazuje
sˇtevilo dni od zacˇetka sprinta, os Y pa sˇtevilo ur. Zelena cˇrta predstavlja kri-
vuljo preostalega dela v tem sprintu, medtem ko rdecˇa cˇrta predstavlja vsoto
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Slika 4.6: Grafikon “Sprint Burndown chart” prikazuje primerjavo vlozˇenega
dela s preostalim delom v sprintu.
zˇe opravljenega dela in dela, ki ga je sˇe potrebno opraviti. Razdalja med
cˇrtama v smeri Y torej predstavlja opravljeno delo v sprintu (glej Sliko 4.6).
Pod grafikonom se nahajajo tudi drugi statisticˇni podatki, ki jih je dobro
uposˇtevati predvsem pri planiranju naslednjih sprintov.
4.2.2 Porocˇilo o dekompoziciji uporabniˇskih zgodb
Orodje se uporablja v sˇtudijskem procesu, zato je pomembno vedeti, kako
dosledno sˇtudenti izvajajo prakse Scruma. Eno izmed pravil Scruma pravi,
da je potrebno uporabniˇske zgodbe razdeliti na vecˇ nalog in za vsako na-
logo oceniti obseg potrebnga dela. Dodana je bila funkcionalnost, ki izdela
porocˇilo o doslednosti izvajanja tega pravila. Porocˇilo izdelamo tako, da
gremo v nadzorno plosˇcˇo (Control panel) pod zavihek porocˇila (Reports).
Tam si izberemo projekte, za katere naj se analiza izvede. Klik na “Decom-
position report 2” odpre novo okno s porocˇilom, v katerem so navedene vse
razvojne skupine, ki dekompozicije oziroma ocenjevanja nalog niso opravile .
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Slika 4.7: Uporabniˇski vmesnik za posˇiljanje sporocˇila skupinam, ki niso
opravile dekompozicije uporabniˇskih zgodb na naloge, oziroma nalog niso
ocenile.
Administrator lahko preko elektronske posˇte posˇlje sporocˇilo tem skupinam
in jih opozori. Vsebino elektronskega sporocˇila lahko prosto spreminja. Upo-
rabniˇski vmesnik za posˇiljanje sporocˇila skupinam je prikazan na Sliki 4.7.
4.2.3 Porocˇilo o udelezˇbi na vsakodnevnih sestankih
Porocˇilo o udelezˇbi na vsakodnevnih sestankih (Daily Scrum meeting report)
nam prav tako sluzˇi za preverjanje doslednosti pravil Scruma. S pomocˇjo tega
porocˇila preverimo, ali so se vsi cˇlani razvojne skupine udelezˇili sestanka, ki
poteka prek tega orodja. Vsak cˇlan mora zabelezˇiti odgovore na tri vprasˇanja
opisana v poglavju 2.2. Podobno kot pri porocˇilu o dekompoziciji zgodb,
tudi tu porocˇilo izdelamo tako, da gremo v nadzorno plosˇcˇo (Control panel)
pod zavihek porocˇila (Reports). Tam si izberemo projekte, za katere naj se
analiza izvede. Vpisati je potrebno sˇe cˇasovni interval, v katerem bi moral biti
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sestanek izpeljan. S klikom na povezavo “GO” sprozˇimo analizo in v novem
oknu se pojavi seznam skupin in njenih cˇlanov, ki sestanka niso opravili.
Administrator lahko tudi tukaj posˇlje elektronsko sporocˇilo cˇlanom, ki niso
odgovorili na vsa vprasˇanja.
4.3 Orodja za administracijo
4.3.1 Uvoz uporabnikov
Ob zacˇetku sˇtudijskega leta je potrebno v orodje vnesti vse sˇtudente, ki
bodo orodje uporabljali. V orodje je bila dodana funkcionalnost, ki preko
datoteke CSV uvozi seznam sˇtudentov v podatkovno bazo. Datoteko CSV
lahko izvozimo iz sˇtudijskega informacijskega sistema. Datoteka mora biti
kodirana v nacˇinu UTF-8. Pred uvozom si moramo izbrati sˇe predmet, ki
ga sˇtudenti poslusˇajo. V primeru, da sˇtudenta ob uvozu ni v datoteki CSV,
a je zˇe vnesen v orodje, potem bo le-tega izbrisalo ali odjavilo od izbranega
predmeta.
Uvoz poteka v naslednjem zaporedju. Najprej se seznam sˇtudentov iz
datoteke prenese v sejo. Ob tem se za vsakega uporabnika dolocˇi akcija, ki
se bo izvedla ob potrditvi uvoza. V nadaljevanju sledi predstavitev teh akcij.
• NEW USER: uporabnika sˇe ni v sistemu, dodan bo nov uporabnik.
• USER ALREADY EXISTS: uporabnik je zˇe v sistemu in prijavljen
na izbran predmet. Izvedla se ne bo nobena akcija.
• NEW COURSE: uporabnik je zˇe v sistemu, ampak ni prijavljen na
izbran predmet. Uporabnik bo prijavljen na predmet.
• DELETE USER: uporabnik je v sistemu in prijavljen le na izbran
predmet. V novem seznamu za uvoz ga ni. V tem primeru bo uporabnik
izbrisan iz orodja.
• REMOVE FROM COURSE: uporabnik je v sistemu in prijavljen
na izbran predmet in sˇe na nek drug predmet. V novem seznamu
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Slika 4.8: Seznam sˇtudentov za uvoz v orodje.
za uvoz ga ni. V tem primeru bo uporabnik odjavljen od izbranega
predmeta.
Za vse udelezˇence predmeta se bo izpisala ena od zgornjih akcij, kot
je prikazano na Sliki 4.8. Cˇe smo s seznamom zadovoljni, uvoz potrdimo,
v nasprotnem primeru pa ga lahko preklicˇemo. Ob potrditvi se dodeljene
akcije izvedejo.
Uporabniˇsko ime novih uporabnikov je enako njihovemu elektronskemu
naslovu, privzeto geslo pa je vpisna sˇtevilka.
4.3.2 Administracija predmetov
Ker se orodje uporablja v sˇtudijske namene pri vecˇ predmetih, je potrebno
voditi evidenco le-teh. V nadzorni plosˇcˇi (Control panel) pod zavihkom pred-
meti (Courses) se nahaja seznam predmetov, pri katerih se to orodje upora-
blja. Za vsak predmet lahko definiramo, kako velike skupine lahko sˇtudenti
prijavijo in kdaj lahko to storijo. Poleg tega mora administrator dolocˇiti,
med katerimi projekti lahko sˇtudenti izbirajo pri prijavi skupine. V nadalje-
vanju sˇtudija namrecˇ vsaka skupina dela na izbranem projektu. Administra-
tor vnese tudi termine laboratorijskih vaj in najvecˇje mozˇno sˇtevilo skupin v
vsakem terminu. Vse te podatke je mozˇno spreminjati na obrazcu za urejanje
predmeta (glej Sliko 4.9).
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Slika 4.9: Obrazec za urejanje podatkov o predmetu.
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Slika 4.10: Obrazec za kreiranje in urejanje skupin.
4.3.3 Kreiranje skupin
Ko administrator vnese vse podatke o predmetih in terminih vaj, lahko odpre
registracijo skupin. Sˇtudenti lahko preko nadzorne plosˇcˇe (Control panel) do-
stopajo do seznama skupin. V primeru da sˇe niso cˇlani nobene skupine lahko
zacˇnejo s prijavo nove skupine s klikom na gumb “New group”. Sˇtudent, ki
skupino prijavlja, samodejno postane cˇlan skupine. Privzeto dobi tudi vlogo
skrbnika metodologije (Scrum Master), ki jo lahko pozneje prenese na dru-
gega cˇlana. Sˇtudent lahko preko imena in priimka poiˇscˇe druge potencialne
cˇlane njegove skupine. Izbira lahko samo med tistimi sˇtudenti, ki sˇe niso
cˇlani nobene skupine. V skupino mora dodati toliko cˇlanov, da je skupina
polna. Le administrator ima mozˇnost kreiranja skupine z vecˇ ali manj cˇlani
od predpisanega sˇtevila. Ob kreiranju skupine si mora sˇtudent izbrati sˇe
termin vaj, ki jih bo skupina obiskovala, in projekt, na katerem zˇeli delati.
Vsi cˇlani skupine imajo mozˇnost urejanja svoje skupine in brisanje le-te, v
kolikor skupini sˇe ni bil dodeljen projekt. Dodeljevanje projektov je opisano
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Slika 4.11: Gumb “Assign projects” sprozˇi multipliciranje projektov.
v naslednjem razdelku.
4.3.4 Multipliciranje projektov in uporabniˇskih zgodb
Ko so skupine dolocˇene se lahko izvede multipliciranje projektov. Pri tem se
projekt, ki ga je skupina izbrala ob prijavi, samodejno prekopira in dodeli
skupini. Skupaj s projektom se prekopirajo tudi vse uporabniˇske zgodbe. Za
multipliciranje najprej oznacˇimo skupine, katerim hocˇemo projekt dodeliti,
in kliknemo na gumb “Assign projects” (glej Sliko).
Ko je projekt skupini dodeljen, skupin ni vecˇ mogocˇe urejati. Cˇe zˇelimo
urediti cˇlane skupine ali ji dodeliti drug projekt, jo je potrebno izbrisati in
ponovno kreirati.
Poleg multipliciranja projektov je mozˇno izvesti tudi multipliciranje upo-
rabniˇskih zgodb, ki se pojavijo med izvajanjem projekta. Najprej je zgodbo
potrebno vnesti v izvoren projekt. Multipliciranje zgodbe sprozˇimo s klikom
na povezavo na dnu obrazca seznama zahtev (Product Backlog).
Poglavje 5
Zakljucˇek
Eden od glavnih namenov te diplomske naloge je bil izboljˇsati vizualizacijo
delovnega toka s pomocˇjo table in preko nje omejiti delo v izvajanju. S
tem smo orodju dodali nekatere elemente, znacˇilne za razvoj po metodologiji
Kanban. Prvotna verzija orodja je namrecˇ bolj ali manj sledila le pravilom in
principom metodologije Scrum. Za namen preverjanja doslednosti izvajanja
pravil Scruma so bile dodane funkcionalnosti, ki krsˇitve teh pravil najdejo
in omogocˇajo opozarjanje uporabnikov preko elektronske posˇte. Orodje se
uporablja v sˇtudijskem procesu, zato je, zaradi velikega sˇtevila sˇtudentov, bilo
potrebno veliko administracije. Z nadgradnjami se je obseg administrativnih
del mocˇno zmanjˇsal. Del nalog se je prenesel na sˇtudente, ki lahko sedaj
sami oblikujejo skupine, vecˇino drugih operacij (multipliciranje projektov in
uporabniˇskih zgodb, dodajanje sˇtudentov v sistem) pa nam olajˇsa orodje.
Z nadgradnjo orodja za vodenje projektov po agilnih metodologijah smo
razvijalcem ponudili vecˇji pregled nad projektom z namenom izboljˇsanja ra-
zvojnega procesa, pedagosˇko osebje pa smo razbremenili nepotrebnega ad-
ministrativnega dela in mu omogocˇili vecˇji nadzor nad sˇtudenti.
Nadgradnja orodja se je zacˇela uporabljati v sˇtudijske namene sˇele pred
nekaj tedni, zato vecˇjih odzivov na nadgradnje sˇe ni.
Prostora za dodatne nadgradnje je sicer sˇe kar nekaj, predvsem v zvezi z
vizualizacijo delovnega toka. Na tabli bi lahko uporabniˇsko izkusˇnjo izboljˇsali
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z mozˇnostjo skrivanja stolpcev in/ali z mozˇnostjo spremembe sˇirine stolpca.
Poleg tega bi lahko skrbnik metodologije prosto izbiral, kateri podatki naj
se prikazˇejo na kartici. Smiselno bi bilo dodati sˇe funkcionalnost za izracˇun
povprecˇnega potrebnega cˇasa za izdelavo neke zgodbe (ang. average lead
time).
Pri vodenju projektov se je potrebno zavedati, da dobro orodje ni zadosten
razlog za uspesˇen zakljucˇek projekta, lahko pa precej pripomore k temu.
Poglavje 6
Priloge
6.1 Priloga A: Prikaz vseh tabel in atributov
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