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ABSTRACT
Feature models originating from Software Product Line En-
gineering are a well-known approach to variability modeling.
In many situations, the variability does not apply only on
features but also on the number of times these features can
be cloned. In such a case, cardinality-based feature mod-
els are used to specify the number of clones for a given
feature. Although previous works already investigated ap-
proaches for feature modeling with cardinality, there is still
a lack of support for constraints in the presence of clones.
To overcome this limitation, we present an abstract model
to define constraints in cardinality-based feature models and
propose a formal semantics for this kind of constraints. We
illustrate the practical usage of our approach with examples
from our recent experiences on cloud computing platform
configuration.
Categories and Subject Descriptors
D.2.10 [Software Engineering]: Design—Methodologies,
Representation; D.2.13 [Software Engineering]: Reusable
Software—Domain engineering, Reuse models
General Terms
Variability, Modeling
Keywords
Cardinality, Feature Model, Constraint
1. INTRODUCTION
In Software Product Line Engineering (sple), the definition
of variabilities and commonalities, known as variability mod-
eling, is a central activity [4, 12]. A well-known approach to
variability modeling is by means of Feature Model (fm) [2].
Despite their widespread use, conventional fms are some-
times not sufficient to describe variabilities, which imposes
a need for a richer model. In our recent work and expe-
riences in the configuration of cloud computing platforms
using spl techniques [13, 14], we had to go one step further
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in feature modeling by specifying the number of times a fea-
ture can be included in the configuration. This operation is
described in the literature as feature cloning and is handled
by cardinality-based fms. However, existing constraints (im-
plies and excludes) defined in terms of features suffer from
a lack of expressiveness in the presence of clones [10].
In this paper, we report on our recent experiences on cloud
computing platform configuration to highlight the needs of
expressing complex constraints for cardinality-based feature
modeling. The contribution of this paper is twofold. First,
we analyze through a motivating example what is required
to express constraints over the set of feature clones. Second,
we define an abstract model for cardinality-based fms and
constraints and describe how it can be used on top of existing
solvers to develop a tool-based support. We illustrate the
practical usage of our approach through case studies dealing
with the configuration of cloud computing platforms.
The paper is organized as follows. In Sec. 2, we discuss the
motivation and describe the challenges to tackle. The pro-
posed approach is defined in Sec. 3. In Sec. 4, we describe
close-related work. Finally, Sec. 5 concludes the paper and
presents the perspectives of our work.
2. MOTIVATION & CHALLENGES
In this section, we report on our experience with the deploy-
ment of applications in the cloud and the configuration of
cloud platforms. We then identify several challenges related
to cardinality-based constraints modeling.
2.1 Motivating Example
In previous work [13, 14], we described the way sple tech-
niques can be used to configure applications to be deployed
on the cloud as well as cloud platforms themselves. In the
cloud computing paradigm, computing resources are deliv-
ered as services. Such a model is usually described as Any-
thing as a Service (XaaS or *aaS), where anything is divided
into layers from Infrastructure to Software including Plat-
form. This model in layers offers many configuration and
dimension choices [9]. For example, configuring a PaaS re-
quires the selection of the database and application server
type, the configuration of security concerns or the definition
of required compilation tools or libraries, as depicted by the
Jelastic
1 PaaS fm, Fig. 1.
1https://app.jelastic.com//
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Figure 1: Jelastic cloud feature model (excerpt)
We used cardinality-based fms to describe such a variabil-
ity. However, existing approaches lack in expressiveness for
feature cardinalities and constraints over the set of clones of
a feature. For example, regarding Fig. 1, the Nginx feature
is actually a load balancer. This means that if there is at
least 2 Application Servers configured, the Nginx load bal-
ancer must also be configured. This constraint can not be
written Application Server → Nginx with classical implica-
tion constraints. Another example we met was: ”All virtual
machines hosting more than one application server require
at least 3 acceptors”, where a relationship occurs between
clones.
In such cases, constraints do not deal with features and have
to be expressed in terms of clones. In particular, these con-
straints must provide means to define quantifier over the set
of feature clones.
2.2 Challenges
Our experience in the deployment of cloud applications and
the configuration of cloud platforms provides evidence that
support for expressing constraints and reasoning about car-
dinalities can significantly improve the way cardinality-based
fms are developed and evolved. Therefore, our approach
should address, at least, the following challenges:
C1: Expressing constraints with feature cardinality support.
Constraints must be expressed in terms of clones, e.g.,
by specifying that clones of one feature should be in-
cluded or excluded from a product. Moreover, quanti-
fiers should be used over the set of clones for a feature,
e.g., to specify that a feature requires a given amount
of clones of another feature [10].
C2: Reasoning about cardinality-based FMs. Once the fea-
ture model specified, i.e., constraints with quantifiers
over the set of clones properly expressed, developers
need a tool for reasoning about FMs. Such reasoning
includes the selection or deselection of features and the
validation of configurations.
3. CARDINALITY-BASED CONSTRAINTS
We propose to use an abstract syntax to tackle the afore-
mentioned challenges. We thus propose an implementation-
independent model defined as a metamodel. We describe
in the following the metamodel details and give some exam-
ples on the way we use this metamodel to define cardinality-
based constraints.
Proposed Metamodel
The metamodel we describe in this paper is an extension of
the feature metamodel proposed by Parra et al. [11]. Due
to space limitations, we only describe the part regarding
cardinality-based constraints, but you can find the whole of
it in [1]. The metamodel defines three kinds of constraints,
as depicted by Fig. 2. Two of them are well-known con-
straints, Implies and Excludes, where the selection of a fea-
ture in a product implies the selection of another feature and
excludes another feature from the product, respectively.
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min: Int
max: Int
duplication: boolean
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Figure 2: Cardinality-based constraint metamodel
However, in clone-enabled fms, these constraints, expressed
in terms of features, are not expressive enough. Further-
more, one should be able to specify quantifiers over the set
of clones of certain features. Therefore, we propose a third
kind of constraint called requires.
In order to introduce our requires constraint, we take as ex-
ample the Jelastic PaaS. In particular, we use the following
specifications from the Jelastic documentation2 that have to
be expressed in the Jelastic fm (see Fig. 1):
(s1): One cloudlet is allocated per database instance.
(s2): High Availability (HA) provides session replication for
application servers.
2http://jelastic.com/docs
When looking into the details, these specifications can be
seen as constraints to express that (cons1): each database
instance requires one cloudlet and (cons2): when HA is se-
lected, the number of application servers is multiplied by two,
since each instance is replicated.
The "Requires" Constraint
In the previous example, the (cons1) constraint can not be
expressed Database → Cloudlet for two reasons. First, the
meaning is not clear enough since this constraint is expressed
in terms of features. The constraint can be interpreted as a
Database implies all clones of Cloudlet. Second, the config-
ured clone of cloudlet can not be shared among databases
since each database requires one cloudlet. Thus, while se-
lecting a second database in the product configuration, one
may think that the constraint is already satisfied since a
cloudlet has already being selected with the first database.
On the other hand, considering the (s2) specification, we
can not use Implies constraint to express the multiplicity.
We need then some mechanisms employing quantifiers and
operators to define (cons2). In order to express this kind
of constraints, we propose the requires constraint defined as
follows:
Definition 1. (Requires Constraint)
A requires constraint Reqcons is written
[Cfrom] Ffrom → δ [Cto] Fto, where
- Ffrom, Fto ∈ F where (i) F is the non empty set of
features of the fm and (ii) Ffrom 6= Fto;
- Cfrom, Cto are cardinalities. Each one defines an in-
terval [i-j] with i, j ∈ N and i ≤ j. Cfrom (respectively
Cto) is the quantifier over the set of clones of Ffrom
(respectively Fto) ;
- δ ∈ {∅,+,−, ∗, /} and op : N × N → N, where
op(a, b) = a δ b with δ 6= ∅;
- ω : F → N × N indicates the cardinality of each fea-
ture. ∀f ∈ F , ω(f) = [n,m] where n is the lower
bound and m the upper bound of the cardinality.
- The operator δ, the lower bound, the upper bound and
the whole cardinality are optional.
The requires constraint denotes that,
- if δ 6= ∅, ω(Ffrom) ⊆ Cfrom ⇒ op(card(Fto), Cto),
where card(f) returns the number of feature f in-
stances, with n ≤ card(f) ≤ m.
- else, ω(Ffrom) ⊆ Cfrom ⇒ ω(Fto) ⊆ Cto.
The previous definition is reified in the metamodel with the
Requires meta-class. This constraint applies from a feature
to another one and specifies which Operator should be used,
if any. However, cardinalities can also be specified and ap-
plied on features affected by the requires constraint. In such
a case, the Cardinality meta-class has a completely different
meaning than the one we have regarding feature and group
feature cardinality. To illustrate this, we use our scenario
with constraints.
Fig. 3 (a) represents the specification (s1) using our re-
quires notation. Since each database instance requires one
cloudlet, the cloudlet cardinality is incremented by one. In
such a case, the lower bound of the to cardinality is used,
and one can choose to set the upper bound or not. In this ex-
ample, there is no cardinality specified for the from feature,
and there is no upper bound for the to feature cardinality.
In Fig. 3 (b), the first constraint goes the same way, but the
value and the operator are different. Such constraint repre-
sents the specification (s2). The second constraint of Fig. 3
(b) presents how the cardinality can be applied over the set
of feature clones. This constraint describes the fact that if
there is at least two configured Application Servers, then the
Nginx load balancer is required. The from cardinality is used
and a value, here 2, is assigned to the min attribute whereas
the max attribute is not used.
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Figure 3: Clonable features and associated con-
straints
This means that if there is at least two application servers,
whatever the maximum number of instances3, the config-
ured product requires a Nginx load balancer. Let us now
take as example this made-up constraint: if there is at least
two configured Application Servers and at most four, then at
most eight Cloudlets are required. Relying on our proposed
metamodel, it can be expressed as follows:
[2,4] Application Server → [0,8] Cloudlet
where the min and max attributes of the Cfrom and Cto
cardinalities have a value, respectively 2, 4 and 0, 8. In
this case, the 0 value indicates that the constraint applies
whatever the value of the Cto lower bound as long as the
upper bound does not exceed 8. This [0,8] cardinality also
distinguishes with the [8] cardinality, whose meaning is at
least 8.
Configuration Concerns
Actually, our approach distinguishes between two kinds of
cardinality-based constraints: configuring constraints and
checking constraints. The former is used when configuring
the product and affects the number of clones of a given
feature, by defining a value combined with an operator,
e.g., Database → +[1] Cloudlet. The latter is used when
the configuration is over, to check (i) whether the number
of configured clones is correct or not, e.g., [2,4] Application
3Assigning a value to the max attribute is not mandatory,
since it can not exceed the feature cardinality upper bound,
here 8.
Server → [0,8] Cloudlet, and (ii) if this number of clones is
counted as it should be. Indeed, the number of configured
clones can be correct regarding constraints but it also has to
be correct regarding the scope and level when modeling the
fm. In our approach, we rely on the scope and level concepts
as it was presented by Michel et al. [10]. We illustrate this
situation with the two products depicted by Fig. 4.
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Figure 4: Examples of product according to the
specified level
The Amazon IaaS cloud provides storage support by reliying
on EBS4 storage volumes that can be attached to a running
Amazon EC2 instance requiring a database DB. For better
recovery and failure management, RAID must be selected if
there are at least two EBS volumes, thus ensuring data repli-
cation among these volumes, as expressed by the following
constraint: [2] EBS → RAID. In both Fig. 4 (a) and Fig. 4
(b) cases, this constraint has to be satisfied since each prod-
uct includes at least two clones of EBS. If the level related
to the Database feature cardinality is local, then the con-
straint is semantically valid in the case (a), since each clone
of Database can have up to two clones of EBS. In contrast, if
the level is global, the constraint is semantically respected
in the case (b), since all clones of EBS are shared among the
whole product. Thus, each clone of Database has one clone
of EBS, reaching the maximum number of clones allowed, 2.
In such a situation, the Cfrom cardinality level must be set
to describe in which way clones must be count.
Tool Support
Relying on the previously described metamodel, we devel-
oped a configurator with support for feature cardinalities.
This configurator is part of the Saloon framework [13] that
provides an API to configure and manage cardinality-based
fms. More details are given about this API in [1]. Cardinality-
based fms and their constraints are graphically defined as
instances of the proposed metamodel by using the Eclipse
Modeling Framework (EMF) [16], which is one of the most
widely accepted metamodeling technologies. Although we
could provide a full domain specific language to handle both
fm modeling and reasoning, we believe that this separation
has several benefits. First, a graphical editor favors readabil-
ity, usability and productivity when dealing with fm mod-
eling. Indeed, it is quite error-prone to syntactically define
cardinality-based fms by hand whereas a GUI is very help-
ful. That said, it remains possible to use the EMF text
editor to define fm models with an XML-based syntax. Sec-
ond, the modeled fm can be easily handled by existing tools
to add more capabilities. For example, one can model as-
sets related to features using our metamodel (not described
in this paper because out of scope). Then, generation tools
4Elastic Block Store, http://aws.amazon.com/ebs/
such as Acceleo5 are used to visit the model and generate
the expected configured product.
Once cardinality-based fms are modeled, Saloon provides
rules to translate these fms into constraints that are han-
dled by off-the-shelf CSP solvers to reason about the fms,
e.g., calculating the number of products or checking the va-
lidity of a configuration. In particular, Saloon relies on the
well-known Java CSP Choco solver6. Each feature of the fm
is thus associated to a variable in the CSP, and each vari-
able holds as domain the cardinality related to the feature.
For example, feature DB cardinality in Fig. 4 is translated
as DB ∈ {1, 4}. Translation from fms to CSP constraints
has already been studied in the literature. We rely on the
translation rules described by Benavides et al. [3] to perform
operations on fms using Choco. Regarding the requires con-
straint, the following constraint
[2, 4]A→ [0, 8]B
is translated into CSP the following way
implies(and(2 ≤ A ; A ≤ 4); and(0 ≤ B ; B ≤ 8)).
In Short
We proposed a metamodel and we described how it can be
used to define constraints in cardinality-based fms, thus fac-
ing the challenge C1. In particular, we provided a new con-
straint definition, requires, that enables the specification of
operators and quantifiers over the set of clones of certain fea-
tures to be included in the product. We also introduced Sa-
loon, a framework handling such fms by relying on a CSP
solver, and described how cardinality-based constraints are
translated into CSP constraints, thus facing the challenge
C2.
4. RELATEDWORK
Cardinality-based fms were first introduced in [15] where
UML multiplicities were used as an extension to the original
FODA notation to support feature cloning. The authors
introduced the notion of feature cardinality and proposed a
syntax to define this cardinality in the fm. Our approach is
based on this syntax, as the following approaches do.
Czarnecki et al. [5] proposed a metamodel for cardinality-
based fms and formalized the group cardinality notion, giv-
ing a new semantics to the existing cardinality. These au-
thors went further in their research by proposing to use lan-
guages like OCL to define constraint for fms with cardinali-
ties [6]. We pursue the same goal but we extend the support
for cardinalities semantics to constraints and provide a way
to express complex constraints over the set of feature clones
regarding this semantics, what is not feasible with OCL.
Zhang et al. [17] presented a BDD based approach to verify
constraints with cardinalities, based on their own semantics
of cloning. They described their different constraint patterns
and the way they can be verified but did not provide any
abstract syntax or tool support to define such fds. In [8],
the authors presented their own metamodel and the way
they rely on model-driven engineering to configure their fms.
5http://www.acceleo.org/
6http://www.emn.fr/z-info/choco-solver/
They also introduce a new kind of constraint denoted as Use
where a feature A can use a given amount of features B.
The approach we propose in this paper goes in the same
direction, but we go further in cardinality-based constraints
support, in particular regarding quantifiers and semantics.
Michel et al. [10] precisely defined the syntactic and seman-
tic domain of cardinality-based fms. Moreover, they defined
the semantics of cloning, regarding group cardinalities and
feature ones. However, they do not provide any support
for cross-tree constraints over the set of clones of a feature.
Finally, Dhungana et al. [7] propose an approach based on
generative constraint satisfaction problems to handle con-
straints in the context of cloned features. They also intro-
duce a notation to express quantifiers in constraints over
the set of cloned features, as we do in this paper. Contrar-
ily to them, we propose an abstract model to define such
constraints that can be easily implemented in the wished
syntax.
5. CONCLUSION & FUTUREWORK
In this paper, we present an approach to manage constraints
in cardinality-based feature models. Based on case studies
dealing with the configuration of cloud computing platforms,
we describe an abstract model to manage such constraints.
We illustrate the benefits of using such a model with real
constraints and provide a formal semantics. We then show
how fms described using our metamodel can be translated
into constraints that can be handled by off-the-shelf CSP
solvers to reason about the fms. This translation process
is part of the Saloon framework. Our approach thus faces
the challenges identified in Sec. 2.2 regarding expressing and
reasoning about constraints in cardinality-based fms.
The next step of our work is to empirically assess our ap-
proach. Although based on several case studies, the ap-
proach needs to be validated among substantial numbers
of other cardinality-based fms. We are currently defining
fms from several cloud providers to validate the model and
API on varied fms and kind of constraints. This will help
us identify complementarity ways of managing cardinality-
based fms and improve our tool support. At the time of writ-
ing, we develop several translation operators to make our
API as complementary as possible with existing approaches
by providing support for different formats.
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