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Resumen
Actualmente el uso de infraestructuras que permitan realizar tareas de gestio´n
de identidad se ha convertido en un requisito indispensable para la mayor´ıa de las
empresas. Un sistema de gestio´n de identidad permite cubrir las necesidades clave
de seguridad de una organizacio´n, otorga´ndole a la vez la libertad de crecer tan
ra´pido como le permita su negocio. Los sistemas de gestio´n de identidad separan
las tareas de provisio´n de servicios, de aquellas que tienen como propo´sito gestio-
nar identidades. De este modo, permite liberar a los proveedores de servicios de la
gestio´n de datos relativos al acceso del usuario. Por lo que no tienen que preocu-
parse de llevar a cabo tareas tan tediosas como el almacenamiento de contrasen˜as
y certificados de los usuarios que acceden al sistema. Adema´s, desde el punto de
vista del usuario, este tipo de sistemas tiene como objetivo la facilidad de uso,
por lo que permiten realizar procesos de inicio y cierre de sesio´n u´nicos. Para ello,
e´ste so´lo necesita autenticarse en un proveedor de identidad, que comunicara´ al
resto de los proveedores con los que tenga establecida una relacio´n de confianza,
que el usuario ha sido autenticado.
En los u´ltimos an˜os han surgido diversas iniciativas que tienen como objetivo
definir marcos de trabajo basados en gestio´n de identidad. Entre ellas, podemos
destacar el lenguaje de asertos y la infraestructura definida por OASIS, SAML
(Security Assertion Markup Language), las iniciativas desarolladas por Liberty
Alliance, WS-Federation y OpenID. Otra iniciativa a destacar es la de Shibboleth,
que esta´ basada en SAML 2.0. De ellas, la u´nica que se encuentra estandarizada
hasta el momento es SAML. Todos estos marcos de trabajo tienen como objetivo
reducir la complejidad de los proveedores de servicios y permitirles centrarse en
su nu´cleo, a la vez que proporcionan una experiencia satisfactoria a los usuarios
que acceden a sus servicios.
El objetivo final de este proyecto, es realizar un estudio pra´ctico acerca de
la especificacio´n SAML 2.0 y de las funcionalidades que proporcionan los dis-
tintos perfiles y casos de uso para gestio´n de identidad federada contemplados
en el esta´ndar. Dicho estudio incluye la puesta en marcha de una infraestruc-
tura de gestio´n de identidad basada en desarrollos de co´digo abierto como son
ZXID y Lasso. Adema´s se han desarrollado nuevos componentes para explorar
funcionalidades no cubiertas en las implementaciones utilizadas. En concreto, nos
hemos centrado en los perfiles de Single-Sign-On y Single-Logout, con el fin de
hacer pruebas de integracio´n e interoperabilidad de los distintos proveedores que
constituyen la plataforma de gestio´n de identidad desplegada en este proyecto.
ii
Abstract
Using identity management infrastructures is usual nowadays because it has
become a prerequisite for most companies. An identity management system can
meet the key needs of an organization’s security, while giving the freedom to grow
as fast as his business allows. This systems separate identity management tasks
from of service provisioning. Thus, service providers are freed from managing the
data for user access. Therefore, they don´t have to worry about carrying out
tedious tasks such as storing passwords and certificates of the users accessing
the system. Moreover, from the user´s perspective, this type of systems is aimed
at ease of use, so it allows single sign on and single logout. Thus, the user only
needs to authenticate to an identity provider, who will communicate to other
providers with which it has established a relationship of trust that the user has
been authenticated.
There are various initiatives currently that aim at defining frameworks based
on identity management. Among them, we can highlight the language of asser-
tions and infrastructure defined by OASIS, SAML (Security Assertion Markup
Language), the initiatives Liberty Alliance, WS-Federation and OpenID. Anot-
her initiative worth noting is that of Shibboleth, which is based on SAML 2.0.
Of these, the one that is standardized so far is SAML. All these frameworks aim
to reduce the complexity of service providers and enabling them concentrate on
their core business, while providing a satisfactory experience to users who access
their services.
The main aim of this project is to carry out a study on SAML version 2.0 and
functionalities provided by different profiles and use cases for federated identity
management covered by the standard. Such study includes the deployment of the
infrastructure based on open source developments such as ZXID and Lasso. In
addition, new components have been developed in order to cover functionalities
that are not involved in the used implementations. Specifically, we have focused
on the profiles of Single Sign On (SSO) and Single Logout (SLO) to perform tests
of integration and interoperability between providers that are part of the identity
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1.1. Motivacio´n del proyecto
En los u´ltimos an˜os, el crecimiento de las empresas y el incremento en las rela-
ciones de negocio, que e´stas han experimentado en diversos sectores como son: la
administracio´n electro´nica, servicios financieros, proveedores de servicios online,
telecomunicaciones y las industrias de turismo y transporte; han provocado la
necesidad de mejorar y facilitar las relaciones de confianza y seguridad, entre las
distintas empresas que colaboren, para el intercambio de informacio´n e identida-
des. Es en este momento, cuando la gestio´n de identidad federada se convierte en
un concepto clave. Los modelos de gestio´n de identidad federada permiten separar
las tareas de gestio´n de identidad de las de provisio´n de servicios, de modo que
reducen la complejidad de los proveedores de servicios y permiten a las empresas
centrarse en su nu´cleo de negocio.
La informacio´n de identidad se encuentra en el nu´cleo de la relacio´n de una
compan˜´ıa con sus clientes, socios y otras empresas, y es imprescindible para sos-
tener sus modelos de negocio. Desde un punto de vista te´cnico, se relaciona con
la seguridad de red, la provisio´n del servicio, la gestio´n de clientes, la vinculacio´n
entre recursos de identidad distribuidos (federacio´n de identidades) y la provisio´n
de Servicios Web.
Por otro lado, desde la perspectiva del usuario, este incremento de servicios,
especialmente notable en Internet, hace que acciones tan habituales como reservar
un vuelo o hacer una compra, impliquen que el usuario tenga un nu´mero consi-
derable de cuentas abiertas, con mu´ltiples identidades y diferentes mecanismos
de autenticacio´n. Los diferentes servicios requerira´n distintos niveles de seguridad
durante la autenticacio´n, por ejemplo, no se exige el mismo nivel de seguridad
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para acceder a un blog que para realizar una transaccio´n bancaria.
Para proporcionar una experiencia ma´s satisfactoria a los usuarios que acceden
a estos servicios, las infraestructuras basadas en gestio´n de identidad disponen
de mecanismos que hacen posible el establecimiento y finalizacio´n de sesiones de
manera sencilla y transparente al usuario, a trave´s de los populares casos de uso
de Single Sign-On (SSO) y Single Logout (SLO). El proceso de Single Sign-On
permite al usuario autenticarse frente a un u´nico proveedor de identidad, que es
el encargado de mediar con los sitios federados para comunicar la identidad del
usuario sin necesidad de requerir nuevas autenticaciones del usuario.
De este modo, la gestio´n de identidad tiene como objetivo facilitar en gran me-
dida la colaboracio´n con terceros, proporcionar privacidad y mejorar la utilizacio´n
y la seguridad de los servicios.
Como respuesta a la problema´tica de federacio´n de identidad, han surgido di-
versas iniciativas empresariales y de investigacio´n, como SAML, Liberty Alliance,
OpenID, WS-Federation, etc, para establecer un marco de trabajo que ofrezca,
a los desarrolladores de servicios, mecanismos ba´sicos de seguridad e identidad,
con el objetivo de que el proveedor de servicios se centre en su nu´cleo de negocio
y no deba preocuparse por llevar pol´ıticas de gestio´n de los datos de acceso de
usuarios, de autenticacio´n o de autorizacio´n.
Sin embargo, de estas iniciativas, la u´nica que se encuentra estandarizada por
OASIS [1] hasta el momento, es SAML 2.0. Adema´s, se trata del protocolo ma´s
completo y ma´s extensamente implementado dentro de este a´mbito.
Hoy en d´ıa, importantes empresas de todo el mundo, entre las que podemos
citar Google, IBM, Sun Microsystem, etc, ofrecen soluciones que esta´n basadas
en SAML 2.0 o son compatibles con esta especificacio´n. Sin embargo, la mayor
dificultad que presentan este tipo de sistemas, radica en que se requiere confianza
en los partners y a d´ıa de hoy no existen productos fa´ciles de implantar, debido
a que las relaciones de confianza entre los distintos proveedores que componen
un escenario de gestio´n de identidad basado en SAML, t´ıpicamente se realiza de
manera esta´tica.
La motivacio´n de este proyecto viene dada por el estudio de la especificacio´n
SAMLv2.0, pues se trata de un lenguaje extensible y es una especificacio´n abierta.
El hecho de que cada cierto tiempo se publiquen nuevas revisiones de esta inicia-
tiva, permite mostrar que el tema de la Gestio´n de Identidad se encuentra en
plena evolucio´n. Por lo que es necesario continuar realizando estudios acerca de
las novedades incorporadas en este esta´ndar y en que´ medida esto puede afectar
a la compatibilidad entre distintas herramientas que inicialmente parten con el
mismo objetivo.
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Para investigar acerca de la funcionalidad de los distintos perfiles y casos
de uso que se contemplan en este esta´ndar, hemos desplegado la plataforma de
gestio´n de identidad propuesta a lo largo de este proyecto.
1.2. Objetivos
El objetivo general de este proyecto es poner en marcha una plataforma de
gestio´n de identidad federada basada en las especificaciones de SAML que garan-
tice los aspectos de seguridad ba´sicos. A continuacio´n se enumeran los objetivos
espec´ıficos que debe cumplir este proyecto:
Llevar a cabo un estudio de las principales herramientas de co´digo abier-
to disponibles que implementen parte de la especificacio´n SAMLv2. Estas
herramientas nos permitira´n:
• Poner en marcha los elementos ba´sicos de un sistema basado en gestio´n
de identidad: un proveedor de servicios y un proveedor de identidad.
• Desarrollar nuestro propio proveedor de servicios, a fin de explorar el
esta´ndar en mayor profundidad y probar nuevas funcionalidades.
Probar el funcionamiento de distintas variantes de los mecanismos de inicio
y cierre de sesio´n u´nicos, a trave´s del sistema desplegado.
Evaluar la interoperabilidad de los distintos proveedores que constituyen el
sistema. Es necesario que dichos proveedores sean compatibles, a fin de que
el usuario pueda llevar a cabo un inicio o un cierre de sesio´n u´nico, desde
cualquiera de ellos, de forma transparente.
Ofrecer una gestio´n de usuarios eficiente.
Desplegar un sistema de gestio´n de identidad que resulte fa´cil de utilizar
para los usuarios.
Comprobar que los proveedores sean accesibles desde dispositivos mo´viles y
ma´quinas remotas a trave´s de distintos tipos de navegadores web existentes.
1.3. Contenido de la memoria
El resto de la memoria esta´ estructurada como sigue:
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El Cap´ıtulo 2 introduce las diferentes tecnolog´ıas que constituyen el con-
texto del proyecto. Se introducen los principales aspectos de los servicios
ba´sicos de seguridad requeridos en la mayor´ıa de las aplicaciones que fun-
cionan en red. Tambie´n se detallan las principales caracter´ısticas de las
infraestructuras de clave pu´blica y firma XML, en las que se basan algu-
nas especificaciones de gestio´n de identidad. A continuacio´n, se realiza una
revisio´n acerca de las principales iniciativas de federacio´n de identidad. Fi-
nalmente, se incluye una descripcio´n del protocolo LDAP y de los lenguajes
de programacio´n utilizados para el desarrollo del proyecto.
En el Cap´ıtulo 3 se realiza una descripcio´n general del sistema, de los requi-
sitos funcionales y se lleva a cabo un estudio de las herramientas necesarias
para proporcionar estos requisitos. Adema´s, se presentan detalles de la ar-
quitectura, proporcionando una explicacio´n de los mo´dulos involucrados,
funcionalidades y relaciones.
En el Cap´ıtulo 4 se describe el proceso de puesta en marcha de la infra-
estructura de gestio´n de identidad, y de los distintos perfiles definidos en
SAML que podremos probar.
En el Cap´ıtulo 5 se explican los detalles de implementacio´n de un proveedor
de servicios y se incluyen diversos diagramas para clarificar el funcionamien-
to.
En el Cap´ıtulo 6 se documentan las pruebas realizadas para los provee-
dores desplegados en el cap´ıtulo 4 y el proveedor de servicios desarrollado
en el cap´ıtulo 5. Se reflejan las pruebas de los distintos mo´dulos del siste-
ma, incluyendo el resultado y observaciones de intere´s. Adema´s de pruebas
del funcionamiento, tambie´n se han realizado tests de interoperabilidad y
pruebas con distintos navegadores.
En el Cap´ıtulo 7 describimos las distintas fases de desarrollo del proyecto,
explicando las tareas realizadas en cada una, los problemas encontrados y
los resultados obtenidos.
En el Cap´ıtulo 8 se resumen las principales conclusiones del proyecto reali-
zado y se enumeran una serie de posibles l´ıneas de trabajo futuro.
Como parte de la memoria hemos incluido una serie de ape´ndices para acla-
rar y completar algunos aspectos relacionados con la solucio´n propuesta en este
proyecto:
En el ape´ndice A se detalla el presupuesto del proyecto.
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En el ape´ndice B encontramos una descripcio´n acerca de los pasos nece-
sarios para llevar a cabo la instalacio´n de las distintas librer´ıas utilizadas
para el desarrollo de este proyecto. En este ape´ndice, tambie´n incluyen los
pasos necesarios para instalar y configurar un servidor LDAP basado en
OpenLDAP.
En el ape´ndice C explicamos co´mo crear una Autoridad de Certificacio´n y
generar certificados digitales utilizando OpenSSL.







La integracio´n de mecanismos de seguridad basados en gestio´n de identidad es
uno de los factores claves para el desarrollo y la implantacio´n de las tecnolog´ıas y
modelos orientados a servicios. Aunque existen varios modelos y esta´ndares para
tratar el tema de la gestio´n de identidad, la integracio´n efectiva de dichos esta´nda-
res en entornos de desarrollo compuestos por mu´ltiples dominios de confianza con
distintos proveedores de identidad, es un tema abierto donde las soluciones esta´n
por llegar.
La federacio´n de identidad tiene como objetivo principal compartir y distribuir
informacio´n relativa de identidad y atributos a trave´s de diferentes dominios de
confianza, segu´n ciertas pol´ıticas establecidas. El modelo de federacio´n permite
a los usuarios el acceso a recursos de otro dominio de una forma segura, sin
necesidad de que los procesos redundantes den acceso al usuario. Dentro de esta
problema´tica, existen diversas iniciativas que permiten federacio´n de identidad,
de las cuales cabe destacar, el lenguaje de asertos y la infraestructura definida
por OASIS, SAML [2], Liberty Alliance [3] [5], y las especificacio´n definidas por
la iniciativa de Internet2 [6], Shibboleth [7]. Otras iniciativas son, OpenId [8] y
WS-Federation [9].
Antes, es necesario conocer los servicios ba´sicos de seguridad requeridos en
la mayor´ıa de las aplicaciones que funcionan en red. Adema´s, se introducen las
infraestructuras de clave pu´blica y firma XML. Asimismo, teniendo en cuenta
los objetivos y las caracter´ısticas del presente proyecto, resulta imprescindible
proporcionar al lector una perspectiva del protocolo LDAP, utilizado para mejorar
las prestaciones de almacenamiento de usuarios ofrecidas por una de las entidades
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de nuestro sistema (el proveedor de identidad), junto con una descripcio´n de las
caracter´ısticas fundamentales de los lenguajes de programacio´n utilizados para el
desarrollo de este proyecto.
2.2. Tecnolog´ıas de Seguridad Base
2.2.1. Nociones ba´sicas
Los principales servicios ba´sicos de seguridad que requieren los dominios son:
Autenticacio´n. Es un mecanismo que permite garantizar que un usuario
que env´ıa un mensaje es realmente quien dice ser. Por medio de la autenti-
cacio´n pueden evitarse ataques de suplantacio´n de identidad.
Autorizacio´n. Este servicio es el encargado de controlar el acceso a los
recursos (informacio´n, comunicacio´n, entidades f´ısicas, etc.), permitiendo
que el usuario pueda acceder a ciertos servicios.
Integridad. Este servicio se encarga de garantizar que la informacio´n no
ha sido modificada.
Confidencialidad. Es el servicio que permite que la informacio´n no
este´ disponible o sea accesible para entidades no autorizadas.
Disponibilidad. Es necesario que los recursos del sistema este´n disponibles
a las entidades autorizadas cuando los necesiten.
No repudio. Este servicio proporciona proteccio´n a un usuario frente a que
otro usuario niegue posteriormente que en realidad se realizo´ cierta comuni-
cacio´n. Por ejemplo, garantizar que el emisor de un mensaje no podra´, pos-
teriormente, negar haberlo enviado, mientras que el receptor no podra´ negar
haberlo recibido.
Auditor´ıa. Se define como el estudio que comprende el ana´lisis y gestio´n
de sistemas para identificar y corregir las diversas vulnerabilidades que pu-
dieran presentarse en una revisio´n exhaustiva de las estaciones de trabajo,
redes, servidor, etc.
Tanto estos servicios como la provisio´n de identidad pueden ser proporciona-
dos utilizando criptograf´ıa sime´trica y/o asime´trica. La criptograf´ıa sime´trica se
basa en un secreto compartido que debe ser distribuido de manera segura, por
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ejemplo, contacto f´ısico entre usuarios; mientras que la criptograf´ıa asime´trica
se basa en una pareja de claves complementarias denominadas clave privada y
clave pu´blica. Esta u´ltima, tambie´n conocida como criptograf´ıa de clave pu´blica
fue introducida en 1976 por los matema´ticos Whitfield Diffie y Martin Hellman
[10]. La clave pu´blica puede ser distribuida abiertamente, sin embargo, la clave
privada u´nicamente puede ser conocida por el propietario de la misma. El funcio-
namiento se basa en que la informacio´n cifrada con la clave pu´blica, so´lo puede
ser descifrada con la clave privada y viceversa.
Las aplicaciones principales de los algoritmos asime´tricos son el cifrado de
datos, para proporcionar confidencialidad, y las firmas digitales, que aseguran
autenticacio´n, no repudio e integridad del mensaje.
Si se desea enviar informacio´n confidencial a un usuario, se le enviara´ la infor-
macio´n cifrada con su clave pu´blica, de tal forma que so´lo ese usuario, que posee
la clave privada correspondiente, podra´ descifrar la informacio´n. Por otra parte,
si un usuario env´ıa informacio´n cifrada con su clave privada, al descifrarla con
su clave pu´blica (accio´n que puede realizar cualquiera que conozca dicha clave),
puede asegurarse que ha sido ese usuario quie´n envio´ la informacio´n, ya que so´lo
e´l posee la clave privada.
2.2.2. Infraestructura de clave pu´blica X.509
La seguridad de una infraestructura de clave pu´blica depende de la proteccio´n
de la clave privada y la distribucio´n de las claves pu´blicas. En lo que se refiere a
la proteccio´n de la clave privada, existen dispositivos especiales llamados tokens
de seguridad que permiten el almacenamiento seguro de la misma. Un ejemplo
de token, es una tarjeta inteligente. Para la distribucio´n y gestio´n de las claves
pu´blicas se ha estandarizado la infraestructura de clave pu´blica conocida como
PKI (Public Key Infrastructure) [11], orientada a redes fijas.
La infraestructura de clave pu´blica PKI es una combinacio´n de software, tec-
nolog´ıas de cifrado, pol´ıticas, procedimientos y servicios que permiten proteger las
transacciones de informacio´n en un sistema distribuido. Ofrece la seguridad ba´sica
requerida para llevar a cabo negocios electro´nicos de tal manera, que los usuarios
que no se conocen entre s´ı, o se encuentran muy alejados, pueden comunicarse
con seguridad a trave´s de una cadena de confianza.
X.509 es un esta´ndar de la ITU-T [12] para PKI, en el que especifican as-
pectos tales como, los formatos para certificados de claves pu´blicas y algoritmos
de validacio´n de caminos de certificacio´n. A partir de este esta´ndar, el grupo de
trabajo del IETF, PKIX, ha desarrollado nuevos esta´ndares y perfiles que direc-
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cionan el uso de certificados X.509 en aplicaciones de Internet, tales como correo
electro´nico, comercio electro´nico, etc.
La infraestructura PKI se basa en el uso de certificados digitales para asociar
la identidad de un usuario con su clave pu´blica. Adema´s, se puede confiar en la
identidad de los usuarios, ya que los certificados son emitidos por una entidad
de confianza que avala sus datos. El propo´sito de PKI es permitir a los usua-
rios autenticarse frente a otros usuarios y usar la informacio´n de los certificados
de identidad (por ejemplo, las claves pu´blicas de otros usuarios) para cifrar y
descifrar mensajes.
Algunas de las aplicaciones ma´s frecuentes de PKI que cabe destacar, son au-
tenticacio´n de usuarios y sistemas, identificacio´n del interlocutor (servidor/cliente
seguro), cifrado de datos digitales, firmado digital de datos (documentos, correos,
software, etc.), y aseguramiento de las comunicaciones.
2.2.2.1. Certificados X.509
Antes de que surgiera la idea de los certificados, era muy complicado garantizar
que se hab´ıan establecido las relaciones de comunicacio´n entre las entidades en
un gran entorno de red o proporcionar la existencia de un depo´sito de confianza
con todas las claves pu´blicas utilizadas. Los certificados se inventaron con el
objetivo de dar una solucio´n al problema de distribucio´n de claves pu´blicas. Surge
el concepto de Autoridad de Certificacio´n (CA), que puede actuar como un tercero
de confianza. En esta seccio´n se exponen algunas nociones ba´sicas que permitira´n
al lector entender en que´ consisten los certificados X.509, as´ı como el tipo de
informacio´n que pueden contener los mismos.
Un certificado de clave pu´blica es una declaracio´n firmada digitalmente de una
entidad, en la cual se especifica que la clave pu´blica (y alguna otra informacio´n
adicional) de otra entidad tiene un valor espec´ıfico.
Los certificados X.509 contienen informacio´n relacionada con el usuario, la
entidad emisora y el certificado en s´ı mismo, adema´s de la firma digital del emi-
sor. La sintaxis se define empleando el lenguaje ASN.1 (Abstract Syntax Notation
One) y los formatos de codificacio´n ma´s comunes son DER (Distinguished Enco-
ding Rules) o PEM (Privacy-enhanced Electronic Mail). DER define un formato
de datos en binario, mientras que PEM esta´ codificado en Base64.
Hasta el momento se han definido tres versiones del esta´ndar X.509. En 1988
aparecio´ X.509, versio´n 1, la cual esta´ ampliamente desarrollada y es la ma´s
gene´rica. Posteriormente, con la segunda versio´n se introdujo el concepto de emi-
sor e identificador u´nicos del sujeto, para manejar la posibilidad de reutilizacio´n
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de los sujetos o nombres de emisor a trave´s del tiempo. Finalmente, en 1996
aparece la versio´n 3, en la que cualquiera puede definir extensiones que pueden
ser an˜adidas al certificado, tales como el uso permitido para la clave, ubicacio´n
de la lista de revocacio´n (CRL, Certificate Revocation List), KeyUsage (limita
el uso de las claves para propo´sitos espec´ıficos) y AlternativeNames (permite a
otras identidades tambie´n estar asociados con esta clave pu´blica, por ejemplo,
direcciones de correo electro´nico), etc.
A continuacio´n se exponen los campos obligatorios de la u´ltima versio´n de un
certificado X.509:
Versio´n del esta´ndar X.509 que aplica al certificado.
Nu´mero de serie para distinguir el certificado de los dema´s, ya que es un
identificador u´nico para cada certificado.
Identificador del algoritmo usado para generar la firma digital del cer-
tificado.
Nombre del emisor del certificado de acuerdo con el esta´ndar X.500 [14].
Per´ıodo de validez en el cual el certificado es va´lido.
Nombre del sujeto poseedor de la clave pu´blica, el cual es un nombre
distinguible (DN, Distinguished Name) de acuerdo con el esta´ndar X.500
o un nombre alternativo como una direccio´n de correo electro´nico o una
entrada de DNS [15][16].
Clave pu´blica del sujeto junto con el identificador del algoritmo usado
para generar la pareja de claves.
Algoritmo usado para firmar el certificado.
Hash de la firma digital.
Firma digital del certificado.
A continuacio´n, se muestra un ejemplo de un certificado X.509 v3, emitido
por Andre´s Mar´ın a Lasso IdP, el cual se trata de un Proveedor de Identidad del
que se hablara´ ma´s adelante en los cap´ıtulos 3 y 4. La clave pu´blica es una clave
RSA de 2048 (mo´dulo y exponente pu´blico) y la firma ha sido creada con un
resumen digital MD5 de la primera parte del certificado y cifra´ndola con la clave
privada RSA de Andre´s Mar´ın. El taman˜o del certificado es aproximadamente 2
KB. El certificado de Andre´s Mar´ın es un certificado ra´ız, es decir, un certificado





Serial Number: 12 (0xc)
Signature Algorithm: md5WithRSAEncryption
Issuer: C=ES, ST=Madrid, O=IT-UC3M, CN=Andres Marin
Validity
Not Before: Jun 17 08:42:39 2009 GMT
Not After : Jun 17 08:42:39 2010 GMT
Subject: C=ES, ST=Madrid, O=IT-UC3M, CN=Lasso IdP, CN=idp.gast.it.uc3m.es
Subject Public Key Info:
Public Key Algorithm: rsaEncryption

























Digital Signature, Non Repudiation, Key Encipherment
Netscape Comment:
OpenSSL Generated Certificate
X509v3 Subject Key Identifier:
9C:C5:17:CF:A0:8D:73:97:E1:25:AA:7C:4B:1B:2B:8C:62:CF:05:07




















2.2.2.2. Arquitectura de PKI X.509
Una infraestructura de clave pu´blica permite que la tecnolog´ıa de clave pu´blica
se pueda implantar de un modo extenso. Esto se consigue mediante la administra-
cio´n de los certificados de claves pu´blicas de una PKI, lo cual, permite establecer
y mantener un entorno de red seguro, de tal manera, que se permite el uso de
servicios de cifrado y de firma digital en un gran nu´mero de aplicaciones.
En entornos reales, en especial aquellos en los que intervienen una gran va-
riedad de empresas y comunidades de usuarios que trabajan de forma conjunta,
surge el problema de co´mo estructurar las relaciones entre las entidades de los
diversos dominios involucrados.
En la figura 2.1 se muestran los componentes ma´s habituales de una infraes-
tructura de clave pu´blica, que son los siguientes:
Autoridad de Certificacio´n (en ingle´s Certificate Authority, CA).
Es la responsable de emitir y revocar certificados. La Autoridad de Certifi-
cacio´n es una entidad de confianza que proporciona legitimidad a la relacio´n
existente entre una clave pu´blica y la identidad de un usuario o servicio.
Para que una entidad o individuo puedan llevar a a cabo estas tareas, de-
ben acreditarse, lo cual les permitira´ ser reconocidos por otras personas,
comunidades, empresas o pa´ıses y que su firma tenga validez. Por ejemplo,
una empresa u organizacio´n puede distribuir sus propios certificados ra´ız de
confianza a todos los empleados, de manera que ellos puedan usar el sistema
de infraestructura de clave pu´blica de la compan˜´ıa.
Autoridad de Registro (en ingle´s Registration Authority, RA). Es
la responsable de verificar la relacio´n entre la clave pu´blica contenida en un
certificado y la identidad de su titular.
Repositorios. Son los sistema o conjunto de sistemas distribuidos que al-
macenan los certificados y las listas de revocacio´n de certificados (en ingle´s
Certificate Revocation List o CRL). En una CLR se incluyen todos aquellos
certificados que por algu´n motivo han dejado de ser va´lidos antes de la fecha
establecida dentro del mismo certificado.
Los repositorios pueden ser centralizados o estar distribuidos para evitar los
cuellos de botella. Estos pueden ser un directorio (LDAP, Lightweight Di-
rectory Access Protocol) [17] o una base de datos que puede estar disponible
pu´blicamente o ser privada a una organizacio´n.
13
Usuarios. Son aquellos que poseen un par de claves, pu´blica y privada, y un
certificado asociado a su clave pu´blica. Utilizan un conjunto de aplicaciones
que hacen uso de la tecnolog´ıa PKI (para validar firmar digitales, cifrar
documentos para otros usuarios, etc.)
Certificados. En la seccio´n anterior se explico´ con detalle su funcionamien-
to y estructura. Recordemos que contienen la identidad de un usuario y su
clave pu´blica.
Figura 2.1: Infraestructura PKI
2.2.3. Firma XML
El esta´ndar de firma XML [18] [19](en ingle´s XML Signature) define el formato
a utilizar para firmar digitalmente un documento, o partes de un documento XML
en el origen, as´ı como para verificar la firma en el destino. De esta forma, XML
Signature asegura la integridad de partes de documentos XML transportados.
Adema´s, proporciona la autenticacio´n de mensajes o servicios de autenticacio´n
de firma para datos de cualquier tipo, tanto si se encuentra en el XML que incluye
la firma o en cualquier otra parte. Este esta´ndar es aplicable a cualquier contenido
digital y e´ste, representa un sistema que a trave´s de una firma digital permite
ofrecer autenticidad de los datos. Con la firma digital se confirma la identidad del
emisor, la autenticidad del mensaje y su integridad, adema´s de que los mensajes
no sera´n repudiados.
La novedad que introduce la firma XML es la posibilidad de firmar so´lo las
partes espec´ıficas de un documento XML. Esta propiedad puede resultar intere-
sante, por ejemplo, cuando un documento es creado y firmado por diferentes
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personas en distintos instantes de tiempo y cada una ellas firma digitalmente la
informacio´n que es relevante. Esta flexibilidad permite adema´s, garantizar la in-
tegridad de ciertas partes de un documento XML, dejando abierta la posibilidad
de que otras partes del documento se puedan modificar. Si se considera el caso de
que dicho documento se firmara completamente, el problema que se producir´ıa
ser´ıa que cualquier modificacio´n desde ese punto en adelante, invalidar´ıa la firma
digital original.
Otra de las ventajas que ofrece el esta´ndar de firma XML es que se puede
firmar ma´s de un tipo de recurso. Por ejemplo, una sola firma XML podr´ıa abarcar
los datos de caracteres codificados (HTML), los datos codificados en binario (un
archivo JPG), los datos codificados en XML, y una seccio´n espec´ıfica de un archivo
XML. En el esta´ndar se definen tambie´n etiquetas por ejemplo, para definir el
recurso a firmar, para llevar a cabo la gestio´n del recurso que se va a firmar, para























Se pueden identificar las distintas partes de la que consta un documento XML
firmado, definidas por ciertas etiquetas. La etiqueta Signature encapsula la firma
digital. E´sta consta de tres elementos: SignedInfo, SignatureValue y KeyInfo.
El elemento SignedInfo contiene informacio´n acerca de co´mo crear y validar la
firma. Adema´s, en este elemento se pueden apreciar dos algoritmos. El primero
esta´ encapsulado dentro de la etiqueta <CanonicalizationMethod> y es el algo-
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ritmo que transforma el elemento SignedInfo antes de hacer la firma digital. El
segundo algoritmo se encapsula dentro de la etiqueta <SignatureMethod> y es
el algoritmo que se utiliza para realizar el ca´lculo del valor de la firma digital.
En el elemento SignedInfo se incluyen las referencias a los objetos que se van
a firmar, por medio de la etiqueta <Reference>, la cual a su vez, contiene los
elementos <DigestMethod> y <DigestValue>. Para llevar a cabo la validacio´n de
una firma, es necesario realizar dos pasos: la validacio´n de la firma y la validacio´n
de los resultados de las referencias.
Otro elemento a resaltar, es el <SignatureValue>, que contiene el resultado
de la firma digital que se ha aplicado sobre un elemento de tipo SignedInfo. El
resultado de esta firma esta´ codificado y contiene un atributo que es u´nico con el
que se identificara´ la firma en procesos posteriores de validacio´n.
En el ejemplo, se pueden observar otros elementos como <KeyInfo> y
<KeyValue>, cuyo cara´cter es opcional e indican la clave que debe utilizarse para
validar la firma.
El receptor de este documento firmado debe ser capaz de verificar la firma
del certificado digital, as´ı como validar el certificado que corresponde con la clave
privada del emisor del documento para generar la firma digital. La validacio´n
de una firma XML requiere que los datos que se firmaron sean accesibles. El
documento XML se firma por lo general indicando la ubicacio´n de la firma en el
objeto original.
2.3. Gestio´n de Identidad Federada
El objetivo principal de la gestio´n de identidad federada es permitir que iden-
tidades y atributos de entidades sean compartidos a trave´s de distintos dominios
de confianza segu´n las pol´ıticas establecidas. Estas pol´ıticas especifican aspectos
tales como, formatos, opciones, requisitos de privacidad y confianza. Los sistemas
de gestio´n de identidad que se analizan a lo largo de esta seccio´n, necesitan una
infraestructura de autenticacio´n, como por ejemplo, PKI o Kerberos. Tambie´n
requieren una infraestructura de gestio´n de privilegios para ofrecer servicios de
autorizacio´n.
Las distintas especificaciones de gestio´n de identidad, surgen como respuesta
a la necesidad de separar las tareas de povisio´n de servicios de aque´llas dedicadas
a la gestio´n de identidad , de tal manera, que se pueda simplificar la gestio´n
de identificadores, credenciales, atributos, etc., y con ello, se pueda ofrecer al
usuario una experiencia satisfactoria cuando interactu´e con distintos dominios
administrativos.
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2.3.1. Security Assertion Markup Language (SAML)
SAML es un marco de trabajo que permite expresar asertos acerca de la iden-
tidad, los atributos y las autorizaciones de un sujeto con el objetivo de facilitar las
relaciones entre distintas empresas, as´ı como las relaciones de e´stas con sus usua-
rios. Este marco de trabajo permite a las compan˜´ıas crear identidades federadas,
lo cual les facilita las tareas de gestio´n de perfiles, autenticacio´n y autorizacio´n de
usuarios. El caso t´ıpico de uso es el de Single-Sign-On (SSO), que permite a los
usuarios acceder a diversos sitios en la federacio´n con una u´nica autenticacio´n.
Las especificaciones de SAML se basan en el esta´ndar XML, y definen es-
quemas y formatos para los distintos elementos y mensajes. Cabe destacar que
en la actualidad, es el u´nico esta´ndar abierto y es la base de otras especificacio-
nes de federacio´n de identidad como las de Liberty Alliance, que se presenta en
la siguiente seccio´n, y propuso una extensio´n de SAMLv1.0 en su especificacio´n
ID-FF 1.1 en Enero de 2003. En Noviembre de ese mismo an˜o, Liberty lanza
una nueva especificacio´n, ID-FF 1.2 [3] [4], basada en SAMLv1.1. Finalmente, en
marzo de 2005, SAML v2.0 es anunciado como esta´ndar de OASIS y representa la
convergencia de Liberty ID-FF y otras iniciativas de gestio´n de identidad, como
Shibboleth de Internet2 o Web Services Security (WSS)de OASIS.
No obstante, aunque SAML se estandarizo´ en 2005, todav´ıa se continu´an
realizando rectificaciones y nuevas especificaciones (rectificacio´n de Agosto de
2007 “Approved Errata for SAML V2.0 ”, draft de revisio´n te´cnica en Marzo de
2008, etc.).
El esta´ndar SAML define cuatro elementos fundamentales:
Asertos (en ingle´s, Assertions). Los asertos definen las afirmaciones de
seguridad de una entidad dentro de un sistema. Estas afirmaciones pueden
ser de tres tipos: asertos de autenticacio´n, de atributos y de decisiones de
autorizacio´n. Los asertos de autenticacio´n indican que el usuario ha sido
autenticado por alguna aplicacio´n, mientras que los asertos de atributo son
ma´s espec´ıficos e incluyen informacio´n sobre los atributos del usuario (por
ejemplo que un usuario pertenece a un determinado grupo con ma´s pri-
vilegios). Por u´ltimo, encontramos los asertos de decisio´n de autorizacio´n,
ma´s espec´ıficos todav´ıa, que incluyen directamente los privilegios que po-
see un usuario (por ejemplo que un usuario tenga permisos para comprar
cierto producto). Estos asertos y otros componentes del esta´ndar se basan
en XML, lo que permite que puedan ser utilizados en otros contextos. A
continuacio´n se muestra un ejemplo de un aserto de autenticacio´n y de
atributos:
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Protocolos (en ingle´s, Protocols).
SAML define un conjunto de protocolos de solicitud/respuesta que describe
un mecanismo de intercambio automa´tico de asertos. Se definen seis proto-
colos, que se comentan brevemente a continuacio´n:
• Protocolo de peticio´n de autenticacio´n (en ingle´s Authenti-
cation Request Protocol).
Este protocolo se utiliza por ejemplo, cuando un proveedor de servicios
debe autenticar a un usuario. La respuesta a este mensaje de peticio´n
de autenticacio´n debe contener por lo menos un aserto de autenticacio´n
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y puede contener adema´s, uno o varios asertos de atributo y de decisio´n
de autorizacio´n.
• Protocolo de registro u´nico de salida (en ingle´s, Protocol Sin-
gle Logout ).
Este protocolo especifica la manera de realizar un logout simulta´neo
de todas las sesiones asociadas a un determinado usuario. El logout
puede ser iniciado directamente por el usuario, o iniciado por un IdP
o SP debido por ejemplo, a la expiracio´n de la sesio´n por tiempo o por
decisio´n de un administrador.
• Protocolo Assertion Query and Request .
Define un conjunto de consultas por la cuales se pueden obtener asertos
SAML.
• Protocolo de gestio´n de identificadores (en ingle´s Name Iden-
tifier Management Protocol)
Este protocolo define mecanismos para modificar el valor o formato
del identificador utilizado para referirse al usuario. Adema´s, especifica
la forma de terminar una asociacio´n de la identidad del usuario entre
un IdP y un SP.
• Protocolo de mapeo de identificadores (en ingle´s Name Iden-
tifier Mapping Protocol)
Este protocolo define un mecanismo que permite mapear un identifi-
cador de usuario usado entre un IdP y un SP de forma de obtener el
utilizado entre el IdP y otro SP.
• Protocolo Artifact Resolution
Este protocolo permite que se puedan transportar los asertos por re-
ferencia (a esta referencia se le denomina Artifact) en vez de valor. El
protocolo especifica co´mo obtener el aserto dada la referencia.
Bindings.
Los asertos y los protocolos esta´n definidos como un esquema XML. Para
que se puedan utilizar en la pra´ctica, es necesario realizar un mapeo a los
distintos protocolos de transporte utilizados (HTTP-GET, HTTP-POST,
SOAP, etc.). Se definen seis maneras distintas de transportar los mensajes
de los protocolos en otros protocolos esta´ndar.
Perfiles (en ingle´s, Profiles).
Los protocolos y los bindings por s´ı solos no permiten la interoperabilidad
de SAML. Los perfiles definen la secuencia espec´ıfica de mensajes y los
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bindings requeridos en cada caso, para completar cada uno de los casos de
uso definidos en el esta´ndar. Por cada combinacio´n de caso de uso y binding
se pueden obtener variaciones de un mismo perfil. En el esta´ndar se definen
ocho asociaciones distintas de protocolos y transportes espec´ıficos a un caso
de uso/aplicacio´n (Web SSO profile, Attribute profile, etc.).
Existen diversas implementaciones de comerciales y de co´digo abierto de
SAML en distintos lenguajes de programacio´n. Por ejemplo, existen implementa-
ciones [27] en C (ZXID), C++/Java (OpenSAML), Java (OpenSSO), PHP (sim-
pleSAMLphp), Python, etc. SAML tambie´n esta´ soportado en proyectos como
Shibboleth, desarrollado por Internet2 y que se trata de una implementacio´n de
perfiles construida sobre OpenSAML. WS-Security e ID-FF tambie´n lo soportan.
En los siguientes cap´ıtulos de este proyecto se analizara´n ma´s en profundidad
algunas de estas implementaciones.
2.3.1.1. Arquitectura de gestio´n de identidad en SAML
En este apartado se expondra´n brevemente las principales entidades que pue-
den aparecer en un sistema de gestio´n de identidad federada basado en SAML,
as´ı como los distintos papeles que pueden desempen˜ar dichas entidades. Antes
de continuar, cabe aclarar que a lo largo de esta seccio´n se utilizara´ el te´rmino
“entidad SAML” para referirse a un elemento activo de un sistema de red (p.ej.
un proceso, persona o grupo de personas) que incorpora un conjunto de funcio-
nalidades determinadas.
En este tipo de sistemas suelen aparecen como mı´nimo dos entidades con los
roles de Proveedor de Servicios (SP, Service Provider) y Proveedor de Identidad
(IdP, Identity Provider) respectivamente, y un Usuario Final que interactu´a con
dichos proveedores por medio de un agente de usuario.
A continuacio´n se explican brevemente las distintas funciones llevadas a cabo
por cada una de estas entidades:
Proveedor de Servicios (SP).
Se trata de la entidad encargada de proporcionar un determinado servicio
a aquellos usuarios o entidades SAML que conf´ıan en el IdP para llevar
a cabo las tareas de identificacio´n. Este papel lo desempen˜an un tipo de
entidades SAML denominadas Relying Party (RP). Las decisiones tomadas
por un SP se basan en la informacio´n que le ha proporcionado otra entidad
del sistema acerca de un determinado usuario.
Proveedor de Identidad (IdP).
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Se trata de la entidad encargada de emitir, mantener y gestionar la infor-
macio´n de identidad relativa a los usuarios en una federacio´n. Este papel
lo desempen˜an un tipo de entidades SAML denominadas Asserting Party
(AP). El IdP es el que posee la infraestructura de autenticacio´n e implemen-
ta la funcionalidad para llevar a cabo el almacenamiento de credenciales, el
borrado y la recuperacio´n de las mismas por parte del usuario, etc. Adema´s,
los IdPs emiten asertos SAML para que puedan ser utilizados por los SPs
a la hora de tomar decisiones sobre un Usuario Final.
Usuario Final
Se trata de aquel que interacciona con los servicios proporcionados por el
SP y tambie´n, es el sujeto de los asertos emitidos por el IdP. Generalmente,
el Usuario Final accede a los servicios por medio de un agente de usuario
(por ejemplo, el navegador del tele´fono mo´vil para acceder a un servicio
web).
2.3.1.2. Seguridad en SAML
En SAML se definen unas declaraciones de contextos de autenticacio´n y una
serie de clases para ello. El objetivo es poder dar informacio´n adicional acerca del
nivel de confianza en la autenticacio´n, que se deriva directamente de las tecno-
log´ıas, protocolos y procesos que se han utilizado para dicha autenticacio´n. En los
esquemas que se han definido hasta el momento, esta´n considerados pra´cticamente
todos los esquemas de autenticacio´n que se utilizan actualmente, y adema´s cuen-
ta con la ventaja de que el mecanismo es extensible. Algunos de estos contextos
son: main schema, common schema types, IP, IP password, Kerberos, mobile one-
factor contract, mobile one-factor unregistered, mobile two-factor contract, mobile
two-factor unregistered, personal telephony, PGP, password-protected transport,
password, smartcard, smartcard PKI, software PKI, SPKI, SSL certificate, aut-
henticated telephony, time sync token, X.509, XML Signature,etc.
SAML no define cifradores, co´digos de integridad o firmas digitales para au-
tenticar o garantizar la integridad o privacidad de sus mensajes. En SAML se
requiere la preexistencia de una relacio´n de confianza previa entre la parte que
solicita un aserto (RP) y el que lo emite (AP). Esta relacio´n de confianza previa,
normalmente se obtiene por medio del uso de una PKI. En los distintos perfiles,
se recomienda:
utilizar HTTP [23] sobre SSL/TLS (HTTPS), en aquel caso en el que es
necesario garantizar la integridad y confidencialidad de un mensaje.
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utilizar autenticacio´n de ambas partes cliente/servidor de SSL/TLS, en el
caso de que se tenga que enviar una solicitud de un aserto.
utilizar XML, en el caso de que se requiera devolver un aserto, dado que el
mensaje de respuesta debe ir firmado.
2.3.1.3. Federacio´n de identidad en SAML
En SAML se definen mu´ltiples casos de uso [2], a continuacio´n se exponen
algunos de los principales escenarios en federacio´n de identidad:
1. Federacio´n enlazando cuentas fuera de banda (en ingle´s, Federa-
tion via Out-of-Band Account Linking).
Consiste en el establecimiento de identidades federadas de usuarios y la
asociacio´n de dichas identidades a identidades de usuarios locales.
2. Federacio´n por atributos de identidad (en ingle´s, Federation via
Identity Attributes).
En este caso de uso, el IdP define unos atributos que se utilizan a la hora
de enlazar la cuenta utilizada por un usuario en el SP.
3. Federacio´n utilizando pseudo´nimos persistentes (en ingle´s, Fede-
ration via Persistent Pseudonym Identifiers).
Consiste en que un proveedor de identidad federa la identidad del usuario
local con la identidad del usuario en el proveedor de servicios utilizando un
identificador de nombre persistente de SAML.
4. Federacio´n utilizando pseudo´nimos temporales (en ingle´s, Fede-
ration via Transient Pseudonym Identifiers).
En este caso de uso se utilizan identificadores temporales entre el IdP y el
SP, que u´nicamente son va´lidos durante la sesio´n (SSO).
5. Terminacio´n de la federacio´n (en ingle´s, Federation Termination).
En este caso se finaliza una federacio´n existente (sesio´n e identificadores
temporales en caso de haberlos).
En la figura 2.2, se muestra un ejemplo del caso 1, que permite una se-
sio´n SSO a un usuario conocido como John en el proveedor de identidad
airline.example.com y en el proveedor de servicios cars.example.co.uk, me-
diante los siguientes procesos:
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Figura 2.2: Ejemplo de federacio´n de identidad enlazando cuentas fuera de banda
1. John desea iniciar sesio´n en el SP, accede al IdP para autenticarse, y el
IdP le env´ıa un reto de autenticacio´n (de acuerdo con los contextos de
autenticacio´n utilizados por el IdP: contrasen˜a, certificado, etc.).
2. John se autentica con e´xito frente al IdP (por ejemplo enviando sus creden-
ciales).
3. John indica al IdP que quiere acceder a un recurso del SP (por ejemplo
mediante una opcio´n del menu´ del IdP).
4. El IdP env´ıa un formulario HTML a John en el que se incluye la respuesta
SAML (el aserto SAML firmada por el IdP sobre Bob).
5. John env´ıa dicha respuesta SAML al SP.
6. El servicio consumidor de asertos del SP valida la firma del aserto, crea una
nueva sesio´n local (basada en la cuenta local de John) y env´ıa a John una
cookie que identifica la nueva sesio´n. Si conoce el recurso que quer´ıa acceder
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John, puede acompan˜ar la cookie de una redireccio´n para acceder al recurso
solicitado.
7. John solicita el recurso deseado (bien directamente o siguiendo la redirec-
cio´n) y el SP comprueba si John esta´ autorizado para acceder en cuyo caso
permite el acceso.
2.3.2. Liberty Alliance
La iniciativa Liberty Alliance surgio´ en Septiembre de 2001, tras la unio´n
de un consorcio de empresas, proveedores e instituciones con un intere´s comu´n:
proporcionar esta´ndares para gestio´n de identidades federadas.
El modelo de federacio´n de Liberty, proporciona garant´ıas de privacidad y
seguridad, adema´s de un mecanismo abierto y esta´ndar de registro u´nico (el caso
comentado en la seccio´n 2.3.1 de Single Sign-On).
El desarrollo del conjunto de esta´ndares y recomendaciones se ha estructurado
en tres fases:
Fase 1. Identity Federation Framework (ID-FF).
Fase 2. Identity Web Services Framework (ID-WSF).
Fase 3. Identity Services Interface Specifications (ID-SIS).
ID-FF propone el uso de identidad de red federada para solucionar los proble-
mas de identidad de red. ID-WSF se basa en ID-FF para proporcionar un marco
para los servicios web basados en identidad federada. Proporciona los mecanis-
mos necesarios para compartir atributos basados en permisos, descubrimiento de
perfiles y servicio de interaccio´n con el usuario. La especificacio´n incluye el so-
porte de SAML y permite implementar servicios web sobre un entorno esta´ndar
que garantiza la seguridad extremo a extremo en las invocaciones y el env´ıo de
mensaje.
ID-SIS, por su parte, utiliza tanto ID-FF como ID-WSF para proporcionar
servicios de red. ID-SIS especifica interfaces de servicios web de alto nivel que so-
portan casos de uso particulares como perfiles, localizacio´n geogra´fica, presencia,
etc.
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2.3.2.1. Identity Federation Framework (ID-FF)
Identity Federation Framework fue la primera especificacio´n Liberty y defi-
ne los roles de las entidades participantes en un entorno de identidad federada,
as´ı como los protocolos necesarios para llevar a cabo las operaciones de federa-
cio´n de identidades, registro u´nico de entrada (SSO), utilizacio´n de pseudo´nimos
globales y registro u´nico de salida (“Single Logout”).
El concepto de c´ırculo de confianza (en ingle´s, Circle of Trust), aparece como
una de las claves de esta especificacio´n, y se define como, un conjunto de entida-
des (compan˜´ıas, departamentos, administraciones pu´blicas, etc.) que han firmado
un acuerdo de negocio para suministrar una serie de servicios a sus usuarios co-
munes, basado en una relacio´n de confianza entre ellos, en principio a efectos de
la autenticacio´n de dichos usuarios.
En las especificaciones que componen el mo´dulo ID-FF, se refleja la descripcio´n
de la arquitectura[4], protocolos abstractos y los XSD [3] utilizados, las l´ıneas
de implementacio´n recomendadas, la especificacio´n de requisitos obligatorios y
opcionales, etc. Un ejemplo de implementacio´n en co´digo abierto, es Lasso (Liberty
Alliance Single Sign-On)[24], que se trata de una librer´ıa escrita en C y que ofrece
“bindings” para Java, Perl, Python y PHP. Esta librer´ıa soporta Liberty ID-FF
1.2, ID-WSF y SAMLv2 y ha tenido una especial relevancia en el desarrollo de
este proyecto.
Arquitectura En una implementacio´n de Liberty ID-FF, se reutilizan y adap-
tan las definiciones de entidades y roles de SAML que se vieron en el apartado
2.3.1, de tal manera, que se ven involucrados los siguientes elementos:
Principal (o entidad final): Puede ser un usuario individual, un grupo
de individuos, una corporacio´n o un componente de la arquitectura Liberty.
Tambie´n puede tener definida una identidad local con ma´s de un proveedor
y tiene la opcio´n de federar las identidades.
El Proveedor de Servicios (SP): Se trata del equivalente a la “relying
party” en SAML.
Proveedor de Identidad (IdP): Se trata del equivalente a la “asserting
party” en SAML y posee la infraestructura necesaria para ofrecer servicios
de autenticacio´n.
Para ofrecer federacio´n de identidad, los proveedores de servicios y los pro-
veedores de identidad, deben juntarse para formar un dominio de autenticacio´n,
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que debe contener por lo menos un proveedor de identidad y dos proveedores de
servicios. Las organizaciones de un dominio de autenticacio´n, deben acuerdos que
definan sus relaciones dentro de un c´ırculo de confianza.
2.3.3. OpenID
OpenID es un marco para la gestio´n de la identidad digital, que surgio´ en
2005 y se caracteriza por ser descentralizado, abierto y centrado en el usuario.
Su funcionamiento se apoya en tecnolog´ıas de Internet ya existentes y amplia-
mente utilizadas, env´ıa los mensajes sobre el protocolo HTTP, y para reforzar la
seguridad, recomienda el uso de Diffie-Hellman [26] y SSL.
El funcionamiento principal de OpenID se basa en que una identidad pue-
de venir dada bien por una URI o bien, por un XRI, y puede ser verificada
por un servidor que soporte el protocolo. Este protocolo se encarga u´nicamente
de proporcionar una forma de demostrar que alguien es el propietario de cierto
identificador. Adema´s, OpenID soporta SSO, lo cual ofrece la ventaja que se ha
comentado en ocasiones anteriores a lo largo de este cap´ıtulo, de reducir la canti-
dad de credenciales de identidad que deben ser mantenidas por un usuario para
acceder a distintos servicios en Internet. Otro de los objetivos de esta iniciativa, es
que los sitios Web puedan aceptar credenciales de manera sencilla y poco costosa.
El hecho de que OpenID sea descentralizado significa que cualquiera puede
actuar como IdP sin necesidad de registrarse ni de obtener permiso de alguna
organizacio´n o autoridad central. De esta caracter´ıstica, se deriva la ventaja de
que cualquier usuario es libre para elegir un proveedor en el que conf´ıe y que
satisfaga sus necesidades. Tambie´n ofrece servicios de delegacio´n, lo que supone
una gran ventaja para el usuario, al no estar e´ste ligado a un proveedor concreto
sino que puede elegir y cambiar de proveedor siempre que lo desee y sin necesidad
de cambiar de identificador.
Otros de los aspectos que se comentaron al principio de esta seccio´n, es el
cara´cter abierto de OpenID, es decir, su especificacio´n es pu´blica y esta´ basada
en esta´ndares conocidos de Internet y adema´s, esta´ centrado en el usuario. Esta
u´ltima propiedad, permite al usuario controlar su informacio´n y decidir que´ datos
personales deben enviarse cada vez que acceda a un servicio.
Desde su aparicio´n, ha ido incrementando considerablemente el nu´mero de
IdPs y de pa´ginas web que soportan acceso OpenID. Se pueden encontrar im-
plementaciones de co´digo abierto [28] en Java (OpenID4Java, WSO2 OpenID Li-
brary, JOpenID, etc.), en C++ (libopkele), etc. Adema´s, grandes compan˜´ıas como
AOL, Yahoo, Microsoft, VeriSign, Google o IBM han adoptado este sistema. En
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Espan˜a existen varios proveedores de identidad como: openid.es , openid.blogs.es
, miID.es y Movistar OpenID , que es el primer operador mo´vil en lanzar un IdP
OpenID.
Funcionamiento y vulnerabilidades de OpenID
En un sistema de identidad OpenID existen tres elementos fundamentales: un
usuario con un navegador Web, un Consumidor, que ser´ıa el sitio Web que ofrece
el servicio al que desea acceder el usuario, y un Proveedor de Identidad OpenID
(IdP), que se encarga de verificar que un usuario posee un determinado identi-
ficador URI o XRI. Adema´s, el proveedor puede disponer de ciertos elementos
extra de informacio´n de identidad acerca del usuario.
En el flujo de mensajes intercambiado en un dia´logo OpenID, se llevan a cabo
una serie de acciones que se describen a continuacio´n :
1. Un usuario final introduce su identificador en el sitio Web de un consumidor
utilizando el navegador.
2. Se normaliza el identificador presentado por el usuario y el consumidor lleva
a cabo el descubrimiento de la localizacio´n del IdP OpenID utilizado por el
usuario para ser autenticado.
3. Opcionalmente, el consumidor puede establecer una asociacio´n con el pro-
veedor. En este caso, ambas partes intercambian un secreto compartido
siguiendo la especificacio´n de Diffie-Hellman.
4. El consumidor redirige el navegador al IdP por medio de un mensaje de
peticio´n de autenticacio´n.
5. El IdP pide al usuario que se autentique y redirige el navegador de nuevo al
consumidor por medio de un mensaje de respuesta. Adema´s, el consumidor
puede solicitar el env´ıo de cierta informacio´n personal del usuario, pero esta
so´lo sera´ enviada bajo su consentimiento.
6. El consumidor verifica la respuesta recibida del IdP y, en caso de que la
autenticacio´n sea positiva, el usuario tendra´ acceso al servicio.
En el caso de que el usuario ya se haya autenticado previamente, el provee-
dor env´ıa una confirmacio´n al consumidor de manera transparente al usuario sin
necesidad de interaccionar con e´l, proporcionando as´ı la funcionalidad de SSO.
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A pesar de que OpenID ofrece multitud de ventajas en las tareas de gestio´n
de identidad, tambie´n presenta algunas vulnerabilidades, que se comentan bre-
vemente a continuacio´n. No existe un modelo de confianza y ni de seguridad,
sino que el protocolo se basa en el principio que conf´ıa y acepta a todos los que
llegan. A pesar de que para cierto tipo de servicios esto puede ser suficiente, este
mecanismo convierte a OpenID en un sistema con muchas vulnerabilidades para
otras aplicaciones que requieren requisitos ma´s estrictos de seguridad, debido a
que define un formato de mensajes tan sencillo que hace que siempre se revele la
identidad del consumidor al IdP. Otro aspecto que tampoco se trata en profun-
didad en la especificacio´n, es el mecanismo de autenticacio´n que se utiliza para
verificar que un usuario posee una identidad. Por lo tanto, la seguridad de una
conexio´n depende de la confianza que tenga el consumidor en el IdP.
Estas vulnerabilidades hacen que el protocolo sea bastante sensible a ataques
de phishing, debido a que gran parte de la comunicacio´n se basa en redirecciones
del navegador. Para solucionar este problema, se recomienda la utilizacio´n de
plug-ins en el navegador que verifiquen la autenticidad de la URL del servidor de
identidad, el uso del protocolo SSL en todas las interacciones de la comunicacio´n
y adema´s, se ha propuesto una extensio´n, denominada Provider Authentication
Policy Extension (PAPE)[29], que proporciona un mecanismo para que el RP
pueda solicitar al IdP que aplique una determinada pol´ıtica de autenticacio´n
para comprobar la identidad del usuario.
2.3.4. WS-Federation
WS-Federation [30] es una especificacio´n de federacio´n de identidad desarro-
llada por BEA Systems, BMC Software, CA Inc., IBM, Layer 7 Technologies,
Microsoft, Novell y VeriSign, que se encuentra en proceso de estandarizacio´n
dentro de OASIS (WS-FED, documentos de Mayo de 2009 “Web Services Fe-
deration Language (WS-Federation) Version 1.2” [9]). Esta especificacio´n forma
parte del marco de seguridad de Servicios Web WS-* y se describe co´mo utilizar
WS-Trust, WS-Security y WSPolicy, as´ı como la forma de proporcionar seguridad
entre dominios federacio´n. Se definen mecanismos que permiten a distintos reinos
de seguridad negociar la informacio´n sobre las identidades, atributos y asertos de
autenticacio´n y autorizacio´n para controlar el acceso a los recursos.
La arquitectura de WS-Federation separa mecanismos de confianza, formatos
de tokens de seguridad, y el protocolo para obtener dichos tokens.
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Funcionamiento de WS-Federation
En servicios web, la federacio´n permite negociar las identidades y atributos desde
los emisores de tokens de seguridad e identidad hasta los servicios y otras relying
parties sin necesidad de una intervencio´n por parte del usuario, a menos que se
especifique en las pol´ıticas correspondientes. Para ello, es necesario realizar una
configuracio´n inicial de los distintos sistemas implicados, lo cual supone llevar a
cabo un intercambio de metadatos de la federacio´n, que describan la informacio´n
acerca de los servicios federados, de las pol´ıticas que describen los requisitos
comunes de comunicacio´n, y de la negociacio´n de confianza y tokens.
Para establecer un contexto de federacio´n para una entidad, su identidad de-
be ser universalmente aceptada o negociada en una identidad fiable para cada
reino de confianza dentro del contexto de la federacio´n. Este u´ltimo caso, requie-
re realizar un proceso conocido como mapeo de identidades, que consiste en la
conversio´n de una identidad digital en un reino a otra identidad digital va´lida en
otro reino por una parte que conf´ıa en el reino origen y tiene los derechos para
hacer declaraciones en el reino destino o en las cuales e´ste conf´ıa. Las entidades
encargadas de llevar a cabo este mapeo de identidades son un proveedor de iden-
tidad o un STS (Security Token Service), obteniendo los tokens para un servicio
o intercambia´ndolos con un IdP del servicio.
Existen algunas implementaciones de co´digo abierto de esta especificacio´n,
como por ejemplo: OpenWSFed [31], que ha sido desarrollada utilizando com-
ponentes del marco de trabajo OpenSAML 2.0. Sin embargo, el co´digo de esta
librer´ıa se encuentra todav´ıa en proceso de desarrollo y experimentacio´n.
2.4. Protocolo de Acceso Ligero a Directorios
(LDAP)
2.4.1. Introduccio´n
En esta seccio´n se exponen algunas nociones ba´sicas acerca del protocolo
LDAP [32], que permitira´n al lector poder comprender mejor algunos aspectos
de la arquitectura del sistema de gestio´n de identidad desarrollado a lo largo
de este proyecto. LDAP es un protocolo de acceso a directorios sobre TCP/IP.
Un servidor LDAP se utiliza para procesar consultas y actualizaciones de un
directorio de informacio´n LDAP. Este u´ltimo, se trata de un tipo de base de
datos no relacional, que esta´ disen˜ado para realizar lecturas de datos de forma
muy eficiente.
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Generalmente, los datos de un directorio LDAP siguen un modelo de organi-
zacio´n de informacio´n en a´rbol segu´n [14]. Una de las principales ventajas que
ofrece LDAP frente a otras tecnolog´ıas como SQL, por ejemplo, es que aquellos
atributos que por algu´n motivo no se lleguen a utilizar, no ocupan espacio de
almacenamiento en los objetos almacenados.
El protocolo LDAP define el contenido de los mensajes intercambiados entre
un cliente LDAP y un servidor LDAP. Estos mensajes especifican las operacio-
nes solicitadas por el cliente (insertar, borrar, modificar, etc.), las respuestas del
servidor y el formato de los datos transportados en los mensajes.
2.4.2. Funcionamiento y administracio´n de LDAP
Como se ha comentado, el servicio de directorio LDAP se basa en un modelo
cliente-servidor. El funcionamiento ba´sico de este protocolo consiste en que uno o
ma´s servidores contienen los datos que conforman el a´rbol de directorio , el cliente
LDAP se conecta con el servidor LDAP y realiza una consulta. El servidor por
su parte, proporciona al cliente una respuesta a su peticio´n o una indicacio´n de
do´nde puede obtener la informacio´n deseada. Independientemente del servidor
LDAP al que se conecte el cliente, e´ste siempre observara´ la misma vista del
directorio.
A continuacio´n se exponen algunos aspectos relevantes en lo que se refiere a la
administracio´n de LDAP, tales como la definicio´n de te´rminos en la estructura de
a´rbol: creacio´n de entradas, atributos LDAP y el formato de ficheros en LDAP.
Entradas LDAP. El modelo de informacio´n de LDAP se basa en entradas.
Una entrada se define como una coleccio´n de atributos que tienen un Nombre
Distintivo (DN) u´nico y global . El DN se utiliza para referirse a una entrada
de forma un´ıvoca. Cada atributo de una entrada determinada posee un
tipo y uno o ma´s valores. Algunos ejemplos de tipos definidos son “cn”
para referirse al nombre de pila (en ingle´s, common name), o “mail” para
especificar una direccio´n de correo. La sintaxis de los atributos depende del
tipo de atributo.
Atributos LDAP. Los datos del directorio se representan mediante pares
de atributo y su valor. Existen dos tipos de atributos: atributos requeridos y
atributos opcionales. Los primeros, deben estar presentes obligatoriamente
en las entradas que utilicen en la clase de objetos. Los atributos opcionales,
en cambio, pueden no aparecer en dichas entradas. Por ejemplo, en la clase
de objeto person, los atributos cn y sn son obligatorios; mientras que los
atributos description, telephoneNumber y userpassword son opcionales.
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Cada atributo tiene la definicio´n de sintaxis que le corresponde. La defini-
cio´n de sintaxis describe el tipo de informacio´n que proporciona ese atributo.
Las especificaciones relativas a la definicio´n de atributos se recogen en [33].
Objetos LDAP. Una clase de objetos representa la coleccio´n de atributos
que pueden utilizarse para definir una cierta entrada. En el esta´ndar se
especifican cuatro tipos ba´sicos para las clases de objetos, que se comentan
brevemente a continuacio´n:
1. Grupos en el directorio.
2. Emplazamientos, por ejemplo el nombre del pa´ıs y su descripcio´n.
3. Organizaciones que se encuentran en el directorio.
4. Personas que se encuentran en el directorio.
Otro aspecto a destacar, es que una entrada determinada puede pertenecer
a ma´s de una clase de objetos. Por ejemplo, la entrada utilizada para repre-
sentar personas se define mediante la clase de objetos person, pero tambie´n
puede definirse mediante atributos en las clases de objetos inetOrgPerson,
groupOfNames y organization. Adema´s, LDAP tambie´n ofrece la posibilidad
de definir esquemas de clases de objetos propios, que contengan atributos
que se puedan ajustar mejor a las necesidades de una determinada aplica-
cio´n. La estructura de clases de objetos de un servidor LDAP determina la
lista total de atributos requeridos y permitidos para una entrada concreta.
LDIF (LDAP Data Interchange Format). Se trata de un tipo de
fichero (normalmente un fichero ASCII) que especifica el formato de inter-
cambio de LDAP. Un fichero LDIF almacena informacio´n en jerarqu´ıas de
entradas. Generalmente, se utiliza para importar y exportar informacio´n de
directorios entre servidores de directorios basados en LDAP, o para describir
una serie de cambios que se deben aplicar a dicho directorio. A continua-
cio´n, se muestra un ejemplo de una entrada para describir una cuenta de
usuario en un servidor:
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Como se puede observar, el tipo de objeto utilizado para crear esta cuenta
es posixAccount, que posee como atributos obligatorios cn y uid, los cuales pro-
porcionan el nombre del usuario y un identificador. Adema´s, este tipo de objeto
dispone de atributos opcionales que permiten ofrecer ma´s informacio´n acerca de
la cuenta creada, como por ejemplo, la contrasen˜a de acceso, la ubicacio´n del
directorio de dicha cuenta, etc.
2.4.3. Seguridad y control de acceso
El protocolo LDAP cuenta con un complejo nivel de instancias de control
de acceso. Adema´s, presenta la ventaja de que el acceso puede ser controlado
desde el lado del servidor, lo cual resulta ma´s seguro que realizar dicho control
desde el lado del cliente. El sistema de control de acceso ofrecido permite indicar
a que´ recurso se da acceso, quie´n(es) tiene(n) acceso a ese recurso, as´ı como
que´ tipo de acceso (lectura,escritura,etc.) se tiene. Esta propiedad resulta de gran
utilidad, pues habra´ casos en los que cierta parte de la informacio´n almacenada en
el directorio pueda ser le´ıda por todos usuarios y sin embargo; en otros casos, esta
informacio´n so´lo pueda ser accesible o modificable por un usuario con permisos
de administrador.
Para acceder a un servicio LDAP, el cliente LDAP primero debe autenticarse
en dicho servicio. Si el cliente se autentica correctamente y realiza una solicitud,
el servidor comprueba si e´ste dispone de los permisos necesarios para realizar
su peticio´n. El esta´ndar LDAP especifica formas para que los clientes pueden
realizar la autenticacio´n LDAP a servidores LDAP en la RFC 2251 [17] y la RFC
2829 [34]. E´stas se tratan en general en las secciones de autenticacio´n LDAP y
mecanismos de autenticacio´n. Algunos de los mecanismos de autenticacio´n que
soporta LDAPv3 son: autenticacio´n ano´nima, autenticacio´n simple (contrasen˜a
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en texto claro), Kerberos y SASL (Simple Authentication and Security Layer)[35].
E´ste u´ltimo, es un esta´ndar que separa los mecanismos de autenticacio´n de los
protocolos de la aplicacio´n, de tal forma que, cualquier protocolo de aplicacio´n
que use SASL, puede utilizar cualquier mecanismo de autenticacio´n soportado
por SASL. Mediante SASL so´lo se maneja la autenticacio´n, se requieren otros
mecanismos, como por ejemplo TLS, para cifrar el contenido que se transfiere.
Un mecanismo SASL se modela como una sucesio´n de retos y respuestas.
Otro aspecto de seguridad que tambie´n permite LDAP, es la transmisio´n de
solicitudes y respuestas a trave´s de SSL entre el cliente y el servidor. Esta opcio´n
puede resultar u´til por ejemplo, para enviar y recibir los atributos que contienen
informacio´n confidencial (contrasen˜as, claves, etc.).
2.5. Lenguajes de programacio´n utilizados
En el desarrollo de este proyecto se han empleado diversos lenguajes de pro-
gramacio´n, en especial aquellos orientados al desarrollo de servicios web. A lo
largo de esta seccio´n se expondra´n los aspectos principales y las caracter´ısticas
de dichos lenguajes.
2.5.1. Python
Python [36] es un lenguaje de programacio´n de alto nivel que en los u´ltimos
an˜os ha ganado una gran popularidad entre los desarrolladores web. Este lenguaje
se caracteriza principalmente por definir una sintaxis muy sencilla y legible, a la
vez que consigue tener una “elasticidad” perfecta para la web.
Es comparado habitualmente con otros lenguajes como TCL, Perl, Java y
Ruby. En la actualidad, Python se desarrolla como un producto de co´digo abierto,
administrado por Python Software Foundation 1. La u´ltima versio´n estable de este
lenguaje es la 3.1.1.
Existen versiones disponibles de Python en mu´ltiples platataformas (Linux,
Windows, Macintosh, Solaris, etc). Originalmente se desarrollo´ para Unix, aun-
que cualquier sistema es compatible con el lenguaje siempre y cuando exista un
inte´rprete programado para e´l.
Python permite dividir el programa en mo´dulos reutilizables desde otros pro-
gramas Python. Adema´s, incluye mo´dulos que proporcionan E/S de ficheros, lla-
madas al sistema, sockets y e interfaces gra´ficas con el usuario.
1http://www.python.org/psf/
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Otras caracter´ısticas interesantes, son sus tipos completamente dina´micos, que
junto a la administracio´n automa´tica de memoria, permite realizar programas sin
necesidad de realizar tareas de tan bajo nivel.
Por otra parte, soporta el modelo orientado a objetos, al igual que otros len-
guajes conocidos como Java, C++, etc; pero tambie´n permite seguir un modelo
de programacio´n estructurada (como C). Presenta la ventaja de que no requie-
re compilacio´n, sino que cualquier script en texto plano puede ser directamente
“ejecutado” por el inte´rprete.
Adema´s, uno de los principales objetivos del disen˜o de este lenguaje es la sen-
cillez de extensio´n. Se pueden escribir fa´cilmente nuevos mo´dulos en C o C++.
Python puede utilizarse como un lenguaje de extensio´n para mo´dulos y aplicacio-
nes que necesitan de una interfaz programable. Adema´s, los programas escritos
en este lenguaje son normalmente mucho ma´s cortos que sus equivalentes en C o
C++, por varios motivos, que se enumeran a continuacio´n:
Los tipos de datos de alto nivel permiten expresar operaciones complejas
en una sola sentencia.
No es necesario declarar los argumentos ni las variables.
Una de las caracter´ısticas sinta´cticas ma´s distintivas de Python, es que uti-
liza como delimitadores los espacios en blanco. Un bloque es delimitado
dependiendo co´mo se indenten las l´ıneas, a diferencia de muchos otros len-
guajes de programacio´n que suelen utilizar llaves para llevar a cabo este
cometido.
Otra ventaja de Python a destacar, es la cantidad de alternativas que ofrece
para el desarrollo de aplicaciones web. Existen servidores de aplicaciones com-
plejos y ligeros, plantillas para el desarrollo web y la posibilidad de usar python
embebido en un documento html. Debido a ello, este lenguaje cada vez esta´ to-
mando mayor protagonismo en la web. Sus comienzos fueron ejecutando scripts
individuales sobre el servidor Apache a trave´s del mo´dulo mod-python, hasta
llegar a los “frameworks” actuales.
En este punto, es importante resaltar que el mo´dulo mod-python ha tenido
una especial relevancia para el desarrollo de este proyecto, debido a que gran
parte del co´digo de una de las entidades de la plataforma de gestio´n de identidad
esta´ escrito en este lenguaje. Por lo que se explica brevemente a continuacio´n en
que´ consiste.
Mod python es un mo´dulo de Apache que introduce el inte´rprete de Python
en el servidor. E´ste permite ejecutar directamente el co´digo escrito en Python en
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Apache, de modo que elimina la necesidad de llamar a procesos externos o ejecutar
un servidor adicional. Adema´s, se trata de una interfaz para un subconjunto del
API de Apache, de modo que ofrece la posibilidad de llamar a funciones internas
de Apache desde Python.
Para finalizar, el hecho de que importantes compan˜´ıas como Google utilicen
Python para desarrollar aplicaciones como Google Docs o de que el conocido
portal de YouTube este´ escrito en su totalidad en este lenguaje, permite mostrar
la especial relevancia de este lenguaje en el desarrollo de servicios web.
2.5.1.1. Quixote
Quixote es un marco de trabajo para el desarrollo de aplicaciones Web en
Python. Se trata de un paquete de co´digo abierto, bajo la misma licencia que
Python. Se basa en un disen˜o simple y flexible, que permite escribir programas
de manera ra´pida y obtener grandes beneficios del amplio nu´mero de mo´dulos
ofrecidos por Python. Las aplicaciones basadas en este “framework” presentan
un rendimiento excelente.
La arquitectura de las aplicaciones basadas en Quixote consiste principalmen-
te, en un conjunto de mo´dulos agrupados en un u´nico directorio. Quixote asigna
una URL a un me´todo de un objeto Python, dicho me´todo se llama con el con-
tenido de una peticio´n HTTP y el resultado se devuelve al cliente.
Quixote se puede conectar a un servidor web de varias maneras:
1. Utilizando un servidor HTTP escrito en Python. Esta opcio´n permite una
mayor facilidad a la hora de realizar la configuracio´n y es bastante adecuada
por ejemplo, para el despliegue de una intranet o de servicios web a pequen˜a
escala.
2. Mediante un un servidor con soporte SCGI. Esta opcio´n permite actuali-
zar el co´digo de la aplicacio´n sin afectar a otras operaciones que se este´n
realizando en el sitio Web y es la que ofrece un mejor rendimiento.
3. A trave´s de un servidor con soporte CGI. Esta opcio´n no es muy recomen-
dable, debido a que es necesario crear un nuevo proceso en cada peticio´n.
Algunas de las ventajas que ofrece este marco de trabajo son:
Se encarga de los detalles de la interfaz con el servidor web, como por
ejemplo, analizar las variables de un formulario.
Tambie´n lleva a cabo el procesamiento de archivos subidos a la aplicacio´n.
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2.5.2. CGI
CGI (en ingle´s, Common Gateway Interface) [37] es un esta´ndar que define un
tipo especial de URL. Debidamente interpretada el servidor arranca el programa
indicado con los para´metros definidos. La primera forma de creacio´n de contenido
dina´mico en pa´ginas web fue a trave´s del mecanismo CGI. Surgio´ como respuesta a
las necesidades dina´micas, interactivas, de control o de recuperacio´n de resultados
de un determinado proceso, que requieren multitud de aplicaciones, dado que los
documentos HTML se caracterizan por ser esta´ticos.
Es un programa que se ejecuta en tiempo real en un servidor web en respuesta
a una solicitud realizada por el navegador de un usuario. Por cada peticio´n,
el servidor ejecuta el programa CGI pasa´ndole los datos de esta solicitud, este
programa escribe el HTML en la salida esta´ndar y el servidor web la env´ıa al
cliente, de tal manera, que los CGI´s permiten la generacio´n dina´mica de co´digo
HTML dentro de una propia pa´gina HTML.
CGI se caracteriza por ser una tecnolog´ıa multiplataforma, compatible con el
99 % de los sistemas operativos, servidores y clientes web. Sin embargo, presenta
la desventaja de que es necesario ejecutar los programas en el servidor, de los
cuales es necesario tener una copia por cliente, pues al tratarse de una pasarela,
no es posible utilizar los recursos compartidos ni tener acceso a un control directo
de la comunicacio´n.
El servidor web puede enviar informacio´n al CGI de varias maneras: a trave´s
de la l´ınea de comandos, de la URL, de la entrada esta´ndar, etc. En este esta´ndar,
se definen tres tipos de variables de entorno:
Variables de entorno espec´ıficas del servidor: Proporcionan in-
formacio´n acerca de las caracter´ısticas del servidor, como por ejemplo,
SERVER_NAME para indicar el nombre del servidor, SERVER_PORT, para indi-
car su puerto, etc.
Variables de entorno espec´ıficas del cliente: Ofrecen informacio´n acer-
ca de las caracter´ısticas del cliente, como por ejemplo, HTTP_USER_AGENT.
Variables de entorno espec´ıficas de la peticio´n: Proporcionan in-
formacio´n sobre la peticio´n recibida, como por ejemplo, CONTENT_LENGTH,
CONTENT_TYPE, QUERY_STRING.
Por u´ltimo, un programa CGI puede estar escrito en cualquier lenguaje que
pueda ser interpretado o compilado. Actualmente, existen multitud de aplica-




Descripcio´n general del sistema
En este cap´ıtulo se pretende proporcionar al lector una visio´n general acerca
de la infraestructura del sistema de gestio´n de identidad desplegado a lo largo del
desarrollo de este proyecto. Se presentan detalles acerca de los requisitos funcio-
nales de nuestro sistema, y las herramientas seleccionadas para proporcionar el
soporte requerido.
Tambie´n se realiza una descripcio´n de la arquitectura y de las funcionalidades
obtenidas de los populares casos de uso de Single-Sign-On y Single-Logout, co-
mentados en el cap´ıtulo 2. Al finalizar este apartado, el lector tendra´ una nocio´n
general del funcionamiento del sistema propuesto, que le permitira´ poder abordar
los cap´ıtulos 4 y 5, en los que se especificara´n detalles ma´s te´cnicos, de configu-
racio´n y a bajo nivel de los distintos elementos que forman parte del sistema de
gestio´n de identidad.
3.1. Requisitos funcionales
El objetivo que se persigue en el presente proyecto es poner en marcha una
infraestructura que nos permita realizar pruebas acerca de la funcionalidad de un
sistema IdM (Identity Management). A continuacio´n se enumeran los principales
requisitos que debe cumplir nuestra plataforma:
El sistema debera´ garantizar de forma robusta los aspectos de seguridad
e identificacio´n ba´sicos. Estos aspectos incluyen: autenticacio´n, integridad,
confidencialidad, no repudio y auditor´ıa. Para ello, debera´ disponer de una
Autoridad de Certificacio´n configurada con las pol´ıticas adecuadas para
emitir certificados a las distintas entidades que participen en la plataforma
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desplegada.
El sistema estara´ basado en las especificaciones de SAML 2.0.
El sistema debera´ realizar una gestio´n de usuarios eficiente.
El sistema contara´ con entidades que desempen˜en los principales roles de-
finidos en las especificaciones de SAML (IdP y SP).
En el sistema se podra´n identificar distintos perfiles para los usuarios. Parti-
cipara´n usuarios finales y usuarios encargados de administrar las entidades
que formen parte del mismo.
De cara a realizar pruebas acerca de las distintas funcionalidades que nos pue-
de proporcionar un sistema de gestio´n de identidad, estudiaremos y verificaremos
la interoperabilidad entre los distintos proveedores que formen parte nuestra pla-
taforma. Para ello, realizaremos pruebas de los perfiles de SSO y SLO con distintos
“bindings” definidos en las especificaciones de SAML.
3.2. Arquitectura
En la figura 3.1 se muestran los distintos elementos que componen la infraes-
tructura del sistema de gestio´n de identidad propuesto. Se pueden distinguir dos
tipos de componentes: entidades y usuarios con diferentes perfiles (administrado-
res y usuarios finales).
Proveedor de Servicios (SP)
Un proveedor de servicios, como se explico´ en la seccio´n 2.3, se trata de
una entidad responsable de proporcionar un determinado servicio a aque-
llos usuarios o entidades que conf´ıan en un proveedor de identidad para
llevar a cabo las tareas de identificacio´n. Nuestra plataforma cuenta con
dos proveedores de servicios, denotados como SP1 y SP2. Un ejemplo de
SP puede ser un servicio de alquiler de coches por Internet o una agencia
de viajes.
Proveedor de Identidad (IdP)
Es una entidad de confianza, responsable de emitir, mantener y gestionar la
informacio´n de identidad relativa a los usuarios en una federacio´n. Posee la
infraestructura de autenticacio´n e implementa la funcionalidad para llevar
a cabo el almacenamiento de credenciales, el borrado y la recuperacio´n de
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Figura 3.1: Arquitectura general del sistema de gestio´n de identidad
las mismas por parte del usuario, etc. Tambie´n se encarga de emitir asertos
para que pueda ser utilizado por el SP a la hora de tomar decisiones sobre
un Usuario Final. Un ejemplo de proveedor de identidad puede ser una
empresa que trabaje conjuntamente con el proveedor de servicios de alquiler
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de coches y la agencia de viajes del ejemplo anterior, en la que ambos
proveedores conf´ıen; o una universidad que gestiona su propio directorio de
cuentas de estudiantes.
Autoridad de Certificacio´n(CA)
Es la entidad de confianza que da legitimidad a la relacio´n de una clave
pu´blica con la identidad de un usuario o servicio. Es la encargada de emitir
certificados al proveedor de identidad (IdP) y los proveedores de servicios
(SPs).
Servidor LDAP
El proveedor de identidad dispone de un servicio de directorio LDAP para
llevar a cabo las tareas de gestio´n de los usuarios registrados.
En lo que se refiere a los distintos tipos de usuarios, podemos identificar
usuarios que desempen˜an tareas de administracio´n de cada una de las entidades
comentadas y usuarios finales:
Usuario Final
Es el que interacciona con los servicios proporcionados por los SPs y tam-
bie´n, es el sujeto de los asertos emitidos por el IdP. El Usuario Final puede
acceder a los servicios por medio de un agente de usuario como por ejemplo,
el navegador de un tele´fono mo´vil para acceder a un servicio web.
Usuario Administrador del SP
Es el encargado de realizar las tareas de configuracio´n y mantenimiento del
SP. Genera sus metadatos para que el IdP y el SP pueden tener acceso
a ellos. Configura tambie´n los metadatos de otras entidades que quieran
establecer una relacio´n de confianza con el SP, de modo que e´stas resulten
conocidas.
Usuario Administrador del IdP
Es el encargado de realizar las tareas de configuracio´n y mantenimiento del
IdP. Genera sus metadatos para que los SPs pueden tener acceso a ellos.
Configura tambie´n los metadatos de otras entidades que quieran establecer
una relacio´n de confianza con el IdP, de modo que e´stas resulten conocidas.
Tambie´n se encarga de tareas relacionadas con la gestio´n de usuarios, en
las que colabora con el Administrador de LDAP.
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Usuario Administrador de LDAP
Es el responsable de la configuracio´n y el mantenimiento del servidor LDAP.
Se encarga de dar de alta o de baja a los usuarios del sistema, cuando se
lo comunica el Administrador del IdP. Tambie´n permite al IdP autenticar
a los usuarios que acceden a los distintos servicios.
Usuario Administrador de la CA
Es el encargado de configurar la CA con las pol´ıticas adecuadas. Genera
certificados digitales para los SPs y el IdP cuando lo solicitan sus respectivos
administradores.
Figura 3.2: Mo´dulos principales del sistema de gestio´n de identidad
Para finalizar esta seccio´n, en el diagrama de la Figura 3.2 se detallan los
distintos bloques que constituyen los principales elementos del sistema de gestio´n
de identidad: el IdP y los SPs, as´ı como la relacio´n entre los mismos. Aunque
cada uno de estos bloques sera´ explicado detalladamente, la siguiente descripcio´n
permite obtener una idea ba´sica acerca de su funcio´n dentro del conjunto.
Mo´dulo Apache Web Server : Ambas entidades ofrecen sus servicios
a trave´s de un servidor web con soporte SSL. Para que el servidor pue-
da proporcionar pa´ginas web seguras con el protocolo HTTPS, requiere un
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certificado. Este certificado permite que el servidor pueda utilizar cifrado
asime´trico para intercambiar claves de cifrado con los clientes, antes de
iniciar una transmisio´n segura de informacio´n. Para la generacio´n de este
certificado utiliza el mo´dulo Cryptographic Libraries . Adema´s, este ser-
vidor nos permite ofrecer pa´ginas web con contenido esta´tico y contenido
dina´mico a trave´s de CGI, Python y el paquete Quixote.
Mo´dulo Cryptographic Libraries : Es un conjunto de librer´ıas crip-
togra´ficas que ofrecen varias funcionalidades:
• La generacio´n de certificados para los servidores web.
• La comunicacio´n con el mo´dulo IdM Library para las tareas de ci-
frado/descifrado, validacio´n/firma de los mensajes intercambiados en
el dia´logo SAML entre el IdP y los SPs. Tambie´n contribuye en la
generacio´n de metadatos para estas entidades.
Mo´dulo IdM Library : Ofrece la funcionalidad principal del SP o el IdP.
Proporciona el soporte necesario de los cuatro elementos principales defini-
dos en SAML: asertos, protocolos, “bindings” y perfiles. Se comunica con
los mo´dulos Metadata Management , para almacenar los metadatos de
los proveedores con los que el IdP o el SP ha establecido una relacio´n de
confianza; y con el mo´dulo Session Management para almacenar iden-
tificadores y datos de sesio´n de usuarios que acceden al IdP o los SPs. Esta
informacio´n es almacenada en un sistema de ficheros (File system). En el
caso del IdP, se puede observar que IdM Library se apoya adema´s, en el
mo´dulo User Management , para autenticar a los usuarios que acceden
a sus servicios a trave´s de un directorio LDAP.
Por u´ltimo, en la Figura 3.2, tambie´n se puede observar que la interaccio´n
del usuario con el IdP y los SPs se lleva a cabo a trave´s de un agente de usuario
(User Agent), que en este caso se trata de un navegador web.
3.3. Seleccio´n del entorno
En esta seccio´n exponemos las principales caracter´ısticas de las distintas he-
rramientas seleccionadas, con el fin de cumplir requisitos identificados en 3.1. Se
ha llevado a cabo un estudio de distintas implementaciones de co´digo libre que
existen de las especificaciones SAML teniendo en cuenta aspectos de: funcionali-
dad implementada, versiones de los protocolos soportados, la integracio´n con el
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sistema subyacente de gestio´n de certificados, la complejidad, la disponibilidad
para diferentes distribuciones Linux, etc. En las siguientes secciones se exponen
los principales aspectos de las librer´ıas e implementaciones estudiadas.
3.3.1. Lasso
Lasso [24](Liberty Alliance Single Sign-On) es una librer´ıa implementada en
C, desarrollada por una compan˜´ıa francesa llamada Entrouvert, con “bindings”
para distintos lenguajes como Java, Perl, Python y PHP. Esta librer´ıa primero
implemento´ Liberty ID-FF 1.2 pero ma´s tarde an˜adio´ soporte para ID-WSF y
SAMLv2. El soporte que tiene de los esta´ndares es muy alto.
3.3.2. OpenSAML
OpenSAML [38] ha sido desarrollado por Internet2[6] como una librer´ıa para
C++ y Java. Esta´ librer´ıa implementa las versiones 1.1 y 2.0 de SAML, sopor-
tando los asertos, protocolos y “bindings”, pero no los perfiles.
OpenSAML es una librer´ıa de co´digo abierto que puede ser compilada con
un compilador C++, Java o instalada desde paquetes binarios en las plataformas







cxxtest (opcional, para soporte de la unidad de pruebas)
Entre las principales ventajas de OpenSAML podemos mencionar la cobertura
del esta´ndar, y las bibliotecas que ofrece: OpenWS y XMLToolingLibrary. OpenWS
facilita en gran medida el trabajo con Servicios Web a bajo nivel, incluyendo el
procesamiento de mensajes SOAP, clientes independientes del transporte para
conectar a Servicios Web, y diversos transportes para dichos clientes. XMLTooling
permite trabajar con fragmentos XML como si fueran Java Beans, al estilo de
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JAXB, XMLBeans, o XStream (utilizado en XMPP). La ventaja fundamental de
XMLTooling es el soporte de firma y cifrado XML.
3.3.3. Zxid
Zxid[22] principalmente implementa un Proveedor de Servicios basado
SAMLv2. Es producto es de co´digo abierto y esta´ implementado en C, pero
soporta Perl, PHP, y Java mediante SWIG. Adema´s, soporta otros protocolos
como ID-FF, ID-WSF y WS-Fed.
3.3.4. Authentic
Authentic [39] es una implementacio´n de co´digo abierto de un Proveedor de
Identidad, conforme a las especificaciones de los esta´ndares de Liberty Alliance
(ID-FF 1.2 y ID-WSF) y SAMLv2. Utiliza la biblioteca de Lasso y esta´ certificado
por el consorcio Liberty Alliance. Adema´s, esta´ recomendado por Zxid para ser
interoperable con su SP.
3.3.5. Shibboleth
Shibboleth[7] es una implementacio´n de perfiles construida sobre OpenSAML.
Ha sido desarrollado por Internet2, incluye un IdP desarrollado en Java y un SP
desarrollado como un mo´dulo C++ para Apache. La versio´n 1.3 de Shibboleth
implementa un IdP y un SP de acuerdo con la especificacio´n SAML V1.1 y la
versio´n 2.0 de acuerdo con SAML V2.0.
La tabla 3.1 muestra una comparativa entre las distintas librer´ıas e implemen-
taciones presentadas, en la cual se evalu´an aspectos tales, como su complejidad
de uso, soporte de esta´ndares, documentacio´n que ofrecen, etc.
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Proporciona una alta cobertu-
ra de las especificaciones ID-
FF 1.2, ID-WSF y SAMLv2.
Soporta asertos, protocolos y
“bindings” y perfiles.
Esta´ bien documentada.
Ofrece un API de referencia
de los principales me´todos
y estructuras, gu´ıas de
configuracio´n e instalacio´n,
adema´s de ejemplos de
(W)SPs e IdPs. Tambie´n
proporciona demos para
probar los servicios oferta-
dos. Cuenta con una lista
de correo para dar soporte a
usuarios no de pago. An˜ade




Esta´ escrita en C, pero per-
mite trabajar tambie´n con
otros lenguajes, como Ja-
va, Perl, Python y PHP.
Esta´ recomendada por Zxid
para ser interoperable con
sus productos.
OpenSAML
Muy alta. La versio´n
de C++ incluye un
total de 802 ficheros
y la versio´n de Java
cuenta con 16 biblio-
tecas , 46 paquetes,
1281 clases, 20 fiche-
ros XML, 40 esque-
mas. Adema´s, contie-
ne en su parte de vali-
dacio´n y pruebas 308
clases y 327 ficheros
XML.
Implementa versiones 1.1 y
2.0 de SAML. Soporta aser-
tos, protocolos y “bindings”,
pero no perfiles.
Esta´ muy bien documenta-
da. Proporciona APIs de sus
clases Java/C++. Manua-
les de usuarios y desarrolla-
dores. Tambie´n cuenta con
manuales de instalacio´n pa-
ra sus dependencias exter-
nas y dispone de una lista
de correo para proporcionar
soporte a usuarios no de pa-
go




un total de 297 fiche-
ros C.
Soporta las versiones 1.1 y 2.0
de SAML y cubre parcialmen-
te las especificaciones de Li-
berty ID-FF 1.2 y las versio-
nes 1.1 y 2.0 de Liberty ID-
WSF. Del que mayor cobertu-
ra presenta es de SAML 2.0.
Proporciona un SP en varios
lenguajes (C, Java y PHP).
Soporta asertos, protocolos,
“bindings” y periles SAML.
Roles IdP, Servidor de Des-
cubrimiento y WSP no imple-
mentados.
Facilita documentacio´n pa-
ra instalacio´n y configura-
cio´n del SP. Ofrece APIs de
referencia para los distintos
esta´ndares.
Es una implementacio´n en
C, pero permite trabajar
con otros lenguajes como
Perl, PHP, y Java median-
te SWIG. Recomienda Aut-
hentic como IdP interopera-
ble con su SP.
continua en la siguiente pa´gina
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Complejidad Soporte Documentacio´n Otras observaciones
Authentic
Media. Incluye un to-
tal de 61 ficheros es-
critos en Python.
Soporta esta´ndares ID-FF
1.2, ID-WSF y SAMLv2.
Es un IdP basado en Lasso.
Permite posibilidad de emitir
asertos de autenticacio´n,
autorizacio´n y atributos.
Soporta gestio´n de usuarios
en sistema de ficheros, LDAP
y PostgreSQL y permite
habilitar servidor proxy para
trabajar con otros IdPs.
Dispone de interfaz gra´fica de
configuracio´n.
Esta´ bien documentado.
Ofrece un manual de
instalacio´n y configuracio´n.
Tambie´n dispone de una
demo. Hay una lista
de correo, propia para
Authentic, adema´s de la de
Lasso, para dar soporte a
usuarios no de pago.
Esta´ escrito en Python, pero
es compatible con otros len-
guajes como C, Java, PHP
y Perl. Recomendado por
Zxid.
Shibboleth
Media-alta Soporta las versiones 1.1 y
2.0 de SAML. Implementa-
cio´n de perfiles basada en
OpenSAML. Ofrece IdP en
Java y SP en C++.
Esta´ bien documentado. Fa-
cilita manuales de instala-
cio´n del IdP y el SP. Tie-
ne un API pu´blico de clases
para el IdP. Informacio´n del
proyecto Shibboleth, especi-
ficaciones te´cnicas, demos-
traciones, etc. Cuenta tam-
bie´n con una lista de correo





Tabla 3.1: Tabla comparativa de librer´ıas e implementaciones de co´digo abierto
de SAML/Liberty
En esta tabla, se puede observar que en general todas las librer´ıas e imple-
mentaciones analizadas presentan un nivel de documentacio´n bastante aceptable.
Por lo que si nos fijamos en el resto de caracter´ısticas, se puede observar que
tanto OpenSAML como Shibboleth, soportan u´nicamente las especificaciones de
SAML, aunque hay que resaltar que la cobertura del esta´ndar es muy amplia. La
librer´ıa Lasso y las implementaciones Zxid y Authentic, ofrecen la posibilidad de
trabajar tambie´n con las especificacio´n de Liberty.
En lo que se refiere a la complejidad, encontramos que OpenSAML presenta la
gran de desventaja de contar con un nu´mero considerable de clases y bibliotecas,
lo cual hace que resulte muy complicada de utilizar. Adema´s, tampoco ofrece
soporte de perfiles SAML. La librer´ıa Lasso en cambio, implementa distintos
perfiles y soporta tambie´n las especificaciones de Liberty en aproximadamente la
mitad de archivos que OpenSAML. Por otro lado, las implementaciones de Zxid y
Authentic nos ofrecen el soporte del SP y el IdP, respectivamente, en un nu´mero
de ficheros razonable.
Por tanto, para la realizacio´n de este proyecto, se han seleccionado dos marcos
de trabajo: ZXID y Lasso. ZXID proporciona el soporte necesario para el SP
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que en la seccio´n 3.2 denotamos como SP1, y Lasso permite desarrollar tanto SPs
como IdPs. Cabe destacar, que el otro proveedor de servicios del sistema, SP2, lo
hemos implementado con ayuda de la librer´ıa Lasso. Los motivos de esta eleccio´n
son los siguientes:
Son implementaciones de co´digo abierto desarrolladas en C/C++.
Soportan las especificaciones SAML 2.0 y Liberty ID-FF e ID-WSF 2. El
hecho de que estos marcos de trabajo proporcionen soporte tambie´n de
esta u´ltima, nos permitira´ realizar pruebas de interoperabilidad con otros
proveedores basados en Liberty Alliance en trabajos futuros.
Ambos marcos de trabajo utilizan como librer´ıa criptogra´fica OpenSSL, lo
cual posibilita una fa´cil integracio´n con otros sistemas como por ejemplo,
OpenCA y extensiones de OpenSSL, puesto que SAML no estandariza todos
los aspectos en la gestio´n de identidad como son, por ejemplo, los mecanis-
mos para el establecimiento y gestio´n de cuentas y privilegios asociados,
autenticacio´n, control de acceso, etc.
Otra de las razones que llevo´ a elegir estos “frameworks”, es que ambos
permiten realizar pruebas de interoperabilidad entre las distintas entidades
de acuerdo con los roles que soportan.
3.3.6. Servicios adicionales
Para disponer de una solucio´n completa desde el punto de vista tecnolo´gico,
los marcos de trabajo seleccionados requieren la instalacio´n y configuracio´n de
servicios adicionales, que se describen a continuacio´n:
Para proporcionar los servicios de autenticacio´n, integridad, confidencia-
lidad y no repudio, el modelo de seguridad del sistema se basara´ en tec-
nolog´ıas de clave pu´blica/privada para la proteccio´n de mensajes a trave´s
de su cifrado, y el esta´ndar X.509 para el intercambio seguro de dichas
claves pu´blicas. Para ello, emplearemos una librer´ıa criptogra´fica llamada
OpenSSL, de co´digo abierto, que nos permitira´ crear nuestra propia Au-
toridad de Certificacio´n y generar certificados digitales.
Los servicios del SP y del IdP se ofrecen a trave´s de un servidor web, por
lo cual sera´ necesaria la instalacio´n de un servidor web capaz de soportar
conexiones HTTPS. Aunque en la documentacio´n de ZXID se recomienda
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utilizar una versio´n simplificada del servidor Apache y ma´s sencilla denomi-
nada mini-httpd, se ha seleccionado el servidor Apache en su versio´n ma´s
reciente (Apache 2.2), debido a las ventajas que e´ste aporta entre las cuales,
cabe destacar:
1. Soporta una gama amplia de funcionalidades.
2. Se puede reutilizar la instalacio´n para crear distintas instancias de SPs
y/o IdPs.
3. Se dispone de gran cantidad de documentacio´n y esta´ soportado por
una gran comunidad de usuarios y desarrolladores.
Por otro lado, para obtener el soporte necesario de otro de los elementos
del sistema, el servidor LDAP, se han seleccionado dos marcos de trabajo:
OpenLDAP [40] y phpLDAPadmin [41]. OpenLDAP es una implemen-
tacio´n de co´digo libre que proporciona el soporte necesario para desarrollar
clientes y servidores LDAP. En lo que se refiere a phpLDAPadmin, es una
herramienta para la administracio´n de servidores LDAP escrito en PHP,
basado en interfaz Web. Los motivos que llevaron a la eleccio´n de estas
herramientas son los siguientes:
• OpenLDAP implementa el protocolo LDAP en su u´ltima versio´n
(LDAPv3) y adema´s, soporta una amplia gama de funcionalidades.
• Dispone tambie´n de gran cantidad de documentacio´n y esta´ soportado
por una gran comunidad de usuarios y desarrolladores.
• PhpLDAPadmin ofrece una vista jera´rquica basada en a´rbol, que per-
mite navegar por toda la estructura de directorio. Adema´s, proporciona
el soporte necesario para ver los esquemas LDAP, realizar bu´squedas,
crear, borrar, copiar y editar entradas LDAP.
• So´lo requiere un servidor Web (en este caso se podra´ reutilizar la ins-
talacio´n y configuracio´n de Apache, realizada para proporcionar ins-
tancias de SPs e IdPs) y PHP con la extensio´n de OpenLDAP.
• Ambos “frameworks” trabajan en varias plataformas de las distintas
distribuciones de Linux y Windows, lo cual permite acceder al servidor
LDAP desde cualquier lugar en Internet usando un navegador Web.
• Al tratarse de un interfaz Web, facilita al administrador del directorio
LDAP tareas como por ejemplo, la introduccio´n de distintas entradas,




El sistema desplegado nos permitira´ realizar pruebas con distintos perfiles de
SAML. En este apartado se realiza una descripcio´n acerca del soporte que nos
proporciona cada entidad SAML de los distintos tipos de asertos, protocolos,
“bindings” y perfiles definidos en este esta´ndar, de los cuales el lector puede
encontrar una breve descripcio´n en la seccio´n 2.3.1 del cap´ıtulo 2.
3.4.1. Funcionalidad del Proveedor de Identidad (IdP)
El proveedor de identidad emite asertos de autenticacio´n y atributos, que
permiten a SP1 y SP2 tomar decisiones acerca de un usuario final. Los asertos de
autenticacio´n permiten informar a los SPs si el usuario ha sido autenticado por el
IdP. Con los asertos de atributos, e´ste puede transmitir informacio´n acerca de los
atributos de un usuario (por ejemplo que un usuario pertenece a un determinado
grupo con ma´s privilegios).
En lo que respecta a los protocolos, esta entidad soporta tres de los principales
definidos en SAML:
Protocolo de peticio´n de autenticacio´n: Mediante este protocolo el IdP
puede mandar respuestas a mensajes de peticio´n de autenticacio´n enviados
por los SPs para autenticar a un usuario. Estas respuestas contienen un
aserto de autenticacio´n y pueden contener uno o varios asertos de atributo.
Protocolo de registro u´nico de salida (en ingle´s, Protocol Single
Logout): Mediante este protocolo el IdP podra´ realizar un cierre de sesio´n
simulta´neo de todas las sesiones asociadas a un determinado usuario.
Protocolo Artifact Resolution : Este protocolo permite al IdP enviar
los asertos por una referencia llamada Artifact.
El proveedor de identidad soporta dos tipos de “bindings”: SOAP y
HTTP-Reditect. Tambie´n nos proporciona la funcionalidad de los perfiles de SSO
web y SLO. Soporta el caso de uso en el que los procesos de inicio y cierre de
sesio´n u´nicos son iniciados por el SP. De modo, que nuestro IdP nos permite
trabajar con los siguientes perfiles descritos en el resumen te´cnico de SAML [2]:
Perfil SSO Web iniciado por el SP: Redirect-POST “binding”.
Perfil SSO Web iniciado por el SP: POST-Artifact “binding”.
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Perfil SLO, SOAP “binding”.
Perfil SLO, Redirect “binding”.
3.4.2. Funcionalidad de los Proveedores de Servicios
(SPs)
Los SPs proporcionan servicios a un usuario final basa´ndose en la informacio´n
proporcionada por el IdP a trave´s de los asertos de autenticacio´n y atributos.
Ambos SPs soportan los siguientes protocolos:
Protocolo de peticio´n de autenticacio´n: Mediante este protocolo los
SPs env´ıan mensajes de peticio´n de autenticacio´n al IdP y obtienen sus
respuestas.
Protocolo de registro u´nico de salida: Este protocolo permite a los SPs
realizar un cierre de sesio´n simulta´neo de todas las sesiones asociadas a un
determinado usuario.
Protocolo Artifact Resolution : Este protocolo permite a los SPs recibir
asertos por referencia del IdP y enviar nuevas solicitudes para obtener los
valores de dichos asertos.
Protocolo de gestio´n de identificadores: El proveedor de servicios do-
natado como SP1 en 3.2, soporta dos tipos de identificadores para referirse
a los usuarios: “transitorios” (transient identifiers o one-time iden-
tifiers) y “persistentes” (persistent identifiers). Los primeros permi-
ten garantizar que cada vez que un usuario accede a un servicio durante una
operacio´n de SSO, el acceso sea ano´nimo. Estos identificadores son creados
para su uso durante una sesio´n y se destruyen al final de la misma. De esta
forma, SP1 no podra´ determinar si un usuario es el mismo que accedio´ an-
teriormente a su servicio basa´ndose so´lo en el identificador federado. Por
otro lado, los identificadores persistentes proporcionan una federacio´n de
tipo permanente, es decir, que se mantiene activa hasta que es borrada de
manera expl´ıcita. En cuanto al proveedor de servicios denatado como SP2,
soporta so´lo identificadores de tipo “transitorios”.
Los proveedores de servicios de nuestra plataforma soportan distintos tipos
de “bindings” definidos en SAML. Ambos ofrecen soporte de los “bindings”:
HTTP-Redirect, HTTP-POST, HTTP-Artifact y SOAP. SP1 dispone de dos tipos
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de “bindings” adicionales: PAOS y HTTP-POST-SimpleSign. Tambie´n nos propor-
cionan la funcionalidad de los perfiles de SSO web y SLO. Y al igual que el IdP,
los SPs soportan el caso de uso en el que estos procesos son iniciados por el SP.
De modo que, ambas entidades nos permite trabajar con los siguientes perfiles y
casos de uso:
Perfil SSO Web iniciado por el SP: Redirect-POST “binding”.
Perfil SSO Web iniciado por el SP: POST-Artifact “binding”.
Perfil SLO, SOAP “binding”.
Federacio´n utilizando identificadores de tipo transitorio (en ingle´s,
Federation via Transient Pseudonym Identifiers): En este caso de
uso se emplea un identificador de cara´cter temporal para realizar la federa-
cio´n entre el IdP y el SP durante la duracio´n de la sesio´n de SSO.
El provedor de servicios SP1 implementa adema´s el perfil SLO : Redirect
“binding” y los siguientes casos de uso:
Federacio´n utilizando identificadores de tipo persistente (en
ingle´s, Federation via Persistent Pseudonym Identifiers): En este
caso de uso, la federacio´n de la identidad del usuario se realiza como parte
del intercambio de mensajes en el procedimiento de SSO. El proveedor de
identidad federa la identidad del usuario en el propio IdP con la identidad
del usuario en el SP, utilizando un identificador SAML de tipo persistente.
Terminacio´n de la federacio´n: Este procedimiento permite indicar que
un identificador persistente que ha sido previamente establecido en un pro-
ceso de federacio´n, dejara´ de ser utilizado. Es decir, se elimina el acuerdo
entre dos proveedores para referirse a un usuario. Sin embargo, cabe resaltar
que este caso de uso no se puede probar en nuestro sistema de gestio´n de
identidad debido a que el IdP no lo soporta.
3.4.3. Otras funcionalidades
Para que los procesos descritos en las secciones anteriores se puedan llevar
a cabo, es necesario establecer una relacio´n de confianza entre el IdP y los
SPs. Dicha relacio´n se consigue a trave´s de metadatos. Los perfiles definidos
en SAML requieren acuerdos entre las entidades del sistema en relacio´n con
los identificadores, “bindings” soportados, certificados, claves, etc. Gracias a
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las especificaciones de metadatatos de la iniciativa mencionada, es posible
describir esta informacio´n de forma estandarizada. En dichos metadatos
se refleja informacio´n acerca de la identidad del proveedor, certificado del
mismo, atributos de autoridad, consumidor de asertos, puntos de decisio´n
de pol´ıticas, etc.
El IdP debera´ poder acceder a los metatados de los SPs, y del mismo modo,
los SP debera´n tener acceso a los metadatos del IdP.
Una vez que la confianza se ha establecido, es necesario un intercambio de
material criptogra´fico: cada entidad (SP e IdP) debe obtener el certificado
de la otra parte, puesto que el dia´logo SAML entre SP e IdP acerca de un
usuario contiene mensajes que llevan firmas digitales y fragmentos cifrados
para garantizar seguridad y privacidad.
Para llevar a cabo la gestio´n de los certificados que figurara´n en los meta-
datos de estas entidades y los certificados de los servidores a trave´s de los
cuales e´stas ofrecera´n sus servicios; se dispone de una autoridad de certifica-
cio´n configurada con las pol´ıticas adecuadas para emitir dichos certificados.
Por otro lado, la gestio´n de usuarios se lleva a cabo de dos formas distintas,
en funcio´n de la entidad. En el caso del IdP, cuenta con un servicio de direc-
torio LDAP para llevar a cabo esta tarea; mientras que los SPs, almacenan
los datos de los usuarios registrados y sus sesiones activas en un sistema de
ficheros. En este punto, cabe resaltar que se contempla como una mejora
futura del proyecto el soporte de LDAP en ambos proveedores de servicios.
3.5. Caso de uso
El sistema de gestio´n de identidad desplegado, por sus caracter´ısticas puede
ser bastante apropiado en entornos corporativos, en los cuales, no tiene sentido
que los usuario se autentiquen ante cada aplicacio´n si ya se han autenticado
inicialmente en el sistema (al iniciar sesio´n en la red corporativa, por ejemplo).
Tambie´n puede resultar muy necesario en organizaciones en las que debido a su
crecimiento, el nu´mero de repositorios de identidad, usuarios y servicios haya
alcanzado un taman˜o lo suficientemente grande como para que sea complicado
continuar cumpliendo con las reglas de negocio, enfocadas a la identidad, de la
organizacio´n sin dedicar excesivas cantidades de recursos a ello.
Adema´s, en Internet se pueden encontrar ejemplos de inicio y cierre de sesio´n
u´nicos para los servicios de una misma empresa, por ejemplo, Google permite
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acceder de forma transparente a sus diferentes servicios (Gmail, Google Calendar,
Google Docs,etc.) mediante una u´nica autenticacio´n por parte del usuario.
En lo que se refiere a los casos de uso de la aplicacio´n, podr´ıamos considerar
dos supuestos: la realizacio´n de SSO y SLO por parte de usuarios sin permisos
de administracio´n; y la realizacio´n de tareas de administracio´n del sistema del
sistema de gestio´n de identidad por parte de usuario que disponga de los permisos
necesarios.
CASO 1:
1. Un usuario sin privilegios de administrador se conecta desde un na-
vegador web con su tele´fono mo´vil a un proveedor de servicios SP1.
El usuario rellena un formulario presentado en la interfaz gra´fica de
SP1, en el cual debe introducir una serie de datos personales (nombre,
apellidos, direccio´n, nu´mero de tele´fono,DNI).
2. El usuario pulsa el boto´n de Login y decide realizar la SSO con el
“binding” HTTP-REDIRECT.
3. El SP1 env´ıa una peticio´n de autenticacio´n al IdP.
4. En caso de que e´sta sea correcta, se redirige al usuario a una interfaz
de login del proveedor de identidad. Si dicha peticio´n no es va´lida, el
motivo se debe a que el proveedor de servicios no tiene establecida una
relacio´n de confianza con el IdP. El administrador del sistema es quien
se encargara´ de resolver el problema.
5. El usuario introduce un nombre de usuario y una clave.
6. Si e´ste esta´ registrado en el servidor LDAP, el IdP es capaz de auten-
ticarlo.
7. El IdP procesa el mensaje de peticio´n enviado por el SP (atributos del
usuario, realiza una verificacio´n de la firma XML) y env´ıa un mensaje
de respuesta de autenticacio´n.
8. El SP procesa el mensaje recibido y en caso de e´xito, almacena en un
sistema de ficheros los datos de sesio´n del usuario y se completa la
SSO.
9. El usuario es redirigido a una pa´gina en la cual se le indica que la SSO
se ha llevado a cabo correctamente y puede realizar un SLO.
10. Si a continuacio´n, el usuario desea conectarse a los servicios de otro pro-
veedor, SP2, cuando pulse el Login, e´ste le dara´ acceso a sus servicios,
sin ser redirigido previamente al IdP para introducir sus credenciales.
Para ello, se lleva a cabo un intercambio de mensajes entre SP1 e IdP
similar al descrito en los pasos 3, 7, 8 y 9.
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En la Figura 3.3 se muestra un diagrama sencillo que permite ver la inter-
accio´n entre los distintos elementos que intervienen en este caso de uso.
Figura 3.3: Diagrama del Caso de Uso 1
CASO 2:
Una de las persona responsable de llevar a cabo las tareas de administra-
cio´n del sistema de gestio´n de identidad, el “Administrador del IdP” desea
conectarse al proveedor de identidad, desde el PC de su mesa trabajo.
1. Realiza la configuracio´n de los metadatos del proveedor de identidad.
Para ello, debe proporcionar a la aplicacio´n los ficheros que contienen
la clave privada y el certificado del IdP.
2. Realiza una configuracio´n que permita establecer relaciones de con-
fianza con otras entidades. Para ello, proporciona a la aplicacio´n las
URLs a trave´s de cuales el IdP puede acceder a los metadatos de estas
entidades, que podr´ıan ser los SPs u otro proveedor de servicios en el
que se haya decidido confiar.
3. Tambie´n debe contactar con el “Administrador de LDAP” para infor-
marle de que debe dar de alta en el servidor LDAP a un determinado
nu´mero de usuarios, que podr´ıan ser por ejemplo, los empleados de una
organizacio´n corporativa u otro empleado al que se desee proporcionar
permisos de administracio´n del sistema.
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En la Figura 3.4 se muestra un diagrama sencillo que representa este caso
de uso.




Puesta en marcha de la
infraestructura de gestio´n de
identidad
4.1. Introduccio´n
En este cap´ıtulo se detalla el proceso necesario para llevar a cabo la confi-
guracio´n e integracio´n de dos elementos principales en el escenario de gestio´n de
identidad: el proveedor de servicios y el proveedor de identidad. Como
puede verse en el cap´ıtulo 3, se realizo´ un estudio de las principales implementa-
ciones de co´digo libre existentes de SAML. Los marcos de trabajo seleccionados
para proporcionar el soporte necesario para el SP y el IdP, son ZXID y Lasso por
los motivos expuestos en la seccio´n 3.3.
Los servicios del SP y del IdP se ofrecen a trave´s de un servidor web, por lo
que es necesario disponer de un servidor capaz de soportar conexiones HTTPS.
Para ello, hemos realizado una instalacio´n del servidor Apache, en su versio´n ma´s
reciente (Apache 2.2), con dos Host Virtuales: un host virtual para el SP y otro
para el IdP. Tambie´n, hemos proporcionado al servidor soporte de SSL, de tal
forma, que las conexiones establecidas puedan realizarse de modo seguro.
Adema´s del servidor Apache, los “frameworks” seleccionados, requieren la ins-
talacio´n de dependencias externas adicionales, que iremos comentando a largo de
este cap´ıtulo. En el ape´ndice B, el lector puede encontrar una descripcio´n acerca
del procedimiento a seguir para instalar el servidor con soporte SSL, as´ı como el
resto de dependencias externas de ZXID y Lasso.
En las siguientes secciones, nos centraremos por tanto, en explicar los pasos
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necesarios para poner en marcha el SP y el IdP, y conseguir el establecimiento
de una relacio´n de confianza entre ambas entidades, de modo que puedan inter-
actuar. Finalmente, dedicamos la u´ltima seccio´n de este cap´ıtulo para describir
el funcionamiento de los distintos perfiles que podemos probar con esta infraes-
tructura.
4.2. Despliegue del Proveedor de Servicios (SP)
ZXID ofrece implementaciones de SPs escritas en C, Java, Perl y PHP. En
este proyecto se ha utilizado la versio´n escrita en C, debido a que se trata de
un lenguaje modular y fa´cilmente portable, de modo, que es posible adaptar los
programas escritos en C para otros sistemas. Para poner en funcionamiento un
Proveedor de Servicios con el soporte de ZXID versio´n 0.29, se requiere instalar
las siguientes dependencias externas:
Apache con soporte SSL (versiones 1.3 o 2.x)
Zlib: es una biblioteca de compresio´n de datos.
Openssl ( versio´n 0.9.8 o superior).
Libcurl ( versio´n 7.15.X.X o superior): es una librer´ıa que permite la trans-
ferencia de archivos y soporta diversos protocolos, entre ellos SOAP el cual
es necesario para el soporte de servicios web.
El proceso de configuracio´n del servidor web requiere una cierta complejidad,
por lo que dedicamos la siguiente seccio´n para este propo´sito.
4.2.1. Configuracio´n de Apache para el SP
4.2.1.1. Configuracio´n de Apache con SSL
Durante el proceso de configuracio´n del servidor web seguro para el SP, es
indispensable disponer de certificados digitales. Para ello, hemos utilizado un
ejemplo de demoCA de OpenSSL que crea una nueva Autoridad de Certificacio´n
(CA), la cual permite firmar cuantos certificados deseemos. En el ape´ndice C
el lector puede encontrar un manual detallado acerca de co´mo crear una CA y
generar certificados digitales utilizando OpenSSL.
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A continuacio´n, hemos creado un directorio para almacenar el certificado y
la clave privada, que so´lo debe ser accesible por el administrador del sistema. El
certificado emitido y la clave privada generada para el SP son almacenados en
una carpeta que contiene los ficheros de configuracio´n del mismo, llamado $HO-
ME/Apache/SP, de tal manera que este directorio tiene la jerarqu´ıa representada
en la Figura 4.1:
Figura 4.1: Esquema del directorio del SP
En la jerarqu´ıa se puede observar que existen dos ficheros de configuracio´n del
servidor, uno para los hosts virtuales y otro para las directivas generales, que se
llaman respectivamente default.conf y apache2.conf. A continuacio´n se muestra




















En este fichero podemos apreciar una serie de directivas, de las cuales, cabe
destacar los siguientes aspectos:
ServerName: se debe poner el nombre del servidor. Dicho nombre debe ser
resoluble por DNS, hosts, etc. En este proyecto se ha realizado una configu-
racio´n monol´ıtica y se ha utilizado la misma ma´quina para ejecutar ambos
servicios (el IdP y el SP), para lo que nos aseguramos de que el adminis-
trador de la red da de alta ambos alias para la IP de nuestra ma´quina, y
adema´s nos aseguramos de ello en local. A partir de ahora asumimos que el
nombre de nuestro servidor es sp.gast.it.uc3m.es.
DocumentRoot: Especifica la carpeta ra´ız que se ubica en el servidor, des-
de la que se servira´n los documentos. En nuestro caso, este directorio se
encuentra en /$HOME/Apache/SP/htdocs. Este valor tambie´n lo debemos
especificar en la seccio´n <Directory> en la que se establecen los para´metros
de configuracio´n de este directorio.
Las directivas SSLCertificateFile y SSLCertificateKeyFile indican la
ruta donde se encuentran el certificado y la clave privada del SP, respecti-
vamente.
En lo que respecta al fichero de configuracio´n apache2.conf, contempla direc-
tivas para configurar el servidor con la librer´ıa ZXID y una de sus dependencias
externas (LibCurl). Por lo que dedicamos el siguiente apartado para describir el
contenido de este fichero.
4.2.1.2. Configuracio´n de Apache con ZXID y LibCurl
ZXID implementa un nuevo mo´dulo de autenticacio´n para Apache, denomi-
nado mod_auth_saml.so. Tras instalar esta librer´ıa, este mo´dulo queda situado
en el directorio /usr/lib/apache2/modules, con el resto de los mo´dulos propor-
cionados por Apache, y permitira´ al servidor realizar las tareas de autenticacio´n
a trave´s del perfil de Single Sign On de SAML 2.0. En este proceso, el SP ob-
tendra´ la informacio´n de autenticacio´n del IdP. Para que esto sea posible, es
necesario realizar una serie de cambios en el fichero de configuracio´n de Apache.
A continuacio´n, se muestra el contenido del fichero apache2.conf, junto con una
explicacio´n de las directivas empleadas:
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apache2.conf







# client. The same rules about trailing "/" apply to ScriptAlias
# directives as to Alias.
ScriptAlias /cgi-bin/ "/home/apt/rsanchez/zxid-0.29"
</IfModule>
# Cargamos la ruta a la libreria Libcurl
LoadFile /usr/lib/libcurl.so.3



























# Include the virtual host configurations:
Include /home/apt/rsanchez/Apache/SP/default
Con la directivas AddHandler y SetHandler, indicamos a Apache que todos
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los archivos ejecutables para la interfaz de configuracio´n del SP que empiecen por
“zxid” los interprete como ficheros CGI. Por otro lado, para que se cargue co-
rrectamente el nuevo mo´dulo de autenticacio´n basado en SAML, debemos indicar
do´nde se encuentra instalada la librer´ıa LibCurl, mediante la siguiente l´ınea:
LoadFile /usr/lib/libcurl.so.3
Despue´s, cargamos dicho mo´dulo con la directiva LoadModule y configuramos
una serie de localizaciones, que permitira´n al SP interactuar con el IdP para
realizar la SSO:
/pers : La Single Sign On (SSO) de SAML es opcional. El Proveedor de Servicios
(SP) en este caso utilizara´ un Proveedor de Identidad (IdP) por defecto.
/intra : Requiere SSO de SAML. El SP en este caso utilizara´ un IdP por defecto.
/protected : Requiere SSO de SAML. El SP en este caso puede utilizar un IdP
conocido o tiene la posibilidad de elegirlo. Esta es la localizacio´n que se ha
utilizado para realizar las pruebas.
Si se introduce en el navegador la siguiente URL:
https://sp.gast.it.uc3m.es:8443/protected se puede visualizar la in-
terfaz gra´fica del Proveedor de Servicios, mostrada en la Figura 4.2. Desde esta
interfaz, podemos realizar el proceso de SSO iniciado por el SP. Para ello, ofrece
los siguientes botones:
Figura 4.2: Proveedor de servicios federado con ZXID.
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Login(any): En la documentacio´n de ZXID no se facilita informacio´n acer-
ca del funcionamiento de este boto´n y las pruebas realizadas a trave´s del
mismo no pudieron concluir con e´xito, como puede verse en el cap´ıtulo 6.
Login(A2): Permite llevar a cabo el perfil SSO Web iniciado por el SP:
POST-Artifact Bindings . El SP inicia la SSO utilizando el “binding”
HTTP-Redirect, que es el que se utiliza t´ıpicamente en este caso.
Login(P2): Permite llevar a cabo el perfil SSO Web iniciado por el SP:
Redirect-POST.
Login(S2): Implementa el binding de tipo HTTP-POST Simple Sign.
Para que estos procesos se puedan llevar a cabo, esta interfaz tiene una sec-
cio´n titulada Technical Options que ofrece una lista desplegable para seleccionar
el tipo de identificadores utilizados para referirse al usuario: “persistentes” o
“transitorios”. Adema´s, como se puede apreciar, existe la posibilidad de utilizar
un IdP ya conocido u otro IdP que se escoja. Por otro lado, si hacemos “clic” en
la URL precedida por la etiqueta Entity ID of this SP podemos visualizar el
metadato del SP, el cual contiene informacio´n acerca de su configuracio´n y ma-
terial criptogra´fico, que le permitira´ establecer relaciones de confianza con otras
entidades, como por ejemplo, el IdP.
Figura 4.3: Proveedor de servicios tras completar SSO con ZXID.
Tras completar el proceso de SSO satisfactoriamente, el SP nos permitira´ rea-
lizar un cierre de sesio´n u´nico a trave´s de la interfaz mostrada en la Figura 4.3.
Para ello, ofrece cinco botones:
Local Logout: Implementa un cierre de sesio´n local.
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Single Logout (Redir): Permite llevar a cabo el proceso de SLO iniciado
por el SP, utilizando el “binding” HTTP-Redirect.
Single Logout (SOAP): Permite llevar a cabo el proceso de SLO iniciado
por el SP, utilizando el “binding” SOAP.
Defederate (Redir): Permite llevar a cabo el caso de uso de terminacio´n
de federacio´n, utilizando el “binding” HTTP-Redirect.
Defederate(SOAP): Permite llevar a cabo el caso de uso de terminacio´n
de federacio´n, utilizando el “binding” SOAP.
Para que los procesos de SSO y SLO se puedan llevar a cabo, es indispensable
contar con un proveedor de identidad. Por lo que dedicamos la siguiente seccio´n
para describir co´mo poner marcha el IdP y posteriormente, en la seccio´n 4.6
realizamos una explicacio´n detallada acerca del funcionamiento de los perfiles
SSO Web: Redirect-POST “binding” y POST-Artifact “binding” y del perfil de
SLO.
4.3. Despliegue del Proveedor de Identidad
(IdP)
Authentic es un proveedor de identidad recomendado por los desarrolladores
de ZXID. Para la realizacio´n de este proyecto, se ha utilizado la versio´n 0.7.1
de Authentic. En esta seccio´n, se describen los pasos necesarios para poner en
funcionamiento la aplicacio´n del Proveedor de Identidad basada en la librer´ıa
Lasso.
En primer lugar, se deben instalar las dependencias externas del mo´dulo Aut-
hentic antes de proceder a la compilacio´n e instalacio´n del mismo. Dichas depen-
dencias son las siguientes:
Apache con soporte SSL (versiones 1.3 or 2.x, se recomienda Apache 2)
Lasso (versio´n 0.6.3 o mayor )
Quixote(versio´n 2.0 o mayor)
Mod python o SCGI (versio´n de SCGI 1.7 o mayor). Se recomienda utilizar
el mo´dulo SCGI.
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En el ape´ndice B se puede encontrar una descripcio´n del procedimiento a
seguir para llevar a cabo la instalacio´n de estas dependencias, as´ı como del paquete
Authentic.
4.3.1. Configuracio´n de Apache para el IdP con SSL y
SCGI
1
El servidor Apache con SSL ya se tiene instalado y configurado, porque tam-
bie´n la necesitaba el SP. Por lo que en este caso, definimos un nuevo Host Virtual
para el IdP. Las principales modificaciones se deben realizar en el fichero de-




















La configuracio´n de Apache del IdP es muy similar a la del SP comentada
en la seccio´n 4.2.1 por lo que se destacara´n u´nicamente aquellos aspectos en los
que difiere. Para crear los certificados del IdP, se ha seguido un proceso similar
al realizado en la generacio´n de los certificados del SP. Se ha creado una copia
del certificado y la clave privada en un directorio llamado certificados, situado en
/$HOME/Apache/IdP, de tal manera, que este directorio presenta la jerarqu´ıa
mostrada en la Figura 4.4.
1SCGI (Simple Common Gateway Interface): Es un protocolo que fue creado como alterna-
tiva a CGI y se trata de un esta´ndar para aplicaciones que utilizan interfaces con servidores
HTTP
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Figura 4.4: Esquema del directorio del IdP
Respecto a las directivas del fichero default.conf, cabe destacar los siguientes
aspectos:
ServerName: A partir de ahora asumimos que el nombre del servidor del
IdP es idp.gast.it.uc3m.es
Documentoot: Se encuentra en /usr/share/authentic/web, pues en este
directorio queda ubicado el fichero index.html tras finalizar la instalacio´n
de Authentic.
Adema´s, se ha realizado la configuracio´n del servidor de Authentic con
SCGI y se ha indicado el puerto de escucha de e´ste, que es el 3002. Desde
este puerto el IdP se comunica con los SPs para enviar o recibir mensajes
de peticio´n o respuesta intercambiados durante un dia´logo SAML. Se ha
realizado la configuracio´n del servidor con SCGI porque es la se recomienda
en la documentacio´n.
4.3.2. Configuracio´n del Proveedor de Identidad
Para iniciar la configuracio´n de Authentic, el primer paso es arrancar los
servidores necesarios. Estos servidores son el servidor Apache y el servidor SCGI
de Authentic, desde el cual el IdP escuchara´ las distintas peticiones que lleguen
del SP y enviara´ sus respuestas. Para lanzar el servidor Apache del IdP, utilizamos
la configuracio´n definida en el directorio /$HOME/Apache/IdP.
Tras este proceso, si se introduce en un navegador web la siguiente direccio´n:
https://idp.gast.it.uc3m.es:5443/admin, se puede observar la interfaz gra´fi-
ca de configuracio´n del IdP mostrada en la Figura 4.5. Para configurar nuestro
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Figura 4.5: Proveedor de identidad con Authentic.
IdP, debemos seguir el enlace: Settings→Identity Provider y obtenemos la
interfaz gra´fica de la Figura 4.6.
Los dos primeros campos se rellenan automa´ticamente y son las direcciones
que contienen los metadatos del IdP. Se crean dos metadatos, el primero de ellos
sigue las especificaciones de Liberty Alliance y el segundo las de SAML. Como el
SP implementado por ZXID sigue las especificaciones de SAML, tendremos que
indicarle a e´ste el segundo de los metadatos para que ambos proveedores sean
compatibles.
Los siguientes campos que aparecen son: la clave privada y la clave pu´blica del
proveedor, el identificador del mismo (un nombre de usuario, que es una URL),
el nombre de la organizacio´n que gestiona el Proveedor de Identidad, el dominio
comu´n (este campo es u´til cuando se asocian varios proveedores de identidad a
un proveedor de servicios: se crea una cookie en la ma´quina del cliente y e´sta se
puede asociar con la identidad del proveedor que la emitio´).
Este IdP tambie´n tiene soporte de proxy. Esta opcio´n permite a un Proveedor
de Identidad actuar como un servidor proxy entre un proveedor de servicios y el
proveedor de identidad final y resulta u´til cuando se utilizan varios proveedores de
identidad. En nuestro caso, dado que el escenario de gestio´n de identidad cuenta
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Figura 4.6: Configuracio´n del IdP Authentic.
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con un u´nico IdP, no se ha utilizado esta opcio´n, pero se contempla como trabajo
futuro introducir nuevas entidades en nuestra plataforma, que se desempen˜en
tambie´n el rol del proveedor de identidad, para lo cual s´ı necesitaremos habilitar
el soporte de proxy.
4.4. Establecimiento de una relacio´n de confian-
za entre el SP y el IdP
Una vez que se tienen configurados los proveedores que van a intervenir en
nuestro escenario de gestio´n de identidad, el siguiente paso, es establecer una
relacio´n de confianza entre los mismos. Dicha relacio´n se consigue gracias a los
metadatos, los cuales permitira´n llevar a cabo un intercambio de material crip-
togra´fico. El motivo de que cada entidad (SP e IdP) deba obtener el certificado
de la otra parte, se debe a que el dia´logo SAML entre SP e IdP acerca de un
usuario contiene mensajes que llevan firmas digitales y fragmentos cifrados para
garantizar confidencialidad, integridad y autenticidad.
4.4.1. Integracio´n del SP con el IdP
Para realizar esta integracio´n existen dos maneras, la primera es pasar di-
rectamente el certificado e informacio´n relacionada con el SP y la segunda es
introducir simplemente la URL que contiene el metadato. Realizamos pruebas
utilizando las distintas opciones con resultados satisfactorios en ambos casos. Sin
embargo, cabe resaltar que para poder utilizar la primera opcio´n, el usuario en-
cargado de configurar el IdP, debe tener acceso a los ficheros que contienen el
certificado del SP, el certificado de la CA que lo emitio´ y el metadato del SP. En
cambio, si se utiliza la segunda opcio´n, u´nicamente es necesario conocer la URL
que contiene el metadato del SP. Si utilizamos la segunda opcio´n, por ejemplo,
es necesario seleccionar:
Settings→LibertyProviders→Create new from remote URL
y especificar la URL que contiene el metadato del SP, que en este caso es:
https: //sp.gast.it.uc3m.es:8443/zxid?o=B
Tras esta operacio´n, el IdP almacena un fichero que contiene el metadato
de nuestro SP, en un directorio que se trata del mo´dulo Metadata Management,
que como puede verse en el cap´ıtulo 3, es utilizado por el IdP para almacenar los
metadatos de los SPs con los que ha establecido una relacio´n de confianza. Cuando
el SP decida establecer una comunicacio´n con el IdP, este u´ltimo consultara´ el
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directorio en el que almacena los metadatos de los SPs conocidos, para saber si
nuestro SP es una entidad en la que conf´ıa.
Sin embargo, los primeros intentos de integracio´n resultaron fallidos por el
soporte de “bindings” drafts dentro de ZXID y porque el IdP no llevaba a cabo la
correcta comprobacio´n de uno de sus objetos, que representa un proveedor con el
que va establecer una relacio´n de confianza. Para solucionar estos problemas, se
han llevado a cabo algunas modificaciones en el co´digo fuente de Authentic, como
puede verse en el cap´ıtulo 6, donde se proporciona un explicacio´n ma´s detallada.
4.4.2. Integracio´n del IdP con el SP
En este caso se sigue un procedimiento similar al punto anterior y para ello,
se indica la URL del metadato del IdP en la interfaz del SP de zxid:
https://idp.gast.it.uc3m.es:5443/saml/metadata
Tras esta operacio´n, el SP almacena un fichero que contiene el metadato de
nuestro IdP en un directorio que se trata de su “cache´ de metadatos” (mo´dulo
Metadata Management). Cuando el IdP y el SP establezcan una comunicacio´n,
el SP realizara´ una consulta en la cache´ para comprobar si el IdP es una entidad
en la que conf´ıa.
Sin embargo, de nuevo, se producen problemas debido a la incompatibilidad
en los metadatos. El motivo se debe, a que el metadato del IdP contiene u´ni-
camente la clave pu´blica y no el certificado completo, tal como se define en las
especificaciones de SAML.
La solucio´n a este problema ha consistido en realizar una serie de cambios en el
co´digo del mo´dulo Authentic, con el objetivo modificar la interfaz de configuracio´n
del IdP que se mostro´ en la Figura 4.6 para introducir el certificado en lugar de la
clave pu´blica. As´ı, la parte de creacio´n del metadato de SAML se ha modificado
para que cargue un certificado en lugar de una clave pu´blica. Una vez realizada
esta modificacio´n, el resultado de integracio´n entre el SP y el IdP ha sido exitoso.
En el cap´ıtulo 6 se volvera´n a tratar los problemas de interoperabilidad que
han surgido a lo largo del desarrollo del proyecto y el lector podra´ encontrar un
mayor nivel de detalle en la explicacio´n de las modificaciones realizadas.
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4.5. Gestio´n de usuarios. Configuracio´n de
LDAP
En un sistema de gestio´n de identidad es fundamental contar con un soporte
que permita llevar a cabo las tareas de registro de nuevos usuarios, la asignacio´n
de roles y privilegios a los mismos, autenticacio´n, as´ı como el almacenamiento de
las sesiones que tienen activas en el sistema, datos de identidad, etc.
Gran parte de estas tareas las lleva a cabo el proveedor de identidad. El SP,
por su parte, se encarga de guardar los datos de las sesiones que tienen activas
los usuarios registrados en el sistema en cada momento.
Figura 4.7: Registro de un nuevo usuario en el IdP.
En una primera fase del proyecto, esta informacio´n es almacenada en su totali-
dad en un sistema de ficheros, dado que es la configuracio´n por defecto de Authen-
tic. En la Figura 4.7 se ilustra una interfaz de configuracio´n del IdP que permite
crear nuevos usuarios, especificando su nombre, direccio´n de correo electro´nico,
nombre de usuario y contrasen˜a. Adema´s, permite tambie´n asignar diferentes
roles a cada usuario (administrador, usuario normal sin privilegios, etc).
Para ello, seguimos el enlace:
Identity Management→Identities→New Identity
Sin embargo, la idea de almacenar esta informacio´n en un sistema de ficheros
no resulta eficiente si el nu´mero de usuarios que participan en el sistema es ele-
vado. En la documentacio´n de Authentic encontramos que adema´s de gestionar
los usuarios a trave´s de sistemas de ficheros, permite soporte para bases de datos
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PostgreSQL y servicio de directorio LDAP. Por tanto, dado que gran parte de la
informacio´n contenida en estos ficheros, es le´ıda o modificada por el proveedor
de identidad, se ha instalado un servicio de directorio LDAP para gestionar a los
usuarios (mo´dulo User Management, como puede verse en el cap´ıtulo 3), lo cual,
permite mejorar el rendimiento y la escalabilidad de la aplicacio´n.
Para proporcionar el servicio de directorio, se ha llevado a cabo una instala-
cio´n y configuracio´n de las herramientas de co´digo libre OpenLDAP y phpLDA-
Padmin. Adema´s, para integrar el co´digo de Authentic con LDAP, es necesario
instalar un nuevo paquete llamado python-ldap (el co´digo de Authentic esta´ im-
plementado en Python).
Por otro lado, la interfaz de configuracio´n del IdP con LDAP requiere que
el tipo de objetos utilizado cuente con los atributos obligatorios cn, uid y mail.
Adema´s, tras una exploracio´n de la parte de co´digo encargada de almacenar
informacio´n en el directorio LDAP, descubrimos que tambie´n es necesario que los
tipos de objetos almacenados cuenten con el atributo obligatorio userPassword.
Por estos motivos, ha sido necesario definir un esquema LDAP propio y crear
un nuevo tipo de objeto llamado userAuthentic que tiene como atributos LDAP
obligatorios: cn, uid, mail y userPassword. Adema´s, esta opcio´n nos permite
definir nuevos atributos que puedan ser almacenados en el directorio en trabajos
futuros, como por ejemplo, informacio´n de las sesiones activas del usuario, de




# definicio´n del objectclass userAuthentic
# extiende de top.
# Son forzosos los atributos cn, uid, mail y userPassword
# Puede contener los atributos loginShell,uidNumber, etc.
objectclass ( 3.5.0.1 NAME ’userAuthentic’
DESC ’Entry for an Authentic User’
SUP top STRUCTURAL
SUP top AUXILIARY
MUST ( cn $ uid $ mail $userPassword )
MAY ( loginShell $ gecos $ description $ uidNumber $ gidNumber
$ homeDirectory ) )
Como se puede apreciar, para definir los atributos obligatorios de esta nueva
clase, se debe utilizar la directiva MUST y para los atributos opcionales, la directiva
MAY. Las especificaciones de LDAP permiten que un elemento puede formar parte
de varias clases a la vez. Por lo tanto, esta propiedad resulta de gran utilidad
para combinar los atributos de las diferentes clases para moldear las entradas del
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directorio segu´n nuestras necesidades.
Otro aspecto que debemos consultar en los ficheros de esquemas definidos en
OpenLDAP, es el tipo de objectClass que se esta´ usando. En la construccio´n del
a´rbol es obligatorio que los nodos sean de un objectClass de tipo STRUCTURAL2,
pero adema´s pueden ser de un objectClass de tipo AUXILIARY3.
Por u´ltimo, para que este nuevo esquema quede an˜adido en la configura-
cio´n del servidor LDAP, debemos an˜adir en el fichero de configuracio´n de LDAP
(slapd.conf ) la directiva include seguida de la ruta donde se encuentra ubicado
el fichero que contiene la definicio´n de la nueva clase. El lector puede encontrar
en el ape´ndice B ma´s detalles acerca del fichero de configuracio´n slapd.conf.
Figura 4.8: Configuracio´n de LDAP en el IdP.
2Un objectClass del tipo Structural define las caracteristicas ba´sicas de un objeto.
3Un objectClass del tipo Auxiliary complementa los atributos de un objeto que ya tiene un
objectClass de tipo Structural. Se utiliza para an˜adir caracteristicas nuevas de un objeto
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Una vez que contamos con este nuevo servicio, es necesario realizar modifi-
caciones en la configuracio´n del proveedor de identidad para que e´ste soporte la
gestio´n de usuarios con LDAP. Para ello:
Settings > Identity Storage
y rellenamos los campos del formulario que se muestra en la Figura 4.8 con
los datos de nuestro servidor LDAP. Estos datos son: la URL del servidor LDAP,
el nombre distinguido (DN) ra´ız y administrativo, la clave de administrador, el
tipo de clase de objeto que se va a utilizar para almacenar los usuarios en el
servidor; que en este caso sera´ userAuthentic y los atributos para estos objetos
(cn, uid y mail).
Tras realizar esta modificacio´n en el modo de almacenar los usuarios en el IdP,
estos se deben dar de alta en el servidor LDAP, debido a que el soporte de LDAP
en Authentic no es estable para realizar operaciones de escritura en el directo-
rio. Estas tareas las debe realizar un administrador del sistema, que disponga de
los permisos y privilegios adecuados. Las tareas de lectura, en cambio, se realizan
adecuadamente. Para ello, si seguimos el enlace: Identity Management encontra-
mos una lista de los usuarios registrados en el servidor LDAP. En la Figura 4.9
se muestra un ejemplo con tres usuarios registrados en el sistema. Adema´s, se
puede observar que la aplicacio´n tambie´n proporciona informacio´n acerca de las
cuentas de los usuarios.
Figura 4.9: Ejemplo de lista de usuarios registrados en el IdP.
4.6. Perfiles soportados
Tras el despliegue realizado, tenemos en funcionamiento dos entidades que
soportan los principales roles definidos en SAML: el SP y el IdP. Adema´s, hemos
realizado un proceso de integracio´n, de tal modo que se ha establecido una rela-
cio´n de confianza entre ambos proveedores. Por tanto, estamos en disposicio´n de
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poder realizar pruebas de los distintos perfiles SSO y SLO, y algunos casos de uso
de federacio´n. Estos perfiles ofrecen una gran variedad de opciones en funcio´n de
la entidad que inicia el flujo de mensajes (SP o IdP) y de los “bindings” utilizados
para el env´ıo de mensajes entre SP e IdP. La plataforma de gestio´n de identidad
desplegada en el presente proyecto, permite que los procesos de inicio y cierre
de sesio´n u´nicos sean iniciados desde el SP y la diversidad de perfiles soporta-
da, radica en la utilizacio´n de distintos “bindings” (HTTP-Redirect, HTTP-POST,
HTTP-Artifact y SOAP) para el intercambio de mensajes. Por tanto, dedicamos
esta seccio´n para realizar una descripcio´n acerca del funcionamiento de los perfiles
y casos de uso que podemos probar con el SP y el IdP desplegados.
4.6.1. Funcionamiento del perfil SSO Web: Redirect-
POST Bindings
En este perfil, el “binding” HTTP-Redirect es utilizado por el SP para en-
viar mensajes de peticio´n SAML (<AuthnRequest>) al IdP. Este u´ltimo, usa el
“binding” HTTP-POST para mandar el mensaje de respuesta (<Response>) que
contiene el aserto al SP. En la Figura 4.10 se ilustra el flujo de mensajes inter-
cambiados.
Figura 4.10: SSO iniciada por el SP con “bindings” Redirect y POST.
El procedimiento es el siguiente:
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1. El usuario intenta acceder a un recurso en sp.gast.it.uc3m.es, pero no
tiene una sesio´n va´lida iniciada, por lo que el SP almacena la direccio´n del
recurso solicitado en informacio´n de estado local, que puede ser salvada a
trave´s del intercambio de SSO Web.
2. El SP env´ıa al navegador una respuesta HTTP de redireccio´n, que contiene
en la cabecera Location la URI del Single Sign-On Service del IdP
(idp.gast.it.uc3m.es), junto con una query string. Esta query string
contiene un mensaje de peticio´n de autenticacio´n (<AuthnRequest>)
codificado. De tal forma, que esta URL presenta el siguiente aspecto:
https://idp.gast.it.uc3m.es:5443/saml/singleSignOn?SAMLRequest
=request
3. El Single Sign-On Service determina si el usuario tiene un contexto de
seguridad para ese inicio de sesio´n en el proveedor de identidad. En caso de
que no cuente con dicho contexto, el IdP interactu´a con el navegador para
solicitar credenciales al usuario.
4. El usuario proporciona las credenciales va´lidas, para ello, el IdP ofrece la
interfaz de Login mostrada en la Figura 4.11. Despue´s, se crea un contexto
de seguridad local de inicio de sesio´n para el usuario en el IdP.
Figura 4.11: Interfaz de Login del IdP.
5. El Single Sign-On Service del IdP construye un aserto, firmado digitalmen-
te, con la respuesta para el SP. Dicho aserto se env´ıa en un formulario
HTML como el valor de un campo llamado SAMLResponse. En este caso, se
emplea el “binding” HTTP-POST.
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6. El servicio consumidor de asertos del SP (en ingle´s, Assertion Consu-
mer Service) obtiene el mensaje de respuesta (<response>) del formulario
HTML para procesarlo. Verifica la firma digital del aserto SAML y luego
procesa su contenido para crear un contexto de seguridad local de inicio
de sesio´n para el usuario en el SP. Despue´s, el SP recupera la direccio´n del
recurso solicitado originalmente y env´ıa una respuesta HTTP de redireccio´n
a la pa´gina de ese recurso.
7. Por u´ltimo, se realiza un control de acceso para determinar si el usuario
tiene autorizacio´n para acceder al recurso solicitado.
4.6.2. Funcionamiento del perfil SSO Web: POST-
ArtifactBindings
En este perfil, el SP puede utilizar dos posibles “bindings”: HTTP-Redirect o
HTTP-POST, para enviar mensajes de peticio´n SAML al IdP. El SP de ZXID usa
el “binding” HTTP-Redirect, que adema´s es el que se suele emplear t´ıpicamente
en este caso. Sin embargo, en algunos casos en los que el taman˜o del mensaje es
suficientemente grande, es necesario utilizar el “binding” HTTP-POST. Por ejemplo,
si el mensaje incluye muchos elementos y atributos opcionales, y/o estos deben
estar firmados. Por otro lado, el IdP utiliza el “binding” HTTP-Artifact para
mandar el mensaje de respuesta (<Response>) que contiene el aserto al SP. En
la Figura 4.12 se ilustra el flujo de mensajes intercambiados.
Como se puede observar, los cuatro primeros pasos son similares a los que se
llevan a cabo en el perfil SSO con los “bindings” Redirect y POST, y la diferencias
se producen en los intercambios numerados como 5, 6 y 7. Por tanto, a continua-
cio´n realizamos una descripcio´n de los procesos realizados en esta secuencia de
mensajes.
En el paso 5, el Single Sign-On Service del IdP emite un aserto SAML que
representa el contexto de seguridad del usuario para ese inicio de sesio´n. En este
caso, utiliza el “binding” HTTP-Artifact para enviar ese mensaje de respuesta
(SAMLart) a trave´s de una referencia al aserto. Este “binding” permite tambie´n,
dos mecanismos para enviar el aserto por referencia: a trave´s de redirecciones
HTTP o de un formulario HTML. En nuestro caso, el IdP de Authentic emplea
el primer me´todo para transportar el artifact.
A continuacio´n, en los pasos 6 y 7 el servicio consumidor de asertos del SP
env´ıa una nueva solitud, a trave´s de SOAP, al servicio de resolucio´n de Arti-
fact(Artifact Resolution Service) para obtener el valor del aserto. Finalmente, el
IdP manda un mensaje de respuesta por SOAP que contiene el valor solicitado.
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Figura 4.12: SSO iniciada por el SP con “bindings” POST y Artifact.
4.6.3. Funcionamiento del perfil Single Logout
Una vez que se ha realizado el proceso de SSO, pueden existir varias sesiones
individuales en diferentes SPs que comparten un mismo contexto de autentica-
cio´n. El perfil de SLO permite al usuario terminar una sesio´n en uno de los
proveedores y que automa´ticamente se cierren todas las sesiones activas en el
resto de proveedores.
Este perfil permite adema´s, utilizar ditintos tipos de “bindings”: s´ıncro-
nos (SOAP) o as´ıncronos (como por ejemplo, HTTP-Redirect, HTTP-Artifact y
HTTP-POST) para realizar el intercambio de mensajes entre el IdP y el SP. En
nuestro caso, con los proveedores desplegados, podemos emplear los “bindings”
HTTP-Redirect y SOAP. En la Figura 4.13 se muestra un diagrama en el que
representa el dia´logo llevado a cabo entre el SP y el IdP durante el proceso de
SLO utilizando el “binding” SOAP.
En el paso 1, el SP inicia un cierre de sesio´n u´nico para terminar la se-
sio´n del usuario que ha solicitado este servicio. Para ello, manda una peticio´n
(<LogoutRequest>), firmada digitalmente, al proveedor de identidad del que re-
cibio´ el aserto de autenticacio´n correspondiente. Esta solicitud puede ser enviada
directamente al IdP (a trave´s de SOAP) o indirectamente a trave´s de un agente
de usuario (por medio del “binding” HTTP-Redirect).
En el paso 2, el IdP procesa el contenido del mensaje recibido y verifica si
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Figura 4.13: SLO iniciado por el SP con el “binding” SOAP.
la peticio´n recibida ha sido enviada por un proveedor en el que conf´ıa. Despue´s,
determina si se puede finalizar la sesio´n o si el usuario tiene sesiones activas en
otros SPs. Cabe resaltar, que hasta este punto nuestra plataforma dispone de
un SP basado en ZXID, por lo que tratamos la primera opcio´n, reflejada en el
paso 3, en el que el IdP le emite una respuesta, que puede ser enviada directa o
indirectamente a trave´s del navegador. Sin embargo, en el cap´ıtulo 5 la posibilidad
de SLO con varios SPs resulta de gran intere´s, dado que hemos implementado un
SP adicional. En este caso, el IdP enviar´ıa una solicitud de SLO a este nuevo SP,




Implementacio´n de un Proveedor
de Servicios
5.1. Introduccio´n
En este cap´ıtulo se exponen los detalles de implementacio´n de un nuevo pro-
veedor de servicios, que desarrollamos con el objetivo de explorar la especificacio´n
de SAML en ma´s detalle, prestando especial intere´s en el uso de “binding” SOAP.
Adema´s, con este nuevo SP podremos probar el uso de otros “bindings” y realizar
pruebas de interoperabilidad con los proveedores desplegados en el cap´ıtulo 4. Por
otro lado, del mismo modo que el SP de ZXID y el IdP, el proveedor de servicios
implementado ofrece sus servicios a trave´s de un servidor web, por lo que se ha
reutilizado la instalacio´n de Apache, realizada para la puesta en marcha del SP
y el IdP, para crear otra instancia con un nuevo Host Virtual.
Para llevar a cabo el desarrollo del proveedor de servicios, se han empleado
las librer´ıas de co´digo abierto implementadas en C: Lasso, LibNeon [47] y qDe-
coder [48]. Dado que ten´ıamos el soporte de Lasso como librer´ıa, optamos por
utilizarla para implementar las funciones de gestio´n de identidad basadas en las
especificaciones de SAML del SP. La librer´ıa LibNeon, por su parte, nos propor-
ciona el soporte necesario para implementar el transporte de mensajes SOAP por
HTTP/HTTPS intercambiados entre el SP y el IdP. Por otra parte, la librer´ıa
qDecoder nos proporciona funciones que nos resultan de gran utilidad para llevar
a cabo tareas de parseo de formularios HTML.
La implementacio´n ha consistido en una librer´ıa (IdM Library), desarro-
llada en C/C++ que puede ser utilizada por otros SPs y proporciona el soporte
necesario para los perfiles de SSO Web: POST-Artifact “Bindings” y SLO (SOAP
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“binding”) empleando federacio´n con pseudo´nimos de tipo transitorio, lo que les
ofrece la ventaja de “liberarse” de la tarea de mantener y gestionar una base de
datos de cuentas de usuarios. Adema´s, hemos implementado una interfaz gra´fica
de usuario, mediante varios programas CGI escritos en C, que permite que el SP
integre fa´cilmente los servicios ofrecidos por el sistema IdM.
A lo largo de este cap´ıtulo se explicara´ la lo´gica de las funciones implementadas
para la librer´ıa IdM y la interfaz gra´fica de usuario, as´ı como las estructuras
definidas y la relacio´n entre las mismas.
5.2. Librer´ıa IdM
Esta librer´ıa ofrece funciones que permiten implementar el rol del Proveedor
de Servicios definido en SAML. Las cuatro tareas principales que debe realizar
un SP son las siguientes:
1. Crear peticiones de autenticacio´n.
2. Enviar peticiones de autenticacio´n al IdP.
3. Procesar asertos o respuestas de autenticacio´n del IdP.
4. Eventualmente, realizar comprobaciones contra el IdP.
Las dos primeras tareas se llevan a cabo mediante redirecciones HTTP o con
el env´ıo de formularios HTML, en funcio´n del “‘binding” utilizado por el SP para
enviar esta peticio´n (HTTP-Redirect o HTTP-POST). Las dos u´ltimas, se llevan a
cabo cuando el IdP realiza una redireccio´n a una URL definida en el fichero de
metadato del SP llamada AssertionConsumerServiceURL, que se trata del servi-
cio consumidor de asertos. En este caso, la informacio´n enviada por el IdP como
respuesta a la peticio´n de autenticacio´n, puede estar contenida en la query string
o en un campo de un formulario HTML, en funcio´n del “binding” implementa-
do para llevar a cabo la SSO. Adema´s, como puede verse en el cap´ıtulo 4, este
mensaje de respuesta contiene el aserto o una referencia al mismo (artifact), que
permitira´ al SP tomar decisiones acerca del usuario. La librer´ıa implementada
permite recibir los asertos por referencia que llegan desde el IdP, por lo que es
necesario realizar una nueva solicitud a trave´s de SOAP para obtener su valor.
El flujo de comunicacio´n llevado a cabo entre el SP y el IdP aparece repre-
sentado de forma gra´fica en la figura 5.1 y permitira´ proporcionar al lector una
visio´n general acerca de los mensajes intercambiados entre ambos, y de los cuales
se hablara´ en mayor profundidad a lo largo de las secciones de este cap´ıtulo.
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Figura 5.1: Diagrama de mensajes intercambiados entre el SP y el IdP.
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5.2.1. Estructura y descripcio´n del API
Para proporcionar una idea global de los me´todos definidos en la librer´ıa
IdM, antes de entrar en los detalles de cada mo´dulo de manera independiente,
introducimos el diagrama de la Figura 5.2
Figura 5.2: Vista de ficheros y me´todos de la librer´ıa IdM.
Los perfiles SAML se han implementado en tres ficheros C denominados
idmsp sso.c, idmsp slo.c y session.c y adema´s, se han definido sus ficheros de
cabecera correspondientes: idmsp sso.h, idmsp slo.h y session.h. En cuanto a la
funcionalidad de HTTP/HTTPS, se ha implementado en cuatro ficheros C: http.c,
url parse.c, ssl.c y form SAML.c. Para ello, se han definido funciones que nos per-
miten transportar y procesar los mensajes de peticio´n-respuesta intercambiados
entre el SP y el IdP, y obtener informacio´n de formularios, en caso de que estos
mensajes se env´ıen o se reciban a trave´s de POST. Por lo que ofrecen soporte
para los perfiles SAML.
En cuanto al fichero utils.c, dispone las siguientes funciones, que permiten
obtener la configuracio´n del SP e informacio´n necesaria para poder completar el
SLO, como comentaremos ma´s adelante. A continuacio´n, realizamos una breve
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descripcio´n de los me´todos que constituyen cada fichero.
En idmsso.c encontramos las siguientes funciones:
• int createSendAuthenticationRequest
(int HTTP METHOD, char idp cert): Esta funcio´n crea un
mensaje de peticio´n de autenticacio´n y lo env´ıa al IdP para iniciar el
perfil de Single-Sign-On : POST-Artifact Bindings . El me´todo
recibe como para´metro de entrada:
◦ HTTP METHOD : Es el “binding” seleccionado para iniciar el pro-
ceso de SSO. Puede ser HTTP-Redirect o HTTP-POST.
◦ idp cert : Representa la ruta donde se encuentra almacenado el
certificado del servidor del IdP, de modo que se puedan establecer
conexiones seguras a trave´s del protocolo HTTPS.
La funcio´n devuelve cero si la operacio´n se ha completado con e´xito o
un valor negativo si se ha producido algu´n error.
• int receiveArtifact(char *idp cert, char *artifact): Esta fun-
cio´n recibe un artifact enviado por el IdP, lo procesa y vuelve a enviar
una solicitud SOAP para obtener el valor del aserto. Si el aserto se pro-
cesa correctamente, se completa la SSO y se almacena en un directorio
informacio´n de sesio´n del usuario. El me´todo recibe como para´metros
de entrada:
◦ artifact : Representa una referencia al aserto enviado por el IdP.
◦ idp cert : Es una cadena de caracteres que contiene la ruta donde se
encuentra almacenado el certificado del servidor del IdP, de modo
que se puedan establecer conexiones seguras a trave´s del protocolo
HTTPS.
La funcio´n devuelve cero si la operacio´n se ha completado con e´xito o
un valor negativo si se ha producido algu´n error.
El archivo idmslo.c cuenta con los siguientes me´todos:
• int soapEndPoint(): Este me´todo recibe solicitudes SOAP de Single
Logout enviadas por el IdP, las procesa y env´ıa una respuesta. Devuelve
cero si la operacio´n se ha completado con e´xito o un valor negativo si
se ha producido algu´n error.
• int singleLogout(char * idp cert): Esta funcio´n implementa el
proceso de cierre de sesio´n u´nico utilizando el “binding” SOAP. Re-
cibe como para´metro de entrada la ruta donde se encuentra ubicado
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el certificado del servidor del IdP, de modo que se puedan estable-
cer conexiones seguras. El me´todo devuelve como resultado cero si la
operacio´n se ha completado con e´xito o un valor negativo si se ha
producido algu´n error.
En el fichero session.c se han definido las funciones:
• char* dump profile(LassoProfile *profile): Se emplea para al-
macenar en un fichero un objeto XML que representa el per´ıodo de
sesio´n de un usuario en caso de que e´ste haya sido modificado. Recibe
como para´metro de entrada una estructura de tipo LassoProfile, defini-
da en el API de Lasso [49]. Esta estructura representa un perfil SAML,
que en nuestro caso sera´ SSO o SLO y adema´s, cuenta con campos pa-
ra almacenar el identificador del usuario y datos de sesio´n El me´todo
devuelve un identificador del usuario o NULL si se ha producido algu´n
error.
• void restore profile(LassoProfile *profile, char *nameid): Es-
ta funcio´n busca en un sistema de ficheros, con la ayuda de nameid,
un archivo que contiene informacio´n del per´ıodo de sesio´n del usuario
representado por nameid. Hace una lectura del fichero que contiene
esta informacio´n y la asigna a un campo de la estructura LassoProfile.
En el fichero url parse.h , ha sido necesario definir funciones que imple-
menten distintas tareas para llevar a cabo el parseo de una determinada
URL en sus distintos elementos. Para representar una URL gene´rica, se ha






Como se puede apreciar, los campos de esta estructura permiten almacenar
el host, el path y el puerto de una determinada URL. Las siguientes funciones
permiten dividir una determinada URL en sus distintos componentes:
• char* get port(char *url, int pos): Esta funcio´n obtiene el puerto
de una determinada URL. Recibe como para´metros de entrada:
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◦ url : Es una cadena de caracteres que contiene una URL.
◦ pos : Representa la posicio´n donde se encuentran el cara´cter “:” a
partir del cual se define el puerto de la URL.
El me´todo devuelve una cadena de caracteres que representa el puerto
o NULL si en la URL no se especifica el puerto o si se ha producido
algu´n error.
• char* get host without port(char *url, int pos): Este me´todo
obtiene el host de una determinada URL. Recibe como para´metros de
entrada:
◦ url : Es una cadena de caracteres que contiene una URL.
◦ pos : Representa la posicio´n donde se encuentran el cara´cter “:” a
partir del cual se define el puerto de la URL.
La funcio´n devuelve una cadena de caracteres que representa el host
o NULL si se ha producido algu´n error.
• url parsed* url parse(char *url, url parsed *url pars)
La funcio´n parsea una URL en los distintos elementos que la componen
(host, path y puerto) y los almacena en la estructura url parsed. Recibe
como para´metros de entrada:
◦ url : Es una cadena de caracteres que contiene una URL.
◦ url pars : Es un puntero de memoria reservada para una estructura
de tipo url_parsed.
El me´todo devuelve una estructura de tipo url_parsed o NULL si se
ha producido algu´n error durante el parseo de la URL.
Por otro lado, las siguientes funciones de ssl.c implementan un callback,
para llevar a cabo la verificacio´n del certificado del servidor en el caso de
que deseemos establecer una conexio´n segura.
• void dump cert(const ne ssl certificate *cert): Esta fun-
cio´n recibe como para´metro de entrada una estructura de tipo
ne_ssl_certificate, que representa un certificado gene´rico y pro-
porciona informacio´n acerca del emisor del certificado.
• static int verify(void *userdata, const ne ssl certificate
*cert): Este me´todo lleva a cabo una verificacio´n del certificado que
recibe como para´metro de entrada. Comprueba que e´ste haya sido
emitido por una Autoridad de Certificacio´n de confianza, que el cam-
po Subject contenga el host del servidor, etc. Recibe como para´metros
de entrada:
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◦ userdata: Representa el host del servidor.
◦ cert : Estructura que representa el contenido de un certificado
gene´rico.
El me´todo devuelve cero si el certificado se ha verificado correctamente
y otro valor en caso contrario.
Las siguientes funciones definidas en http.c, permiten enviar mensajes
SOAP a trave´s de HTTP/HTTPS y recibir las respuestas, as´ı como en-
viar mensajes de redireccio´n o POST:
• char* soap call(char *url, char *message,char *con-
tent type, char *cert): Abre un socket para establecer una conexio´n
HTTP o una conexio´n segura (HTTPS), crea una sesio´n y env´ıa una
peticio´n POST a la URL que se especifique. En el body del mensaje de
peticio´n con POST se introduce el mensaje SOAP de peticio´n del SP,
codificado en base 64. En caso de que la peticio´n se haya realizado con
e´xito, se procesa el mensaje SOAP de respuesta (enviado por el IdP)
y se extrae el body. Recibe como para´metros de entrada:
◦ url : Especifica la URL a la que se debe enviar la solicitud POST.
◦ message: Representa el mensaje SOAP que se enviara´ en la peti-
cio´n.
◦ content type: Para que la peticio´n se lleve cabo correctamente de-
bera´ ser text/xml .
◦ cert : Es el certificado del servidor al que se va a enviar la peticio´n.
El me´todo devuelve una cadena de caracteres que contiene un mensaje
SOAP con la respuesta o NULL si se ha producido algu´n error.
• int redirect(char *url,char *cert): Abre un socket para establecer
una conexio´n HTTP o una conexio´n segura (HTTPS), crea una sesio´n
y env´ıa una peticio´n Redirect. Se utilizara´ para enviar una solicitud de
redireccio´n a la URL que se especifica en el metadato del IdP donde
se debe llevar a cabo la SSO seguida de la query string, en el caso
en el que tratemos de realizar la peticio´n de autenticacio´n mediante
HTTP-Redirect. El me´todo recibe como para´metros de entrada:
◦ url : Representa la URL a la que se debe enviar la solicitud de
redireccio´n.
◦ cert : Es el certificado del servidor al que se va a enviar la peticio´n.
La funcio´n devuelve cero si la operacio´n se a llevado a cabo con e´xito
o un valor negativo en caso de que se haya producido algu´n error.
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• int send post(char *url, char *message, char *cert): Abre
un socket para establecer una conexio´n HTTP o una conexio´n segura
(HTTPS), crea una sesio´n y env´ıa una peticio´n POST. Se utilizara´ pa-
ra enviar una solicitud POST a la URL que se especifica en el metadato
del IdP donde se debe llevar a cabo la SSO. En el body del mensaje
de peticio´n con POST se introduce el mensaje de peticio´n de auten-
ticacio´n del SP, codificado en base 64. Esta funcio´n es invocada en
caso de que se desee realizar la peticio´n de autenticacio´n mediante
HTTP-POST. Recibe como para´metros de entrada:
◦ url : Es la URL a la que se debe enviar la solicitud POST.
◦ message: Representa el mensaje que contiene la peticio´n de auten-
ticacio´n.
◦ cert : Es el certificado del servidor al que se va a enviar la peticio´n.
El me´todo devuelve cero si la operacio´n se a llevado a cabo con e´xito
o un valor negativo en caso de que se haya producido algu´n error.
• void collector(): Esta funcio´n tiene un cara´cter auxiliar y su tarea
consiste en obtener el body del mensaje de respuesta HTTP/HTTPS
y almacenarlo en un buffer.
En formSAML.c, encontramos las siguientes funciones, que permiten par-
sear el formulario enviado por el IdP, en caso de que la respuesta la env´ıe
utilizando el me´todo POST:
• char* get field(char *field): Esta funcio´n obtiene el valor del cam-
po field, que recibe como para´metro de entrada de un formulario
HTML. El tipo de contenido que se debe haber utilizado para codificar
los datos del formulario es x-www-form-urlencoded. El SP utiliza este
me´todo para obtener el valor de la referencia al aserto enviada por el
IdP.
• char** urlencoded to strings(char *str): Es una funcio´n auxiliar
utilizada por la anterior. El para´metro de entrada str representa el
formulario obtenido directamente de la entrada esta´ndar. Por lo que
se realiza un parseo del mismo y se devuelve un array de punteros en
el que cada posicio´n contiene el nombre y el valor de un determinado
campo del formulario.
Por u´ltimo, en el fichero utils.c se han definido:
• get config server(char *metadata sp, char *privateKey sp,
char *cert sp, char *metadata idp, char *cert idp, char
*ca chain). Recibe los siguientes para´metros de entrada:
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◦ metadata sp: Cadena de caracteres que contiene la ruta en la que
se encuentra almacenado el fichero de metadato del SP.
◦ privateKey sp: Cadena de caracteres que contiene la ruta donde
se encuentra almacenada la clave privada del SP.
◦ cert sp: Cadena de caracteres que la ruta donde se encuentra al-
macenado el certificado de cifrado del SP.
◦ metadata idp: Cadena de caracteres que contiene la ruta en la que
se encuentra almacenado el fichero de metadato del IdP.
◦ cert idp: Cadena de caracteres que contiene la ruta en la que se
encuentra almacenado el certificado del IdP.
◦ ca chain: Cadena de caracteres que contiene la ruta en la que se
encuentra almacenada la cadena de certificados del IdP.
Esta funcio´n devuelve como resultado una estructura de tipo LassoSer-
ver que almacena el certificado, la clave privada y el metadato del SP.
Esta estructura tambie´n almacena en una lista la informacio´n relativa
a los proveedores de identidad conocidos (certificados y metadatos). La
funcio´n devolvera´ NULL en caso de que se haya producido algu´n error
al realizar la configuracio´n del SP. Los errores que se pueden producir
pueden estar causados porque los certificados, los metadatos o la clave
privada del SP sean incorrectos.
• char* get logged id(): Esta funcio´n obtiene un identificador del
usuario de las cookies y es utilizada por el me´todo singleLogout() co-
mo funcio´n auxiliar que le ayuda a determinar cua´l de los usuarios
autenticados en el sistema ha solicitado el cierre de sesio´n u´nico.
Una vez que tenemos descritas las funciones de la librer´ıa IdM, en las siguientes
secciones explicaremos que´ funcionalidades nos proporcionan y co´mo se relacionan
los me´todos entre s´ı. Posteriormente, realizaremos una descripcio´n del interfaz
gra´fico de usuario a trave´s del cual, el SP ofrecera´ sus servicios.
5.2.2. Inicializacio´n y configuracio´n del Proveedor de Ser-
vicios
Para inicializar y configurar el proveedor de servicios, emplearemos la funcio´n
get config server(), descrita en la seccio´n anterior. Esta funcio´n debe ser capaz de
acceder a cierto material criptogra´fico, que se expone a continuacio´n:
Fichero que contiene el metadato del SP.
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Fichero que contiene la clave privada del SP.
Fichero que contiene el certificado x509 v3 en formato PEM del SP.
Fichero que contiene el metadato del proveedor de identidad (IdP).
Fichero que contiene el certificado x509 v3 en formato PEM del IdP.
Fichero que contiene la cadena de certificados del IdP.
Para la generacio´n de los certificados y claves requeridos, hemos utiliza-
do un ejemplo de demoCA de OpenSSL, que como puede verse en el ape´ndi-
ce C, crea una Autoridad de Certificacio´n (CA) que nos permite firmar cer-
tificados. El fichero que contiene el metadato del IdP lo podemos descar-
gar descargar de la siguiente URL, ofrecida por el proveedor de identidad:
https://idp.gast.it.uc3m.es:5443/saml/metadata.xml y sigue las especifi-
caciones de SAMLv2.0. En cuanto a la cadena de certificados del IdP, se trata
de un fichero que se obtiene como resultado de concatenar el certificado de la


















































La etiqueta EntityDescriptor describe la entidad de nuestro SP y especifica
la URL a trave´s de la cual, un proveedor de identidad puede acceder a su metada-
to. En este fichero tambie´n se puede apreciar, que se utiliza el mismo certificado
para los propo´sitos de firma y de cifrado, aunque se pueden emplear certifica-
dos distintos para dichos propo´sitos. Adema´s, cabe resaltar que se reflejan los
perfiles y tipos de “bindings” que soporta nuestro SP. Otro aspecto a destacar,
es la etiqueta AssertionConsumerServiceURL contiene la URL en la cual el SP
recibira´ los asertos y respuestas de autenticacio´n del IdP.
Los ficheros de metadatos y certificados anteriores se encuentran disponibles
en el directorio $HOME/SP/files y las funciones de la librer´ıa acceden a ellos por
medio de una variable llamada DIR.
Para finalizar, cabe destacar que para implementar la funcio´n
get config server(), nos hemos apoyado en los me´todos de Lasso que se
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muestran en la tabla 5.1
Funcio´n Descripcio´n
lasso_server_new () Construye una estructura LassoServer
lasso_server_add_provider() Construye una estructura LassoProvider y hace que
sea conocida por el servidor, an˜adie´ndola a lista de
provedores en los que conf´ıa
Tabla 5.1: Me´todos de Lasso utilizados para la configuracio´n del SP
Tras invocar get config server() tendremos configurado nuestro proveedor de
servicios y se encontrara´ en su lista de proveedores conocidos el IdP desplegado
en el cap´ıtulo 4.
5.2.3. Control de acceso
Una vez que tenemos configurado el SP y que e´ste conf´ıa en el proveedor
de identidad descrito en el cap´ıtulo 4, estamos en disposicio´n de establecer una
comunicacio´n entre ambos. En esta comunicacio´n se realizara´ un intercambio
de mensajes entre el SP y el IdP, con el fin de completar el proceso de SSO.
Para ello, la librer´ıa desarrollada dispone de dos funciones encargadas de enviar
y recibir peticiones de autenticacio´n: createSendAuthenticationRequest() y
receiveArtifact(). Para implementar estas funciones, hemos utilizado algunos
me´todos de Lasso que se muestran en la tabla 5.2.
Funcio´n Descripcio´n
lasso_login_init_authn_request() Inicializa una peticio´n de autenticacio´n a un
proveedor de identidad remoto especificado
lasso_login_build_authn_request_msg() Construye una peticio´n de autenticacio´n como
un mensaje SAML, o una URL para el binding
HTTP-Redirect o el valor del campo SAML-
Request en un formulario HTML para binding
HTTP-POST
lasso_login_build_request_msg() Construye un mensaje SOAP que sigue las es-
pecificaciones de SAML
lasso_login_process_response_msg() Procesa el aserto que contiene el mensaje res-
puesta recibido
lasso_login_process_authn_response_msg() Procesa la respuesta de autenticacio´n recibida
lasso_login_accept_sso() Obtiene el aserto de la respuesta y lo an˜ade a
la estructura LassoSession.
Tabla 5.2: Me´todos de Lasso utilizados para la generacio´n, el env´ıo y el procesado
de mensajes de autenticacio´n
El procedimiento, ilustrado en la figura 5.3, consiste en generar una peticio´n
de autenticacio´n que sera´ enviada al proveedor de identidad. Para construir esta
peticio´n, hemos utilizado una estructura definida en el API de la librer´ıa Lasso
[50], llamada LassoSamlp2AuthnRequest, que representa un mensaje de peticio´n
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Figura 5.3: Creacio´n y env´ıo de una peticiticio´n de autenticacio´n
de autenticacio´n segu´n las especificaciones de SAMLv2.0. Para construir correc-
tamente la peticio´n, es necesario asignar valores a algunos de los campos de esta
estructura, que se detallan a continuacio´n:
nameIDPolicy : Indica al proveedor de identidad el tipo de pol´ıtica de
federacio´n aplicada. Para que podamos utilizar identificadores tempora-
les entre una identidad y el SP, de modo que u´nicamente sean va´lidos
durante la sesio´n debemos indicar que este campo tome un valor igual a
LASSO_SAML2_NAME_IDENTIFIER_FORMAT_TRANSIENT.
IsPassive : Su valor por defecto es TRUE e indica que el IdP no interac-
tuara´ con el usuario.
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ForceAuthn : Este campo se utiliza u´nicamente en el caso de que el valor
del campo anterior sea FALSE. Indica que se forzara´ la autenticacio´n del
usuario, la primera vez que e´ste acceda los servicios del SP.
En la peticio´n de autenticacio´n generada, el proveedor de identidad no soli-
citara´ las credenciales al usuario si ya ha sido autenticado con anterioridad y la
federacio´n se creara´ utilizando identificadores de tipo transitorio.
La funcio´n en cargada de generar la peticio´n (createSendAuthenticationRe-
quest()), devuelve como resultado cero, en caso de e´xito o un valor negativo en
caso de que se haya producido algu´n error en el proceso de generacio´n o env´ıo de
la peticio´n al IdP.
Cabecera Valor
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User-Agent: Mozilla/4.0 (compatible; MSIE 6.0; Windows NT 5.1; SV1; GTB6; .NET CLR
2.0.50727; .NET CLR 3.0.04506.648; .NET CLR 3.5.21022)
Referer: https://sp.gast.it.uc3m.es:6443/sp
Tabla 5.3: Solicitud HTTPS de Peticio´n de Autenticacio´n
Esta funcio´n es invocada por la interfaz gra´fica de usuario, cuando el usuario
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pulsa uno de los dos botones de Login habilitados (uno que utiliza HTTP-Redirect
para realizar la SSO y otro que utiliza HTTP-POST ). En funcio´n del boto´n pulsado,
el SP realizara´ la peticio´n de autenticacio´n con el “binding” adecuado. Si por
ejemplo, el usuario solicita iniciar el inicio de sesio´n u´nico utilizando el “binding”
HTTP-Redirect, enviaremos una peticio´n como la indicada en la tabla 5.3
Figura 5.4: Recepcio´n de una respuesta autenticacio´n. Terminacio´n del proceso
de SSO
Por otra parte, en la Figura 5.4 se muestra un diagrama de flujo de los procesos
llevados a cabo para recibir y procesar los asertos que llegan desde el IdP. El
procedimiento seguido es el siguiente: se obtiene la configuracio´n del servidor, y
se determina el tipo de me´todo HTTP con el que el IdP ha enviado la respuesta.
Si se trata de un GET, el artifact coincide con el primer para´metro de entrada y si
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se trata de un POST, e´ste se extrae del valor de un campo denominado SAMLart
de un formulario HTML. Para obtener este campo, se invoca el get field() de la
librer´ıa IdM.
Una vez que tenemos la referencia al aserto, construimos una nueva peticio´n
SOAP, se la enviamos al IdP y obtenemos el valor del aserto. Para obtener esta
respuesta, se invoca una de la funcio´n soap call(). A continuacio´n mostramos el
contenido del mensaje SOAP que se env´ıa al proveedor de identidad, as´ı como la
respuesta que recibimos por parte de e´ste:





































En el mensaje SOAP de peticio´n enviado por el SP, se pueden destacar varios
aspectos. Figura el valor de la firma que debera´ verificar el IdP entre las etiquetas
<SignatureValue> y </SignatureValue> e informacio´n del certificado, definida
entre las etiquetas <X509Certificate> y </X509Certificate>. Adema´s, la eti-
queta <samlp:Artifact> contiene el valor del artifact que envio´ previamente el
IdP. Por lo que enviamos dicho artifact al servicio de resolucio´n de Artifact del
IdP, para obtener el valor del aserto.


















































































En lo que se refiere al mensaje SOAP de respuesta del IdP, se puede apreciar
que la solicitud del SP se ha procesado satisfactoriamente en el IdP, a trave´s de
la etiqueta <samlp:Status>, que contiene un co´digo de e´xito (status:Success).
Adema´s, nos devuelve el valor del aserto solicitado, definido entre las etiquetas
<saml:Assertion> y </saml:Assertion>. Se puede observar que se trata de
aserto de autenticacio´n (<saml:AuthnStatement>) y el contexto de autenticacio´n
es a trave´s de password .
A continuacio´n, procesamos la nueva respuesta obtenida. En caso satisfactorio,
se obtiene un objeto XML, que representa el periodo de sesio´n, con ayuda de la
funcio´n restore profile(), comentada en 5.2.1. Despue´s, se acepta la SSO y se
realizan comprobaciones relativas a los datos de sesio´n del usuario, con ayuda de
la funcio´n dump profile().
Finalmente, se modifican las cookies con un identificador del usuario y se le
redirige a una pa´gina en la que podra´ realizar un Single-Logout.
5.2.4. Gestio´n de sesio´n
La gestio´n de las sesiones de los usuarios que solicitan los servicios del SP
se realiza por medio de un sistema de ficheros, en el cual se almacenan obje-
tos XML que representan los periodos de sesio´n de aquellos usuarios que hayan
completado satisfactoriamente el proceso de SSO. Para acceder al directorio en
el que se encuentra almacenada esta informacio´n, utilizamos una variable llama-
da DIR_SES, definida en el fichero session.h. En este directorio, la informacio´n
de cada usuario se almacena en un fichero que sigue la siguiente nomenclatura:
sp-name_identifier-session.
Cada usuario dispone de un fichero que contienen sus datos de sesio´n. El cam-
po name_identifier representa un identificador del usuario de cara´cter tempo-
ral, obtenido de los mensajes intercambiados con el IdP. Para llevar a cabo la
lectura y modificacio´n de e´ste fichero, la librer´ıa IdM dispone de dos funciones,
que son utilizadas durante los procesos de SSO y SLO: dump profile() y resto-
re profile().
La primera de ellas, se encarga de obtener el identificador del usuario de uno
de los campos de la estructura LassoProfile y se comprueba si los datos de sesio´n
han sido modificados. En caso afirmativo, se escriben los nuevos datos en un
fichero, segu´n la nomenclatura comentada anteriormente. En lo que respecta a la
funcio´n restore profile(), busca en el directorio si existe un fichero de sesio´n cuyo
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name_identifier coincida con el recibido como para´metro de entrada. En caso
afirmativo, se lleva a cabo la lectura de este archivo y se asigna su contenido al
campo de la estructura LassoProfile que representan la informacio´n de sesio´n.
Para realizar las tareas de obtencio´n y modificacio´n de los campos de la es-
tructura LassoProfile, nos hemos apoyado en las funciones de Lasso mostradas
en la tabla 5.4.
Funcio´n Descripcio´n
lasso_profile_get_session() Obtiene una estructura LassoSession de la estructura
LassoProfile
lasso_profile_is_session_dirty() Comprueba si el campo session de LassoProfile ha sido
modificado
lasso_profile_set_session_from_dump () Crea una nueva estructura LassoSession y la asigna al
campo session de la estructura LassoProfile
Tabla 5.4: Me´todos de Lasso utilizados para la configuracio´n de datos de sesio´n
de un usuario
5.2.5. Cierre de sesio´n
Tras completar con e´xito el proceso de SSO, el usuario podra´ realizar el cierre
u´nico de sesio´n mediante el perfil de Single Logout SOAP , de acuerdo a las
especificaciones de SAMLv2.0. Para ello, la interfaz gra´fica de usuario dispone de
un boto´n de Logout e invoca a la funcio´n singleLogout(), definida en la librer´ıa
desarrollada, en el momento que se detecta que el usuario ha pulsado este boto´n.
Los procesos que se llevan a cabo en esta funcio´n consisten en:
1. Obtener de nuevo la configuracio´n del SP.
2. Obtener el identificador del usuario de las cookies.
3. Buscar en el directorio de sesiones con ese identificador los datos de sesio´n
e identidad del usuario.
4. Construir una peticio´n de Single Logout, en la cual figura la informacio´n de
sesio´n encontrada.
5. Enviar la peticio´n por SOAP a la URL especificada en el metadato del IdP
donde se encuentra el SoapEndpoint, en el cual, e´ste atiende las solicitudes
SOAP que llegan desde el SP.
6. Recibir y procesar la respuesta del IdP. En caso satisfactorio, se actualiza la
informacio´n de sesio´n del usuario y se modifican las cookies para notificar
que el periodo de sesio´n ha expirado.
101
La funcio´n devuelve como resultado cero, en caso de e´xito o un valor negativo
en caso de que se haya producido algu´n error.
Para implementar la funcionalidad de Single Logout, hemos utilizado diversos
me´todos comentados a lo largo de este cap´ıtulo, tales como dump profile(), resto-
re profile() y soap call(). Tambie´n nos hemos apoyado en funciones definidas en
la librer´ıa Lasso, que nos permiten crear peticiones de Logout para enviarlas al
IdP, as´ı como procesar sus respuestas. Estas funciones se muestran en la tabla
5.5
Funcio´n Descripcio´n
lasso_logout_init_request() Inicializa una nueva peticio´n de Logout
lasso_logout_build_request_msg() Construye una peticio´n de Logout, modifica los atribu-
tos msg_body y msg_url de la estructura que representa
la peticio´n
lasso_logout_process_response_msg() Parsea el mensaje de respuesta y construye un objeto
de respuesta de tipo Logout
Tabla 5.5: Me´todos de Lasso utilizados para realizar Single Logout SOAP
Cabe resaltar, que para conseguir que el cierre u´nico de sesio´n se lleve a cabo
a trave´s de SOAP, es necesario el flag LASSO_HTTP_METHOD_SOAP en la funcio´n
lasso logout init request().
5.3. Interfaz Gra´fica de Usuario
Este mo´dulo esta´ formado por varios programas CGI escritos en C, que prin-
cipalmente proporciona las siguientes funcionalidades:
Presenta una interfaz con la que el usuario puede realizar la SSO, gracias a
dos botones de Login habilitados, y notifica si este proceso se ha completado
correctamente. En caso afirmativo, presenta una nueva interfaz con un boto´n
de Logout para poder realizar el proceso de SLO y de nuevo, notifica el
resultado de este proceso. Para que se puedan llevar a cabo el inicio y el
cierre de sesio´n u´nicos, se encarga de sincronizar el dia´logo SAML entre el
SP y el IdP.
Permite al usuario configurar el metadato del SP.
5.3.1. Estructura
La interfaz gra´fica de usuario se compone de un conjunto de ficheros, reflejado
en el diagrama de la Figura 5.5, el cual permite proporcionar una idea global de
102
los me´todos que constituyen este mo´dulo.
Figura 5.5: Diagrama de ficheros que componen la Interfaz de Usuario y su rela-
cio´n con la librer´ıa IdM.
La aplicacio´n comienza obteniendo la configuracio´n del SP, para lo cual realiza
una llamada a la funcio´n get config server() y obtiene el material criptogra´fico
y ficheros XML necesarios para establecer una comunicacio´n con el IdP. Poste-
riormente, realiza continuas lecturas de una serie de variables de entorno como la
query string, el me´todo de peticio´n HTTP y el Content-Type. Cuando se obtiene
un valor de query string distinto de NULL, se realiza un parseo de la misma y se
determina que´ tipo de accio´n de las descritas en la seccio´n 5.3.2 se debe realizar.
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A lo largo de las siguientes secciones, se describen las nuevas funciones defini-
das para lograr las funcionalidades descritas y las acciones que debe realizar el
programa CGI en funcio´n del evento producido.
5.3.2. Interfaz de servicio de prueba
Para llevar a cabo la interaccio´n con el usuario, la aplicacio´n dispone de dos
funciones: show before sso() y show after sso(). La primera de ellas, mues-
tra al usuario una pa´gina sencilla de bienvenida, en la cual se incluye en formulario
que e´ste debe rellenar con una serie de datos personales (nombre, apellidos, DNI,
nu´mero de tele´fono, direccio´n, etc.). Adema´s, en esta pa´gina tambie´n se presen-
tan dos botones de Login etiquetados con Login(HTTP-Redirect) y Login(HTTP-
POST), que permiten al usuario elegir el tipo de “binding” con el cual desea
realizar la SSO (ver Figura 5.6).
Respecto a la funcio´n show after sso(), es invocada en caso de que la SSO
se haya completado satisfactoriamente (la funcio´n receiveArtifact(), de la librer´ıa
IdM, lo notifica con un co´digo de e´xito) y muestra al usuario una nueva pa´gina
en la que le felicita por ello (ver Figura 5.7). Tambie´n proporciona un boto´n de
Logout, que permite llevar a cabo el SLO. En caso de que el usuario no se encuentre
autenticado en el sistema, se presenta la interfaz de inicio de la Figura 5.6. Cabe
destacar, que las interfaces gra´ficas presentadas al usuario son bastante sencillas,
pues el objetivo principal es probar la funcionalidad de la parte de seguridad que
proporciona el proveedor de servicios a trave´s de los botones de Login y Logout,
para realizar el inicio y cierre de sesio´n u´nicos.
Figura 5.6: Vista de la pantalla que permite al usuario iniciar la SSO.
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Figura 5.7: Vista de la pantalla tras completar el proceso de SSO.
Por otro lado, dado que tanto el SP como el IdP se comunican con un usuario
agente (que en este caso concreto es un navegador web) para enviar distintos
mensajes HTTP/HTTPS de peticio´n o respuesta, por ejemplo el IdP env´ıa asertos
de autenticacio´n por referencia al SP a trave´s de la query string ; es necesario
realizar tareas de parseo de e´sta y de procesado de formularios HTML.
Esta tareas se llevan a cabo por una funcio´n llamada parse cgi(), que obtiene
los distintos valores de los para´metros de la query string y los almacena en una
estructura definida en el mismo fichero, llamada dataQuery, que contiene dos
campos:
op: Este campo especifica que´ accio´n debemos realizar.
artifact: Este campo almacena el artifact enviado por el IdP.
Para procesar los valores rellenados por el usuario en la interfaz de bienvenida,
una funcio´n llamada process form(), que recibe una cadena de caracteres con el
contenido del formulario obtenido de la entrada esta´ndar, y almacena los valores
















Como se puede apreciar, adema´s de almacenar los datos personales del usuario,
se guarda el “binding” seleccionado para iniciar la SSO.
Para implementar la lo´gica del programa CGI, se han identificado una serie de
posibles acciones que se deben realizar en caso de que se produzcan determinados
eventos de interaccio´n con el usuario o encaminados a sincronizar la comunicacio´n
entre el SP y el IdP.
Existe un cierto tipo de eventos sobre los que tenemos control directo desde
la aplicacio´n CGI y otro tipo de eventos, que podr´ıamos denominar “externos” o
producidos por el IdP. Sin embargo, en ambos casos nos basaremos en el valor del
primer para´metro de la query string para la tomar la decisio´n acerca de que´ accio´n
se debe realizar. Un ejemplo de evento sobre el que tenemos un control directo,
es por ejemplo, que el usuario pulse el boto´n de Login .
En el momento que se detecta este hecho, se modifica el valor del primer
para´metro de la “query string” con la letra “L”. En lo que respecta a los eventos
“externos”, los diferentes valores de los para´metros de la query string los hemos
an˜adido en las distintas URLs del metadatato del SP. Para comprender mejor
este caso, que puede presentar una mayor complejidad para el lector, vamos a
describir un ejemplo concreto.




En la tercera l´ınea se puede apreciar que cuando el IdP
env´ıe una respuesta de autenticacio´n, nos redirigira´ a la URL
https://sp.gast.it.uc3m.es:6443/sp?o=A, por tanto, en este caso el
primer para´metro identificado sera´ la letra “A” y nos indicara´ que la tarea que
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se debe realizar es consumir los asertos que llegan desde el IdP. En este caso,
adema´s otro de los para´metros que deberemos obtener de la query string es la
referencia al aserto en cuestio´n, que presentara´ un aspecto similar al siguiente:
SAMLart=AAMry%2BP%2BeGSDIykD7woghHvkfb%2F%2BdURFMjkwM0QxM
DBENzMwNzU2N0ND
Una vez comentados los distintos tipos de eventos que se pueden producir,
enumeramos las posibles acciones identificadas y posteriormente, describimos el
funcionamiento global de la aplicacio´n CGI:
1. Accio´n = A, se deben recibir y procesar los asertos enviados por el IdP,
as´ı como enviarle nuevas peticiones y procesar sus respuestas.
2. Accio´n = L, se ha pulsado uno de los botones de Login, por tanto se debe
iniciar la SSO enviando una peticio´n de autenticacio´n al IdP.
3. Accio´n = N, se debe mostrar la interfaz de Bienvenida al usuario.
4. Accio´n = O, se ha pulsado el boto´n de Logout, por lo que se debe realizar
el proceso de SLO.
5. Accio´n = Q, se ha completado correctamente la SSO y se debe mostrar
la interfaz donde se le notifica al usuario este hecho y que le permite hacer
un cierre de sesio´n u´nico. Si el proceso de SSO resulto´ fallido, se muestra al
usuario la interfaz de inicio para que pueda realizar un nuevo intento.
6. Accio´n = S, se debe atender una solicitud SOAP realizada por el IdP.
5.3.3. Interfaz de configuracio´n del metadato del SP
Con el objetivo de ofrecer al administrador del SP la posibilidad de crear el
metadato de forma ma´s sencilla, se ha disen˜ado una interfaz de configuracio´n
web. Los datos que e´ste debe facilitar a la aplicacio´n, son los siguientes:
El descriptor o nombre de su entidad.
El certificado que desea utilizar para el propo´sito de cifrado.
El certificado que desea utilizar para el propo´sito de firma.
Perfiles que desea soportar (SSO, SLO, Federacio´n, etc.).
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Para ello, se ha definido la funcio´n show metada form(), que se encarga
de mostrar una pa´gina al usuario, que dispone de un formulario para que e´ste
introduzca los datos arriba mencionados. En la Figura 5.8 se muestra un ejemplo
del aspecto de esta interfaz de configuracio´n.
Figura 5.8: Vista de la interfaz de configuracio´n del metadato del SP.
Comenzaremos explicando, co´mo se ha implementado la lo´gica relativa a la
obtencio´n de los datos del formulario rellenado por el usuario a trave´s de la
interfaz web en conf metadata. Posteriormente describiremos las funciones que
intervienen en la parte de creacio´n del metadato.
5.3.3.1. Obtencio´n de los datos del formulario de configuracio´n
El tipo de contenido que se ha utilizado para codificar el conjunto de datos
del formulario para su env´ıo al servidor es multipart/form-data, ya que en este
formulario se deben enviar los ficheros que contienen los certificados para cifrar
y firmar. Para almacenar las preferencias seleccionadas por el usuario, hemos














El campo entity descriptor contiene la URL de la entidad que deseamos
configurar. Esta URL sera´ parseada con la ayuda de la funcio´n url parse()
para obtener a partir del path el nombre del fichero en el que almacenaremos
el metadato y posteriormente asignaremos al campo name metadata file.
Otros campos de intere´s, son aquellos que nos permiten almacenar el conte-
nido, el nombre y la longitud de los ficheros proporcionados por el usuario, y
que contienen los certificados para los propo´sitos de cifrado y firma: encry-
ption certificate, encryption certificate name, encryption certificate length,
signing certificate, signing certificate name y signing certificate length.
Por u´ltimo, el campo type nos indica el tipo de metadato seleccionado por el
usuario. Cabe resaltar, que en este proyecto so´lo se ha contemplado un tipo
de metadato gene´rico que define los perfiles de SSO y SLO con el uso de
distintos “bindings”, pero se contempla como trabajo futuro proporcionar
al usuario la posibilidad de configurar un metadato que soporte ma´s tipos
de perfiles definidos en SAML.
A continuacio´n, hemos definido el me´todo parse form metadata(), que
recibe como para´metro de entrada un puntero a esta estructura y se encarga de
obtener el valor de los distintos campos del formulario, con la ayuda de funciones
de la librer´ıa qDecoder y asignarlos a la estructura metadata_conf.
5.3.3.2. Generacio´n del metadato del SP
La funcio´n parse form metadata() es la encargada de generar la estruc-
tura de a´rbol XML que define un metadato SAML, similar al mostrado en la
seccio´n 5.2.2. Para ello, recibe como para´metro de entrada una estructura de tipo
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metadata_conf. En esta funcio´n se realizan comprobaciones acerca de los datos
introducidos. Se verifica que el usuario ha rellenado en el formulario la informa-
cio´n solicitada y que los ficheros que contienen los certificados sigan el formato
PEM. A continuacio´n, se procede a la creacio´n del a´rbol XML y para ello, se
debe introducir el contenido de los certificados para cifrar y firmar, facilitados
por el usuario, en el momento que lleguemos a la parte de generacio´n de los no-
dos <KeyDescriptor>, cuando el atributo “use” tome los valores “‘encryption”
y “signing”, respectivamente. Si el resultado de estas operaciones es exitoso, la
estructura del a´rbol XML que representa el metadato del SP, se almacena en un
fichero, en el directorio htdocs de Apache y se devuelve como resultado cero. En
caso contrario, se devuelve un co´digo de error negativo, que indica el tipo de error
que se ha producido (por ejemplo, que los certificados no siguen el formato PEM,
que falta introducir algu´n dato del formulario rellenado por el usuario, etc).
Si el metadato se ha podido crear correctamente, la aplicacio´n mostrara´ una
pa´gina, con ayuda de la funcio´n show entity(), que dispone de un enlace para
que el usuario pueda visualizar el metadato generado. En caso contrario, se mos-




En este cap´ıtulo se presentan las pruebas realizadas y los resultados obtenidos,
en primer lugar para el proveedor de servicios (SP) de ZXID y los servicios ofre-
cidos por esta herramienta, utilizada para proporcionar su soporte. Tambie´n se
presentan las pruebas llevadas a cabo para probar el funcionamiento del provee-
dor de identidad (IdP) y pruebas de integracio´n de e´ste y el SP basado en ZXID.
Despue´s se presentan las pruebas realizadas para comprobar el funcionamiento
del proveedor de servicios implementado, as´ı como su interoperabilidad con el
IdP. Finalmente, se presentan pruebas de interoperabilidad realizadas entre los
dos SPs de nuestra plataforma.
Las distintas pruebas realizadas, se recogen en tablas resumen a lo largo de este
cap´ıtulo. Se ha asignado un co´digo para hacer referencia cada prueba, formado
por 3 o 4 d´ıgitos, en funcio´n de la siguiente notacio´n:
Cada prueba puede pertenecer a la seccio´n x del presente cap´ıtulo. Por que
se denotara´ como 6x.
Cada prueba puede pertenecer a la subseccio´n y del presente cap´ıtulo. Por
que se denotara´ como 6xy. En caso de que no exista tal subseccio´n, el co´digo
de la prueba contendra´ tres d´ıgitos en lugar de cuatro.
El nu´mero de la prueba realizada para la seccio´n 6x o la subseccio´n 6xy se
denotara´ con el d´ıgito z. Por lo que cada prueba se denotara´ con el co´digo
6xyz o´ 6xz.
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6.1. Pruebas de mo´dulos individuales
Las primeras pruebas consistieron en verificar la funcionalidad por separado
de los servicios instalados. Estas pruebas fueron bastante sencillas puesto que
para ver la funcionalidad completa de estos servicios era necesario integrarlos,
configurando las relaciones entre ellos. Por tanto, en esta seccio´n explicamos en
que´ consistieron las primeras pruebas.
6.1.1. Pruebas de los servicios de ZXID
Una vez instalado ZXID y todas sus dependencias las primeras pruebas con-
sistieron en lanzar los servicios que e´ste incluye desde distintos navegadores. Los
servicios de prueba que soporta esta librer´ıa son:
Servicio ba´sico “HelloWorld”, muestra una interfaz gra´fica sencilla que
permite an˜adir la URL del metadato del IdP y poder realizar el proceso de
SSO. En esta interfaz gra´fica se ofrece la posibilidad de utilizar por defecto
un IdP de Orange o un IdP llamado idp.symdemo.com.
Servicio Web “HelloWorld”, ofrece una interfaz similar al servicio ba´si-
co de “HelloWorld”. Permite realizar SSO entre un WSP y un IdP. Ofrece
proveedores de identidad por defecto para realizar el inicio de sesio´n u´nico y
tambie´n permite introducir la URL del metadato de un IdP que escojamos.
Servicios web que siguen la sintaxis HRXML1. El objetivo de HR-
XML es representar documentos relacionados con la gestio´n de Recursos
Humanos, como por ejemplo curr´ıculos vitae, la informacio´n de no´mina de
sueldos, beneficios de matricula, etc de forma estructurada. Los servicios
que ofrece ZXID disponen de un proveedor de servicios web (WSP) y un
cliente de servicios web (WSC), que permiten intercambiar este tipo de
datos a trave´s de documentos XML.
Las pruebas realizadas acerca de los servicios de prueba de ZXID se recogen
en la tabla 6.1
1HRXML (Human Resources Extensible Markup Language) es una biblioteca desarrollada
por el HR-XML Consortium Inc. para apoyar una variedad de procesos de negocio relacionados
con la gestio´n de los Recursos Humanos.
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Prueba realizada Co´digo Resultado Observaciones
Acceso al Servicio ba´si-
co “HelloWorld”.
6111 OK La pa´gina de este servicio se carga correcta-
mente en el navegador. Dispone de botones que
permiten hacer SSO con varios IdPs que ofrece
por defecto ZXID o con un IdP que configure-
mos nosotros. La interfaz de este servicio tam-
bie´n ofrece un enlace para acceder a la URL
del metadato del SP.
Acceso a la URL que
contiene el metadato
del SP
6112 OK En un primer momento, al tratar de visualizar
con el navegador el metadato del SP utilizando
la URL, nos mostraba una pa´gina en blanco.
El problema se deb´ıa a un mal funcionamien-
to de la funcio´n write_all_fd de ZXID. Pa-
ra solucionar el problema, realizamos una se-
rie de modificaciones en los ficheros zxid.c y
zxidmeta.c.
Pruebas de SSO en-
tre el SP del servicio
ba´sico e IdPs que ofre-
ce por defecto la inter-
faz gra´fica de “Hello-
World”
6113 NO OK Cuando tratamos de iniciar la SSO con los dos
IdPs que se ofrecen por defecto en la interfaz
gra´fica, se nos informa de que estos servidores
no se encuentran disponibles, por lo que es ne-
cesario disponer de nuestro propio IdP. En la
documentacio´n se recomienda Authentic como
IdP interoperable.
Acceso al Servicio Web
“HelloWorld”
6114 NO OK La interfaz gra´fica se puede cargar en el nave-
gador, pero e´ste requiere un servidor de descu-
brimiento para hacer SSO.
Acceso a los Servicios
web que siguen la sin-
taxis HRXML
6115 NO OK Para probar este escenario, es necesario un ser-
vidor de descubrimiento. Por tanto, el resul-
tado de esta prueba fue exitoso respecto a la
carga del cliente (WSC), pero el servidor daba
un error interno.
Tabla 6.1: Pruebas de acceso a distintos servicios de
ZXID.
En la tabla 6.1, se puede observar que en la prueba que hemos denotado con el
co´digo 6112, fue necesario hacer modificaciones en el co´digo fuente de los ficheros
zxid.c y zxidmeta.c, para poder visualizar correctamente el metadato del SP
en el navegador. Por tanto, en el fichero zxid.c, en la l´ınea 572 hemos sustituido
la llamada a la funcio´n write all fd, que escribe el contenido de un fichero por
la salida esta´ndar, por una llamada a la funcio´n printf de la siguiente manera:
case ’B’: /* Metadata */





Esta misma modificacio´n fue necesaria hacerla en el fichero zxidmeta.c en la
funcio´n llamada zxid_send_sp_meta() de la siguiente manera:
/* Called by: main, opt */
int zxid_send_sp_meta(struct zxid_conf* cf, struct zxid_cgi* cgi)
{








Despue´s de realizar estos cambios, pudimos visualizar correctamente la pa´gina
que contiene el metadato del SP en el navegador.
Por otra parte, tras realizar el conjunto de pruebas presentadas en la tabla
6.1, pudimos extraer las siguientes conclusiones:
Para poder probar el funcionamiento de los perfiles SSO y SLO era necesario
disponer de nuestro propio IdP y realizar la integracio´n entre el SP y el
IdP, dado que los servicios de los proveedores de identidad de prueba, que
se ofrecen en la interfaz del SP no se encuentran disponibles.
Los servicios web de “HelloWorld” y el servicio basado en la sintaxis
HRXML utilizan un servidor LDAP que se debe encontrar a partir de un
servidor de descubrimiento. El servidor de descubrimiento no esta´ disponi-
ble como co´digo abierto, sino como un producto comercial, por tanto, las
pruebas de estos servicios no se pudieron concluir con e´xito. Este aspecto
lo comentaremos en mayor profundidad en el cap´ıtulo 7.
6.1.2. Pruebas del Proveedor de Identidad (IdP)
Una vez instalado el IdP con todas sus dependencias y librer´ıa de soporte,
y exitosamente configurado, se realizaron pruebas de los servicios ofrecidos por
el IdP. Estas pruebas incluyen la configuracio´n del IdP a trave´s de la interfaz
web facilitada por Authentic y la creacio´n de distintos usuarios de prueba. Cabe
destacar, que en la primera fase del proyecto la gestio´n de usuarios se realizaba
114
directamente en el sistema de ficheros. Las pruebas ma´s relevantes realizadas para
el IdP se recogen en la tabla 6.2.






ello, facilitamos a la
aplicacio´n los ficheros
que contienen la clave
privada y el certificado
del IdP
6121 OK Tras realizar esta operacio´n, se generan dos
metadatos para el IdP. El primero sigue las
especificaciones de SAML y el segundo las de
Liberty. En nuestro caso, trabajaremos con el
metadato de SAML. Visualizamos con el na-
vegador que las pa´ginas de los metadatos se
cargan correctamente.
Creacio´n de un usuario
sin rol de administra-
dor desde la interfaz de
administracio´n de Aut-
hentic
6122 OK Si accedemos al enlace
Admin→Identity Management podemos
observar la informacio´n relativa al usuario
generado. Esta informacio´n se almacena en
un sistema de ficheros en el IdP. Si tratamos
de acceder a la interfaz de administracio´n
con este usuario obtenemos un Forbidden en
el servidor, que es lo correcto puesto que no
dispone de permisos de administracio´n.
Creacio´n de un usuario
con rol de administra-
dor desde la interfaz de
administracio´n de Aut-
hentic
6123 OK Si accedemos al enlace
Admin→Identity Management podemos
observar la informacio´n relativa al usuario
generado. Esta informacio´n se almacena en
un sistema de ficheros en el IdP. Con este
usuario podremos acceder a la interfaz de
administracio´n del IdP.
Autenticacio´n de usua-
rios que se encuentran
registrados en el IdP.
6124 OK Se realiza una autenticacio´n correcta de los
usuarios registrados con rol de administrador
y de aquellos que no disponen de privilegios de
administracio´n.
Autenticacio´n de usua-
rios que no se encuen-
tran registrados en el
IdP.
6125 OK La autenticacio´n falla y el IdP lo notifica con
un mensaje de error.
Tabla 6.2: Pruebas del proveedor de identidad.
6.1.3. Pruebas del Servidor LDAP
Para llevar a cabo una gestio´n de usuarios eficiente en nuestro sistema de
gestio´n de identidad, instalamos y configuramos un servidor LDAP. Despue´s rea-
lizamos pruebas de insercio´n, borrado y bu´squeda de usuarios en este directorio,
a trave´s de la consola y del explorador de directorios proporcionado por la he-
rramienta phpLDAPadmin. En la tabla 6.3 se reflejan las pruebas realizadas ma´s
relevantes.
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Prueba realizada Co´digo Resultado Observaciones
Creacio´n de cuentas de
usuarios de tipo po-
sixAccount e inetOrg-
Person a trave´s de la
herramienta de l´ınea de
comandos ldapadd
6131 OK La cuentas de usuario se crean correctamente.
Si buscamos uno de los usuarios creados en
el directorio, mediante el comando ldapsearch,
LDAP nos facilita la informacio´n del usuario
solicitado.
Modificacio´n de usua-
rios a trave´s de la he-
rramienta de comandos
ldapmodify
6132 OK La informacio´n de los usuarios so´lo puede ser
modificada por el administrador del directorio
LDAP.
Creacio´n de cuentas de
usuarios de tipo po-
sixAccount e inetOrg-
Person a trave´s de la
herramienta phpLDA-
Padmin
6133 OK Las cuentas de usuario se pueden crear relle-
nando el valor de los atributos de esta clase de
objetos a trave´s de un formulario proporciona-
do, por la interfaz web de phpLDAPadmin; o
importando un fichero en formato LDIF.
Creacio´n de cuentas de
usuarios de tipo use-
rAuthentic
6134 OK Las cuentas de usuario se pueden crear impor-
tando un fichero en formato LDIF o rellenando
el valor de los atributos de esta nueva clase de
objeto a trave´s de un formulario. Hemos rea-
lizado una configuracio´n en phpLDAPadmin
para que se puedan crear este nuevo tipo de
cuentas utilizando la segunda opcio´n, al igual
que se ofrece esta posibilidad para crear el res-
to de clases de objeto definidas en LDAP.
Creacio´n de un usuario
con rol de administra-
dor
6135 OK El usuario se crea correctamente.
Bu´squeda de usuarios a
trave´s de phpLDAPad-
min
6136 OK La herramienta permite realizar bu´squedas en
el a´rbol completo o en los niveles que se espe-
cifiquen. Se ofrecen filtros de bu´squeda y tam-
bie´n se permite elegir que´ atributos se deben
mostrar del usuario solicitado.
Modificacio´n y borrado
de usuarios a trave´s ph-
pLDAPadmin
6137 OK Estas modificaciones so´lo las pueden realizar
aquellos usuarios administradores de LDAP
que dispongan de permisos.
Tabla 6.3: Pruebas del servidor LDAP.
6.2. Pruebas de integracio´n e interoperabilidad
En este conjunto de pruebas, se llevaron a cabo pruebas de integracio´n e in-
teroperabilidad entre los distintos proveedores para verificar la correcta ejecucio´n
de los perfiles SSO y SLO de SAML. Las pruebas de integracio´n consisten ba´sica-
mente en establecer una relacio´n de confianza mutua entre el SP y el IdP de forma
manual a trave´s de metadatos; por tanto, primero se declara ZXID como SP de
Authentic y segundo se configura Authentic como el IdP de ZXID. La segunda
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parte, son la pruebas de interoperabilidad para llevar a cabo el proceso completo
de registro y “des-registro” del servicio.
Por otro lado, en una fase posterior de desarrollo, se estimo´ oportuno realizar
la gestio´n de usuarios en el IdP a trave´s de un servicio de directorio LDAP, con el
fin de que esta tarea fuera ma´s eficiente. Por lo que fue necesario realizar nuevas
pruebas de integracio´n del IdP con el servidor LDAP. Estas pruebas tambie´n se
recogen en esta seccio´n.
6.2.1. Pruebas de integracio´n del SP de ZXID con el IdP
En el cap´ıtulo 4 realizamos una descripcio´n acerca del procedimiento para
establecer una relacio´n de confianza entre el SP y el IdP. En esta seccio´n va-
mos a tratar este tema con mayor nivel de detalle. Recordemos que para hacer
la declaracio´n de ZXID como SP de Authentic existen dos formas, una es pasar
directamente el certificado e informacio´n relacionada con el SP y la otra es intro-
ducir simplemente la URL con el metadato. Durante el proyecto se han realizado
pruebas con las dos opciones. Para utilizar la segunda opcio´n, por ejemplo, como
indicamos tambie´n en 4.4.1, es necesario seleccionar en la interfaz del IdP:
Settings→LibertyProviders→Create new from remote URL
y especificar la URL que contiene el metadato del SP, que es:
https: //sp.gast.it.uc3m.es:8443/zxid?o=B
Para hacer la declaracio´n en el sentido contrario, es decir, establecer Authentic
como IdP de ZXID, se sigue un procedimiento similar y para ello, se indica la
URL del metadato del IdP en la interfaz del SP de ZXID:
https://idp.gast.it.uc3m.es:5443/saml/metadata
En la tabla 6.4 reflejamos los resultados obtenidos para establecimiento de
una relacio´n de confianza entre los dos proveedores, que en un primer momento
fueron fallidos, y explicamos los motivos por los que se produc´ıan errores.
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Prueba realizada Co´digo Resultado Observaciones
Declaracio´n de ZXID
como SP de Authen-
tic, pasando la URL del
metadato del SP al IdP
6211 OK En un primer momento esta prueba resulto´ fa-
llida por los siguientes motivos:
1. El IdP no pod´ıa procesar correctamen-
te el metadato del SP porque no se
reconoce uno de los bindings defini-
dos en e´ste. Dicho binding se denomina
HTTP-POST-SimpleSign y como indica-
mos en 4.4.1, es un draft, por lo que
todav´ıa no esta´ incorporado y por es-
te motivo, puede ser que todav´ıa no
este´ implementado en Authentic.
2. El IdP no llevaba a cabo la correcta
comprobacio´n de uno de sus objetos,
mostrando el siguiente error:
Attribute Error:’Provider’ object
has no atribute ’this’.
Tras solucionar estos problemas, observamos
que el metadato se procesa adecuadamente en
el IdP y que el SP se an˜ade su lista de pro-
veedores conocidos. El metadato del SP queda
almacenado en un directorio del IdP.
Declaracio´n de ZXID
como SP de Authentic,
pasando el certificado y
la cadena de certifica-
dos del SP, asicomo su
metadato al IdP
6212 OK Esta prueba tambie´n se realizo´ tras solucionar
los problemas de 6211. La declaracio´n es exi-
tosa. Se almacena el material criptogra´fico y el
metadato en un directorio del IdP.
Declaracio´n Authentic
como IdP de ZXID
6213 OK El SP procesa adecuadamente el metadato del
IdP y lo almacena en su “cache´ de metadatos”.
Tabla 6.4: Pruebas de establecimiento de una relacio´n de
confianza mutua entre el SP y el IdP.
La solucio´n al primer problema que se produce en la prueba denotada en
la tabla 6.4 como 6211, ha consistido en modificar el co´digo de ZXID para
que no aparezca definido el binding HTTP-POST-SimpleSign en el metadato
del SP. Estas modificaciones se han realizado en el fichero zxidmeta.c,
comentando la parte de co´digo correspondiente a las l´ıneas 503-505:
za = zxid_ac_desc(cf, SAML2_POST_SIMPLE_SIGN, "?o=P", "5");
za->gg.g.n = &sp_ssod->AssertionConsumerService->gg.g;
sp_ssod->AssertionConsumerService = za;
El segundo error comentado en la prueba 6211, se produce en uno de los
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ficheros del IdP, llamado settings.ptl, concretamente en la l´ınea 195,
donde se realizaba la siguiente comprobacio´n:
if p.this is None:
Donde el objeto p representa un proveedor. Para solucionar este error fue
necesario comprobar simplemente si el proveedor era nulo, en lugar de pre-
guntar por un atributo concreto:
if p is None:
De esta manera, al realizar el submit ya no se producen errores y se realiza
correctamente la declaracio´n de ZXID como SP a Authentic.
6.2.2. Pruebas de interoperabilidad entre el SP de ZXID
y el IdP
Una vez establecida la relacio´n de confianza mutua entre los dos proveedores,
podemos probar el funcionamiento de distintas variantes de los perfiles SSO y
SLO (como medida de interoperabilidad entre proveedores), a trave´s del uso de
diferentes “bindings”. Estas pruebas se realizaron desde navegadores de disposi-
tivos mo´viles y ma´quinas remotas a los servidores. En concreto, se utilizaron los
siguientes navegadores desde ma´quinas con sistemas operativos Windows y Li-
nux: Firefox, Internet Explorer y Konqueror. Tambie´n se utilizaron los siguientes
modelos de terminales mo´viles para llevar a cabo las pruebas: Nokia N96 (S60
OSS Browser), Qtek S200 y Nokia 770 Internet Tablet.
Para ello, si accedemos a la interfaz gra´fica del SP a trave´s de la siguiente URL:
https://sp.gast.it.uc3m.es:8443/zxid, tenemos la posibilidad de pulsar los
botones Login(A2), Login(P2), Login(any) y Login (S2). En funcio´n del boto´n
que pulsemos, se efectuara´ SSO siguiendo distintos bindings, como puede verse
en el cap´ıtulo 4.
Las pruebas se llevaron a cabo con los tres primeros botones, debido a que el
boto´n Login(S2 ) implementa un binding (HTTP-POST Simple Sign), que se trata
de un draft y de momento no esta´ soportado por Authentic. En un principio,
los resultados fueron erro´neos. Los problemas fueron de nuevo ocasionados por
incompatibilidad en los metadatos, reflejados en las pruebas con co´digos 6221 y
6222 de la tabla 6.5.
La solucio´n a estos problemas se comento´ en 4.4.1 y recordemos, consistio´ en
modificar la interfaz de configuracio´n del Authentic para introducir el certificado
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en lugar de la clave pu´blica. As´ı, el proceso de generacio´n del metadato de SAML
se modifico´ para que cargase un certificado en vez de una clave pu´blica. Esta
modificacio´n la hemos realizado en el fichero settings.ptl, que se encuentra en el
directorio de administracio´n del Authentic:
Linea 1395:
idp_key = ’’
if os.system(’openssl version > /dev/null 2>&1’)==0:
# use system calls for openssl since PyOpenSSL
# doesn’t expose the necessary functions.
dir = get_publisher().app_dir
publickey_fn = os.path.join(dir, ’public-key.pem’)
der_key = os.popen(’openssl x509 -in %s -outform der’
% publickey_fn).read()
De esta forma, no se modifico´ la creacio´n del metadato de acuerdo con ID-FF
de Liberty Alliance.
Tras solucionar estos problemas, se selecciono´ el IdP previamente configurado,
utilizando los botones descritos del interfaz del SP. Dichos botones redirigen al
usuario a la pa´gina de autenticacio´n del Authentic, donde se utilizaron usuarios
de prueba creados inicialmente para autenticarse.
Si el resultado de la autenticacio´n ha sido exitoso, entonces automa´ticamente
se redirige al usuario a la pa´gina principal del servicio de ZXID. En esta pa´gina
se le indica la correcta autenticacio´n y se le ofrece la posibilidad de realizar un
cierre de sesio´n u´nico de diversas maneras, mediante cinco posibles botones (ver
Figura 4.3).
En esta parte de las pruebas so´lo utilizamos las tres primeras opciones de
cierre de sesio´n descritas en 4.2.1, puesto que en el metadato de SAML del IdP
no esta´ contemplado el caso de uso de terminacio´n de federacio´n.
Cabe destacar, que al utilizar el boto´n para cerrar la sesio´n localmente (Local
Logout), el resultado fue exitoso, mientras que al tratar de cerrar sesio´n por medio
de los botones Single Logout (Redir) y Single Logout (SOAP), se produc´ıa un error
interno en el servidor del SP.
El error se deb´ıa a que ZXID requiere que el metadato del IdP contenga
certificado(s) con propo´sitos de cifrado y de firma. El metadato del Authentic
u´nicamente contiene el certificado con el propo´sito de la firma, que fue e´l que se
configuro´ inicialmente.
As´ı, la solucio´n consistio´ en modificar el co´digo del IdP para que incluyese
en el metadato tambie´n el propo´sito de cifrado para el mismo certificado, puesto
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que esta´ incluido dentro de los propo´sitos de uso del mismo. La modificacio´n
consistio´ en an˜adir el siguiente fragmento de co´digo a partir de la l´ınea 1407 del
fichero settings-ptl:







Y en modificar la l´ınea 1440 por la siguiente:
return ’\n’.join([prologue, idp_head, idp_key, idp_key2,
idp_body, epilogue])
En la tabla 6.5 se recogen los resultados de las pruebas realizadas desde na-
vegadores de ma´quinas remotas.
Prueba realizada Co´digo Resultado Observaciones
Prueba del perfil SSO
Web iniciado por el
SP: POST-Artifact
Bindings
6221 OK El metadato del IdP contiene u´nicamente la
clave pu´blica y no el certificado completo
tal como se define en las especificaciones de
SAML. Por lo que se produc´ıa un error interno
en el servidor del SP. Tras solucionar este pro-
blema, se completa satisfactoriamente la SSO.
Necesario borrar las cookies del navegador en
caso de que se desee probar de nuevo el proceso
de inicio de sesio´n u´nico.
Prueba del perfil SSO
Web iniciado por el
SP: Redirect-POST.
6222 OK De nuevo, sucede el mismo problema que en
6221, es decir, el metadato del IdP contiene
u´nicamente la clave pu´blica, por lo que se pro-
duce un error interno en el servidor del SP.
Tras solucionar este problema, se completa la
SSO. Necesario borrar las cookies del navega-
dor en caso de que se desee probar de nuevo el
proceso de inicio de sesio´n u´nico.
121
Prueba del proceso
de SSO utilizando el
boto´n Login(any) de la
interfaz gra´fica del SP.
6223 NO OK Se produce un error en el servidor del IdP. Es-
te error se produce en los distintos navegadores
utilizados (Firefox, Internet Explorer y Kon-
queror). En la documentacio´n de ZXID no se
facilita informacio´n acerca de la funcionalidad
de este boto´n. Si consultamos la documenta-
cio´n del IdP (Authentic), encontramos una ta-
bla de interoperabilidad 2 con ZXID, en la que
tampoco se reflejan pruebas realizadas con es-
te mecanismo. Por lo que esta prueba no se ha
podido concluir con e´xito.
Prueba del perfil SSO
Web iniciado por el
SP: POST-Artifact
Bindings utilizando
un usuario no regis-
trado en el servidor
LDAP que utiliza el
IdP para autenticar
a los usuarios del
sistemas.
6224 OK Al iniciar la SSO desde el SP, somos redirigidos
al IdP. Al introducir las credenciales incorrec-
tas, el proveedor de identidad notifica que la
autenticacio´n ha fallado.
Prueba del perfil de
SLO a trave´s del boto´n
de Logout(Redirect)
tras haber completado
el proceso de SSO
Web con distintos
“bindings”.
6225 OK* Se lleva a cabo el cierre de sesio´n u´nico, pero
el servicio del SP nos redirige a una pa´gina del
IdP, en la que se muestra un mensaje de “Page
Not Found”. Este problema sucede con todos
los navegadores que hemos utilizado (Firefox,
Internet Explorer y Konqueror).
Prueba del perfil de
SLO a trave´s del boto´n
de Logout(SOAP)
tras haber completado
el proceso de SSO
Web con distintos
“bindings”.
6226 OK* En ocasiones el servidor del SP tarda bastante
en llevar a cabo este proceso y se queda “col-
gado”. Este problema ocurre con los distintos
navegadores que hemos utilizado (Firefox, In-
ternet Explorer y Konqueror).
Prueba del perfil de
SLO a trave´s del boto´n
de Local Logout tras
haber completado
el proceso de SSO
Web con distintos
“bindings”.
6227 OK Los resultados son similares si empleamos Fi-
refox, Internet Explorer y Konqueror.
Tabla 6.5: Pruebas de los perfiles de SSO y SLO.
Tambie´n realizamos pruebas utilizando como clientes los navegadores de dis-
tintos dispositivos mo´viles, mencionados al principio de esta seccio´n. De estas
pruebas, podemos que concluir que los problemas que surgieron inicialmente al
integrar el SP y el IdP (ver pruebas 6221 y 6222 ), se produc´ıan independiente-
mente del navegador utilizado. Del mismo modo, se produc´ıa el error comentado
en la prueba 6223, al tratar de hacer la SSO con el boto´n Login(any). En lo que se
2http://lasso.entrouvert.org/documentation/interoperability
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refiere a las pruebas de los procesos de inicio y cierre de sesio´n u´nicos utilizando
distintos “bindings”, tambie´n resultaron exitosas. Por lo que podemos concluir,
que los navegadores empleados soportan las cabeceras de las tramas HTTPS, in-
tercambiadas en el dia´logo SAML entre el SP y el IdP, durante los procesos de
SSO y SLO.
6.2.3. Pruebas de integracio´n del IdP y el servicio de di-
rectorio LDAP
Las pruebas ma´s relevantes realizadas durante el proceso de integracio´n del
proveedor de identidad con el servidor LDAP se reflejan en la tabla 6.6.
Prueba realizada Co´digo Resultado Observaciones
Configuracio´n de los
para´metros del servi-
dor LDAP a trave´s de
la interfaz de adminis-
tracio´n del IdP.
6231 OK Se ha modificado la opcio´n por defecto de ges-
tio´n usuarios a trave´s de ficheros. El IdP es
capaz de comunicarse con el servidor LDAP.
Creacio´n de cuentas de
usuarios de tipo po-
sixAccount e inetOrg-
Person desde la inter-
faz de configuracio´n del
IdP.
6232 NO OK Se produce un error en el IdP en el que se in-
dica, que es necesario que las clases de objeto
utilizadas para crear las cuentas de usuario de-
ben contener el atributo obligatorio password.
En los esquemas de las clases de objeto posi-
xAccount e inetOrgPerson se contempla que
este atributo es opcional.
An˜adir el nuevo tipo
de cuenta userAuthen-
tic en la configuracio´n
del servidor LDAP.
6233 OK Se pueden crear nuevos objetos en LDAP uti-
lizando la clase userAuthentic.
Creacio´n de cuentas de
usuarios de tipo use-
rAuthentic desde la in-
terfaz de administra-
cio´n del IdP.
6234 NO OK Se produce un error en el IdP en el que se
indica que no es capaz de generar la estructura
de a´rbol LDAP.
Creacio´n de cuentas de
usuarios de tipo use-
rAuthentic desde el ex-
plorador de directorio
phpLDAPadmin.
6235 OK El IdP es capaz de hacer una lectura correcta
de la informacio´n almacenada en el servicio de
directorio. Se ha creado un usuario administra-
dor y usuarios sin permisos de administracio´n.
Modificacio´n y borrado
de usuarios a trave´s ph-
pLDAPadmin.
6236 OK Estas modificaciones se llevan a cabo por un
usuario con perfil de administrador LDAP. Al
llevar a cabo la lectura de la informacio´n al-
macenada en el servidor LDAP, desde el IdP,
se reflejan las actualizaciones realizadas.
Autenticacio´n de un
usuario con rol de ad-
ministrador desde la
interfaz de Login del
IdP.
6237 OK El IdP lleva a cabo la autenticacio´n correcta-
mente con la ayuda del servidor LDAP.
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Autenticacio´n de un
usuario sin rol de admi-
nistrador desde la in-
terfaz de Login del IdP.
6238 OK El IdP lleva a cabo la autenticacio´n correcta-
mente con la ayuda del servidor LDAP.
Autenticacio´n de un
usuario no registrado
en LDAP desde la in-
terfaz de Login del IdP.
6239 OK El IdP notifica que la autenticacio´n ha sido
fallida.
Tabla 6.6: Pruebas de integracio´n del IdP con el servidor
LDAP.
En la tabla 6.6, se puede apreciar que el IdP soporta el modo lectura de los
datos almacenados en el servidor LDAP, sin embargo, la creacio´n de usuarios
a trave´s de la interfaz de Authentic resulto´ fallida (pruebas 6232 y 6234 ). Al
consultar con sus desarrolladores, nos informaron de que el modo escritura en
LDAP a trave´s de Authentic todav´ıa no es muy estable. La creacio´n de usuarios
desde la interfaz del IdP, se puede realizar cuando la gestio´n de usuarios se realiza
a trave´s de sistemas de ficheros, pero al utilizar el servicio de directorio, estos se
deben crear a trave´s de LDAP. Para ello, utilizamos el explorador de directorio
LDAP proporcionado por la herramienta phpLDAPadmin.
6.3. Pruebas del Proveedor de Servicios imple-
mentado
En esta seccio´n explicamos el conjunto de pruebas realizado para comprobar
el funcionamiento del SP desarrollado en el cap´ıtulo 5 y su interoperabilidad con
el IdP.
Durante la realizacio´n de estas pruebas fue necesario generar certificados di-
gitales para realizar la configuracio´n del SP. Tambie´n se definieron ficheros de
metadatos de prueba y fue necesario contar con el metadato del IdP, as´ı como
su certificado y cadena de certificados. Para llevar a cabo estas pruebas hemos
utilizado tambie´n diversas herramientas software como: WireShark, IEWatch y
Valgrind. Por lo que explicamos brevemente en que´ consiste cada una y para
que´ se ha utilizado.
WireShark es un analizador de protocolos, de software libre y se ejecuta
sobre la mayor´ıa de los sistemas operativos Unix y compatibles. Permite
realizar ana´lisis y solucionar problemas en redes de comunicaciones. En
este proyecto se ha utilizado esta herramienta para visualizar las tramas
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intercambiadas entre el SP y el IdP. Sin embargo, debido a que el contenido
de e´stas se encuentra cifrado, con WireShark u´nicamente pod´ıamos verificar
aspectos tales como, que las direcciones IP de origen y destino de las tramas
eran las adecuadas, lo cual nos indicaba que el dia´logo entre los proveedores
se estaba llevando a cabo, pero no pod´ıamos observar el contenido en claro
de los mensajes intercambiados.
Para visualizar el contenido de las tramas intercambiadas por HTTPS, se ha
utilizado la herramienta IEWatch, que es un plug-in para Microsoft Internet
Explorer.
En lo que respecta a Valgrind, es un conjunto de herramientas de software
libre que ayuda en la depuracio´n de problemas de memoria y rendimiento
de programas.
Adema´s, cabe destacar que para realizar las pruebas presentadas en esta sec-
cio´n se han empleado los navegadores web: Firefox, Internet Explorer y Konque-
ror.
6.3.1. Pruebas de la librer´ıa IdM
Inicialmente, realizamos un conjunto de pruebas para verificar que los distintos
pasos del dia´logo llevado a cabo entre el SP y el IdP para realizar los distintos
perfiles implementados, se llevaban a cabo correctamente.
Recordemos, que el perfil de SSO POST-Artifact Bindings se puede llevar
a cabo con este proveedor utilizando desde el SP los bindings HTTP-Redirect y
HTTP-POST, por lo que inicialmente se realizo´ un programa independiente de prue-
ba que realizaba la secuencia completa de mensajes con el binding HTTP-Redirect
y posteriormente, se siguio´ el mismo procedimiento con el binding HTTP-POST. En
la tabla 6.7 se recogen las pruebas realizadas ma´s relevantes.
Prueba realizada Co´digo Resultado Observaciones
Generacio´n del mensaje de
peticio´n de autenticacio´n
desde el SP utilizando el
“binding”HTTP-Redirect
6311 OK Los mensajes se generaban correctamente, el
co´digo devuelto por las funciones de IdM Li-
brary utilizadas para este fin es exitoso. El IdP
recibe correctamente esta peticio´n y nos env´ıa
un mensaje de redireccio´n a su pa´gina de Lo-
gin.
Generacio´n del mensaje de
peticio´n de autenticacio´n
desde el SP utilizando el
“binding”HTTP-POST.
6312 OK Los mensajes se generaban correctamente, el
co´digo devuelto por las funciones de IdM Li-
brary utilizadas para este fin es exitoso. El IdP
recibe correctamente esta peticio´n y nos env´ıa
un mensaje de redireccio´n a su pa´gina de Lo-
gin.
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Generacio´n de la URL a la
que nos debe redirigir el SP
cuando env´ıa la peticio´n de
autenticacio´n con el “binding”
HTTP-Redirect.
6313 OK Esta URL es donde el IdP recibe dicha pe-
ticio´n, especificada su metadato, acompan˜ada
de la query string, generada en el proceso de
peticio´n de autenticacio´n. Automa´ticamente el
IdP nos redirige a su interfaz de Login para in-
troducir los datos del usuario.
Recepcio´n del artifact que el
IdP env´ıa como respuesta tras
introducir los datos de un
usuario de prueba en su inter-
faz de Login.
6314 OK El SP procesa la referencia al aserto (artifact)
correctamente y env´ıa una solicitud SOAP al
IdP para obtener el valor del aserto.
Env´ıo del mensaje SOAP desde
el SP para obtener el valor del
aserto emitido por el IdP.
6315 OK El IdP procesa el mensaje adecuadamente.
Realiza una comprobacio´n exitosa de la firma
XML contenida en el mensaje SOAP.
Recepcio´n del mensaje SOAP
enviado por el IdP.
6316 OK El mensaje contiene un co´digo de e´xito y el va-
lor de un aserto de autenticacio´n. Sin embar-
go, tuvimos algunos problemas al procesar este
mensaje, debido a que la lectura del mismo se
realizaba de forma incompleta. El error se pro-
duc´ıa porque en una de las funciones de la li-
brer´ıa LibNeon, que se encargaba de la lectura
de los bloques de la respuesta de una peticio´n
POST, hab´ıa una condicio´n incorrecta que es-
taba provocando la interrupcio´n en la lectura
del mensaje de respuesta, sin que e´ste se hu-
biera le´ıdo completamente. Tras modificar esa
condicio´n erro´nea, se consigue leer toda la res-
puesta, el SP la procesa satisfactoriamente y
finalmente, se completa la SSO.
Tabla 6.7: Pruebas de desarrollo unitario del SP.
6.3.2. Pruebas de integracio´n entre el SP y el IdP
En este conjunto de pruebas, se llevaron a cabo pruebas de integracio´n en-
tre los dos proveedores. Las pruebas de integracio´n consisten, en establecer una
relacio´n de confianza mutua entre el SP y el IdP de forma manual a trave´s de
metadatos. En la tabla 6.8 se recogen las pruebas ma´s relevantes, realizadas para
la integracio´n de los proveedores.
Prueba realizada Co´digo Resultado Observaciones
Declaracio´n del SP implemen-
tado como proveedor de servi-
cios de Authentic
6321 OK El IdP procesa correctamente el metadato y
lo almacena en un directorio con el resto de
metadatos de proveedores conocidos.
Declaracio´n Authentic como
IdP del SP implementado.
6322 OK El SP procesa correctamente el metadato, lo
almacena en un directorio y an˜ade al IdP en
su lista de proveedores de confianza.
Tabla 6.8: Pruebas I del SP con el IdP.
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6.3.3. Pruebas de la interfaz gra´fica de usuario e interope-
rabilidad
Estas pruebas se han realizado tras integrar las funciones de IdM Library en
la aplicacio´n CGI. En este caso, construimos un fichero de metadato propio para
realizar la configuracio´n del SP, en el cual indicamos las URLs de nuestro servidor
para recibir los asertos enviados por el IdP y atender las peticiones de SLO. En
este metadato se incluyen los perfiles de SSO y SLO y los “bindings” soportados
por nuestro SP. Otro aspecto a destacar, es que se utiliza el mismo certificado
para los propo´sitos de cifrado y firma.
Por otra parte, en esta seccio´n tambie´n se presentan los resultados obtenidos
en las pruebas realizadas para la interfaz de configuracio´n del metadato del SP.
En la tabla 6.9 se recogen las distintas pruebas llevadas a cabo durante esta fase.
Prueba realizada Co´digo Resultado Observaciones
Pa´gina de inicio de SSO 6331 OK Se capturan correctamente los eventos de pul-
sar el boto´n de Login con los dos tipos de “bin-
dings”. Posteriormente se ejecutan las accio-
nes correspondientes (inicio de SSO y estable-
cimiento de la comunicacio´n con el IdP).
Formulario con datos persona-
les de la pa´gina de inicio de
SSO
6332 OK Se procesan correctamente los datos introdu-
cidos por el usuario y se almacenan en una
estructura en la aplicacio´n CGI.
Env´ıo de mensaje de peticio´n
de autenticacio´n al IdP tras
pulsar boto´n de Login.
6333 OK Al principio tuvimos algunos problemas para
que el IdP verificara la firma XML, conteni-
da en este mensaje, debido a que se produc´ıan
problemas por la codificacio´n de algunos carac-
teres del fichero de metadato como por ejemplo
“ ”. Tras el eliminar este cara´cter del metada-
to del SP, comprobamos en la consola donde
se encuentra lanzado el servidor del IdP (es-
cuchando peticiones a trave´s del puerto 3002),
que e´ste verifica la firma y env´ıa una respuesta
con el artifact al SP.
Parseo de la query string. 6334 OK Se identifica el tipo de accio´n a realizar en ca-
da momento: que el usuario hab´ıa pulsado un
boto´n de login, que se deb´ıa recibir el aserto
del IdP, iniciar el SLO, etc.
Prueba del perfil SSO Web
iniciado por el SP: POST-
Artifact Bindings, usando
“binding” HTTP-Redirect en el
SP.
6335 OK Esta prueba se ha realizado autenticando usua-
rios con y sin rol de administracio´n en el IdP, a
trave´s de distintos navegadores. Necesario bo-
rrar cookies del navegador.
Prueba del perfil SSO Web
iniciado por el SP: POST-
Artifact Bindings, usando
“binding” HTTP-POST en el SP.
6336 OK Esta prueba se ha realizado autenticando usua-
rios con y sin rol de administracio´n en el IdP, a
trave´s de distintos navegadores. Necesario bo-
rrar cookies del navegador.
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Interfaz de configuracio´n de
metadato para el SP
6337 OK Se procesan adecuadamente los datos propor-
cionados por el usuario y se proporciona un
enlace para visualizar el metadato generado.
Dicho metadato se almacena en un fichero. En
caso de que los datos introducidos por el usua-
rio no sean correctos, se muestra la pa´gina de
error correspondiente.
Tabla 6.9: Pruebas de la interfaz gra´fica de usuario.
Una vez verificamos el correcto funcionamiento del proceso de Single Sign
On, consideramos el siguiente escenario para probar la funcionalidad del perfil de
Single Logout (SLO) utilizando el “binding” SOAP. En primer lugar se realizaron
las pruebas de SLO con un u´nico usuario autenticado en el sistema. A continuacio´n
se realizaron pruebas con varios usuarios autenticados simulta´neamente, con el
fin de comprobar si el SP es capaz de identificar correctamente que´ usuario ha
solicitado el cierre de sesio´n u´nico.
En la tabla 6.10 se recogen los resultados de las pruebas realizadas para este
escenario.
Prueba realizada Co´digo Resultado Observaciones
Un usuario ha completado el
proceso de SSO y solicita un
cierre de sesio´n u´nico.
6338 OK El SP obtiene de las cookies del navegador un
identificador y encuentra en el sistema de fiche-
ros de sesio´n la informacio´n relativa del usua-
rio.
Varios usuarios se encuentran
autenticados en el sistema y
han solicitado cierre de sesio´n.
6339 OK El SP identifica correctamente las solicitudes
de estos usuarios, y se llevan a cabo los cierres
de las sesiones. Cada usuario se ha autenticado
a trave´s de un tipo de navegador diferente.
Tabla 6.10: Pruebas II del SP con el IdP.
6.4. Otras pruebas de interoperabilidad
Adema´s de las pruebas presentadas hasta ahora, realizamos un conjunto de
pruebas de interoperabilidad teniendo en cuenta todas las entidades que forman
parte nuestra plataforma de gestio´n de identidad (ver Figura 3.1). Como puede
verse en el cap´ıtulo 3, hemos utilizado la notacio´n SP1, para referirnos al SP
de ZXID, y SP2, para el proveedor de servicios implementado. En esta fase, se
realizo´ un conjunto de pruebas en el que un usuario de prueba solicita los servicios
de SP1 y SP2 a trave´s de SSO con distintos “bindings”. Posteriormente, puede
iniciar el cierre de sus sesiones activas desde SP1 o desde SP2.
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En la tabla 6.11 se reflejan los resultados de las pruebas ma´s relevantes reali-
zadas durante esta fase.
Prueba realizada Co´digo Resultado Observaciones
Usuario solicita
primero servicio
de SP1 y a conti-
nuacio´n, de SP2 y
viceversa.
641 OK Cuando el usuario solicita servicio de SP1, es re-
dirigido al IdP para introducir sus credenciales.
Si se ha autenticado correctamente, accede al ser-
vicio solicitado. Cuando el usuario solicita el ser-
vicio de SP2, obtiene el acceso directamente sin
tener que volver a proporcionar sus credenciales
al IdP, es decir, se ha realizado el inicio de se-
sio´n u´nico. Se obtienen los mismos resultados si
el usuario solicita primero un servicio con SP2
y despue´s con SP1. Esta prueba se ha llevado a
cabo empleando distintas combinaciones de los
“bindings” soportados por los SPs para realizar
la SSO. Es necesario limpiar las cookies del na-








642 OK Regresamos a la pa´gina de inicio de SP1 y si








643 OK* Regresamos a la pa´gina de inicio de SP2, pero
el servidor de SP1, se queda esperando durante
bastante tiempo. Puede ser algu´n problema de
interoperabilidad de ZXID.





Este proyecto surge a partir de un trabajo de investigacio´n realizado dentro
de GAST (Grupo de Aplicaciones y Servicios Telema´ticos), en el Departamento
de Telema´tica de la Universidad Carlos III de Madrid. Durante los meses de
Noviembre de 2008 a Octubre de 2009 ha habido distintos per´ıodos de desarrollo,
cuya explicacio´n es objeto de este apartado. En este cap´ıtulo, trataremos de
explicar las diferentes etapas del proyecto, comentando los objetivos y el trabajo
llevados a cabo en cada una de ellas, as´ı como los distintos problemas encontrados
en el camino y los replanteamientos y nuevos enfoques que se formularon para
solventarlos.
Cabe destacar, que todas las pruebas documentadas en el cap´ıtulo 6, fue-
ron realizadas en paralelo durante las etapas de despliegue y desarrollo de este
proyecto.
7.1. Fases del proyecto
7.1.1. FASE I: Definicio´n de requisitos.
Descripcio´n de las tareas realizadas.
La proposicio´n inicial sobre la que trabajar era poner en marcha una plata-
forma que nos permitiera probar la funcionalidad de un sistema de gestio´n
de identidad. A partir de este planteamiento, comenzamos a definir requi-
sitos:
• Los aspectos de seguridad e identificacio´n ba´sicos deb´ıan estar ga-
rantizados de forma robusta, estos aspectos incluyen: autenticacio´n,
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autorizacio´n, integridad, confidencialidad y no repudio.
• Era necesario definir en la infraestructura de la plataforma un entorno
de federacio´n de identidades con mecanismos de single sign-on.
• Para permitir federacio´n de identidad, la plataforma se basar´ıa en el
lenguaje de asertos y la infraestructura definida por OASIS, SAML .
• Una vez desplegados los distintos elementos del sistema se deb´ıa probar
la interoperabilidad entre distintos proveedores.
• La gestio´n de usuarios deb´ıa realizarse de forma eficiente.
Partiendo de estos requisitos, se decidio´ que el modelo de seguridad se
basar´ıa en una infraestructura de PKI, con el objetivo de ofrecer un mayor
nivel de seguridad en entornos no centralizados.
Tras esta formulacio´n inicial de los requisitos fundamentales, comenzamos
un proceso de documentacio´n para adquirir un cierto conocimiento acerca
del funcionamiento de las especificaciones de SAML. Tambie´n se realizo´ un
estudio de distintas implementaciones de co´digo libre que existen de las
dos iniciativas en gestio´n de identidad mencionadas. Para ello, tuvimos en
cuenta aspectos de: funcionalidad implementada, versiones de los protocolos
soportados, la integracio´n con el sistema subyacente de gestio´n de certifica-
dos, la complejidad, la disponibilidad para diferentes distribuciones Linux,
etc.
Resultados.
Como resultado de esta fase de documentacio´n, decidimos seleccionar dos
marcos de trabajo: ZXID y Lasso. ZXID, como hemos comentado en diver-
sas ocasiones, proporciona el soporte necesario para los SPs y Lasso permite
desarrollar tanto SPs como IdPs. La librer´ıa Lasso cuenta con un IdP deno-
minado Authentic que esta´ recomendado por ZXID para ser interoperable
con su SP.
7.1.2. FASE II: Instalacio´n y configuracio´n de ZXID.
Descripcio´n de las tareas realizadas.
En esta fase comenzamos con la instalacio´n de la librer´ıa que nos propor-
cionar´ıa el soporte para el SP. En este caso, fue necesario realizar de nuevo
una labor de documentacio´n acerca de los requisitos y dependencias exter-
nas para llevar a cabo la instalacio´n de la misma.
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Instalamos primero varias dependencias externas de ZXID: LibCurl,
OpenSSL y Zlid. A continuacio´n, dado que el SP ofrece sus servicios a trave´s
de un servidor Web, era necesaria la instalacio´n de un servidor web capaz
de soportar conexiones HTTPS. Aunque en la documentacio´n de ZXID se
recomendaba utilizar una versio´n simplificada del servidor Apache y ma´s
sencilla, denominada mini-httpd, decidimos elegir el servidor Apache, en su
versio´n ma´s reciente, porque podr´ıamos reutilizar la instalacio´n para crear
distintas instancias de SPs e IdPs y esta´ mejor documentado.
Realizamos un nuevo proceso de documentacio´n centrado en los siguien-
tes aspectos: configuracio´n del servidor Apache con OpenSSL y LibCurl,
as´ı como su integracio´n con ZXID.
Una vez que tuvimos todas las dependencias instaladas, pudimos proceder
a instalar la librer´ıa que nos ofrecer´ıa el soporte del SP: ZXID. Durante
este per´ıodo, se generaron tambie´n diversos certificados digitales, necesarios
para la configuracio´n de Apache con soporte SSL y para la configuracio´n
de ZXID.
Despue´s, realizamos la configuracio´n del proveedor de servicios. Tambie´n
realizamos algunas pruebas pra´cticas con distintos ejemplos proporcionados
por esta librer´ıa. Uno de los servicios ofrecidos incluye una interfaz gra´fica
sencilla que permite an˜adir la URL del metadato del IdP y realizar SSO. Sin
embargo, ZXID no proporciona el soporte necesario para desarrollar IdPs,
aunque recomienda un IdP llamado Authentic de Lasso.
Problemas encontrados.
Durante esta fase del proyecto tuvimos bastantes problemas para integrar la
librer´ıa LibCurl con la versio´n 0.28 de ZXID. Sin embargo, al descargarnos
la versio´n 0.29 pudimos compilar ZXID teniendo en cuenta esta dependencia
externa sin problemas, por lo que deb´ıa tratarse de un bug.
Tambie´n tuvimos problemas para visualizar el metadato del SP, reflejados
en la prueba 6111 (ver tabla 6.1), que finalmente, conseguimos solucionar.
Resultados.
Al finalizar esta estapa tenemos en funcionamiento el proveedor de servicios
y nos hemos familiarizado con algunas de las funcionalidades de la librer´ıa
ZXID. Sin embargo, al no contar con el soporte necesario para desarrollar
un IdP, necesitamos instalar una nueva librer´ıa, as´ı como sus dependencias
externas para poder probar el mecanismo de SSO.
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7.1.3. FASE III: Instalacio´n y configuracio´n del IdP Aut-
hentic.
Descripcio´n de las tareas realizadas.
En este per´ıodo instalamos el paquete que nos proporcionar´ıa el soporte
para el IdP: Authentic. De nuevo, fue necesario realizar una tarea de do-
cumentacio´n acerca de los requisitos y dependencias externas para llevar a
cabo la instalacio´n de la misma. En este caso, el nu´mero de dependencias
requeridas hab´ıa aumentado, aunque no obstante, pod´ıamos reutilizar la
instalacio´n de Apache con soporte SSL, realizada durante la fase anterior,
para crear una nueva instancia.
Sin embargo, tuvimos que an˜adir a la instalacio´n y configuracio´n del servidor
Web nuevas dependencias para que trabajar con Python, debido a que parte
del co´digo del IdP esta´ escrito en este lenguaje, y con SCGI, pues una
vez instaladas todas las dependencias, cuando se lance el servidor e´ste se
encontrara´ escuchando en el puerto 3002 las peticiones y respuestas de los
SPs.
Tras completar la instalacio´n de Authentic y de sus dependencias, el si-
guiente paso consist´ıa en realizar la configuracio´n del IdP. Para esta tarea,
fue necesario generar una clave pu´blica y una clave privada con la ayuda
de OpenSSL. Tambie´n se configuraron opciones como el almacenamiento
de usuarios, que en esta fase se definio´ que fuera a trave´s de un sistema de
ficheros.
Resultados.
En este momento, ya disponemos de dos elementos ba´sicos en un sistema de
gestio´n de identidad en funcionamiento: el SP y el IdP. Sin embargo, para
probar funcionalidades y perfiles de SAML, como el mecanismo de single-
sign-on o single-logout, es necesario el establecimiento de una relacio´n de
confianza entre los mismos, con el fin de que estos puedan interactuar.
7.1.4. FASE IV: Integracio´n del SP y el IdP.
Descripcio´n de las tareas realizadas.
Una vez ten´ıamos el Proveedor de Servicios y el Proveedor de Identidad
instalados y configurados, el siguiente paso, era integrarlos para probar los
perfiles de SSO y SLO. Tamb´ıen realizamos pruebas con diferentes servicios
de ZXID. En la documentacio´n encontramos que contaba con un WSP de
ejemplo, lo cual resulto´ interesante para realizar pruebas.
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Problemas encontrados.
En esta etapa del proyecto nos encontramos con ma´s problemas de los es-
perados, pues pese a que en la documentacio´n de ZXID figuraba que el IdP
proporcionado por Lasso era interoperable con su SP, el establecimiento de
una relacio´n de confianza entre ambos, no fue un proceso sencillo.
Encontramos problemas de incompatibilidad en la estructura de los me-
tadatos, mencionados en los cap´ıtulos 4 y 6, y fue necesario realizar mo-
dificaciones tanto en el co´digo fuente de ZXID como de Authentic. Para
realizar estas modificaciones, fue necesario hacer un estudio exhaustivo de
la funcionalidad de distintos me´todos de estas dos librer´ıas y hacer un segui-
miento del curso de ejecucio´n de los programas que implementan los roles
del SP y el IdP, para poder localizar aquellos puntos del co´digo en los que es
preciso introducir cambios y saber exactamente que´ cambios deb´ıamos reali-
zar. Tambie´n resulto´ indispensable llevar a cabo procesos de documentacio´n
centrados en las especificaciones de SAML. Estos problemas se encuentran
reflejados en los pruebas con co´digo 6211, 6212, 6221 y 6222 (ver tablas
6.4 y 6.5). Por otro lado, cuando iniciamos las pruebas de los servicios web
proporcionados por ZXID aunque la interfaz gra´fica se pod´ıa cargar en el
navegador, se produc´ıan errores al realizar la SSO. Tras realizar un estudio
del co´digo, encontramos que el problema se produc´ıa porque se requer´ıa un
servidor de descubrimiento. Sin embargo, este servidor de descubrimiento
no esta´ disponible como co´digo abierto, sino como un producto comercial
de ZXID, por tanto, las pruebas de este servicio no se pudieron concluir con
e´xito. Estos problemas se encuentran reflejados en las pruebas 6114 y 6115
(ver tabla 6.1).
Resultados.
Superados los problemas a la hora de integrar los servicios existentes y
desarrollar e implementar las funcionalidades de las que carec´ıan, pudimos
realizar pruebas de SSO y SLO con resultados satisfactorios.
Sin embargo, el hecho de que fuera necesario un servidor de descubrimiento
comercial para poder realizar puebas de SSO Web, nos llevo´ a descartar
la idea de utilizar la librer´ıa ZXID para este propo´sito y surgio´ un nuevo
planteamiento: implementar nuestro propio proveedor de servicios a partir
de la experiencia adquirida hasta el momento y con ayuda de funciones
proporcionadas por la librer´ıa Lasso. Esto nos permitir´ıa realizar pruebas
con el “binding” SOAP y estudiar ma´s a fondo las especificaciones de SAML.
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7.1.5. FASE V: Implementacio´n del Proveedor de Servi-
cios.
Descripcio´n de las tareas realizadas.
El u´ltimo de los problemas encontrado en la etapa anterior nos llevo´ a la
opcio´n de implementar nuestra propia librer´ıa de seguridad, basada en las
especificaciones de SAML, de modo que introducimos un nuevo proveedor
en nuestra plataforma y e´sta pueda ser reutilizada e integrada en trabajos
futuros. Adema´s, disen˜amos una interfaz gra´fica de usuario sencilla, para
poder realizar pruebas de SSO Web y SLO y de este modo comprobar la
interoperabilidad del SP desarrollado con el IdP configurado en la FASE
III. Tambie´n podremos realizar pruebas de interoperabilidad con el SP con-
figurado en la FASE II.
En esta fase, fue necesario realizar un nuevo proceso de documentacio´n cen-
trado en los siguientes aspectos: el estudio de las tareas que debe realizar
un SP y del API de la librer´ıa Lasso, poniendo especial atencio´n en aque-
llas funciones que nos permitir´ıan la construccio´n, el env´ıo y la recepcio´n
de mensajes para comunicarnos con el IdP, as´ı de como las estructuras y
funciones que nos facilitar´ıan la implementacio´n de los perfiles de SSO y
SLO.
En esta etapa de documentacio´n, encontramos un SP de ejemplo propor-
cionado por la librer´ıa Lasso, que contribuyo´ en gran medida a clarificar el
funcionamiento y la utilizacio´n de las estructuras y funciones relacionadas
con los perfiles de SSO y SLO en Lasso. Tras este estudio tambie´n llegamos
a la conclusio´n de que la parte de transporte de los mensajes de peticio-
nes y respuestas de autenticacio´n a trave´s de HTTP/HTTPS no estaba
implementada en la librer´ıa Lasso.
Esto nos llevo´ a realizar un estudio de librer´ıas en C que implementen los
protocolos HTTP y HTTPS. Se decidio´ utilizar la librer´ıa LibNeon para
este fin.
Despue´s de obtener el conocimiento necesario para abordar el desarrollo de
nuestro SP, comenzamos con su implementacio´n.
Problemas encontrados.
En esta fase no encontramos ningu´n problema relevante que impidiese con-
tinuar con el desarrollo del SP segu´n lo previsto. Sin embargo, observamos
que el me´todo ne_read_response_block() de la librer´ıa LibNeon, ten´ıa
una condicio´n erro´nea que provocaba la terminacio´n prematura de la lectu-
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ra de las respuestas HTTP/HTTPS, aspecto que reflejamos tambie´n en el
cap´ıtulo 6, en la prueba 6316 (ver tabla 6.7).
Resultados.
El resultado de esta etapa es una librer´ıa que soporta los casos de SSO Web
y SLO entre proveedores utilizando pseudo´nimos de tipo transitorio. De
acuerdo con esto, cualquier SP que utilice el API desarrollado no tendra´ que
mantener una base de datos de cuentas usuarios, ya que la gestio´n de las
mismas es llevada a cabo exclusivamente por el IdP.
7.1.6. FASE VI: Instalacio´n y configuracio´n del servidor
LDAP. Integracio´n con el IdP.
Descripcio´n de las tareas realizadas.
Hasta este momento, tenemos en funcionamiento dos de los elementos ba´si-
cos en un sistema de gestio´n de identidad: el SP y el IdP. Adema´s, hemos
introducido un nuevo SP y para ello, hemos desarrollado nuestra propia
librer´ıa. Sin embargo, si recordamos, uno de los requisitos del proyecto era:
“realizar una gestio´n eficiente de los usuarios que participen en el sistema”.
En el inicio de esta etapa, la informacio´n de identidad de los usuarios se
encontraba almacenada en un sistema de ficheros. Esta opcio´n no resulta
eficiente si el nu´mero de usuarios que debemos considerar es elevado.
Si analizamos nuestra plataforma, encontramos que la entidad con mayor
carga en las tareas gestio´n de usuarios es el IdP, pues por ejemplo, como
hemos comentado anteriormente, los SPs que utilicen el API desarrollado
en la fase anterior no tendr´ıan que preocuparse de la gestio´n de cuentas de
sus usuarios si no lo desean.
Por lo que se debe proporcionar al IdP un servicio de directorio LDAP
para gestionar los usuarios, lo que permitira´ mejorar el rendimiento y la
escalabilidad de nuestro sistema.
Este planteamiento requiere un nuevo proceso de documentacio´n centrado
en varios aspectos: el ana´lisis de las especificaciones del protocolo LDAP, el
estudio de herramientas de co´digo libre que nos puedan proporcionar esta
funcionalidad y co´mo pod´ıamos realizar la integracio´n con nuestro IdP.
En la documentacio´n de Authentic (el soporte del IdP), encontramos que
este paquete nos proporciona una interfaz gra´fica para realizar la configura-
cio´n de los para´metros de nuestro servidor LDAP y se recomienda utilizar
la herramienta de co´digo abierto OpenLDAP.
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Con la informacio´n y el conocimiento obtenidos tras el proceso de documen-
tacio´n, realizamos la instalacio´n y configuracio´n de un servicio de directorio
LDAP, basado en OpenLDAP. A continuacio´n integramos en el IdP este
nuevo servicio.
Adema´s, a fin de facilitar las tareas de insercio´n, bu´squeda, borrado, etc,
de usuarios en el servidor, instalamos y configuramos un explorador de
LDAP, basado en la herramienta de co´digo libre phpLDAPadmin. Tambie´n
realizamos pruebas de introduccio´n de nuevos usuarios mediante esta nueva
opcio´n.
Problemas encontrados.
En esta fase tampoco surgieron problemas relevantes que nos impidieran
proporcionar al IdP el servicio de directorio LDAP segu´n lo previsto. Sin
embargo, encontramos algunos problemas a la hora de realizar la integracio´n
entre ambos. En concreto, que la insercio´n de nuevos usuarios no se pod´ıa
realizar directamente desde el IdP. E´ste era capaz de realizar una lectura
correcta de los datos almacenados en el directorio LDAP, pero no pod´ıa
llevar a cabo las operaciones de escritura en el mismo.
Resultados.
Al finalizar de esta etapa, conseguimos que el IdP dispusiera de un servicio
de directorio LDAP y de este modo, poder realizar una gestio´n ma´s eficaz
de los usuarios de nuestro sistema.
Respecto a la insercio´n de usuarios, se opto´ por realizarla directamente
desde el explorador de directorios LDAP.
7.1.7. FASE VII: Documentacio´n.
Esta fase consiste en la documentacio´n de todo el trabajo realizado, accio´n
materializada en la presente memoria.
7.2. Resumen
Como complemento a la informacio´n proporcionada en las secciones anteriores,
y con el fin de mostrar el tiempo invertido en cada una de las fases descritas,
presentamos la tabla 7.1. Hay que mencionar que el trabajo se realizo´ durante los
meses de Noviembre de 2008 a Octubre de 2009.
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Como se puede apreciar en la tabla 7.1, los procesos de instalacio´n, configu-
racio´n e integracio´n del SP y el IdP supusieron una gran inversio´n de tiempo,
debido a que conseguir la interoperabilidad entre los mismos supuso el estudio y
modificacio´n de co´digo fuente a partir de fallos en los que se proporcionaba muy
poca informacio´n. Adema´s, la documentacio´n disponible de la librer´ıa ZXID era
relativamente escasa y el co´digo fuente esta´ programado de manera que resulta
bastante complicado seguir el proceso de ejecucio´n de los distintos me´todos. En
cambio, la experiencia con la librer´ıa Lasso durante estas fases fue ma´s positi-
va: el co´digo estaba mejor estructurado y resultaba fa´cil de entender y adema´s,
en diversas ocasiones comprobamos que el soporte ofrecido por esta librer´ıa con
usuarios no de pago, era bastante aceptable.
Fase Descripcio´n Duracio´n
Fase I Definicio´n de requisitos 2 semanas
Fase II Instalacio´n y configuracio´n de ZXID 1 mes
Fase III Instalacio´n y configuracio´n del IdP
Authentic.
1 mes
Fase IV Integracio´n del SP y el IdP 3 meses
Fase V Implementacio´n del Proveedor de Ser-
vicios
3 meses
Fase VI Instalacio´n y configuracio´n del servidor
LDAP. Integracio´n con el IdP
2 semanas
Fase VII Documentacio´n 2 meses
Tabla 7.1: Duracio´n asociada a cada fase del proyecto
Utilizamos Lasso como una de las bases para desarrollar nuestra propia librer´ıa
y poder implementar nuestro propio SP. Tras estar familiarizados con el entorno
de trabajo, las tareas de desarrollo resultaron ma´s sencillas, aunque al tratarse de
un nuevo planteamiento, supuso un nuevo esfuerzo de documentacio´n. Por esta
razo´n, algunos aspectos de las funciones de la librer´ıa y de la interfaz gra´fica de
usuario han sido programados de la forma ma´s sencilla, de manera que existen
varias posibilidades de ampliacio´n y mejora. De estas posibles l´ıneas de trabajo




Conclusiones y trabajos futuros
8.1. Conclusiones
La gestio´n de identidad ha surgido en los u´ltimos an˜os como un concepto clave
para aliviar a las empresas de esta tarea y permitirles centrarse en su nu´cleo de
negocio. Actualmente, existen diversas iniciativas para establecer un marco de
trabajo que ofrezca, a los desarrolladores de servicios, mecanismos ba´sicos de
seguridad e identidad. Adema´s estas iniciativas no se han elaborado de espaldas
al usuario final, y las infraestructuras tambie´n tienen en cuenta la flexibilidad y
la facilidad de uso. El ejemplo ma´s notable es el mecanismo de Single Sign-On,
que permite al usuario autenticarse frente a un u´nico proveedor de identidad que
es el encargado de mediar con los sitios federados para comunicar la identidad
del usuario sin necesidad de requerir nuevas autenticaciones del usuario.
En este proyecto, hemos hecho un estudio del esta´ndar SAMLv2 y para ello,
hemos desplegado una plataforma de gestio´n de identidad federada que nos ha
permitido realizar pruebas en una primera instancia de los casos de uso de SSO y
SLO con distintos bindings definidos en esta especificacio´n. Con el fin de propor-
cionar un entorno de pruebas adecuado para el presente proyecto seleccionamos
dos “frameworks”: ZXID y Lasso. ZXID para proporcionar el soporte necesario
para los SPs y Lasso para desarrollar tanto SPs como IdPs.
Sin embargo, en un escenario de gestio´n de identidad, para que se pueda llevar
a cabo la comunicacio´n entre SP e IdP es necesario que exista una relacio´n de
confianza entre ellos. Por lo que ha sido necesario configurar de manera esta´tica
cada entidad para que reconozca que´ entidades son fiables. De este modo, los
distintos proveedores no pueden ofrecer sus servicios de forma inmediata, ya que
no pueden entablar relaciones sin pasar por un proceso de configuracio´n.
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Tanto los SPs como el IdP se ofrecen a trave´s de un servidor Web. Para reali-
zar el despliegue de estos proveedores, fue necesario instalar y configurar diversas
dependencias externas, como puede verse en el ape´ndice B. Una vez tuvimos el
Proveedor de Servicios y el Proveedor de Identidad instalados y configurados, el
siguiente paso, el de integrar y hacer Single Sign On (SSO) trajo ma´s problemas
de lo esperado, como se comento´ en los cap´ıtulos 6 y 7. Se dieron, por ejemplo,
problemas de incompatibilidad en la estructura de los metadatos y se tuvieron
que realizar cambios en el co´digo fuente de ZXID y Lasso. Para ello, fue necesa-
rio trabajar con varios lenguajes de programacio´n y distintos “frameworks” (C,
Python, Openssl, Libxml, Quixote, etc). Superados estos problemas a la hora de
integrar los servicios existentes y desarrollar e implementar las funcionalidades
que carec´ıan, conseguimos completar con e´xito las pruebas de los perfiles de SSO
y SLO.
Adema´s, desarrollamos nuestro propio proveedor de servicios y pudimos rea-
lizar pruebas de interoperabilidad entre los proveedores de nuestra plataforma,
utilizando como clientes distintos navegadores web con resultado exitoso. Por lo
que podemos concluir, que los exploradores utilizados (Firefox, Internet Explorer,
Konqueror, etc.) soportan las cabeceras de las tramas HTTP/HTTPS intercam-
biadas durante el dia´logo SAML llevado a cabo entre un SP y un IdP.
En lo que se refiere a la cobertura del esta´ndar, nuestro sistema soporta las dos
variantes del perfil de SSO Web iniciado por el SP, contempladas en las especifi-
caciones de SAML. En el perfil SSO: POST/Artifact Bindings, el SP t´ıpicamente
utiliza el “binding” HTTP-Redirect para enviar una solicitud de autenticacio´n
al IdP, que es como se implementa en ZXID. El proveedor de servicios que he-
mos desarrollado, nos permite tambie´n, mandar esta peticio´n usando el “binding”
HTTP-POST, lo cual se recomienda en la especificacio´n para aquellos casos en los
que el taman˜o del mensaje sea considerable (por ejemplo, contiene muchos cam-
pos opcionales). Adema´s, nuestra plataforma soporta el perfil de SLO y permite
realizar el caso de uso de cierre de sesio´n u´nico iniciado desde el SP con mu´lti-
ples SPs. Tambie´n ofrece cobertura para el caso de uso de federacio´n utilizando
identificadores de tipo transitorio.
Finalmente, para cumplir con el objetivo de realizar una gestio´n de usuarios
eficiente, hemos dotado al IdP de un servicio de directorio LDAP.
8.2. L´ıneas futuras
En esta seccio´n proponemos una serie de mejoras y trabajos futuros que se
podr´ıan realizar en la plataforma de gestio´n de identidad desplegada. A conti-
142
nuacio´n presentamos algunas l´ıneas de trabajo futuro:
Soporte de otros casos de gestio´n de identidad federada.
En SAML se contemplan otros casos de uso, como son los caso de federa-
cio´n utilizando identificadores de tipo permanente y defederacio´n.
En nuestro escenario, la u´nica entidad que dispone de un servidor LDAP
es el proveedor de identidad, debido a que comentamos, es el que mayor
carga soporta en las tareas de gestio´n de usuarios. Sin embargo, un SP
puede mantener tanta informacio´n de usuarios como requiera de acuerdo a
los servicios ofertados y al caso de federacio´n utilizado. En el caso de fede-
racio´n abordado en este proyecto, los SPs permiten proporcionar servicios
ano´nimos de cara´cter one-time, por lo que no es necesario que manten-
gan informacio´n de cuentas de usuarios, sino que simplemente almacenan
los identificadores creados durante el transcurso de cada sesio´n. Pero si se
permitiera la creacio´n automa´tica de cuentas, entonces s´ı que habr´ıa que
gestionar datos del usuario en los SPs, para lo cual resultar´ıa muy ventajoso
que estos disponga de un servicio LDAP, a fin de mejorar la eficiencia y el
rendimiento del sistema.
Adema´s, podr´ıamos extender el API de la librer´ıa desarrollada para el SP
y an˜adir soporte para estos casos de uso.
Ampliar la cobertura de perfiles.
• Resultar´ıa interesante realizar pruebas acerca del funcionamiento del
perfil SSO Web iniciado desde el IdP usando el “binding” POST. Se
podr´ıan estudiar las diferencias existentes, en cuanto al contenido de
los mensajes intercambiados entre los proveedores, su interoperabili-
dad, etc, respecto al caso de iniciar el proceso de SSO desde el SP.
• En las especificaciones de SAML tambie´n se define un perfil, denomi-
nado Enhanced Client and Proxy (ECP), que permite realizar SSO sin
que sea necesario el uso de un navegador web. Por lo que se podr´ıa
realizar un proceso de documentacio´n acerca del soporte que propor-
ciona la librer´ıa Lasso para este perfil, con el fin de extender el API
de la librer´ıa desarrollada. Adema´s, habr´ıa que estudiar el soporte de
Authentic para este caso, de modo que podamos saber si se pueden
hacer pruebas de interoperabilidad con SPs y este IdP.
Proporcionar al IdP soporte proxy.
En el cap´ıtulo 4 comentamos que el proveedor de identidad Authentic tiene
la posibilidad de actuar como servidor proxy. Esta opcio´n puede resultar
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interesante si realizamos pruebas de interoperabilidad con otros IdPs, de
modo, que nuestro proveedor de identidad pueda actuar como un servidor
proxy. De este modo, podr´ıamos realizar pruebas en escenarios ma´s com-
plejos.
Extensio´n del Proveedor de Servicios.
El disen˜o actual presenta una interfaz web muy sencilla que permite al usua-
rio realizar SSO Web y SLO, y le notifica el resultado de estas operaciones.
Sin embargo, el proceso de configuracio´n del SP se realiza a partir de la lec-
tura de certificados y metadatos que previamente deben estar situados en
un sistema de ficheros. Para facilitar el uso de esta librer´ıa, ser´ıa deseable:
• Obtener las rutas de los ficheros requeridos de un archivo de configu-
racio´n rellenado por el usuario y extender la interfaz de configuracio´n
web. En dicha interfaz, se podr´ıan presentar diferentes menu´s que per-
mitieran al usuario:
◦ Proporcionar el metadato, certificado y cadena de certificados del
IdP.
◦ Un ejemplo del formato de fichero de configuracio´n que debe re-
llenar.
• Obtener los certificados a partir de los metadatos, puesto que para
configurar las entidades de nuestro sistema, actualmente es necesario
proporcionar los ficheros de metadato y certificado de las mismas. Sin
embargo, dado que el certificado es parte de la informacio´n que contie-
nen los metadatos, ser´ıa interesante crear nuevas funciones que extrai-
gan este material criptogra´fico de los metadatos y reducir el nu´mero
de datos de entrada necesarios en los distintos proveedores.
Pruebas.
Podr´ıan realizarse pruebas ma´s exhaustivas de cara a garantizar la robustez
de la librer´ıa desarrollada para proporcionar el soporte del SP y la interope-
rabilidad del mismo con otros proveedores. Resultar´ıa interesante realizar
este tipo de pruebas con un IdP creado por Google basado en SAML. El





En este cap´ıtulo presentamos el presupuesto asociado al desarrollo del presente
proyecto. En primer lugar, se detallan los costes de personal en que se ha incurrido
y, a continuacio´n, se muestran los costes derivados del material empleado. La
adicio´n de cada uno de estos costes constituira´ el presupuesto final.
A.1. Costes de personal
Los costes de personal incluyen los honorarios del Ingeniero de Telecomuni-
cacio´n encargado del desarrollo del proyecto. Aunque el ritmo de trabajo no ha
sido constante, se estima que se han invertido aproximadamente 5 horas al d´ıa
durante los meses de Noviembre de 2008 a Octubre de 2009. Hemos considerado
que el nu´mero de d´ıas laborables en un mes es igual a 20, lo que hace un total de
1100 horas.
Segu´n el baremo orientativo del COIT[54], los honorarios de un Ingeniero de
Telecomunicacio´n eran de 72 euros la hora en el an˜o 2008. Sin embargo, debido
a que este dato ya no es de cara´cter pu´blico, para tener en cuenta los honorarios
en el an˜o 2009, hemos aplicado un aumento del valor medio anual del IPC en
dicho an˜o, que como se puede consultar en [55] es del 0.6 %. Por tanto, teniendo
en cuenta tambie´n el coeficiente de reduccio´n del 40 % impuesto por superar 1080
horas, el coste total asciende a 52.099 euros. La tabla A.1 recoge este resultado.
Concepto Horas Honorarios Importe
Ingeniero de Telecomu-
nicacio´n
1.100 horas 47 e/hora 52.099e
Tabla A.1: Costes de personal
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A.2. Costes de material
Los materiales empleados durante la realizacio´n del proyecto han sido los
siguientes:
Un ordenador personal de sobremesa con sistema operativo Linux, valorado
aproximadamente en 850 euros.
El software utilizado es en su totalidad de libre distribucio´n.
Conexio´n a Internet durante la realizacio´n del proyecto. Ha sido necesaria
para conseguir documentacio´n y para realizar pruebas del sistema de gestio´n
de identidad, ya que los distintos proveedores que intervienen en e´l ofrecen
sus servicios a trave´s de servidores web. Esta´ valorada aproximadamente en
42 euros al mes, que multiplicado por los meses de trabajo, supone un coste
de 420 euros.
En la tabla A.2 se detallan los costes de material.
Concepto Unidades Precio unita-
rio
Importe
Ordenador personal 1 850e 850e
Conexio´n a Internet 1 420e 420e
TOTAL 1.270e
Tabla A.2: Costes de material
A.3. Presupuesto total
El presupuesto final para la realizacio´n de este proyecto esta´ formado por los
costes de material y de personal presentados anteriormente. Como se observa en
la tabla A.3, el total asciende a 53.369 euros.
Concepto Importe
Costes de personal 52.099e
Costes de material 1.270e
TOTAL 53.369e




Para la realizacio´n de este proyecto ha sido necesario instalar una serie de
paquetes y librer´ıas de co´digo abierto, comentados durante los cap´ıtulos 3 y 4,
tanto para obtener el soporte necesario para el proveedor de servicios y el pro-
veedor de identidad, como para proporcionar un servicio de directorio LDAP. En
esta seccio´n se describen los pasos necesarios para llevar a cabo la instalacio´n de
la librer´ıa ZXID, el mo´dulo Authentic, as´ı como sus dependencias externas, y los
paquetes de co´digo abierto OpenLDAP y phpLDAPadmin.
B.1. ZXID
En este apartado se detallan los pasos que se deben seguir para instalar la
librer´ıa ZXID. Esta librer´ıa tiene algunas dependencias externas, comentadas en
4 que de nuevo volvemos a mencionar:
Apache con soporte SSL (versiones 1.3 o 2.x)
Zlib.
Openssl ( versio´n 0.9.8 o superior).
Libcurl ( versio´n 7.15.X.X o superior).
Por lo tanto, a lo largo de las siguientes secciones se realizara´ una explicacio´n
acerca de co´mo instalar estas dependencias y finalmente, se describira´n los pasos
necesarios para instalar ZXID.
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B.1.1. Instalacio´n de dependencias externas
B.1.1.1. Instalacio´n del servidor Web Apache con soporte SSL
La instalacio´n del servidor Apache con soporte de SSL se puede hacer en tres
pasos si se tiene permisos de administrador:
Instalacio´n de Apache 2.2: #apt-get install apache2
Instalacio´n del mo´dulo SSL para apache2:
#apt-get install libapache2-mod-ssl
Carga del mo´dulo SSL: #a2enmod ssl
Si no se tienen permisos de administrador, entonces sera´ necesario configurar,
compilar e instalar los ficheros fuentes de la siguiente manera:
# tar xvzf httpd-2.2.11.tar.gz
# cd httpd-2.2.11
# ./config --prefix=$(RUTA_INSTALACION_APACHE) \




B.1.1.2. Instalacio´n de Zlib, LibCurl y OpenSSL
Para llevar a cabo la instalacio´n del resto de dependencias de ZXID, explica-
mos los pasos a seguir tanto para un usuario administrador como para un usuario
normal. Un usuario con permisos de administrador debe realizar los siguientes
pasos con la ayuda del paquete apt-get:
Instalacio´n de zlib: # apt-get install zlib
Instalacio´n de openssl: # apt-get install openssl
Instalacio´n de libcurl: # apt-get install libcurl
Un usuario sin permisos de administrador necesitara´ instalar las librer´ıas ne-














# ./configure --prefix = $(RUTA_INSTALACION_LIBRERI´A)
# make
# make install
B.1.2. Instalacio´n de ZXID
Para instalar esta librer´ıa, se ha seguido la opcio´n de instalar las dependencias
externas con permisos de administrador para no tener que modificar el archivo
Makefile de ZXID, ya que tiene las rutas por defecto de las librer´ıas externas.
En esta seccio´n se explica el modo de compilar e instalar la librer´ıa ZXID una
vez que ya tenemos instaladas y configuradas correctamente todas sus dependen-
cias externas. Se detalla co´mo instalar la parte obligatoria; puesto que aunque
tambie´n dispone de mo´dulos opcionales que sirven para trabajar con Java, PHP
y Perl, como en la realizacio´n del proyecto se iba a trabajar con C/C++ no eran
necesarios. Se deben seguir los siguientes pasos:




2. Con la directiva make dir se crea la siguiente jerarqu´ıa de directorios:
En /home/apt/usuario se crea una carpeta llamada zxid que almace-
nara´ diversos ficheros y directorios
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/home/apt/usuario/zxid/zxid.conf: Fichero principal de configu-
racio´n.
/home/apt/usuario/zxid/zxid.pem: Certificado firmado que ven´ıa
por defecto en el paquete ZXID. Este fichero contiene el certificado
firmado y la clave privada en un u´nico archivo.
/home/apt/usuario/zxid/pem/: En este directorio se almacenan los
certificados de nuestro Proveedor de Servicios (SP). Se encuentran los






Se ha modificado el fichero zxid.pem, que es el que se utiliza para
crear los certificados mencionados arriba, por un certificado propio.
Este certificado es el mismo que se utiliza para configurar el servidor
de Apache con SSL.
/home/apt/usuario/zxid/cot/: Metadatos de los partners CoT
(cache´ de metadatos). En este directorio se almacenan los ficheros con
los metadatos de los Proveedores de Identidad (IdP) con los que el SP
va a trabajar. En este directorio se encuentran una serie de metadatos
de los partners CoT que ven´ıan por defecto en el paquete ZXID.
/home/apt/usuario/zxid/ses/: En este directorio se almacenan los
datos correspondientes a las sesiones de los usuarios
/home/apt/usuario/zxid/log/: En este directorio se almacenan fi-
cheros Log, pid, etc. Adema´s hay dos subdirectorios llamados issue y
rely.
3. Finalmente, se procede a la instalacio´n ZXID y el mo´dulo de autenticacio´n






En este apartado se detallan los pasos que se deben seguir para instalar los
paquetes o librer´ıas requeridos, antes de proceder a instalar el mo´dulo Authentic,
que recordemos, es el que nos proporciona el soporte necesario del IdP. Este
paquete tiene algunas dependencias externas, comentadas en el cap´ıtulo 4, que
de nuevo volvemos a mencionar:
Apache con soporte SSL (versiones 1.3 or 2.x, se recomienda Apache 2)
Lasso (versio´n 0.6.3 o mayor )
Quixote(versio´n 2.0 o mayor)
Mod python o SCGI (versio´n de SCGI 1.7 o mayor). Se recomienda utilizar
el mo´dulo SCGI.
Por lo tanto, a lo largo de las siguientes secciones se realizara´ una explicacio´n
de co´mo instalar estas dependencias, a excepcio´n de la primera, puesto que se
ha comentado en B.1.1.1 y finalmente, se describira´n los pasos necesarios para
instalar el paquete Authentic.
B.2.1. Instalacio´n de dependencias externas
Instalacio´n de los mo´dulos Python y SCGI
Antes de instalar y compilar el resto de las dependencias de Authentic, es
necesario instalar una serie de paquetes de Python y SCGI para que e´stas se
puedan compilar e instalar correctamente. Debido a que algunas de estas depen-
dencias deben integrarse con Apache, es conveniente que la instalacio´n se realice
como administrador, puesto que si no, ser´ıa necesario realizar una reinstalacio´n
completa de Apache para habilitar las dependencias de Python y SCGI.
sudo apt-get install python2.5
sudo apt-get install pyhton2.5-dev Este paquete contiene algunos fi-
cheros que no contiene el paquete anterior, como por ejemplo Python.h y
sin el cual, surg´ıan problemas al compilar el paquete Quixote porque no
encontraba ciertos tipos de datos y estructuras que esta´n definidos en dicho
fichero.
sudo apt-get install libapache2-mod-python Con este paquete indi-
camos a Apache que trabaje tambie´n con el mo´dulo Python.
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sudo apt-get install libapache2-mod-scgi Con este paquete indica-
mos a Apache que trabaje tambie´n con el mo´dulo scgi.
sudo apt-get install python-scgi Con este paquete integramos los dos
mo´dulos anteriores.
Instalacio´n de Lasso La siguiente dependencia de Authentic es una librer´ıa
denominada Lasso, escrita en C, de software libre y cuyo objetivo es aplicar las
normas del esta´ndar SAML y protocolos relacionados. Para la implementacio´n de
Lasso se han utilizado como librer´ıas criptogra´ficas libxml2, XMLSec y OpenSSL.
La versio´n ma´s reciente de Lasso es la 2.2.2, sin embargo e´sta todav´ıa no es
muy estable, pues al tratar de compilarla faltaban algunos archivos necesarios
para la correcta instalacio´n. Por lo que se ha instalado la versio´n anterior (2.2.1),
la cual se puede descargar de la siguiente direccio´n:
http://lasso.entrouvert.org/download
Por temas propios de configuracio´n de la ma´quina y esquema de montaje
NFS, se va a realizar la compilacio´n e instalacio´n del paquete desde el directorio
temporal.




# sudo make install
Cabe resaltar que al ejecutar el comando ./configure se realiza un chequeo







En este procedimiento se instalaron las siguientes versiones de dichos paquetes:
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sudo apt-get install libxmlsec-dev
sudo apt-get install libxml2-dev
sudo apt-get install libglib2.0-dev
sudo apt-get install swig1.3
sudo apt-get install libsasl2-2
sudo apt-get install libsasl2-dev
Instalacio´n de Quixote Quixote, como se comento´ en la seccio´n 2.5.1.1, es una
aplicacio´n web para programadores que trabajen con Python y necesiten desarro-
llar sitios web dina´micos. Esta aplicacio´n requiere la versio´n Python 2.0 o superior
y un servidor web que implemente el protocolo CGI. La URL desde la que se pue-
de descargar este paquete es la siguiente: http://quixote.ca/download.html.
Nos hemos descargado la versio´n ma´s reciente, que es la 2.6. Para instalar y com-
pilar este nuevo paquete, se necesitan tener permisos de administrador, ya que
por defecto se instala en /usr/lib/python2.5 y es un poco complejo modificar
los scripts para que este paquete se instale en otro directorio. Nos situamos en el
directorio donde tengamos el co´digo fuente e introducimos en l´ınea de comandos
las siguientes instrucciones:
# cd ($QUIXOTE) // Ruta donde se encuentra el co´digo fuente.
# sudo python setup.py install
// setup.py lo compila e instala en
// /usr/lib/python2.5/site-packages/quixote.
Para comprobar que la instalacio´n de este paquete se ha realizado correcta-
mente, se puede ejecutar el servidor de la siguiente manera:
# cd ($QUIXOTE)/server // Ruta donde se encuentra el co´digo
// fuente del servidor de Quixote.
# ./simple_server.py //Lanzamos el servidor.
Si ponemos en un navegador la siguiente direccio´n: http://localhost:8080
nos aparece un Hello World! y una demo de Quixote, por lo que comprobamos
que el servidor funciona de modo correcto.
B.2.2. Instalacio´n de Authentic
En este apartado se detalla el procedimiento a seguir para de compilar e
instalar el paquete Authentic, que recordemos es el que implementa el rol del
Proveedor de Identidad.
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Se puede descargar la versio´n 0.7.1 de la siguiente URL:
http://authentic.labs.libre-entreprise.org/. Para compilar e insta-
lar este paquete, es necesario tener permisos de administrador, ya que por
defecto se instala en /usr/lib/python2.5 y es un poco complicado modificar los
scripts para que este paquete se instale en otro directorio. Nos debemos situar en
el directorio donde tengamos el co´digo fuente e introducir en l´ınea de comandos
las siguientes instrucciones:
# cd ($ AUTHENTIC) // Ruta donde se encuentra el codigo fuente.
# sudo python setup.py install
// compilacion e instalacion del paquete en
// /usr/lib/python2.5/site-packages/authentic
Para finalizar, destacar que en /var/lib/authentic se ira´ creando una jerarqu´ıa
de directorios, en los cuales, se almanacenan informacio´n relativa a los usuarios
creados (login y password), a las sesiones, ficheros con el certificado y la clave
privada del IdP, etc.
B.3. OpenLDAP
Para obtener el soporte necesario para proporcionar un servidor LDAP, de
tal modo, que las tareas de gestio´n y almacenamiento de usuarios en el IdP
sean ma´s eficientes se seleccionaron los marcos de trabajo: OpenLDAP [40] y
phpLDAPadmin [41], por los motivos expuestos en el cap´ıtulo 3.
Recordemos que OpenLDAP es una implementacio´n de co´digo libre que pro-
porciona el soporte necesario para desarrollar clientes y servidores LDAP. Por
otra parte, con el fin de facilitar las tareas de administracio´n del servicio de di-
rectorio LDAP, se selecciono´ el “framework” phpLDAPadmin, que recordemos se
trata de una herramienta para la administracio´n de servidores LDAP escrito en
PHP, basado en interfaz Web.
En esta seccio´n se describen los pasos necesarios para realizar la instalacio´n
y configuracio´n de un servidor LDAP y de una interfaz Web que facilite las
tareas de insercio´n, borrado y bu´squeda de usuarios utilizando OpenLDAP y
phpLDAPadmin.
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B.3.1. Compilacio´n e instalacio´n de OpenLDAP
En este apartado se detalla el proceso que se debe seguir para realizar la
compilacio´n e instalacio´n del paquete OpenLDAP a partir de los ficheros fuentes.
Cabe resaltar que se ha de realizar este procedimiento a partir de los archivos
fuentes y no con la ayuda de la herramienta apt-get, como en otras ocasiones,
para proporcionar a LDAP soporte seguro a partir de la librer´ıa criptogra´fica
OpenSSL.
Lo primero que debemos hacer, es descargarnos la u´ltima versio´n ma´s estable
de la pa´gina de descargas de OpenLDAP, disponible en la siguiente URL: http://
www.openldap.org/software/download/. En el momento de desarrollo de este
proyecto, dicha versio´n era la 2.4.16.
Una vez que tenemos el co´digo fuente, como e´ste se encuentra comprimido en
un archivo del tipo tar.gz, debemos elegir un directorio para descomprimirlo, por
ejemplo $HOME/ldap, aunque cualquier ubicacio´n de este directorio podr´ıa ser
va´lida para este propo´sito. Debemos introducir la siguiente instruccio´n en la l´ınea
de comandos:
tar xvfz openldap-2.4.16.tgz
El siguiente paso que debemos realizar, es indicar las opciones de compilacio´n
e instalacio´n que deseamos. En nuestro caso, mediante la siguiente instruccio´n:
./configure --with-tls --enable-debug --enable-cache --enable
-referrals --with-threads --enable-slapd
Con la opcio´n --with-tls podremos tener soporte seguro a trave´s de
OpenSSL. La opcio´n --enable-debug nos permitira´ realizar un seguimiento ma´s
exhaustivo del proceso de compilacio´n e instalacio´n y nos proporcionara´ un mayor
nivel de informacio´n en el caso de que se produzca algu´n tipo de error durante
este proceso. Otra opcio´n interesante, es --enable-slapd, que nos creara´ el eje-
cutable para el servidor OpenLDAP. Tambie´n tenemos la posibilidad de indicar
la ubicacio´n del directorio en el que deseamos que se realice la instalacio´n con
la opcio´n --prefix. Si no indicamos expresamente esta ubicacio´n, por defecto
los archivos binarios se instalara´n en el directorio /usr/local/libexec y los
ficheros de configuracio´n en /usr/local/etc/openldap, por lo que deberemos
cerciorarnos de que disponemos de permisos de administrador.









De nuevo, comentamos que utilizamos la directiva sudo, porque los ficheros
binarios y de configuracio´n quedara´n ubicados en los directorios por defecto, ya
que no hemos especificado un directorio de instalacio´n al realizar el configure.
Finalizado el proceso de instalacio´n del paquete, el siguiente paso, es crear un
archivo que contemple la informacio´n de configuracio´n de nuestro servidor LDAP.
Sin embargo, debido a que la creacio´n de este fichero requiere cierta complejidad,
dedicaremos la siguiente seccio´n a explicar detalladamente este proceso.
B.3.2. Construccio´n del fichero de configuracio´n
Para poner en funcionamiento nuestro servidor LDAP, es necesario definir
un fichero de configuracio´n llamado slapd.conf, que se encontrara´ situado en
/usr/local/etc/openldap/. Este archivo esta´ estructurado en dos partes, una
primera con las opciones globales del OpenLDAP y otra con las definiciones de
cada base de datos (directorio) que deseemos tener. Cabe destacar que las opcio-
nes de este archivo deben comenzar en la primera columna del fichero, ya que si
no lo hacen as´ı, sera´n considerados continuaciones de la linea anterior.
A continuacio´n se muestra un ejemplo del fichero slapd.conf para definir un




# See slapd.conf(5) for details on configuration options.







# Define global ACLs to disable default read access.
# Do not enable referrals until AFTER you have a working directory







# BDB database definitions
#######################################################################
database bdb
# Base de datos por defecto a usar ldbm
#database ldbm
# Aqui es donde se guardara los datos del directorio
directory /usr/local/var/openldap-data
# Sufijo o raiz(root) del directorio. Es el nodo raiz superior
# de nuestro directorio ldap
suffix "dc=gast.it.uc3m,dc=es"























# Cleartext passwords, especially for the rootdn, should
# be avoid. See slappasswd(8) and slapd.conf(5) for details.
# Use of strong authentication encouraged.
rootpw secret
# The database directory MUST exist prior to running slapd AND
# should only be accessible by the slapd and slap tools.
# Mode 700 recommended.
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Como se puede apreciar, este fichero consta de una parte de configuracio´n
global, en la cual indicamos aquellos esquemas que deseamos que siga OpenLDAP
por medio de la directiva include. Tambie´n se definen aquellos ficheros en los
que se almacenara´n el identificador de proceso (pid) y los argumentos con los
que se ha llamado al programa, mediante las directivas pidfile y argsfile. En
esta seccio´n global se pueden definir adema´s, listas de control de acceso (ACL
en ingle´s, Access Control List) para la clave.
En la siguiente seccio´n del fichero, nos encontramos con la definicio´n de los
para´metros relativos a la base de datos. Con la directiva database indicamos el
tipo de base de datos a utilizar. La directiva directory define el directorio en
el que se va a crear la base de datos. Aunque la informacio´n a guardar en este
directorio se almacenara´ aparte, el fichero de configuracio´n debe indicar algunos
aspectos ba´sicos de estructuracio´n de la informacio´n. Es necesario especificar cua´l
es el sufijo del nodo ra´ız y cua´l es el usuario administrador (root).
Para proporcionar el valor asociado al nodo ra´ız de la jerarqu´ıa de nuestro
directorio LDAP, disponemos de la directiva suffix. Se debe poner un sufijo que
se ajuste a la estructura de datos que vamos a almacenar. En el ejemplo mostrado,
el sufijo ser´ıa:
suffix "dc=gast.it.uc3m,dc=es"
Adema´s, debemos crear un usuario que sea el administrador del directorio




La primera directiva crea un nombre distinguido para el usuario root y la
segunda indica la clave de acceso. En el ejemplo mostrado, la clave se encuentra
en modo texto plano, lo cual para realizar pruebas nos puede servir. Sin embargo,
es aconsejable almacenarla de forma cifrada.
Otra directiva que cabe resaltar es index. Con ella podemos indicar
que´ bu´squedas son las ma´s habituales, con el fin de crear ı´ndices que permitan
obtener respuestas ma´s ra´pidas en las consultas. Respecto a la directiva access,
sirve para indicar quie´n puede acceder al directorio LDAP y que´ tipo de permisos
tiene (lectura, escritura, etc.).
Una vez tenemos completada la definicio´n del fichero de configuracio´n de
nuestro servidor LDAP, podemos proceder a lanzarlo mediante la introduccio´n
de la siguiente instruccio´n en la l´ınea de comandos:
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sudo /usr/local/libexec/sldap -f /usr/local/etc/openldap/
slapd.conf -d1 -h ldap://idp.gast.it.uc3m.es:389
Mediante la opcio´n -f se especifica la ruta del fichero de configuracio´n. Con -h
se indica el nombre del host y nu´mero de puerto en el que se lanzara´ el servicio.
E´ste por defecto se lanzara´ en el puerto 389, pero se puede utilizar esta opcio´n
para abrir un puerto diferente. Con la opcio´n -d se muestra por pantalla lo que
esta´ sucediendo en el servidor, lo cual nos puede resultar de gran utilidad en caso
de que se produzcan errores, para poder determinar sus causas.
Para comprobar que nuestro servidor esta´ funcionando correctamente, pode-
mos introducir la siguiente instruccio´n en la l´ınea de comandos:
ldapsearch -x -b ’’ -s base ’(objectclass=*)’ namingContexts
Si nuestro servidor esta´ funcionando correctamente, la salida por consola de-





En este momento ya tenemos instalado y configurado el servidor basado en
OpenLDAP correctamente. El siguiente paso, es an˜adir entradas al directorio
LDAP. La siguiente seccio´n esta´ dedicada a explicar co´mo podemos crear nuevos
usuarios, modificar sus datos, comprobar si un usuario se encuentra registrado en
nuestro directorio LDAP, etc.
B.3.3. Administracio´n del directorio LDAP con phpLDA-
Padmin
Llegados a este punto, tenemos un servidor LDAP dispuesto a ofrecer infor-
macio´n, pero esta´ completamente vac´ıo as´ı que no hay informacio´n que ofrecer.
Por tanto, el siguiente paso que debemos realizar es rellenar el directorio. Para
ello, disponemos de un tipo de fichero llamado LDIF, que como comentamos en
2.4.2, es un archivo de texto que contiene la informacio´n que vamos a agregar al
directorio y que nos permite preparar los datos para ser an˜adidos correctamente.
Para an˜adir o modificar estos datos, tenemos dos posibilidades: utilizar las
instrucciones ldapadd y ldapmodify de OpenLDAP e introducirlas en la l´ınea de
159
comandos; o disponer de un explorador de directorios LDAP que nos permitan
realizar estas operaciones de una forma ma´s sencilla e intuitiva. Existen diver-
sos exploradores LDAP tanto de pago como libres. Entre las aplicaciones libres,
podemos destacar gq, phpldapadmin y JXplorer. Nosotros hemos optado por
phpldapadmin , ya que podemos reutilizar la instalacio´n del servidor web Apa-
che para ponerla en funcionamiento.
Instalacio´n de phpLDAPadmin A continuacio´n, describimos los pasos ne-
cesarios para llevar a cabo la instalacio´n y configuracio´n de nuestro explorador
de directorios:
Si disponemos de permisos de administrador, con la ayuda del paquete apt-
get, introducimos en la l´ınea de comandos:
sudo apt-get install phpldadmin
En caso de no disponer de estos permisos, podemos descargarnos este pa-
quete de la siguiente URL: http://phpldapadmin.sourceforge.net/ y
seleccionar un directorio para la ubicacio´n de los ficheros fuentes y en el
cual, se vaya a llevar a cabo el proceso de compilacio´n e instalacio´n. Los




Al ejecutar configure podemos an˜adir preferencias de compilacio´n e insta-
lacio´n, como por ejemplo especificar con la directiva --prefix el directorio
en el que deseamos que se situ´en los ficheros binarios y de configuracio´n.
Construccio´n del fichero de configuracio´n Una vez que tenemos instala-
do nuestro explorador de directorios LDAP, el siguiente paso es configurar un
fichero llamado config.php, que tras el proceso de instalacio´n con permisos de
administrador ha quedado situado en el directorio /etc/phpldapadmin/.
Por defecto la forma que utiliza la aplicacio´n para autenticarse con el servidor
de LDAP es manual, es decir, debemos introducir un usuario y una contrasen˜a,
pero existe tambie´n la posibilidad de especificar que la autenticacio´n sea au-
toma´tica:
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Para que el explorador de directorios se conecte automa´ticamente al servidor
LDAP, con un usuario cn=admin,dc=gast.it.uc3m,dc=es y contrasen˜a






Si por el contrario, deseamos que nos pida que introduzcamos un usuario y
una clave para conectarnos al servidor LDAP, debemos definir las siguientes






Cabe resaltar, que en este caso debemos dejar vac´ıas las variables dn y pass.
Por otro lado, la cadena blowfish puede ser cualquier cadena y se utiliza
para encriptar la cookie.
Otras preferencias que se pueden indicar en este fichero de configuracio´n son
por ejemplo, el idioma o que se escriba en un fichero de log el registro de acciones
llevadas a cabo, as´ı como los posibles errores que se hayan podido producir. Para






En este ejemplo, el fichero de log se escribira´ en el directorio /tmp, aunque
cualquier otra ubicacio´n podr´ıa ser va´lida para este propo´sito.
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Una vez tenemos completada la definicio´n del fichero de configuracio´n con-
fig.php, podemos proceder a arrancar el servidor mediante la introduccio´n de la
siguiente instruccio´n en la l´ınea de comandos:
sudo /etc/init.d/apache2 restart
Si introducimos en un navegador la siguiente URL: http://idp.gast.it.
uc3m.es/phpldapadmin/, nos aparece la interfaz gra´fica que se muestra en la
figura B.1:
Figura B.1: Vista de la interfaz de autenticacio´n de phpLDAPadmin
En nuestro caso, hemos definido en el fichero de configuracio´n que la auten-
ticacio´n se realice de modo automa´tico, por lo que el campo en el que se debe
introducir el usuario se rellena automa´ticamente y simplemente deberemos intro-
ducir el valor de la contrasen˜a que hemos definido en el archivo de configuracio´n.
Tras registrarnos correctamente en el servidor LDAP, podemos proceder a crear
nuevas entradas en el servidor.
Creacio´n de entradas en el servidor LDAP Existen varias formas de crear
nuevos usuarios en el servidor. La primera de ellas es seleccionar en la interfaz
gra´fica la opcio´n Crear nuevo objeto, tras lo cual se nos permitira´ elegir entre una
serie de plantillas que se muestran en la figura B.2.
En estas plantilla podemos encontrar objetos definidos en LDAP y comenta-
dos en 2.4.2 como por ejemplo, poxisAccount o InetOrgPerson, que nos pueden
resultar de utilidad para definir los datos necesarios de una cuenta de usuario, u
Organisational Role, que nos permite definir una organizacio´n en la base de datos,
etc. Tras la eleccio´n de una plantilla, debemos rellenar los valores de los atributos
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Figura B.2: Vista de las plantillas LDAP ofrecidas por phpLDAPadmin
del nuevo usuario. En funcio´n del tipo de plantilla seleccionada, habra´ atributos
opcionales, cuyo valor no es preciso indicar; y atributos obligatorios, que sera´ ne-
cesario rellenar.
Otra manera de crear nuevos usuarios, es seleccionar en la interfaz de configu-
racio´n la opcio´n: Crear nuevo objeto > importar, la cual nos permitira´ utilizar
un fichero LDIF que hayamos definido previamente para crear una entrada.
En la figura B.3 se muestra un ejemplo de directorio LDAP en el que se ha
definido un administrador: admin. Tambie´n se ha creado un grupo llamado people
que cuenta con tres usuarios. La estructura del a´rbol generado la podemos visua-
lizar en la figura B.4. El tipo de objeto utilizado para crear estas tres entradas
del grupo people es userAuthentic , el cual se trata de una nueva clase de objeto
que definimos con el objetivo de que los atributos que lo forman se ajustasen a
las necesidades de configuracio´n LDAP del proveedor de identidad, como comen-
tamos en 4.5. A continuacio´n, se ilustra un ejemplo de fichero LDIF importado













Como se puede apreciar, en el nombre distinguido se especifica el grupo al que
pertenece el usuario y un identificador del mismo. Tambie´n se definen una serie
de atributos, de los cuales, algunos de ellos tienen cara´cter obligatorio y otros,
son opcionales, como comentamos en el cap´ıtulo 4.
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Manual de generacio´n de una
Autoridad de Certificacio´n
Durante el desarrollo de este proyecto, ha sido necesario disponer de certifica-
dos digitales, tanto para realizar la configuracio´n de las entidades del sistema de
gestio´n de identidad (SP e IdP) y de los servidores web con soporte SSL, a trave´s
de los cuales e´stas ofrecen sus servicios; as´ı como para la realizacio´n de la fase de
pruebas. Para llevar a cabo la generacio´n de estos certificados, hemos utilizado la
librer´ıa criptogra´fica OpenSSL.
En esta seccio´n se describe el procedimiento que se debe seguir para poner en
funcionamiento una Autoridad de Certificacio´n ba´sica, que nos permita generar
cuantos certificados deseemos, utilizando la herramienta de l´ınea de comandos de
OpenSSL.
C.1. Establecimiento del entorno
Para establecer el entorno de la Autoridad de Certificacio´n (CA1) es necesario
crear una serie de carpetas y ficheros, tal y como se describe a continuacio´n.
1. En primer lugar, debemos escoger una ubicacio´n para almacenar to-
dos los archivos de la CA. En nuestro caso, hemos eligido la ruta
$HOME/ssl_test/demoCA, aunque cualquier localizacio´n podr´ıa ser va´lida
para este propo´sito.
1En adelante usamos indistintamente CA y AC (del ingle´s Certification Authority)
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2. Una vez creado el directorio ra´ız, incluiremos en e´l cuatro nuevas carpetas,
llamadas certs, newcerts, crl y private, que se detallan a continuacio´n:
certs : Es el directorio donde se van a almacenar los certificados expe-
didos.
newcerts : Es el directorio donde se van a almacenar los certificados
que acaban de ser firmados.
crl : Es el directorio donde se van a almacenar los certificados revoca-
dos.
private: Es el directorio donde se va a almacenar la clave privada de
la CA.
3. Por u´ltimo, se deben crear los siguientes ficheros:
serial : Este fichero sirve para registrar el nu´mero de serie de los cer-
tificados emitidos, de modo que no se permite la existencia de dos
certificados con el mismo nu´mero de serie emitidos por la misma CA.
Especifica el nu´mero de serie que tendra´ el siguiente certificado que
sea firmado. En cuanto al contenido del fichero, puesto que OpenSSL
espera encontrar un nu´mero hexadecimal de al menos dos d´ıgitos, es-
cribiremos el valor 01.Este fichero indica el nu´mero de
index.txt : Este archivo debera´ estar vac´ıo inicialmente y funcionara´ co-
mo una base de datos de los certificados emitidos.
openssl.cnf : Este fichero contiene la informacio´n relativa acerca de la
configuracio´n de la CA. Sin embargo, la creacio´n de este archivo de
configuracio´n requiere una complejidad mayor que los dos anteriores,
por lo dedicamos la siguiente seccio´n a describir detalladamente este
proceso.
C.2. Creacio´n del fichero de configuracio´n de la
CA
Para almacenar la informacio´n de configuracio´n de una Autoridad de Certifi-
cacio´n, es necesario crear un fichero que almacenaremos con el nombre openssl.cnf.
A continuacio´n se muestra el contenido que debe tener este archivo:
[ ca ]




dir = ./demoCA # Where everything is kept
certs = $dir/certs # Where the issued certs are kept
crl_dir = $dir/crl # Where the issued crl are kept
database = $dir/index.txt # database index file.
new_certs_dir = $dir/newcerts # default place for new certs.
certificate = $dir/cacert.pem # The CA certificate
serial = serial # The current serial number
crl = $dir/crl.pem # The current CRL
private_key = $dir/private/cakey.pem# The private key
RANDFILE = $dir/private/.rand # private random number file
x509_extensions = usr_cert # The extentions to add to the cert
# Extensions to add to a CRL. Note: Netscape communicator chokes on V2 CRLs
# so this is commented out by default to leave a V1 CRL.
# crl_extensions = crl_ext
default_days = 365 # how long to certify for
default_crl_days= 30 # how long before next CRL
default_md = md5 # which md to use.
preserve = no # keep passed DN ordering
# A few difference way of specifying how similar the request should look
# For type CA, the listed attributes must be the same, and the optional
# and supplied fields are just that :-)
policy = policy_match








# For the ’anything’ policy
















x509_extensions = v3_ca # The extentions to add to the self signed cert
[ req_distinguished_name ]





stateOrProvinceName = State or Province Name (full name)
stateOrProvinceName_default = Madrid
localityName = Leganes
0.organizationName = Organization Name (eg, company)
0.organizationName_default = UCIIIM
# we can do this but it is not needed normally :-)
#1.organizationName = Second Organization Name (eg, company)
#1.organizationName_default = World Wide Web Pty Ltd
organizationalUnitName = Organizational Unit Name (eg, section)
organizationalUnitName_default = IT
commonName = Common Name (eg, YOUR name)




# SET-ex3 = SET extension number 3
[ req_attributes ]
challengePassword = A challenge password
challengePassword_min = 0
challengePassword_max = 20
unstructuredName = An optional company name
[ usr_cert ]
# These extensions are added when ’ca’ signs a request.
# This goes against PKIX guidelines but some CAs do it and some software
# requires this to avoid interpreting an end user certificate as a CA.
basicConstraints=CA:TRUE
# Here are some examples of the usage of nsCertType. If it is omitted
# the certificate can be used for anything *except* object signing.
# This is OK for an SSL server.
# nsCertType = server
# For an object signing certificate this would be used.
# nsCertType = objsign
# For normal client use this is typical
# nsCertType = client, email
# and for everything including object signing:
# nsCertType = client, email, objsign
# This is typical in keyUsage for a client certificate.
# keyUsage = nonRepudiation, digitalSignature, keyEncipherment
# This will be displayed in Netscape’s comment listbox.
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nsComment = "OpenSSL Generated Certificate"
# PKIX recommendations harmless if included in all certificates.
subjectKeyIdentifier=hash
authorityKeyIdentifier=keyid,issuer:always
# This stuff is for subjectAltName and issuerAltname.
# Import the email address.
# subjectAltName=email:copy
# Copy subject details
# issuerAltName=issuer:copy
El comando OpenSSL para realizar funciones relacionadas con una Autoridad
de Certificacio´n es ca, tal y como se muestra en la primera seccio´n del fichero
de configuracio´n. Como podemos observar, el contenido de esta seccio´n es una
u´nica instruccio´n: default_ca. Su valor es el nombre de la siguiente seccio´n del
archivo, donde se definen los para´metros de configuracio´n por defecto de la CA.
OpenSSL permite incluir varias configuraciones diferentes en el mismo fichero.
En caso de no especificar el nombre de la configuracio´n que se desea utilizar, se
empleara´ aque´lla indicada por default_ca.
Si observamos las diez primeras l´ıneas de configuracio´n, vemos que sirven para
indicar do´nde se encuentran los directorios y ficheros que constituyen el entorno de
la CA. Las dos l´ıneas que siguen, default_days y default_md, permiten indicar
el nu´mero de d´ıas de validez de los certificados emitidos y el algoritmo de hash
que se utilizara´ en las firmas respectivamente.
La directiva policy especifica el nombre de la seccio´n en la que se define la
pol´ıtica por defecto de la AC. La definicio´n de la pol´ıtica constara´ de una serie
de directivas cuyos nombres coinciden con los campos del DN o Distinguished
Name de un certificado. Para cada una de estas directivas existen tres valores
posibles: match, supplied y optional. El valor match significa que el contenido
del campo con ese nombre debe ser el mismo en los certificados emitidos y en el
certificado de la CA. El valor supplied indica que los certificados emitidos deben
contener ese campo. Por u´ltimo, el valor optional significa que el campo no es
obligatorio.
Por otro lado, la u´ltima seccio´n del documento contiene las extensiones que
sera´n an˜adidas a todos los certificados expedidos por la CA. El nombre de es-
ta seccio´n viene especificado previamente por la directiva x509_extensions. En
el caso de que esta directiva no estuviese presente en el fichero de configura-
cio´n, OpenSSL generar´ıa certificados con formato x509v1. Sin embargo, si esta
directiva existe, los certificados creados son de tipo x509v3. En este ejemplo so´lo
an˜adiremos la extensio´n basicConstraints, la cual recibira´ el valor CA:false,
para indicar que los certificados emitidos por la CA no puedan ser utilizados a
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su vez como certificados de CA.
C.3. Creacio´n de un certificado ra´ız autofirma-
do
Para poder obtener un certificado propio que permita firmar los certificados







x509_extensions = v3_ca # The extentions to add to the self signed cert
[ req_distinguished_name ]




stateOrProvinceName = State or Province Name (full name)
stateOrProvinceName_default = Madrid
localityName = Leganes
0.organizationName = Organization Name (eg, company)
0.organizationName_default = UCIIIM
# we can do this but it is not needed normally :-)
#1.organizationName = Second Organization Name (eg, company)
#1.organizationName_default = World Wide Web Pty Ltd
organizationalUnitName = Organizational Unit Name (eg, section)
organizationalUnitName_default = IT
commonName = Common Name (eg, YOUR name)




# SET-ex3 = SET extension number 3
[ req_attributes ]
challengePassword = A challenge password
challengePassword_min = 0
challengePassword_max = 20
unstructuredName = An optional company name
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[ usr_cert ]
# These extensions are added when ’ca’ signs a request.
# This goes against PKIX guidelines but some CAs do it and some software
# requires this to avoid interpreting an end user certificate as a CA.
basicConstraints=CA:TRUE
# Here are some examples of the usage of nsCertType. If it is omitted
# the certificate can be used for anything *except* object signing.
# This is OK for an SSL server.
# nsCertType = server
# For an object signing certificate this would be used.
# nsCertType = objsign
# For normal client use this is typical
# nsCertType = client, email
# and for everything including object signing:
# nsCertType = client, email, objsign
# This is typical in keyUsage for a client certificate.
# keyUsage = nonRepudiation, digitalSignature, keyEncipherment
# This will be displayed in Netscape’s comment listbox.
nsComment = "OpenSSL Generated Certificate"
# PKIX recommendations harmless if included in all certificates.
subjectKeyIdentifier=hash
authorityKeyIdentifier=keyid,issuer:always
# This stuff is for subjectAltName and issuerAltname.
# Import the email address.
# subjectAltName=email:copy
# Copy subject details
# issuerAltName=issuer:copy
Como se puede apreciar, hemos incluido una seccio´n para indicar que´ opciones
debe tomar el comando req cuando sea ejecutado. La directiva default_bits
indica que la clave privada debe tener una longitud de 1024 bits. Si no se especifica
ningu´n valor, la longitud por defecto ser´ıa de 512 bits, lo que supone una menor
seguridad. Las directivas default_keyfile y default_md, permiten indicar la
ubicacio´n de la clave privada y el algoritmo que se empleara´ para firmar dicha
clave.
Por otro lado, en el fichero de configuracio´n podemos encontrar otra seccio´n
importante llamada distinguished_name, de la cual, OpenSSL obtendra´ la in-
formacio´n necesaria para rellenar los certificados.
Finalmente, la directiva x509_extensions especifica el nombre de una seccio´n
que incluye las extensiones que queremos an˜adir al certificado emitido. En este
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caso, fijamos el valor de ca a true para que el certificado pueda ser utilizado
como certificado de CA.
Una vez terminada la configuracio´n de este fichero, ya podemos poner en
funcionamiento la Autoridad de Certificacio´n y generar nuestro propio certificado
autofirmado mediante la siguiente instruccio´n de OpenSLL:
#openssl req -x509 -config HOME/ssl_test/openssl.cnf -newkey rsa: -out HOME/ssl_test/cacert.pem
-outform PEM
La salida por pantalla que resulta de la ejecucio´n de este comando es:
Making CA certificate ...
Generating a 2048 bit RSA private key
..............+++
..............................+++
writing new private key to ’./demoCA/private/./cakey.pem’
-----
OpenSSL pide la introduccio´n de una contrasen˜a para cifrar la clave privada. Es
importante elegir una contrasen˜a segura para no poner en peligro la integridad
de nuestra AC. La clave privada sera´ cifrada utilizando el algoritmo 3DES con
una clave derivada de la contrasen˜a introducida.
A continuacio´n se muestra el comando que ha de ejecutarse para visualizar el
contenido del certificado autofirmado que acabamos de crear, junto con la salida
obtenida:







Issuer: C=ES, ST=Madrid, O=IT-UC3M, CN=Andres Marin
Validity
Not Before: Oct 22 22:37:40 2009 GMT
Not After : Oct 22 22:37:40 2010 GMT
Subject: C=ES, ST=Madrid, O=IT-UC3M, CN=Andres Marin
Subject Public Key Info:
Public Key Algorithm: rsaEncryption






































C.4. Generacio´n de certificados
Una vez hayamos completado todos los pasos descritos en los apartados an-
teriores, nuestra AC estara´ en disposicio´n de emitir certificados digitales. Para
hacer esto, necesitamos peticiones de certificado va´lidas, que pueden generarse
ejecutando la instruccio´n req por l´ınea de comandos. Con el fin de facilitar el
proceso, se ha realizado un script llamado crea.sh que contiene las instruccio-









openssl req -config client.cnf -new -keyout
$mihost_key -out $mihost_req.pem -days 365
openssl ca -config openssl.cnf -verbose -cert demoCA/cacert.pem
-policy policy_match -out $mihost_cert.pem -infiles $mihost_req.pem
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Por tanto, para generar un certificado va´lido, basta con introducir en la l´ınea
de comandos la instruccio´n:
./crea.sh
A continuacio´n se muestra la salida obtenida por consola:
Generating a 1024 bit RSA private key
...................++++++
...................++++++
writing new private key to ’_key’
-----
You are about to be asked to enter information that will be incorporated
into your certificate request.
What you are about to enter is what is called a Distinguished Name or a DN.
There are quite a few fields but you can leave some blank
For some fields there will be a default value,
If you enter ’.’, the field will be left blank.
-----
Country Name (2 letter code) [ES]:ES
Province Name [Madrid]:Madrid
Common Name (eg, YOUR name) []:ZXID SP
Common Name (eg, YOUR name) []:http://sp.gast.it.uc3m.es
Organization Name (eg, company) []:IT-UC3M
rsanchez@inv.it.uc3m.es []:
server, email, objsign []:
Como resultado del comando openssl req -config client.cnf
-new -keyout $mihost_key -out $mihost_req.pem -days 365, que fi-
gura en el script, se crean dos nuevos ficheros: mihost req.pem y mihost key.
El primero de ellos contiene la peticio´n de certificado, mientras que el segundo
contiene la clave privada asociada a la clave pu´blica incluida en la peticio´n.
Una vez que disponemos de una peticio´n, ya podemos usar nues-
tra AC para emitir el certificado digital solicitado. Esto se consi-
gue gracias al comando openssl ca -config openssl.cnf -verbose
-cert demoCA/cacert.pem -policy policy_match -out $mihost_cert.pem
-infiles $mihost_req.pem, que figura tambie´n en el script crea.sh. En este
caso, la salida obtenida por consola es la siguiente:
Using configuration from openssl.cnf
0 entries loaded from the database
generating index
message digest is md5
policy is policy_match




Subject: C=ES, ST=Madrid, CN=ZXID SP, CN=http://sp.gast.it.uc3m.es, O=IT-UC3M
Subject Public Key Info:
Public Key Algorithm: rsaEncryption
























Check that the request matches the signature
Signature ok






The subject name appears to be ok, checking data base for clashes
Everything appears to be ok, creating and signing the certificate
Successfully added extensions from config
Certificate is to be certified until Oct 23 11:29:30 2010 GMT (365 days)
Sign the certificate? [y/n]:y
1 out of 1 certificate requests certified, commit? [y/n]y




Lo primero que sucede es que OpenSSL pide al usuario una contrasen˜a. Es-
ta contrasen˜a no corresponde a la clave privada de la peticio´n de certificado
sino que se trata de la correspondiente a la clave privada de la AC. Dicha clave
sera´ utilizada para firmar el nuevo certificado, siempre y cuando esta operacio´n
sea confirmada. Finalmente, OpenSSL pregunta si se desea actualizar la base de
datos de la AC y muestra por pantalla el contenido del certificado expedido.
El u´ltimo aspecto a comentar es que el certificado resultante tambie´n se al-
macena en el directorio que hab´ıamos especificado anteriormente en el fichero
de configuracio´n, es decir, en la carpeta $HOME/ssl test/demoCA/certs. Dicho
certificado recibe un nombre consistente en el nu´mero de serie del mismo unido





Apache Es un servidor web HTTP/HTTPS de co´digo abierto para plataformas
Unix (BSD, GNU/Linux, etc.), Windows, etc. Este servidor se desarrolla
dentro del proyecto HTTP Server (httpd) de la Apache Software Founda-
tion. Ofrece las ventajas de ser altamente configurable, presentar bases de
datos de autenticacio´n, negociado de contenido, etc.
Asertos (en ingle´s, Assertions) Es una coleccio´n de una o ma´s afirmaciones
o declaraciones acerca de una entidad, por ejemplo, una declaracio´n de
autenticacio´n o una declaracio´n de autorizacio´n. Tambie´n puede definirse
como la informacio´n de identidad proporcionada por un IdP a un SP.
Atributo Es aquella informacio´n asociada con una entidad que especifica una ca-
racter´ıstica de la misma y que permite describirla. En un sistema de gestio´n
de identidad, objetos y clases de objetos esta´n compuestos de atributos.
Autorizacio´n Conceder acceso basado en derechos de acceso.
Authentic Es un proveedor de identidad en co´digo abierto basado en la librer´ıa
Lasso.
Certificado Es un conjunto de datos relevantes de seguridad emitidos por una
autoridad de seguridad o una tercera parte de confianza, junto con infor-
macio´n de seguridad que son utilizados para proporcionar servicios de inte-
gridad y autenticacio´n del origen.
C´ırculo de confianza Es un conjunto de criterios establecidos para unir orga-
nizaciones dentro de una federacio´n con el fin de acceso fiable a los recursos
de cada otro.
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Confianza Es una valoracio´n subjetiva que permite que una entidad este´ dis-
puesta a recurrir a otra entidad para ejecutar un conjunto de acciones y/o
hacer un conjunto de asertos acerca de una serie de temas y/o a´mbitos.
COIT Colegio Oficial de Ingenieros de Telecomunicacio´n.
Control de acceso Es la prevencio´n del uso de un recurso de manera no auto-
rizada.
Contexto Es una propiedad que puede ser asociada con un atributo de usuario
para especificar informacio´n que puede ser utilizada para determinar la
aplicabilidad del valor.
Defederacio´n Es un procedimiento que permite indicar que un identificador
persistente que ha sido previamente establecido en un proceso de federacio´n,
dejara´ de ser utilizado. Es decir, se elimina el acuerdo entre dos proveedores
para referirse a un usuario.
Descubrimiento Es un proceso por el cual recursos de un sistema de gestio´n
de identidad pueden ser encontrados o localizados.
DN Distinguished Name . Es un nombre u´nico que se compone de diversos cam-
pos, siendo los ma´s frecuentes los siguientes: CN (Common Name), OU
(Organizational Unit), O (Organization) y C (Country).
Entidad Es alguien o algo (un sistema software, un objeto, un dispositivo, una
persona, etc.) que se caracteriza a trave´s de la medida de sus atributos.
Federacio´n Este te´rmino es usado en dos sentidos: 1) el acto de establecer una
relacio´n productor-consumidor entre dos o ma´s entidades/reinos, 2) una
asociacio´n abarcando un nu´mero de proveedores de servicios y de identidad.
Firma digital Es un proceso utilizado para adjuntar un co´digo digital u´nico de
quie´n firma a un mensaje electro´nico. Una firma digital resulta del uso de
una clave privada para firmar un mensaje. El receptor del mensaje puede
usar la clave pu´blica de quie´n firmo´ el mensaje para verificar si la firma
digital es va´lida, y si el mensaje ha sido modificado desde que fue firmado.
HTTP HyperText Transfer Protocol. Es un protocolo de transferencia de hiper-
texto, orientado a transacciones y sigue el esquema peticio´n-respuesta entre
un cliente y un servidor.
Identidad federada Una identidad local de un usuario/principal u´nica que pue-
de ser utilizada para acceder a un grupo de servicios o aplicaciones que esta´n
delimitadas por los v´ınculos y condiciones de una federacio´n.
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IPC I´ndice de Precios de Consumo. Es un promedio ponderado de los precios
de los bienes y servicios consumidos por las familias, como por ejemplo el
calculado en Espan˜a por el Instituto nacional de Estad´ıstica.
LDAP Protocolo Ligero de Acceso a Directorios (en ingle´s, Lightweight Directory
Access Protocol). Es un protocolo que permite el acceso a un servicio de
directorio ordenado y distribuido para introducir, buscar o modificar diversa
informacio´n en un entorno de red de manera eficiente.
Lasso Liberty Alliance Single Sign-On. Es una librer´ıa implementada en C, desa-
rrollada por una compan˜´ıa francesa llamada Entrouvert, con bindings para
distintos lenguajes como Java, Perl, Python y PHP. Esta librer´ıa soporta
Liberty ID-FF 1.2, ID-WSF y SAMLv2.
LibNeon Es una librer´ıa escrita en C, de co´digo abierto, que implementa los
protocolos HTTP y HTTPS.
Metadato (en ingle´s, Metadata) Es un documento XML que contiene infor-
macio´n sobre configuracio´n (por ejemplo, perfiles SAML/Liberty soportados
por una entidad) y material de seguridad (claves, certificados digitales, etc.)
y tiene como propo´sito facilitar el despliegue de sistemas SAML/Liberty.
La informacio´n contenida en el metadato puede estar asociada a una sola
entidad o bien a un grupo de entidades.
OASIS Organization for the Advancement of Structured Information Standards.
Es una organizacio´n sin a´nimo de lucro que impulsa el desarrollo, la conver-
gencia y la adopcio´n de esta´ndares abiertos para la sociedad de la informa-
cio´n mundial. Fundada en 1993, OASIS tiene ma´s de 5.000 participantes,
que representan ma´s de 600 organizaciones y miembros individuales en 100
pa´ıses.
OpenSSL El software OpenSSL es un proyecto de software libre desarrollado
por los miembros de la comunidad Open Source. Se trata de un robusto
juego de herramientas que ayudan a su sistema a implementar el protocolo
Secure Sockets Layer (SSL), as´ı como otros protocolos relacionados con la
seguridad, tales como el Transport Layer Security (TLS). Tambie´n incluye
una librer´ıa de criptograf´ıa.
OpenLDAP Es una implementacio´n de co´digo abierto del protocolo LDAP,
desarrollada desarrollado por los miembros de la comunidad Open Source.
Este software funciona en diversas plataforma como Linux, Mac OS X,
Solaris, Microsoft Windows (NT y derivados, incluyendo 2000, XP, Vista),
etc.
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Perfil (profile) Es un conjunto de reglas definidos para uno o varios fines; a cada
conjunto se le asigna un nombre en el patro´n “xxx profile of SAML” o “xxx
SAML profile”. Se definen reglas por ejemplo, para saber co´mo incrustar
asertos y extraerlos de un protocolo u otro contexto de uso, para para el
uso de mensajes del protocolo SAML en un contexto particular de uso, etc.
Phishing Es una modalidad de estafa por correo electro´nico disen˜ada con la
finalidad de robarle la identidad a un usuario, con el fin de adquirir infor-
macio´n confidencial.
PKI Public Key Infrastructure. Es una combinacio´n de hardware y software,
pol´ıticas y procedimientos de seguridad que permiten la ejecucio´n con ga-
rant´ıas de operaciones criptogra´ficas tales como el cifrado, la firma digital
o el no repudio de transacciones electro´nicas.
Principal Es una entidad del sistema cuya identidad puede ser autenticada.
IdP Proveedor de Identidad (en ingle´s, Identity Provider). Es una entidad que
emite, mantiene y gestiona una identidad digital fiable para otras entidades.
Pseudo´nimo Es una identidad ficticia que una entidad crea por s´ı misma, en
virtud de la cual la entidad puede permanecer ano´nima en ciertos contextos.
SASL Simple Authentication and Security Layer. Es un esta´ndar que separa los
mecanismos de autenticacio´n de los protocolos de la aplicacio´n, de tal for-
ma que, cualquier protocolo de aplicacio´n que use SASL, puede utilizar
cualquier mecanismo de autenticacio´n soportado por SASL. Los mecanis-
mos basados en este protocolo se modelan como una sucesio´n de retos y
respuestas.
SLO Single logout. Registro u´nico de salida, es decir, un usuario sale o se des-
registra con una sola accio´n de todos los servicios en los que se hab´ıa regis-
trado.
SSO Single Sign-On. Es un proceso en el cual se autentica el usuario mediante
una u´nica accio´n (normalmente frente al IdP) que le sera´ va´lida para los
distintos servicios federados registrados en los que tiene cuenta el usuario
durante la vida de la sesio´n.
SOAP Protocolo Simple de Acceso a Objetos (en ingle´s, Simple Object Access
Protocol). Es un protocolo que especifica co´mo dos objetos en diferentes
procesos pueden comunicarse por medio del intercambio de datos XML.
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SSL Secure Sockets Layer. Es un protocolo criptogra´fico que proporciona comu-
nicaciones seguras en Internet.
SWIG Simplified Wrapper and Interface Generator. Es una herramienta de co´di-
go abierto que se utiliza para conectar los programas o bibliotecas escritas
en C/C++ con lenguajes de alto nivel como Perl, Python, Ruby, PHP, Java,
C#, etc.
UIT-T Sector de Normalizacio´n de las Telecomunicaciones de la UIT. Es el
o´rgano permanente de la Unio´n Internacional de Telecomunicaciones (UIT)
que estudia los aspectos te´cnicos, de explotacio´n y tarifarios y publica nor-
mativa sobre los mismos, con vista a la normalizacio´n de las telecomunica-
ciones a nivel mundial.
X.509 X.509 es un esta´ndar UIT-T para infraestructuras de claves pu´blicas.
Especifica, entre otras cosas, formatos esta´ndar para certificados de claves
pu´blicas y un algoritmo de validacio´n de la ruta de certificacio´n.
XML Extensible Markup Language. Es un lenguaje extensible de etiquetas desa-
rrollado por el World Wide Web Consortium (W3C) que proporciona una
manera de definir lenguajes para diferentes necesidades. Algunos de estos
lenguajes que usan XML para su definicio´n son SAML, XHTML, etc.
ZXID Es una librer´ıa escrita en C que soporta el rol del SP en la versio´n 2.0 de
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