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Abstrakt
C´ılem te´to diplomove´ pra´ce je sezna´mit se s aplikacˇn´ı platformou Mozilla – jej´ı struk-
turou, technologiemi, ktere´ vyuzˇ´ıva´, a zp˚usobem vy´voje samostatneˇ beˇzˇ´ıc´ıch i rozsˇiˇruj´ıc´ıch
aplikac´ı, ktere´ tuto platformu vyuzˇ´ıvaj´ı (naprˇ. webovy´ prohl´ızˇecˇ Firefox, posˇtovn´ı klient
Thunderbird). Pra´ce zahrnuje relevantn´ı informace o vyuzˇ´ıvany´ch jazyc´ıch, ktery´mi jsou
XUL, CSS, JavaScript, RDF/XML a dalˇs´ı. Jsou zde take´ rozebra´ny objektoveˇ orientovane´
principy pouzˇitelne´ v jazyce JavaScript v.1.7. Dalˇs´ı cˇa´sti se veˇnuj´ı problematice tvorby
a vyuzˇ´ıvan´ı komponent platformy i aplikac´ı. Informace o platformeˇ jsou zavrsˇeny uve-
den´ım mozˇnost´ı ladeˇn´ı a na´sledne´ho prˇevodu do distribuovatelne´ podoby. Tyto znalosti
jsou na´sledneˇ pouzˇity prˇi tvorbeˇ aplikace umozˇnˇuj´ıc´ı sledova´n´ı zmeˇn dokument˚u v s´ıt’ove´m
prostrˇed´ı. Lze zde naj´ıt jej´ı na´vrh a neˇktere´ detaily implementace vztahuj´ıc´ı se k obecne´mu
vy´voji aplikac´ı na uvedene´ platformeˇ.
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Abstract
The goal of the thesis is to study the Mozilla application platform – its structure, used
technology, and the ways of development of standalone applications and extensions for
the applications based on this platform (e.g. the Firefox web browser, the Thunderbird
e-mail client). The thesis also contains relevant information about the used programming
languages such as XUL, CSS, JavaScipt, RDF/XML and others. It describes the object
oriented principles available in the JavaScript v.1.7 language. Next parts are dedicated to
creating and using the platform components and the applications. The information about
the platform is concluded by a presentation of the debugging and deployment possibilities.
This knowledge is used to create an application able to watch changes of documents in a
network environment. The thesis describes the application design and some details related
to the general development of applications based on the discussed platform.
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Kapitola 1
U´vod
Vy´voj kazˇde´ho softwarove´ho produktu zacˇ´ına´ stanoven´ım pozˇadavk˚u, ktere´ by meˇl splnˇovat.
Mezi tyto pozˇadavky take´ bezesporu patrˇ´ı vy´beˇr operacˇn´ıch syste´mu˚ a hardwarovy´ch
architektur, na ktery´ch mus´ı vy´sledny´ produkt fungovat. Na za´kladeˇ tohoto vy´beˇru a
stanoveny´ch cenovy´ch na´klad˚u je pak potrˇeba zvolit, zda aplikace bude vyuzˇ´ıvat pouze
aplikacˇn´ı programove´ rozhran´ı podporovany´ch operacˇn´ıch syste´mu˚, zda bude postavena na
neˇjake´ multiplatformn´ı programove´ knihovneˇ, nebo bude pracovat v urcˇite´m aplikacˇn´ım
prostrˇed´ı, jehozˇ sluzˇby bude vyuzˇ´ıvat. Toto rozhodnut´ı je kl´ıcˇove´, protozˇe ma´ vliv na bu-
douc´ı architekturu aplikace, mu˚zˇe omezovat mnozˇinu vhodny´ch programovac´ıch jazyk˚u, ve
fa´zi provozu mu˚zˇe ovlivnit vy´konnost, pouzˇitelnost a dalˇs´ı parametry.
Vy´beˇr vhodne´ programove´ za´kladny pro novy´ software byl rˇesˇen i roku 1998 v Mozilla
Organization. Dosˇlo totizˇ k uvolneˇn´ı veˇtsˇiny zdrojovy´ch ko´d˚u prohl´ızˇecˇe Netscape Com-
municator 5.0 pod licenci Open source a na´sledneˇ bylo rozhodnuto, zˇe zdrojovy´ ko´d je jizˇ
natolik neudrzˇovatelny´, zˇe je potrˇeba jej cely´ prˇepsat. Cely´ projekt byl vsˇak tak ambicio´zn´ı
a rozsa´hly´, zˇe azˇ po cˇtyrˇech letech byl vyda´n novy´ webovy´ prohl´ızˇecˇ Mozilla 1.0. Du˚vodem
zdrzˇen´ı byl fakt, zˇe jako za´klad nebyla pouzˇita zˇa´dna´ sta´vaj´ıc´ı knihovna, avsˇak byla vyvi-
nuta zcela nova´ za´kladna pro internetove´ aplikace s plneˇ programovatelny´m uzˇivatelsky´m
rozhran´ım a modula´rn´ı architekturou – vznikla aplikacˇn´ı platforma Mozilla.
Postupem cˇasu prˇibyly nove´ aplikace, ktere´ tuto platformu vyuzˇ´ıvaj´ı. Jde naprˇ. o Sea-
Monkey (na´stupce Mozilla Suite, k jehozˇ ukoncˇen´ı dosˇlo v roce 2003), velice u´speˇsˇny´ we-
bovy´ prohl´ızˇecˇ Firefox, posˇtovn´ı klient Thunderbird, HTML editor Nvu, hudebn´ı prˇehra´vacˇ
Songbird, SIP klient ZAP a dalˇs´ı.
Acˇkoli se aplikacˇn´ı platforma Mozilla dobrˇe hod´ı pro vytva´rˇen´ı novy´ch volneˇ sˇiˇritelny´ch
desktopovy´ch aplikac´ı v s´ıt’ove´m prostrˇed´ı, je vy´voja´rˇi dost prˇehl´ızˇena. Du˚vodem mu˚zˇe by´t
neznalost – existuje ma´lo teˇch, kterˇ´ı v´ı, co vsˇechno se nacha´z´ı za prohl´ızˇecˇem Firefox, a
take´ veˇtsˇ´ı na´roky na studium te´to problematiky – v s´ıti Internet lze naj´ıt nemale´ mnozˇstv´ı
na´vod˚u, jak vytvorˇit jednoduchou aplikaci, avsˇak aktua´ln´ı uceleny´ popis vytva´rˇen´ı slozˇiteˇjˇs´ı
aplikace neprˇina´sˇ´ı zˇa´dny´ z nich. Jeden ze dvou c´ıl˚u te´to diplomove´ pra´ce je proto nava´zat na
publikaci [1] a doplnit shroma´zˇdeˇne´ informace a odkazy na zdroje platne´ pro vy´voj aplikac´ı
na platformeˇ Mozilla s ja´drem odpov´ıdaj´ıc´ım XULRunner v.1.8, upozornit na chyby v ja´drˇe,
ktere´ dosud nebyly opraveny a nekorektn´ı informace uve´st na spra´vnou mı´ru. Pra´ce tedy
rozeb´ıra´ problematiku vytva´rˇen´ı samostatneˇ beˇzˇ´ıc´ıch aplikac´ı pro XULRunner i rozsˇiˇruj´ıc´ıch
aplikac´ı (oznacˇovane´ jako extensions), ukazuje neˇktere´ principy vytva´rˇen´ı uzˇivatelske´ho
rozhran´ı, programova´n´ı chova´n´ı, tvorbu komponent syste´mu a pra´ci s datovy´mi u´lozˇiˇsti
ve forma´tu RDF. Nemala´ cˇa´st je veˇnovana´ ladeˇn´ı aplikac´ı a vsˇe je zavrsˇeno informacemi
o mozˇnostech prˇevodu do distribuovatelne´ podoby a spra´veˇ aktualizac´ı.
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Druhy´m c´ılem pra´ce je vyuzˇ´ıt nabyte´ znalosti a vytvorˇit rozsˇ´ıˇruj´ıc´ı aplikaci pro vybrane´
aplikace zalozˇene´ na platformeˇ Mozilla, ktera´ ma´ rˇesˇit neexistenci volneˇ sˇiˇritelne´ho multi-
platformn´ıho na´stroje pro sledova´n´ı zmeˇn dokument˚u v s´ıt’ove´m prostrˇed´ı. Pouzˇit´ı tohoto
rozsˇ´ıˇren´ı si lze ve sveˇteˇ elektronicky´ch dokument˚u prˇedstavit te´meˇrˇ kdekoli – chteˇli bychom
si udrzˇovat prˇehled o cena´ch urcˇity´ch produkt˚u, hl´ıdat si vyda´n´ı novy´ch verz´ı programu˚,
zjiˇst’ovat, zda se na fo´rech hovorˇ´ı o te´matech, ktera´ na´s zaj´ımaj´ı. Studenty mu˚zˇe zaj´ımat, zda
prˇibyly nebo byly zmeˇneˇny informace na stra´nka´ch prˇedmeˇt˚u, je-li jizˇ opravena zkousˇka,
ktere´ nove´ kulturn´ı akce sˇkola prˇipravuje. Diplomova´ pra´ce tedy da´le obsahuje na´vrh a
neˇktere´ d˚ulezˇite´ aspekty implementace z hlediska obecne´ho vy´voje aplikac´ı pro tuto plat-
formu. Na´stroj pro sledova´n´ı zmeˇn dokument˚u byl pojmenova´n DocWatcher.
Diplomova´ pra´ce navazuje na prˇedchoz´ı semestra´ln´ı projekt, ve ktere´m byly uvedeny
za´kladn´ı informace o vy´voji aplikac´ı na platformeˇ Mozilla. Tato pra´ce uvedene´ informace
rozsˇiˇruje prˇedevsˇ´ım o poznatky z prakticke´ho pouzˇ´ıva´n´ı, prˇida´ny jsou kapitoly o XPCOM
a ladeˇn´ı aplikac´ı. Druha´ cˇa´st, na´vrh aplikace DocWatcher, je ze semestra´ln´ıho projektu
prˇebra´n a mı´rneˇ upraven tak, aby vyhovoval vlastnostem platformy Mozilla. Doplneˇny jsou
pak informace ty´kaj´ıc´ı se implementace aplikace a pa´r za´veˇrecˇny´ch pozna´mek, ktere´ mohou
vy´voja´rˇi pomoci.
1.1 Prˇehled na´sleduj´ıc´ıch kapitol
• Soucˇasny´ stav – uva´d´ı programove´ knihovny a softwarove´ platformy, ktere´ jsou dos-
tupne´ pro na´vrh novy´ch aplikac´ı.
• Architektura platformy Mozilla – zaby´va´ se architekturou platformy Mozilla, uva´d´ı
zjednodusˇeny´ diagram na´vaznosti jednotlivy´ch vrstev a vysveˇtluje jejich funkci.
• Tvorba uzˇivatelske´ho rozhran´ı – obsahuje informace o zp˚usobu vytva´rˇen´ı
uzˇivatelsky´ch rozhran´ı vyuzˇ´ıvaj´ıc´ıch jazyk XUL, odliˇsnostech v definic´ıch
kaska´dovy´ch styl˚u a popisuje, jak aplikaci prˇipravit pro provoz ve v´ıcejazycˇne´m
prostrˇed´ı.
• Programova´n´ı chova´n´ı – vypisuje seznam podporovany´ch jazyk˚u, ktere´ lze vyuzˇ´ıvat prˇi
programova´n´ı a na´sledneˇ se detailneˇ zaby´va´ mozˇnostmi jazyka JavaScript, prˇedevsˇ´ım
zp˚usobem realizac´ı objektoveˇ orientovany´ch princip˚u. Na´sledneˇ se veˇnuje vyuzˇ´ıva´n´ı a
tvorbeˇ vlastn´ıch komponent.
• Datova´ u´lozˇiˇsteˇ, RDF – prˇedstavuje principy jazyka RDF/XML, uva´d´ı, jaky´m
zp˚usobem lze zapisovat znalosti a jake´ prostrˇedky platforma pro pra´ci s nimi
poskytuje.
• Ladeˇn´ı a testova´n´ı aplikac´ı – informuje o zp˚usobech ladeˇn´ı a testova´n´ı aplikac´ı
vyuzˇ´ıvaj´ıc´ıch jazyk JavaScript, ktere´ prostrˇedky lze vyuzˇ´ıt, nutne´ u´pravy ko´du a
nastaven´ı prostrˇed´ı.
• Distribuce aplikac´ı – popisuje adresa´rˇovou strukturu, kterou je vhodne´ dodrzˇovat a
ukazuje, jak prˇeve´st sadu soubor˚u do podoby, kterou lze prˇedat uzˇivatel˚um.
• Aplikace DocWatcher – stanovuje pozˇadavky kladene´ na tuto aplikaci, uva´d´ı jej´ı struk-
turu, pojedna´va´ o zp˚usobu rˇesˇen´ı uzˇivatelske´ho rozhran´ı a neˇktery´ch aspekt˚u chova´n´ı
aplikace a popisuje vybrane´ aspekty implementace, ktere´ jsou d˚ulezˇite´ z pohledu
obecne´ho vy´voje aplikac´ı na te´to platformeˇ.
4
• Za´veˇr – hodnot´ı vy´sledky te´to pra´ce, jej´ı prˇ´ınos a dalˇs´ı mozˇnosti rozv´ıjen´ı v budoucnu.
5
1.2 Forma´tova´n´ı textu
Pro lepsˇ´ı cˇitelnost jsou v textu pouzˇity r˚uzne´ typy p´ısma.
• identifika´tory, hodnoty konstant, klı´cˇova´ slova a vy´pisy ko´du
• slovn´ı vyja´drˇen´ı v anglicˇtineˇ
• oznacˇen´ı soubor˚u a adresa´ˇr˚u
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Kapitola 2
Soucˇasny´ stav
Existuje neˇkolik mozˇny´ch cest, ktery´mi se mu˚zˇe ub´ırat vy´voj novy´ch softwarovy´ch
projekt˚u. Prvn´ı z nich je vhodna´ pro aplikace, na ktere´ jsou kladeny zvla´sˇtn´ı pozˇadavky
z hlediska funkcˇnosti, vy´konnosti nebo trˇeba graficke´ho uzˇivatelske´ho rozhran´ı (GUI).
Tyto aplikace vyuzˇ´ıvaj´ı prˇ´ımo sluzˇeb operacˇn´ıho syste´mu, na ktere´m beˇzˇ´ı, pomoc´ı vola´n´ı
funkc´ı aplikacˇn´ıho programove´ho rozhran´ı (API). Uvedeny´ zp˚usob je vyuzˇ´ıva´n naprˇ´ıklad
u syste´movy´ch komponent dane´ho operacˇn´ıho syste´mu, kde ma´ programa´tor mozˇnost
detailneˇ rˇ´ıdit vsˇechny procesy, ktere´ se zde prova´deˇj´ı. Obecneˇ je na te´to u´rovni take´
vyuzˇ´ıva´n neobjektovy´ jazyk C, jehozˇ prˇekladem a optimalizac´ı se da´ dosa´hnout rychlejˇs´ı
odezvy a vysˇsˇ´ıho vy´pocˇetn´ıho vy´konu. Nevy´hodou ovsˇem mu˚zˇe by´t veˇtsˇ´ı cˇasova´ na´rocˇnost
tvorby projektu zp˚usobena´ vysˇsˇ´ım mnozˇstv´ım zdrojove´ho ko´du, ktery´ pozˇadovanou
funkcˇnost implementuje. S t´ım na´sledneˇ take´ souvis´ı zvy´sˇene´ mnozˇstv´ı u´sil´ı, ktere´ je
potrˇeba vynalozˇit k odladeˇn´ı a otestova´n´ı tohoto ko´du a za´rovenˇ d´ıky pouzˇit´ı jazyka C
mu˚zˇe struktura programu prˇi veˇtsˇ´ıch zmeˇna´ch rychleji degradovat.
Uvedene´ nevy´hody mu˚zˇeme cˇa´stecˇneˇ eliminovat vyuzˇit´ım programovy´ch knihoven,
naprˇ´ıklad nab´ızej´ıc´ıch podporu pro snadneˇjˇs´ı prˇ´ıstup k uzˇivatelske´mu rozhran´ı. Toto je
druha´ cesta. Knihovny, v operacˇn´ım syste´mu Windows jmenujme MFC1, pak zapouzdrˇuj´ı
vola´n´ı API funkc´ı do logicky´ch celk˚u, vytva´rˇej´ı tedy vysˇsˇ´ı u´rovenˇ abstrakce. Dı´ky toho, zˇe
se zde jizˇ uplatnˇuj´ı objektove´ jazyky, jako je C++, je proces vy´voje rychlejˇs´ı a ko´d
aplikace robustneˇjˇs´ı, nezˇ kdyby byla pouzˇita prˇ´ımo vola´n´ı API funkc´ı.
Trˇet´ı varianta, ktera´ sta´le v´ıce z´ıska´va´ na oblibeˇ, je vystaveˇn´ı aplikace na vhodne´ ap-
likacˇn´ı platformeˇ. V tomto prˇ´ıpadeˇ program jizˇ ke sve´ cˇinnosti pouzˇ´ıva´ API zcela minima´lneˇ,
nebo v˚ubec, protozˇe platforma abstrahuje veˇtsˇinu potrˇebny´ch cˇa´st´ı operacˇn´ıho syste´mu –
nab´ız´ı vlastn´ı trˇ´ıdy zapouzdrˇuj´ıc´ı GUI, pra´ci se soubory, prˇ´ıstup k s´ıt’ovy´m prostrˇedk˚um,
spra´vu pameˇti a proces˚u, komunikaci mezi procesy a dalˇs´ı. Aplikacˇn´ı platforma tedy tvorˇ´ı
vrstvu, ktera´ oddeˇluje aplikaci od operacˇn´ıho syste´mu. Tato vrstva se skla´da´ ze dvou cˇa´st´ı –
rozhran´ı, ktere´ je dostupne´ aplikaci a ktere´ je za´rovenˇ nemeˇnne´, a da´le vlastn´ı ko´d platformy,
ktery´ implementuje nab´ızene´ sluzˇby. Jestlizˇe je platforma oznacˇena jako multiplatformn´ı,
lze hostuj´ıc´ı aplikace provozovat na podporovany´ch operacˇn´ıch syste´mech a hardwarovy´ch
architektura´ch. V tomto prˇ´ıpadeˇ je pouze jina´ implementace te´to platformy, avsˇak d´ıky
nezmeˇneˇne´ho rozhran´ı nen´ı nutne´ meˇnit zdrojovy´ ko´d aplikace.
Dle typu programovac´ıch jazyk˚u lze na´sledneˇ rozdeˇlit softwarove´ platformy na trˇi
skupiny. Prvn´ı tvorˇ´ı platformy, kde jsou hostitelske´ aplikace psa´ny v prˇelozˇitelne´m jazyce
do bina´rn´ıho ko´du procesoru, na ktere´m bude program spusˇteˇn – naprˇ´ıklad C++. Pro
1http://msdn2.microsoft.com/en-us/library/d06h2x6e(VS.80).aspx
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prˇenos mezi r˚uzny´mi syste´my nen´ı potrˇeba zasahovat do zdrojovy´ch ko´d˚u, avsˇak je nutna´
jejich kompilace pomoc´ı kompila´toru urcˇene´ho pro vy´slednou hardwarovou architekturu a
operacˇn´ı syste´m. Aplikace jsou kompatibiln´ı pouze na u´rovni API. Do te´to skupiny patrˇ´ı
naprˇ´ıklad QT2, wxWidgets3 a dalˇs´ı.
Da´le existuj´ı platformy, kde zdrojovy´ ko´d hostitelske´ aplikace nen´ı kompilova´n do
nativn´ıho ko´du procesoru, ale do specia´ln´ıho meziko´du, ktery´ je distribuova´n. Uzˇivatel si
nainstaluje platformu urcˇenou pro jeho syste´movou konfiguraci a ta po spusˇteˇn´ı aplikace
automaticky za beˇhu prˇekla´da´ meziko´d do nativn´ıho ko´du procesoru, prˇicˇemzˇ ten je
na´sledneˇ spusˇteˇn. Proces, ktery´ tuto cˇinnost prova´d´ı, se nazy´va´ Just-In-Time (JIT)
kompila´tor. Vy´hodou je tedy jedina´ spustitelna´ verze softwarove´ho produktu pro
podporovane´ syste´move´ konfigurace, avsˇak za cenu nutnosti mı´t nainstalovane´ dane´
beˇhove´ prostrˇed´ı na pocˇ´ıtacˇi a pomalejˇs´ıch reakc´ı programu prˇi jeho spusˇteˇn´ı. Sem patrˇ´ı
Java4, .NET Framework5.
Do posledn´ı skupiny se rˇad´ı platformy vyuzˇ´ıvaj´ıc´ı jazyky, ktere´ nejsou prˇed distribuc´ı
kompilova´ny. Aplikace jsou tedy sˇ´ıˇreny s ko´dem v otevrˇene´ textove´ podobeˇ. Po spusˇteˇn´ı
aplikace je zdrojovy´ ko´d v prˇ´ıpadeˇ potrˇeby vybalen a beˇhove´ prostrˇed´ı platformy na´sledneˇ
prova´d´ı interpretaci ko´du. Toto rˇesˇen´ı je nejpomalejˇs´ı ze vsˇech vy´sˇe uvedeny´ch a hod´ı se
pro nena´rocˇne´ aplikace, ktere´ jsou volneˇ sˇiˇritelne´ a prozrazen´ı ko´du je irelevantn´ı. Pod-
statnou navy´hodou je pak problematicka´ kontrola nejen syntakticky´ch chyb, protozˇe ko´d
je vyhodnocova´n azˇ v pr˚ubeˇhu interpretace, a tak na chyby je programa´tor upozorneˇn azˇ
v okamzˇiku jejich potenciona´ln´ıho spusˇteˇn´ı. Za´stupcem je naprˇ´ıklad aplikacˇn´ı platforma
Mozilla6. Obecneˇ sem mu˚zˇeme zarˇadit i dalˇs´ı skriptovac´ı jazyky; pak je jen ota´zka, jak
bohate´ aplikacˇn´ı rozhran´ı dany´ interpret ko´du nab´ız´ı.
Acˇkoli by se mohlo zda´t, zˇe platforma Mozilla d´ıky vy´sˇe uvedeny´m vlastnostem nen´ı
prˇ´ıliˇs vhodna´ pro sˇirsˇ´ı pouzˇit´ı, opak je pravdou. Du˚kazem jsou naprˇ´ıklad u´speˇsˇny´ webovy´
prohl´ızˇecˇ Firefox nebo posˇtovn´ı klient Thunderbird. Tato platforma nab´ız´ı jednoduchy´
zp˚usob programova´n´ı zalozˇeny´ na jazyku XML, ktery´ definuje uzˇivatelske´ rozhran´ı, a jazyku
JavaScript, jenzˇ je pouzˇ´ıva´n pro definova´n´ı chova´n´ı aplikace. Vy´sledek lze beze zmeˇny
spustit na v´ıce nezˇ 10 operacˇn´ıch syste´mech, viz [1, 16]. Hlavn´ı vy´hodou je vsˇak prˇ´ıtomnost
komponent umozˇnˇuj´ıc´ıch zobrazit (X)HTML dokument, aktivneˇ se na neˇj napojit a praco-
vat s jeho obsahem. Pra´veˇ tato vlastnost a vysoky´ pocˇet podporovany´ch syste´mu˚ vyzdvihuj´ı
platformu Mozilla nad ostatn´ı.
Bohaty´ seznam dostupny´ch podp˚urny´ch knihoven i softwarovy´ch platforem lze naj´ıt
v [25].
2http://www.trolltech.com/
3http://www.wxwidgets.org/
4http://java.sun.com/
5http://msdn2.microsoft.com/en-us/netframework/default.aspx
6http://xulplanet.com/
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Kapitola 3
Architektura platformy Mozilla
Zjednodusˇene´ sche´ma architektury je uvedeno na obra´zku 3.1. Podrobneˇjˇs´ı pohled lze naj´ıt
v [1]. Komponenty mu˚zˇeme rozdeˇlit do neˇkolika vrstev. Nejn´ızˇe polozˇena´, ktera´ komunikuje
s operacˇn´ım syste´mem, se nazy´va´ back-end. Nacha´z´ı se zde velke´ mnozˇstv´ı komponent,
cozˇ jsou trˇ´ıdy implementovane´ v programovac´ım jazyce C++ a prˇelozˇene´ pro konkre´tn´ı
operacˇn´ı syste´m. Tyto komponenty pak tvorˇ´ı ja´dro cele´ aplikacˇn´ı platformy. Mezi neˇ patrˇ´ı
naprˇ´ıklad:
• Komponenty ja´dra – definice datovy´ch typ˚u, spra´vce komponent a rozhran´ı, kompo-
nenty umozˇnˇuj´ıc´ı pra´ci se soubory a datovy´mi toky, rˇ´ızen´ı proces˚u, vla´ken, cˇasovacˇ˚u,
vy´jimek a uda´lost´ı.
• Komponenty pro pra´ci v s´ıt’ove´m prostrˇed´ı – podpora zna´my´ch s´ıt’ovy´ch protokol˚u,
soket˚u, rˇ´ızen´ı vyrovna´vac´ıch pameˇt´ı, proxy, spra´vce cookies, kooperace s webovy´mi
sluzˇbami, sluzˇby pro stahova´n´ı obsahu, mozˇnost otev´ıra´n´ı ZIP a JAR arch´ıv˚u.
• Komponenty pro podporu vy´voje aplikac´ı – spra´vce oken, vestaveˇny´ webovy´ prohl´ızˇecˇ,
prˇ´ıstup k historii a profil˚um, RDF databa´ze, nativn´ı podpora XML, DOM, HTML,
XUL, SVG.
• Komponenty souvisej´ıc´ı s elektronickou posˇtou – odes´ıla´n´ı, prˇij´ıma´n´ı a spra´va posˇty
a diskuzn´ıch skupin, podpora adresa´rˇe, protokol˚u LDAP, IMAP, POP3.
• A dalˇs´ı komponenty zahrnuj´ıc´ı naprˇ´ıklad rˇ´ızen´ı a interpretace ko´du v jazyce
JavaScript, spra´va bezpecˇnosti a napojen´ı na vysˇsˇ´ı vrstvu XPCOM.
Nad t´ımto blokem lezˇ´ı syste´m zvany´ Cross Platform Component Object Model
(XPCOM). Ten zprˇ´ıstupnˇuje komponenty vysˇsˇ´ım vrstva´m platformy tak, zˇe prˇ´ıstup k nim
jizˇ nen´ı za´visly´ na pouzˇite´m operacˇn´ım syste´mu. Protozˇe XPCOM je prˇ´ımo dosazˇitelne´
pouze pomoc´ı programovac´ıch jazyk˚u C, C++, existuje zde jesˇteˇ tenka´ vrstva XPConnect
poskytuj´ıc´ı rozhran´ı pro JavaScript.
Pro zcela prˇenositelny´ ko´d je potrˇeba jisty´m zp˚usobem adresovat pozˇadovane´ kompo-
nenty. Proto ma´ kazˇda´ komponenta d´ıky XPCOM sv˚uj jedinecˇny´ identifika´tor, tzv. Con-
tractID. Je ve tvaru @mozilla.org/component-name;1. Ten je mapova´n prˇes objekt URL
do prostoru, ve ktere´m se jizˇ nacha´z´ı aplikace napsane´ v jazyce JavaScript. Kromeˇ tohoto
propojen´ı existuje jesˇteˇ druhy´ typ spojen´ı vyuzˇ´ıvaj´ıc´ı identifika´tor˚u RDF, ktere´ mapuj´ı
URL na urcˇity´ za´znam v otevrˇene´ RDF databa´zi.
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Vrstva oznacˇena´ Overlays zodpov´ıda´ za rozsˇ´ıˇren´ı funkcˇnost´ı aplikac´ı jako je Firefox nebo
Thunderbird. Takto lze naprˇ´ıklad prˇidat novou polozˇku do menu, informaci do stavove´ho
rˇa´dku, vytvorˇit dalˇs´ı panel atd. bez toho, anizˇ by se musel jakkoli meˇnit ko´d hostitelske´
aplikace. Vsˇechny informace, jake´ nove´ prvky maj´ı by´t prˇida´ny, jake´ jsou jejich vlastnosti
a umı´steˇn´ı, jsou soucˇa´st´ı distribuce rozsˇiˇruj´ıc´ı aplikace.
Na´sleduj´ıc´ı vrstva je urcˇena pro vytva´rˇen´ı novy´ch graficky´ch komponent. Je zalozˇena na
jazyku XML Binding Language, XBL, d´ıky neˇhozˇ lze skla´dat existuj´ıc´ı prvky uzˇivatelske´ho
rozhran´ı do veˇtsˇ´ıch celk˚u a definovat jim pozˇadovane´ chova´n´ı. Prˇ´ıkladem je prvek Tree, ve
ktere´m se zobrazuje historie navsˇt´ıveny´ch dokument˚u v prohl´ızˇecˇi Firefox.
Dalˇs´ı cˇa´st te´to architektury, Templates, rˇ´ıd´ı propojen´ı neˇktery´ch prvk˚u uzˇivatelske´ho
rozhran´ı a zdroj˚u v RDF databa´zi. Takto lze bez jedine´ho rˇa´dku ko´du naplnit daty naprˇ´ıklad
strom zobrazuj´ıc´ı historii odkaz˚u. Tato vrstva take´ umozˇnˇuje v´ıcena´sobne´ pohledy na data
rˇ´ızene´ spolecˇnou aktualizac´ı. Jestlizˇe je ve v´ıce oknech zobrazen obsah neˇjake´ strukturovane´
informace ulozˇene´ v RDF databa´zi, jej´ı zmeˇnou v jednom okneˇ mu˚zˇe automaticky doj´ıt
k aktualizaci teˇchto dat i v ostatn´ıch oknech.
Nejvy´sˇe je polozˇena´ vrstva podporuj´ıc´ı standardy W3C a zajiˇst’uj´ıc´ı interakci
s uzˇivatelem. Na te´to u´rovni jsou naprˇ´ıklad nacˇ´ıta´ny a za u´cˇasti nizˇsˇ´ıch vrstev
zpravova´va´ny (X)HTML/XUL dokumenty, kaska´dove´ styly, prova´deˇny XSL transformace
a dalˇs´ı. Data, ktera´ maj´ı by´t prezentova´na uzˇivateli, jsou vykreslova´na renderovac´ım
ja´drem Gecko, akuta´ln´ı verze je 1.8.1 [32].
Obra´zek 3.1: Zjednodusˇeny´ pohled na architekturu platformy Mozilla
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Kapitola 4
Tvorba uzˇivatelske´ho rozhran´ı
K programova´n´ı uzˇivatelske´ho rozhran´ı je urcˇen jazyk XML User-Interface Language
(XUL). Pomoc´ı textove´ho za´pisu lze hierarchicky skla´dat komponenty, ktere´ vytvorˇ´ı
pozˇadovanou podobu GUI. Platforma nab´ız´ı velke´ mnozˇstv´ı uzˇivatelsky´ch prvk˚u:
• boxy, panely a mrˇ´ızˇky, ktere´ lze pouzˇ´ıt pro pozicova´n´ı dalˇs´ıch komponent,
• standardn´ı ovla´dac´ı prvky, jako jsou r˚uzne´ typy tlacˇ´ıtek, vy´beˇrovy´ch nab´ıdek, prvk˚u
pro vlozˇen´ı a zobrazen´ı text˚u a obrazk˚u, apod.,
• prvek zobrazuj´ıc´ı stromovou strukturu v kombinaci s dalˇs´ımi sloupci,
• realizace za´lozˇek s prˇ´ıslusˇej´ıc´ımi panely,
• hlavn´ı i kontextove´ nab´ıdky, na´strojova´ liˇsta, stavovy´ rˇa´dek, bublinova´ na´poveˇda,
• ovla´dac´ı prvky pro realizaci pr˚uvodc˚u,
• sofistikovane´ komponenty, ktere´ doka´zˇ´ı zobrazit obsah webovy´ch stra´nek a prˇ´ıpadneˇ
jejich obsah vizua´lneˇ upravovat a
• dalˇs´ı pomocne´ prvky pro prˇipojen´ı k datove´mu zdroji a podobneˇ.
Obecna´ struktura zdrojove´ho ko´du okna aplikace vypada´ na´sledovneˇ:
<?xml version="1.0"?>
<?xml-stylesheet href="chrome://global/skin/" type="text/css"?>
<?xml-stylesheet href="chrome://docwatcher/skin/main.css"
type="text/css"?>
<!DOCTYPE window [
<!ENTITY % mainDTD SYSTEM "chrome://docwatcher/locale/main.dtd">
%mainDTD;
]>
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<window
xmlns="http://www.mozilla.org/keymaster/gatekeeper/there.is.only.xul">
<script type="application/x-javascript" src="main.js"/>
<commandset>
<command id="cmd_newLink" />
</commandset>
<keyset>
<key id="key_newLink" command="cmd_newLink" keycode="VK_INSERT" />
</keyset>
<menupopup id="cmenuFolders">
<menuitem label="&cmd.newLink;" accesskey="&cmd.newLink.accesskey;"
key="key_newLink" command="cmd_newLink"/>
</menupopup>
<description flex="1">Content</description>
<script type="application/x-javascript"><![CDATA[
]]></script>
</window>
Soubor s prˇ´ıponou .xul se skla´da´ ze dvou cˇa´st´ı. Nejprve se uva´d´ı deklaracˇn´ı cˇa´st, ve
ktere´ se nacha´z´ı seznam importovany´ch styl˚u a DTD soubor˚u s rˇeteˇzcovy´mi konstantami.
Na´sleduje blok definuj´ıc´ı hierarchicke´ usporˇa´da´n´ı prvk˚u uzˇivatelske´ho rozhran´ı.
4.1 Obsah XUL
Jak jizˇ bylo rˇecˇeno, XUL soubor je ve forma´tu XML, takzˇe kromeˇ dany´ch pravidel syntak-
ticke´ho za´pisu vyzˇaduje mimojine´ i korˇenovy´ element. Podporova´no je teˇchto peˇt:
• window – prˇedstavuje standardn´ı okno aplikace, ktere´ se neliˇs´ı od ostatn´ıch oken
dane´ho operacˇn´ıho syste´mu.
• prefwindow – specia´ln´ı typ okna pouzˇ´ıvany´ pro nastavova´n´ı parametr˚u aplikace.
Umozˇnˇuje prˇ´ıme´ napojen´ı na datovy´ zdroj.
• dialog – reprezentuje dialogove´ okno. Automaticky prˇida´va´ tlacˇ´ıtka OK a Storno,
prˇicˇemzˇ chova´n´ı chova´n´ı a vzhled okna jsou upraveny tak, aby odpov´ıdaly vlastnostem
dialogovy´ch oken dane´ho syste´mu.
• wizard – typ okna usnadnˇuj´ıc´ı tvorbu pr˚uvodc˚u.
• overlay – specia´ln´ı element, ktery´ uvozuje obsah upravuj´ıc´ı neˇkterou cˇa´st sta´vaj´ıc´ıho
uzˇivatelske´ho rozhran´ı platformy. Dalˇs´ı informace jsou uvedeny n´ızˇe.
Nezbytnou soucˇa´st´ı korˇenove´ho elementu je take´ urcˇen´ı jmenny´ch
prostor˚u, ktere´ budou pouzˇ´ıva´ny. Vsˇechny XUL elementy lezˇ´ı v prostoru
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http://www.mozilla.org/keymaster/gatekeeper/there.is.only.xul. Veˇtsˇinou je
XUL dokument tvorˇen pouze XUL elementy, a proto se identifika´tor jmenne´ho prostoru
neuva´d´ı. Prˇesto ale existuj´ı situace, kdy je potrˇeba do XUL take´ vlozˇit HTML elementy.
V takove´m prˇ´ıpadeˇ je potrˇeba uve´st jmenny´ prostor, ve ktere´m se tyto elementy nacha´z´ı a
urcˇity´ identifika´tor:
xmlns:html="http://www.w3.org/1999/xhtml"
HTML elementy jsou pak vkla´da´ny beˇzˇny´m zp˚usobem, jejich jme´no je nav´ıc uvozeno
identifika´torem prˇ´ıslusˇne´ho jmenne´ho prostoru. Naprˇ´ıklad <html:p>.
Elementy, ktere´ mohou by´t umı´steˇny v dane´m korˇenove´m XUL elementu, lze rozdeˇlit
do dvou skupin.
4.1.1 Urcˇen´ı vzhledu
Prvn´ı skupina je tvorˇena znacˇkami, ktere´ utva´rˇej´ı vlastn´ı uzˇivatelske´ rozhran´ı, maj´ı neˇjakou
vizua´ln´ı podobu. Tyto elementy jsou dobrˇe popsa´ny v [37].
Prˇi programova´n´ı slozˇiteˇjˇs´ıch aplikac´ı vsˇak nezrˇ´ıdka nasta´vaj´ı situace, kdy je standardn´ı
funkcˇnost prvk˚u nedostatecˇna´ a je potrˇeba ji modifikovat. V takove´m prˇ´ıpadeˇ je nezbytne´
pochopit jejich implementaci. Vsˇechny XUL prvky jsou definova´ny pomoc´ı jazyka XML
Bindings Language (XBL), ktery´ umozˇnˇuje skla´dat jizˇ existuj´ıc´ı elementy uzˇivatelske´ho
rozhran´ı do veˇtsˇ´ıch celk˚u, definovat jejich chova´n´ı, rozhran´ı pro komunikaci s vneˇjˇs´ım
sveˇtem a vzhled. Protozˇe zna´me na´zev elementu, jehozˇ implementaci potrˇebujeme prozk-
oumat, vycha´z´ıme z CSS souboru z´ıskane´ho z adresy chrome://global/content/xul.css, jehozˇ
skutecˇne´ umı´steˇn´ı se nacha´z´ı v firefox dir/chrome/toolkit.jar – content/global/xul.css, kde
firefox dir je adresa´rˇ s nainstalovanou aplikac´ı Firefox. V xul.css nalezneme pozˇadovany´
na´zev elementu a jemu prˇ´ıslusˇej´ıc´ı hodnotu vlastnosti -moz-binding, ktera´ obsahuje URL
s XBL definic´ı pozˇadovane´ XUL znacˇky. Pokud potrˇebujeme jesˇteˇ podrobneˇjˇs´ı informace,
ktere´ lze z´ıskat pouze ze zdrojovy´ch ko´d˚u platformy, je v [38] k prˇ´ıslusˇne´ znacˇce uveden
na´zev odpov´ıdaj´ıc´ı trˇ´ıdy. S teˇmito znalostmi lze ve vlastn´ı aplikaci na´sledneˇ vytva´rˇet zcela
nove´ prvky na za´kladeˇ jizˇ existuj´ıc´ıch a nebo pouze upravovat chova´n´ı a vzhled sta´vaj´ıc´ıch.
4.1.2 Podpora pro definici chova´n´ı
Do druhe´ skupiny znacˇek, ktere´ lze nale´zt v XUL dokumentu, pak patrˇ´ı ty, jenzˇ
nedefinuj´ı vizua´ln´ı podobu, avsˇak neˇjaky´m zp˚usobem urcˇuj´ı chova´n´ı, jenzˇ se prˇ´ımo ty´ka´
uzˇivatelske´ho rozhran´ı. By´va´ totizˇ zvykem, zˇe vesˇkery´ ko´d definuj´ıc´ı chova´n´ı aplikace nen´ı
mı´cha´n s vizua´ln´ım obsahem, ma´me snahu tyto dveˇ oblasti od sebe co nejv´ıce oddeˇlit.
Vy´jimkou mu˚zˇe by´t kra´tky´ ko´d, ktery´ se naprˇ´ıklad stara´ o spra´vne´ pozicova´n´ı prvk˚u prˇi
zmeˇneˇ velikosti okna. Tento ko´d je veˇtsˇinou zapisova´n do prvku <script>...</script>
umı´steˇne´ho na konci XUL.
V aplikac´ıch lze obvykle neˇktere´ funkce vyvolat z v´ıce mı´st, naprˇ´ıklad z hlavn´ı nebo kon-
textove´ nab´ıdky, na´strojove´ liˇsty nebo pomoc´ı kla´vesove´ zkratky. Mı´sta, kde vsˇude lze zvolit
danou funkci, by ale meˇla by´t propojena pouze na u´rovni uzˇivatelske´ho rozhran´ı, idea´lneˇ
prˇ´ımo v XUL. Aplikacˇn´ıho programa´tora jizˇ nezaj´ıma´, jak lze aktivovat danou funkci,
pozˇaduje pouze jediny´ bod, ktery´ mu umozˇn´ı prˇipojit se a reagovat na tento pozˇadavek,
centra´lneˇ zaka´zat funkci nebo naprˇ´ıklad upravit popisek. Stejneˇ tak definice kla´vesovy´ch
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zkratek by meˇla by´t umı´steˇna pouze v XUL nebo souborech s rˇeteˇzcovy´mi konstantami (viz
da´le).
Pro tyto u´cˇely XUL nab´ız´ı neˇkolik element˚u:
• command – definuje vy´choz´ı mı´sto spousˇteˇn´ı urcˇite´ funkce. Prvky umozˇnˇuj´ıc´ı vy´beˇr
te´to funkce (naprˇ´ıklad menuitem, button) pak mus´ı mı´t hodnotu atributu command
rovnou hodnoteˇ atributu id prvku command. Jakmile se vybere libovolny´m zp˚usobem
dana´ funkce, je vyvola´na uda´lost oncommand tohoto centra´ln´ıho mı´sta. Tato uda´lost
je praveˇ mı´stem propojen´ı uzˇivatelske´ rozhran´ı – aplikacˇn´ı u´rovenˇ.
• broadcaster – umozˇnˇuje urcˇit jedine´ mı´sto pro nastavova´n´ı atribut˚u. Jestlizˇe
potrˇebujeme naprˇ´ıklad nastavovat hodnotu neˇjake´ho atributu pro v´ıce znacˇek
najednou, nen´ı potrˇeba nastavovat je oddeˇleneˇ, mu˚zˇeme je propojit stejny´m
zp˚usobem jako u elementu command. Mı´sto atributu command je vsˇak pouzˇ´ıva´n
atribut s na´zvem observes. Jakmile je urcˇite´mu elementu broadcaster prˇiˇrazena
nebo zmeˇneˇna hodnota libovolne´ho atributu mimo id, jsou okamzˇiteˇ nastaveny
patrˇicˇny´m zp˚usobem i atributy prˇipojeny´ch element˚u. Tuto vlastnost ma´ i prˇedchoz´ı
znacˇka command, u ktere´ se beˇzˇneˇ pouzˇ´ıvaj´ı atribut pro zakazova´n´ı dane´ funkce
(disabled) a jej´ı popisek (label).
• key – definuje kla´vesovou zkratku. Zp˚usob napojen´ı na danou funkci se prova´d´ı
prostrˇednictv´ım jizˇ uvedene´ho atributu command. Bohuzˇel zde existuje jeden
z proble´mu˚, ktery´ nen´ı v zˇa´dny´ch zdroj´ıch jasneˇ uveden. Pokud je jisty´ <key>
propojen s <command>, nemu˚zˇe by´t registrace uda´losti oncommand u elementu
command provedena pomoc´ı metody addEventListener(), je nutne´ vyuzˇ´ıt
setAttribute(). V opacˇne´m prˇ´ıpadeˇ kla´vesova´ zkratka nen´ı funcˇn´ı.
Aby program mohl zachyta´vat reakce uzˇivatele, jakou mu˚zˇe by´t trˇeba poklepa´n´ı na
polozˇku ve stromeˇ, je potrˇeba prˇiˇradit k pozˇadovane´ uda´losti, kterou platforma generuje,
ko´d zpracova´vaj´ıc´ı pozˇadavek. Obecneˇ je mozˇne´ tento ko´d vepsat prˇ´ımo do atributu,
ktery´ odpov´ıda´ na´zvu uda´losti. Tento zp˚usob vsˇak veˇtsˇinou vede k neprˇehledne´mu a
neudrzˇovatelne´mu ko´du. Zrˇejmeˇ nejlepsˇ´ı rˇesˇen´ı se skla´da´ ze dvou krok˚u:
1. Hodnotu atributu onload korˇenove´ho elementu, s vy´jimkou overlay, nastavit na
na´zev inicializacˇn´ı funkce, ktera´ se nacha´z´ı v prˇ´ıslusˇne´m souboru s JavaScript ko´dem.
V prˇ´ıpadeˇ, zˇe se v te´to funkci alokuj´ı prostrˇedky, ktere´ je nutne´ prˇed ukoncˇen´ım pra´ce
uvolnit, prova´d´ı se tato cˇinnost ve funkci, jej´ızˇ na´zev se staticky definuje pomoc´ı
atributu onunload.
2. V inicializacˇn´ı funkci prˇipojit k uda´lostem jednotlivy´ch prvk˚u obluzˇne´ funkce po-
moc´ı vola´n´ı metody nsIDOMEventTarget::addEventListener() (vy´jimku tvorˇ´ı vy´sˇe
uvedeny´ proble´m s elementem key).
S prvky uzˇivatelske´ho rozhran´ı se pracuje vzˇdy azˇ v okamzˇiku, kdy je vytvorˇen DOM
dane´ho XUL dokumentu, nen´ı tedy nutne´ zaby´vat se umı´steˇn´ım prvku script v XUL
dokumentu. Pokud by totizˇ byl zpracova´va´n neˇjaky´ ko´d na zacˇa´tku dokumentu, ktery´
by pracoval s prvkem uzˇivatelske´ho rozhran´ı umı´steˇne´ho n´ızˇe ve vy´pisu zdrojove´ho ko´du,
prvek by nikdy nebyl nalezen, protozˇe v dane´m okamzˇiku interpretace tohoto ko´du jesˇteˇ
neexistuje.
Pouzˇit´ı metody nsIDOMEventTarget::addEventListener() je vy´hodne´ ze dvou
d˚uvod˚u. Jednak lze urcˇit fa´zi zachycen´ı uda´losti a take´ mu˚zˇeme k jedne´ uda´losti prˇiˇradit
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v´ıce obsluzˇny´ch funkc´ı. Ty lze dynamicky za beˇhu prˇida´vat i odeb´ırat. Prˇ´ımy´ za´pis ko´du
do atributu s na´zvem uda´losti toto neumozˇnˇuje.
4.2 Kaska´dove´ styly
Kaska´dove´ styly jsou umı´steˇny v souborech s prˇ´ıponou .css. Urcˇuj´ı vzhled a umı´steˇn´ı
jednotlivy´ch element˚u i cely´ch hierarchi´ı definovany´ch v XUL dokumentech. Protozˇe je
vykreslovac´ı ja´dro pro XUL a HTML stejne´, lze pro u´pravu vzhledu pouzˇ´ıvat beˇzˇne´ CSS
vlastnosti a kazˇde´mu prvku prˇiˇradit atribut class. Prˇesto vsˇak byly pro XUL prˇida´ny nove´
vlasnosti, jejich seznam s vysveˇtlen´ım je uveden v [23].
Zde uved’me dveˇ vlasnosti, ktere´ maj´ı specia´ln´ı vy´znam. Prvn´ı vlastnost je
-moz-binding, tato jizˇ byla uvedena vy´sˇe v souvislosti s XUL elementy. Spojuje na´zev
znacˇky uva´deˇne´ ve zdrojove´m ko´du XUL s XBL definic´ı.
Druha´ vlastnost se jizˇ ty´ka´ vzhledu, jej´ı na´zev je -moz-appearance. Jestlizˇe prvek tuto
hodnotu nema´ nastavenou, hodnota je rovna none, nebo je platforma provozova´na na jine´m
operacˇn´ım syste´mu nezˇ je Windows XP a vysˇsˇ´ı a Mac OS X, pak se element chova´ a vypada´
prˇesneˇ takovy´m zp˚usobem, jak jej urcˇuj´ı XBL a CSS. Jestlizˇe je ale tato vlastnost nastavena
na nepra´zdnou platnou hodnotu, naprˇ´ıklad button, chova´n´ı a vzhled prvku je rˇ´ızeno in-
terneˇ dle nastavene´ hodnoty. Du˚vodem je nova´ vlastnost vykreslovac´ıho ja´dra Gecko, ktere´
v operacˇn´ıch syste´mech Windows XP a Mac OS X podporuje nativn´ı vzhled a chova´n´ı
graficky´ch komponent. Interneˇ se vytvorˇ´ı prvek uzˇivatelske´ho rozhran´ı operacˇn´ıho syste´mu
a ten je vlozˇen na pozˇadovane´ mı´sto v dokumentu, cˇ´ımzˇ se ignoruje nastaven´ı vzhledu
uvedene´ho v CSS. Seznam povoleny´ch hodnot se nacha´z´ı v souboru nsCSSKeywordList.h.
Protozˇe veˇtsˇina XUL prvk˚u ma´ tyto vlastnosti implicitneˇ nastaveny, zmeˇna vzhledu cˇa´st´ı
prvk˚u nen´ı mozˇna´. Jedinou mozˇnost´ı pak by´va´ vlastnost -moz-appearance vypnout a je
na vy´voja´rˇi, aby se vizua´ln´ı podoba upravovane´ho XUL prvku co nejv´ıce bl´ızˇila nativn´ımu
vzhledu prvk˚u dane´ho operacˇn´ıho syste´mu.
Kromeˇ novy´ch vlasnost´ı prˇida´va´ Mozilla do CSS jesˇteˇ jeden specia´ln´ı za´pis selektor˚u,
ktery´ se uplatnˇuje prˇi upravova´n´ı vzhledu rˇa´dk˚u, sloupc˚u a obsahu buneˇk prvku tree.
Klasicky´m zp˚usobem lze meˇnit pouze vizua´ln´ı podobu okraj˚u stromu a za´hlav´ı sloupc˚u.
Du˚vodem je odliˇsny´ zp˚usob reprezentace generovane´ho obsahu stromu, jenzˇ nedovoluje
pouzˇit´ı atributu class. Ten nahrazuje novy´ atribut s na´zvem properties. Odpov´ıdaj´ıc´ı
nastaven´ı v CSS pak vypada´ na´sledovneˇ:
selektor_stromu treechildren::na´zev_vlastnosti(hodnoty) {
CSS definice
}
selektor stromu je nepovinny´ selektor vyb´ıraj´ıc´ı pozˇadovany´ strom v DOM,
treechildren oznacˇuje regula´rn´ı na´zev elementu umı´steˇne´ho ve stromu, ktery´ je vzˇdy
prˇ´ıtomen a ohranicˇuje datovou oblast, na´zev vlastnosti je povinny´ a uda´va´, ktera´
vnitrˇn´ı oblast stromu bude upravova´na a seznam hodnot uvedeny´ch v za´vorce vyb´ıra´
obsah, na neˇhozˇ bude vzhled aplikova´n. Tyto hodnoty se vyhleda´va´j´ı v hodnota´ch
atributu properties. Kromeˇ hodnot, ktere´ definuje uzˇivatel, jsou prˇ´ıtomny i platformou
definovane´, jako je naprˇ´ıklad sudy´/lichy´ rˇa´dek, serˇazeny´ sloupec a podobneˇ. Kompletn´ı
seznam je uveden v [24].
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Pro prˇipojen´ı kaska´dovy´ch styl˚u k XUL nebo XBL je pouzˇ´ıva´na notace platna´ pro XML:
<?xml-stylesheet href="chrome://docwatcher/skin/main.css"
type="text/css"?>
Vy´znam URL, ktery´ je zde uveden, vysveˇtluje kapitola 8. Zde je nutne´
vsˇimnout si, zˇe skutecˇna´ fyzicka´ cesta, ktera´ by v tomto prˇ´ıpadeˇ byla
content/skin/classic/docwatcher/main.css neodpov´ıda´ vy´sˇe uvedene´. Du˚vodem je fakt, zˇe
platforma umozˇnˇuje vytva´rˇet v´ıce typ˚u vzhledu aplikace a prˇep´ınat se mezi nimi. Zde
classic oznacˇuje na´zev vy´choz´ıho vzhledu, ktery´ bude aplikova´n, pokud nen´ı nalezen
adresa´rˇ s na´zvem aktua´lneˇ zvolene´ho skinu pro celou platformu.
Proto, aby kazˇdy´ XUL dokument vypadal stejny´m zp˚usobem, je potrˇeba prˇipojit
syste´movou slozˇku se styly chrome://global/skin/, z n´ızˇ platforma automaticky vyb´ıra´
potrˇebne´ kaska´dove´ styly. Bez teˇchto soubor˚u by vhled aplikace prˇipomı´nal obycˇejnou
neupravenou HTML stra´nku. Pote´ jizˇ mohou by´t prˇipojeny dalˇs´ı styly aplikace.
4.3 Definice extern´ıch rˇeteˇzc˚u
Jeden ze standardn´ıch pozˇadavk˚u na modern´ı aplikace je podpora v´ıce jazykovy´ch verz´ı
a jejich snadna´ spra´va. Tohoto c´ıle by bylo problematicke´ dosa´hnout, pokud by rˇeteˇzce
byly v prˇ´ıslusˇny´ch mı´stech prˇ´ımo vepsa´ny, byly by tedy soucˇa´st´ı zdrojove´ho ko´du. Z tohoto
d˚uvodu jsou pro u´cˇely lokalizace urcˇeny dva typy soubor˚u.
4.3.1 DTD entity
Prvn´ı typ externeˇ deklaruje textove´ entity, ktere´ mohou by´t prˇipojeny k defici typu doku-
mentu (DTD), soubory maj´ı prˇ´ıponu .dtd. Prˇ´ıklad jednoho rˇa´dku z tohoto souboru:
<!ENTITY cmd.newLink "Nov&#x00FD; odkaz">
Za kl´ıcˇovy´m slovem ENTITY je uveden na´zev entity, pomoc´ı neˇhozˇ se v XUL dokumentu
odkazujeme na skutecˇny´ obsah. Notace za´pisu pro vlozˇen´ı obsahu textove´ entity prˇi inter-
pretaci dokumentu je &nazev entity;. Zp˚usob prˇipojen´ı souboru DTD s rˇeteˇzci je uka´za´n
v prˇ´ıkladu na zacˇa´tku te´to kapitoly.
Vlastn´ı textovy´ obsah, ktery´ bude vlozˇen do objektove´ho modelu dokumentu (DOM), je
uveden v uvozovka´ch za na´zvem entity. Jestlizˇe vyuzˇ´ıva´me znaky na´rodn´ı abecedy, tzn. je-
jich ASCII hodnota je vysˇsˇ´ı nezˇ 127, mus´ıme si uveˇdomit, zˇe se take´ uplatnˇuje vliv ko´dova´n´ı
souboru. Pokud naprˇ´ıklad ve Windows ulozˇ´ıme soubor, ktery´ bude obsahovat p´ısmeno “Rˇ”,
bude implicitneˇ ulozˇen v ko´dova´n´ı CP1250 a toto p´ısmeno bude mı´t urcˇitou hodnotu. Pokud
stejny´ soubor vytvorˇ´ıme a ulozˇ´ıme v Linuxu, bude pouzˇito pravdeˇpodobneˇ jine´ ko´dova´n´ı
(ISO8859-2) a dany´ znak bude mı´t odliˇsnou hodnotu. Prˇi nacˇten´ı renderovac´ım ja´drem
Mozilly pak docha´z´ı k proble´mu – je-li pouzˇit vy´choz´ı typ ko´dova´n´ı ulozˇeny´ v nastaven´ıch
a pokud se neshoduje s ko´dova´n´ım, ve ktere´m byl soubor ulozˇen, budou znaky s diakri-
tikou zobrazeny chybneˇ, nebo XML parser nebude schopen v˚ubec dany´ element nacˇ´ıst a
interpretace koncˇ´ı chybou.
Nejspolehliveˇjˇs´ım rˇesˇen´ım je nahrazovat vsˇechny znaky s ASCII hodnotou veˇtsˇ´ı nezˇ
127 jejich hodnotami dle 16bitove´ho Unicode. Tyto hodnoty se zapisuj´ı v hexadecima´ln´ım
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tvaru, prˇ´ıklad je uveden vy´sˇe, kde je nahrazova´n znak “y´”. Pro texty v cˇeske´m jazyce plat´ı
tabulky oznacˇene´ Latin-1 a Latin Extended A nacha´zej´ıc´ı se v [28].
4.3.2 Textove´ konstanty
Druhy´ zp˚usob uchova´va´n´ı rˇeteˇzcovy´ch konstant mimo ko´d aplikace spocˇ´ıva´ v pouzˇit´ı
soubor˚u s prˇ´ıponou .properties. K extrakci pozˇadovane´ho textu z tohoto zdroje je vsˇak
nutne´ pouzˇ´ıt jeden z jazyk˚u popisuj´ıc´ıch chova´n´ı aplikace, viz. kapitola 5.1. Rˇa´dek vypada´
naprˇ´ıklad takto:
confirmDelete=Opravdu chcete vybran\u00E9 odkazy (celkem %S) smazat?
Kazˇdy´ rˇa´dek obsahuje identifika´tor rˇeteˇzce a prˇ´ıslusˇej´ıc´ı text. Stejneˇ jako u extern´ıch
textovy´ch entit, i zde je nejlepsˇ´ı cesta za´pisu znak˚u na´rodn´ı abecedy prˇes odpov´ıdaj´ıc´ı
16bitovou Unicode hodnotu. Da´le zde funguj´ı escape sekvence zna´me´ z jazyka C, cozˇ je
take´ jediny´ zp˚usob, jak vlozˇit do textu znak nove´ho rˇa´dku.
A konecˇneˇ, rˇeteˇzce mohou by´t parametrizovane´, tj. na mı´sta, ktera´ jsou oznacˇena
pomoc´ı znaku procento na´sledovane´ho rˇeteˇzcem reprezentuj´ıc´ım pozˇadovany´ forma´t, se
vlozˇ´ı vstupn´ı hodnoty. Podporovane´ forma´ty zrˇejmeˇ odpov´ıdaj´ı forma´t˚um funkce printf
jazyka C, i kdyzˇ tato skutecˇnost nen´ı v zˇa´dne´ oficia´ln´ı dokumentaci explicitneˇ
uvedena. Na stra´nka´ch [37] je k elementu stringbundle uveden pro vlozˇen´ı textove´ho
rˇeteˇzce pomoc´ı jazyka JavaScript parametr %s, cozˇ je ovsˇem chyba. Metoda trˇ´ıdy
nsStringBundle urcˇena´ pro analy´zu rˇeteˇzcovy´ch konstant neprˇ´ımo vola´ statickou metodu
nsTextFormatter::dosprintf, ve ktere´ lze naj´ıt podporovane´ forma´ty. Z tohoto ko´du je
patrne´, zˇe %s je pouze pro 8bitove´ ASCII rˇeteˇzce, zat´ımco %S je urcˇeno pro 16bitove´
Unicode rˇeteˇzce. Protozˇe JavaScript pracuje pouze s 16bitovy´mi znaky, spra´vny´
identifika´tor forma´tu je %S, %s zp˚usob´ı chybny´ vy´stup.
4.3.3 Volba aktivn´ıho jazyka
Jazyk, ve ktere´m jsou rˇeteˇzce psa´ny, nen´ı explicitneˇ uveden v souborech, je vsˇak da´n jme´nem
adresa´rˇe, ve ktere´m se tyto soubory nacha´zej´ı. Na´zev je ve tvaru ln nebo ln-CT, kde ln je ko´d
jazyka maly´mi p´ısmeny dle ISO 639.2 a CT je ko´d zemeˇ velky´mi p´ısmeny dle ISO 3166 [8].
Nadrˇazeny´ adresa´rˇ teˇchto jazykovy´ch adresa´rˇ˚u se pak jmenuje locale. Pro Cˇeskou republiku
je ko´d cs-CZ.
Je d˚ulezˇite´ vsˇimnout si, zˇe ve zdrojove´m ko´du uvedene´m na zacˇa´tku te´to kapitoly nen´ı
v cesteˇ chrome://docwatcher/locale/main.dtd konkre´tn´ı na´zev jazykove´ varianty. Obecneˇ
vsˇechny soubory, ktere´ se nacha´zej´ı v podhierarchii adresa´rˇe locale, nemaj´ı uvedeny´ ko´d
jazyka. Mozilla sama tuto cestu upravuje a doplnˇuje na za´kladeˇ nejlepsˇ´ı shody s aktua´ln´ım
nastaven´ım operacˇn´ıho syste´mu. Jestlizˇe nalezne adresa´rˇ s jazykovy´m ko´dem ekvivalentn´ım
ko´du, ktery´ poskytuje operacˇn´ı syste´m, jsou pouzˇity rˇeteˇzce z tohoto adresa´rˇe. V prˇ´ıpadeˇ
neshody je vyhleda´n adresa´rˇ en-US. Jestlizˇe ani ten neexistuje, je vybra´n prvn´ı zaregi-
strovany´ adresa´rˇ v pr˚ubeˇhu procesu instalace rozsˇ´ıˇren´ı, viz. kapitola ??.
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Kapitola 5
Programova´n´ı chova´n´ı
Prˇed vlastn´ım obsahem te´to kapitoly je vhodne´ zmı´nit dostupne´ zdroje, odkud lze z´ıska´vat
mnoho informac´ı o API, funkcˇn´ıch postupech i chyba´ch platformy. Prˇi vy´voji mus´ıme bra´t
totizˇ ohled na to, zˇe se jedna´ o otevrˇenou aktivneˇ se rozv´ıjej´ıc´ı aplikacˇn´ı platformu, na
jej´ımzˇ vytva´rˇen´ı se pod´ıl´ı hodneˇ programa´tor˚u z cele´ho sveˇta a ne kazˇdy´ dodrzˇuje vsˇechna
pravidla za´pisu zdrojovy´ch ko´d˚u, apod. Z tohoto d˚uvodu jsou pak neˇktere´ cˇa´sti dokumen-
tace dostupne´ v [37] neu´plne´, v neˇktery´ch mı´stech popis zcela chyb´ı. V takove´m prˇ´ıpadeˇ lze
zkoumat prˇ´ımo zdrojove´ ko´dy, ktere´ jsou prˇ´ıstupne´ na adrese http://lxr.mozilla.org, je
zde i funkce vyhleda´va´n´ı. Bohuzˇel zde vsˇak nejsou zahrnuty zdrojove´ ko´dy aplikace Firefox
2.0, a proto je potrˇeba sta´hnout si zdrojove´ ko´dy. Blizˇsˇ´ı informace jsou uvedeny v [17].
Jen upozornˇuji, zˇe rozbaleny´ archiv zab´ıra´ na disku prˇes 250MB, obsahuje v´ıce nezˇ 40000
soubor˚u a nalezen´ı potrˇebne´ informace mu˚zˇe by´t cˇasoveˇ dosti na´rocˇne´.
Dalˇs´ım zdrojem informac´ı je samotna´ instalace zvolene´ho produktu Mozilla, hlavneˇ
pak archivy v adresa´rˇi chrome. Ty jsou potrˇeba prˇedevsˇ´ım pro nalezen´ı idenfika´tor˚u za
u´cˇelem rozsˇiˇrova´n´ı sta´vaj´ıc´ıch aplikac´ı pomoc´ı overlays. Jestlizˇe vytva´rˇ´ıme aplikaci, jej´ızˇ
neˇjaka´ funkce je podobna´ cˇinnosti jizˇ existuj´ıc´ıho rozsˇ´ıˇren´ı nebo cˇa´sti produktu Mozilla,
je obcˇas nutne´ prˇistoupit k reverzn´ımu inzˇeny´rstv´ı a zjistit, jaky´m zp˚usobem funguj´ı. Je
totizˇ pravdeˇpodobne´, zˇe se vy´voja´rˇi poty´kali se stejny´mi proble´my. Dostupna´ rozsˇ´ıˇren´ı
lze z´ıskat naprˇ´ıklad z adresy https://addons.mozilla.org. Zby´va´ upozornit na adresu
https://bugzilla.mozilla.org, na n´ızˇ je dostupna´ Bugzilla, cozˇ je databa´ze s nalezeny´mi
chybami platformy Mozilla – ne vzˇdy je totizˇ chyba v ko´du vy´voja´rˇe.
5.1 Programovac´ı jazyky
Pro programova´n´ı aplikac´ı jsou na te´to platformeˇ prima´rneˇ dostupne´ dva jazyky. Prvn´ım
je C++, ktery´m lze implementovat pozˇadovane´ chova´n´ı na u´rovni komponent. Nevy´hodou
je, zˇe tento ko´d bude po prˇekladu za´visly´ na HW architekturˇe a prˇ´ıpadneˇ i na operacˇn´ım
syste´mu. Hod´ı se tam, kde potrˇebujeme zrychlit vy´pocˇet, skry´t neˇjake´ implementacˇn´ı detaily
nebo vyuzˇ´ıt prˇ´ıme´ho napojen´ı na kokre´tn´ı operacˇn´ı syste´m.
Druhy´m jazykem je JavaScript, ktery´ je nejcˇasteˇji vyuzˇ´ıva´n. Jeho pouzˇit´ı je vpodstateˇ
nezbytne´ i v prˇedchoz´ım prˇ´ıpadeˇ, kde je potrˇeba vytvorˇene´ komponenteˇ prˇedat rˇ´ızen´ı. Vlast-
nosti jazyka shrnuje na´sleduj´ıc´ıch neˇkolik bod˚u:
• Vycha´z´ı ze standardu ECMAScript (ECMA-262 Edition 3) a prˇida´va´ neˇktera´
rozsˇ´ıˇren´ı. Aktua´ln´ı verze je 1.7 [18].
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• Je to skriptovac´ı jazyk, cozˇ znamena´, zˇe zdrojovy´ ko´d se syntax´ı podobnou syntaxi
jazyka C, je prˇi beˇhu programu cˇten a interpretova´n. Tento fakt ma´ trˇi nevy´hody:
Je sn´ızˇena rychlost prova´deˇn´ı ko´du, cozˇ je znatelne´ prˇi slozˇiteˇjˇs´ıch vy´pocˇtech. Ladeˇn´ı
je obt´ızˇneˇjˇs´ı d´ıky toho, zˇe chyby jsou veˇtsˇinou odhaleny azˇ v okamzˇiku, kdy maj´ı
by´t zpracova´ny. Posledn´ı nevy´hoda se ty´ka´ otevrˇene´ podoby ko´du – ten je snadno
cˇitelny´, pokud nen´ı z neˇjake´ho d˚uvodu mozˇne´ pouzˇ´ıt na´stroj pro zatemneˇn´ı ko´du,
tzv. obfuscator.
• Typy promeˇnny´ch se explicitneˇ neuva´deˇj´ı, jsou zjiˇst’ova´ny za beˇhu. Objekty se
vytva´rˇej´ı pomoc´ı opera´toru new, destruktory zde neexistuj´ı. O uvolnˇova´n´ı pameˇti se
automaticky stara´ Garbage collector.
• Podporova´no je objektoveˇ orientovane´ programova´n´ı, u trˇ´ıd lze rozliˇsovat priva´n´ı
a verˇejne´ atributy a metody. Lze vyuzˇ´ıvat polymorfismu (vola´n´ı jedne´ konkre´tn´ı
metody objekt˚u r˚uzny´ch trˇ´ıd) a jednoducha´ deˇd´ıcˇnost (odvozova´n´ı trˇ´ıdy od jine´ trˇ´ıdy
a prˇeb´ıra´n´ı jejich verˇejny´ch atribut˚u a metod). Objekt a asociativn´ı pole si vpodstateˇ
odpov´ıdaj´ı.
• JavaScript umozˇnˇuje i funkciona´ln´ı programova´n´ı.
• Je mozˇne´ take´ vyuzˇ´ıvat itera´tory, getter/setter metody zna´me´ naprˇ. z jazyka C#,
funkce mu˚zˇe vracet v´ıce hodnot najednou a dalˇs´ı vlastnosti, ktere´ se sta´le rozv´ıj´ı.
V posledn´ı dobeˇ se take´ vyv´ıj´ı dva nove´ projekty, ktere´ se snazˇ´ı propojit ja´dro platformy
s jazyky Python a Java. Na´zvy prˇ´ıslusˇny´ch projekt˚u jsou PyXPCOM1 a JavaXPCOM2.
5.1.1 Objektove´ programova´n´ı v jazyce JavaScript
Jak jizˇ bylo uvedeno vy´sˇe, JavaScript podporuje objektoveˇ orientovane´ programova´n´ı,
cˇ´ımzˇ lze dosa´hnout lepsˇ´ı struktury a udrzˇovatelnosti ko´du. Prˇ´ıklad definice trˇ´ıdy vypada´
na´sledovneˇ:
function classA(parameter)
{
const _self = this;
var private_attribute = parameter;
var private_method = function() {
_self.public_attr1 = null;
}
this.public_attr1 = null;
this.public_method1 = function() {}
}
1http://developer.mozilla.org/en/docs/PyXPCOM
2http://developer.mozilla.org/en/docs/JavaXPCOM
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classA.prototype.__defineGetter__("public_attr2", function()
{ return this.public_attribute; });
classA.prototype.__defineSetter__("public_attr2", function(val)
{ this.public_attribute = val; });
classA.prototype = new function() {
var private_static_attr = null,
this.public_attr2 = null;
this.public_method2 = function() {}
}
Funkce i trˇ´ıdy sd´ılej´ı v jazyku JavaScript jedine´ kl´ıcˇove´ slovo function. V prˇ´ıkladu je
definova´na trˇ´ıda classA, teˇlo funkce prˇedstavuje jej´ı konstuktor, jehozˇ parametrem mo-
hou by´t libovolne´ promeˇnne´. Vlastnosti, ktere´ jsou dostupne´ vneˇ trˇ´ıdy, maj´ı prˇed na´zvem
uvedeno kl´ıcˇove´ slovo this oddeˇlene´ tecˇkou. V tomto prˇ´ıpadeˇ se jedna´ o vsˇechny polozˇky
s prefixem public. this funguje stejny´m zp˚usobem jako v jiny´ch objektovy´ch jazyc´ıch,
oznacˇuje tedy referenci na aktua´ln´ı objekt. Da´le se zde nacha´z´ı atribut a metoda s prefixem
private. Ty jsou prˇ´ıstupne´ pouze v ra´mci teˇla konstruktoru a protozˇe jsou dostupne´ po
celou dobu existence objektu, lze je povazˇovat za priva´tn´ı. V Mozille vsˇak existuje chyba,
ktera´ zp˚usobuje, zˇe v teˇle priva´tn´ıch metod nen´ı prˇes kl´ıcˇove´ slovo this dostupna´ reference
na aktua´ln´ı objekt. Reference je nastavena na globa´ln´ı objekt, ktery´ je veˇtsˇinou window.
Zp˚usob rˇesˇen´ı tohoto proble´mu spocˇ´ıva´ v zaveden´ı konstantn´ı promeˇnne´, ktera´ udrzˇuje refe-
renci na aktua´ln´ı objekt a v teˇle priva´tn´ıch metod se pak lze odka´zat pomoc´ı te´to promeˇnne´
na obsah objektu.
V ko´du se nacha´z´ı staticka´ vlastnost trˇ´ıdy nazvana´ prototype. Jedna´ se o syste´mem
vytvorˇeny´ objekt dostupny´ v kazˇde´ funkci, ktery´ lze pouzˇ´ıt pro prˇida´va´n´ı/odeb´ıra´n´ı/u´pravu
verˇejny´ch atribut˚u a metod. Pro odeb´ıra´n´ı vlastnost´ı slouzˇ´ı specia´ln´ı opera´tor delete
[6]. Dı´ky te´to vlastnosti mu˚zˇeme rozsˇiˇrovat funkcˇnost existuj´ıc´ıch trˇ´ıd, ale take´ vsˇech jizˇ
vytvorˇeny´ch instanc´ı dane´ trˇ´ıdy. Tak lze naprˇ´ıklad prˇidat metody do syste´move´ho objektu
Date.
Metody defineGetter () a defineSetter () jsou dostupne´ pouze v ra´mci ob-
jektu prototype a umozˇnˇuj´ı vytva´rˇet gettery a settery. V prˇ´ıkladu je uvedena vlastnost
public attr2, ktery´ se syntax´ı a pouzˇit´ım tva´rˇ´ı jako atribut, avsˇak prˇi cˇten´ı jeho hodnoty
je vola´na metoda getteru a prˇi za´pisu nove´ hodnoty je vola´na metoda setteru. Vynecha´n´ım
definice setteru mu˚zˇeme z´ıskat atribut urcˇeny´ pouze pro cˇten´ı, ktery´ je dostupny´ vneˇ ob-
jektu.
Protozˇe ma´ kazˇda´ trˇ´ıda jediny´ staticky´ objekt prototype, je vsˇemi instancemi te´to
trˇ´ıdy sd´ılena´. Atribut, ktery´ je zde definova´n a nen´ı uvozen kl´ıcˇovy´m slovem this, je pak
interneˇ dostupny´ vsˇem teˇmto instanc´ım. Prˇedstavuje tedy priva´tn´ı staticky´ atribut. Nejveˇtsˇ´ı
proble´m uvedene´ho za´pisu je fakt, zˇe priva´tn´ı atributy definovane´ v konstruktoru a priva´tn´ı
staticke´ atributy obsazˇene´ v objektu prototype nejsou nikdy viditelne´ z jedine´ metody.
V prˇ´ıkladu je da´le zna´zorneˇn zp˚usob vytva´rˇen´ı instance anonymn´ı trˇ´ıdy. Znamena´ to,
zˇe zde existuje jediny´ objekt definovane´ trˇ´ıdy, ktera´ vsˇak nen´ı dostupna´ a nelze vytvorˇit jej´ı
dalˇs´ı instanci. Na´sleduj´ıc´ı ko´dy uva´deˇj´ı dva zp˚usoby vytvorˇen´ı diskutovany´ch typ˚u instanc´ı:
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var object1 = new function()
{
var private_attr = null;
var private_method = function() {}
this.public_attr = null;
this.public_method = function() {}
this.__defineGetter__("public_attr2", function()
{ return null; });
}
var object2 = {
public_attr: null,
public_method: function() {},
get public_attr2() { return null; }
}
Druhy´ zp˚usob je jednodusˇsˇ´ı pro za´pis, syntaxe getter˚u a setter˚u je zde v´ıce zjednodusˇena.
Nevy´hodou mu˚zˇe by´t nemozˇnost definovat priva´tn´ı vlastnosti, protozˇe vsˇechny identi-
fika´tory jsou automaticky viditelne´ vneˇ objektu.
V jazyce JavaScript je mozˇna´ take´ jednoducha´ deˇdicˇnost. Jestlizˇe vyuzˇijeme prˇedchoz´ıho
prˇ´ıkladu, kde je uvedena trˇ´ıda classA, pak jej´ı potomek, trˇ´ıda classB, bude zapsa´na takto:
function classB()
classA.apply(this);
// ... zby´vajı´cı´ teˇlo konstruktoru ...
classB.prototype.__proto__ = classA.prototype;
/* Me´neˇ vhodne´:
classB.prototype = new classA();
classB.prototype.constructor = classB.
*/
Deˇdeˇn´ı prob´ıha´ ve dvou kroc´ıch. Nejprve je proveden rˇa´dek za definic´ı trˇ´ıdy classB.
Jak jizˇ v´ıme, prototype je objekt sd´ıleny´ vsˇemi instancemi dane´ trˇ´ıdy, avsˇak tento identi-
fika´tor je dostupny´ pouze trˇ´ıda´m. Instance mohou vyuzˇ´ıvat platformou definovany´ atribut
proto , do neˇhozˇ se po zaveden´ı objektu do pameˇti, ale jesˇteˇ prˇed vola´n´ım konstruktoru,
automaticky prˇiˇrad´ı reference na objekt prototype [5]. Jestlizˇe interpret jazyka JavaScript
naraz´ı prˇi prova´deˇn´ı neˇjake´ho ko´du na mı´sto, kde se pracuje s vlastnost´ı instance objektu,
tzn. vola´ se metoda instance nebo se cˇte/zapisuje z/do atributu hodnota, je neprve zjiˇsteˇno,
zda tato vlastnost existuje prˇ´ımo v dane´m objektu. Jestlizˇe ne, vyhleda´va´ ji v objektu
proto dane´ instance. Pokud ani zde nen´ı, vyhleda´va´ se v objektu proto prˇ´ıslusˇne´ho
objektu proto . Docha´z´ı tedy k rekurzivn´ımu procha´zen´ı azˇ do okamzˇiku, kdy je vlast-
nost nalezena nebo je hodnota proto rovna null. Uvedeny´ za´pis v prˇ´ıkladu tedy rˇ´ıka´, zˇe
vlastnost atributu proto vsˇech instanc´ı trˇ´ıdy potomka bude obsahovat referenci na ob-
jekt prototype rodicˇovske´ trˇ´ıdy. Jestlizˇe pak pracujeme s vlastnost´ı instance trˇ´ıdy potomka
a ta zde nen´ı uvedena, vyhleda´va´ se ve vlastnostech objektu prototype trˇ´ıdy rodicˇe.
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Zde je jesˇteˇ potrˇeba uve´st, jaky´m zp˚usobem se interneˇ prova´d´ı prˇiˇrazova´n´ı novy´ch hod-
not vlastnostem. Tato problematika je detailneˇ i s prˇ´ıklady rozebra´na v [27]. Jestlizˇe je
naprˇ´ıklad definova´na hodnota verˇejne´ho atributu v objektu prototype rodicˇovske´ trˇ´ıdy,
pak prˇi jej´ım cˇten´ı v potomkovi trˇ´ıdy je vra´cena hodnota, ktera´ ulozˇena´ v rodicˇi. Prˇi za´pisu
nove´ hodnoty tohoto atributu ale jizˇ docha´z´ı k vytvorˇen´ı nove´ho atributu v pameˇt’ove´m
prostoru potomka. V tomto okamzˇiku tedy existuj´ı dveˇ hodnoty, prˇicˇemzˇ ta v rodicˇi je
aktua´lneˇ neviditelna´, protozˇe prˇi vyhleda´va´n´ı je nalezena a vra´cena hodnota umı´steˇna´ v po-
tomkovi. Jestlizˇe byl tento atribut definova´n v prototype, lze pro z´ıska´n´ı hodnoty atributu
instance prˇ´ıme´ho rodicˇe prove´st na´sleduj´ıc´ı ko´d:
var valueOfParent = classAInstance.__proto__.__proto__.public_attr2;
Je-li atribut definova´n v teˇle konstruktoru rodicˇovske´ trˇ´ıdy, nelze tuto hodnotu
jaky´mkoli zp˚usobem z´ıskat. Stejne´ tvrzen´ı pak plat´ı v prˇ´ıpadeˇ vola´n´ı metod.
V komenta´rˇi je uveden jesˇteˇ jeden zp˚usob tvorby vazeb deˇdicˇnosti. Ten nen´ı
doporucˇova´n, protozˇe v okamzˇiku nacˇ´ıta´n´ı script˚u do XUL nebo HTML dokumentu
docha´z´ı k vytva´rˇen´ı instance rodicˇovske´ trˇ´ıdy, ktera´ vsˇak mu˚zˇe pozˇadovat parametry
konstruktoru a ty v tomto okamzˇiku jesˇteˇ nemus´ı by´t dostupne´. Druhy´ proble´m souvis´ı se
zdrzˇen´ım zava´deˇn´ı na´sledny´ch cˇa´st´ı dokumentu zp˚usobene´ho vytva´rˇen´ım instance. Prˇi
pouzˇit´ı tohoto zp˚usobu je vhodne´ nastavit zpeˇt hodnotu atributu constructor, ktery´ je
automaticky vytva´rˇen platformou, na referenci na funkci, ktera´ vzˇdy prˇedstavuje
konstruktor dane´ trˇ´ıdy.
Druhy´m nezbytny´m krokem je zavola´n´ı syste´move´ metody apply(), jenzˇ je dostupna´
v kazˇde´ funkci. Prvn´ım parametrem je vzˇdy reference na objekt, v jehozˇ kontextu ma´ by´t
spusˇteˇna, a na´sleduje pole s parametry prˇeda´vany´ch rodicˇovske´ trˇ´ıdeˇ. call() se chova´
stejneˇ, avsˇak mı´sto pole parametr˚u se uva´deˇj´ı jednotlive´ parametry zvla´sˇt’. Tyto metody
spust´ı kontruktor dane´ trˇ´ıdy, avsˇak reference udane´ kl´ıcˇovy´m slovem this jsou nahrazeny
referenc´ı, ktera´ je prˇeda´va´na jako prvn´ı parametr. To znamena´, zˇe vsˇechny verˇejne´ atributy
a metody, ktere´ se nacha´zej´ı v konstruktoru rodicˇe budou zkop´ırova´ny do pameˇt’ove´ho
prostoru potomka. Pokud by k vola´n´ı apply() nedosˇlo, potomci rodicˇovske´ trˇ´ıdy by nemeˇli
polozˇky z konstruktoru k dispozici, protozˇe tyto objekt prototype nezahrnuje. Z tohoto
faktu take´ vyply´va´, zˇe vy´voja´rˇ ma´ dveˇ mozˇnosti navrhova´n´ı trˇ´ıd a je na neˇm, aby zvo-
lil vyhovuj´ıc´ı. Pokud bude vyuzˇ´ıvat loka´ln´ı promeˇnne´ a funkce v teˇle konstruktoru, se
ktery´mi bude pracovat jako s priva´tn´ımi polozˇkami trˇ´ıdy, mu˚zˇe sice le´pe ukry´vat informace
prˇed okoln´ım sveˇtem, avsˇak interpret jazyka vytvorˇ´ı pro kazˇdou novou instanci trˇ´ıdy znova
vsˇechny metody nacha´zej´ıc´ı se v teˇle konstruktoru, takzˇe se zvysˇuj´ı na´roky na pameˇt’ a
rychlost vytva´rˇen´ı objekt˚u klesa´. Druha´ mozˇnost je opacˇna´ – do teˇla konstruktoru umı´stit
pouze atributy a vsˇechny metody definovat do objektu prototype. T´ım sice prˇ´ıjdeme
o mozˇnost ukry´va´n´ı polozˇek, avsˇak odstran´ıme drˇ´ıve uvedene´ nevy´hody. V tomto prˇ´ıpadeˇ
mu˚zˇe pomoci zaveden´ı vlastn´ıch pravidel pro oznacˇova´n´ı polozˇek s r˚uzny´mi u´rovneˇmi
prˇ´ıstupu (private, protected, public) a ty pak dodrzˇovat.
Pro prˇ´ıstup k polozˇka´m trˇ´ıdy se pouzˇ´ıva´ standardn´ı tecˇkova´ notace zna´ma´ naprˇ. z jazyka
C. Dı´ky to, zˇe jazyk JavaScript cha´pe objekty jako asociativn´ı pole, ve ktere´m je kl´ıcˇ tvorˇen
na´zvem polozˇky, mu˚zˇeme pro prˇ´ıstup pouzˇ´ıt i opera´tor pole. Jestlizˇe do tohoto pole zap´ıˇseme
hodnotu na mı´sto dane´ kl´ıcˇem, jenzˇ neexistuje, vytvorˇ´ı se nova´ vlastnost prˇ´ıslusˇne´ instance
trˇ´ıdy. Na´sleduj´ıc´ı dva rˇa´dky jsou tedy identicke´:
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new classA().public_method()
new classA()["public_method2"]()
Nova´ instance trˇ´ıdy vznika´ opera´torem new. Soucˇa´st´ı interpretu jazyka JavaScript je
garbage collector, ktery´ se automaticky stara´ o uvolnˇova´n´ı pameˇti, pokud pocˇet referenc´ı
na dany´ objekt klesne na nulu. Neexistuj´ı zde destruktory, opera´tor delete ale mu˚zˇe by´t
pouzˇit pro odstraneˇn´ı elementu z pole, vlastnosti z objektu nebo dokonce cele´ho objektu
[6]. Dalˇs´ı opera´tory pro u´cˇely objektoveˇ orientovane´ho programova´n´ı jsou tyto: in mu˚zˇe by´t
pouzˇit pro testova´n´ı existence urcˇite´ vlastnosti v instanci trˇ´ıdy, instanceof uda´va´, zda je
objekt na leve´ straneˇ opera´toru instanc´ı trˇ´ıdy uvedene´ na straneˇ prave´ a opera´tor typeof
vrac´ı pro trˇ´ıdu rˇeteˇzec "function" a pro instanci trˇ´ıdy "object".
5.2 XPCOM
Obecneˇ programova´n´ı chova´n´ı aplikace prob´ıha´ stejneˇ, jako u (X)HTML stra´nek. Objekty
window, document a dalˇs´ı beˇzˇne´ jsou dostupne´ standardn´ı cestou, i prˇes prˇ´ıslusˇna´ rozhran´ı.
S vy´jimkou prvk˚u uzˇivatelske´ho rozhran´ı, ktere´ jsou ve specia´ln´ım rezˇimu budova´ny prˇ´ımo
z datove´ho RDF zdroje, je mozˇne´ se vsˇemi prvky v okneˇ manipulovat prostrˇednictv´ım
DOM operac´ı a na reakce uzˇivatele jsou pouzˇ´ıva´ny uda´losti. Uvedene´ mozˇnosti jsou vsˇak
pro implementaci pokrocˇily´ch aplikac´ı nedostatecˇne´. V beˇzˇne´m JavaScriptu nelze pracovat
se soubory na disku, spousˇteˇt dalˇs´ı aplikace, prˇistupovat k okn˚um prohl´ızˇecˇe, vytva´rˇet
libovolna´ s´ıt’ova´ spojen´ı a podobneˇ.
Platforma Mozilla proto poskytuje mechanismy, ktere´ umozˇnˇuj´ı XUL aplikac´ım
prˇipojit se k pozˇadovany´m komponenta´m a vola´n´ım jejich sluzˇeb prova´deˇt potrˇebne´
operace. Z´ıska´n´ı reference na pozˇadovany´ objekt je provedeno jedn´ım z na´sleduj´ıc´ıch
prˇ´ıklad˚u vola´n´ı, jehozˇ vy´beˇr je za´visly´ na typu komponenty:
Components.classes["@mozilla.org/file/directory_service;1"]
.getService(Components.interfaces.nsIProperties)
nebo
Components.classes["@mozilla.org/rdf/container;1"]
.createInstance(Components.interfaces.nsIRDFContainer)
Prvn´ı prˇ´ıpad pouze z´ıska´ referenci na instanci trˇ´ıdy, ktera´ je singleton. V cele´m
pameˇt’ove´m prostoru platformy je tedy pouze jedina´ instance te´to sluzˇby. Druhy´ prˇ´ıpad jizˇ
vytva´rˇ´ı novou instanci pozˇadovane´ trˇ´ıdy. V hranaty´ch za´vorka´ch se uva´d´ı ContractID
pozˇadovane´ komponenty, cozˇ je jedinecˇny´ rˇeteˇzec, ktery´m se kazˇda´ komponenta platformy
identifikuje. Parametrem metod getService() a createInstance() je pak rozhran´ı,
ktere´ chceme z´ıskat. Vola´n´ı operac´ı, ktere´ z´ıskana´ komponenta nab´ız´ı, se jizˇ prova´d´ı
klasicky´m zp˚usobem vola´n´ı metody. Poznamenejme, zˇe ne vsˇechny metody lze volat,
neˇktere´ jsou v dokumentaci [37] oznacˇeny [noscript] a tyto lze spousˇteˇt pouze z jazyka
C++ na u´rovni komponent.
Prˇed uveden´ım na´sleduj´ıc´ıch cˇa´st´ı je potrˇeba take´ upozornit na dokument [29], s jehozˇ
obsahem je vhodne´ sezna´mit se, protozˇe obsahuje informace ty´kaj´ıc´ı se spra´vny´ch postup˚u
pouzˇ´ıva´n´ı XPCOM komponent tak, aby byly eliminova´ny u´niky pameˇti.
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5.2.1 Mozˇne´ proble´my
Prˇi pra´ci s komponentami se mu˚zˇeme setkat s neˇkolika proble´my. Prvn´ı vznika´ u metod,
ktere´ maj´ı u neˇjake´ho parametru uveden vy´raz out a jeho typ je za´kladn´ı, neobjektovy´ (viz
[12], seznam Built-in Types). Znamena´ to, zˇe dana´ promeˇnna´ vyzˇaduje vola´n´ı odkazem, tj.
v teˇle metody bude nastavena na novou hodnotu. Rˇesˇen´ım je prˇeda´n´ı objektu, jehozˇ atribut
value bude po vykona´n´ı metody obsahovat na´vratovou hodnotu.
Druhy´ proble´m nasta´va´ u parametr˚u neˇktery´ch metod, ktere´ vyzˇaduj´ı objekt
s definovany´m rozhran´ım. Jestlizˇe bychom naprˇ´ıklad chteˇli pouzˇ´ıt metodu Serialize()
komponenty s rozhran´ım nsIRDFXMLSource, mus´ıme j´ı prˇedat objekt s rozhran´ım
nsIOutputStream. V tomto prˇ´ıpadeˇ je na vy´voja´rˇi, aby objekt vytvorˇil a implementoval
pozˇadovane´ rozhran´ı, nelze jej totizˇ z´ıskat pomoc´ı vola´n´ı getInstance():
var serializer = Components.classes["@mozilla.org/rdf/xml-serializer;1"]
.createInstance(Components.interfaces.nsIRDFXMLSerializer);
serializer.init(ds);
var outputStream = {
data: "",
close: function() {},
flush: function() {},
write: function (buffer,count) {
this.data += buffer;
return count;
},
writeFrom : function (stream,count) {},
isNonBlocking: false
};
serializer.QueryInterface(Components.interfaces.nsIRDFXMLSource)
.Serialize(outputStream);
Protozˇe jsou rozhran´ı usporˇa´da´na hierarchicky, tj. podporuj´ı pouze jednoduchou
deˇdicˇnost, maj´ı vsˇechny jedine´ho prˇedka nsISupports. Toto rozhran´ı implementuje trˇi
metody, z toho dveˇ jsou dostupne´ pouze v ja´drˇe pod vrstvou XPCOM a slouzˇ´ı pro
zvy´sˇova´n´ı/snizˇova´n´ı pocˇ´ıtadla referenc´ı na dany´ objekt. Posledn´ı metoda
QueryInterface() je jizˇ viditelna´ a umozˇnˇuje z´ıskat urcˇite´ rozhran´ı komponenty, cozˇ by
mohlo by´t cˇa´stecˇneˇ prˇirovna´no k prˇetypova´n´ı objektu. V prˇedchoz´ım prˇ´ıkladu je vola´n´ım
createInstance() vytvorˇena komponenta pro serializaci a vra´ceno jedno z rozhran´ı,
ktere´ implementuje. Jestlizˇe je na´sledneˇ potrˇeba zavolat metodu jine´ho rozhran´ı stejne´
komponenty, mus´ı by´t prˇed vlastn´ım vola´n´ım toto rozhran´ı obdrzˇeno prostrˇednictv´ım
metody QueryInterface().
Jestlizˇe potrˇebujeme neˇjakou hodnotu nebo objekt prˇedat jine´ cˇa´sti ko´du pomoc´ı
XPCOM nebo si je neˇkam ulozˇit a pozdeˇji si vyzvednout, zjist´ıme, zˇe potrˇebna´ metoda
rozhran´ı ma´ parametr typu nsISupports. V prˇ´ıpadeˇ, zˇe se jedna´ o hodnotu, nelze ji
prˇ´ımo prˇedat, ale mus´ı by´t zabalena do objektu. Zde jsou dveˇ mozˇnosti – bud’ vytvorˇ´ıme
beˇzˇny´ objekt v JavaScriptu a zvoleny´ atribut nastav´ıme na pozˇadovanou hodnotu,
nebo vytvorˇ´ıme instanci komponenty odpov´ıdaj´ıc´ıho typu s prefixem ContractID
@mozilla.org/supports- (viz rozhran´ı nsISupportsPrimitive). Druha´ mozˇnost je
pomalejˇs´ı, protozˇe docha´z´ı ke komunikaci s XPCOM. V tomto okamzˇiku uzˇ by bylo
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mozˇne´ objekt prˇedat, protozˇe XPConnect automaticky prˇevede JavaScript objekt na
nsISupports. Jakmile z´ıska´me objekt zpeˇt, vra´t´ı se jako nsISupports. Jestlizˇe jsme
prˇedt´ım vytva´rˇeli komponentu s rozhran´ım nsISupportsPrimitive, zjist´ıme dle atributu
type, jaky´ datovy´ typ tato komponenta prˇedstavuje, a dle z´ıskane´ hodnoty vyzˇa´da´me
prˇ´ıslusˇne´ rozhran´ı. Proble´m ovsˇem nasta´va´, pokud jsme prˇeda´vali JavaScript objekt. Zde
neexistuje cesta, jak “prˇetypovat” z´ıskany´ objekt na p˚uvodn´ı a t´ım se dostat k ulozˇeny´m
hodnota´m. Proto mus´ı do objektu prˇida´n atribut wrappedJSObject, ktery´ obsahuje
referenci na tento objekt. Pote´, co je objekt vra´cen z XPCOM, lze k p˚uvodn´ım dat˚um
prˇistupovat prostrˇednictv´ım vlastnosti wrappedJSObject. Implementacˇn´ı detaily jsou
uvedeny ve zdrojovy´ch ko´dech platformy v souboru nsIXPConnect.idl a dalˇs´ı informace
jsou v [15, 35].
5.2.2 Vytva´rˇen´ı komponent
Vytva´rˇen´ı novy´ch komponent mu˚zˇe je vy´hodne´ zejme´na tehdy, pokud aplikace potrˇebuje
vlastn´ı sluzˇby, tj. singletony v pameˇt’ove´m prostoru platformy, objekty, ktere´ budou pracovat
s teˇmito sluzˇbami nebo chceme rozsˇ´ıˇrit sta´vaj´ıc´ı komponenty. Programova´n´ı komponent
v jazyce C++ detailneˇ popisuje [2]. Zde se opeˇt zaby´va´me pouze komponentami v jazyce
JavaScript.
Dle [13] by´va´ ko´d komponenty obvykle stejny´ a liˇs´ı se jen v hodnota´ch konstant a definici
trˇ´ıdy, ktera´ implementuje pozˇadovane´ chova´n´ı:
const Cc = Components.classes;
const Ci = Components.interfaces;
const Cr = Components.results;
const CLASS_ID = Components.ID("{1E60EA22-D89D-7FCB-F78A-9FAB5AD6A01F}");
const CLASS_NAME = "DocWatcher: Controller service.";
const CONTRACT_ID = "@docwatcher.jk.cz/controller;1";
function Controller()
{
/* Implementace chova´nı´ komponenty... */
}
Controller.prototype.QueryInterface = function(IID) {
if (!IID.equals(Ci.dwIController) &&
!IID.equals(Ci.nsISupports))
throw Cr.NS_ERROR_NO_INTERFACE;
return this;
}
const Factory = {
createInstance: function (outer, IID) {
if (outer != null) throw Cr.NS_ERROR_NO_AGGREGATION;
return (new Controller()).QueryInterface(IID);
}
};
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const Module = {
registerSelf: function(compMgr, fileSpec, location, type) {
compMgr = compMgr.QueryInterface(Ci.nsIComponentRegistrar);
compMgr.registerFactoryLocation(CLASS_ID, CLASS_NAME, CONTRACT_ID,
fileSpec, location, type);
},
unregisterSelf: function(compMgr, location, type) {
compMgr = compMgr.QueryInterface(Ci.nsIComponentRegistrar);
compMgr.unregisterFactoryLocation(CLASS_ID, location);
},
getClassObject: function(compMgr, CID, IID) {
if (!IID.equals(Ci.nsIFactory)) throw Cr.NS_ERROR_NOT_IMPLEMENTED;
if (CID.equals(CLASS_ID)) return Factory;
throw Cr.NS_ERROR_NO_INTERFACE;
},
canUnload: function(compMgr) {
return true;
}
};
function NSGetModule(compMgr, fileSpec) {
return Module;
}
Prˇi inicializaci ko´du platformy Mozilla jsou prohleda´va´ny adresa´rˇe components/ vsˇech
nainstalovany´ch rozsˇ´ıˇren´ı, zda se zde nacha´z´ı neˇjake´ soubory s JavaScriptem, ktere´ exportuj´ı
symbol NSGetModule(). Jestlizˇe ano, je pomoc´ı te´to funkce z´ıska´na reference na objekt
s rozhran´ım nsIModule. Pokud nema´ platforma ve sve´ databa´zi k tomuto souboru zˇa´dny´
za´znam, zrˇejmeˇ se jedna´ o novou komponentu a je spusˇteˇna metoda registerSelf(), ktera´
provede zaregistrova´n´ı komponenty. K tomu jsou potrˇeba mimojine´ trˇi rˇeteˇzce – CLASS ID
uda´va´ jedinecˇny´ identifika´tor dle Universally Unique Identifier (UUID) ve standardn´ım
hexadecima´ln´ım forma´tu, CONTRACT ID definuje ContractID, ktery´m bude mozˇne´ odkazovat
se na tuto komponentu pomoc´ı pole Components.classes a CLASS NAME uchova´va´ na´zev
komponenty.
V okamzˇiku, kdy je poprve´ zˇa´dana´ instance trˇ´ıdy prostrˇednictv´ım metod
createInstance() nebo getService(), platforma vola´ metodu getClassObject(),
ktera´ vrac´ı objekt s rozhran´ım nsIFactory, a na´sledneˇ je pomoc´ı neˇj vytvorˇena instance
trˇ´ıdy, ktera´ prova´d´ı pozˇadovanou cˇinnost komponenty. Pokud je znovu spusˇteˇna metoda
createInstance(), proces v tomto odstavci se opakuje. Vola´n´ı getService() naproti
tomu ihned vrac´ı poprve´ vytvorˇenou instanci, ktera´ byla prˇed na´vratem ulozˇena´ do
vyhrazene´ho prostoru uvnitrˇ platformy. Nakonec je potrˇeba jesˇteˇ uve´st, zˇe kazˇda´ trˇ´ıda,
ktera´ implementuje chova´n´ı komponenty, mus´ı exportovat metodu QueryInterface().
Jestlizˇe jej´ı parametr odpov´ıda´ rozhran´ı, ktere´ tato komponenta implementuje, vrac´ı
referenci na instnci trˇ´ıdy. V opacˇne´m prˇ´ıpadeˇ pozˇadovane´ rozhran´ı nen´ı implementova´no a
je vyhozena vy´jimka.
Aby byly verˇejne´ polozˇky instance trˇ´ıdy dostupne´ vneˇ komponenty, mus´ıme da´le vytvorˇit
rozhran´ı. Jazyk, ktery´ jej popisuje, se nazy´va´ Interface Description Language (XPIDL) [36].
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Rozhran´ı mu˚zˇe by´t definova´no naprˇ´ıklad takto:
#include "nsISupports.idl"
[scriptable, uuid(1E60EA22-D89D-7FCB-F78A-9FAB5AD6A01F)]
interface dwIController : nsISupports
{
const short NULL_ITEM = 0;
readonly attribute nsISupports data;
wstring getLngStringWA(in string str,
[array, size_is(paramsCount)] in string params,
in unsigned long paramsCount);
};
Nejpve je potrˇeba prˇipojit definice vsˇech rozhran´ı, ktera´ se zde vyskytuj´ı. V hranate´
za´vorce mus´ı by´t vzˇdy kl´ıcˇove´ slovo scriptable z d˚uvodu vy´beˇru implementacˇn´ıho jazyka
komponenty a uvedene´ UUID se mus´ı shodovat s CLASS ID. Na´sleduje jizˇ samotna´ definice
rozhran´ı, prˇicˇemzˇ se uva´d´ı na´zev rozhran´ı a nepovinny´ na´zev jeho prˇedka. V prˇ´ıpadeˇ, zˇe
rodicˇ rozhran´ı nen´ı uveden, je implicitn´ı nsISupports. V teˇle lze definovat konstanty, ktere´
mohou by´t pouze typu short nebo long. Rˇetezcove´ konstanty uvedeny´m zp˚usobem defino-
vat nelze, mus´ı by´t implementova´ny jako atribut urcˇeny´ pouze ke cˇten´ı. Metody rozhran´ı
maj´ı sv˚uj na´zev, u kazˇde´ho parametru je uveden smeˇr, povolene´ hodnoty jsou in, out,
inout. V tomto prˇ´ıkladu je uvedeno pouzˇit´ı kl´ıcˇove´ho slova array, ktere´ v dokumentaci
[36] chyb´ı. Toto kl´ıcˇove´ slovo umozˇnˇuje dane´mu parametru prˇedat pole jazyka JavaScript
vytvorˇene´ pomoc´ı new Array() nebo []. Mus´ı by´t vsˇak uvedena take´ jeho velikost jak
pomoc´ı hodnoty kl´ıcˇove´ho slova size of, tak i jako parametr metody. Seznam typ˚u a jejich
ekvivalent˚u v C++, je uveden v [12].
Pokud vy´voja´rˇ zna´ objektove´ jazyky jako je naprˇ. C++ nebo Java, je zvykly´ na to, zˇe
deˇdeˇn´ım prˇeb´ıra´ potomek nejen rozhran´ı, ale take´ metody a atributy, jenzˇ jsou soucˇa´st´ı
rodicˇovske´ trˇ´ıdy. V prˇ´ıpadeˇ kombinace trˇ´ıd v JavaScriptu a IDL k tomu ale nedocha´z´ı. Prˇi
deˇdeˇn´ı v IDL sice komponenta prˇeb´ıra´ vlastnosti rozhran´ı rodicˇe, avsˇak dana´ trˇ´ıda mus´ı
obsahovat vsˇechny verˇejne´ metody a atributy, ktere´ se nacha´zej´ı nejen v rozhran´ı dane´
komponenty, ale i vsˇech jeho prˇedc´ıch (kromeˇ nsISupports). V XUL dokumentu by se
tato situace rˇesˇila snadno – i kdyzˇ by byla kazˇda´ trˇida umı´steˇna´ ve sve´m souboru, pouzˇit´ım
element˚u script by dosˇlo k jejich nacˇten´ı a vytvorˇen´ı vazeb deˇdicˇnosti mezi nimi. Na u´rovni
komponent ale tento mechanismus nefunguje a bylo by nutne´ celou hierarchii trˇ´ıd umı´stit
do jedine´ komponenty, cozˇ je velice nevy´hodne´. Z tohoto d˚uvodu lze pouzˇ´ıt na´sleduj´ıc´ı u´sek
ko´du:
function appendBaseClasses() {
const BASE_CLASS_PATH = "chrome://docwatcher/content/base/Base.js";
const jsloader = Cc["@mozilla.org/moz/jssubscript-loader;1"]
.getService(Ci.mozIJSSubScriptLoader);
var classHolder = {};
27
jsloader.loadSubScript(BASE_CLASS, classHolder);
BaseClass = classHolder.BaseClass;
Controller.prototype.__proto__ = BaseClass.prototype;
}
Tato funkce by meˇla by´t vola´na v metodeˇ nsIFactory::createInstance() a to pouze
prˇi prvn´ım vyzˇa´da´n´ı instance trˇ´ıdy. Ko´d nacˇte obsah souboru umı´steˇne´ho na URL dane´ho
konstantou BASE CLASS PATH a jednotlive´ polozˇky umı´st´ı do objektu classHolder. Jestlizˇe
je v tomto souboru definova´na trˇ´ıda BaseClass, pak ji z´ıska´me z classHolder pod t´ımto
jme´nem. Posledn´ı rˇa´dek jizˇ provede vytvorˇen´ı vazby rodicˇ – potomek. Dı´ky tohoto zp˚usobu
lze mı´t vsˇechny trˇ´ıdy implementuj´ıc´ı pozˇadovane´ chova´n´ı komponent ve zvla´sˇtn´ıch sou-
borech, ba´zove´ trˇidy jsou umı´steˇny v chrome, odkud je lze snadno z´ıskat, a vsˇechny trˇ´ıdy,
tj. ba´zove´ i jejich potomci maj´ı definovane´ rozhran´ı.
Soubor, ktery´ obsahuje definici rozhran´ı, ma´ obvykle prˇ´ıponu .idl. Prˇed pouzˇit´ım je
vsˇak potrˇeba prˇelozˇit jej do bina´rn´ı podoby, vznikne soubor s prˇ´ıponou .xpt. Na´stroj xpidl
urcˇeny´ k prˇekladu je soucˇa´st´ı vy´vojove´ho bal´ıku Gecko SDK [10]. V uvedene´m zdroji je i
odkaz na jeho sta´hnut´ı. V operacˇn´ım syste´mu Windows vsˇak pravdeˇpodobneˇ dojde k chybeˇ
zp˚usobene´ neprˇ´ıtomnou dynamickou knihovnou libIDL-0.6.dll. Z´ıskat ji lze z adresy http:
//ftp.mozilla.org/pub/mozilla.org/mozilla/source/wintools.zip [9].
Po instalaci Gecko SDK je prˇeklad vybrane´ho rozhran´ı spusˇteˇn na´sleduj´ıc´ım prˇ´ıkazem
[11]:
{sdk_dir}/bin/xpidl -m typelib -w -v -I {sdk_dir}/idl -e Controller.xpt
Controller.idl
V adresa´rˇi idl/ vsˇak nejsou vsˇechna rozhran´ı platformy, ale pouze ta s oznacˇen´ım FROZEN.
Tato rozhran´ı uzˇ by se v budoucnu nemeˇla meˇnit. Prˇi vy´voji aplikac´ı jsou vsˇak veˇtsˇinou
vyzˇadova´ny i dalˇs´ı rozhran´ı a je nutne´ je ze zdrojovy´ch ko´d˚u Firefoxu zkop´ırovat do uve-
dene´ho adresa´rˇe idl/.
5.2.3 Bezpecˇnost
Protozˇe lze XUL aplikaci spousˇteˇt i na da´lku tak, zˇe je umı´steˇna na vzda´lene´m serveru jako
beˇzˇne´ HTML dokumenty, mohlo by by´t d´ıky nepozornosti uzˇivatele pouzˇ´ıvaj´ıc´ıho naprˇ´ıklad
Firefox stazˇen do pocˇ´ıtacˇe ko´d, ktery´ by meˇl kompletn´ı prˇ´ıstup k cele´mu syste´mu. Proto
platforma Mozilla rozezna´va´ prˇ´ıstupova´ pra´va. Jestlizˇe se XUL dokument nenale´za´ v chrome
lokaci, tedy nebyl nainstalova´n jako rozsˇ´ıˇren´ı aplikace, je vesˇkery´ prˇ´ıstup k XPCOM zaka´za´n
a lze pracovat pouze s DOM. Aplikace si vsˇak mu˚zˇe o tato pra´va zazˇa´dat a pokud uzˇivatel
odsouhlas´ı okno s zˇa´dost´ı, mu˚zˇe aplikace da´le pokracˇovat. Vyzˇa´da´n´ı potrˇebny´ch pra´v se
prova´d´ı naprˇ´ıklad na´sleduj´ıc´ım vola´n´ım:
window.netscape.security.PrivilegeManager.enablePrivilege(
"UniversalXPConnect");
Parametr metody enablePrivilege je rˇeteˇzec slozˇeny´ z na´zv˚u pozˇadovany´ch
bezpecˇnostn´ıch pra´v, ktere´ se oddeˇluj´ı mezerou. Zde je uveden na´zev d˚ulezˇite´ho
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prˇ´ıstupove´ho pra´va, jenzˇ umozˇnˇuje prˇ´ıstup k XPCOM. Mez´ı dalˇs´ı patrˇ´ı cˇten´ı a za´pis
citlivy´ch dat prohl´ızˇecˇe (naprˇ. ulozˇena´ hesla), cˇten´ı obsahu soubor˚u a dalˇs´ı. Pro blizˇsˇ´ı
podrobnosti je potrˇeba nahle´dnout do [1], nebo prostudovat zdrojovy´ ko´d trˇ´ıdy
nsScriptSecurityManager.
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Kapitola 6
Datova´ u´lozˇiˇsteˇ, RDF
Existuje v´ıce zp˚usob˚u, jak lze ukla´dat textova´ data. Mohou by´t uchova´va´ny v textovy´ch
souborech s r˚uznou intern´ı strukturou, v dokumentech s tabulkami, ve vyspeˇly´ch
databa´zovy´ch serverech. Pokud je pozˇadova´no nena´rocˇne´ loka´ln´ı skladiˇsteˇ dat, mohou
textove´ soubory plneˇ postacˇovat. Da´le je potrˇeba definovat strukturu takove´ho souboru.
S pouzˇit´ım znacˇkovac´ıch jazyk˚u, jako je naprˇ´ıklad XML, lze prˇehledneˇ ukla´dat
pozˇadovana´ data vcˇetneˇ jejich hierarchicke´ struktury. XML sa´m vsˇak nedefinuje, jake´
prvky maj´ı by´t pouzˇ´ıva´ny. Proto je vhodne´ pouzˇ´ıt neˇjakou aplikaci XML – RDF.
6.1 Ukla´da´n´ı znalost´ı
Resource Description Framework, zkra´ceneˇ RDF, je standard W3C konsorcia vyuzˇ´ıvaj´ıc´ı
znacˇkovac´ıho jazyka XML (Extensible Markup Language) ke ko´dova´n´ı znalost´ı do textove´ho
forma´tu [19, 34, 20]. RDF je zalozˇen na za´pisu tvrzen´ı o realiteˇ ve formeˇ trojic (subjekt
– predika´t – objekt). Subjekt prˇedstavuje hlavn´ı entitu, o ktere´ se neˇco tvrd´ı, predika´t
vyjadrˇuje vztah a objekt druhou cˇa´st tvrzen´ı. Znalosti v RDF lze take´ modelovat pomoc´ı
orientovane´ho ohodnocene´ho grafu.
Jako prˇ´ıklad byla zvolena stromova´ struktura slozˇek a odkaz˚u, ktere´ jsou zapsa´ny
v RDF/XML. Odpov´ıdaj´ıc´ı graf je na obra´zku 6.11. Ova´l zde prˇedstavuje subjekt, obdeln´ık
objekt a popisy hran reprezentuj´ı predika´ty.
Na zacˇa´tku je potrˇeba kromeˇ jmenne´ho prostoru RDF nadefinovat take´ vlastn´ı jmenne´
prostory, ktere´ budou slouzˇit pro odliˇsen´ı na´zv˚u predika´t˚u od RDF entit. Trojice (subjekt,
predika´t, objekt) je zapisova´na ve tvaru
<RDF:Description RDF:about="na´zev subjektu" NS1:predika´t="objekt">
kde NS1 je na´zev vlastn´ıho jmenne´ho prostoru. V prˇ´ıkladu je uvedena´ take´ druha´ mozˇna´
notace, kde predika´t netvorˇ´ı atribut, jak je tomu tady, ale vlastn´ı znacˇku, ve ktere´m se
nacha´z´ı objekt jako textova´ entita. V tomto prˇ´ıpadeˇ lze uve´st pro RDF procesor typ
hodnoty pomoc´ı NC:parseType. Standard definuje hodnoty Literal (implicitn´ı hodnota
oznacˇuj´ıc´ı rˇeteˇzec) a Resource (rˇeteˇzec je URI). Mozilla kromeˇ toho jesˇteˇ podporuje
Integer (rˇeteˇzec je cele´ 32-bitove´ cˇ´ıslo se zname´nkem) a Date (rˇeteˇzec je datum).
Oba zp˚usoby za´pisu trojice je mozˇne´ kombinovat azˇ na jedinou vy´jimku, kterou je odkaz
na jiny´ subjekt pomoc´ı RDF:resource. Ten mu˚zˇe existovat pouze jako atribut.
1Tento obra´zek je upraveny´ graf, ktery´ vygeneroval RDF valida´tor na http://www.w3.org/RDF/
Validator/
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Obra´zek 6.1: Graf trojic odpov´ıdaj´ıc´ı prˇ´ıkladu v RDF
<?xml version="1.0"?>
<RDF:RDF xmlns:NS1="http://docwatcher.cz/rdf#"
xmlns:NC="http://home.netscape.com/NC-rdf#"
xmlns:RDF="http://www.w3.org/1999/02/22-rdf-syntax-ns#">
<RDF:Description RDF:about="rdf:#$ygqD31"
NS1:label="Parent folder">
<NS1:subfolder RDF:resource="rdf:#$zgqD31"/>
</RDF:Description>
<RDF:Description RDF:about="rdf:#$zgqD31"
NS1:label="Folder">
<NS1:link>
<RDF:Description RDF:about="rdf:#$agqD31">
<NS1:label>Mozilla</NS1:label>
<NS1:url NC:parseType="Literal">
http://www.mozilla.org
</NS1:url>
</RDF:Description>
</NS1:link>
<NS1:link RDF:resource="rdf:#$bgqD31"/>
</RDF:Description>
<RDF:Description RDF:about="rdf:#$agqD31"
NS1:label="Google"
NS1:url="http://www.google.com"/>
</RDF:RDF>
Z prˇ´ıkladu je da´le patrny´ zp˚usob uchova´va´n´ı znalost´ı. Mı´sto toho, aby bylo rˇecˇeno:
“Slozˇka obsahuje odkazy na Google a Mozillu”, je kazˇde´mu vy´razu prˇiˇrazen jedinecˇny´ iden-
tifika´tor. Teprve mezi nimi se tvorˇ´ı vazby. Pu˚vodn´ı veˇtu mus´ıme tedy rozdeˇlit na v´ıce
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cˇa´st´ı: “Existuje zroj s ID rovny´m rdf:#$zgqD31. Tento zdroj ma´ na´zev slozˇka a obsahuje
reference na odkazy s ID rdf:#$agqD31 a rdf:#$zgqD31. Zdroj rdf:#$agqD31 ma´ na´zev
Mozilla a URL http://www.mozilla.org. Zdroj rdf:#$bgqD31 ma´ na´zev Google a URL
http://www.google.com.”
Hierarchickou strukturu lze staveˇt dveˇma zp˚usoby. Potomky nadrˇazene´ entity je mozˇne´
vkla´dat prˇ´ımo do rodicˇovske´ho subjektu. Prˇ´ıklad te´to mozˇnosti je uka´za´n za´pisem vz-
tahu Slozˇka – odkaz Mozilla. Druha´ mozˇnost spocˇ´ıva´ v umı´steˇn´ı potomka kdekoli do RDF
souboru a na´sledneˇ odka´za´n´ı se na neˇj prˇes RDF:resource. Dı´ky tohoto atributu lze vytva´rˇet
propojen´ı mezi libovolny´mi subjekty.
Pro vytva´rˇen´ı seznamu˚ je mozˇne´ pouzˇ´ıt tyto specia´ln´ı tagy: <Seq> vytva´rˇ´ı usporˇa´dany´
seznam, <Bag> je prosta´ kolekce polozˇek, kde mu˚zˇe doj´ıt k za´meˇneˇ jejich porˇad´ı a <Alt>
uvozuje seznam, z neˇhozˇ je vybra´na vzˇdy pouze jedina´ polozˇka. Ve vsˇech trˇech prˇ´ıpadech
jsou polozˇky ohranicˇeny elementem <li>. V takove´m seznamu je kazˇda´ polozˇka cha´pa´na
jako trojice (ID seznamu, automaticky generovany´ anonymn´ı na´zev predika´tu ve tvaru
rdf: cˇı´slo, polozˇka).
6.2 Dotazova´n´ı
Dı´ky toho, zˇe znalosti jsou modelova´ny jako trojice, lze snadno prova´deˇt dotazova´n´ı
podobneˇ, jako v jazyce Prolog. Tohoto faktu vyuzˇ´ıvaj´ı take´ projekty pod oznacˇen´ım
Se´manticky´ Web, ktere´ si kladou za c´ıl prˇeve´st informace z dokument˚u na Internetu do
vhodne´ pocˇ´ıtacˇove´ reprezentace za u´cˇelem vytvorˇen´ı jednotne´ho zp˚usobu vy´meˇny a
zpracova´va´n´ı informac´ı.
Softwarova´ platforma Mozilla poskytuje tzv. Templates, d´ıky nichzˇ lze prˇ´ımo prˇipojit
datovy´ RDF zdroj k prvk˚um uzˇivatelske´ho rozhran´ı. V XUL se nadefinuj´ı dotazy, ktere´
RDF procesor zpracova´va´, vy´sledky ukla´da´ do pozˇadovany´ch promeˇnny´ch a tyto promeˇnne´
se prˇiˇrazuj´ı pozˇadovany´m atribut˚um UI prvk˚u. Podporova´ny jsou i hierarchicke´ struktury,
takzˇe je mozˇne´ t´ımto zp˚usobem plnit stromy i rozsa´hle´ v´ıceu´rovnˇove´ nab´ıdky. U teˇchto
slozˇiteˇjˇs´ıch komponent je dostupne´ tzv. pozdn´ı prˇiˇrazen´ı, ktere´ zajiˇst’uje nahra´va´n´ı dat azˇ
v okamzˇiku, kdy jsou potrˇeba. Jestlizˇe ma´ zdroj naprˇ´ıklad 100000 polozˇek a nulta´ u´rovenˇ
obsahuje jen deset polozˇek, jsou nacˇteny pouze tyto polozˇky a dalˇs´ı azˇ v okamzˇiku otevrˇen´ı
neˇjake´ veˇtve.
Proto, aby tento syste´m fungoval, mus´ı by´t urcˇen datovy´ zdroj a vstupn´ı bod, cozˇ je
na´zev subjektu v hierarchii RDF. Da´le je urcˇena mnozˇina trojic, ktere´ mohou obsahovat
identifika´tory s otazn´ıkem na zacˇa´tku, do ktery´ch se bude ukla´dat prˇi zpracova´n´ı zjiˇsteˇna´
hodnota. Tyto promeˇnne´ se mohou nacha´zet na mı´steˇ subjektu i objektu, predika´t mus´ı
by´t vzˇdy zada´n. Procesor prohleda´va´ stavovy´ prostor od definovane´ho vstupn´ıho bodu
do u´rovneˇ, ktera´ je dana´ pocˇtem trojic v mnozˇineˇ podmı´nek. Jestlizˇe vsˇechny trojice vy-
hovuj´ı datovy´m za´vislostem, je nalezeno rˇesˇen´ı, zjiˇsteˇne´ hodnoty jsou prˇiˇrazeny prˇ´ıslusˇny´m
atribut˚um XUL prvk˚um a jsou zarˇazeny do DOM stromu. Jestlizˇe alesponˇ jedna trojice
nevyhovuje, je nalezene´ rˇesˇen´ı neplatne´. Proces se opakuje tak dlouho, dokud nejsou vsˇechny
kombinace v dane´m stavove´m prostoru prozkouma´ny.
6.3 Podpora v XPCOM
Abychom mohli pracovat s RDF, mus´ıme zna´t neˇkolik za´kladn´ıch komponent. Datovy´ zdroj
reprezentuje komponenta s rozhran´ım nsIRDFDataSource. Obsahuje prˇedevsˇ´ım metody pro
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ukla´da´n´ı, maza´n´ı a u´pravu znalost´ı. Prˇi ukla´da´n´ı trojice pomoc´ı XPCOM se nav´ıc urcˇuje,
zda se jedna´ o pravdivou nebo nepravdivou informaci, cozˇ je da´no cˇtvrty´m parametrem
metody Assert(). Te´meˇrˇ vzˇdy je hodnota nastavena na true. Komponenta da´le disponuje
metodami pro procha´zen´ı hierarchi´ı trojic dane´ho zdroje.
Jestlizˇe jsou data meˇneˇna z v´ıce mı´st, mu˚zˇe by´t pro transformaci pohled˚u vhodne´ defi-
novat jedine´ mı´sto, ktery´m mu˚zˇe by´t objekt s rozhran´ım nsIRDFObserver. Tento objekt
nab´ız´ı 6 r˚uzny´ch uda´lost´ı, na ktere´ lze reagovat: vkla´da´n´ı a maza´n´ı znalosti, zmeˇna hod-
noty objektu ve trojici, zmeˇna hodnoty predika´tu trojice a zacˇa´tek a konec hromadny´ch
u´prav. Tyto posledn´ı dveˇ uda´losti mohou by´t pouzˇ´ıva´ny naprˇ´ıklad v prˇ´ıpadeˇ, zˇe program
hodla´ vykonat v´ıce zmeˇn v datove´m zdroji a reagova´n´ı na vsˇechny tyto u´pravy by cˇinnost
zbytecˇneˇ zdrzˇovalo. Datovy´ zdroj umozˇnˇuje tyto objekty s uda´lostmi dynamicky prˇida´vat
a odeb´ırat.
Z rozhran´ı nsIRDFDataSource jsou da´le odvozeny neˇktere´ specificˇteˇjˇs´ı typy, naprˇ´ıklad
datovy´ zdroj umı´steˇny´ v pameˇti (nsIRDFInMemoryDataSource) a datovy´ zdroj slozˇeny´ z
v´ıce jiny´ch RDF zdroj˚u (nsIRDFCompositeDataSource), ktery´ lze prˇiˇradit vsˇem prvk˚um
uzˇivatelske´ho rozhran´ı v XUL.
Platforma zprˇ´ıstupnˇuje sluzˇbu s rozhran´ım nsIRDFService. Pomoc´ı n´ı lze synchronneˇ
nebo asynchronneˇ z dane´ho URL z´ıskat datovy´ zdroj nsIRDFDataSource. Sluzˇba se sama
postara´ o nacˇten´ı dat, jejich rozparsova´n´ı a ulozˇen´ı do pameˇt’ove´ reprezentace. Tato kom-
ponenta take´ exportuje metody, ktere´ slouzˇ´ı k vytva´rˇen´ı instanc´ı reprezentuj´ıc´ıch subjekty,
predika´ty a objekty. V Mozille je subjekt a predika´t ve trojici vzˇdy tvorˇen komponentou s
rozhran´ım nsIRDFResource, jehozˇ atributem URI prˇedstavuje jejich identifika´tor. Objekt
v trojici mu˚zˇe by´t bud’ dalˇs´ı idenfika´tor, nebo kokre´tn´ı hodnota typu rˇeteˇzec, cele´ cˇ´ıslo,
nebo datum. Implementace ukla´da´n´ı typu datum reprezentovane´ho 64bitovy´m cˇ´ıslem vsˇak
nefunguje spra´vneˇ, pravdeˇpodobneˇ jde o Bug 302387, viz Bugzilla. Poznamenejme, zˇe iden-
tifika´tory lze vytva´rˇet bud’ rucˇneˇ, tj. vlozˇen´ım urcˇite´ho URI, nebo automaticky pomoc´ı
metody GetAnonymousResource(), ktera´ vytvorˇila naprˇ´ıklad rdf:#$7G1Zn1.
Seznam polozˇek realizuje komponenta s rozhran´ım nsIRDFContainer. Typ seznamu je
urcˇen metodou sluzˇby nsIRDFContainerUtils pouzˇite´ pro jeho vytvorˇen´ı – MakeAlt(),
MakeBag() a MakeSeq(). Seznam nab´ız´ı metody pro vlozˇen´ı a odstraneˇn´ı polozˇky, zjiˇsteˇn´ı
jejich aktua´ln´ıho pocˇtu a umozˇnˇuje jimi procha´zet.
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Kapitola 7
Ladeˇn´ı a testova´n´ı aplikac´ı
Vy´beˇr prostrˇed´ı, ktere´ budeme vyuzˇ´ıvat pro ladeˇn´ı, za´vis´ı na pozˇadovane´ c´ılove´ platformeˇ,
na ktere´ bude aplikace pracovat, a na dostupnosti pomocny´ch rozsˇ´ıˇren´ı. Protozˇe je tato
pra´ce zameˇrˇena na aplikace zalozˇene´ na ja´drˇe XULRunner 1.8, nejsou zde zmı´neˇny zp˚usoby
ladeˇn´ı a testova´n´ı pro produkty SeaMonkey1, dnes jizˇ zastaraly´ Mozilla Suite a drˇ´ıveˇjˇs´ı
verze Firefox a Thunderbird prˇed verz´ı 1.5.
V pocˇa´tecˇn´ıch fa´z´ıch vy´voje c´ılove´ aplikace je pro ladeˇn´ı nejvy´hodneˇjˇs´ı Firefox 1.5
nebo 2.0. Nizˇsˇ´ı verze je vhodna´ v prˇ´ıpadeˇ, zˇe vy´sledna´ aplikace ma´ pracovat s produk-
tem Firefox 1.5 a vy´sˇe, Thunderbird 1.5 a vy´sˇe, XULRunner 1.8, nebo s neˇktery´m dalˇs´ım,
jako je Flock, Sunbird, Songbird a dalˇs´ı. Pro Firefox totizˇ existuje nejv´ıce potrˇebny´ch
lad´ıc´ıch na´stroj˚u a disponuje mozˇnost´ı zjednodusˇene´ho prˇipojova´n´ı novy´ch softwarovy´ch
cˇa´st´ı. Jakmile se vsˇak dostane vy´voj do fa´ze, kdy se jizˇ vyuzˇ´ıvaj´ı nestandardn´ı kom-
ponenty dostupne´ pouze v dane´m c´ılove´m produktu, je potrˇeba prova´deˇt testova´n´ı ve
vsˇech produktech, ktere´ maj´ı by´t rozsˇ´ıˇren´ım podporova´ny. Je take´ potrˇeba uveˇdomit si,
zˇe na funkcˇnost mohou mı´t vliv i minoritn´ı aktualizace sta´vaj´ıc´ı aplikace. Vy´voja´rˇ se pak
setka´va´ s proble´my, kde v jedne´ verzi neˇjaky´ potrˇebny´ ko´d nepracuje spra´vneˇ, a proto se
pokus´ı chybu obej´ıt naprˇ´ıklad pomoc´ı jine´ XPCOM komponenty. V dalˇs´ı verzi je pak chyba
opravena, avsˇak p˚uvodneˇ vyuzˇita´ XPCOM komponenta doznala zmeˇn, ktere´ zp˚usob´ı jine´
chova´n´ı nezˇ vy´voja´rˇ zamy´sˇel. Dosta´va´ se t´ımto do situace, kdy jeden ko´d nepracuje ve dvou
r˚uzny´ch verz´ıch. Ano, platforma se sta´le dynamicky vyv´ıj´ı, s teˇmito proble´my je potrˇeba
pocˇ´ıtat.
7.1 Konfigurace prohl´ızˇecˇe Firefox
Jestlizˇe je Firefox na pocˇ´ıtacˇi vy´voja´rˇe pouzˇ´ıva´n jako standardn´ı prohl´ızˇecˇ, je rozumne´
vytvorˇit novy´ profil pro u´cˇely programova´n´ı a testova´n´ı, ktery´ nebude sd´ılet nastaven´ı,
programove´ doplnˇky, ale i chyby, ktere´ se urcˇiteˇ budou objevovat. Pokud Firefox beˇzˇ´ı, je
potrˇeba jej zavrˇ´ıt. Nyn´ı spust´ıme Firefox s parametrem -P, cˇ´ımzˇ se zobraz´ı okno “Vy´beˇr
profilu uzˇivatele”, kde vytvorˇ´ıme novy´ profil. Aby se p˚uvodn´ı profil urcˇeny´ pro prohl´ızˇen´ı
webovy´ch stra´nek implicitneˇ nacˇ´ıtal prˇi startu Firefoxu, je nutne´ vybrat jej ze seznamu a
mı´t zasˇkrtnute´ tlacˇ´ıtko “Neptat se prˇi startu”. S takto nastaveny´m prohl´ızˇecˇem nedosˇlo
k zˇa´dne´ viditelne´ zmeˇneˇ, p˚uvodn´ı programov´ı za´stupci funguj´ı stejneˇ.
1I kdyzˇ aktua´ln´ı verze SeaMonkey i Firefox 2.0 vyuzˇ´ıvaj´ı Gecko 1.8, maj´ı odliˇsny´ zp˚usob registrace novy´ch
rozsˇ´ıˇren´ı a strukturu adresa´rˇ˚u.
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Pro spusˇteˇn´ı Firefoxu s vy´vojovy´m profilem nazvany´m dev je vhodne´ pouzˇ´ıt na´sleduj´ıc´ı
da´vkovy´ soubor (urcˇeny´ pro OS Windows):
set MOZ_NO_REMOTE=1
"C:\Program Files\Mozilla Firefox\firefox.exe" -console -P dev
Prvn´ı prˇ´ıkaz nastavuj´ıc´ı promeˇnnou dane´ho prostrˇed´ı slouzˇ´ı k zajiˇsteˇn´ı vytvorˇen´ı nove´
instance Firefoxu. Pokud by Firefox byl jizˇ spusˇteˇn s jiny´m profilem nezˇ dev a tento prˇ´ıkaz
zde chybeˇl, byly by vsˇechny parametry na´sleduj´ıc´ıho rˇa´dku ignorova´ny a bylo by pouze
otevrˇeno dalˇs´ı okno jizˇ beˇzˇ´ıc´ıho profilu. Parametr -console zajiˇst’uje zobrazen´ı konzolove´ho
okna, do ktere´ho lze pak zapisovat a -P dev zp˚usob´ı nacˇten´ı profilu pro vy´voj [21].
Dalˇs´ı krok spocˇ´ıva´ v nastaven´ı parametr˚u profilu dev. Jednou z mozˇny´ch cest je otevrˇ´ıt
si stra´nku about:config a na n´ı nastavit bina´rn´ı hodnoty na´sleduj´ıc´ıch polozˇek na true.
Pokud polozˇky chyb´ı, mus´ı by´t vytvorˇeny:
• javascript.options.showInConsole – chyby, ktere´ se vyskytnou v chrome oblasti,
budou logova´ny do Chybove´ konzoly.
• nglayout.debug.disable xul cache – vyp´ına´ ukla´da´n´ı XUL dokument˚u, ko´d˚u
v JavaScriptu a dalˇs´ıch do vyrovna´vac´ı pameˇti. Bez tohoto nastaven´ı by se naprˇ.
XUL dokument prˇi jeho prvn´ım nacˇten´ı ulozˇil do pameˇti, a jaka´koli zmeˇna v jeho
zdrojove´m ko´du by se azˇ do dalˇs´ıho restartu Firefoxu neprojevila. Se zapnutou
volbou lze zdrojovy´ ko´d zmeˇnit a znovu nacˇten´ım dane´ho XUL okamzˇiteˇ spatrˇit
novy´ vy´sledek.
• browser.dom.window.dump.enabled – aktivuje funkci dump(str), ktera´ zp˚usob´ı
vy´pis rˇeteˇzce str do konzole, ktera´ je zobrazena d´ıky parametru -console.
• javascript.options.strict – zap´ına´ striktn´ı kontrolu jazyka JavaScript, prˇi ktere´m
vypisuje varova´n´ı, ktera´ jsou beˇzˇneˇ ignorova´na.
7.2 U´prava aplikace
Protozˇe je aplikace tvorˇena soustavou vza´jemneˇ propojeny´ch soubor˚u, ktere´ tvorˇ´ı jediny´
celek, nen´ı veˇtsˇinou mozˇne´ testovat je samostatneˇ. Prˇed verz´ı Firefox 1.5 bylo mozˇne´ testo-
vat aplikace pouze tak, zˇe se vytvorˇil instalacˇn´ı bal´ıcˇek rozsˇ´ıˇren´ı, a ten se nainstaloval do
prohl´ızˇecˇe. Jestlizˇe zde byla objevena chyba, bylo potrˇeba upravit zdrojove´ ko´dy, vytvorˇit
novy´ bal´ıcˇek, prˇedchoz´ı odinstalovat a nainstalovat tento novy´. Cely´ proces je pak neu´meˇrneˇ
na´rocˇny´ nejen na cˇas.
Verze 1.5 pak prˇiˇsla s novy´m zp˚usobem registrace rozsˇ´ıˇren´ı, takzˇe prˇi ladeˇn´ı nen´ı
nutne´ ko´d balit do XPI. Jestlizˇe je dodrzˇova´na struktura aplikace dle kapitoly 8, je
potrˇeba prove´st u´pravu souboru chrome.manifest spocˇ´ıvaj´ıc´ı v nahrazen´ı rˇeteˇzc˚u
“jar:chrome/package name.jar!” za “chrome”. Nyn´ı vytvorˇ´ıme v adresa´rˇi
profile dir/extensions/ textovy´ soubor, prˇicˇemzˇ profile dir oznacˇuje cestu k adresa´rˇi
s pouzˇ´ıvany´m vy´vojovy´m profilem, v OS Windows XP naprˇ. c:\Documents and
Settings\Uzˇivatel\Data aplikac´ı\Mozilla\Firefox\Profiles\wvs5kema.dev. Na´zev nove´ho
souboru mus´ı by´t shodny´ s identifika´torem vyv´ıjene´ho rozsˇ´ıˇren´ı, tj. viz hodnota objektu v
trojici (urn:mozilla:install-manifest, id, ?) umı´steˇne´ v install.rdf. Obsahem tohoto
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souboru je jediny´ rˇa´dek s cestou, kde s´ıdl´ı rozsˇ´ıˇren´ı. Firefox mus´ı by´t schopny´ v tomto
adresa´rˇi naj´ıt soubory install.rdf, chrome.manifest a adresa´rˇ content. Po restartu aplikace
Firefox by meˇlo doj´ıt nalezen´ı rozsˇ´ıˇren´ı a jeho instalaci.
Protozˇe procha´zen´ı chrome oblasti nen´ı mozˇne´, mu˚zˇeme pouzˇ´ıt rozsˇ´ıˇren´ı Chrome List2.
Dı´ky neˇj lze v prˇ´ıpadeˇ proble´mu˚ s instalac´ı nasˇ´ı aplikace zjistit, zda se nepodarˇilo aplikaci
zaregistrovat (vlivem chyby v neˇktere´m z konfiguracˇn´ıch soubor˚u), a nebo zda je aplikace
v syste´mu prˇ´ıtomna´, avsˇak d´ıky uveden´ı chybne´ cesty je dostupna´ pouze jej´ı cˇa´st.
7.3 Ladeˇn´ı uzˇivatelske´ho rozhran´ı
Syntakticka´ stra´nka XUL dokumentu je kontrolova´na automaticky prˇi analy´ze XML. Pokud
se zde vyskytne chyba, je oznacˇeno mı´sto chyby a zobrazen jej´ı popis. Vy´jimku ovsˇem tvorˇ´ı
overlays, ktere´ v prˇ´ıslusˇne´m upravovane´m dokumentu zobraz´ı sˇedy´ pruh a cˇa´st chybne´ho
ko´du, jizˇ vsˇak bez blizˇsˇ´ıch podrobnost´ı.
Spra´vnost se´mantiky XUL lze oveˇrˇit pouze vizua´ln´ı kontrolou vzhledu. Jestlizˇe je
naprˇ´ıklad omylem napsa´n chybneˇ na´zev atributu neˇjake´ho elementu, bude tento atribut
tiˇse ignorova´n a k zobrazen´ı chyby nedojde.
Velky´m pomocn´ıkem je DOM inspektor, ktery´ by´va´ soucˇa´st´ı te´meˇrˇ vsˇech aplikac´ı
Mozilla, je-li nainstalova´n. Umozˇnˇuje prˇehledne´ procha´zen´ı hierarchickou strukturou
objektove´ho modelu libovolne´ho okna aplikace, nastavova´n´ı atribut˚u element˚u, zobrazit
pouzˇite´ kaska´dove´ styly, pracovat s DOM objekty a JavaScriptem.
Kromeˇ dvou vy´sˇe uvedeny´ch parametr˚u prˇ´ıkazove´ho rˇa´dku existuje jesˇteˇ volba -chrome,
ktera´ spolu s uveden´ım URL odkazuj´ıc´ıho na XUL dokument v chrome umı´steˇn´ı spust´ı
instanci prohl´ızˇecˇe, kde je zobrazen pouze XUL dokument. Takto lze naprˇ´ıklad testovat
samostatneˇ vzhled a chova´n´ı aplikace.
7.4 Ladeˇn´ı ko´du aplikace
Pro vy´pis hodnoty konkre´tn´ı promeˇnne´ je veˇtsˇina vy´voja´rˇ˚u webovy´ch aplikac´ı zvykla´
pouzˇ´ıvat metodu Window::alert(). Bylo-li provedeno nastaven´ı dle kapitoly 7.1 a je-li
otevrˇeno konzolove´ okno Firefoxu spusˇteˇne´ parametrem -console, je druhou mozˇnost´ı
vy´pisu libovolne´ho rˇeteˇzce metoda dump(), ktera´ zapisuje vy´stup do tohoto okna.
Pozˇadujeme-li vypsat obsah cele´ho objektu, tj. vsˇechny na´zvy vlastnost´ı, konstant a
jejich akuta´ln´ıch hodnot a vsˇech dostupny´ch metod, mu˚zˇeme toho dosa´hnout t´ımto cyklem:
for (var name in object) {
try {
var value = object[name];
if (typeof(value) == "function")
dump(name + "()\n");
else
dump(name + " = " + value + "\n");
}
catch(ex) { dump(name + " - nelze zı´skat hodnotu\n"); }
}
2https://addons.mozilla.org/firefox/4453/
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Protozˇe se objekt chova´ v jazyce JavaScript jako asociativn´ı pole, lze pomoc´ı uve-
dene´ho cyklu procha´zet vsˇechny jeho pa´ry na´zev – hodnota. Pokud je prvkem promeˇnna´
nebo konstanta, z´ıskana´ hodnota je rˇeteˇzec reprezentuj´ıc´ı skutecˇnou hodnotu dane´ vlast-
nosti. Vy´hodou, naprˇ´ıklad oproti prohl´ızˇecˇi Internet Explorer, je skutecˇnost, zˇe u objekt˚u
je jako hodnota vypsa´n na´zev trˇ´ıdy, ze ktere´ je instance vytvorˇena, nikoli pouze [object].
V neˇktery´ch prˇ´ıpadech prˇi vola´n´ı z DOM objekt˚u (naprˇ. okna) mu˚zˇe nacˇ´ıta´n´ı hodnot
neˇktery´ch vlastnost´ı zp˚usobit vyhozen´ı vy´jimky. Proto se zde mus´ı nacha´zet try/catch
blok. Posledn´ı prˇipomı´nka je k metoda´m – protozˇe je hodnota metody bud’ vy´pis jej´ı im-
plementace, je-li zna´ma, nebo syste´movy´ rˇeteˇzec [native code], je vy´stup pro snadneˇjˇs´ı
cˇitelnost upraven.
Aplikace Firefox nab´ız´ı na´stroj nazvany´ “Chybova´ konzola”, avsˇak pro ladeˇn´ı je vhodne´
nahradit jej rozsˇ´ıˇren´ım Console2 3. Narozd´ıl od prˇ´ıtomne´ chybove´ konzoly umozˇnˇuje take´
filtrova´n´ı zpra´v a vyhodnocova´n´ı vlozˇene´ho ko´du.
Nejpohodlneˇjˇs´ı zp˚usob ladeˇn´ı vsˇak nab´ız´ı Venkman Debugger4, cozˇ je komplexn´ı graficke´
lad´ıc´ı prostrˇed´ı urcˇene´ pro jazyk JavaScript. Mezi podporovane´ funkce patrˇ´ı naprˇ´ıklad pod-
pora zara´zˇek (tzv. breakpoints), zobrazen´ı za´sobn´ıku vola´n´ı, dynamicke´ prohl´ızˇen´ı hodnot
promeˇnny´ch a procha´zen´ı hierarchi´ı objekt˚u [31]. Takte´zˇ je k dispozici konzola, do ktere´ lze
interaktivneˇ zada´vat prˇ´ıkazy rˇ´ıd´ıc´ı beˇh programu a vyhodnocovat vlozˇeny´ ko´d.
Dalˇs´ım uzˇitecˇny´m rozsˇ´ıˇren´ım je Developer’s Extension5. Nab´ız´ı interaktivn´ı testova´n´ı
XUL ko´du, takzˇe prˇi psan´ı ko´du ihned vid´ıme vy´sledek, konzoli pro testova´n´ı ko´du v jazyce
JavaScript s prˇ´ıstupovy´mi pra´vy k XPCOM, na´stroj pro vyhodnocova´n´ı regula´rn´ıch vy´raz˚u
a dalˇs´ı funkce.
Zby´va´ jesˇteˇ upozornit na knihovnu XULUnit6 urcˇenou pro vytva´rˇen´ı testovac´ıch
prˇ´ıpad˚u a na´sledne´ automaticke´ testova´n´ı JavaScriptove´ho ko´du. Aby bylo mozˇne´ testovat
aplikaci zevnitrˇ, mus´ı by´t tato knihovna soucˇa´st´ı chrome oblasti. Lze ji naprˇ´ıklad
umı´stit do adresa´rˇe content/test a t´ım z´ıska´ prˇ´ıstup ke vsˇem komponeta´m aplikace. V
implementaci te´to knihovny je vsˇak chyba, protozˇe vyuzˇ´ıva´ vlastnosti opener, jenzˇ v
chrome nen´ı dostupna´. Na´prava spocˇ´ıva´ v u´praveˇ dvou rˇa´dk˚u:
• xulunit.js:
this. window = window.open("testrunner.xul", ...) zmeˇnit na
this. window = window.openDialog("testrunner.xul", ..., 400,
testRunner)
• testrunner.xul:
vsˇechny vy´skyty opener. testrunner zmeˇnit na window.arguments[0]
7.5 Ladeˇn´ı komponent
Ladeˇn´ı komponent je poneˇkud komplikovaneˇjˇs´ı nezˇ v prˇedchoz´ım prˇ´ıpadu. Nen´ı zde dos-
tupne´ prˇ´ıme´ vola´n´ı metody alert(), proto se nejcˇasteˇji pouzˇ´ıva´ dump(). Lad´ıc´ı na´stroj
Venkman Debugger je mozˇne´ pouzˇ´ıt, ovsˇem vstupn´ı bod ladeˇn´ı by´va´ v ko´du aplikace, nikoli
uvnitrˇ komponenty, a bohuzˇel nezvla´da´ prˇechod do asynchronneˇ volane´ho ko´du.
3http://console2.mozdev.org/
4https://addons.mozilla.org/firefox/216/
5http://ted.mielczarek.org/code/mozilla/extensiondev/
6http://xulunit.mozdev.org/
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Problematiku ladeˇn´ı lze rozdeˇlit do dvou skupin dle typu komponenty, tj. zda jde o
sluzˇbu jedinecˇnou v cele´m pameˇt’ove´m prostoru platformy, nebo zda se jedna´ o beˇzˇnou
komponentu s libovolny´m pocˇtem instanc´ı, jenzˇ je vytva´rˇena pomoc´ı createInstance().
Zacˇneˇme jednodusˇsˇ´ım prˇ´ıpadem, komponentami z´ıskany´mi pomoc´ı
createInstance(). Jestlizˇe kompenta byla jizˇ nacˇtena do pameˇti platformy a vy´voja´rˇ
nalezne a oprav´ı chybu v implementaci, nedojde prˇi dalˇs´ım vola´n´ı createInstance() k
vytvorˇen´ı instance s opravenou implementac´ı. Prˇi kazˇde´ zmeˇneˇ ko´du komponent by tedy
bylo nutne´ platformu restartovat. Tuto situaci lze rˇesˇit podobny´m zp˚usobem, jako je
rˇesˇena deˇdicˇnost uvnitrˇ komponent:
const SOURCE = "chrome://docwatcher/content/compdevel/Controller.js";
const loader = Cc["@mozilla.org/moz/jssubscript-loader;1"]
.getService(Ci.mozIJSSubScriptLoader);
const BaseClass = null;
createInstance: function (outer, IID) {
if (outer != null) throw Cr.NS_ERROR_NO_AGGREGATION;
appendBaseClasses();
var obj = {};
loader.loadSubScript(SOURCE, obj);
obj.Controller.prototype.__proto__ = BaseClass.prototype;
return (new obj.Controller()).QueryInterface(IID);
}
Prˇi kazˇde´m vola´n´ı createInstance() jsou znovu nacˇteny zdrojovy´ ko´d dane´ trˇ´ıdy kom-
ponenty i vsˇech jeho prˇedch˚udc˚u. Funkce appendBaseClasses() odpov´ıda´ funkci uvedene´
jako prˇ´ıklad v kapitole 5.2.2. Tento zp˚usob ma´ dveˇ mensˇ´ı nevy´hody – vytva´rˇen´ı instanc´ı
teˇchto komponent je pomale´ a platforma ma´ neˇkdy proble´m s uvolnˇova´n´ım pameˇti. Druhy´
proble´m spocˇ´ıva´ v tom, zˇe pokazˇde´, kdyzˇ je vytva´rˇena nova´ instance, jsou za´rovenˇ vytva´rˇeny
i nove´ ba´zove´ trˇ´ıdy. V ostry´ch verz´ıch software vsˇak bude existovat pouze jedina´ ba´zova´
trˇ´ıda. Jestlizˇe je chyba soucˇa´st´ı ba´zovy´ch trˇ´ıd, nemus´ı se to v neˇktery´ch prˇ´ıpadech prˇi laden´ı
uvedeny´m zp˚usobem projevit. V ostre´ verzi pak mu˚zˇe by´t pozorova´no vza´jemne´ ovlivnˇova´n´ı
atribut˚u instanc´ı odvozeny´ch trˇ´ıd. Proto je nezbytne´ i d˚ukladne´ testova´n´ı ostry´ch verz´ı, zde
uzˇ vsˇak poma´ha´ jen dump() a restarty platformy.
Jestlizˇe potrˇebujeme odladit sluzˇbu, je prˇedchoz´ı rˇesˇen´ı nefunkcˇn´ı, protozˇe instance
komponenty se vytva´rˇ´ı pouze jednou a pak uzˇ je vra´cena jen jej´ı reference. Rˇesˇen´ı spocˇ´ıva´
v neˇkolika kroc´ıch. Je potrˇeba vytvorˇit XPCOM sluzˇbu, ktera´ bude schopna´ uchova´vat
reference na objekty. Sluzˇbu nazveˇme ObjectStorageService, prˇ´ıklad jej´ı implementace:
function ObjectStorageService() {
var objects = [];
this.getObject = function(objName) {
return (objects[objName]);
}
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this.setObject = function(objName, instance) {
objects[objName] = instance;
}
this.REINIT = function() {
var controller = Cc["@docwatcher.jk.cz/controller;1"]
.createInstance(Ci.dwIController);
objects["Controller"] = controller;
};
this.REINIT();
}
Aplikace uzˇ nesmı´ volat metodu getService() pro obdrzˇen´ı ladeˇny´ch sluzˇeb, mı´sto
toho jsou tyto sluzˇby z´ıska´va´ny vola´n´ım metody ObjectStorageService::getObject().
Prˇi jej´ım prvn´ım vola´n´ı je take´ spusˇteˇna metoda REINIT(), ktera´ vytvorˇ´ı instance vsˇech
ladeˇny´ch sluzˇeb aplikace a ulozˇ´ı je do sve´ho pole. V okamzˇiku, kdy zmeˇn´ıme implementaci
neˇktere´ trˇ´ıdy reprezentuj´ıc´ı sluzˇbu, spust´ıme neˇjaky´m zp˚usobem znovu metodu REINIT(),
ktera´ upravene´ trˇ´ıdy nacˇte. Soucˇa´st´ı u´prav je tedy i zmeˇna implementace metod
createInstance() podle prˇedchoz´ıho prˇ´ıkladu, aby docha´zelo k automaticke´mu nacˇ´ıta´n´ı
novy´ch zdrojovy´ch ko´d˚u.
Pro u´plnost je potrˇeba uve´st, zˇe v prˇ´ıpadeˇ zmeˇny rozhran´ı komponenty by´va´ nejjisteˇjˇs´ı
cestou odinstalace komponenty prˇes Spra´vce doplnˇk˚u, restartova´n´ı Firefoxu, cˇ´ımzˇ dojde k
odebra´n´ı za´znamu˚ o tomto rozsˇ´ıˇren´ı, a po zavrˇen´ı spusˇteˇne´ho prohl´ızˇecˇe lze opeˇt v adresa´rˇi
s rozsˇ´ıˇren´ımi vytvorˇit soubor odkazuj´ıc´ı na mı´sto s testovanou aplikac´ı.
Mezi na´stroje, ktere´ je mozˇne´ pouzˇ´ıvat prˇi vy´voji XPCOM komponent patrˇ´ı
XPCOMViewer7, jenzˇ zobrazuje seznam dostupny´ch komponent, rozhran´ı a chybovy´ch
konstant a nab´ız´ı mozˇnost jejich filtrova´n´ı. Dı´ky neˇj mu˚zˇeme snadno zjistit, zda instalace
nove´ komponenty probeˇhla bez chyb a zda jsou vsˇechny vlastnosti dostupne´. Druhe´
rozsˇ´ıˇren´ı ma´ na´zev Leak Monitor8, ktery´ je schopen detekovat u´niky pameˇti a upozornit
na neˇ.
7.6 Ladeˇn´ı RDF
Pro oveˇrˇen´ı spra´vnosti za´pisu v jazyce RDF/XML vyuzˇ´ıva´me sluzˇbu valida´toru, jenzˇ je
dostupna´ na stra´nka´ch W3C9. Ze za´pisu doka´zˇe z´ıskat dostupne´ trojice znalost´ı a prˇ´ıpadneˇ
je zna´zornit ve formeˇ grafu.
V prˇ´ıpadeˇ, zˇe pozˇadujeme kontrolu obsahu datove´ho zdroje, ktery´ se nacha´z´ı
pouze v pameˇti, lze z´ıskat aktua´ln´ı stav ve formeˇ textu pomoc´ı metody
nsIRDFXMLSource::Serialize(). Ko´d, ktery´m lze tento prˇevod prove´st, je uveden jako
prˇ´ıklad v kapitole 5.2.1. Vstupn´ı promeˇnna´ ds mus´ı obsahovat referenci na dany´
datovy´ zdroj s rozhran´ım nsIRDFDataSource. Vy´sledny´ textovy´ rˇeteˇzec je ulozˇen v
outputStream.data.
7http://xpcomviewer.mozdev.org/
8https://addons.mozilla.org/firefox/2490/
9http://www.w3.org/RDF/Validator/
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Distribuce aplikac´ı
Aby bylo mozˇne´ aplikaci distribuovat a na´sledneˇ provozovat, je potrˇeba dodrzˇovat urcˇitou
strukturu adresa´rˇ˚u. Korˇen obsahuje tyto polozˇky:
• components/* – adresa´rˇ se soubory XPT, ktere´ obsahuj´ı prˇelozˇena´ IDL rozhran´ı kom-
ponent a jejich implementace v souborech .js.
• defaults/preferences/*.js – implicitn´ı nastaven´ı aplikace ulozˇena´ v souborech s prˇ´ıponou
.js. Rˇa´dek z tohoto souboru vypada´ naprˇ´ıklad takto:
pref("extensions.docwatcher.enabled", true);
Po instalaci rozsˇ´ıˇren´ı lze tyto hodnoty meˇnit na specia´ln´ı stra´nce about:config a pro-
gramovy´ prˇ´ıstup k nim zajiˇstuje XPCOM komponenta s rozhran´ım nsIPrefService.
• chrome/ – adresa´rˇ, ktery´ po instalaci prˇedstavuje korˇen tzv. chrome oblasti, ve ktere´
jsou zdrojove´ ko´dy aplikaci, textove´ konstanty, soubory s kaska´dovy´mi styly a dalˇs´ı
polozˇky, naprˇ. obra´zky. Programove´ soubory z´ıska´vaj´ı v te´to oblasti automaticky
prˇ´ıstupova´ pra´va k XPCOM. Obvykle obsahuje trˇi podadresa´rˇe:
– content – obsahuje soubory XUL, XML, JS.
– locale – nacha´z´ı se zde jeden nebo v´ıce adesa´rˇ˚u s na´zvem uda´va´j´ıc´ım jazyk
textovy´ch konstant ulozˇeny´ch v souborech, ktere´ obsahuje. Soubory .dtd jsou
spojova´ny s XUL, k rˇeteˇzc˚um ze soubor˚u .properties je mozˇny´ prˇ´ıstup z ko´du
aplikace, viz kapitola 4.3.
– skin – zde by´vaj´ı kaska´dove´ styly, obra´zky a dalˇs´ı soubory pro potrˇeby u´prav
vzhledu.
Cesta chrome://docwatcher/content/*.xul umozˇnˇuje zprˇ´ıstupnit soubory XUL,
prˇicˇemzˇ docwatcher oznacˇuje na´zev aplikace, ktery´ je uveden v chrome.manifest.
• platform/ – adresa´rˇ s ko´dem za´visly´m na operacˇn´ım syste´mu a hardwarove´ platformeˇ.
Podrobne´ informace lze nale´zt v [22].
• install.rdf – soubor pouzˇ´ıvany´ prˇi instalaci rozsˇ´ıˇren´ı, skla´da´ se ze dvou cˇa´st´ı – informac´ı
o produktu, tj. jeho jedinecˇny´ identifika´tor dle UUID, jme´no, verze, adresa URL a
dalˇs´ı a seznamu aplikac´ı dany´ch jejich UUID a rozsahem verz´ı, do ktery´ch lze toto
rozsˇ´ıˇren´ı instalovat. Podrobne´ vysveˇtlen´ı vsˇech polozˇek je uvedeno v [14] a seznam
platny´ch verz´ı a identifika´tor˚u produkt˚u Mozilla se nacha´z´ı v [30].
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• chrome.manifest – soubor, jenzˇ identifikuje obsah adresa´rˇe chrome. Za´rovenˇ take´
nahrazuje stare´ registracˇn´ı soubory contents.rdf, ktere´ byly pouzˇ´ıva´ny prˇed verz´ı
Firefox/Thunderbird 1.5, avsˇak jsou sta´le nutne´ pro fungova´n´ı rozsˇ´ıˇren´ı v aplikaci
SeaMonkey. Podrobny´ popis uva´d´ı [4].
Existuj´ı dveˇ mozˇnosti, jak lze aplikace provozovat – jako rozsˇ´ıˇren´ı jizˇ existuj´ıc´ı aplikace
nebo samostatneˇ spustitelny´ program. Prvn´ı mozˇnost spocˇ´ıva´ v integraci nove´ aplikace do
neˇktere´ hostitelske´ aplikace vyuzˇ´ıvaj´ıc´ı platformu Mozilla. Do te´to varianty spadaj´ı rozsˇ´ıˇren´ı
s prˇ´ıponou .xpi, ktere´ lze stahovat naprˇ´ıklad na webovy´ch stra´nka´ch MozDev.org1.
Rozsˇ´ıˇren´ı .xpi je zabaleny´ archiv algoritmem ZIP, ktery´ obsahuje vy´sˇe uvedenou
adresa´rˇovou strukturu, azˇ na obsah adresa´rˇe chrome. Ten je zabalen opeˇt algoritmem ZIP
do archivu s prˇ´ıponou .jar. a tento archiv se jako jediny´ nacha´z´ı ve slozˇce chrome.
Druhou mozˇnost´ı je vytvorˇen´ı samostatneˇ spustitelne´ aplikace. Jej´ı vy´voj se po pro-
gramove´ stra´nce te´meˇrˇ neliˇs´ı od implementace rozsˇ´ıˇren´ı. Jediny´ rozd´ıl je v tom, zˇe je nutne´
urcˇit hlavn´ı okno aplikace, a XUL elementy overlay tedy postra´daj´ı smysl.
V prˇedchoz´ım prˇ´ıpadeˇ byla aplikacˇn´ı platforma soucˇa´st´ı hostitelske´ aplikace. Zde se
uplatnˇuje XULRunner, cozˇ je platforma prˇelozˇena´ pro konkre´tn´ı operacˇn´ı syste´m do
spustitelne´ podoby [39]. Uzˇivateli se tedy doda´va´ instala´tor obsahuj´ıc´ı XULRunner a
zabalenou aplikaci. Prˇi instalaci do syste´mu uzˇivatele jsou tyto dveˇ cˇa´sti zkop´ırova´ny na
pozˇadovane´ mı´sto a na´sledneˇ je spusˇteˇna registrace aplikace do beˇhove´ho prostrˇed´ı
XULRunner. T´ım dojde k jejich propojen´ı.
Platforma take´ nab´ız´ı mozˇnost automaticky´ch aktualizac´ı aplikac´ı, ktere´ ji vyuzˇ´ıvaj´ı. V
souboru install.rdf je potrˇeba uve´st i parametr updateURL, jenzˇ obsahuje adresu RDF/XML
dokumentu uda´vaj´ıc´ıho oznacˇen´ı dostupny´ch verz´ı a pravidla, jaky´m zp˚usobem se maj´ı
aplikace aktualizovat. Podrobny´ popis s vysveˇtlen´ım vsˇech pol´ı je dostupny´ v [7].
1http://www.mozdev.org/projects/active.html
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Aplikace DocWatcher
Na´stroj˚u pro sledova´n´ı zmeˇn dokument˚u v s´ıt’ove´m prostrˇed´ı nen´ı mnoho. V dubnu 2005
byl na [3] proveden test teˇchto aplikac´ı. Vy´sledky lze rozdeˇlit do cˇtyrˇ skupin:
• Vı´teˇzem se stal WebSite-Watcher spolecˇnosti Aignes1.
• Dalˇs´ı prˇ´ıcˇku obsadily ostatn´ı komercˇn´ı programy nab´ızej´ıc´ı nizˇsˇ´ı mnozˇstv´ı funkciona-
lity: Check&Get2, Copernic Tracker3, TimelyWeb4, Right Web Monitor5 a Wysigot6.
• Na´sleduj´ı volneˇ dostupne´ programy, jejichzˇ mozˇnosti jsou jen za´kladn´ı: WebMon7,
Check4Me8 a InfoIC9.
• Posledn´ı skupinu tvorˇ´ı webove´ sluzˇby hl´ıdaj´ıc´ı zmeˇny v dokumentech na Internetu:
WatchThatPage10, TrackEngine11.
Uvedene´ programy se liˇs´ı prˇedevsˇ´ım mozˇnostmi vy´beˇru cˇa´st´ı dokumentu, ktere´ budou
porovna´va´ny, a ktere´ budou naopak ignorova´ny. Trˇet´ı skupina je zcela nepouzˇitelna´ pro
webove´ stra´nky, ve ktery´ch se naprˇ. dynamicky generuje aktua´ln´ı datum. Cˇtvrta´ skupina
– webove´ sluzˇby – ma´ nevy´hodu v podobeˇ slaby´ch mozˇnost´ı reakce na zmeˇnu. I kdyzˇ je
sluzˇba propracovana´, veˇtsˇinou nab´ız´ı jen mozˇnost odesla´n´ı e-mailove´ zpra´vy. Naproti tomu
loka´ln´ı aplikace mohou prove´st na pocˇ´ıtacˇi neˇjakou akci, naprˇ. spustit program. Vhodne´ pro
aktivn´ı pouzˇ´ıva´n´ı jsou tedy jen programy prvn´ı a druhe´ skupiny, ktere´ jsou vsˇak komercˇn´ı
a jejich volne´ verze jsou cˇasoveˇ a nebo funkcˇneˇ omezene´. Nav´ıc, vsˇechny aplikace, kromeˇ
webovy´ch sluzˇeb, jsou dostupne´ pouze pro operacˇn´ı syste´m Windows. Zat´ım tedy chyb´ı
volneˇ dostupna´ multiplatformn´ı aplikace s otevrˇeny´m ko´dem.
Tuto mezeru se bude snazˇit zaplnit novy´ program nazvany´ DocWatcher, ktery´ je
postaven na diskutovane´ aplikacˇn´ı platformeˇ Mozilla. Nyn´ı je hlavn´ım c´ılem vytvorˇit
za´kladn´ı aplikaci, kterou bude mozˇne´ da´le upravovat a rozv´ıjet.
1http://www.aignes.com
2http://activeurls.com/en/
3http://www.copernic.com/en/products/tracker/index.html
4http://www.timelyweb.com/index.html
5http://www.right-soft.com/webmon/
6http://www.wysigot.com/
7http://www.markwell.btinternet.co.uk/webmon/
8http://www.neogie.com/check4me/
9http://www.infoic.com/Index.asp
10http://www.watchthatpage.com/
11http://www.trackengine.com/
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9.1 Na´vrh aplikace
9.1.1 Stanoven´ı pozˇadavk˚u
Pozˇadavky zahrnuj´ıc´ı podporu v´ıce operacˇn´ıch syste´mu˚ a HW architektur a volnou dos-
tupnost jizˇ byly zmı´neˇny. Nyn´ı se proto zameˇrˇ´ıme na funkcˇn´ı pozˇadavky, tedy na to, co
program bude uzˇivateli nab´ızet. Veˇtsˇina uvedeny´ch pozˇadavk˚u vycha´z´ı z funkc´ı, ktere´ nab´ız´ı
WebSite-Watcher [33].
• Testova´n´ı zmeˇn dokument˚u v s´ıt’ove´m prostrˇed´ı – podpora protokol˚u HTTP(S), FTP
i loka´ln´ıch dokument˚u dostupny´ch prˇes file:///.
– Bina´rn´ı forma´ty – pouze informace o zmeˇneˇ, kontrola dle parametru de´lka
souboru, cˇas modifikace nebo obsah.
– Textove´ forma´ty – mozˇnost nastavit, ktere´ cˇa´sti dokumentu maj´ı by´t sledova´ny
nebo ignorova´ny, ktere´ vy´skyty rˇeteˇzc˚u maj´ı by´t hl´ıda´ny. Jestlizˇe nen´ı uplatneˇn
filtr, je dokument kontrolova´n neˇktery´m z parametr˚u uvedeny´ch u bina´rn´ıch
forma´t˚u.
• Podpora autentizace pomoc´ı SSL.
• Nastaven´ı intervalu kontrol – kontrolova´n´ı dokument˚u prˇi spusˇteˇn´ı programu,
v zadane´m intervalu, manua´lneˇ v libovolny´ okamzˇik.
• Ukla´da´n´ı prˇedchoz´ıch verz´ı dokument˚u a mozˇnost pohybovat se histori´ı zmeˇn, zada´n´ı
hloubky historie.
• Notifikace: zobrazen´ı informacˇn´ıho okna, zvukove´ upozorneˇn´ı a spusˇteˇn´ı extern´ı ap-
likace
Mezi pozˇadavky je jesˇteˇ vhodne´ uve´st, zˇe vy´sledna´ aplikace bude prima´rneˇ fungovat jako
rozsˇ´ıˇren´ı produkt˚u Firefox a Thunderbird, avsˇak ko´d by meˇl by´t psa´n tak, aby bylo mozˇne´
vytvorˇit i samostatneˇ spustitelnou aplikaci. DocWatcher pak bude dostupny´ v nab´ıdce
“Na´stroje”.
9.1.2 Architektura aplikace
Celkovy´ pohled na propojene´ komponenty te´to aplikace je uveden na obra´zku 9.1. Tlusta´
cˇa´ra oznacˇuje hlavn´ı datovy´ tok, kde se prˇena´sˇ´ı veˇtsˇ´ı mnozˇsv´ı dat, cˇa´rkovana´ tenka´ cˇa´ra
odpov´ıda´ rˇ´ıd´ıc´ımu toku, kde se volaj´ı operace a procha´z´ı uda´losti. V tomto modelu jsou
zahrnuty neˇktere´ charakteristicke´ vlastnosti aplikacˇn´ı platformy Mozilla.
Aplikace je slozˇena z neˇkolika hlavn´ıch komponent. Prvn´ı s na´zvem Database zodpov´ıda´
za nacˇ´ıta´n´ı a ukla´da´n´ı nastaven´ı jednotlivy´ch slozˇek a odkaz˚u do RDF ulozˇiˇsteˇ dat, jehozˇ
struktura je popsa´na v kapitole 9.1.3. Uzˇivatelske´ rozhran´ı nacˇ´ıta´ data z Database v prˇ´ıpadeˇ,
zˇe uzˇivatel chce zobrazit vlastnosti slozˇky nebo odkazu a ukla´da´n´ı dat prob´ıha´ v okamzˇiku
vytvorˇen´ı novy´ch nebo upraven´ı jizˇ existuj´ıc´ıch dat entit. Kromeˇ toho je uzˇivatelske´ rozhran´ı
prˇ´ımo napojeno na datovy´ zdroj pomoc´ı Templates, seznamy slozˇek a odkaz˚u jsou gene-
rova´ny prˇ´ımo z neˇj.
Dalˇs´ı vy´znamna´ komponenta je Timer. Jestlizˇe uzˇivatel zvol´ı automaticke´ kontrolova´n´ı
odkaz˚u v urcˇity´ch intervalech, tato komponenta si automaticky ve spolupra´ci s Database
zjiˇst’uje, kdy ma´ by´t prˇ´ıˇst´ı kontrola a jakmile tento cˇas nastane, prˇeda´ dany´ odkaz ke
kontrole komponenteˇ Controller.
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Obra´zek 9.1: Celkovy´ pohled na propojene´ komponenty aplikace DocWatcher
Controller je rˇ´ıd´ıc´ı komponenta cele´ aplikace. Kromeˇ podpory ostatn´ım cˇa´stem ap-
likace slouzˇ´ı take´ ke spousˇteˇn´ı kontroly vybrany´ch odkaz˚u. Podle umı´steˇn´ı dokumentu je
odkaz posla´n k nacˇten´ı do prˇ´ıslusˇne´ komponenty, naprˇ´ıklad dokumenty s URL zacˇ´ınaj´ıc´ı
https:// jsou zasla´ny ke zpracova´n´ı komponenteˇ HTTPSource. Jestlizˇe je vybra´no kon-
trolova´n´ı dle obsahu, nebo je-li zapnuto ukla´da´n´ı do historie, je prˇi nacˇ´ıta´n´ı dokumentu
datovy´ tok ukla´da´n do docˇasne´ho souboru. Pozdeˇji mu˚zˇe by´t prˇesunut do u´lozˇiˇsteˇ verz´ı
dokumentu. Jestlizˇe je vybra´no kontrolova´n´ı dokumentu dle jeho obsahu, zpracova´va´ jej
prˇ´ıslusˇna´ komponenta s postfixem Target, v opacˇne´m prˇ´ıpadeˇ u´daje o velikosti souboru
nebo datumu posledn´ı zmeˇny zjiˇst’uje nacˇ´ıtaj´ıc´ı komponenta. Jestlizˇe je zjiˇsteˇna odliˇsna´
hodnota od te´, jenzˇ je ulozˇena u prˇ´ıslusˇne´ho odkazu, je zahla´sˇena zmeˇna.
9.1.3 Ukla´da´n´ı entit do databa´ze
ER diagram zobrazuj´ıc´ı perzistentn´ı vztah slozˇek, odkaz˚u a dalˇs´ıch podp˚urny´ch entit je
zobrazen na obra´zku 9.2.
Oproti p˚uvodn´ımu na´vrhu, jenzˇ byl soucˇa´st´ı semestra´ln´ıho projektu, byl tento na´vrh
znacˇneˇ upraven. Pu˚vodneˇ byla zamy´sˇlena mozˇnost hierarchicky definovat spolecˇne´ vlast-
nosti. Naprˇ´ıklad uzˇivatelske´ jme´no a heslo bylo mozˇne´ nastavit na u´rovni slozˇky a u vsˇech
odkaz˚u, ktere´ by meˇly tyto vlastnosti nevyplneˇne´, by dosˇlo k jejich prˇevzet´ı. Po zkusˇebn´ı im-
plementaci tohoto zp˚usobu se vsˇak uka´zalo, zˇe uzˇivatele´ jsou sp´ıˇse zmateni a tuto mozˇnost
nevyuzˇ´ıvaj´ı. Take´ ji te´meˇrˇ plneˇ mu˚zˇe nahradit funkce, ktera´ umozˇnˇuje vybrat v´ıce odkaz˚u
najednou a nastavit v jednom okamzˇiku vybrane´ hodnoty na jednu konkre´tn´ı hodnotu.
Diagram obsahuje peˇt typ˚u entit. ItemBase je ba´zova´ entita v hierarchii deˇdicˇnosti, ze
ktery´ch deˇd´ı spolecˇne´ vlastnosti entity odkaz (Link) a slozˇka (Folder). Jedna slozˇka mu˚zˇe
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Obra´zek 9.2: ER diagram zobrazuj´ıc´ı perzistentn´ı vztah odkaz˚u a slozˇek
obsahovat v´ıce zanorˇeny´ch slozˇek a odkaz˚u a take´ vsˇechny tyto entity maj´ı, s vy´jimkou
korˇenove´ slozˇky, nadrˇazenou slozˇku. Vy´znam veˇtsˇiny atribut˚u je jasny´, proto je zde uvedeno
jen neˇkolik podrobnost´ı:
• targetType – c´ıl odkazu, dokument mu˚zˇe by´t v textove´m, bina´rn´ım forma´tu, HTML
atd.
• compareType – zp˚usob porovna´va´n´ı verz´ı dvou dokument˚u, je mozˇna´ jedna
z vy´cˇtovy´ch hodnot: velikost souboru, datum a cˇas zmeˇny souboru, kontrola obsahu.
S t´ım take´ souvis´ı atribut data v entiteˇ odkaz, ktery´ obsahuje hodnotu za´vislou na
typu porovna´va´n´ı. Je zde tedy ulozˇena bud’ velikost posledn´ı verze dokumentu, nebo
konkre´tn´ı datum a cˇas posledn´ı zmeˇny a nebo otisk z´ıskany´ algoritmem MD5.
• alertMessage – uda´va´, zda bude vyskakovat okno se zpra´vou.
Kazˇdy´ odkaz ma´ informace o tom, kdy ma´ by´t kontrolova´n. Tyto u´daje jsou ulozˇeny
v entiteˇ TimeSchedule. Vlastnost periodGranularity mu˚zˇe naby´vat jednu z vy´cˇtovy´ch
hodnot sekunda, minuta, hodina, den, meˇs´ıc.
Fitr˚um je veˇnova´na vlastn´ı kapitola 9.2.5, kde je take´ vysveˇtlen vy´znam atribut˚u entity.
Posledn´ı entita HistoryVersion slouzˇ´ı k udrzˇova´n´ı prˇehledu o ulozˇeny´ch verz´ıch jed-
noho dokumentu, prˇicˇemzˇ je uchova´va´n unika´tn´ı identifika´tor kopie a cˇasove´ raz´ıtko jej´ıho
porˇ´ızen´ı.
Pozna´mka – jestlizˇe uvazˇujeme realizaci te´to perzistence na platformeˇ Mozilla, zjist´ıme,
zˇe vsˇechny tyto za´znamy budou ulozˇeny v jednom XML souboru. Hesla se zde budou
zrˇejmeˇ nacha´zet v otevrˇene´ textove´ podobeˇ, cozˇ mu˚zˇe by´t znacˇne´ bezpecˇnostn´ı riziko.
Proto v dalˇs´ıch verz´ıch tohoto na´stroje bude potrˇeba vyrˇesˇit zp˚usob zabezpecˇen´ı a sˇifrova´n´ı
teˇchto citlivy´ch dat, bude take´ nutne´ detailneˇ prozkoumat implementaci spra´vce hesel,
jenzˇ je soucˇa´st´ı platformy Mozilla. Asi jediny´m dostatecˇneˇ univerza´ln´ım rˇesˇen´ım pak bude
nab´ıdnout uzˇivateli ochranu citlivy´ch u´daj˚u pomoc´ı spolecˇne´ho hesla, ktere´ bude muset
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vkla´dat prˇi startu aplikace. V takove´m prˇ´ıpadeˇ je pak mozˇne´ sˇifrovat data neˇktery´m ze
symetricky´ch kryprovac´ıch algoritmu˚.
9.2 Detaily implementace
Prˇi vy´voji aplikace DocWatcher dosˇlo k nutnosti prˇepracovat veˇtsˇ´ı cˇa´st zdrojove´ho ko´du.
Prvn´ı verze implementovala trˇ´ıdy Database, Controller, Timer jako beˇzˇne´ trˇ´ıdy na u´rovni
XUL dokumentu. Protozˇe uzˇivatel mohl spustit v´ıce oken webove´ho prohl´ızˇecˇe a kazˇde´
okno si vytva´rˇ´ı nove´ instance vsˇech definovany´ch promeˇnny´ch a trˇ´ıd, dosˇlo by k tomu,
zˇe v syste´mu by fungovalo v´ıce teˇchto objekt˚u. Dokumenty by mohly by´t kontrolova´ny
v´ıcekra´t za sebou, v´ıce instanc´ı Database by zp˚usobilo proble´my v datove´m u´lozˇiˇsti. Proto
byla v XPCOM vytvorˇena sluzˇba ObjectStorageService, ktera´ udrzˇovala jedine´ instance
uvedeny´ch trˇ´ıd v cele´m prostoru platformy. V okamzˇiku, kdy bylo nainstalova´no rozsˇ´ıˇren´ı
Leak Monitor, viz kapitola 7.5, uzˇivatel otevrˇel nove´ okno prohl´ızˇecˇe a prˇedchoz´ı okno zavrˇel,
bylo zobrazeno hla´sˇen´ı o u´niku pameˇti. Prvn´ı okno, ktere´ uzˇivatel zavrˇel, totizˇ vytvorˇilo
objekty v pameˇti a jejich reference byly prˇeda´ny sluzˇbeˇ ObjectStorageService k uchova´n´ı.
Protozˇe je objekt vytvorˇeny´ v okneˇ prohl´ızˇecˇe na neˇj interneˇ va´za´n, nedosˇlo k uvolneˇn´ı
pameˇti zab´ırane´ jizˇ zavrˇeny´m oknem. Tato skutecˇnost byla odstraneˇna prˇesunut´ım teˇchto
trˇ´ıd do XPCOM, byly tedy vytvorˇeny sluzˇby s rozhran´ımi dwIDatabase, dwIController,
dwITimer. Trˇ´ıdy reprezentuj´ıc´ı odkazy, slozˇky a dalˇs´ı, ktere´ s nimi spolupracuj´ı, bylo take´
nutne´ prˇeve´st do XPCOM. Dosˇlo t´ım vpodstateˇ take´ k dokonalejˇs´ımu odst´ıneˇn´ı aplikacˇn´ı
logiky od datove´ vrstvy reprezentovane´ dwIDatabase a dalˇs´ıch komponent aplikace.
9.2.1 Datova´ vrstva
Datova´ vrstva je tvorˇena komponentou s rozhran´ım dwIDatabase, ktera´ zajiˇst’uje prˇ´ıstup
k datovy´m zdroj˚um ve forma´tu RDF/XML a na´sledn´ıky rozhran´ı dwIPropertyBase. Toto
rozhran´ı je abstraktn´ı a poskytuje operace pro pra´ci s atributem perzistentn´ıho objektu.
Mus´ıme si uveˇdomit, zˇe je-li neˇjaky´ atribut trˇ´ıdy cˇ´ıselne´ho typu, naprˇ´ıklad PRInt16, a i
kdyzˇ do vnitrˇn´ı rˇeprezentace mu˚zˇeme zapsat hodnotu null, nelze takovou hodnotu prˇedat
prˇes tento typ rozhran´ı. Proto dveˇ z metod, ktere´ rozhran´ı dwIPropertyBase nab´ız´ı, jsou
isNull() a setNull().
Odvozenou trˇ´ıdou je ItemBase, ktera´ obsahuje spolecˇne´ polozˇky odkaz˚u a slozˇek,
cozˇ jsou jme´no, pozna´mka a nadrˇazena´ slozˇka. Z n´ı jsou pak jizˇ odvozeny komponenty
s rozhran´ım dwILink a dwIFolder. Ve vsˇech trˇech trˇ´ıda´ch je implementova´no nacˇ´ıta´n´ı hod-
not na vyzˇa´da´n´ı, cozˇ znamena´, zˇe hodnoty jsou z RDF zdroje cˇteny azˇ v okamzˇiku, kdy
jsou potrˇeba. Kazˇdy´ atribut deklaruje mı´sto pro uchova´n´ı hodnoty, jej´ıho typu dane´ho po-
tomkem rozhran´ı nsISupportsPrimitive a v prˇ´ıpadeˇ potrˇeby je prˇipraven mechanismus
transformace nacˇteny´ch hodnot z RDF zdroje. Hodnoty nejsou do atribut˚u prˇiˇrazova´ny
prˇ´ımo, avsˇak prˇes obaluj´ıc´ı typ s rozhran´ım dwIType. Po vytvorˇen´ı instance trˇ´ıdy jsou totizˇ
vsˇechny atributy nastaveny na hodnotu null a t´ım indikuj´ı, zˇe hodnota jesˇteˇ nebyla z´ıska´na
ze zdroje. Pokud by ovsˇem tato z´ıskana´ hodnota byla opeˇt null, nebylo by mozˇne´ odliˇsit
stav “nenacˇteno” od “hodnota = null”.
Po nacˇten´ı hodnoty atributu z databa´ze se automaticky vytva´rˇ´ı instance trˇ´ıdy Type
a do jej´ı vlastnosti value se prˇiˇrad´ı bud’ null nebo nova´ instance trˇ´ıdy s prˇ´ıslusˇny´m
rozhran´ım na´sledn´ıka nsISupportsPrimtive a typ rozhran´ı je ulozˇen do promeˇnne´ VIID.
T´ım z´ıska´va´me silnou typovou kontrolu, jenzˇ lze prˇeda´vat prˇes IDL a za´rovenˇ take´ prostor
pro parametrizova´n´ı hodnot atribut˚u. Te´to vlastnosti bylo vyuzˇito v prˇedesˇle´ verzi aplikace,
46
kde jesˇteˇ fungovala mozˇnost hierarchicke´ho nastavova´n´ı hodnot. Takovy´m parametrem byl
isParentValue signalizuj´ıc´ı, zda je hodnota definova´na u dane´ polozˇky, nebo zda tuto
hodnotu pouze prˇeb´ıra´ od rodicˇ˚u.
Trˇ´ıda s dwIType je pouzˇ´ıvana´ take´ k prˇeda´va´n´ı libovolne´ hodnoty prˇes rozhran´ı ty-
poveˇ bezpecˇny´m zp˚usobem. T´ım nedocha´z´ı k proble´mu˚m, kdy prˇes cˇ´ıselny´ atribut rozhran´ı
potrˇebujeme dostat null.
9.2.2 Uzˇivatelske´ rozhran´ı
Kl´ıcˇovy´mi prvky uzˇivatelske´ho rozhran´ı jsou hlavn´ı okno aplikace a dialogove´ okno vlast-
nost´ı odkazu, ktere´ je zobrazova´no prˇi prˇida´va´n´ı nebo u´praveˇ informac´ı o dokumentu
urcˇene´m ke kontrole.
9.2.3 Hlavn´ı okno aplikace
Aplikace WebSite-Watcher a TimelyWeb pouzˇ´ıvaj´ı dva r˚uzne´ zp˚usoby zobrazova´n´ı polozˇek
ve stromove´ strukturˇe. Lze je videˇt na obra´zc´ıch 9.3 a 9.4.
Obra´zek 9.3: Hlavn´ı okno aplikace WebSite-Watcher
V obou programech se pouzˇ´ıva´ stromova´ struktura, ktera´ zobrazuje slozˇky a v prˇ´ıpadeˇ
TimelyWeb take´ odkazy, ktere´ se v nich nacha´zej´ı. Jestlizˇe je ale strom hodneˇ rozveˇtveny´
a obsahuje velke´ mnozˇstv´ı slozˇek a odkaz˚u na dokumenty, je zp˚usob zobrazen´ı pouzˇ´ıvany´
v aplikaci TimelyWeb velice neprˇehledny´. Smı´cha´n´ı slozˇek a odkaz˚u do jedne´ struktury
p˚usob´ı pomeˇrneˇ chaoticky.
Proto byl zvolen oddeˇleny´ pohled na strom slozˇek a na seznam odkaz˚u, ktere´ vybrana´
slozˇka, prˇ´ıpadneˇ slozˇky, obsahuj´ı. Takovy´ zp˚usob zobrazen´ı je take´ zna´my´ z aplikace Ex-
plorer v operacˇn´ım syste´mu Windows. Zde je mozˇno spatrˇit prvn´ı vylepsˇen´ı oproti uve-
deny´m programu˚m – lze vybrat najednou v´ıce slozˇek, prˇicˇemzˇ se vsˇechny jejich polozˇky
zobraz´ı v prave´ cˇa´sti okna. Dı´ky toho lze skupinoveˇ meˇnit vlastnosti odkaz˚u.
Hlavn´ı okno aplikace se tedy sesta´va´ ze dvou cˇa´st´ı – v leve´ se nacha´z´ı strom
s uzˇivatelsky´mi slozˇkami. Kromeˇ nich se zde nacha´zej´ı i trˇi syste´move´, jenzˇ informuj´ı
o pra´veˇ kontrolovany´ch dokumentech, chyba´ch, ktere´ vznikly beˇhem posledn´ıch kontrol a
zmeˇneˇny´ch odkazech. V prave´ cˇa´sti okna je umı´steˇn seznam odkaz˚u, ktery´ zobrazuje tyto
detaily: Na´zev odkazu, URL, datum/cˇas posledn´ı zmeˇny, datum/cˇas posledn´ı kontroly,
datum/cˇas prˇ´ıˇst´ı kontroly a stav posledn´ı kontroly.
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Obra´zek 9.4: Hlavn´ı okno aplikace TimelyWeb
Oba XUL elementy, ktere´ zobrazuj´ı slozˇky a odkazy, jsou prˇ´ımo napojeny na dva datove´
zdroje. Prvn´ım je extern´ı RDF, jenzˇ je umı´steˇn v adresa´rˇi docwatcher/data.rdf v dane´m
profilu uzˇivatele. O jeho prˇ´ıpadne´ vytvorˇen´ı a nacˇten´ı se stara´ sluzˇba Database. Jsou
zde umı´steˇny vsˇechny u´daje o odkazech a slozˇka´ch, ktere´ je potrˇeba uchova´vat. Jesˇteˇ
poznamenejme, zˇe vytvorˇen´ı hierarchicke´ struktury slozˇek je umozˇneˇno skla´da´n´ım identi-
fika´tor˚u pomoc´ı kontejner˚u realizovany´ch dwIRDFContainer. Jiny´ zp˚usob ukla´da´n´ı znalost´ı
do RDF by pravdeˇpodobneˇ zp˚usobil nemozˇnost prˇ´ıme´ho zobrazen´ı stromove´ struktury.
Druhy´m datovy´m zdrojem je intern´ı RDF, ktere´ je vytvorˇeno dynamicky prˇi startu ap-
likace. Pouzˇ´ıva´ se z neˇkolika d˚uvod˚u. Prvn´ım je potrˇeba vytvorˇit dvouu´rovnˇovou hierarchii
slozˇek, kde budou vlozˇeny slozˇka “Prˇehled” spolu se trˇemi podslozˇkami a k nim prˇiˇradit
odpov´ıdaj´ıc´ı odkazy. K te´to hierarchii se pak jesˇteˇ prˇida´va´ korˇenova´ slozˇka uzˇivatelsky´ch
slozˇek, jenzˇ jsou vza´peˇt´ı take´ prˇipojeny. Druhy´m d˚uvodem je interpretace hodnot uzˇivateli.
V extern´ım RDF zdroji je naprˇ´ıklad datum posledn´ı zmeˇny ulozˇeno jako 64bitove´ cˇ´ıslo
a tuto hodnotu nelze uzˇivateli vypsat. Proto jsou u odkaz˚u definova´ny metody, ktere´
vytva´rˇ´ı novou trojici, kde subjekt odpov´ıda´ identifika´toru odkazu, predika´t uvozuje cˇitelnou
podobu konkre´tn´ı hodnoty a objekt je rˇeteˇzec, zde naprˇ´ıklad datum a cˇas. Tyto trojice jsou
vytva´rˇeny pouze tehdy, jestlizˇe uzˇivatel dany´ odkaz vybral a mu˚zˇe jej videˇt, a opeˇt rusˇeny,
byl-li odkaz skryt.
9.2.4 Dialogove´ okno vlastnost´ı odkazu
Druhy´m d˚ulezˇity´m prvkem uzˇivatelske´ho rozhran´ı je dialogove´ okno s vlastnostmi odkazu.
Skla´da´ se z neˇkolika za´lozˇek, na jejichzˇ panelech lze zadat na´sleduj´ıc´ı u´daje:
• Obecne´ – na´zev dokumentu, adresa URL a typ souboru (textovy´, bina´rn´ı).
• Nastaven´ı – prˇihlasˇovac´ı jme´no a heslo a zp˚usob porovna´va´n´ı dokumentu (dle obsahu,
velikosti, datumu posledn´ı zmeˇny).
• Filtr – za´lozˇka je dostupna´ pouze u textovy´ch soubor˚u. Umozˇnˇuje omezit oblast, ve
ktere´ budou vyhleda´va´ny zmeˇny.
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• Historie – nastaven´ı parametr˚u ukla´da´n´ı historie zmeˇn dokument˚u.
• Cˇasy kontroly – mozˇnost zasˇkrtnut´ı volby “Kontrola prˇi startu”, vy´beˇr
manua´ln´ıch/automaticky´ch kontrol. Ve druhe´m prˇ´ıpadeˇ lze urcˇit, jak cˇasto ma´ by´t
dokument kontrolova´n.
• Akce – zp˚usob upozorneˇn´ı uzˇivatele prˇi zmeˇneˇ dokumentu a prˇ´ıpadneˇ volba akce.
Zahrnuje vy´beˇr zvukove´ho souboru, na´zev extern´ı aplikace, ktera´ bude spusˇteˇna a
mozˇnost urcˇit, zda bude zmeˇna signalizovana´ vyskakuj´ıc´ım oknem.
• Pozna´mka – karta s editacˇn´ım polem umozˇnˇuj´ıc´ı zadat libovolnou textovou pozna´mku.
Prˇi vy´beˇru v´ıce odkaz˚u mohou by´t vlastnosti nastavova´ny v jeden okamzˇik na stejnou
hodnotu. Aplikace WebSite-Watcher tuto vlastnost take´ zvla´da´, avsˇak pouzˇ´ıva´ jiny´ typ
dialogove´ho okna nezˇ je zobrazen prˇi vytva´rˇen´ı nove´ho odkazu, cozˇ mu˚zˇe uzˇivatele ma´st.
DocWatcher vyuzˇ´ıva´ jedine´ okno. Jestlizˇe je dana´ vlastnost ve vsˇech odkazech nastavena
na stejnou hodnotu, je tato hodnota uvedena. Pokud jsou hodnoty r˚uzne´, je zobrazen ob-
sah textove´ konstanty moreValues umı´steˇne´ v souboru app.properties, prˇ´ıpadneˇ, jedna´-li se
o zasˇkrta´vac´ı tlacˇ´ıtko, je zobrazen trˇet´ı nerozhodny´ stav, ktery´ byl pro tento u´cˇel imple-
mentova´n. Prave´ tlacˇ´ıtko mysˇi vyvola´va´ kontextove´ menu, ktere´ umozˇn´ı na´vrat na p˚uvodn´ı
hodnotu.
9.2.5 Proces kontroly
Po spusˇteˇn´ı aplikace je pomoc´ı metody dwIDatabase::getNextLinksToCheck() nalezen
nejnizˇsˇ´ı cˇas, kdy se ma´/meˇla spustit kontrola dokumentu. Je-li nalezeny´ cˇas mensˇ´ı nebo
roven aktua´ln´ımu cˇasu, je prozkouma´na databa´ze odkaz˚u a vyhleda´ny ty, ktere´ maj´ı by´t
zkontrolova´ny. V opacˇne´m prˇ´ıpadeˇ je vra´cen odkaz, ktery´ ma´ by´t zkontrolova´n nejdrˇ´ıve.
Pr˚ubeˇh kontroly textovy´ch a bina´rn´ıch dokument˚u je zobrazen na obra´zku 9.5.
Po odstartova´n´ı procesu kontroly dokumentu je nava´za´no spojen´ı se serverem, na ktere´m
je zkoumany´ dokument ulozˇen, nebo je otevrˇen loka´lneˇ dostupny´ soubor. Take´ je inicializo-
vana´ hodnota otisku dat (hash). Jestlizˇe byla zvolena mozˇnost porovna´va´n´ı dle velikosti
nebo cˇasu zmeˇny souboru, je tento parametr ihned vyhodnocen a v prˇ´ıpadeˇ neshody
s ulozˇenou hodnotou je zahla´sˇena zmeˇna.
Soubor je cˇten a kop´ırova´n do docˇasne´ho souboru po bloc´ıch, jejichzˇ velikost urcˇuje
vzda´leny´ server nebo operacˇn´ı syste´m. Bloky jsou nacˇ´ıta´ny asynchronneˇ, tj. cˇten´ı neblokuje
hlavn´ı vla´kno aplikace. Jestlizˇe uzˇivatel nezadal filtr, je prˇi kazˇde´m nacˇtene´m bloku upravena
hodnota otisku dat. Tento proces je opakova´n azˇ do nacˇten´ı cele´ho souboru. V prˇ´ıpadeˇ
u´speˇsˇne´ho dokoncˇen´ı stahova´n´ı je aplikova´n filtr a vypocˇ´ıta´n otisk vyfiltrovany´ch oblast´ı,
pokud uzˇivatel tuto volbu vyzˇaduje. Na´sleduje kontrola mnozˇstv´ı prˇedesˇly´ch nacˇteny´ch
verz´ı souboru a prˇi prˇekrocˇen´ı hranicˇn´ı hodnoty je nejstarsˇ´ı verze smaza´na.
V tomto okamzˇiku je k dispozici hash, ktery´ charakterizuje oblast dat, o kterou se
uzˇivatel zaj´ıma´. Jestlizˇe tato hodnota je odliˇsna´ s tou, ktera´ je ulozˇena´ v databa´zi, je doku-
ment zmeˇneˇn, uzˇivateli se aktivuj´ı vybrane´ zp˚usoby notifikace a je ulozˇena´ nova´ hodnota.
Cely´ proces koncˇ´ı uzavrˇen´ım spojen´ı nebo loka´ln´ıho souboru.
Filtrova´n´ı obsahu textove´ho dokumentu
U textovy´ch forma´t˚u je mozˇne´ vyuzˇ´ıt funkci filtru. Pra´veˇ tato funkce podstatny´m zp˚usobem
urcˇuje kvalitu aplikac´ı zameˇrˇuj´ıc´ıch se na detekci zmeˇn obsahu v dokumentech. Bez n´ı nelze
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Obra´zek 9.5: Diagram aktivit zna´zornˇuj´ıc´ı pr˚ubeˇh kontroly dokumentu.
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detekovat zmeˇny v dokumentech, do ktery´ch se naprˇ´ıklad automaticky generuje datum a
cˇas. Prˇi kazˇde´m nacˇten´ı by byl takovy´to dokument oznacˇen jako zmeˇneˇny´.
Kazˇdy´ textovy´ soubor mu˚zˇe obsahovat hierarchickou posloupnost filtr˚u. U kazˇde´ho filtru
se definuj´ı na´sleduj´ıc´ı vlastnosti:
• ohranicˇen´ı pomoc´ı dvou rˇeteˇzc˚u, ktere´ nejsou zahrnuty do testova´n´ı a
• typ bloku, tj. zda ma´ by´t vyznacˇena´ cˇa´st dokumentu ignorova´na nebo sledova´na
Pravidla definice filtr˚u:
1. Filtrova´n´ı je neaktivn´ı v prˇ´ıpadeˇ, zˇe je zobrazen pouze jediny´ filtr, ktery´ je urcˇen
zacˇa´tkem a koncem souboru a jehozˇ obsah je sledova´n. Tento filtr nelze smazat.
2. Do filtru, jehozˇ obsah je sledova´n, lze vlozˇit filtry obou typ˚u:
(a) Vlozˇen filtr pro sledova´n´ı bloku – rodicˇovsky´ filtr pozby´va´ funkce sledova´n´ı, jizˇ
pouze vyznacˇuje cˇa´st v dokumentu. Novy´ filtr provedl uprˇesneˇn´ı mı´sta sledova´n´ı.
(b) Vlozˇen filtr pro ignorova´n´ı obsahu bloku – rodicˇovsky´ filtr sta´le urcˇuje oblast
sledova´n´ı vy´skytu zmeˇn s vy´jimkou oblast´ı, ktere´ maj´ı by´t ignorova´ny.
3. Do filtru, jehozˇ obsah ma´ by´t ignorova´n, jizˇ nelze vlozˇit dalˇs´ı filtr.
4. Filtry nelze prˇekry´vat.
Aplikace filtr˚u je cˇinnost syste´mu, prˇi ktere´m je ve vstupn´ıch textovy´ch datech vyh-
leda´va´na skupina rˇeteˇzc˚u, ktere´ budou na´sledneˇ testova´ny na shodu s minulou verz´ı. Filtry
jsou usporˇa´da´ny hierarchicky, postupuje se od globa´ln´ıho filtru (viz bod 1 definice pravidel)
azˇ k nejv´ıce zanorˇeny´m filtr˚um. Je nalezen zacˇa´tek a konec bloku, ktery´ filtr definuje, a
v neˇm jsou aplikova´ny zanorˇene´ filtry. Jestlizˇe je definova´no v´ıce filtr˚u na stejne´ u´rovni
v hierarchii, pak zacˇa´tek nove´ho bloku je vyhleda´va´n od konce bloku prˇedchoz´ıho. Je-li
nalezen sledovac´ı filtr, ktery´ jizˇ neobsahuje dalˇs´ı zanorˇeny´ sledovac´ı filtr, pak je rˇeteˇzec
dany´ jeho ohranicˇen´ım a vyrˇ´ıznut´ım vsˇech cˇa´st´ı, ktere´ definuj´ı ignoruj´ıc´ı filtry, ulozˇen do
pameˇti.
Jestlizˇe existuje alesponˇ jeden rˇeteˇzec uda´vaj´ıc´ı hranici bloku filtru, ktery´ nen´ı v doku-
mentu nalezen, pak byla zrˇejmeˇ zmeˇneˇna struktura dokumentu a filtr nelze aplikovat.
V takove´m prˇ´ıpadeˇ je zahla´sˇena “Chyba filtru”.
V p˚uvodn´ım na´vrhu v semestra´ln´ım projektu byla mozˇnost prova´deˇt filtrova´n´ı nad ele-
menty HTML dokumentu. Aby to bylo mozˇne´, musela by existovat neˇjaka´ trˇ´ıda, ktera´
je schopna´ vykreslit v pameˇti danou HTML stra´nku, tj. vytvorˇit DOM model, spustit
JavaScript ko´d, ktery´ tato stra´nka obsahuje a aplikovat CSS styly (ktere´ naprˇ´ıklad ukryj´ı
neˇjake´ informace nebo zmeˇn´ı jejich porˇad´ı). Takova´ trˇ´ıda dostupna´ v jazyce JavaScript
ale neexistuje. Z popisu procesu renderova´n´ı uvedene´ho v [26] a prˇ´ıspeˇvk˚u v neˇkolika
diskusn´ıch skupina´ch vyply´va´, zˇe vykreslova´n´ı HTML dokumentu mus´ı vzˇdy prob´ıhat v kon-
textu neˇjake´ho okna. T´ım se dosta´va´me do problematicke´ situace – DocWatcher pracuje
veˇtsˇinu sve´ho cˇasu pouze v pameˇti a okno je vytva´rˇeno azˇ v okamzˇiku kliknut´ı na volbu
“DocWatcher” v menu “Na´stroje”. Rˇesˇen´ım by mohlo by´t spusˇteˇn´ı procesu renderova´n´ı
v kontextu neˇjake´ho otevrˇene´ho okna prohl´ızˇecˇe. Jestlizˇe vsˇak uzˇivatel otevrˇe nove´ okno
a p˚uvodn´ı okno zavrˇe, dojde k chybeˇ a “steˇhova´n´ı” na jine´ okno nelze prove´st. Druha´
mozˇnost je vyuzˇit´ı skryte´ho okna, ktere´ je potrˇeba na operacˇn´ım syste´mu Mac OS X, okno
je dostupne´ prˇes atribut nsIAppShellService::hiddenDOMWindow. Vzhledem k tomu, zˇe
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by meˇlo by´t toto okno z implementac´ı pro Windows XP a Linux cˇasem odebra´no, opeˇt to
nen´ı vhodne´ rˇesˇen´ı. Z tohoto d˚uvodu z˚usta´va´ funkce filtrova´n´ı dle prvk˚u DOM dane´ho doku-
mentu nefunkcˇn´ı a v budoucnu bude snaha vytvorˇit komponentu v jazyce C++, ktera´ se
prˇ´ımo napoj´ı na renderova´n´ı, sama v pameˇti vytvorˇ´ı skryte´ okno a doda´ potrˇebny´ kontext.
9.3 Za´veˇrecˇne´ pozna´mky
Prˇi ladeˇn´ı zdrojovy´ch ko´d˚u byl kromeˇ princip˚u uvedeny´ch v kapitole 7 take´ vytvorˇen
jednoduchy´ syste´m komenta´rˇ˚u pro oznacˇen´ı oblast´ı, ktere´ jsou urcˇeny pouze pro ladeˇn´ı,
ktere´ maj´ı by´t pouze v ostre´ verzi, a zby´vaj´ıc´ı ko´d. Specia´ln´ı komenta´rˇ byl take´ vytvorˇen
pro vkla´da´n´ı souboru na dane´ mı´sto. Prˇ´ıklad:
/* INCLUDE "chrome/content/compdevel/Controller.js" */
/* DEBUG B */
function Controller()
{
}
/* DEBUG E */
/* RELEASE B *
dump("Controller OK\n");
/* RELEASE E */
Pro prˇevod do XPI bal´ıku mu˚zˇeme mı´t vytvorˇenou da´vku, jej´ızˇ soucˇa´st´ı je spusˇteˇn´ı
naprˇ´ıklad skriptu v jazyce Perl, ktery´ projde vsˇechny soubory, komenta´rˇe /* DEBUG B
*/ ... /* DEBUG E */ odstran´ı vcˇetneˇ jejich obsahu, smazˇe take´ rˇa´dky /* RELEASE B *
(zde opravdu chyb´ı lomı´tko) a /* RELEASE B */ a konecˇneˇ rˇa´dky /* INCLUDE "cesta"
*/ nahrad´ı skutecˇny´m obsahem uvedene´ho souboru. Prˇ´ıklad tohoto da´vkove´ho souboru a
prˇ´ıslusˇny´ch skript˚u je uveden na doprovodne´m DVD.
Druha´ pozna´mka se ty´ka´ komentova´n´ı ko´du v JavaScriptu a automaticke´ vytva´rˇen´ı
dokumentace. Zdrojove´ ko´dy aplikace DocWatcher jsou komentova´ny dle mı´rneˇ upraveny´ch
pozˇadavk˚u aplikace Natural Docs12, ktera´ umozˇnˇuje prˇevod jasneˇ cˇitelny´ch komenta´r˚u do
modern´ı dokumentace v HTML. Pro spra´vny´ vy´stup je potrˇeba vsˇechny zdrojove´ ko´dy jesˇteˇ
zpracovat pomoc´ı skriptu umı´steˇne´ho na DVD.
Alternativou je JSDoc13, ktery´ je vytva´rˇen pouze pro jazyk JavaScript, avsˇak jeho
vy´stupy uzˇ nejsou tak hezke´ a u slozˇiteˇjˇs´ıch konstrukc´ı ma´ proble´my s rozpozna´n´ım kon-
textu.
12http://naturaldocs.org/
13http://jsdoc.sourceforge.net/
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Kapitola 10
Za´veˇr
Uzˇivatele´, kterˇ´ı pouzˇ´ıvaj´ı pro prohl´ızˇen´ı webovy´ch stra´nek aplikaci nazvou Firefox a nebo
cˇtou svou posˇtu e-mailovy´m klientem Thunderbird veˇtsˇinou nemaj´ı ani tusˇen´ı, jak mocny´
na´stroj pouzˇ´ıvaj´ı a co vsˇe je ukryto pod povrchem uzˇivatelsky´ch rozhran´ı, se ktery´mi
pracuj´ı. Tato diplomova´ pra´ce ma´ snahu toto tajemstv´ı odkry´t a prˇedstavit sveˇtu volneˇ
sˇiˇritelnou aplikacˇn´ı platformu Mozilla.
Jej´ı vy´hodou je velke´ mnozˇstv´ı podporovany´ch operacˇn´ıch syste´mu˚, ktery´ch je v´ıce
nezˇ deset. Te´to vlastnosti je dosazˇeno vyspeˇlou architekturou platformy, jej´ızˇ struktura
je uvedena na zacˇa´tku te´to pra´ce. Hlavn´ı prˇednost´ı je vsˇak nativn´ı podpora zobrazova´n´ı
(X)HTML dokument˚u a mozˇnost´ı aktivneˇ s nimi pracovat. Je mozˇne´ upravovat jejich ob-
jektovy´ model, anizˇ by bylo potrˇeba psa´t slozˇity´ ko´d.
Avsˇak platforma ma´ bohuzˇel i stinne´ stra´nky. Nejveˇtsˇ´ı nevy´hodou je nedostupnost kva-
litn´ıch uceleny´ch informac´ı, ktere´ se zaby´vaj´ı vy´vojem aplikac´ı na nejnoveˇjˇs´ıch verz´ıch te´to
platformy. C´ılem te´to pra´ce je proto nava´zat na knihu Rapid Application Development with
Mozilla od N. McFarlanea, uve´st na pravou mı´ru informace, ktere´ nejsou platne´ pro ja´dro
beˇhove´ho prostrˇed´ı XULRunner v.1.8. a za´rovenˇ upozornit vy´voja´rˇe na chyby, ktere´ existuj´ı
ve sta´vaj´ıc´ı implementaci ja´dra platformy. Tato diplomova´ pra´ce za´rovenˇ obsahuje kapitoly
v porˇad´ı, v jake´m se obvykle vytva´rˇ´ı aplikace – programa´tor je sezna´men s vytva´rˇen´ım
uzˇivatelske´ho rozhran´ı v jazyce XUL a jeho mozˇnostmi, da´le je proveden objektoveˇ orien-
tovany´mi principy dostupny´ch v jazyce JavaScript, jenzˇ je hlavn´ı programovac´ı jazyk nad
vrstvou XPCOM. O te´to vrstveˇ, jenzˇ oddeˇluje ja´dro platformy od prostoru, ve ktere´m se
pohybuje vy´voja´rˇ, jsou uvedeny d˚ulezˇite´ informace a da´le se zde mu˚zˇeme sezna´mit s prob-
lematikou vy´voje vlastn´ıch komponent. Nechyb´ı ani vysveˇtlen´ı ukla´da´n´ı znalost´ı a dota-
zova´n´ı v jazyce RDF/XML. Veˇtsˇ´ı cˇa´st pra´ce je veˇnovana´ ladeˇn´ı aplikac´ı, jenzˇ je poneˇkud
komplikovaneˇjˇs´ı nezˇ u jiny´ch kompilovany´ch jazyk˚u a platforem. Posledn´ı kapitola te´to cˇa´sti
uva´d´ı mozˇnosti distribuce hotovy´ch aplikac´ı a zp˚usoby jejich provozu.
Z´ıskane´ znalosti byly na´sledneˇ vyuzˇity prakticky prˇi vytva´rˇen´ı volneˇ sˇiˇritelne´ho mul-
tiplatformn´ıho na´stroje zvane´ho DocWatcher, jenzˇ vyuzˇ´ıva´ ke sve´mu fungova´n´ı aplikacˇn´ı
platformu Mozilla. C´ılem kapitoly zaby´vaj´ıc´ı se touto aplikac´ı je uve´st dalˇs´ı konre´tneˇjˇs´ı
obecneˇ platne´ informace a nab´ıdnout prˇ´ıklad prakticke´ implementace. Vzhledem k faktu,
zˇe byl o tuto aplikaci projeven za´jem z rˇad dalˇs´ıch uzˇivatel˚u, bude jej´ı vy´voj pokracˇovat
da´le, jen se prˇesune na server http://mozdev.org nebo https://addons.mozilla.org.
Dalˇs´ı vy´voj se bude snazˇit vyrˇesˇit proble´m s filtrova´n´ım dle DOM element˚u, ktery´ je
nyn´ı nefunkcˇn´ı z d˚uvodu nedostatecˇne´ podpory ze strany platformy a prˇida´n´ı filtrova´n´ı
bina´rn´ıch soubor˚u. Uzˇivatele´ by urcˇiteˇ take´ prˇiv´ıtali barevne´ odliˇsen´ı zmeˇn mezi ulozˇeny´mi
verzemi dokument˚u, pokrocˇilejˇs´ı metody prˇihlasˇova´n´ı se na server a opeˇtovne´ odhla´sˇen´ı,
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testova´n´ı cely´ch adresa´rˇovy´ch struktur, RSS, ... Pozˇadovany´ch vlastnostn´ı je urcˇiteˇ hodneˇ
a DocWatcher by se jednou mohl kvalitou a funkcemi prˇ´ıblizˇit sˇpicˇka´m, jako je WebSite-
Watcher. Nespornou vy´hodu ma´ vsˇak DocWatcher jizˇ nyn´ı – je to prvn´ı aplikace tohoto
zameˇrˇen´ı, ktera´ funguje v operacˇn´ıch syste´mech Windows, Linux, Mac OS X a dalˇs´ıch, cozˇ
pro uzˇivatele znamena´ stejne´ nastaven´ı doma, ve sˇkole i v pra´ci.
Pouzˇit´ı tohoto na´stroje jizˇ za´lezˇ´ı na prˇedstavivosti a potrˇeba´ch uzˇivatele, avsˇak d´ıky
toho, zˇe sveˇt kolem na´s je velmi dynamicky´ a meˇn´ı se kazˇdy´m okamzˇikem, mu˚zˇeme s jeho
pomoc´ı pohodlneˇji sledovat vyda´n´ı novy´ch cˇla´nk˚u na te´ma, ktere´ na´s zaj´ıma´, mu˚zˇe na´s
informovat o vyda´n´ı nove´ verze softwarove´ho produktu, nebo jen prosteˇ s jeho pomoc´ı
nezmesˇka´me obl´ıbeny´ obeˇd v j´ıdelneˇ s on-line j´ıdeln´ım l´ıstkem.
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