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Cílem této diplomové práce je vytvoøení prototypu výukové hry, která by mìla usnadnit
rozhodování pøi výbìru zamìøení budoucího studia nebo záliby. Zámìrem hry je poskytnout
názorný a pøedev¹ím velmi pozvolný úvod do problematiky logických systémù.
Teoretická èást práce se zabývá tématy potøebnými pro návrh hry. Vysvìtluje logické systémy,
hradla, klopné obvody, vìnuje se ¾ánrùm poèítaèových her a zamìøuje se zejména na puzzle hry
vèetnì jejich historie.
Dále diplomová práce pøedstavuje problematiku multiplatformního vývoje pro mobilní zaøí-
zení i poèítaèe, struènì popisuje nìkolik známých multiplatformních knihoven. K závìru pøedvádí
a srovnává nìkolik vybraných aplikací, které slou¾í pro podporu výuky logických systémù.
Abstract
The aim of the dissertation is to create a prototype of an educational game which should
help students with the choice of their future studies. To this end, the game introduces the topic
of logic systems in a non-threating interactive way with clear illustrative examples.
The theoretical part of the work deals with the background knowledge necessary in order to
design the game. It explains logic systems, gates, latches, and explores various aspects of game
genres with primary focus on puzzle games and their history.
In addition, the dissertation presents some of the issues related to cross-platform develop-
ment of games for both mobile and computer platforms, and provides brief descriptions of several
popular cross-platform libraries. Lastly, the work introduces and compares several chosen appli-
cations created as a supplementary material for teaching logic systems.
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Kapitola 1
Úvod
Práce se zabývá vývojem aplikace, která má, ideálnì nenásilnou formou, pøedstavit základy
logických systémù.
Proto se nejdøíve vìnuji úvodu do logických systémù, obvodù, hradel, klopných obvodù a for-
málnímu popisu systémù pomocí booleovských funkcí. Ve stejné èásti také nastíním téma simu-
lace logických systémù.
Poté následuje seznámení s poèítaèovými hrami a pøedstavení jejich ¾ánrù se zamìøením na
puzzle hry. Práce prozkoumá i historii puzzle her a u ka¾dé hry zdùrazní její dùle¾ité èi originální
vlastnosti.
V dal¹í kapitole budou popsány základy vývoje multiplatformních aplikací. Polo¾ím otázku,
zda vùbec multiplatformnì vyvíjet. Pøedstavím nìkolik aktuálnì populárních platforem a uvedu
mo¾nosti vývoje pro tyto platformy.
Následující kapitola se zabývá analýzou a srovnáním nìkolika aplikací, pøedev¹ím her, které
se prezentují jako výukové aplikace zamìøené na logické operace, èleny nebo celé obvody.
Zbývající kapitoly se zamìøují na prototyp aplikace, který je výstupem této práce. Postupnì
se rozepí¹i o specikaci po¾adavkù, návrhu, implementaci, ovìøení funkènosti, zhodnocení a také
o mo¾ných roz¹íøeních.
Dlouhou dobu pomalu klesá podíl absolventù technických oborù, viz obrázek 1.1. Je to jeden
z dùvodù volby tématu této práce. Pokud bude prototyp úspì¹ný, mohlo by se pokraèovat ve
vývoji a následnì aplikaci uvolnit zdarma ke sta¾ení.


















Obrázek 1.1: Graf podílu absolventù technických oborù, zdroj dat: M©MT ÈR[10]
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Kapitola 2
Logické systémy a obvody, mo¾nosti
popisu a simulace
Kapitola se zabývá pøedstavením logických systémù, obvodù, popisem jejich fungování a následnì
i hradly a klopnými obvody. Nakonec se dostane øada na mo¾nosti simulace celých logických
obvodù.
2.1 Logické systémy a logické obvody
2.1.1 Systém
Do systému vstupuje n vstupních velièin x1, . . . , xn a vystupuje z nìj m výstupních velièin
y1, . . . , ym. Vstupní velièiny xmìní svoji hodnotu nezávisle na systému. Naopak výstupní velièiny
závisí na vstupních velièinách. Tento vztah je umo¾nìn dal¹ím typem velièin { z1, . . . , zk. Jedná
se o vnitøní velièiny, které jsou vìt¹inou oznaèovány jako stavové. V¹echny tyto velièiny systému
oznaèujeme jako vstupní, výstupní nebo stavové promìnné.
2.1.2 Logický systém
Pokud hovoøíme o logickém systému, pak v¹echny promìnné mohou nabývat pouze dvou hodnot,
a to 0 a 1. Kdy¾ mluvíme o tìchto hodnotách, tak jsou èasto oznaèovány jako logické nebo
booleovské hodnoty. V rùzných materiálech se mù¾eme setkat i s odli¹ných znaèením, napø. L
a H (z anglického low a high).
2.1.3 Prostøedky pro popis vstupu, výstupu a stavu systému
K popisu vztahu mezi vstupy a výstupy obyèejnì pou¾íváme vektory vstupních, výstupních
a stavových promìnných. Uspoøádaná n-tice n logických hodnot tvoøí vektor. N-tici hodnot
tvoøenou hodnotami vstupních promìnných x1, . . . , xn oznaèujeme jako vstupní vektor a o m-tici









Obrázek 2.1: Logický systém
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Ku pøíkladu pro tøi hodnoty na vstupu jsou vstupní promìnné znaèené x1, x2, x3. Pak jeden
vstupní vektor má takovouto podobu:
a = (a1, a2, a3)
kde ai ∈ {0, 1} je specická logická hodnota promìnné xi, i = 1, 2, 3.
Pro n vstupních a m výstupních promìnných mù¾eme mno¾inu A =
{
(a1, . . . , an) | ai ∈
{0, 1}} v¹ech vstupních vektorù a mno¾inu U = {(u1, . . . , un) | ui ∈ {0, 1}} v¹ech výstupních
vektorù vyjádøit jako následující kartézský souèin
A = {0, 1} × · · · × {0, 1}︸ ︷︷ ︸
n-krát
= {0, 1}n
U = {0, 1}m
kde {0, 1} znaèí mno¾inu logických hodnot.
Mìjme následující pøíklad { tøi vstupní promìnné x1, x2, x3 a dvì výstupní promìnné y1, y2.
Pak mno¾iny v¹ech vstupních a výstupních vektorù jsou následující:
A ={0, 1}3 = {(0, 0, 0), (0, 0, 1), (0, 1, 0), (0, 1, 1),
(1, 0, 0), (1, 0, 1), (1, 1, 0), (1, 1, 1)}
U ={0, 1}2 = {(0, 0), (0, 1), (1, 0), (1, 1)}
Vidíme, ¾e v mno¾inách A je 2n a v U je 2m rùzných vstupních èi výstupních vektorù.
V praxi v¹ak èasto nebudou mno¾iny A a U úplné, proto¾e nìkteré kombinace vstupních nebo
výstupních hodnot nebude okolí nebo systém nikdy generovat.
2.1.4 Stav systému
Stav systému udr¾ují stavové promìnné. Hrají nenahraditelnou roli pøi vyjadøování vztahù mezi
vstupy a výstupy, vyjadøují chování systému. Nech» je S mno¾ina v¹ech mo¾ných stavù systému
pøi k stavových promìnných z1, . . . , zk, pak S bude splòovat
S ⊆ {0, 1}k
Je také mo¾né se setkat s ponìkud matoucí terminologií, jako napøíklad vstupní a výstupní
stavy èi kombinace namísto vektorù (èi hodnot promìnných).
2.1.5 Èas v logickém systému
Hodnoty výstupních a stavových promìnných se v prùbìhu èasu mìní v závislosti na vstupních
promìnných, logické systémy jsou tedy dynamické. Pøi popisu logického systému se pou¾ívá
diskrétní èas, který je denován jako posloupnost bodù ve spojitém èase
t0, t1, t2, . . . kde t0 < t1 < t2 . . .
V ka¾dém bodì èasu ti je pro systém denován urèitý vstupní vektor, vnitøní stav a výstupní
vektor. Konkrétní hodnoty ti nejsou bì¾nì významné, co je ale dùle¾ité je poøadí tìchto bodù.
Proto nám pro popis bodù v diskrétním èase vìt¹inou staèí celá nebo pøirozená èísla. Diskrétní
promìnná t vyjadøující aktuální èas tedy mù¾e nabývat napøíklad hodnot 0, 1, 2, 3, 4, . . . .
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Typicky jsou body v diskrétním èase urèeny tak, aby se kryly se zmìnami promìnných v sys-
tému. U synchronních systémù jsou tyto body urèeny pøímo zmìnami specické promìnné, která
se bì¾nì nazývá hodinová nebo synchronizaèní promìnná. Synchronní systém mù¾e reagovat na
zmìnu hodinové promìnné 0 → 1 (ukázka na obr. 2.2), 1 → 0, nebo na obì varianty zároveò.
Tuto promìnnou generuje zaøízení pojmenované jako generátor hodin, hodinová promìnná se












Obrázek 2.2: Pøíklad hodinového signálu
2.1.6 Chování a stavba systému
V ka¾dém logickém systému existují vztahy mezi hodnotami vstupních a výstupních promìn-
ných. Mno¾inu v¹ech tìchto vztahù, které jsou charakteristické pro daný systém, nazýváme
chování systému.
Logické systémy, pomineme-li ty elementární, jsou tvoøeny kompozicí vzájemnì propojených
jednodu¹¹ích logických systémù. Tato kompozice se bì¾nì oznaèuje jako struktura systému. For-
málnì je mo¾né strukturu systému vyjádøit dvojicí (P,V ), kde P = {P1, . . . , Pi} je mno¾ina
prvkù struktury (logické pod-systémy) a V je mno¾ina vazeb mezi prvky systému. Zpùsob
formálního popisu je mo¾no volit z více pøístupù. Základním prostøedkem pro popis systému je
orientovaný ohodnocený multigraf, kde vrcholy vyjadøují konkrétní prvky systému a orientované
hrany naznaèují vazby mezi prvky.
U logického systému je nejni¾¹í rozli¹ovací úrovní úroveò logických promìnných v diskrétním
èase (jejich hodnoty jsou mapovány na fyzikální velièiny ve spojitém èase). V popisu systému
nepracujeme se vztahy mezi fyzikálními velièinami ve spojitém èase, pøesto¾e tyto vztahy existují
a jsou dùle¾ité pro následnou implementaci v technických zaøízeních.
Naopak nejvy¹¹í rozli¹ovací úrovní jsou vektory hodnot logických promìnných. V této práci se
budeme zabývat primárnì vztahy mezi logickými hodnotami, ne mezi vektory logických hodnot
(ty jsou stì¾ejní pro systémy pracující na vy¹¹í rozli¹ovací úrovni, tam slou¾í k vyjádøení napø.
èísla, instrukce nebo znaku). S vektory logických hodnot pracují slo¾itìj¹í èíslicové (digitální)
systémy. Tyto systémy pracují s diskrétní formou informace, která je nazývaná bit (z anglického
binary digit). Pak o vektoru hodnot mluvíme jako o n-bitovém vektoru, slovu nebo øetìzci.
2.1.7 Logický obvod
Implementaci logického systému na konkrétním technickém zaøízení (bì¾nì elektronické zaøízení)
nazýváme logický obvod. Struktura a chování logického systému v diskrétním èase popisuje
stavbu a chování logického obvodu. Z logických obvodù, základních stavebních blokù, se budují
èíslicové poèítaèe a dal¹í èíslicová zaøízení.
2.1.8 Rozdìlení logických systémù
Podle toho, jak se logické systémy chovají, je rozdìlujeme na dvì skupiny: kombinaèní a sekvenèní
systémy (na stejné skupiny se dìlí i obvody).
4
Kombinaèní logický systém (nebo obvod) je jednodu¹¹í z dvojice. Chování kombinaèního
systému je mo¾no vyjádøit následující funkcí, bì¾nì oznaèovanou jako funkce kombinaèního
obvodu:
f : A→ U
kde A je mno¾ina vstupních a U mno¾ina výstupních vektorù.
Funkci f lze popsat tak, ¾e ka¾dému vstupnímu vektoru a ∈ A pøiøazuje jeden výstupní
vektor u = f(a), u ∈ U. Pov¹imnìme si, ¾e výstupní vektor závisí pouze na vstupním vektoru.
Sekvenèní logický systém je typický tím, ¾e jeho výstupní vektor (na rozdíl od kombina-
èního systému) závisí nejen na vstupním vektoru, ale i na posloupnosti (sekvenci) vstupních
vektorù v minulosti. Z toho plyne, ¾e pro stejné vstupní vektory (ne nutnì stejnou historii)
mù¾e tento typ systému generovat rùzné výstupní vektory. Aby tohoto chování mohl sekvenèní
logický systém dosáhnout, musí mít schopnost uchování informace { schopnost pamatovat si
data z minulosti. Ulo¾enou informaci následnì pou¾ije pøi výpoètu výstupu.
Formálnì lze popsat chování sekvenèního logického systému funkcí Fa:
Fa : A
∗ → U∗
kde A∗ a U∗ jsou nekoneèné mno¾iny v¹ech posloupností s koneènou délkou, jsou sestaveny
z mno¾iny vektorù A resp. U. Tyto posloupnosti nazýváme vstupní èi výstupní slova.
Funkce Fa pøiøazuje ka¾dému vstupnímu slovu jedno slovo výstupní se stejnou délkou. Po-
sloupnost a0a1a2 . . . ar je slovo slo¾ené z vektorù, kde dolní indexy znaèí bod v diskrétním èase.
Pro nìjaké vstupní slovo e (ze startovního èasu t = 0) generuje výstupní slovo w = Fa(e).
Funkci Fa oznaèujeme jako funkci sekvenèního systému. Zápis funkce je zkomplikován tím,
¾e denièní obor a obor hodnot (koobor) Fa jsou nekoneèné mno¾iny. Tato nepøíjemnost je
vyøe¹ena zavedením stavu systému, pak lze zapsat chování pomocí dvou funkcí p a v, které mají
koneèné denièní obory i obory hodnot.
s(t + 1) = p(s(t),a(t))
u(t) = v(s(t),a(t))
kde a(t), s(t) a u(t) odpovídají vstupnímu vektoru, stavovému vektoru a výstupnímu vektoru
v èase t, s(t + 1) popisuje následující stav v èase t + 1. Novì zavedená funkce p pøedepisuje
následující stav systému a v urèuje aktuální výstupní vektor. Tyto dvì funkce, které u¾ívají
vektor popisující stav systému, výraznì zjednodu¹ily zápis { není u¾ potøeba historie vstupù A∗.
2.1.9 Pevná a programovatelná funkce
Logické systémy (a logické obvody) lze rozdìlit podle zpùsobu, jakým je implementována funkce
popisující chování.
Systémy s pevnou funkcí jsou charakteristické tím, ¾e jejich chování je dáno jejich konkrétní
strukturou navr¾enou speciálnì pro danou funkènost. Pokud chceme zmìnit chování, musíme
zmìnit strukturu systému.
Pro systémy s programovatelnou funkcí je typické, ¾e jejich funkce je øízená programem ulo¾e-
ným v pamì»ovém podsystému. Program lze pøepsat a tím upravit i chování celého systému beze
zmìny struktury systému. Program se skládá z po sobì jdoucích pøíkazù kódovaných v booleov-


















Obrázek 2.3: Typická obecná struktura logického systému s programovatelným chováním
Systém s programovatelnou funkcí má svou strukturu univerzální. Typické rozdìlení systému
si mù¾eme prohlédnout na obr. 2.3. P je pamì» s pøímým pøístupem { RAM (Random Access
Memory). Procesor PR je zodpovìdný za provádìní programu, který je ulo¾en v pamìti. Pro-
vádìní programu (také oznaèované jako interpretace) je proces, ve kterém procesor postupnì
naèítá instrukce z pamìti a vykonává je. Instrukce nemusí nutnì le¾et za sebou { napø. instrukce
skoku zapøíèiní, ¾e adresa následující instrukce nemusí být adresou instrukce, která se nachází
za instrukcí skoku. Vstupnì-výstupní jednotka má na starosti pøijímaní a dekódování vstupu
(získává vstupní vektor) a kódování a odesílání výstupu (výsledku).
Velmi dùle¾itá skupina implementující logické systémy s programovatelnou funkcí jsou uni-
verzální mikropoèítaèe a mikrokontroléry èasto oznaèované jako jednoèipové poèítaèe. Univer-
zální mikropoèítaèe a mikrokontroléry nelze pou¾ít na v¹echny úlohy, které mohou øe¹it logické
systémy s pevnou funkcí. Pouze na mno¾inu úloh, kde není doba odezvy kritická, univerzální
mikrokontroléry a mikropoèítaèe jsou toti¾ podstatnì pomalej¹í ne¾ obvod speciálnì navr¾ený
na danou úlohu. Tento nedostatek lze èásteènì zmírnit u¾itím specializovaného procesoru, který
má instrukèní sadu vhodnou pro øe¹ení specického problému.
2.1.10 Hlavní úlohy návrhu logických obvodù
Prvním úkolem je nalezení a popis chování logického obvodu ze struktury obvodu. Tento úkol
se nazývá analýza logických obvodù.
Druhý úkol pøedstavuje syntéza logických obvodù, kde na vstupu máme formálnì nebo slovnì
formulované zadání a výstupem oèekáváme strukturu systému, která splòuje po¾adavky na cho-
vání a parametry systému.
Syntéza není obecnì jednoznaèná, pro ne úplnì jednoduché problémy toti¾ vìt¹inou exis-
tuje velké mno¾ství øe¹ení splòující zadání. Pak se hledá tzv. optimální øe¹ení podle zadaných
kriteriálních funkcí, proces se oznaèuje jako optimální syntéza. Úkol optimální syntézy je velmi
komplikovaný, pøesné algoritmické øe¹ení je známé pouze pro nìkolik vybraných obvodù a nìkterá
kritéria optimálnosti. Slo¾itost øe¹ení tohoto typu úloh na poèítaèi je exponenciální vzhledem
k poètu prvkù obvodu.
U systémù s programovatelnou funkcí se bì¾nì nenavrhuje univerzální mikropoèítaè, úkolem
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je napsat program pro ji¾ existující zaøízení.
Dal¹í pomìrnì významná èinnost pøi návrhu logických obvodù je modelování a simulace
logických systémù. Jde o navr¾ení odpovídajícího matematického modelu obvodu a následném
experimentování nad tímto modelem { sledujeme reakce na rùzné vstupy (èasto v jiném èasovém
mìøítku) anebo procházíme historii chování systému.
2.1.11 Zdroje
Hlavním zdrojem této èásti o logických systémech byla kniha [16], podstatnì ménì informací
bylo èerpáno z [48] a [45].
2.2 Logické funkce
Následující text je zalo¾en pøedev¹ím na [48] a [16], dále bylo èerpáno také z [26].
2.2.1 Typy booleovských funkcí
Obecná logická funkce je popsána tzv. booleovskou funkcí (nìkdy oznaèovaná jako B-funkce)
f(x1, x2, . . . , xn), která je zobrazením z n booleovských hodnot do jedné booleovské hodnoty.
f : {0, 1}n → {0, 1}






co¾ je mno¾ina v¹ech mo¾ných n-tic s prvky 0 a 1. Oborem hodnot funkce je mno¾ina {0, 1}, tj.
booleovská nebo také logická hodnota. Obecná booleovská (logická) funkce tedy pøiøazuje ka¾dé
vstupní n-tici booleovských hodnot právì jednu výstupní booleovskou hodnotu (tj. 0 nebo 1).

















(c) Roz¹íøená b. funkce
Tabulka 2.1: Boolovské (logické) funkce
V praktických úlohách se objevují tzv. neúplné booleovské funkce. Takové funkce nemají
denièní obor odpovídající {0, 1}n, ale pouze jeho podmno¾inì. Neúplná booleovská funkce
f(x1, x2, . . . , xn) je zobrazení z Q do {0, 1}, které je denované následovnì
f : Q→ {0, 1}, kde Q ⊂ {0, 1}n
V tabulce 2.1b vidíme pøíklad neúplné booleovské funkce. V bodì 11 není denována, tako-
véto body oznaèujeme jako nedenované body funkce.
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V praxi se nejèastìji u¾ívají tzv. roz¹íøené booleovské funkce. Jde o úplné booleovské funkce
mající v oboru hodnot kromì 0 a 1 také hodnotu
”
x\, která popisuje hodnotu neurèitou { funkce
v tomto bodì mù¾e nabývat hodnoty 0 nebo 1.
f(x1, x2, . . . , xn) : {0, 1}n → {0, 1, x}
V tabulce 2.1c je ukázán pøíklad roz¹íøené funkce (shodná s funkcí OR kromì hodnoty v 11).
Funkci f ′ (úplnou, neúplnou nebo roz¹íøenou) nazýváme rovnocennou s funkcí f právì tehdy,
kdy¾ mají kromì neurèených bodù stejné hodnoty 0 èi 1. Mù¾eme si zkontrolovat, ¾e funkce
z tabulek 2.1a, 2.1b a 2.1c jsou rovnocenné.
Pro jednu urèitou booleovskou funkci f je 2k totálních funkcí, které jsou s ní rovnocenné.
Promìnná k znaèí poèet neurèených bodù v oboru funkce f .
Ku pøíkladu k funkci f z tabulky 2.1c je 21 = 2 rùzných úplných funkcí, které se jedna od
druhé li¹í v rùzných hodnotách 0 a 1 v onom jednom neurèeném bodì funkce f .
2.2.2 Vzdálenost booleovských funkcí
Pøi návrhu logických systémù je vhodné mít mo¾nost, jak hodnotit míru rozdílù mezi dvìma
booleovskými funkcemi. Proto denujeme vzdálenost d(l, j) dvou n-tic (ekvivalentní s vektory
èi body funkce) l a j z mno¾iny {0, 1}n jako poèet míst, ve kterých se tyto dvì n-tice odli¹ují.
Zavedená vzdálenost se jmenuje Hammingova vzdálenost. Právì tehdy, kdy¾ dvì n-tice mají
vzdálenost rovnu jedné, tak se oznaèují jako sousedící.
V dal¹ím textu budeme pou¾ívat následující konvenci: vektory logických (booleovských) hod-
not budou reprezentovány jako øetìzec symbolù 0 a 1. Napøíklad vektor (0, 1, 0) budeme zkra-
covat na 010.
Nech» máme dva vektory 1010 a 0110, pak jejich vzdálenost odpovídá d(1010, 0110) = 2
a nejsou proto sousedící.
Spolu s mno¾inou {0, 1}n tvoøí zavedená funkce vzdálenosti tzv. metrický prostor, proto¾e
splòuje následující tvrzení:
1. d(l, j) ≥ 0
2. d(l, j) = d(j, l)
3. d(l, j) = 0⇐⇒ l = j
4. d(l, k) ≤ d(l, j) + d(j, k) (trojúhelníková nerovnost)
Více o metrikách a metrických prostorech vèetnì pøíkladù mù¾e ètenáø nalézt ve skriptech [26].
2.2.3 U¾ití booleovských funkcí
Logické funkce se pou¾ívají pro popis kombinaèních obvodù (tj. obvodù, kde nezále¾í na historii
stavù). Chování logického systému, který popisuje nìjaký logický obvod, je tedy mo¾no popsat
uspoøádanou m-ticí booleovských funkcí f1, f2, . . . , fm:
yj = fj(x1, x2, . . . , xn), kde j = 1, 2, . . . ,m
Mìjme logický systém se dvìma vstupy a dvìma výstupy (vyobrazen na obrázku 2.4). Obecnì
budou funkce vypadat následovnì
y1 = f1(x1, x2)






Obrázek 2.4: Logický systém se dvìma vstupy a dvìma výstupy
Øeknìme, ¾e první výstup bude ekvivalentní s funkcí XOR a druhý s funkcí AND. Tuto skuteè-
nost mù¾eme zapsat takto
y1 = f1(x1, x2), f1(x1, x2) = x1 ⊕ x2
y2 = f2(x1, x2), f2(x1, x2) = x1 ∧ x2
V tabulce 2.2a vidíme v¹echny kombinace vstupních hodnot s patøiènými výstupy, tabulka 2.2b
ukazuje zápis pomocí vektorù.
fj = A→ {0, 1}, j = 1, 2
x1 x2 f1 f2
0 0 0 0
1 0 1 0
0 1 1 0
1 1 0 1
(a) Funkèní
(x1, x2) (y1, y2)
0 0 0 0
1 0 1 0
0 1 1 0
1 1 0 1
(b) Vektorový
Tabulka 2.2: Popis chování pomocí B-funkcí
2.3 Logické výrazy
V pøedchozí èásti jsme se setkali s popisem chování logické funkce x1∧x2, obecnì se tato notace
nazývá logický výraz. Jde o øetìzec symbolù slo¾ený z konstant {0, 1}, promìnných a operací {¬,
∧, >, <, ⊕, ∨, ∼∨ , ↔, →, ←, ∼∧}. Pojem logický výraz budeme v dal¹ím textu zkracovat pouze
na výraz.
2.3.1 Logické spojky
Operátory nad logickými výrazy se nazývají logické spojky (anglicky logic connectives). Pokud
mají dva vstupní parametry, pak se nazývají binární logické spojky (nebo také dyadické logické
spojky). Jediná spojka v seznamu, která oèekává pouze jeden vstupní parametr, je negace ¬.
Spojky s jedním vstupním parametrem jsou oznaèovány jako unární logické spojky (ménì èasto
nazývané jako monadické logické spojky). Symboly > a < znaèí inhibici a transponovanou
inhibici,
∼∨ NOR a ∼∧ NAND. Znaèení inhibice se v literatuøe rùzní, zde pou¾itá pochází z jazyka
APL. Znaèky pro NOR a NAND jsou pùvodem také z APL z dílny pana Iversona. V knize
"Logic Circuit Design" [48] se rozhodl autor nepou¾ívat obvyklou notaci pøedev¹ím proto, ¾e
Iversonovùs zápis se lépe pamatuje a pùsobí logiètìji, s tím plnì souhlasím a proto také budu




Nicodova funkce (nìkdy také oznaèována jako Piercova funkce):
x1|x2 ⇔ x1↑x2 ⇔ x1
∼∨x2 ⇔ ¬(x1∨x2)
2.3.2 Elementární logické funkce
Nyní, kdy¾ jsme zavedli operace nad logickými promìnnými, mù¾eme sepsat kompletní tabulku
tzv. elementárních logických funkcí. Jde o takové logické funkce, které mají nejvíce dvì vstupní
Denice Zápis Jméno logické
X1 = 0011 funkce
X2 = 0101
Y0 = 0000 Y0 ⇔ 0 kontradikce, nepravda
Y1 = 0001 Y1 ⇔ X1 ∧X2 konjunkce, AND
Y2 = 0010 Y2 ⇔ X1 > X2 inhibice
Y3 = 0011 Y3 ⇔ X1 identita
Y4 = 0100 Y4 ⇔ X1 < X2 transponovaná inhibice
Y5 = 0101 Y5 ⇔ X2 identita
Y6 = 0110 Y6 ⇔ X1 ⊕X2 antivalence, exkluzivní OR, XOR
Y7 = 0111 Y7 ⇔ X1 ∨X2 disjunkce, OR
Y8 = 1000 Y8 ⇔ X1
∼∨X2 NOR, Nicodova (Piercova) funkce
Y9 = 1001 Y9 ⇔ X1 ↔ X2 ekvivalence
Y10 = 1010 Y10 ⇔ X2 (také ¬X2) negace, NOT
Y11 = 1011 Y11 ⇔ X1 ← X2 transponovaná implikace
Y12 = 1100 Y12 ⇔ X1 negace, NOT
Y13 = 1101 Y13 ⇔ X1 → X2 implikace
Y14 = 1110 Y14 ⇔ X1
∼∧X2 NAND, Sheerova funkce
Y15 = 1111 Y15 ⇔ 1 tautologie, pravda
Tabulka 2.3: Elementární logické funkce
promìnné a právì jednu výstupní promìnnou. Pøitom vstupní (pak také výstupní) promìnná
mù¾e být buïto logická hodnota, nebo vektor logických hodnot. V tabulce 2.3 jsou vypsány
v¹echny elementární logické funkce.
2.3.3 Funkèní úplnost
Z tabulky je zøejmé, ¾e existuje pomìrnì velký poèet elementárních logických funkcí. Bì¾nì se ale
zdaleka nepou¾ívají v¹echny. Naopak se èasto pou¾ívají pouze dvì nebo tøi logické funkce. Pokud
pomocí mno¾iny logických operátorù je mo¾no vyjádøit jakoukoliv logickou funkci, pak tuto
mno¾inu adresujeme jako funkènì úplná mno¾ina (logických spojek). V tabulce 2.4 se nachází
v nejlevìj¹ím a nejpravìj¹ím sloupci. Ka¾dá logická funkce mù¾e být popsána za u¾ití pouze
AND, OR a NOT spojek. Mno¾ina {∧,∨,¬} je tedy funkènì úplná mno¾ina. To znamená, ¾e
pokud mù¾eme mno¾inou spojek S vyjádøit v¹echny spojky jiné funkènì úplné mno¾iny, pak je
i daná mno¾ina S funkènì úplná. V tabulce vidíme v nekrajových sloupcích vyjádøení AND, OR
a NOT pomocí spojek z prvního sloupce.
V pravém sloupci se nachází tzv. duální mno¾iny, které obsahují duální spojky k pùvodní
mno¾inì. Pøídavné jméno
”
duální\ znamená, ¾e pokud nahradíme pravdivostní hodnoty a pù-
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mno¾ina ¬A A ∧B A ∨B duální mno¾ina
{ ∼∧} A ∼∧A (A ∼∧B) ∼∧ (A ∼∧B) (A ∼∧A) ∼∧ (B ∼∧B) { ∼∨}
{∧,¬} ¬A A ∧B ¬(¬A ∧ ¬B) {∨,¬}
{→, 0} A→ 0 (A→ (B → 0))→ 0 (A→ B)→ B {>, 1}
{→,¬} ¬A ¬(A → ¬B) ¬A → B {>,¬}
{⊕,∧, 1} A⊕ 1 A ∧B A⊕B ⊕ (A ∧B) {↔,∨, 0}
{⊕,∨, 1} A⊕ 1 A⊕B ⊕ (A ∨B) A ∨B {↔,∧, 0}
Tabulka 2.4: Vybrané funkènì úplné mno¾iny logických spojek
vodní spojky jejich duálními protìj¹ky, pak dostaneme výrazy, které jsou ekvivalentní s výrazy
pùvodními. Tabulka 2.5 pøehlednì zobrazuje základní logické funkce s jejich duálními tvary.
originální 0 ∧ > < ⊕ ∨ ∼∨ ↔ ¬ ← → ∼∧ 1
duální 1 ∨ ← → ↔ ∧ ∼∧ ⊕ ¬ > < ∼∨ 0
Tabulka 2.5: Duální hodnoty a spojky
2.3.4 Vlastnosti spojek
V prvé øadì si zavedeme èasto pou¾ívanou konvenci priorit logických spojek. Tabulka 2.6 zobra-
zuje spojky podle jejich priority. Díky této konvenci mù¾eme vynechávat závorky a zpøehlednit
spojka ¬ ∧ ∨ → ↔
priorita 1 2 3 4 5
Tabulka 2.6: Priorita logických spojek
tak zápis výrazu. Uka¾me si to na pøíkladu:(
(A ∧B) ∨ ( (¬A ) ∧B))↔ B ⇔
(A ∧B) ∨ (¬A ∧B)↔ B ⇔
A ∧B ∨ ¬A ∧B ↔ B
Dal¹í obvyklá konvence je vynechávání ∧ èlenu, nyní dostáváme tento výraz:
AB ∨ ¬AB ↔ B
který mù¾e být zapsán i takto (jiná notace negace):
AB ∨ A¯B ↔ B
Pøedstavme si dvì binární spojky • a ◦, které pou¾ijeme pro popis nìkolika vlastností.
•, ◦ ∈ {∧, <,>,⊕,∨, ∼∨ ,↔,←,→, ∼∧}
Spojka • je komutativní pokud platí
A •B ⇔ B •A
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Spojka • je asociativní pokud platí
A • (B • C)⇔ (A •B) • C
Spojka • je zleva distributivní vùèi spojce ◦ pokud platí
A • (B ◦ C)⇔ (A •B) ◦ (A • C)
Podobnì platí, ¾e spojka • je zprava distributivní ke spojce ◦ pokud
(B ◦ C) •A⇔ (B •A) ◦ (C •A)
V pøípadì, ¾e spojka • je distributivní zleva i zprava vùèi ◦, pak øíkáme, ¾e spojka • je distri-
butivní vùèi ◦.
Dal¹í zajímavou vlastností je idempotence, kterou lze popsat tak, ¾e ze vstupu (vstupù) A po




Pro funkce AND a OR existuje tzv. neutrální prvek. Mìjme na vstupu neutrální prvek a li-
bovolnou hodnotu A, pak po vyèíslení operace dostaneme opìt hodnotu A. Pro sèítaní a OR
platí, ¾e neutrálním prvkem je 0, proto¾e
A + 0 = A
A ∨ 0⇔ A
Neutrální prvek pro násobení a AND je, jak mù¾eme tu¹it, 1, proto¾e následující výroky jsou
pravdivé:
A · 1 = A
A ∧ 1⇔ A




V praxi se upøednostòují komutativní logické spojky, proto¾e nezále¾í na poøadí vstupù.
NAND a NOR jsou také komutativní, jako v¹echny spojky zmínìné v této podkapitole, ale
nemají neutrální prvek ani nejsou idempotentní. Implikace ani inhibice nejsou komutativní.
Asociativita platí jen pro podmno¾inu komutativních logických funkcí. Vyjmenujme nìko-
lik nejznámìj¹í logických funkcí, které jsou zároveò komutativní i asociativní: AND ∧, OR ∨,
ekvivalence ↔ a XOR ⊕.
Pøi úpravách logického výrazu jsou velmi u¾iteèné De Morganovy zákony, které popisují
vztahy mezi sjednocením, prùnikem a doplòkem. Nejèastìji tyto zákony vidíme aplikované na
spojky AND a OR. Jak vidíme v tabulce 2.7, lze je pou¾ít na velké mno¾ství spojek.
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A ∧B⇔ A ∨B A ∨B⇔ A ∧B
A > B⇔ A← B A← B⇔ A > B
A < B⇔ A→ B A→ B⇔ A < B
A⊕B⇔ A↔ B A↔ B⇔ A⊕B
A
∼∨B⇔ A ∼∧B A ∼∧B⇔ A ∼∨B
Tabulka 2.7: De Morganovy zákony
Pravidlo negace popisuje, jak vytvoøit doplnìk nebo znegovat libovolný logický výraz. Zní
následovnì: nahraï v¹echny promìnné a konstanty jejich doplòkem a ka¾dou spojku její duální
variantou. Ní¾e se nachází detailní pøíklad pou¾ití pravidla negace.
¬
((
(A ∨ ¬CD)AB ∨ C)¬D)⇔ ((A ∨ CD)AB ∨ C)D ⇔
(A ∨ CD)AB ∨ C ∨D ⇔ (A ∨ CD)AB ∨ C ∨D ⇔(
(A ∨ CD)AB ∧ C
)
∨D ⇔ (A ∨ CD ∨AB)C ∨D ⇔(
(A ∧ CD) ∨A ∨B)C ∨D ⇔ (A(C ∨D) ∨A ∨B)C ∨D
2.4 Hradla
Pojem hradlo znaèí gracký symbol, který se vá¾e k urèité logické funkci. Chování hradel je
ideální. Zaøízení reálnì vyrábìná se sna¾í co nejvíce pøiblí¾it jejich fungování. Ne v¹echny logické
funkce existují ve formì hradla, nejvíce se pou¾ívají hradla reprezentující základní logické funkce.
V textu práce i v aplikaci pou¾ívám znaèení dané normou IEC 60617-12. Standardní grackou
podobu hradla, pøedev¹ím jeho vstupù a výstupù, si mù¾eme prohlédnout na obrázku 2.5 [13].
Èást (a) vyobrazuje vstupy a (b) výstupy. Negace se znázoròuje koleèkem na konci vstupu èi na
zaèátku výstupu (výrazy zaèátek a konec chápeme ve smìru toku informace). Pak tedy èást (c)
pøedstavuje negovaný vstup a (d) negovaný výstup.
(a) (b) (c) (d)
Obrázek 2.5: Gracké znázornìní vstupù a výstupù hradel
Na obrázku 2.6 vidíme základní logická hradla. První jsou tzv. zdroje nebo také generátory
signálu. Dal¹í èlen je identita, která se nìkdy oznaèuje jako sledovaè. Následuje negace, v lite-
ratuøe také pojmenovaná jako invertor, negátor nebo negaèní obvod. (d) je AND èlen, znaèený
také jako souèinový obvod nebo konjunktor. OR vystupuje pod ¹títkem (e). Tento èlen je obèas
pojmenován jako souètový obvod nebo disjunktor. Text na hradlu nemusí být jen
”
1\, lze se set-
kat i s
”
≥ 1\. Následuje XOR { exkluzivní souèet. Posledním základním hradlem je ekvivalence






Jak bylo zmínìno døíve, nejvíce se u¾ívají hradla tìchto základních logických funkcí. Je to

























Obrázek 2.6: Hradla základních logických funkcí

























Obrázek 2.7: Dùle¾ité vlastnosti hradel
Díky komutativitì je mo¾né libovolnì pøeskládávat poøadí vstupù bez jakéhokoliv vlivu na
výstup. Pøíklad vidíme na obrázku 2.7a.
Asociativita umo¾òuje jednoduché vytváøení vícevstupých variant konkrétního hradla. Ob-
rázek 2.7b zachycuje tøívstupé a ètyøvstupé hradlo AND.
2.5 Klopné obvody
2.5.1 Základy
Klopné obvody (anglicky latch nebo ip-op, podle typu) se na rozdíl od jednodu¹¹ích hradel
li¹í pøedev¹ím tím, ¾e obsahují vnitøní pamì». Hradla pøedstavují kombinaèní obvody a klopné
obvody patøí mezi obvody sekvenèní.
Pøesto¾e pojem
”
klopný obvod\ je v èeském jazyce svázán s elektronickým provedením, vzor
pøekladu { latch { mù¾e být klidnì v provedení mechanickém. Dobrý pøíklad je prezentován
v [48], mù¾ete si jej prohlédnout na obrázku 2.8. Ventil si pamatuje poslední pulz z jednoho ze
vstupù x1, x2 a podle této pamìti je tekutina z y smìrována buïto do výstupu ∨ nebo .
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Obrázek 2.8: Speciální ventil jako pøíklad mechanické pamìti, zdroj [48]
Základní dìlení kombinaèních obvodù je podle hodinového vstupu. Synchronní obvody jsou
synchronizovány hodinovým signálem. Stav synchronních obvodù se mìní pouze jako reakce na
hodinový signál (èasto na nábì¾nou hranu nebo aktivní stav, ménì èasto na sestupnou (úbì¾nou)
hranu nebo zmìnu logického signálu). Asynchronní obvody mìní svùj stav okam¾itì1 pøi zmìnì
vstupních signálù, nepotøebují hodinový vstup.
Zamìøím se pøedev¹ím na asynchronní klopné obvody, proto¾e ve výsledné aplikaci není
plánována podpora synchronních variant.
Schémata v této podkapitole jsou pøedev¹ím ilustrativního charakteru. U vìt¹iny platí, ¾e
vstupní pulzy musí trvat dostateènì krátkou dobu, jinak nebude dosa¾eno pøedpokládaného
chování. V praxi se u¾ívají mnohem sostikovanìj¹í obvody, èasto víceèinné.
2.5.2 Klopný obvod RS
RS obvod je nejjednodu¹¹í základní obvod, který má schopnost si udr¾et urèitý stav bez pøivedení
vnìj¹ího signálu. Jméno RS (také R-S) je zkratka jeho dvou vstupù { reset a set. Obvod je tvoøen
dvìma NOR hradly (èleny), která jsou køí¾em propojena vstupy a výstupy. V tabulce 2.8 vidíme
pravdivostní hodnoty obvodu a na obrázku 2.9 realizaci v asynchronní variantì.
R S Qi Qi
0 1 1 0
1 0 0 1
0 0 Qi−1 Qi−1
1 1 zakázaný stav
Tabulka 2.8: Pravdivostní tabulka RS obvodu
Neformálnì lze obvod popsat tak, ¾e pøi aktivaci vstupu S se obvod pøepne do Q = 1 a pøi
aktivaci vstupu R se navrátí do pùvodního stavu Q = 0. Klidový stav, tj. vstupy (S,R) = (0, 0),
vrací ulo¾enou hodnotu Q. Stav, kdy jsou oba vstupy na logické 1 není povolen.
2.5.3 Klopný obvod JK
Po prostudování tabulky 2.9 je patrné, ¾e JK obvod funguje skoro stejnì jako RS. Jediný rozdíl je,
¾e nemá zakázanou kombinaci vstupních hodnot 11. Na tento vstup reaguje pøeklopením (toggle)
ulo¾ené hodnoty. Pro oznaèení JK existuje v angliètinì mnemotechnická pomùcka {
”
jump-kill\.
1Pro jednoduchost zanedbáváme zpo¾dìní prvku.
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Obrázek 2.9: Asynchronní RS obvod
J K Qi Qi
0 1 0 1
1 0 1 0
0 0 Qi−1 Qi−1
1 1 Qi−1 Qi−1
Tabulka 2.9: Pravdivostní tabulka JK obvodu
Jak vidíme na obrázku 2.10, JK obvod mù¾e být realizován z RS obvodu a dvou AND
èlenù. Synchronní variantu získáme jednodu¹e, staèí jen vymìnit asynchronní RS za synchronní
a pøipojit hodinový signál.
2.5.4 Klopný obvod T
Obvod T (z anglického toggle), nìkdy oznaèovaný jako
”
pøepínaè pamìti\, mìní svùj výstup





Tabulka 2.10: Pravdivostní tabulka obvodu T
Asynchronní klopný obvod T lze konstruovat z asynchronního obvodu JK tím, ¾e vstup T
napojíme na oba vstupy { J i K. Tím docílíme po¾adovaného pøepínacího chování.
”
Pøeklápìcí\ chování obvodu T se vyu¾ívá pøedev¹ím v èítaèích, které jsou tvoøeny z kaskády
slo¾ené z klopných obvodù typu T.
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Obrázek 2.10: JK obvod
2.5.5 Klopný obvod D




delay\ klopný obvod. Tento obvod reaguje nejèastìji
na nábì¾nou hranu hodinového signálu na povolovacím vstupu C tak, ¾e si ulo¾í vstup D a dokud
není signalizována zmìna (napø. nábì¾ná hrana na povolovacím vstupu), tak vysílá ulo¾enou





Tabulka 2.11: Pravdivostní tabulka obvodu D,
”
X\ znaèí libovolnou hodnotu
2.5.6 Zdroje
Pøi psaní kapitoly bylo èerpáno z
”




Tato èást se zamìøí na simulaci logických systémù. Text vychází z
”
Modeling and simulation of
discrete-event systems\ [8],
”
Simulation\ [39] a [36].
Simulace je denována jako
”
technika napodobování chování urèité situace pomocí podobné
situace nebo zaøízení s cílem získání dal¹ích informací nebo jako prostøedek ¹kolení (èi poba-
vení)\. V denici
”
urèitá situace\ koresponduje s logickým obvodem a
”
zaøízení\ se simulaèním
programem. Pokud je cílem simulace získání nových informací, pak tuto èinnost bì¾nì ozna-
èujeme jako analytickou simulaci. Druhý pøípad, ve kterém simulace slou¾í ke ¹kolení (nebo
pobavení), se jmenuje simulace virtuálního prostøedí.
Analytická simulace si klade za cíl poskytnout kvantitativní analýzu pùvodního systému
zalo¾enou na
”
pøesných\ datech. Simulace v tomto pøípadì je vykonávána co nejrychleji a tak,
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aby zachytila co nejpøesnìji sled událostí nastávající v pùvodním systému.
Simulace virtuálního prostøedí je vykonávána v reálném èase, tj. èase který odpovídá èaso-
vým úsekùm pùvodního (simulovaného) systému. Pøíkladem mohou být poèítaèové hry, napø.
simulace hokejového zápasu.
2.6.1 Dùvody simulace
K simulaci se uchylujeme, proto¾e z praktických dùvodù není mo¾né provádìt pokusy pøímo v re-
álném svìtì. Pøíèinou mù¾e být rozpoèet, nároènost výroby testovaného objektu nebo objektù
nutných k testu, pøípadnì riziko znièení unikátního testovaného objektu.
2.6.2 Typy simulací
Simulace systému se spojitým èasem se nazývá spojitá simulace. Její provádìní je v podstatì
numerické vyèíslování modelu dynamického fyzikálního systému vyjádøeného mno¾inou rovnic,
typicky diferenciálních.
Simulace systému s diskrétními událostmi se nazývá diskrétní simulace. Je to poèítaèové
vyèíslování modelu dynamického systému, kde fungování systému je reprezentováno jako chro-
nologický sled událostí.
Dal¹ím typem simulace je populární Monte Carlo, které ale neslou¾í k simulaci dynamických
systémù. Tato tøída algoritmù spoléhá na opakované náhodné vzorkování. Vìt¹inou se vyu¾ívá
k numerické integraci funkcí, které jsou neøe¹itelné analyticky.
2.6.3 Metoda provádìní diskrétní simulace
Systémy s diskrétními událostmi (anglicky discrete-event system { DES) jsou systémy s diskrét-
ními stavy a zmìnami pouze v èasech událostí.
Za úèelem simulace vnitøních stavù systému a jejich zmìn je potøeba mechanismus pro zpra-
covávání budoucích událostí. Budoucí událost znamená, ¾e je její výskyt naplánován v nìjakém
bodì èasu v budoucnosti. Událost, která má nejni¾¹í aktivaèní èas se nazývá next event (z angl.
dal¹í událost). Mechanismus zpracovávající události sestává z tzv. future event list (FEL, také
oznaèovaná jako kalendáø událostí) a záznamù událostí, které nesou jméno (obecnìji napø. uka-
zatel na objekt typu událost) a aktivaèní èas. Tyto karty jsou uspoøádány ve FEL vzestupnì
podle aktivaèního èasu.
Zpracování next event (také algoritmus next event) zaèíná vybráním next event, tj. akce
s nejni¾¹ím aktivaèním èasem. Simulaèní èas se nastaví na aktivaèní èas právì vybrané události
a následuje její spu¹tìní. Bìhem provádìní akce mù¾e dojít ke zmìnì stavových promìnných
nebo tabulky událostí (FEL). Provádìní se opakuje, konèit mù¾e buïto dosa¾ením koncového
èasu, vyprázdnìním tabulky událostí nebo dosa¾ením urèité koncové podmínky.
2.6.4 Simulace logického systému
Jde o diskrétní simulaci, kde události jsou zmìny výstupù èlenù nebo obvodù. Na takovéto
události jsou napojeny vstupy prvkù, které mohou naplánovat zmìnu svých výstupù.
Mìjme napøíklad generátor hodinového signálu. Pøed startem simulace si naplánuje, ¾e v èase
0 nastane událost A, co¾ je nastavení výstupu na úroveò 1 a naplánovaní události B v èase t+5.
Stejnì jako událost A, událost B nastaví výstup, tentokrát na 0, a naplánuje A na t + 3.
Tento pøíklad není moc oslòující, ale mìjme na pamìti, ¾e na zmìny výstupu (událostmi A
a B) mohou reagovat dal¹í èleny. Ku pøíkladu invertor I pøipojený k hodinám bude simulován
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tak, ¾e se invertor zaregistruje u výstupního signálu hodin. Díky tomu mù¾e pøi ka¾dé zmìnì
hodinového signálu pøepoèítat svùj výstup, tj. znegovat výstup z hodin. Pokud bychom chtìli
simulovat zpo¾dìní, pak by invertor naplánoval událost C napøíklad na t+ 1, která by provedla
zmìnu výstupu.
Kompletní ilustraci pøíkladu vidíme na obrázku 2.11. Oblast oznaèená hvìzdièkou symboli-
zuje nedenovaný výstup invertoru. Nedenovaná oblast je zpùsobená tím, ¾e hodiny nastavují
svùj výstup v èase 0, tudí¾ a¾ v èase 1 mù¾e invertor pøepoèíst svùj výstup.
0t
A C B








Obrázek 2.11: Pøíklad simulace logického systému
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Kapitola 3
Poèítaèové hry a videohry
3.1 Hry
Èlovìk vymý¹lel a hrál hry od nepamìti, mezi jedny z nejstar¹ích patøí èínské Go a africké
Awari. Pùvodnì samozøejmì ne¹lo o hry provozované na poèítaèi nebo konzoli, ale typicky o hry
deskové. Koncept hry je zalo¾en na pøedstírání, schopnosti v¾ít se do herního svìta, pøedstavovat
si napø. postavy, hrdiny, boji¹tì, vesmírné lodì, odli¹né formy ¾ivota atp.
Obrázek 3.1: Hra Go
autor fotograe: Donarreiskoer
Obrázek 3.2: Hra Awari
autor fotograe: Wikiwizzy
Pod hrou rozumíme zábavnou èinnost, èasto interaktivní, která vy¾aduje aktivní úèast. Li¹í
se tak od jiných zdrojù zábavy, jakými jsou sledování televizního poøadu, lmu, ètení knihy
nebo náv¹tìvy kina èi divadla, které jsou pasivní formy zábavy. To znamená, ¾e se od èlovìka
neoèekává, ¾e se bude jakkoliv podílet na této èinnosti, ¾e napø. bude sdìlovat hercùm na jevi¹ti,
co jejich postava udìlá v dal¹í scénì.
Naopak u her je vy¾adována aktivita, oproti pasivním formám zábavy jsou pro èlovìka mno-
hem slo¾itìj¹í. Pøesto¾e svìt je virtuální, tak hráè není v¹emohoucí, je svázán herními pravidly.
Tato pravidla pøesnì denují, které akce nebo tahy mù¾e nebo nemù¾e hráè provést. V poèí-
taèových hrách jsou pravidla èasto skryta, èásteènì proto, ¾e pøi nevalidním vstupu hra hráèe
jednodu¹e ignoruje. Pokud lze danou akci ve høe provést, hráè oèekává, ¾e je tato akce povolena.
Mezi dal¹í formy zábavy patøí hlavolamy (skládaèky, hádanky, rébusy). Na rozdíl od her tu
èasto chybí vystupování v roli hrdiny nebo umístìní do virtuálního svìta. Hlavolamy, oznaèované
také jako puzzle hry, mají hlavní pravidlo: existuje správné øe¹ení, které se hráè sna¾í nalézt.
Typicky jsou hrány v jednom èlovìku (nemusí platit v¾dy, bude zmínìno v dal¹í podkapitole)
a vy¾adují zva¾ování dùsledkù tahù.
3.2 Poèítaèové hry
Pøesto¾e se nìkdy poèítaèové hry a videohry rozdìlují, v této práci budu rozumìt pod poèíta-
èovou hrou i hru konzolovou, hru na mobilní telefon nebo tablet. Pøece jen konzole je pouze




konzoli\ Steam Machine (Steam Box) s operaèním systémem SteamOS zalo¾eným na
Linuxu a hardwarem stejným, jako mají nynìj¹í PC. Operaèní systém bude dostupný pro koho-
koliv zdarma a pùjde jej nainstalovat na jakýkoliv poèítaè.
Typy, neboli ¾ánry, poèítaèových her se pomìrnì dost odli¹ují od typù her nepoèítaèových.
Na poèítaèi toti¾ lze mimo jiné zajistit dodr¾ování pravidel, èasování a správné vyhodnocení
výhry i pøesto, ¾e hráè neví èi nechápe v¹echna pravidla hry.
3.2.1 Akèní hry
Standardnì obsahují výzvy fyzikální, jednodu¹¹í hádanky, závodìní, ¹irokou ¹kálu úkolù toèících
se okolo koniktù, které jsou èasto osobního rázu. Mohou obsahovat jednoduché ekonomické
úkoly, vìt¹inou jde o sbíraní urèitých objektù. Akèní hry málokdy obsahují strategické nebo
abstraktní úlohy. Mohou být 3D nebo 2D.
Existuje velké mno¾ství podtypù akèních her, jde o nejstar¹í herní ¾ánr. V¹echny mají ale
jedno spoleèné { nejdùle¾itìj¹í dovednost je reakèní doba a koordinace ruky a oka. Akèní hry
bývají èasto jednodu¹¹í, proto¾e si ¾ádají rychlé reakce { slo¾itìj¹í herní mechaniky by po hráèi
vy¾adovaly nadlidské výkony.
3.2.2 Strategie
Strategické hry zpravidla obsahují strategické, taktické a logistické výzvy, nìkdy také doplnìné





hry na hrdiny\ se soustøedí na úlohy taktické, logistické a prùzkum
terénu. Také obsahují výzvy ekonomické, proto¾e tento typ her obyèejnì zahrnuje získávání
koøisti, která mù¾e být smìnìna za lep¹í zbranì, zbroj a vybavení. Nìkdy obsahují hádanky
a výzvy abstraktnìj¹í, málokdy pak fyzické. Velmi dùle¾ité aspekty, které sdílí snad v¹echny
RPG hry, jsou silný pøíbìh a mo¾nost výbìru smìru rozvoje hráèem ovládaných postav. Tyto
postavy se postupnì zlep¹ují s nabytými zku¹enostmi.
3.2.4 Puzzle hry
Úkoly v tomto ¾ánru bývají výhradnì logické, obèas umocnìné èasovým omezením nebo oboha-
cené o akèní prvky. Puzzle hry jsou primárnì o øe¹ení hlavolamù (puzzle), nìkdy neobsahují ani
pøíbìh nebo vy¹¹í cíl. Neznamená to v¹ak, ¾e puzzle hra je pouze nahodilá smìsice hlavolamù,
obyèejnì jde o variace na jedno téma. Více do hloubky jsou puzzle hry popsány v èásti 3.3.
3.2.5 Simulace
Tento ¾ánr pokrývá sportovní hry a simulace vozidel. Zahrnují pøedev¹ím výzvy fyzické a tak-
tické, nikoliv pak prùzkumné, ekonomické nebo konceptuální.
3.2.6 Hry soustøedící se na stavbu a øízení
Jsou pøedev¹ím o úkolech ekonomických a konceptuálních (tj. takových úkolech, ve kterých se
hráè musí nauèit èi pochopit nìco nového, aby je mohl splnit). Pouze velmi výjimeènì obsahují
konikt nebo prùzkum terénu a témìø nikdy nezahrnují fyzické výzvy.
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3.2.7 Adventury
Název pochází z anglického
”
adventure\, co¾ znamená dobrodru¾ství. Jejich primární zamìøení
jsou prùzkum a øe¹ení hádanek. Obèas obsahují i konceptuální úlohy, zøídkakdy pak jakékoliv
fyzické úkoly.
3.3 Puzzle hry
Puzzle hry èasto obsahují tvary, barvy nebo symboly, které musí být uspoøádány tak, aby vy-
tváøely urèitý vzorek. Nìkdy jsou tyto objekty napevno dané, jindy padají z nebe. V nìkterých
pøípadech dokonce hráè neovládá objekty a postavy pøímo, ale pouze nepøímo zmìnami v herním
prostøedí. Nìkteré puzzle hry spoléhají na rychlé reexy, zatímco jiné odmìòují uva¾ování. Vìc,
co mají v¹echny tyto hry spoleèné, je dùraz na strategii, logické my¹lení a dùmyslnost.
Podle
”
The History of Puzzle Games\ [18] byla první hra tohoto ¾ánru legendární Tetris,
který zná snad doslova ka¾dý.
I v období pøed vydáním hry Tetris obsahovaly hry nìkteré prvky, které se následnì staly
nedílnou souèástí puzzle her. Pøesto¾e hry tohoto období byly z velké èásti postaveny kolem
zjednodu¹ených cílù jako støílení mimozem¹»anù, asteroidù nebo robotù, nemalá skupina tìchto
her si vy¾adovala trochu více pøemý¹lení.




protopuzzle\ hry se øadí
”
Amazing Maze\ z roku 1976. Na první pohled pøipo-
míná více hru Pac-Man ne¾ Tetris. Kdy¾ se ale podíváme blí¾e na herní mechaniky, tak zjistíme,
¾e hra neobsahuje ¾ádné nepøátele nebo zbranì a úkolem je dosáhnout cíle døíve, ne¾ druhý
hráè (a» u¾ lidský nebo øízený poèítaèem). Nejsou zde ¾ádní duchové, vetøelci, asteroidy nebo
vesmírné lodì, v závìru jde jenom o to, jak si vá¹ mozek poradí s labyrintem.
Obrázek 3.3: Amazing Maze
autor obrázku: McLoaf




Vznikaly také výukové hry. Výrobci konzolí se sna¾ili vytvoøit dojem, ¾e konzole slou¾í k výuce
i k zábavì. Pøesto¾e tyto
”
hry\ byly èasto nezábavné (napø.
”
Basic Math\) a vìt¹inou toho ani
moc nenauèily, tak mají jeden dùle¾itý rys vidìný u puzzle her. Prosazují pøemý¹lení a strategii
pøed akcí a dobrodru¾stvím. Také ukázali hráèùm, ¾e se hry nemusí odehrávat jen ve vesmíru
nebo na bitevním poli.
Loco-Motion
Za zmínku stojí hra
”
Loco-Motion\ vydaná roku 1982. Motivem hry je vlak vyzvedávající pasa-
¾éry. Hráè ale nemá pøímou kontrolu nad vlakem, tento element je typický pro puzzle hry. Cílem




Q*Bert\ (1982), pøesto¾e její koncept zní pomìrnì nesmyslnì, byla velmi oblíbená. Hlavní
protagonista je oran¾ový tvor s dlouhým nosem. Tato hráèem ovládaná postava skáèe po pyra-
midì z barevných kostek a je pronásledována barevnými koulemi a alovým hadem se jménem
Coily. Poka¾dé, kdy¾ Q*Bert pøistane na kostce, kostka zmìní barvu. Cílem ka¾dé úrovnì je
zmìnit barvu celé pyramidy. Mno¾ství nepøátel dìlá ze hry Q*Bert køí¾ence mezi akèní a puzzle
hrou, pøesto tato hra pøinesla prvek puzzle her { barvení. Princip barvení, nebo spí¹e snaha







Q*Bert's Qubes\ vydaná v roce 1983 a 1984 pokraèuje v u¾ívání principu shody podle barvy.
Velkou zmìnou je ale herní plocha { u¾ nejde o pseudo-3D pyramidu, ale o møí¾ku 5×5 obsahující
3D kostky. Po ka¾dém skoku z kostky se kostka pøevrátí podle smìru skoku hrdiny. Cílem je
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dostat stejnì natoèené kostky v øadì o délce 5 (v libovolném smìru) tak, aby kongurace kostek
odpovídala kostce zobrazené na obrazovce v levém horním rohu. Èím více shodných kostek
s kostkou v levém horním rohu, tím více bodù na konci úrovnì hráè dostane. Coily je vystøídán
alovou krysou, oproti pøedchozímu dílu ubyla vìt¹ina nepøátel. Akèní èást { utíkání a uhýbání
nepøátelùm { v pokraèování není pøíli¹ nároèná, hráè se tedy mù¾e plnì soustøedit na puzzle
èást hry.
Hra nebyla pøíli¹ úspì¹ná, pravdìpodobnì proto, ¾e její vydání korespondovalo s propadem
video her v polovinì osmdesátých let. Jde pravdìpodobnì o první opravdu návykovou puzzle
hru.
Atari Video Cube
Lehèí verze Rubikovy kostky, tak by ¹la popsat hra
”
Atari Video Cube\ (1982). Na obrazovce je
v¾dy vidìt pouze jedna strana kostky, ka¾dá strana se skládá z devíti men¹ích barevných ètvercù,
podobnì jako Rubikova kostka. Ka¾dý z men¹ích ètvercù je vybarvený jednou z následující barev:
èervená, oran¾ová, zelená, modrá, alová nebo bílá.
Cílem je sladit kostku tak, aby ka¾dá strana obsahovala pouze jednu barvu. Hráè ovládá
postavu se jménem Hubie, který mù¾e sebrat barvu a vymìnit ji s barvou na jiném ètverci.
Jediné omezující pravidlo je, ¾e hráè nemù¾e chodit s postavou po ètvercích, které mají stejnou
barvu jakou nese postava.
Hra
”
Atari Video Cube\ pùsobí jako první opravdová puzzle hra { vy¾aduje pøemý¹let nad
nelehkým problémem, po¾aduje nalezení strategie, zahrnuje barvy a tvary a hráè zápasí se svou
myslí namísto nepøátel na obrazovce. Hráè je nucen pøemý¹let ve 3D, pøesto¾e samotná hra je
2D, dále je potøeba si pamatovat, co je na ostatních stranách kostky. Pokud by byla zobrazena
celá kostka, pak by se ztratilo ono puzzle kouzlo. Nebylo by tøeba si nic pamatovat a popravdì
ani moc pøemý¹let { a pøemý¹lení je to, o èem celá tato hra je.
Obrázek 3.7: Q*Bert's Qubes
zdroj: arcade-museum.com
Obrázek 3.8: Atari Video Cube
zdroj: insert-disk.com
3.3.2 Tetris

















Atari Video Cube\. Pøesto ¾ádná puzzle hra nebyla tak
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jednoduchá, elegantní a zároveò nezmìrnì oblíbená jako
”
Tetris\. Hra byla vytvoøena rusem
Alexejem Pajitnovem v roce 1985, poprvé se objevila v Americe roku 1987 v poèítaèové edici
a na herních automatech o rok pozdìji.
Ale a¾ roku 1989, kdy¾ Nintendo pøedstavilo
”
Game Boy\, propukla nejvìt¹í vlna hraní
”
Tetrisu\. Hra byla toti¾ pøibalována pøi koupi herního zaøízení, navíc se skvìle hrála i na
èernobílé obrazovce. Byla jednoduchá a návyková.
”
Tetris\ vycházel z tradièní hry
”
Pentomino\, kde se objekty otáèejí a skládají tak, aby
dokonale (bez mezer) zaplnily øádky. Jméno
”
Tetris\ pochází z øeckého slova
”
tetra\ { ètyøi.
Ka¾dý herní dílek se skládá právì ze ètyø ètvercù.
Zajímavá je otázka, zda se
”
Tetris\ proslavil díky hernímu systému
”
Game Boy\, nebo na-
opak. Ka¾dopádnì, kromì nejpopulárnìj¹í puzzle hry na svìte má
”
Tetris\ asi i dal¹í prven-
ství { hra s nejvíce pokraèováními, variacemi, klony a napodobeninami. První verzi a pùvodní
Game Boy vydání si mù¾ete prohlédnout na obrázcích 3.9 a 3.10.
Obrázek 3.9: Tetris { první verze, 1984
autor obr.: Jarkka Saariluoma




Tetrisu\ nastává velký pøíliv puzzle her, nìkteré zajímavé poèiny
pøedstavím v dal¹í èásti.
3.3.3 Doba po høe Tetris
Block Out
”
Block Out\ (1989) je v podstatì
”
Tetris\ ve 3D vidìný ze shora. Nápad je to dobrý, bohu¾el
provedení není pøíli¹ domy¹lené. Hra trpí mnoha neduhy, ku pøíkladu je problém s orientací. Hráè
moc dobøe nevidí aktuální padající dílek a ani ji¾ polo¾ené kostky nejsou moc rozpoznatelné,
je toti¾ k dispozici jen pohled pøipomínající studnu vidìnou shora. Aktuální dílek lze otáèet,





Sokoban\ (1982) na Game Boy,
”
Boxxle\ vy¹el v roce 1989. V pohledu ze
shora musí hráè ovládající skladníka natlaèit bedny na vyznaèená místa. Háèek je v tom, ¾e





Klax\ (1989) pás posouvá dolù barevné dla¾dice. Úkolem hráèe je pøeskládat je do tzv.
”
klaxù\, co¾ jsou øady tøí nebo více dla¾dic stejné barvy. Hráè mù¾e mít na lopatce a¾ pìt
dla¾dic.
Ka¾dý vytvoøený klax zmizí (podobnì jako øada v
”
Tetrisu\). Hra je rozdìlena do vln, ka¾dá
vlna má svoje podmínky pro dokonèení { napø. tøi klaxy, 10 000 bodù nebo pøe¾ít 50 dla¾dic.




Na první pohled vypadá
”
Klax\ jednodu¹e, ale èím déle hrajete, tím více mechanik objevu-
jete { napø. výhody rùzných barev na lopatce nebo dosa¾ení více klaxù jedním polo¾ením. Velmi
rychle hra dojde do stavu, kdy dla¾dice svi¹tí na pásu tak rychle, ¾e nemáte skoro èas pøemý¹let.
Tato kombinace puzzle a akèní hry byla hráèi shledávána velmi zábavnou.
Pipe Dream
Skládání rùzných dílkù potrubí do fungujícího celku o zadané délce { tak by ¹la popsat hra
”
Pipe Dream\ vydaná roku 1989 na Game Boy. Pøesto¾e hra není pøíli¹ chytlavá { je repetitivní
(úrovnì se moc neli¹í), tak pøinesla inovativní my¹lenku do svìta puzzle her.
Columns





lumns\ má jednoduchá pravidla i my¹lenku a je extrémnì návyková.
Z nebe padají barevné drahokamy spojené v¾dy po tøech ve vertikálním smìru. Tyto dílky
nelze otáèet, ale je mo¾né mìnit poøadí rùznobarevných drahokamù. Úkolem je vytváøet øady tøí
nebo více stejnì barevných drahokamù. Øada mù¾e být v libovolném smìru { tj. horizontální,
vertikální, nebo diagonální. Po dokonèení øady øada zmizí a zbylé drahokamy se propadnou do
volných míst. Nastavení obtí¾nosti urèuje, z kolika barev se vybírají generované drahokamy.
Stejnì jako ve høe
”
Tetris\, pokud drahokamy pøesáhnou horní okraj obrazovky, hra skonèila.
Asi nejvíce uspokojivá èást této hry je vytváøení velkých øetìzových reakcí spu¹tìných je-
diným drahokamem. Hra je propracovaná, obsahuje i nìkolik herních módù. Hudba a vizuální
stránka jsou vypilované a pùsobí stylovì (na rozdíl od nemalé èásti ostatních puzzle her).
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Columns\ je originální poèin { vyu¾ití
barev, øetìzových reakcí a módu, ve kterém hráè musí co nejrychleji znièit drahokam le¾ící na
dnì obrazovky. To v¹e dìlá z této hry klasiku ve svém ¾ánru.
Ishido: The Way of Stones
Cílem hry
”
Ishido\ je zbavit se v¹ech kamenù na hrací plo¹e. Ka¾dý kámen je denovaný svou
barvou a symbolem. Kameny lze polo¾it pouze na sousední pole s kamenem, který má stejnou
barvu nebo symbol. Vícenásobná shoda dvou nebo více kamenù musí splòovat podmínku, ¾e
i barva i symbol jsou stejné.
”
Ishido\ neobsahuje ¾ádné èasové omezení a odmìòuje nároèné uva¾ování.






V reálném svìtì jsou lumíci malí hlodavci, kteøí slepì následují druhé lumíky, co¾ èasto vede
k jejich smrti. V této høe se chovají velmi podobnì, ale je na hráèi, aby je zachránil pøed
vyhynutím.
Ka¾dá úroveò hry má pøesnì daný poèet lumíkù, kteøí propadnou do úrovnì. Lumíci pak
bezmy¹lenkovitì jdou jedním smìrem, úplnì slepí vùèi faktu, ¾e za okam¾ik se utopí, spadnou
nebo uhoøí. Hráè musí takticky probouzet vrozené schopnosti vhodných lumíkù tak, aby jich co
nejvíce zachránil. Napøíklad pro zachránìní skupiny lumíkù pøed utopením mù¾e hráè jednoho
(toho nejblí¾e vodì) instruovat, aby na sebe vzal roli nazvanou
”
blocker\, tj. nepustil ostatní
lumíky dál. Ti se otoèí a pokraèují na druhou stranu, hrozba utopení je na chvíli za¾ehnána.
Cílem je zachránit urèitý poèet lumíkù tím, ¾e je hráè odvede do konce úrovnì. Poèet pro-
buzení schopností v lumících je ale omezen, je pøesnì stanoven podle úrovnì. Jak je bì¾né pro
spoustu puzzle her, první úrovnì jsou velmi jednoduché, zauèují hráèe v pou¾ívání rùzných
schopností lumíkù. Pozdìj¹í úrovnì jsou ale mnohem obtí¾nìj¹í, mohou zabrat hodiny pokusù
a obèas je nutné mít i trochu ¹tìstí pro úspì¹né dokonèení úrovnì.
Hra
”
Lemmings\ je místy velmi nároèná, ale díky jejímu vynalézavému hernímu principu,








Yoshi's Egg\, byla uvedena na trh v roce
1991. Mario { svìtoznámá postava instalatéra { je v této høe doprovázen jeho pøítelem/mazlíèkem
Yoshim (zelený dinosaurus).
Z oblohy padají ètyøi typy objektù { pøí¹ery Goomba (houby známé z jiných her s Mariem),
duchové, chobotnice a skoøápky. Nastavení obtí¾nosti urèuje, po kolika tyto objekty padají (dva
a¾ ètyøi zároveò). Herní objekty nelze pøesouvat pøímo, ale hráè mù¾e za pomoci postavy Mario
vymìòovat podnosy, na kterých le¾í tyto objekty. Úkolem je dostat dva objekty stejného typu
ve vertikálním smìru.
Obrázek 3.17: Mario & Yoshi
zdroj: dailymotion.com
Obrázek 3.18: Mario's Picross
zdroj: mariowiki.com
Hezké zpestøení jsou skoøápky, existují dvì varianty { horní a dolní. Pokud se hráèi podaøí
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Mario's Picross\ vydaná 1995 na Game Boy je mix køí¾ovky, hry èísel a hledání min. Hraje
se na matici rùzných velikostí { od 5 × 5 do 15 × 15. Cílem je odkrýt obrázek vyplòováním
ètvercù do matice. Na x-ové a y-ové ose u ka¾dého øádku a sloupce je èíslo nebo sekvence èísel,
která odpovídá poètu vyplnìných ètvercù v daném øádku èi sloupci. Ka¾dá úroveò je omezena
na 30 minut, za ka¾dé ¹patnì vyplnìné políèko ztrácí hráè èást zbývajícího èasu.
”
Mario's Picross\ je perfektní puzzle hra { jednoduchá na nauèení, návyková, povzbuzu-




Bust-A-Move\ (1994), také oznaèovaná jako
”
Puzzle Bobble\, je akèní puzzle hra. Nahoøe na
obrazovce je v ka¾dé úrovni urèité uskupení barevných bublin. Hráè ovládá ¹ipku ve spodní èásti
obrazovky, která je obsluhována dvìma dinosaury a vystøeluje barevné bubliny. Úkolem hráèe je
tvoøit øetìzy ze stejnì obarvených bublin, pro úspì¹né dokonèení úrovnì je tøeba vyèistit v¹echny
bubliny. Pøi vytvoøení skupiny tøí nebo více bublin stejné barvy bubliny prasknou a hráè dostane
body. V¾dy po urèitém èasovém úseku se strop pod tíhou bublin posune dolù, pokud bubliny
dosáhnou hráèem ovládané ¹ipky, hráè prohrává.
Obrázek 3.19: Bust-A-Move, zdroj: [30]
Hra má roztomilé gracké zpracování, je opravdu chytlavá a velmi zábavná. Jde snad o nej-
úspì¹nìj¹í puzzle hru po
”
Tetrisu\.
Portal a Portal 2
Ve 3D høe
”
Portal\ (2007) dostává hráè jediný nástroj, který bude pou¾ívat po celou hru { tzv.
”
portal gun\. Kamera je z první osoby, hra se ovládá jako klasické FPS1. Pøesto¾e je to
”
gun\,
tak nejde o zbraò, ale opravdu o nástroj.
”
Portal gun\ slou¾í k vytváøení dvou portálù { modrého
a oran¾ového. Hráè a herní objekty mohou vstoupit do jednoho portálu a vystoupit druhým,
pøièem¾ si zachovají svou hybnost. Pouze dva portály mohou být otevøeny v jeden okam¾ik.
1First Person Shooter {
”
støíleèka\ z první osoby.
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Portály mohou být vytvoøeny na bílých hladkých stìnách, které se vyskytují vìt¹inou ve velkých
plochách.
Sepsané na papíøe to mù¾e vyznívat divnì, mo¾ná slo¾itì, ale herní mechanika je velmi
jednoduchá { dva portály, hráè, obrovská tlaèítka aktivovaná velkými kostkami a statiètí støílející
roboti, kteøí se musí pøeklopit.
I pøes krátkou herní dobu a minimalistické ozvuèení si
”
Portal\ získal zástupy fanou¹kù. Po
dlouhém èase se puzzle høe podaøilo proniknout mezi masy. V puzzle hrách se èasto setkáváme
s ¾ádným nebo zcela nevýrazným pøíbìhem, to o
”
Portalu\ neplatí. Celou hrou hráèe provází
hlas zlého poèítaèe zasypávající protagonistu vypilovanými monology (hlavní postava nemluví).
autoøi: Dammit a Pbroks13 zdroj: games.cnews.ru zdroj: zerot.wordpress.com
Obrázek 3.20: Ukázka pou¾ití portálu, hry Portal a Portal 2
”
Portal 2\ (2011) klade vìt¹í dùraz na pøíbìh a herní dobu, pøidává dal¹í mechaniky (pøede-
v¹ím kapaliny, lasery a tzv.
”
Hard Light Bridge\, volnì pøelo¾ené jako mosty z tvrdého svìtla),
zvy¹uje rozmanitost prostøedí a jako jedna z mála puzzle her obsahuje i kooperativní mód dvou
hráèù.
Za zmínku stojí studie pojednávající o vlivu her na kognitivní schopnosti. Ukazuje se, ¾e
pøi hraní
”
Portal 2\ dochází k vìt¹ímu zlep¹ení tìchto schopností, ne¾ pøi hraní hry speciálnì







Portal 2\ jsem èerpal z [1] a [33].
3.3.4 Puzzle hry slou¾ící k výzkumu
Existuje nìkolik netypických puzzle her, které vyu¾ívají
”
výpoèetní\ sílu mozkù hráèù k øe¹ení
vìdeckých problémù.
V nìkolik let starém projektu
”
Foldit\ [15] se hráèi sna¾í modelovat skládání proteinù. Vel-
kým úspìchem bylo, kdy¾ po pouhých tøech týdnech2 hráèi rozlu¹tili podstatu Mason-Pzerova




Nanocrafter\ [31], který se zabývá syntetickou biologií. Hráè mani-
puluje s èásti DNA, buduje rozlièné funkèní struktury (jako pøíklady aplikace poznatkù jsou
uvádìny biologické obvody a nanoroboti).
3.4 Zdroje
Podklady pro tuto kapitolu byly èerpány z
”
Andrew Rollings and Ernest Adams on Game
Design\ [38],
”
The History of Puzzle Games\ [18] a recenze [30].




Pøed popisem platforem nejprve struènì nastíním jejich historii, pak se budu vìnovat analýze
souèasných platforem, mobilních i poèítaèových, a mo¾nostem multiplatformního vývoje.
4.1 Mobilní platformy
4.1.1 Struèná historie mobilních platforem
V dobách
”
hloupých\ telefonù existovalo nemálo operaèních systémù, vìt¹inou pocházejících
pøímo od výrobce daného zaøízení { napø. Symbian OS, Mobile Linux, Moblin, Windows Mo-
bile [17]. Postupnì mobilní zaøízení nabírala dal¹í a dal¹í funkce, a¾ do bodu, kdy psát speciální
operaèní systém pro jednu øadu zaøízení nebylo výhodné.
Také s rostoucím výkonem a s obrovskými ekosystémy1 kolem nejvìt¹ích platforem { nejdøíve
iOS od rmy Apple, následnì Android od spoleènosti Google ale i Windows Phone (pøesto¾e
stále silnì minoritní) { se výrobci mobilních zaøízení stále èastìji uchylovali k pou¾ívání produktù
tìchto gigantù namísto investic do vlastního operaèního systému s nejistým osudem.
Výhody pou¾ití hotových operaèních systémù jsou ku pøíkladu cena vývoje vlastního OS,
nespoèetnì ji¾ existujících aplikací { ka¾dý OS má typicky svùj centralizovaný obchod èi kata-
log s aplikacemi, zástupy vývojáøù, ji¾ existující lidé vìnující se zákaznické podpoøe, u¾ivateli
otestované a pøijaté GUI nebo fungující synchronizace.
Samozøejmì tu jsou i urèité nevýhody, napøíklad zaøízení musí splnit hardwarové po¾adavky
OS, univerzálnìj¹í OS systémy jsou o nìco nároènìj¹í na systémové prostøedky ne¾ OS psaný
pøímo pro dané zaøízení, neunikátní u¾ivatelské rozhraní. Tyto nevýhody nejsou ale tak hrozné,
vìt¹ina z nich je øe¹itelná, nebo z vìt¹í èásti vyøe¹ena. Napøíklad nejnovìj¹í Android není moc
hardwarovì nároèný (na aktuálních zaøízeních ve srovnaní se star¹ími verzemi), u¾ivatelské roz-
hraní si výrobci èasto (k nelibosti pokroèilej¹ích u¾ivatelù) modikují. Pøesto¾e aplikace by
mohly bì¾et rychleji na OS ¹itém na míru danému pøístroji, výkon mobilních zaøízení pokroèil
natolik, ¾e se jednodu¹e nevyplatí drahé optimalizace a relativní pomalost aplikací se vyøe¹í
hrubou silou { výkonnìj¹ím hardwarem.
4.1.2 Souèasný stav na poli mobilních platforem
Na obrázku 4.1 vidíme, ¾e nyní (rok 2014) iOS spolu s Androidem kralují mobilnímu trhu.
iOS
iOS je uzavøený mobilní operaèní systém, za kterým stojí spoleènost Apple. Vývoj pro iOS plat-
formu probíhá tradiènì v jazyce Objective C. Tento jazyk doprovází iOS a OS X od poèátku,
byl pou¾íván v operaèním systému NeXTSTEP ze kterého pochází operaèní systémy rmy
Apple [27].
1Ekosystémem se myslí vývojová prostøedí, rmy a pøedev¹ím aplikace pro daný operaèní systém/platformu.
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Obrázek 4.1: Zastoupení mobilních OS v èervenci 2014, zdroj dat: netapplications.com
Nedávno Apple vypustil jazyk Swift, který je navr¾en tak, aby byl schopen spolupracovat
s kódem v Objective C, pøiná¹í moderní vlastnosti { closure, generické programování, automa-
tickou správu pamìti, rozhraní (pojmenovaná jako
”
protocol\), ale i funkcionální prvky [20].
Android
Na rozdíl od iOS je Android plnì otevøený. Je zalo¾ený na Linuxu a jeho licence spadá do
”
Open
Source\2 kategorie specikované skupinou
”
Open Source Initiative\, tzn. ¾e je volnì dostupný
zdrojový kód, kdokoliv mù¾e provádìt zmìny a ty distribuovat.
Google, spoleènost stojící za Androidem, se rozhodl, ¾e platformou pro aplikace na Android
se stane Java. Toto rozhodnutí mù¾e pùsobit trochu rozporuplnì, volit Javu, která je stále èasto
vnímána jako hardwarovì nároèná, na slabá mobilní zaøízení. Hlavní dùvod ale byla jedno-
duchost a pøímoèarost Javy a velký poèet vývojáøù dobøe ovládající tento jazyk [17]. Google
vyvinul vlastní JVM3 { Dalvik VM, který silnì optimalizoval pro v té dobì (vydání první verze
Androidu v roce 2008) nepøíli¹ výkoná mobilní zaøízení. V nynìj¹í nejnovìj¹í verzi Androidu 5.0
Lollipop se upou¹tí od Dalvik VM, který je nahrazen ART (jedna z klíèových vlastností ART je
ahead-of-time kompilace umo¾òující rychlej¹í spou¹tìní aplikací) [3].
4.1.3 Specické rysy vývoje pro mobilní platformy
Oproti vývoji aplikací na osobní poèítaèe (desktop) se pøi vývoji pro mobilní platformu a konzole
musejí pou¾ívat tzv. emulátory. Jde o software, který napodobuje cílové zaøízení, v na¹em pøípadì
urèitý chytrý telefon s nìjakou verzí operaèního systému.
Práce s emulátorem není v¾dy jednoduchá, aplikace se po pøelo¾ení musí nahrát do emulo-
vaného pøístroje a nainstalovat, stejnì jako by se to dìlo na opravdovém mobilním telefonu èi




Apache Software License 2.0\ { velmi volná licence, èásti jsou pod
”
GPLv2\ (napø. jádro).
3Java Virtual Machine { provádí samotné vykonávání programu napsaného v Javì nebo jiném JVM kompati-
bilním jazyku.
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Dal¹ím negativním rysem je výkon emulovaného pøístroje, který nemusí nutnì vadit u aplikací
komunikujících s u¾ivatelem pouze pomocí formuláøù, zato u her bývá tí¾ivý problém s nedo-
stateèným výkonem opravdu bì¾ný. Vývojáø je pak nucen v¹e zkou¹et na opravdovém pøístroji,
co¾ opìt znepøíjemòuje a komplikuje vývoj (ladìní pøímo na chytrém telefonu nebývá moc po-
hodlné).
4.2 Poèítaèové operaèní systémy
4.2.1 Vývoj operaèních systémù na poèítaèích
V tzv. nultém období (1940{1955), v úplných poèátcích výpoèetní techniky, se ¾ádný operaèní
systém nepou¾íval. Ve¹keré programovaní spoèívalo v zadávání pøíkazù na úrovni strojového
kódu pomocí propojovacího panelu (plugboard). V té dobì vznikali pøedchùdci plnohodnotných
operaèních systémù { knihovny, které lidé psali za úèelem úspory èasu a práce.
V první fázi, která je ohranièena roky 1955 a 1970, se zefektivòuje u¾ívání poèítaèù. U¾ivatelé
u¾ nutnì nemusí být neustále pøítomni u stroje a vznikají první jednoduché operaèní systémy.
Slou¾í pøedev¹ím k dávkovému spou¹tìní u¾ivateli zadaných úloh { zobrazuje stav, v pøípadì
chyby ulo¾í obsah pamìti, spustí dal¹í úlohu. Pozdìji OS u¾ øe¹í i øadu obtí¾nìj¹ích úkolù, napø.
sdílení systému mnoha u¾ivateli, více spu¹tìných úloh (multiprogramming), ochrana pamìti mezi
úlohami, vyrovnávací pamì» pro naèítání dal¹í úlohy (soubì¾nì s provádìním aktuální úlohy),
prioritizace podle èasové nároènosti úlohy. Operaèní systémy této doby byly velmi komplikované
a neudr¾ovatelné { byly toti¾ psány v jazyku symbolických adres4.
Etapa druhá trvající od 1970 do 1980 zavádí pøevratný koncept { soubì¾né pou¾ívání poèí-
taèe více u¾ivateli. Ka¾dý u¾ivatel má vlastní terminál a z nìj mù¾e pou¾ívat poèítaè. Dochází
ke zrodu konceptu souborového systému. V této etapì vzniká operaèní systém CTSS (MIT),
který podnítil vznik legendárního MULTICS (MIT, Bell Labs a General Electric). Zavádí mnoho
konceptù, ze kterých vycházejí operaèní systémy dodnes { privilegovaný re¾im (protected rings),
hierarchické souborové systémy, zaøízení vystupující jako soubory. Vzniká UNIX { komerèní pøe-
nositelný operaèní systém psaný v jazyce C. Odtud pochází nápady jako OS napsaný ve vy¹¹ím
programovacím jazyce, pøenositelnost, roury (pipes), pøipojitelné souborové systémy (mount).
Ve tøetím období nastupuje na scénu operaèní systém CP/M. IBM potøebovalo software
pro jejich osobní poèítaèe, bohu¾el CP/M nebyl dodìlaný. Bill Gates (Microsoft) zachraòuje
situaci pøíslibem, ¾e rychle vytvoøí OS. Skupuje 86-DOS a tak vzniká MS-DOS, který je scho-
pen spou¹tìt programy pro CP/M. Operaèní systém nyní slou¾í jako knihovna podprogramù
a k vykonávání pøíkazù.
Ètvrtá fáze (1990{) se vyznaèuje poèítaèovými sítìmi { konektivita je primární po¾adavek.
Sí»ové aplikace ¾enou poèítaèový prùmysl (web, e-mail). Vznik poskytovatelù pøipojení, infor-
mace se stává komoditou, reklama je bì¾nou souèástí.
Toto krátké shrnutí vychází z [42], tam také mù¾e ètenáø nalézt mnohem detailnìj¹í informace
o vývoji operaèních systémù.
4.2.2 Aktuální stav operaèních systémù na osobních poèítaèích
Nejvìt¹ími hráèi na poli osobních poèítaèù (ne v¹ech poèítaèù { na serverech je situace dia-
metrálnì odli¹ná) jsou operaèní systém od rmy Microsoft { Windows, OS X postavený na
4Oznaèení
”
jazyk symbolických adres\ nebo také
”
jazyk symbolických instrukcí\ se v praxi nepou¾ívá, bì¾nì




UNIXu [34] a Linux5 { svobodná implementace UNIXu.
Z obrázku 4.2 je patrné, ¾e systémy od rmy Microsoft dominují trhu s desktopovými ope-
raèními systémy. Pøesto vidíme, podle mì sílící, trend ve vydávání multiplatformních aplikací.












Obrázek 4.2: Zastoupení OS na PC v øíjnu 2014, zdroj dat: netapplications.com
Urèitì stojí za zmínku, ¾e pøesto¾e zastoupení Linuxu je nìco pøes 1%, tak nìkolik statistik
ukazuje, ¾e v prùmìru na jeden desktop s Linuxem pøipadá podstatnì více hráèù, ne¾ je tomu
u systémù Windows a Mac [25][7].
4.3 Multiplatformní vývoj
Pokud chceme vyvíjet aplikaci, nemù¾eme si dovolit ignorovat Windows. Stejnì tak si ale myslím,
¾e je výhodné cílit i na dal¹í platformy { Mac i Linux. Mají sice podstatnì men¹í zastoupení,
ale vìt¹inou také mnohem men¹í konkurenci a pokud je aplikace portována na Mac, tak port na
Linux nebývá velký problém, proto¾e tyto systémy jsou celkem podobné.
Co se týká mobilního trhu, tak je nutnost podporovat Android a iOS, Windows není priorita,
pouze bonus, pokud ho framework/knihovna/platforma podporuje.
Rozhodnutí o podporovaných platformách musí být ale uèinìno v poèáteèní fázi, kdy se te-
prve rozhoduje o tom, jaký se pou¾ije programovací jazyk, herní engine, knihovny a frameworky.
Pokud se vytváøí port aplikace na dal¹í platformu a¾ zpìtnì, mù¾e to vést k drastickému pro-
dra¾ení, hlavnì v pøípadì pou¾ívání nemultiplatformních øe¹ení.
Z pøedchozího textu by se mohlo zdát, ¾e vyvíjet aplikaci multiplatformnì je v¾dy lep¹í,
ne¾ mít nativní aplikaci pro ka¾dou platformu zvlá¹». Nemusí to být ale nutnì pravda, alespoò
u
”
neherních\ aplikací. Ka¾dá mobilní platforma má toti¾ urèitý styl ovládacích prvkù v u¾ivatel-
ském rozhraní, jiné doporuèené postupy a èasto i pro danou platformu unikátní ovládací prvky.
V pøípadì pou¾ití multiplatformní knihovny ale nezohledòujeme prvky specické pro konkrétní
platformu6 a aplikace tak mù¾e pùsobit negativním dojmem, ¾e nezapadá do zbytku systému
(vzhledem, ovládáním, reakcemi ovládacích prvkù) [24].
5Nìkdy je mo¾né jej také vidìt pod oznaèením
”




6A» ji¾ kvùli technickým omezením knihovny, nebo proto¾e nechceme mít spoustu kódu pro ka¾dou platformu
zvlá¹» { proto jsme si pøece zvolili multiplatformní knihovnu.
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V následující èásti pøedstavím nìkolik nejznámìj¹ích multiplatformních knihoven.
4.3.1 Xamarin
Placená platforma tì¾ící z jazyka C# a prostøedí .NET [52]. Výsledné aplikace lze provozovat na
v¹ech hlavních mobilních platformách (Android, iOS a Windows Phone).
Nelze je ale beze zmìn provozovat na osobních poèítaèích { musí se implementovat speciální
GUI jen pro desktop7. Je tedy obtí¾nìj¹í ladìní a v¹e se musí provádìt v emulátoru mobilního
zaøízení.
Xamarin pøímo vývoj her nepodporuje, pro 2D hry lze ale pou¾ít napø. CocosSharp knihovnu,
která se postará o v¹e související s grakou, zvukem, ovládáním a scénami.
Existují ale i dùvody pro nepou¾ití Xamarinu, napø. objemnìj¹í výsledné aplikace, omezené
sdílení UI kódu mezi cílenými platformami, men¹í komunita a obèasná nestabilita API [51].
4.3.2 Unity
Velká platforma cílící na vývoj her, 2D i 3D, vyu¾ívající platformu .NET s hlavním jazykem
C# [47]. Podpora koncových platforem je ohromující, z mobilních to jsou v¹echny hlavní { tj. iOS,
Android a Windows Phone, z desktopových Windows, Mac i Linux a z konzolí PS4, XBOX360
a Wii. U¾ívání Unity je placené (existuje verze zdarma, která je znaènì omezena).
Je tøeba ale zdùraznit, ¾e Unity je kompletní balík pro vývoj her, obsahuje nástroje pro
skriptování, tvoøení scén ale i kupøíkladu ladìní výkonu (proler).
4.3.3 jMonkeyEngine
Plnohodnotný 3D Open Source herní engine s jazykem Java jako hlavním [21]. Má u¾¹í zábìr,
co se podporovaných platforem týèe, zato ale nabízí opravdu hodnì. Hlavní mobilní (Android
a iOS) i desktopové platformy (Windows, Mac, Linux) jsou podporovány, aplikaci lze pøelo¾it
i jako tzv. applet a provozovat pøímo na webových stránkách.
Pøesto¾e nedosahuje zábìru komerèního Unity, i tak oplývá nemálo pokroèilými funkcemi,
mezi nì patøí napø. pokroèilé techniky vytváøení stínù (PSSM, SSAO), podpora shaderù, vlast-
ních materiálù, ltry (glow, bloom), èásticové efekty nebo simulace fyziky.
Ji¾ podle volby licence se dá oèekávat, ¾e pou¾ití jMonkeyEngine není zpoplatnìno.
4.3.4 libGDX
Open Source framework pro vývoj pøedev¹ím mobilních 2D8 her [53]. Hlavním jazykem je Java,
z vlastní zku¹enosti ale mohu øíct, ¾e práce ve Scale je také pohodlná.9 Framework je dostupný
zdarma, podporuje v¹echny hlavní mobilní platformy (Android, iOS, BlackBerry) i desktopové
(Windows, Linux, Mac). Pøi dodr¾ení urèitých postupù a doporuèení lze výslednou aplikaci
pøelo¾it do webové podoby HTML + JavaScript + WebGL.
Pøesto¾e jej tvùrce adresuje jako framework, pokrývá v¹echny potøeby pro vytvoøení 2D
mobilní hry, nebál bych se oznaèení herní engine.
7Xamarin.Forms nepodporují WPF { GUI framework od Microsoftu.
8Existuje èásteèná podpora 3D, stále ale v rané vývojové fázi.
9Vyjma serializace do JSONu, tam jsem narazil na problémy s kolekcemi Scaly, co¾ se ale dalo celkem oèekávat.
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4.3.5 Qt
Knihovna zamìøená na tvorbu aplikací s GUI [35]. Hlavní jazyk je C++, z toho vyplývá vy¹¹í
nároènost na programátora v podobì kódu starajícího se o správu pamìti (na platformì .NET
i JVM je tento po¾adavek minimální). Qt je zdarma pro projekty s Open Source licencí GPL
a LGPL, jinak je nutné zaplatit. Podporuje 2D i 3D, jde ale stále o knihovnu, nikoliv o plno-
hodnotný herní engine [54].
Podporuje hlavní mobilní platformy { Android, iOS i Windows Phone. Stejnì tak dobøe je na
tom podpora desktopových platforem { Windows, Mac i Linux, ve star¹ích verzích také Solaris
a AIX.
4.3.6 Cocos2d-x
Cocos2d-x je 2D Open Source herní engine s MIT licencí [9]. Primárním jazykem, který se
pou¾ívá pro vývoj, je C++. Zajímavostí je, ¾e podporuje i jazyky JavaScript a Lua (pøesto¾e
výkon asi nebude srovnatelný s nativním C++).
Podporované platformy nepøekvapí, z mobilních to jsou iOS, Android a Windows, z deskto-
pových pak Windows, Mac a Linux.
4.3.7 HTML5
Jak je zmínìno v [14], místo nutnosti skvìle zvládat C#, Windows API a Visual Studio pro
Windows Phone, Objective-C, Xcode a iOS API pro iOS a jazyk Java, Android API a Eclipse pro
tvoøení aplikací pro Android, je efektivnìj¹í zvládnout jedno multiplatformní API a jeden jazyk.
Èas, který by byl vynalo¾en na psaní portù na rùzné platformy, mù¾e být vyu¾it k implementaci
dal¹ích vlastností, k roz¹iøování aplikace.
Jako volba pro tento úèel se pøímo nabízí HTML5 + CSS3 + JavaScript. Hotová aplikace
mù¾e být nasazena jako klasická aplikace pro danou platformu (prostý balíèek k nainstalování),




Je ov¹em dùle¾ité se vyhnout èástem kódu specických pro urèitou platformu, pøípadnì je
dostateènì minimalizovat. Nejproblematiètìj¹í bývá pøístup k hardwaru { tj. napø. fotoaparát,
GPS nebo akcelerometr. Nic ale není ztraceno, existuje øada knihoven, které abstrahují tyto
API specické pro jednu platformu. Jednou z nich je zdarma dostupná Open Source knihovna
Apache Cordova (pøípadnì její distribuce PhoneGap, za kterou stojí Adobe) [5].
Výsledné aplikace nemusí být jen 2D, lze vyu¾ít JavaScript API WebGL pro vykreslování
3D obsahu. Také se doporuèuje pou¾ít nìjakou knihovnu èi framework, proto¾e psaní pouze
v èistém JS není zdaleka tak produktivní jako pou¾ití knihovny hotové a léty ozkou¹ené, a to




Vybrané aplikace pro podporu výuky
V této kapitole se pokusím popsat a pøípadnì srovnat nìkolik rùzných aplikací, které se sna¾í
u¾ivatele seznámit se základy èi nìkterými aspekty logických systémù.
Èlovìk hledající výukové aplikace se zamìøením na logické obvody narazí na mnoho, èasto
velmi jednoduchých, aplikací, které jsou spí¹e neinteraktivní zjednodu¹ená elektronická podoba
papírové uèebnice. Nìkolik z nich je pøedstaveno v oddílu 5.1. Osobnì zastávám názor, ¾e jde
o nedostateèné vyu¾ití média.
Existuje velké mno¾ství simulátorù logických obvodù, mnoho z nich zdarma i on-line. Nìkteré
z nich pøedvedu v sekci 5.2. Vìt¹ina aplikací dále uvedená je dostupná zdarma, pokud tomu tak
není, tak tento fakt zmíním.
Rád bych se ale zamìøil na herní poèiny, pøedev¹ím puzzle hry. Dùvod je, myslím si, celkem
zøejmý { výstupem této práce bude jednoduchá puzzle hra sna¾ící se hráèe zlehka uvést do tajù




Logic gates\ { aplikace slou¾ící k výuce hradel (AND, NAND, OR, NOR, XOR, NXOR, NOT),
klopných obvodù (D, JK, T, RS) a jednodu¹¹ích logických obvodù. Ka¾dá polo¾ka nejdøíve zob-
razí pravdivostní tabulku, pak následuje interaktivní vyobrazení obvodu èi hradla. Tato aplikace,
na rozdíl od mnoha jiných v této kategorii, pøedstavuje pomìrnì ¹iroký výbìr klopných obvodù.
Musím ale zdùraznit, ¾e aplikace jako taková je velmi omezená { nelze skládat vlastní obvody,
pouze mìnit vstupy u pøed-vytvoøených obvodù. Dal¹ím negativem je nepøíli¹ dota¾ené gracké
zpracování { znázornìní obvodù, velmi výrazné barvy, èasto se pøekrývající prvky 5.1a.
5.1.2 Logical Gates
Aplikace ukazuje pravdivostní tabulky hradel NOT, AND, OR, NAND, NOR, XOR a XNOR.
Na rozdíl od pøedcházející neobsahuje interaktivní ukázku hradel a obvodù. Nabízí
”
kalkulaèku\
vyèíslující v¾dy právì jednu logickou operaci.
Co ale oproti v¹em zde uvedeným aplikacím zvládá, je pøedvedení zapojení nejznámìj¹ích
hradel jen za pomoci NOR nebo NAND.
5.2 Simulátory
5.2.1 The LOGIC LAB
”
The LOGIC LAB\ je webová aplikace vyu¾ívající platformu Flash. Obsahuje nejpou¾ívanìj¹í
hradla { AND, OR, NOT, XOR { spolu s jejich negovanými variantami. Dokonce je pøítomno
i nìkolik klopných obvodù { T, RS a JK. Aplikace je dostupná zdarma [44], ukázku obvodu
vidíme na obrázku 5.2a.
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5.2.2 Logic Simulator Pro
Jde o stroze vyhlí¾ející simulátor nejen logických obvodù cílený na mobilní platformu. Obsahuje
hodiny, generátory signálu, spínaè, ¾árovku, jedno-èíselný LCD displej, hradla AND, OR, NOT,
identitu, NAND, NOR, XOR, XNOR a jeden klopný obvod { RS.
(a) Logic gates (b) Logical Gates (c) Logic Simulator
Pro
(d) EveryCircuit Free
Obrázek 5.1: Aplikace pro podporu výuky
Obèas nastávaly problémy s køí¾ením kabelù (lze spatøit v obrázku 5.1c). Propojování kabelù
se provádí ta¾ením z výstupu do vstupu. Nebylo jakkoliv znázornìné, dokud nebyl spoj vytvoøen,
aplikace tedy pùsobí, ¾e nereaguje na u¾ivatele.
5.2.3 EveryCircuit Free
Program je velmi propracovaný interaktivní simulátor elektrických obvodù. Nezamìøuje se na
logické obvody, obsahuje pouze nejznámìj¹í hradla { AND, OR, NOT, NAND, NOR, XOR,
XNOR. ®ádné klopné obvody nejsou pøítomny.
Nevýhodou verze zdarma je velmi omezená velikost pracovní plochy, omezená nabídka ukáz-
kových obvodù a nepøístupné pokroèilej¹í komponenty. Dal¹ím negativem je nepøíli¹ populární
vy¾adování pøipojení k Internetu, tzv.
”
always-online\, pøesto¾e aplikace neobsahuje nic, co by
tento po¾adavek ospravedlòovalo.
5.3 Hry
5.3.1 Pocket Robots Test Chamber
”
Pocket Robots Test Chamber\ je velmi jednodu¹e vypadající puzzle hra, ve které je úkolem
hráèe provést robota 2D bludi¹tìm (podle typu úrovnì pohled ze strany nebo ze shora).
Splnìní úkolu provádí hráè nepøímo konstrukcí logického obvodu, který po spu¹tìní simulace
ovládá robota. Vstupy obvodu (na levé stranì obrazovky) mohou být pøipojeny na rùzné zdroje
signálu podle typu úrovnì. Napø. s pøibývajícím èasem se postupnì zapínají vstupy 0{6, nebo
jsou vyvedeny senzory barvy pozadí. Výstup obvodu je pøipojen k øízení robota, které sestává
z nìkolika málo pøíkazù { jeï doleva, doprava a zapni jetpack [12].
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Hra je chytlavá a po nìkolika úvodních úrovních nabírá na obtí¾nosti. Zkou¹el jsem verzi
pro PC, ovládání je typické pro mobilní platformy. Kromì opravdu jednoduchého grackého
provedení a obèasnému nehezkému pøeskládání kabelù nemohu høe moc vytknout.
(a) The LOGIC LAB (b) Pocket Robots Test Chamber
Obrázek 5.2: Aplikace pro podporu výuky
5.3.2 LogicBots
Úkolem hráèe v této placené høe je postavit robota a vytvoøit ovládací logický obvod tak, aby
robot splnil pøedlo¾ený problém { napø. následovat èáru na zemi do cíle [50].
Hra doká¾e hráèe vtáhnout a zabavit na dlouhý èas. Pøedpokládám, ¾e je toho dosa¾eno
tím, ¾e hráèi je dána obrovská volnost pøi stavbì robota. V plné verzi je i tzv.
”
sandbox\, kde
jsou jednotlivé díly dostupné v neomezeném mno¾ství. Hudba výsti¾nì dokresluje uvolnìnou
atmosféru vhodnou pro stavbu a sledování robota.
Hra se nezamìøuje èistì na logické obvody, obsahuje základní hradla (AND, OR, NOT, XOR),
generátory signálu, èasovaèe, ale i tranzistory, kondenzátory a dal¹í prvky.
Ovládání není intuitivní, èasto se v rùzných módech li¹í (napø. prostøední tlaèítko my¹i
mívá rùzný význam, dal¹ím problémem je chybìjící mo¾nost pøesunutí èi zkopírování hradla).
Pøesto¾e gracky hra pùsobí jednodu¹eji, FPS tomu neodpovídá { nedostateènì optimalizované
vykreslování. Nutno podotknout, ¾e hra je stále ve vývoji. Je tedy pravdìpodobné, ¾e èást
problémù bude opravena do vydání titulu.
(a) LogicBots (b) Gates of Logic
Obrázek 5.3: Hry pro podporu výuky
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5.3.3 Gates of Logic
Plo¹inová hra stojící na platformnì Flash. U¾ívá jak prvky typické pro akèní hry, napø. herní
postava mù¾e zemøít pøi kolizi s bodáky nebo virem (nepøítel), tak i prvky specické pro puzzle
hry { pøesouvání hradel za úèelem vyøe¹ení problému, kterým mù¾e být vypnutí silového pole,
zlikvidování viru nebo dokonèení úrovnì.
Hra je po gracké i estetické stránce solidní, hudba i zvukové efekty vhodnì dotváøejí atmos-
féru. Ovládání obèas pùsobí zpomalenì.
”
Gates of Logic\ nabízí následující hradla: identita, invertor, AND, OR, NAND, NOR a XOR.
Herní logika rozli¹uje, na rozdíl od typických dvou, tøi stavy { zapnuto, vypnuto a nedenováno
(ve høe vykresleno jako nepravidelné blikání vodièe) [41].
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Kapitola 6
Specikace po¾adavkù a návrh
V této kapitole popí¹i body, které by aplikace mìla splòovat. Následnì struènì pøedstavím zvo-
lenou architekturu a uká¾i návrh nìkolika nejdùle¾itìj¹ích tøíd.
6.1 Po¾adavky na hru
Aplikace by nemìla pùsobit nepøátelsky, komplikovanì. Pøedev¹ím první úrovnì musí jasnì vy-
svìtlovat herní mechaniky. Ka¾dé hradlo èi klopný obvod je nutné pøedstavit { napø. krátkým
textovým popisem, animací vyjadøující funkci, tabulkou (mù¾e obsahovat i obrázky). Dùraz by
mìl být kladen na názornost a výsti¾nost, ku pøíkladu vodièe by mìly mít jasnì odli¹ené stavy
rùznou grackou reprezentací.
Pøesto¾e pùjde o puzzle hru, poèáteèní úrovnì nesmí poèítat s jakoukoliv pøedchozí znalostí
logických systémù, obtí¾nost tìchto úrovní musí být relativnì nízká a narùstat velmi pomalu.
Podobnì jako je ne¾ádoucí pøíli¹ rychlý pøíval informací o logických systémech (napø. velký
poèet nových hradel v jedné úrovni), je stejnì ne¾ádoucí po hráèi vy¾adovat øe¹ení pøíli¹ kompli-
kovaných problémù (pøinejmen¹ím v úrovních pøedstavující nové prvky a v poèáteèních úrovních
obecnì). Za pøíli¹ komplikovaný problém pova¾uji napø. pokládání vìt¹ího mno¾ství vodièù. Je
nutno se zamyslet nad tím, zda vùbec nìkdy nechat hráèe umis»ovat vodièe.
Stojí za zvá¾ení, zda se pou¹tìt do systému odemykání úrovní. Tato persistence je toti¾
problematická, pokud by aplikace bì¾ela na ¹kolních zaøízeních, která jsou pou¾ívána desítkami
u¾ivatelù. Na základních a støedních ¹kolách se èasto nevidí, ¾e by ka¾dý student mìl vlastní
úèet.
Ovládání hry musí být pohodlné na dotykových zaøízeních, je tedy nutné to zohlednit v GUI.
Pøíkladem mù¾e být situace, kdy hráè pøidává prvek obvodu { objekty by mìly jít jednodu¹e
pøetáhnout z oblasti inventáøe na herní plochu. Stejnì uzpùsobené musí být i ovládací prvky,
napø. tlaèítka a jakékoliv aktivní prvky nesmí být pøíli¹ malé, aby je bylo mo¾né spolehlivì tret
nejen my¹í, ale i prstem na dotykové obrazovce.
Hra bude obsahovat úrovnì seøazené podle obtí¾nosti. Ka¾dá souèástka bude pøedstavena pøi
prvním u¾ití (tj. pokud nebyla pou¾ita v ¾ádné úrovni pøedcházející aktuální). V následujících
úrovních se ji¾ bude poèítat s tím, ¾e hráè zná tuto souèástku. Pøesto bude mo¾né, napø. po
kliknutí na prvek na herní plo¹e a vybrání ikony otazníku, vyvolat krátkou nápovìdu obsahující
popis vybrané komponenty.
6.2 Prostøedky
Cílová platforma hry je pøedev¹ím Android, nechtìl jsem se ale vzdát i mo¾nosti provozovat
aplikaci na osobních poèítaèích.
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6.2.1 Scala
Proto¾e byl zvolen Android, tak se jako implementaèní jazyk nabízí Java. Ji¾ nìjakou dobu
jsem ale experimentoval s jazykem Scala, který je s Javou kompatibilní1. Scala obsahuje rysy
jak objektového, tak i funkcionálního programování. Jde o silnì staticky typovaný jazyk, který
klade dùraz na struènost a výsti¾nost zdrojového kódu [32]. Nakonec jsem zvolil právì jazyk
Scala, v následujícím odstavci osvìtlím mé rozhodnutí.
Vyjmenuji nìkolik dùle¾itých vlastností: oproti Javì jsou i funkce objekty, statické a singleton
tøídy nahradil objekt, nemalou èást typù mù¾e odvodit pøímo pøekladaè (není tedy nutné je expli-
citnì uvádìt), odpadá nutnost pou¾ívat get a set metody, nemìnné (immutable) datové struk-





pattern matching\. Jak vidno, tak vlastnostmi se mù¾e rovnat i napø. velmi oblíbenému
jazyku C#, který v nemálo pøípadech i pøedèí.
Za zmínku stojí také fakt, ¾e Scala samotná nenutí k jinému stylu programování, pouze
obsahuje prostøedky, které funkcionální styl umo¾òují.
6.2.2 libGDX
Jako hlavní knihovna byla zvolena libGDX (pøedstavena v kapitole 4.3.4), která podporuje
vìt¹inu mobilních i desktopových platforem. libGDX je na tvorbu 2D her ideální, obsahuje
podporu pro animace, zvukové efekty, základní GUI prvky, vstup z klávesnice, my¹i i dotykových




Vrstva simulaèní a gracká budou oddìleny, simulace je zcela nezávislá na grace, viz obr. 6.1.
Obrázek 6.1: Zobrazení vztahù mezi vybranými balíky
Tøídy v simulaèním balíku circuit reprezentují chování daného prvku èi vodièe v obvodu.
Obsahují propojovací logiku a vhodné vyjádøení pro rychlou simulaci. Ka¾dý prvek disponuje
schopností serializace (vodièe se neukládají zvlá¹», propoje jsou ukládány spolu s prvky).
Balík graphicalCircuit se skládá ze tøíd, které reprezentují pøeká¾ky, senzory, hradla,
klopné obvody, zdroje signálu, vodièe a celý obvod v gracké podobì. V tomto balíku se klade
dùraz na propojení se tøídami z balíku circuit, dále na umístìní, zobrazení a manipulaci
s èástmi obvodu na herní plo¹e.
Detailní návrh dùle¾itých tøíd v podobì diagramù si mù¾ete prohlédnout v pøíloze C. Pøi
jejich tvorbì jsem pou¾íval znaèení popsané v pøíloze B.
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Obrázek 6.2: Návrh obrazovek
6.3.2 Obrazovky
Obrázek 6.2 demonstruje návrh obrazovek. Domnívám se, ¾e v¹e dùle¾ité je zøejmé z diagramu.
Návrh je toti¾ v podstatì shodný s jakoukoliv jednodu¹¹í hrou.
6.3.3 Herní obrazovka
Koncept rozlo¾ení prvkù na herní obrazovce vidíme na obrázku 6.3. Na levé stranì se nachází
inventáø s prvky, které jsou hráèi v aktuální úrovni dostupné. Vpravo nahoøe le¾í herní menu,
které slou¾í k ovládání simulace (spu¹tìní, zastavení), zobrazení nápovìdy nebo popisu úrovnì














Obrázek 6.3: Návrh rozlo¾ení ovládacích prvkù na obrazovce
Ta obsahuje dvì vrstvy { popøedí nese pøedev¹ím postavu, terén a pøeká¾ky. Vrstva více
v pozadí je osazována komponentami obvodu { hlavnì vodièi, hradly a klopnými obvody. Herní
plocha je rozdìlena møí¾kou na jednotlivá políèka. Vodiè se ¹íøkou právì jednoho políèka patøí
1Existují jistá omezení a pøedev¹ím èitelnost kódu je dostaèující pouze pøi u¾ívání Java tøíd ve Scale, ne naopak.
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k nejmen¹ím objektùm, které lze umístit na pracovní plochu. Hradla a klopné obvody jsou
podstatnì vìt¹í, èasto zaujímají 3× 3 políèka (v obrázku hradlo OR a AND).
Postava se po spu¹tìní simulace zaène pøesouvat smìrem doprava. Pøi své cestì mù¾e spínat
rùzné senzory, na obrázku vidíme tlakové senzory na podlaze. Úkolem hráèe je zajistit bezpeèný
pøesun postavy ze startovní pozice do cílové.
6.3.4 Obrazovka výbìru úrovnì
Návrhy obrazovky k výbìru úrovnì vidíme na obrázku 6.4. Návrh v èásti (a) poskytuje informace
o nìkolika úrovních zároveò. Pøi vìt¹ím poètu úrovní lze posouvat obrazovkou ta¾ením a zobrazit
si tak dal¹í øadu. Men¹í nevýhodou je duplikace nìkterých prvkù, napø. tlaèítka spou¹tìjícího
úroveò. Výhodu má v pøehlednosti, ve vìt¹ím mno¾ství relevantních informací a ve snadnìj¹ím





Obrázek 6.4: Dva návrhy obrazovky výbìru úrovnì
Druhý návrh, èást (b), následuje schéma více známé z poèítaèových u¾ivatelských rozhraní.
Vlevo je výbìr podle jména úrovnì, vpravo se zobrazují informace o aktuálnì vybrané úrovni.
Tento pøístup vy¾aduje více u¾ivatelského vstupu pro výbìr úrovnì { je nutné najít v seznamu
jméno úrovnì, vybrat jej a pak potvrdit tlaèítkem. Pokud u¾ivatel hledá úroveò, ale nezná
její oznaèení, pak musí postupnì vybírat jednotlivé úrovnì, aby si zobrazil popis, co¾ je dost
ne¹ikovné.
Proto¾e se od výsledné aplikace oèekává, ¾e bude dobøe pou¾itelná na dotykových zaøízeních,





V prùbìhu implementace jsem se sna¾il dodr¾ovat nìkolik zvolených principù, v této èásti je
vyjmenuji a krátce popí¹i. Vycházel jsem pøedev¹ím z èlánku
”
The Principles of Good Progra-
mming\ [11].
7.1.1 DRY
DRY { jeden z nejdùle¾itìj¹ích principù programování a návrhu vùbec. DRY je zkratka anglické
fráze
”
Don't repeat yourself!\, která se pøekládá jako
”
Neopakuj se!\. V programování máme
k dispozici hned nìkolik konstrukcí, které pøímo zachycují tuto radu { smyèky, funkce, tøídy,
atd. Jakmile programátor napí¹e stejný nebo velmi podobný kód po nìkolikáté (kupø. pøedpis
výpoètu, nìkolik po sobì jdoucích stejných pøíkazù, øe¹ení stejného problému), tak nastává èas
na zavedení nové abstrakce.
Za ukázku aplikace tohoto principu mù¾eme pova¾ovat
”
package object dip\, který sdru¾uje
rùzná roz¹íøení bì¾ných typù (oznaèováno jako návrhový vzor
”
Pimp my Library\), napø. tøída
”
SeqPimps\ umo¾òuje ltrování sekvence podle typu, vytvoøení náhodnì zamíchané sekvence
nebo vrácení náhodného prvku. Tyto kusy kódu se opakovaly na rùzných místech, byly proto
pøesunuty a sjednoceny na jednom místì, kde jsou lehce pøístupné odkudkoliv.
7.1.2 KISS
Zkratka pochází z anglického
”
Keep it simple, stupid!\. Princip uvádí, ¾e máme dìlat co nejjed-
nodu¹¹í systémy, tøídy èi jiné celky.
Funkcionální programování tento princip pøirozenì splòuje, proto¾e preferuje èisté krátké
funkce (
”
pure\, bez vedlej¹ích efektù). Stejnì tak upøednostòování jednoduchých nemìnných
(tzv.
”
immutable\) tøíd následuje princip KISS.
Scala umo¾òuje ale kombinaci objektového a funkcionálního pøístupu, navíc knihovny po-
cházející z Java prostøedí bývají objektovì orientované. Kdy¾ se na problematiku podíváme




Pøi vývoji jsem se v nìkterých pøípadech nevyhnul komplexním tøídám. Problém jsem øe¹il
tak, ¾e jsem velkou komplexní tøídu rozdìlil na více krátkých konstruktù trait podle zamìøení
kódu { napø. vytvoøení, serializace, vykreslování, reakce na posun v simulaèním èase, reakce na
u¾ivatele, atp.
1Mutable pøístup je nutno u¾ít minimálnì pro operace volané pøi vykreslování ka¾dého snímku. Alokace pamìti





Single responsibility principle\, co¾ se pøekládá jako
”
Princip jedné odpovìd-
nosti\. Rada nám øíká, ¾e ka¾dá èást kódu (tøída, metoda èi funkce) by mìla provádìt pouze
jeden jasnì specikovaný úkol.
Ne v¾dy je jednoduché vyhodnotit, zda daná tøída provádí právì jeden úkol, pøedev¹ím v
situacích, kdy jsou potøeba splnit urèité krátké dílèí úkoly. Je tedy v¾dy znaènì subjektivní, kdy
se rozhodnout, ¾e je nutné aplikovat SRP a rozdìlit kód na více èástí.
Asi nejvìt¹í dopad u¾ití tohoto principu bylo rozdìlení popisu obvodu na dvì èásti { simulaèní
(stará se pouze o popis chování) a èást grackou (je zodpovìdná primárnì za zobrazování obvodu
a interakci s u¾ivatelem).
Jak bylo zmínìno vý¹e, v jazyce Scala mù¾e èlovìk vyu¾ít vícenásobné dìdìní pomocí kon-
struktù trait. Je tedy mo¾né rozdìlit rùzné pod-úkoly do samostatných konstruktù trait, ze
kterých bude následnì dìdit jedna tøída, a tak aplikovat princip SRP.
7.1.4 Pou¾itelnost a u¾ivatelská spokojenost
Jak bylo nastínìno v sekci 6.1, aplikace by mìla být relativnì jednoduchá na ovládání a intuitivní.




u¾ivatelská spokojenost\2 je více pou¾ívané v anglické variantì {
”
user experience\,
èastìji vidìno pod zkratkou
”
UX\. Jde o obor zkoumající chování osob, jejich pøístup a emoce
pøi pou¾ívání urèitého systému nebo produktu.
”
Pou¾itelnost\ je vlastností pøedmìtu, která popisuje jednoduchost a snadnou nauèitelnost
zacházení s tímto pøedmìtem.
ISO 9241
V urèitých aspektech jsem vycházel ze standardu ISO 9241. Kladení dùrazu na iterativnost
vývoje u¾ivatelského rozhraní odrá¾í tento standard pøi vývoji herní aplikace nejvíce. Pøíkladem
mohou být následující vylep¹ení:
• Na porty prvkù byly pøidány malé ¹ipky, které znázoròují smìr toku informace. Vylep-
¹ení výraznì usnadòuje orientaci pøedev¹ím v pøípadì prvkù se stejným poètem vstupù
i výstupù.
• Pøedìlání grackého objektu reprezentujícího úroveò v obrazovce výbìru úrovnì z pouhého
tlaèítka na obdélníky, které jsou lépe gracky ztvárnìné, pøehlednìj¹í a pøedev¹ím zvý¹ily
plochu, na které mù¾e u¾ivatel pou¾ít gesto uchopení a posouvat obsah obrazovky.
• Umístìní do horní èásti obrazovky tzv.
”
creative inventory\, tj. nabídky v¹ech prvkù do-
stupných ve høe pøi tvoøení nového obvodu, se ukázalo jako nepøíli¹ dobrá volba. Buï
byla nabídka pøíli¹ malá a na dotykových zaøízeních byl výbìr a posun nepohodlný, nebo
zabírala pøíli¹ velkou èást obrazovky. Nedostatek byl vyøe¹en pøesunem této nabídky na
stejné místo, kde le¾í i nabídka výbìru prvkù v bì¾ném re¾imu (tj. øe¹ení obvodu). Mezi
obìma typy nabídky se pøepíná tlaèítkem umístìným nahoøe. Dále je nabídka se v¹emi
prvky podbarvena lehce odli¹nì (jinak by nemuselo být zøejmé, jaká nabídka je aktuálnì
zvolena).







¹enost u¾ivatele s produktem\.
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• Pøedpoklad, ¾e si u¾ivatel zapamatuje, které prvky pøidal do obvodu a jsou tzv. odemèené
(a tedy upravitelné), byl mylný. Stávalo se, ¾e se hráè sna¾il pøesouvat i prvky uzamèené.
Proto jsem se rozhodl, ¾e uzamèené prvky barevnì odli¹ím, po úpravì jsou mírnì zabarveny
do modra, co¾ by mìlo zlep¹it pou¾itelnost.
• Pùvodnì, kdy¾ byly herní prvky uzamèené k modikaci u¾ivatelem, tak neumo¾òovaly
zobrazení nápovìdy. Bylo to øe¹ení jednoduché na implementaci. Pozdìji bylo toto chování
pøepracováno tak, aby lépe odrá¾elo oèekávání u¾ivatelù { tj. aby bylo mo¾né zobrazit
nápovìdu u libovolného prvku, tj. i u prvkù, které jsou uzamèeny na pracovní plo¹e.
C.R.A.P.




CRAP\; nìkdy, ménì èasto, také oznaèováno jako
”
CARP\).
Písmeno C reprezentuje kontrast (z angl.
”
contrast\). Princip øíká, ¾e dùle¾ité, výchozí èi
více pou¾ívané prvky mají mít vy¹¹í kontrast nì¾ prvky ménì dùle¾ité nebo skoro nepou¾ívané.




repetition\), mù¾eme si pod ním pøedstavit
konzistenci u¾ivatelského rozhraní. Kdy¾ u¾ivatel narazí na prvek, který vypadá a chová se
podobnì jako prvek, který u¾ivatel u¾ døíve pou¾il, tak je pro u¾ivatele velmi jednoduché odvodit,
jak s tímto prvkem zacházet. Takové u¾ivatelské rozhraní (a pota¾mo aplikaci) pak vnímá jako
pøehledné, snadné a kvalitní.
”
Zarovnání\ vystupuje v akronymu pod A (z angl.
”
alignment\). Jde o radu, která zøejmì
nejvíce ovlivní vzhled rozhraní. Formuláø, okno èi dialog, který následuje tento princip, pùsobí
pøehlednìji a jednodu¹eji na vyplnìní (tj. pou¾ití), ne¾ formuláø obsahující stejné polo¾ky, které
ale nejsou zarovnané (bì¾nì na møí¾ku).




proximity\). Princip øíká, ¾e po-
dobné nebo související prvky mají le¾et blízko sebe. Èlovìk si toti¾ podvìdomì vytváøí spojení
mezi objekty na základì vzdálenosti (ne výluènì, ale vzdálenost hraje dùle¾itou roli). Praktická
ukázka tohoto principu mù¾e být menu s výrobky èasto situované v levé èásti webové stránky.
Pokud menu rozdìlíme na více èástí, napø. elektronické výrobky rozdìlíme na audio zaøízení,
video zaøízení a poèítaèe, dosáhneme podstatnì lep¹í pou¾itelnosti { u¾ivatel se rychle zorientuje
a nalezne po¾adovaný odkaz.
Je pomìrnì zajímavé, ¾e tzv. zdánlivá pou¾itelnost, tj. jak na nás na první pohled rozhraní
pùsobí (esteticky, grackým uspoøádáním), hraje velkou roli pøi hodnocení celkové pou¾itel-
nosti [23].
7.2 Pou¾ité vývojové nástroje
Pøed, v prùbìhu a po implementaci aplikace jsem pou¾il následující nástroje.
7.2.1 IntelliJ IDEA
Produkt z dílny èeské rmy JetBrains, integrované vývojové prostøedí s velmi dobrou podporou
jazyka Scala, ale i dal¹ích ménì bì¾ných, nicménì funkcemi velmi zajímavých, JVM jazykù
jakými jsou napø. Kotlin èi Groovy [19]. V edici
”
community\ je IntelliJ IDEA dostupná zdarma
a osobnì ji preferuji pøed alternativním Scala IDE zalo¾eném na Eclipse.
Dùvodem této preference je pøedev¹ím mnohem u¾iteènìj¹í na¹eptávání { nejen podle prexu,
ale i podle
”
Camel\ nebo jen èásti identikátoru. IntelliJ IDEA èasto bere v potaz typ výrazu
èi promìnné a nabízí vhodnìj¹í volbu vý¹e v seznamu nabízených mo¾ností.
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Pøesto¾e z hlediska funkcí a rozsahu podpory jazyka Scala je IntelliJ IDEA pravdìpodobnì
nejvhodnìj¹í IDE na trhu pro vývoj v tomto jazyce, narazil jsem na nìkolik men¹ích problémù,
které podrobnìji pøiblí¾ím v sekci 7.4.
7.2.2 Git
Git je známý Open Source verzovací systém. Je distribuovaný, tak¾e na rozdíl od napø. SVN
není tøeba serverová èást. Disponuje i pomìrnì pokroèilými funkcemi, jakými je kupø. podpora
více vìtví.
Pøi vývoji jsem verzoval jak kód, tak i tento text spolu s dal¹ími pomocnými soubory { rùzné
poznámky, obrázky, atp. Repozitáø jsem udr¾oval i na vzdáleném serveru pro pøípad, kdy by
do¹lo k po¹kození dat na pracovním PC.
7.2.3 Inkscape
Vektorový gracký editor vydávaný pod Open Source licencí. Jako nativní formát pou¾ívá SVG,
graku lze jednodu¹e vyexportovat i do formátu PDF, který se pou¾ívá pro obrázky v tomto
celém textu.
Vyjma GUI prvkù byla ve¹kerá graka pro hru vytvoøena v tomto programu. Párkrát jsem
za¾il pád programu, jde o nìjakou chybu spojenou s klonovaným objektem typu group a aplikací
transformace, ne¹lo ale o nic neøe¹itelného. Byl jsem pøíjemnì pøekvapen kvalitou tohoto zdarma
dostupného produktu.
7.2.4 Atom
Na men¹í úpravy textových souborù, napø. poznámek, jsem vyu¾íval Open Source editor Atom.
Podporuje velké mno¾ství formátù, umí základní na¹eptávání, komunita vytvoøila nepøeberné
mno¾ství modulù, pomocí kterých lze pøidávat do editoru novou funkcionalitu, pøípadnì mìnit
stávající.
V minulosti jsem krátce pou¾íval Sublime Text, ale proto¾e jde o placený produkt (s èasovì
omezenou testovací verzí), pøe¹el jsem na Atom. Ten je o nìco pomalej¹í, pøedev¹ím doba prvního
naètení aplikace, ale vývoj rychle pokraèuje a v ka¾dé nové verzi je vidìt velké mno¾ství zmìn.
7.2.5 Dia
Open Source editor diagramù Dia mi pomohl pøi návrhu a v první fázi implementace. Pøibli¾nì
polovina diagramù v tomto textu pochází z programu Dia { dobrou ukázkou je návrh balíku
graphicalCircuit v pøíloze C.
Nepodporuje pouze diagramy tøíd, ale mnoho dal¹ích. Pøíkladem budi¾ diagram návrhu ob-
razovek na obrázku 6.2 a digram balíkù { obr. 6.1.
7.2.6 Dia2Scala
”
Dia2Scala\ { nástroj urèený k vygenerování kódu z diagramu tøíd ve formátu editoru Dia
(XML), který vznikl jako vedlej¹í produkt této práce. Velmi usnadnil poèáteèní fázi implemen-
tace. Více si o nìm mù¾ete pøeèíst v pøíloze D.
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7.2.7 Dal¹í software
Pøi vývoji jsem pou¾il je¹tì nìkolik dal¹ích aplikací, velmi struènì je popí¹i v této podsekci.
Uvádím je v této spoleèné podsekci pøedev¹ím proto, ¾e jsem jejich u¾íváním nestrávil pøíli¹
mnoho èasu, ¹lo napø. o jednorázové pøevody z jednoho formátu do jiného.
Audacity Open Source editor zvukových souborù.
foobar2000 Pøehrávaè hudby, umí i pøevádìt mezi rùznými formáty, freeware.
Hiero Utilita k exportu fontù z vektorového formátu (napø. ttf) do bitmapového formátu, který
lze pou¾ít k rychlému vykreslování.
ImageMagick Sada konzolových nástrojù pro manipulaci s obrazovými daty a formáty.
MSYS GNU nástroje pro Windows.
LibreOce Balík kanceláøských nástrojù pod Open Source licencí. Byl pou¾it na vytvoøení
PDF formuláøe { dotazníku a k vyhodnocení získaných dat.
Adobe Acrobat Reader Proprietární PDF prohlí¾eè s dobrou podporou formuláøù.
SumatraPDF Open Source (GPL3) PDF prohlí¾eè, u kterého jsem vyu¾il pøedev¹ím funkce
sledování zmìn a automatického pøekreslení PDF dokumentu.
TeXnicCenter Svobodný editor souborù TEX.
XnView Proprietární prohlí¾eè obrázkù, který je zdarma dostupný pro osobní pou¾ití a pro
vzdìlávací a neziskové úèely.
7.3 Knihovny
Tato sekce pøiblí¾í knihovny, které byly pou¾ity k vytvoøení hry.
7.3.1 libGDX
Jde o multiplatformní Open Source framework pro tvorbu (pøedev¹ím) 2D her napsaný v jazyce
Java. Nìkteré obecné informace o libGDX lze nalézt v pøedchozích èástech práce { podsekce 4.3.4
a 6.2.2.
Pøi tvorbì aplikace jsem vyu¾il atlasu textur (jeho cílem je urychlit vykreslování, obecnì
slou¾í k seskupování textur, které se vykreslují po sobì { napø. prvky u¾ivatelského rozhraní).
Nejvíce jsem interagoval se
”
scene2d\ èástí. Jde o abstrakci implementující graf scény a jeho
jednotlivé prvky { napø. ovládací prvky, okna, atp. Konkrétnì kupø. objekt robota dìdí od
scene2d tøídy
”
Actor\, tedy umí se vykreslit na daných souøadnicích a umí se aktualizovat.
Dal¹í pomìrnì dùle¾itá èást libGDX je fyzikální knihovna
”
Box2D\. Nìkdo by mohl namít-
nout, ¾e nebylo nutné ji vyu¾ívat v tomto konkrétním pøípadì, ve høe se toti¾ nachází pouze
obdélníková tìlesa. Pøesto mi pomohla s nìkolika men¹ími úkoly (výpoèet kolizí, gravitace, po-
hyb robota). Myslím si, ¾e to byla správná volba z hlediska potencionálních roz¹íøení { zmiòme
tøeba jednoduché pøidání neobdélníkových tìles, která mohou slou¾it k simulaci plo¹in èi schodù.
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7.3.2 Spray JSON
Odlehèená knihovna slou¾ící k serializaci (a deserializaci) do formátu JSON (JavaScript Ob-
ject Notation) v jazyce Scala. Podporuje práci s
”
case class\ a transparentnì pracuje se v¹emi
základními datovými typy a ve¹kerými kolekcemi.
Knihovna libGDX obsahuje tøídy pracující s formátem JSON, bohu¾el pøímo je podporována
pouze Java. Pokud chce èlovìk serializovat Scala kolekce èi hojnì pou¾ívané
”
case class\, tak
tvrdì narazí. Z tohoto dùvodu byla pou¾ita knihovna Spray JSON pro práci s formátem JSON.
V samotné aplikaci se JSON pou¾ívá pro ukládání úrovní a nastavení programu (kupø. jazyk
a hlasitost).
7.3.3 ScalaTest
Známá knihovna ScalaTest poskytuje nástroje pro psaní automatických testù. Je pou¾ita pøe-
dev¹ím pro testování implementace obvodu a diskrétní simulace.
7.3.4 jOOR
Její jméno pochází ze spojení
”
Java Object Oriented Reection\. Je to malá, ale velmi u¾iteèná
knihovna, která obaluje funkce související s reexí. Tyto funkce jsou znaènì neintuitivní, operace
které poskytují nelze zapsat výsti¾nì. Popsané problémy adresuje knihovna jOOR.
7.4 Problémy pøi vývoji
Velmi struènì vyjmenuji problémy, které se vyskytly v prùbìhu vývoje aplikace. ©lo pøedev¹ím
o malé nedokonalosti a lehce øe¹itelné zále¾itosti.
7.4.1 IntelliJ IDEA
Toto IDE, pøesto¾e velmi dobré, nepodporuje nìkteré nejpokroèilej¹í vlastnosti jazyka Scala.
Mluvím o tzv. makrech, jsou pøedev¹ím pou¾ívána knihovnami a i pokroèilým u¾ivatelùm jazyka
èiní nemalé potí¾e.
Makra slou¾í jako dal¹í vrstva pøi kompilaci, umo¾òují upravovat kompilátorem vygenero-
vaný mezikód. Pomocí nich lze dosáhnout a¾ neuvìøitelných výsledkù, napø. knihovna Shapeless
roz¹iøuje generické mo¾nosti jazyka (polymorphic function values, heterogenní listy, abstrakce
nad aritami a mnoho dal¹ího)[43].
Konkrétní pøípad potí¾í je ¹patná detekce chyb v souborech, kde se vyu¾ívá knihovna Spray
JSON. Øe¹ením bylo tøídy rozdìlit do více konstruktù trait a tím omezit ¹íøení hlá¹ení fale¹ných
chyb pouze na metody, které pracují pøímo s knihovnou.
7.4.2 libGDX
Framework libGDX obsahuje vìt¹inu vìcí, které prùmìrná mobilní hra potøebuje. Ale jako v ka¾-
dém softwaru i v tomto jsou nìjaké men¹í problémy.
Pøi psaní kódu pro polo-prùhledný obdélník, který znázoròuje pøesouvaný prvek obvodu,
jsem narazil na problém s vykreslováním geometrických tvarù s prùhledností pomocí
”
Shape-
Renderer\. Na desktopu v¹e fungovalo podle oèekávání na poprvé, bohu¾el na tabletu s An-
droidem se buïto neaplikovala prùhlednost, nebo (pøi pokusu o manuální zapnutí
”
blending\
vlastnosti v OpenGL) se nevykreslovalo nic. Problém byl nakonec vyøe¹en pou¾itím Scene2D
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modulu { tøída Image a jednobarevný obrázek o velikosti jednoho pixelu rozta¾ený a obarvený
tak, aby odpovídal polo-prùhlednému ¹edému obdélníku.
Vykreslování znakù fontu trpí zaokrouhlovacími chybami. Bylo nutné
”
sáhnout\ dovnitø
objektu popisujícího font a zmen¹it problematické znaky o velmi malé èíslo (v kódu 0, 001f).
Posledním zádrhelem s libGDX byl popis vzhledu GUI elementù. Pøíklady uvádìly nevalidní
(ne-striktní) JSON, chybìly uvozovky u klíèù i øetìzcù. To zpùsobovalo problémy pøi pou¾ívání
ostatních nástrojù, napø. IDE, které nevalidní JSON (zcela pochopitelnì) neumìlo naformátovat.
7.4.3 ProGuard
Z dùvodu omezení DalvikVM bylo nutné vyu¾ívat program ProGuard. Slou¾í k optimalizacím
generovaného kódu, toho dosahuje pøedev¹ím vypou¹tìním nepou¾itých metod a tøíd a pøejme-
nováváním èasto pou¾ívaných identikátorù.
Nane¹tìstí pøímo nepodporuje ani Android ani základní knihovnu jazyka Scala. Bylo tedy
nutné pøidat pomìrnì velké mno¾ství výjimek a ty v prùbìhu vývoje roz¹iøovat, proto¾e se èasto
stávalo, ¾e ProGuard zahodil napø. popis rozhraní èi atributy tøídy, ke kterým se pøistupovalo
pouze reexí.
Konkrétním pøíkladem budi¾ odstraòování metody hashCode z rozhraní immutable.Map.
7.5 Popis aplikace
7.5.1 Herní obsah a dostupnost informací
Prototyp obsahuje deset úrovní. Ka¾dá úroveò pøedstavuje hráèi nìjaký nový koncept, vìt¹inou
jde o hradlo èi klopný obvod. Po vstupu do úrovnì je postupnì zobrazován text, který popisuje
a vysvìtluje, co je v dané úrovni nového a co se musí provést. Tento text mù¾e hráè kdykoliv
znovu vyvolat, nehrozí tedy riziko neúmyslného zavøení a následné frustrace, která je zpùsobená
nedostatkem informací o fungování neznámého nového prvku.
Nápovìda vyu¾ívá dla¾dice na herní plo¹e typu
”
monitor\. Pøi odkazu v textu na monitor
se nad nìj pøesune kamera a monitor se rozsvítí. Hráè tedy zøetelnì vidí, o které konkrétní èásti
obvodu se pí¹e v prùvodním textu.
Je také pamatováno na mo¾nost, ¾e hráè zapomene, jak funguje urèitý døíve pøedstavený
prvek a není tedy k dispozici popis v prùvodním textu aktuální úrovnì. Situace je øe¹ena tak,
¾e u ka¾dého prvku je mo¾né jednodu¹e vyvolat nápovìdu se struèným popisem jeho chování.
7.5.2 Graka
Skoro v¹echna graka je vlastní tvorbou (vyjma pøedlohy GUI prvkù, loga a fontu). Jak bylo
uvedeno vý¹e v podsekci 7.2.3, obrázky byly tvoøeny v editoru Inkscape.
Kromì textur prvkù na hrací plo¹e a robota, byly nakresleny také jednoduché ikony pro
rùzná tlaèítka (napø. nový soubor, otevøení souboru, opu¹tìní úrovnì, nastavení).
Ka¾dé hradlo a klopný obvod nesou unikátní symbol. Pro snadnìj¹í orientaci jsou vstupy
a výstupy oznaèeny malými ¹ipkami. Pokud má prvek více rozdílných vstupù, napø. RS obvod,
pak se nachází jednoznakové oznaèení u v¹ech vstupù. Dále prototyp obsahuje dva typu terénu,
startovní a cílovou zónu, tlakový senzor a elektrickou pøeká¾ku.
Hra umo¾òuje re¾im s nízkým rozli¹ením textur, který je vhodný pro hardwarovì slab¹í
tablety a mobilní zaøízení. Na desktopu se doporuèuje pou¾ít textury s vy¹¹ím rozli¹ením. Volba
lep¹ích textur v nastavení je automaticky vybrána pøi prvním spu¹tìní na poèítaèi.
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7.5.3 Hudba a zvuk
Byla pou¾ita volnì dostupná hudba pod licencí
”
Creative Commons Attribution\. Hra obsahuje
nìkolik zvukových efektù, které jsou také pod licencemi umo¾òující pou¾ití zdarma i v komerè-
ních produktech. V¹ichni autoøi zvukových (a ostatních) dìl jsou samozøejmì uvedeni pøímo




Program vyu¾ívá pro drtivou vìt¹inu øetìzcù modul
”
i18n\ z knihovny libGDX. U¾ivatelské roz-
hraní je pøelo¾eno jak do anglického, tak do èeského jazyka. V aktuálním stavu úrovnì obsahují
pouze èeský pøeklad. Formát úrovní ale podporuje více jazykù, tak¾e v budoucnu bude mo¾né
vydat i anglickou mutaci hry.
7.5.5 Implementovaná hradla a klopné obvody
Výuková hra obsahuje hradla NOT, AND, OR a XOR. Z klopných obvodù jsou pøítomny RS,
JK, toggle a data. Dále jsou dostupné prvky zdroj signálu true a false, èasovaè (dvì verze, jedna
s volitelným nastavením prodlevy) a identita (dva typy s rùzným zpo¾dìním).
7.5.6 Nové úrovnì
Tvoøení nových úrovní je jednoduché, staèí v obrazovce výbìru úrovnì aktivovat tlaèítko s ob-
rázkem prázdného listu papíru. Novì vytvoøená úroveò je v tzv. creative módu, ve kterém je
mo¾né pøidávat libovolné prvky na hrací plochu a do oblasti inventáøe. V¹echny vestavìné úrovnì
byly tvoøeny touto cestou. Mù¾eme tedy øíci, ¾e program obsahuje plnohodnotný editor úrovní.
7.5.7 Podporované platformy
Ze zadání práce vyplývá, ¾e mezi podporovanými platformami nesmí chybìt Android. Hra byla
otestována a shledána funkèní na Androidu verze 2.3.4 a 4.4.4.
Herní aplikace je také testovaná na stolním poèítaèi s Windows 7 (Java Platform verze 8.31
64b) a Lubuntu 14.04.2 LTS (OpenJDK RE IcedTea 2.5.5 64b, Java verze 1.7.0 79).
Jak bylo zmínìno døíve v podsekci 4.3.4, libGDX podporuje i iOS a nìkolik dal¹ích platforem.
Nemìl by tedy být vìt¹í problém v budoucnu vydat i verze pro dal¹í platformy.
7.5.8 Mo¾nosti nastavení
V obrazovce nastavení je mo¾né mìnit nezávisle hlasitost hudby, zvukových efektù a celkovou
hlasitost. Jak bylo uvedeno vý¹e, tak lze povolit èi zakázat re¾im s vy¹¹ím rozli¹ením textur. Lze
také nastavit maximální mo¾ný poèet snímkù za vteøinu (bì¾nì oznaèováno jako FPS limit).
To mù¾e sní¾it spotøebu zaøízení, pøípadnì i stabilizovat prodlevy mezi vykreslovanými snímky
(napø. na ménì výkonných mobilních zaøízeních).
7.5.9 Ukázky
Následují snímky ze hry. Obrázek 7.1 demonstruje obrazovku nastavení popsanou v 7.5.8. Dal¹í
obrázek 7.2 ukazuje výbìr úrovnì, vpravo dole vidíme tlaèítka pro otevøení u¾ivatelem vytvoøené
úrovnì a vytvoøení nové u¾ivatelské úrovnì.
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Obrázek 7.1: Obrazovka nastavení
Obrázek 7.2: Výbìr úrovnì
Obrázek 7.3: Úroveò { základní koncepty hry
Zbylé snímky (7.3, 7.4 a 7.5) zachycují konkrétní úrovnì. Vlevo se nachází inventáø, uprostøed
herní plocha, napravo menu a dole prùvodní text.
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Obrázek 7.4: Úroveò { RS klopný obvod, dla¾dice typu monitor
Obrázek 7.5: Úroveò { JK a D obvody
7.6 Testování
Sekce popisuje pøístup k testování pøi práci na implementaci aplikace.
7.6.1 Simulaèní vrstva a serializace dat
Tøídy, které reprezentují obvod (statickou i dynamickou èást), a implementace kalendáøe událostí
jsou z velké èásti pokryty jednotkovými testy. Stejnì tak jsou testovány i serializace a deseriali-
zace prvku, obvodu, grackého obvodu a úrovnì.
7.6.2 Testování funkènosti
Ze zaèátku vývoje byly pro testování pou¾ívány pøedev¹ím jednotkové testy. Ve fázi, kdy se
zapoèalo s implementací grackého u¾ivatelského rozhraní, jsem zaèal testovat inkrementálnì,
v¾dy po pøidání nìjakého celku. Díky tomu, ¾e knihovna libGDX podporuje kromì Androidu
také desktop, jsem byl schopen velmi jednodu¹e zkou¹et ka¾dou zmìnu u¾ivatelského rozhraní.
V¾dy jednou za èas, vìt¹inou po dokonèení urèité vìt¹í èásti, jsem aplikaci vyzkou¹el v emu-




Kapitola uká¾e, jak na aplikaci reagovali bì¾ní u¾ivatelé. Také vyjmenuje, pøiblí¾í a zdùvodní
mo¾ná a zva¾ovaná roz¹íøení.
8.1 Hodnocení u¾ivateli
Hodnocení mladými u¾ivateli probíhalo formou dotazníku. Celkový poèet odevzdaných formu-
láøù dosáhl èísla 17. První èást se skládala z bì¾nì pou¾ívaného dotazníku pro hodnocení u¾iva-
telské pøívìtivosti [6], druhá èást se dotazovala na otázky specické pro aplikaci (týkají se napø.
nápovìdy a graky). Pou¾ité otázky mù¾ete nalézt v pøíloze E. Pokud se zajímáte o detailnìj¹í
pohled na data získaná z dotazníkù, nalistujte si pøílohu F.





zcela souhlasím\. Data prezentovaná dále jsou pøepoètena na skóre (tj. hodnota
negativních otázek je invertována). Èím vìt¹í je hodnota skóre, tím pozitivnìj¹í je hodnocení.
8.1.1 Pøehled
Graf na obr. 8.1 ukazuje prùmìrné hodnocení a smìrodatnou odchylku hodnocení podle otázky.
Obrázek 8.1: Prùmìr a smìrodatná odchylka hodnocení otázek
Nejhùøe hodnocená je otázka èíslo 8, která øíká, ¾e hráè shledává ovládání ne¹ikovným.
Prùmìrná hodnota je 2,8 (z intervalu 1{5), co¾ je pomìrnì vysoké skóre. 47 % hodnotilo negativnì
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(na stupnici zvolili 1 nebo 2), 18 % neutrálnì (3) a 35 % pozitivnì (4 nebo 5,
”
pozitivnì\ ve
významu, ¾e nesouhlasí s výrokem o ¹patném ovládání).
Nejlépe dotazovaní hodnotili otázku 4 { nesouhlas s tím, ¾e by potøebovali odbornou pomoc
pøi pou¾ívání aplikace. Jak vidíme, tak nejvíce se úèastníci shodli na hodnocení otázek 15 a 10.
Otázka 15 øe¹í, zda si u¾ivatel myslí, ¾e by aplikace mohla nìkoho povzbudit k zájmu o technický
obor. Desátý výrok øíká, ¾e se u¾ivatel nepotøeboval mnoho nauèit k úspì¹nému ovládání hry.
8.1.2 Graka a estetika
Na otázku, zda shledávají gracké a estetické zpracování hry dostateèné, odpovìdìlo kladnì 65 %,
neutrálnì 12% a negativnì 23%. Otázka má skóre o velikosti 3,7. Z výsledkù mù¾eme vyvodit, ¾e
tøi ètvrtiny u¾ivatelù je spokojeno se stávajícím (pomìrnì jednoduchým) grackým zpracováním
a jedna ètvrtina se domnívá, ¾e by gracká stránka mìla být pøedìlána nebo vylep¹ena.
8.1.3 Efektivita aplikace
S vyjádøením, ¾e si u¾ivatel myslí, ¾e aplikace by mohla nìkoho povzbudit k zájmu o technický
obor, se vyjádøilo kladnì (ohodnotilo èíslem 4 nebo 5) 71 % dotazovaných. Neutrální postoj, tj.
volbou ohodnocení 3, zastává 29 % zúèastnìných. Nikdo nevybral hor¹í hodnocení ne¾ 3. Celkové
skóre otázky je 3,8. Øekl bych, ¾e u¾ivatelé zastávají kladný názor na efektivitu dopadu hry.
8.1.4 Nasazení na ¹kolách
S nasazením na základní ¹kole jako doplòkového nástroje pro volbu zamìøení budoucího studia
souhlasí 59%, neutrálních je 29% a proti hlasovalo 12%. Hodnocení otázky je ve výsledku
pøibli¾nì 3,7 bodù. Nadpolovièní vìt¹ina dotázaných tedy souhlasí s nápadem pou¾ití aplikace
na základních ¹kolách.
8.1.5 Nápovìda
K prùvodnímu textu v dolní èásti obrazovky se kladnì vyjádøilo 53%, neutrálnì 47%. Pøesto¾e je
hodnocení pomìrnì vysoké, 3,76, nìkteré texty k úrovním byly pøepracovány, aby lépe vysvìtlili
zadané úkoly (kupø. hodnì hráèù mìlo problém s natáèením prvku a správnou orientací portù).
Je zajímavé, ¾e 29% u¾ivatelù nepou¾ilo nikdy nápovìdu pro konkrétní prvek. Ti, co ji
pou¾ili, se na hodnocení neshodli. 42% hodnotí kladnì, 42% negativnì a 16% ani dobøe ani
¹patnì. Je zøejmé, ¾e texty nápovìdy pro konkrétní prvek se budou muset zrevidovat.
8.1.6 SUS
Dostáváme se k hodnocení SUS, které nabývá hodnot 0{100 (více je lépe). Ètenáø si mù¾e
prohlédnout na obrázku 8.2 vypoètené SUS skóre podle jednotlivých u¾ivatelù1.
Prùmìrné skóre je 61,5 a medián dosahuje hodnoty 65. Pov¹imnìme si, ¾e rozdíly mezi
hodnoceními jednotlivých u¾ivatelù jsou velmi velké (smìrodatná odchylka je 16,3).
8.1.7 Shrnutí u¾ivatelského hodnocení
Z pøedcházejícího textu mù¾eme øíci, ¾e aplikace byla u¾ivateli hodnocena vesmìs pozitivnì.
1Spodní osa nese identikaèní èíslo. Je z ní patrné, ¾e velké mno¾ství registrovaných neodevzdalo dotazník.
56
Obrázek 8.2: Skóre u¾ivatelské pøívìtivosti (SUS)
Z dotazníkù vyplývá, ¾e nìkteré stránky by mohly být je¹tì vylep¹eny, pøedev¹ím gracká
podoba a nápovìda pro jednotlivé prvky. Naopak hlavní zamìøení aplikace { motivovat, pøed-
stavit, zaujmout { hodnotí kladnì. Nápovìda v úrovních je vnímána jako dostaèující a¾ dobrá,
s pøípadným pøedstavením ¾ákùm základních ¹kol souhlasí a názor na motivaèní vliv aplikace
mají také pozitivní.
SUS skóre je spí¹e prùmìrné, ale ne vylo¾enì ¹patné. Nabízí se otázka, zda aplikace tohoto
typu mù¾e vùbec dosahovat nejvy¹¹ích pøíèek. Jako problém vidím fakt, ¾e pouze u relativnì
malé èásti u¾ivatelù hra uspìje. Pouze u lidí, kteøí mají urèité pøedpoklady pro logické my¹lení.
A to není sám o sobì problém, s tímto úmyslem byla pøece vytvoøena. Bohu¾el to ale znamená, ¾e
v jakémkoliv mìøení u¾ivatelské spokojenosti (UX) bude dosahovat hor¹ích hodnocení, proto¾e
u¾ivatelé budou zamìòovat pojmy
”
nauèit se ovládat aplikaci\ a
”
zvládnout látku vysvìtlovanou
aplikací\. Napø. tato tvrzení z SUS jsou problematická kvùli zámìnì z roviny ovládání do roviny
pochopení:
”
Shledávám hru zbyteènì slo¾itou.\ a
”
Pøi hraní této hry jsem si byl jistý tím,
co dìlám.\. Musíme tedy brát výsledky mìøení výukové aplikace z jakéhokoliv obecného testu
u¾ivatelské spokojenosti s rezervou.
8.2 Zva¾ovaná roz¹íøení
Prvním je vylep¹ení formátu, ve kterém se ukládají obvody. Pou¾ívá se JSON a pomìrnì dost
místa na disku zabírají pojmenování vlastností. Vylep¹ení spoèívá v pou¾ití kompresního algo-
ritmu. Experimentoval jsem s algoritmem gzip a výsledný soubor byl èasto i desetkrát men¹í.
Dal¹í mo¾né roz¹íøení jsou rùzná vylep¹ení vodièù { napø. podpora více barev, køí¾ení, po-
hodlnìj¹í úpravy.
Implementace dal¹ích typù terénu a pøeká¾ek, pøedev¹ím nesmrtících, by zvý¹ila rozmanitost
výbìru pro tvorbu úrovní a zcela jistì tak zvý¹ila pocit unikátnosti nových místností.
Je plánované èásteèné nebo úplné pøepracování graky. Také pøidání více zvukových efektù
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a roz¹íøení výbìru hudby na pozadí by hru posunulo dále.
Chování robota by mohlo být upraveno tak, aby se pøi nárazu na pøeká¾ku otoèil a pokraèoval
dál v jízdì na opaènou stranu. To, ve spojení s novými typy nesmrtících pøeká¾ek, by mohlo
otevøít zajímavé mo¾nosti pro rozlo¾ení úrovní.
Ke zlep¹ení u¾ivatelského komfortu by mohlo pøispìt i automatické natoèení prvku do vhodné
pozice po pøeta¾ení na hrací plochu.
Problémy nevhodného natoèení, tj. pokusu o pøipojení výstupního portu ke kabelu, který je
u¾ pøipojen k jinému výstupu, (pøípadnì vstup pøipojovat ke vstupu jiného prvku) by mohly
být øe¹eny lépe. Jednou z mo¾ností je zobrazení dialogu, pøípadnì ménì ru¹ivé øe¹ení { zvýraznit
port, který nelze ke kabelu pøipojit, napø. èervenou kru¾nicí èi jej zabarvit do èervena.
Stávající verze hry má kompletní jazykovou podporu pouze pro èe¹tinu. Kód aplikace pod-
poruje více jazykù, je ale tøeba provést pøeklad. Pøedev¹ím pøeklad textù úrovní a nápovìdy pro
jednotlivé prvky bude pomìrnì nároèný, pøedev¹ím kvùli svému rozsahu. Jazykem, pro který by
se mìla pøidat podpora, by zcela jistì mìla být angliètina.
Nìkteøí hráèi se vyjádøili, ¾e by uvítali inventáø na spodní stranì obrazovky, jiní by jej
preferovali napravo. Øe¹ením by mohlo být pøidání dal¹ích prolù rozlo¾ení ovládacích prvkù





Práce se zabývá motivaèní výukovou puzzle hrou, která má pøedstavit pozvolnou a názornou
formou úplné základy logických systémù. Cílem bylo vytvoøit takovou hru, která by pøípadnì
mohla povzbudit zájem o techniku (a» u¾ pouze jako koníèek nebo jako budoucí studijní obor).
Byly popsány základy logických systémù, nejvíce pou¾ívaná hradla a klopné obvody a zpùsob
simulace logických systémù. Struènì byly pøedstaveny hry, poèítaèové hry a jejich ¾ánry, speciální
dùraz byl kladen na puzzle hry. Rùzné techniky a pøístupy byly pøedvedeny na puzzle hrách,
které se svým úspìchem nav¾dy zapsaly do herní historie. Byly prostudovány rùzné mobilní
a poèítaèové platformy vèetnì jejich struèné historie. Následuje popis známých multiplatformních
knihoven.
Analýza nìkolika vybraných aplikací, které se zabývají hradly, klopnými obvody èi logickými
systémy, pøinesla zji¹tìní, ¾e na trhu se nachází pouze malé mno¾ství kvalitnìj¹ích aplikací, které
se na tuto oblast zamìøují. Vìt¹ina aplikací, které se zabývají výukou logických systémù nebo
jejich èástí, nejsou pøíli¹ lákavé a èasto vùbec nevyu¾ívají potenciálu média.
Následnì jsou specikovány po¾adavky na výslednou hru, zvoleny vhodné implementaèní
prostøedky a je proveden návrh. Proto¾e cílová platforma je Android, byla zvolena jako hlavní
programovací jazyk Scala. Jde o jazyk nad JVM kompatibilní s jazykem Java, oproti ní je ale
mnohem výsti¾nìj¹í a struènìj¹í, podporuje velké mno¾ství novinek, pøedev¹ím z funkcionálního
svìta. Jako hlavní knihovna byla zvolena libGDX, která je multiplatformní (pøedev¹ím to je pod-
pora pro Android, iOS, Windows, Mac i Linux), má velkou komunitu a poskytuje v¹e potøebné
pro vytvoøení 2D hry.
Dal¹í èást práce se zabývá implementací { popisem u¾itých principù a pøístupù, pøedstavením
vývojových nástrojù a knihoven, struèným nastínìním problémù a nakonec popisem aplikace.
Vytvoøil jsem originální graku pro v¹echny herní objekty (napø. robot, hradla, terén, klopné
obvody, vodièe) a pro èást prvkù grackého u¾ivatelského rozhraní (kupø. ikonky na tlaèítkách èi
textura pozadí). Výsledná hra uvádí hráèe do svìta logických systémù tak, jak bylo specikováno
v kapitole 6.
Aplikace byla prùbì¾nì testována, pro ni¾¹í vrstvy existují jednotkové testy. Hra byla vy-
zkou¹ena a shledána funkèní na tabletu s operaèním systémem Android 2.3.4, dále byla úspì¹nì
provozována na Androidu 4.4.4, stolním poèítaèi s Windows 7 s JRE 8.31 64b a také na PC
s Lubuntu 14.04 s 64b OpenJDK odpovídající verzi JRE 1.7.0 79.
U¾ivatelé hru hodnotili vesmìs pozitivnì. Z dotazníkù vyplývá, ¾e by dotázaní souhlasili
s pou¾itím aplikace ve ¹kolách jako doplòujícího nástroje pøi zva¾ování budoucího zamìøení
studia. Jsou také názoru, ¾e hra mù¾e podnítit zájem o techniku a nasmìrovat tak talentované
jedince na správnou cestu.
Bylo uvedeno mnoho mo¾ných roz¹íøení. Nìkterá vycházejí z pøání hráèù, napø. automatické
natoèení prvkù, nastavitelné rozlo¾ení ovládacích elementù na herní obrazovce nebo vylep¹ení
graky. Ostatní roz¹íøení jsou pøedev¹ím zvìt¹ením zábìru a vypilováním stávajících vlastností,
kupø. úspornìj¹í formát souborù s úrovnìmi, vìt¹í rozmanitost hudby a zvukových efektù nebo
nové typy pøeká¾ek, vodièù a terénu.
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Na pøilo¾eném médiu se nachází následující adresáøe a soubory:
/thesis/ text práce ve formátu PDF a LATEX
/src/ zdrojové kódy aplikace a audiovizuální data nezbytná pro bìh aplikace
/bin/ pøelo¾ená aplikace pro platformu PC a Android




Jazyk UML je standardem pøi návrhu, velká èást spoleèností jej pou¾ívá, je to zpùsob, jak vyjá-
døit návrh aplikace v gracké podobì pomocí diagramù. Bohu¾el v sobì nese urèité pøedpoklady
a z nich plynoucí omezení. Je napøíklad vhodný pro jazyk Java, proto¾e dìdìní, rozhraní, vlast-
nosti, metody a dal¹í elementy pøímo korespondují se zápisem v Javì. Naopak pro jazyk Scala
není UML tak vhodné, navíc èím více funkcionálních vlastností ze Scaly pou¾íváme, tím více
zji¹»ujeme, kolik toho v UML chybí, nebo dokonce je nepopsatelné [28].
Jak modelovat èást vlastností z jazyka Scala je vyøe¹eno v [49]. Vycházel jsem pøedev¹ím z to-
hoto zdroje, ní¾e se nachází detailnìj¹í popis s ukázkami diagramù a odpovídajícího zdrojového
kódu.
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B.1 Konstrukt trait a dìdìní
Obrázek B.1: Dìdìní
Trait se zakresluje jako tøída se stereotypem
”
trait\. Dìdìní mezi trait konstrukty je znaèeno
stejnì jako implementace rozhraní { obr. B.1 vpravo nahoøe. V levé èásti diagramu vidíme
tzv. mixin dìdìní, tj. dìdìní od jednoho èi více konstruktù trait, znázoròuje se podobnì jako
implementace rozhraní doplnìná o stereotyp
”
mixin\. Ve stejné èásti vidíme také vztah závislosti
se stereotypem
”
self\, ten øíká, ¾e trait TraitI má tzv. self type typu TraitC.
trait TraitB; trait TraitC; trait TraitDBase
abstract class ClassABase
class ClassA extends ClassABase with TraitB with TraitC
trait TraidD extends TraitDBase
trait TraitI { self: TraitC => }
Zdrojový kód B.1: Dìdiènost
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B.2 Var, val, mutable a immutable
Obrázek B.2: Var, val, mutable a immutable vlastnosti
Je dùle¾ité pøijmout fakt, ¾e Scala preferuje tzv. immutable datové struktury [2]. To jsou
struktury, které se po vytvoøení nemìní. S tímto souvisí u¾ívání var a val. První je typická
promìnná, lze do ní pøiøadit opakovanì novou hodnotu. Druhé klíèové slovo popisuje promìnnou,
do které nelze znovu pøiøadit hodnotu, nelze ji po vytvoøení zmìnit1.
Není pøekvapující, ¾e ve Scale je preferováno u¾ívání val pøed var, upøednostòuje se funkcio-
nální pøístup. Proto v diagramu tøíd pou¾ívám konvenci, ¾e pokud není explicitnì øeèeno, ¾e jde
o mutable (promìnlivou) tøídu èi promìnnou, tak výchozí stav je immutable (nemìnná) tøída èi
promìnná.
Ukázku diagramu tøíd s novými stereotypy a ekvivalenty ze svìta Javy vidíme na obrázku B.2.
Úèel stereotypù atributu val a var je zøejmý, stereotypy tøíd immutable a mutable mají po-
dobnou roli s tím rozdílem, ¾e ovlivòují v¹echny atributy dané tøídy. Pøesto¾e je stereotyp tøídy
immutable pova¾ovaný za výchozí, lze jej i explicitnì u tøídy uvést.
Datové tøídy jsou typicky implementovány ve Scale jako tzv. case class. Na rozdíl od Javy
se èasto pou¾ívají anemické tøídy (neimplementují ¾ádnou logiku, pouze dr¾í data).
Scala také podporuje tzv. lazy promìnné známé z funkcionálních jazykù, pøíkladem budi¾
Haskell. Jde o promìnné typu val, lazy znaèí, ¾e výpoèet hodnoty probíhá a¾ pøi prvním pou¾ití
promìnné pøi bìhu programu. Zápis vidíme v digramu u atributu sum tøídy ClassL.
class ClassK(val count: Int, cache: Int)
class ClassJ(var field: Option[Int])
class ClassL { lazy val sum = (1 to 1000000).sum }
Zdrojový kód B.2: Ukázky immutable, mutable a lazy vlastností




Obrázek B.3 uvádí obdobu statické metody v jazyku Java. Ve Scale existuje pøímo typ
object, který je ve své podstatì singleton na úrovni jazyka. Pokud existuje i stejnì pojmenovaná
tøída, pak objekt adresujeme jako companion objekt. V¹echny tøi zápisy (oddìlené tildou) jsou
ekvivalentní { první je úsporný, proto jej èasto pou¾ívám, druhý je upovídanìj¹í a zdùrazòuje
konstrukce Scaly ve zdrojovém kódu a poslední je Java verze.
class ClassF {
import ClassF._
def instanceMethod: Double = 0
}
object ClassF {
def staticMethod: ClassF = null
}
Zdrojový kód B.3: Scala objekt
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B.4 Pokroèilé typy
Obrázek B.4: Generická tøídy a strukturální typ
Pokroèilej¹í datové typy vidíme na obrázku B.4. Vlevo je pøíklad u¾ití generického typu
s horním omezením na Any. Metoda method pøedvádí u¾ití generického typu, který je omezen
pouze na danou metodu. Ve spodní èásti obrázku tøída ClassGChild dìdí od ClassG a generický
typ specikuje na Int.
Napravo vidíme u¾ití tzv. strukturálního typu. Typ je popsán pouze pomocí podoby rozhraní
(struktury), ne pomocí jména konkrétního typu. V jiných jazycích se mù¾eme setkat se stejnou
funkcionalitou ale jiným jménem, napø. duck-typing. Ná¹ pøíklad øíká, ¾e typ T musí mít metodu
op, která vrací øetìzec. Ve zdrojovém kódu ní¾e vidíme, ¾e lze pou¾ít i anonymní tøídu.




def method[S](x: Seq[S]): S = x.head
}
class ClassGChild extends ClassG[Int] {
def process = 2
}
class ClassH[T <: { def op: String }](val data: T) {




println(new ClassH(new { def op = "Whoo" }).applyOp)




Dále uvedené diagramy tøíd pou¾ívají UML roz¹íøené o stereotypy, které umo¾òují vyjádøit
konstrukce pou¾ívané v jazyce Scala. Detailní popis této notace mù¾e ètenáø nalézt v pøíloze B.
V této èásti jsou pøedstaveny nìkteré dùle¾ité tøídy. Jde pøedev¹ím o tøídy související s herní
postavou, simulací a zobrazením obvodu. V návrhu je zámìrnì vynecháno propojení s knihovnou
pou¾itou pro vykreslování { poèítá se s tím, ¾e tato knihovna bude splòovat principy objektovì
orientovaného programování, nebude tedy problém pøidat reference na textury a jiné objekty do
tøíd v balíku graphicalCircuit.
Obrázek C.1 pøipomíná ètenáøi vazby mezi balíky, které byly poprvé zmínìny v èásti 6.3.1.
Obrázek C.1: Vztahy mezi vybranými balíky
C.1 Balík event
Obrázek C.2: Diagram tøíd balíku event
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C.2 Balík circuit
Obrázek C.3: Diagram tøíd balíku circuit
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C.3 Balík graphicalCircuit
Obrázek C.4: Diagram tøíd balíku graphicalCircuit
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C.4 Balík game




Tento program vznikl v prùbìhu psaní první poloviny této práce. Jeho úkolem je konvertovat
soubor ve formátu programu Dia, tj. diagramu tøíd, do zdrojových souborù programovacího
jazyka Scala. Vytvoøí tak startovní bod pro proces implementace, u¹etøí ruèní pøepisování v¹ech
navr¾ených tøíd, atributù a metod.
D.1 Popis generátoru
Nástroj podporuje dìdìní jak mezi tøídami, tak i tøídou od nìkolika konstruktù trait (detail-
nìji popsáno v èásti B.1). Zvládá v¹echny mo¾nosti zápisu mutable a immutable tøídy a atributu
tak, jak bylo vysvìtleno v sekci B.2. Stejnì tak jsou podporovány rùzné notace konstruktu ob-
jekt, který byl objasnìn v èásti B.3. V neposlední øadì pøipraví i objekty typu
”
Enumeration\,
co¾ je výètový typ (velmi podobný kupø.
”
enum\ z jazyka Java). Program rozumí i balíkùm
a lze zapnout automatické seskupování tøíd podle relace dìdìní.
Scala je velmi obsáhlý jazyk, zdaleka ne v¹echny její pøednosti byly pou¾ity pro vývoj vý-
sledné herní aplikace. Øada pokroèilej¹ích vlastností, jakými jsou napø. u¾ivatelem denované
generické tøídy (viz. sekce B.4), proto není v nástroji Dia2Scala implementována.
I tak byl vývoj nároènìj¹í, ne¾ jsem pùvodnì oèekával. Správná interpretace typù Scaly byla
klíèová. Nástroj generuje pøíkazy
”
import\, u¾ivatelský typ (tøída) mù¾e být odkazována jak
pøímo jménem (le¾í ve stejném balíku), tak ale i nepøímo vazbou (asociace z UML). Pøi genero-
vání kódu musí nástroj správnì zacházet se jménem tøídy { pou¾ít relativní jméno tøídy v jiném
balíku, ne¾ ve kterém je tøída denována, povede k chybì pøi kompilaci. Druhá mo¾nost je ménì
kritická, pro programátora v¹ak velmi nepohodlná { pou¾ívat znaènì dlouhá plnì kvalikovaná
jména tøíd i tam, kde nejsou nutnì nezbytná.
Celý projekt je uvolnìn pod Open Source licencí GPL3. Zdrojové kódy nástroje Dia2Scala
jsou vystaveny na slu¾bì GitHub, kdokoliv tedy mù¾e zasílat opravy nebo celý projekt tzv.
”
forknout\ a nadále jej vylep¹ovat a vydávat i bez mého explicitního svolení.
D.2 Ukázka
Nástroj je spu¹tìný s parametry -f example01.dia -d, které nastavují vstupní soubor
a zapnutí shlukování tøíd podle relace dìdìní. Vstupní soubor v gracké podobì vidíme na
obrázku D.1. Následují jednotlivé vygenerované zdrojové soubory, popisek u ka¾dého z nich od-
povídá jménu s relativní cestou (ve výchozím nastavení slo¾ka
”
out\ v aktuálním pracovním
adresáøi).
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Obrázek D.1: Vstupní soubor pøíkladu nástroje Dia2Scala
package org.example.game.entity
trait MeleeDamageDealer {
def hitDamage(): Int = ???
}




var hp: Int = _
var dead: Boolean = _
def hurt(amount: Int){ ??? }
def kill(){ ??? }
def maxHp(): Int = ???
}
Zdrojový kód D.2: org/example/game/entity/Alive.scala
package org.example.game.entity
class Entity {
var x: Float = _
var y: Float = _
}
class EntityLiving extends Entity with Alive with MeleeDamageDealer {
}
class Hero extends EntityLiving with Inventory {
override def kill(){ ??? }
override def hitDamage(): Int = ???
override def maxHp(): Int = ???
}
class Skeleton extends EntityLiving {
override val hitDamage: Int = ???
override val maxHp: Int = ???
}





var inventory: Seq[Option[Item]] = _
}
Zdrojový kód D.4: org/example/game/entity/Inventory.scala
package org.example.game.entity
object Item extends Enumeration {
type Item = Value
val LetterOpener, PurpleDonut = Value
def damage(of: Item): Int = ???
}






val hero: Hero = ???
var monsters: Seq[Skeleton] = _
}
object Game {
def load(path: String): Game = ???
}




Ní¾e uvádím otázky z dotazníku pro hodnocení u¾ivateli. Polo¾ky 1{10 jsou pøekladem z hojnì
u¾ívaného testu pou¾itelnosti
”
System Usability Scale\ [6].
1. Nevadilo by mi si tuto hru je¹tì zahrát.
2. Shledávám hru zbyteènì slo¾itou.
3. Myslel jsem si, ¾e hra byla jednoduchá z hlediska pou¾ití (ovládání).
4. Myslím, ¾e bych potøeboval pomoc technicky zalo¾ené osoby, abych zvládl ovládání této
hry.
5. Zjistil jsem, ¾e rùzné funkce jsou do hry dobøe zaèlenìné.
6. Myslel jsem si, ¾e hra nebyla pøíli¹ konzistentní.
7. Øekl bych, ¾e vìt¹ina lidí by se nauèila hrát tuto hru velmi rychle.
8. Uvìdomil jsem si, ¾e ovládání hry bylo ne¹ikovné.
9. Pøi hraní této hry jsem si byl jistý tím, co dìlám.
10. Potøeboval jsem se nauèit spoustu vìcí, ne¾ jsem mohl zaèít hru hrát.
11. Prùvodní text (v dolní èásti obrazovky) mi pøi¹el nápomocný.
12. Vyu¾íval jsem mo¾nost nápovìdy pro konkrétní prvek.
13. Nápovìda pro konkrétní prvek mi pomohla. (Pøeskoète, pokud jste nevyu¾ili tuto nápo-
vìdu.)
14. Gracká a estetická stránka, na pomìry zdarma dostupné výukové hry, mi pøi¹la dosta-
teèná.
15. Dovedu si pøedstavit, ¾e by hra mohla nìkoho povzbudit k zájmu o technický obor (studium
èi koníèek).
16. Myslím, ¾e by hra mohla být pøedstavena ¾ákùm na základní ¹kole jako pomùcka pøi




Zde uvádím nìkolik diagramù, které se podrobnìji zabývají pøedev¹ím strukturou hodnocení.
Obrázek F.1: Hodnocení otázek jednotlivými u¾ivateli
Obrázek F.2: Poèty jednotlivých ohodnocení podle otázky
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