INTRODUCTION
Bugs are one of the major problems in software development since the very early era of computers (Brooks, 1995) . In any kind of software products, not all bugs are fixed. This is because different bugs have a different impact on the user and bug fixes requires a significant amount of time and effort (Ciancarini et al., 2015; Ciancarini et al., 2016; Di Bella et al., 2013b; Pedrycz et al., 2015; Remencius et al., 2016) . Moreover, in popular products, the number of bug reported is usually very high and there are not enough resources to fix them all. As discussed in Guo et al. (2010) , a significant amount of effort is devoted to bugs that remain unfixed: all this effort is wasted. For these reasons, it is essential to identify as fast as possible the bugs that are fixed and the one that remain not fixed. To support this identification many different approaches are possible based on the analysis of the development process To this end, the major outcomes of the work of Guo et al. (2010) and ours are summarized in Table I . 
Similar model
This paper is structured as follows: Section II presents the state of the art of the area; Section III describes the research methodology and the data; Section IV and V provide a descriptive and a predictive statistical models; finally, Section VI draws the conclusions and provides directions of future work.
II. RELATED WORK
There are several studies related to bug reports. In particular, the are several papers related to bug analysis and prediction. However, in our knowledge, the only study related to the likelihood of fix of a bug is the one by Guo et al. (2010) related to the bug reports of the Microsoft Windows operating system. Moreover, no studies are available in the open source area.
Readers interested in an overview of the state of the art and of the related literature can refer to the paper of Guo et al. (2010) .
III. RESEARCH METHODOLOGY

A. Environment
We have performed a quantitative analysis extending the approach followed by Guo et al. (2010) to the analysis of open source projects. In particular, we have considered the bug repositories of the Linux Kernel and OpenSolaris till 2010. We have selected such software because they are both open source operating systems and the availability of a large amount of information. In particular, all the bug reports are publicly available. Moreover, the timeframe is limited to 2010 since we compare with the study of that year.
The main differences with the study of Guo et al. (2010) are related to the open nature of the considered projects, in particular: a) we had no possibility to propose a questionnaire to the developers; b) we had no information about the actual geographical location of the developers; c) we had no information about the organizational structure of the contributors, except from the information we can get from their email addresses that is basically the organization they belong to. In particular, we were not aware if people in the same organization share the same boss and/or belong to the same working team.
Even with the listed differences, it was possible to compare the core part of the studies and propose an approach to make a similar analysis possible in any public bug repository.
B. Data
We have considered all the bugs stored in the bug tracking systems of the Linux Kernel and the OpenSolaris operating systems till 2010.
For each bug report, we extracted the history of the bug and the following set of information:
 Editor: who has modified the bug report In the projects considered, the typical life cycle of a bug is the following: when a bug is opened, all the described fields are filled in by the opener, than the bug is edited one or more times (including reassignments to other developers) until the bug is resolved. However, it might happen that a resolved bug is reopened because it was not solved properly.
Our goal is to characterize bugs that have been resolved successfully and in the case of re-openings, we consider only the final status in 2010.
Beside the bug reports, Guo et al. (2010) presented data related to a questionnaire that was filled in by a large number of developers and data related to the organization of the development teams in Microsoft. In our study, these data were not available since our data come from open source projects. The data we miss are the following:  Geographical data: information about the co-location of people in the same office, building, or campus.
 Organizational data: information developers belonging to the same team.
 Qualitative data: information collected through a questionnaire asking the developers about the factors that influence the likelihood for a bug of being fixed.
According to their results, geographical and organizational data have some impact on the likelihood for a bug of being fixed. However, these factors have a limited impact in open source projects since most of them are extremely distributed and do not have a hierarchical organization.
IV. DESCRIPTIVE STATISTICAL MODELS
A. Building the models
We have built two models to predict the probability that a bug will be fixed in the two operating systems considered. To build the models, we have used the same approach described in G u o et al. (2010) . The identified factors and the related coefficients are listed in Table II . We also found that all the significant factors are statistically significant at p < 0.001, according to an Analysis of Deviance chi-square test (Hosmer and Lemeshow, 2000) . We have checked for interactions between factors and we have verified that there are no statistically significant interactions. The purpose of this model is to describe the factors affecting the bug fixes but it cannot be used to make predictions since it includes factors that are not available at the time of creation of the bug report. A predictive model is described in Section V.  Opener/any assignee same manager: this factor is not considered in our models for the same reason as the previous factor.
B. Meaning of the regression coefficients
 Opener/any assignee same building: this factor is not considered in our models since we are not aware of the physical location of the developers. In many open source projects most of the developers are geographically distributed.  Comments: this factor is not considered in the original paper. In our models it has a very small effect and it is statistically significant only for the Linux Kernel.
 Severity changes: this factor is not considered in the original paper that considers only the fact that the severity has been upgraded, downgraded, or not modified. This factor has a relevant effect in the OpenSolaris model while it is not significant in the Linux Kernel one.
C. Interpretation of the models
According to the two developed models, the following factors are correlated with the bug fix probability:
 Reputation of bug opener and of the 1st assignee:
as discussed in Section IV.C, these factors are strongly positively correlated with the likelihood of fix in both the analyzed projects (actually the correlation is weaker for the 1st assignee in the Linux Kernel but it is still relevant). This could mean that bug openers with a relevant track record in having fixes are going to receive more fixes in the future. This could be because the of effectiveness of their reports. The same is true for the 1st assignee since he could be effective in fixing he bug (effective management of the assignation of bugs to the correct person) or he can redirect the bug to the best person able to fix it. In any case, it is liked with an effective management of the assignation of the bugs.
 Initial severity level: this factor has a positive correlation with the likelihood of fix of a bug. However, this is statistically significant only in the OpenSolaris model. This could be related to the fact that the number of severity changes and severity upgrades are not significant in the Linux Kernel model. Therefore, the significance of this factor could also be related to the same motivation: a more structured management of the severity levels that might occur in OpenSolaris compared to the Linux Kernel. This is also supported by the fact that Guo et al. (2010) in Microsoft reports a similar value.
 Severity upgrade and Severity changes: changes in severity affects the likelihood of bug fix. However, in our two data sets, they affect only OpenSolaris, while they are not significant in the Linux Kernel. This behavior could be linked with a more structured management of the severity levels that might occur in OpenSolaris compared to the Linux Kernel since a consistent part of its development was done inside Sun Microsystems (now Oracle) (therefore, the corporate organization could be more similar to the Microsoft one reported in Guo et al. (2010) ).
 Editors: the number of editors are positively correlated with the likelihood of fix, however this factor is significant only for the OpenSolaris model. This could also be related to the more structured contributions from Sun Microsystems, as editors and edits could be linked more strictly with the knowledge of the system and a deeper investigation of the bug (and maybe more information in the bug reports).
 Component changes: this factor is negatively correlated with the likelihood of bug fix. This happens in both models and could be related to a vague bug report that is not able to identify precisely the source of the error.
 Opener and 1st assignee in the same organization and Opener/any assignee same organization: these factors are positively correlated with the likelihood of bug fix, however only one of them is statistically significant in each of the two models. In any case, they identify a link between the opener and the management of the bug inside the same organization. This could relate the interest/usage of a specific set of functionalities of a product and the involvement in its development.
 Opener and 1st assignee are the same person: this factor is positively correlated with the likelihood of bug fix. However, it is statistically significant only in the OpenSolaris model. This could be related to the size of the community since Linux is more adopted than OpenSolaris, therefore the factor is not affecting significantly the likelihood of bug fix. On the contrary, in OpenSolaris the community of reporters maybe overlap more with the community of developers.
 Assignees: this factor is positively correlated with the likelihood of fix, however this factor is significant only for the Linux Kernel model. In any case, this factor is linked to the number of people involved in the fix of a bug. This could be related to the community approach to software development in open source projects (even if OpenSolaris is open source, its history as an open product is quite recent and a large part of its community was linked to Sun Microsystems).
 Comments: this factor has a positive correlation with the likelihood of fix of a bug. However, this is statistically significant only in the Linux Kernel model. This could be related to the community approach to software development in open source projects as described in the previous factor.
D. Comparison with other studies
In our knowledge, the only comparable study is the one of Guo et al. (2010) . The main similarities are the following:
 The reputation of bug opener and of the 1st assignee are very important to determine if a bug will be fixed. For the bug opener our two models present coefficients close to the value of the study of Guo et al. (2010) , for the 1st assignee the strongest similarity is between the original study and the OpenSolaris model. This could happen because even if OpenSolaris is open source, its roots are in the Solaris operating system developed at Sun Microsystems that provides a large amount of contributions to the project.
 Re-opening or reassigning a bug does not affect the bug fix likelihood.
 Bugs assigned across teams (organizations in our data sets) are less likely to get fixed.
 Changing the component to which the bug is associated decreases the bug fix likelihood. It is an indication that it is not clear where the problem is and/or the bug report is not adequate to identify the problem.
And the main differences are:
 We are unable to evaluate the role of the hierarchy of the organization in the bug fix likelihood. This is because in our projects the interactions among developers are more complex than in the study of Guo et al. (2010) . In open source projects there is a mixture of contributions including different companies, associations, and volunteers. However, if the opener and assignees belongs to the same organization (or even it is the same person) the bug fix likelihood increases.
 The number of comments in a bug report increases the bug fix likelihood in the Linux Kernel model. This could be because of the collaborative approach of the development in open source projects (OpenSolaris does not have a long tradition of community-based development).
 Severity upgrades and changes affect positively and negatively only the fix likelihood of OpenSolaris, this could be related to a more structured management of such information as it happens in Microsoft.
Moreover, the two studies differ also about some collected data due to the different environments considered.
Some of the factors considered in the study of Guo et al. (2010) 
V. PREDICTIVE STATISTICAL MODELS
A. Building the models
Using the experience in the development of the descriptive model described in the Section IV, we have built two models to predict the probability that a bug will be fixed in the two operating systems considered. To do that, we have replicated the approach of Guo et al. (2010) . The identified factors and the related coefficients are listed in Table III . Also in this case, we found that all the factors are statistically significant (mostly at p < 0.001) according to an Analysis of Deviance chi-square te s t (Hosmer and Lemeshow, 2000) . We have checked for interactions between factors and we have verified that there are no statistically significant interactions.
In particular, the predictive models include only factors that are known at the time of the bug submission, therefore only a subset of the factors of the descriptive models are included in the new one. Obviously, the related coefficients are slightly different. 
B. Performances of the models
We have investigated the precision and the recall of the developed models and even if our models are based on less information than the ones of Guo et al. Such results have been obtained applying the same approach described in Section IV.
C. Comparison with other studies
Since in our knowledge, the only similar study is the one of Guo et al. (2010) , we have compared our model with theirs (Table IV) . In particular, the Linux Kernel model performs worse than the original model, while the OpenSolaris one performs better. This could be related to the fact that even if OpenSolaris is an open source product, it comes from a closed source system and still mostly developed by Sun Microsystems. Guo et al. (2010) and was able to build two predictive models with comparable performances using less information.
We think that our study provides a contribution to the generalizability of the findings of empirical studies in software engineering and we aim at replicating the study in several more open source projects.
