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THE DOMAIN LAYER FOR MIXED-INITIATIVE INTERACTION 
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Abstract. The design space exploration formalism has developed data 
structures and algorithms of sufficient complexity and scope to 
support conceptual layout, massing, and enclosure configurations. 
However, design remains a human enterprise. To support the user in 
designing with the formalism, we have developed an interaction 
model that addresses the interleaving of user actions with the formal 
operations of design space exploration. The central feature of our 
interaction model is the modeling of control based on mixed-initiative. 
Initiative is sometimes taken by the designer and sometimes by the 
formalism in working on a shared design task. The model comprises 
three layers, domain, task, and dialogue. In this paper we describe the 
formulation of the domain layer of our mixed-initiative interaction 
model for design space exploration. We present the view of the 
domain as understood in the formalism in terms of the three abstract 
concepts of state, move, and structure. In order to support mixed-
initiative, it is necessary to develop a shared view of the domain. The 
domain layer addresses this problem by mapping the designer's view 
onto the symbol substrate. First, we present the designer's view of the 
domain in terms of problems, solutions, choices, and history. Second, 
we show how this view is interleaved with the symbol-substrate 
through four domain layer constructs, problem state, solution state, 
choice, and exploration history. The domain layer presents a suitable 
foundation for integrating the role of the designer with a description 
formalism. It enables the designer to maintain exploration freedom in 
terms of formulating and reformulating problems, generating 
solutions, making choices, and navigating the history of exploration. 
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1. Introduction 
Generative design comprises an iterative process of specifying problems, 
finding plausible and alternative solutions, judging the validity of solutions 
relative to problems and reformulating problems and solutions. Mixed-
initiative is an effective paradigm for addressing the process of directing 
problem-solving goals (Cohen, et al .. , 1998) in a domain of discourse. 
Through mixed-initiative, the user and the formalism can share 
responsibility over domain goals. For example, Rich and Sidner (1997) and 
Rich and Sidner (1998) demonstrate a domain level collaboration through an 
interface agent that works on a plan with its user. Veloso (1996) and Veloso 
et al.. (1997) employ a shared representation in the planning domain. Both 
automated and human planners are able to interact and construct plans 
jointly. Smith and Hipp (1994) propose a common meaning representation to 
achieve goals in natural language dialogue through mixed-initiative. Guinn 
(1996) considers initiative over mutually shared goals and how goals are 
solved by the participants (agent and human) in spoken dialogue systems. In 
the next section, the extensions necessary for achieving a common meaning 
representation of the domain of discourse are described. We argue that, for 
sharing initiative between human and machine in design exploration, it is 
necessary to build intermediary representational structures shared between 
the designer's view of exploration and the symbol structures that represent 
them. 
Mixed-initiative over a domain goal requires both humans and automated 
software to share a representation of the domain of discourse. Such a 
common meaning representation over the domain enables users and 
computational agents to share domain knowledge and therefore collaborate 
on achieving goals jointly through interaction. In our research, the 
computational component is a design space description formalism. Designers 
share tasks with the formalism through an interaction model that connects 
the designer's view of the domain with the symbol level constructs available 
for computing exploration. 
From the designer's perspective, the representation of the domain must 
account for and connect onto the concepts underpinning the design space 
formalism. A difficulty of explanation arises in this task: the elements of the 
domain layer collapse into and find explanation in the sparse symbol-level 
machinery below. One formal device in the substrate serves several concepts 
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in the domain layer. To address these difficulties, it is necessaty to maintain 
three levels in the exposition of the domain layer: the designer's view of the 
components of exploration; the fonnal substrate underpinning these views; 
and finally, domain layer concepts that map the user level concepts onto the 
fonnal components of the design space fonnalism. 
2. Interaction with a description formalism 
The description fonnalism described in Woodbury et al .. (1999), provides a 
fonnal substrate for supporting the entities of exploration, state, move and 
structure. The symbol substrate for design space exploration is reported in 
Woodbury et at.. (1999). It implements a fonnal mechanism for computing 
exploration in terms of types, features, descriptions, and resolution 
algorithms (Burrow and Woodbury, 1999; Woodbury et at.., 2000). The 
fonnalism is based on typed feature structures (Carpenter, 1992) and 
extensions (Burrow, 2003). In particular, the representational properties of 
infonnation ordering, partiality, intentionality, structure sharing, and 
satisfiability are addressed in the fonnalism. To defme how designers may 
employ the entities of the substrate at the user level, a model of interaction, 
as shown in Figure 1 is necessary. The interaction model addresses 
communication, coordination, and control issues arising out of interaction 
between a designer and the fonnal substrate of the description fonnalism. 
Figure 1: An interaction model integrates the user and the descriptiollformalism. 
Mixed-initiative presents a paradigm, for combining a human designer 
and a description fonnalism through the specification of communication, 
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coordination, and control of the exploration process. To address the above, a 
three-layered model is developed for interactive exploration. Through the 
interaction model, both user and formalism must have the flexibility to 
acquire or relinquish initiative during exploration. The layers of the 
interaction model are shown in Figure 2. Each layer plays a distinct role for 
addressing the requirements for mixed-initiative exploration. 
Figure 2: An interaction model integrates the user and the description formalism. 
3. Requirements of the Domain Layer 
The domain layer bridges the gap between the knowledge level formulation 
of the designer's view of the exploration domain and the symbol level 
substrate of the description formalism. The requirements of the domain layer 
in the mixed-initiative model of exploration are: 
SUppOl·t the designer's view of the domain. 
The domain layer must support the designer's view of the domain of 
exploration, namely, problems, solutions, choices, and history. The domain 
layer provides concepts for the representation of problems, their 
reformulation, and the generation of alternative solutions from the user's 
perspective. The domain layer mediates between the designer's view of 
exploration comprising problems, solutions, choices, and history and a 
design space representation aimed at efficient generation, indexing, and 
recall. 
Support joint responsibility over goals. 
Supporting joint responsibility over domain goals is a major problem in 
design exploration. Through mixed-initiative, the domain layer enables both 
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the designer and the formalism to maintain context and share responsibility 
over goals in the domain of exploration. 
4. The Domain Layer 
4.1. THE DESIGNER'S VIEW OF EXPLORATION 
The designer's view of exploration comprises an account of problems, 
solutions, choices, their connections, and the developing space of explicitly 
discovered design alternatives. This view is less concerned with the formal 
specification of internals and more with the existence of objects and the 
external hooks necessary to support interactive exploration. The designer's 
model of exploration comprises problems, solutions, choices, and history 
(their connections and the resulting explicit design space). The problem 
formulation and reformulation cycle, the solution generation, and reuse 
cycle, the intentional choices of the designer, and the rationale of exploration 
in the form of a history are captured in this view. The representation of the 
designer's view is shown in Figure 3. 
Choices 
problems solutions 
I Problems I I Solutions I 
... rationale 
I 
problem history I Exploration History I solution history 
Figure 3: The designer's view of exploration can be captured through a 
representation of the following entities: problems, solutions, choices, and 
history. The problem formulation and reformulation cycle, the solution 
generation, and reuse cycle, the intentional choices of the designer, and the 
rationale of exploration in the form of a history are captured in this view. 
The structure of exploration is represented through the ordering relation 
of sUbsumption. The concept of an ordered design space underpins the 
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description fOlIDalism. Exploration states are ordered by the relation of 
sUbsumption, a fOlIDal ordering over the collection of states. Burrow and 
Woodbury (2001) argue that design history is a significant device for 
supporting exploration. Choices, their connections, and the developing 
history of explicitly discovered design alternatives must be accessible to the 
designer through interaction with the structure of exploration. The 
interaction model provides the designer with a view of design space 
structure. From the designer's perspective such a model must captures the 
elements of the history of design exploration. 
4.2. THE DOMAIN LAYER CONSTRUCTS 
The designer's view can be identified with the entities described in 
Section 4.1. The view of the description fOlIDalism in telIDs of the fOlIDal 
substrate is identified in Section 3. It is necessary to explain these at a 
second level: that answers to both the designer's model and to the formal 
substrate. The mapping from the designer's view of exploration to the 
symbol structures of the underlying machinery is made explicit through 
four constructs in the domain layer, namely, problem state, solution state, 
choice, and satisfier space. Figure 4 shows the mapping of the designer's 
view of exploration to the constructs in the domain layer. 
Figure 4: Mapping the designer's view of exploration to constructs in the domain layer. 
Problems become problem states. Solutions become partial satisfiers. 
Choices compose a relation between problem states and partial satisfiers. 
Problems, solutions, and choices record the history of exploration and are 
captured by satisfier space. Each of these constructs are developed in greater 
detail, following a three level exposition, the designer's view, the symbol 
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substrate, and the mapping of the two based on the domain layer as shown in 
Figure 4. 
4.2.1. Problem State, Pstate 
To a designer, problems comprise both design requirements and desired 
properties of an artifact. Problems may be hierarchical, that is in addition to 
requirements and properties; they may comprise sub-problems, which 
themselves may be similarly recursive. Designers revise problems as aspects 
of a design situation reveal themselves through exploration, the conception 
of the actual problem being solved may change. In a designer's problem 
space, work is done by a combination of problem formulation 
(specifying/adding requirements, attributes and sub-problems) and problem 
revision (removing or modifying the same). 
At the symbol substrate, problems are specified through two main 
constructs of the typed feature structure mechanism: a type hierarchy <fype, 
:5 >and a description drawn from Desc. First, the specification of a problem 
amounts to the construction of an inheritance hierarchy of types. The types 
are refined by a collection of features introducing appropriateness constraints 
on types. Second, a problem to be solved is expressed using descriptions 
drawn from Desc with respect to <fype, :5 >. Present here is the 
representation of problems through type hierarchy construction and the 
authoring of descriptions. Detailed expositions of how these structures are 
supported in given in Woodbury et al .. , (1999). 
In the domain layer, problems find reification as problem state objects, 
written as PState. A PState represents problems and relations among 
subproblems. Thus, the problem state construct specifically adds 
intentionality concerning problems. As shown in Figure 5, the domain layer 
construct, Pstate, maps to the type hierarchy and to descriptions. From the 
perspective of an exploration process, a design problem can be expressed as 
a type inheritance hierarchy. Typically these would be such forms that have 
been ossified by past experience in design space. In this case, the problem 
would be available as a problem state, specified by its trivial description as a 
type in the type hierarchy. The mapping of a problem state to the type 
system can be explained as follows: 
PState == ·PState: InheritanceHierarchy : Type 1 
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Figure 5: The problem state composes a collection of descriptions, Desc over a type system. 
A problem can also be specified as a description specifying certain forms 
of spatial relations or constraints on types based on the description language. 
The connection between a PState and the formal substrate of descriptions 
drawn from Desc is given as follows: 
PState == ·PState: Desc : Description 2 
In the above case, the exploration of the initial description would amount 
to designer interaction with the domain layer construct, a PState. Through 
interaction with a PState, the designer can define design requirements either 
within the type system or through a collection of descriptions. Acting 
through a PState, a designer iterates through problem 
formulation/reformulation cycles by reformulating descriptions, adding new 
descriptions or monotonic changes to the type system itself. Figure 6 extends 
Figure 5 by expanding a problem state to reveal its connections with typed 
feature structures. It follows from the above that underlying the problem 
state is the full machinery of typed feature structures. It is within this 
machinery that problem exploration occurs. 
Summarizing, the problem state is defined as a type or a description over 
a hierarchy of types. The domain layer construct Pstate, encapsulates the two 
distinct views of the problem formulation and reformulation process in the 
combined representation. 
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Type System 
... descri tion 
... features 
Constrairitsystem 
Figure 6: Types. Features. constraints and descriptions comprise the representation layer/or 
defining. decomposing. and revising problems in the domain layer. 
4.2.2. Solution States, SState 
In the domain of design, problems may have no solutions, a finite number of 
solutions or an arbitrarily large collection of solutions. For example, in the 
SEED Knowledge Level, a solution is modeled as a "design_unit" 
(Flemming and Woodbury, 1995), representing a physical and geometric 
model. To a designer, a solution is a component in the spatial or physical 
structure of a building and has an identifiable spatial boundary. Thus, 
solutions describe physical and geometric characteristics of structures 
satisfying problem descriptions. 
In our scheme, the notion of a solution to a problem definition is captured 
by the concept of a partial satisfier. In the formal substrate, such a design 
solution is realized as a typed feature structure. Descriptions may be satisfied 
by no structure, a finite number of structures, or an arbitrarily large 
collection of feature structures. 
The steps in the problem/design satisfaction relation are realized as 
incremental n-resolution states (Burrow and Woodbury, 1999) termed a 
partial satisfier and represented here as TFSPartialSatisfier. Partial Satisfiers 
represent initial, intermediate (partial), and fully resolved solutions of a 
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given description. A TFSPartialSatisfier composes descriptions and feature 
structures as follows: 
TFSPartialSatisfier == ·PartiaISatisfier: Desc: FeatureStructure 3 
The label PSat is used as a shorthand term for representing the 
relationship between satisfiers and descriptions in the substrate. A PSat 
composes a collection of TFSPartialSatisfiers: 
PSat == oTFSPartialSatisfiers 4 
In the domain layer, the view of a solution is encapsulated in solution 
state objects, written as SState. As an object, a solution state composes both 
resolved designs and partial satisfiers. The constituents of a solution state are 
shown in Figure 7. To a designer, a solution state provides a view on a 
developing design. 
Ipartial Satisfierl 
C 
_ .. - _ .. 
I Problem State I Satisfaction .. I Design I 
Figure 7: Solution states compose partial designs with respect to an inheritance 
hierarchy of types and a partial satisfier. 
The realization of the design as a typed feature structure and the 
satisfaction relation between problems and solutions as an incremental 1T-
resolution state is shown in Figure 8. Within it, one can see first, a single 
possible response to a problem; and second, a trace of how the problem is 
satisfied in the form of partial designs through incremental stepwise 
refinement. In the first instance, the realization of a fully resolved design as a 
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SState is its conversion from a description to a fully resolved feature 
structure with respect to an inheritance hierarchy, InheritanceHierarchy, of 
types. In the second instance, a SState represents a partial solution. The 
solution state construct specifically adds intentionality concerning solutions 
to a problem specification. The connection of the solution state, SState to the 
formal substrate is given as follows: 
SState == ·SState· PState : Desc : TFSPartialSatisfier 5 
Summarizing, the domain layer construct SState represents the notion of 
a design solution. In it, are embedded the symbol substrate concepts of 
description, the satisfaction of a description as satisfiers and the trace of 
intermediate solutions as partial satisfiers. 
I Problem State I 
Ipartial Satisfierl 
Satisfaction ~ .IDesign I 
I 
I 
I t··n Typed f!:.aJ;':!F~ .!'~ructure 
I Incremental Pi-Resolution State I I 
I 
I 
I 
fI 
Typed Feature Structure 
+type 
+features 
Figure 8: Realization of the design as a typed feature structure and the satisfaction relation 
between descriptions and solutions as an incremental7l:-resolution state. 
4.2.3. Choice 
Problem formulation and generated solutions engender a large space of 
alternatives. These alternatives form a solution hierarchy and as designers 
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revise solutions, a revision history of solutions is recorded. Support for the 
actions of the designer in making choices about solution alternatives and 
solution revision is necessary. Choice records commitments, and thus the 
relation amongst functional requirements and characteristics of a physical 
structure that satisfy these requirements. 
The connections between a problem and its possible solutions (partial or 
complete) are encapsulated as choices. Choices represent both the intentional 
commitments made by the designer (selection) and the alternative paths of 
resolution uncovered by the formalism. Ingrained in the notion of choice are 
problem states, the space of their solutions defined by the satisfaction 
relation, and the incremental 1t-resolution states defined by the formal 
resolution process. 
Problems and solutions are explicitly captured in PState and Sstate. The 
choices made by the designer and the resultant choice points arising out of 
formal resolution are recorded as feature nodes in the domain layer. The 
FNode records user choices with respect to problem alternatives, incremental 
generation and the selection of solution alternatives. 
The feature node, FNode captures the relationship between a problem 
state, Pstate, and an alternative design that is a partial solution to the 
problem, SState. The composition of the relationship between a problem 
state and its partial satisfiers are shown in Figure 9. Through a FNode, the 
user accesses the typed feature structure machinery and its contained 
structures: problem states and their partial satisfiers. 
I Feature Node I 
I I I Problem State I Satisfaction ,.. IPartial Satisfierl 
Figure 9: The feature node composes the relationship between the problem 
state and the partial satisfier. 
Further, a FNode composes typed feature structures in the underlying 
formalism. The user and the formalism participate in a process of 
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incremental generation of partial solutions of a problem statement: first, in 
the selection of a FNode from a collection of possible solutions; and second, 
in the specification of the next step of resolution. The connection between a 
FNode and a SState is given in the path form as follows: 
FNode == • FNode· SState : FeatureStructure 6 
The FNode enables the user to make choices at a particular point in the 
problem formulation and solution generation process. 
4.2.4. Satisfier Space, SatSpace 
A model of the designer's view of design space completes the domain layer 
for supporting mixed-initiative exploration. The history of choices made and 
intentions expressed by the designer during exploration are captured by the 
satisfier space. One exposition of the designer's actions in design space is 
captured in Chien and Flemming's (1996) model of navigation. They 
construct a notion of navigation based on nodes and edges where nodes 
represent design states and edges map their relationships in a design space. 
User navigation of design spaces is through the traversal of paths and 
landmarks defined over the navigation structure. This structure enables the 
designer to orient and maintain context during exploration, make choices, 
and visually browse the history of exploration (alternatives, revisions) 
recorded in design space (Chien and Flemming, 1997). 
Burrow and Woodbury (2001) treat the history of exploration as the 
primary device for teleological explanations of designs. The symbol 
substrate provides the relation of subsumption amongst designs and this 
relation is available to a designer through the concept of a satisfier space. 
This construct provides a unified model for representing the set of problems, 
subproblems, problem revisions, and associated designs that a designer 
actually considers. Problems need not be fixed. Designs can be partial or 
complete with respect to the initial problem formulation. 
A designer may make varied choices that imply different kinds of design 
space operations. All are captured in the satisfier space. The satisfier space 
floats above design space structure to tell the story of what a designer 
actually did in design space. From the designer's perspective such a model 
must capture at least the history of design exploration. The exploration 
formalism provides a structuring relation based on sUbsumption to order 
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collections of exploration states. Looking down to the typed feature structure 
machinery, the satisfier space connects, via feature nodes, to points in the 
underlying subsumption-ordered design space. The ordering of exploration 
structure in the symbol substrate is described in Woodbury et al .. , (1999). In 
the substrate, subsumption defines a partial ordering over exploration states 
(feature structures) and this ordering of feature structures is represented as a 
hierarchical graph. The design space representation records change in formal 
terms aimed at efficient design creation, indexing, and retrieval. In it, the 
subsumption relation provides a global, principled way for keeping track of 
additions, deletions, and other forms of change occurring during exploration. 
In the domain layer, the history of exploration is captured in the domain 
layer construct, SatSpace. In contrast to the design space below, the satisfier 
space is not ordered by subsumption, but as the record of user commitments. 
Since user commitments are recorded in the construct FNode, the satisfier 
space is a collection of ancestor and progeny feature nodes. The relationship 
between a satisfier space and its constituent feature nodes is shown in Figure 
10. 
Design Space 
Figure 10: The collection offeature nodes, developed through exploration 
moves, represent the satisfier space. User choices and exploration history 
are recorded in the satisfier space. 
Each feature node in SatSpace captures the mapping between problem 
state, PState, their solutions as SState objects, and the record of their 
connection to the underlying symbol substrate. 
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The satisfier space, SatSpace, provides two key benefits. First, the 
designer can defer formal movement operations to the design space below. 
This deferral preserves the key invariant structure in design space, 
sUbsumption. For example, the incremental n-resolution preserves 
information monotonicity. Second, SatSpace provides a representation of 
user actions in exploration, external to formal resolution: it allows the 
intentional moves by the user, in the form of choices and history, to be 
recorded. 
To model mixed-initiative, it is necessary to build intermediary relations 
between the designer's view of exploration and the symbol structures that 
represent them. This is achieved by mapping the designer's view onto typed 
feature structures. This mapping is established through the domain layer, 
shown in Figure 11. 
The domain layer mediates between a designer model of exploration 
comprising problems, solutions, choices, and history; and a design space 
representation aimed at efficient generation, indexing, and recall. In the 
domain layer, Problem State represents a design problem. More specifically, 
the notion of a problem is cast in tenns of the machinery of design space 
exploration, namely, constraint collections written in the form of 
descriptions. Solution State corresponds to partial design solutions. More 
specifically, the notion of partial, intermediate, and final solutions to a 
problem is cast as the collections of partial satisfiers of a description. 
Further, Feature Node models the connection between problems and the 
solutions uncovered by designer choices during exploration. This construct 
introduces the intentionality of the designer into the domain and is crucial 
for mixed-initiative in the domain layer. Finally, Satisfier Space models the 
history of design exploration as recorded in the collections of feature nodes. 
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amain Layer, I 
. 
6, ~atisfier space 
I Satisfier Space I I Feature Node I 
oroblems r solutions 
JtN -.It 
I Problem State I- r----l Solution State I 
qu ry ... ... satisfier 
Form~l Substrate , I 
I 
Description satisfaction ... Satisfier I 
I ... descriptions () 
Figure 11: Mapping domain layer constructs to the underlyingformal substrate of the 
design space explorationformalislIl. 
5. Conclusion 
The paper presents the domain layer of an interaction model for supporting 
mixed-initiative in design exploration. It identifies the requirements of the 
domain layer and constructs a designer's view of exploration comprising 
problems, solutions, choices, and history over the symbol level 
representation of design space exploration. The mapping is developed 
through the domain layer constructs: Problem state, Solution state, Choice, 
and Satisfier space. In each of these constructs, the case for mixed-initiative 
is made through a three level exposition, the designer's view, the symbol 
system view, and the mapping of the two through the domain layer 
constructs, PState, SState, Choice, and SatSpace. Problem states represent 
design problems. Solution states represent partial design solutions. Finally, 
the mapping of the domain layer to an interface construct, the FNode is 
demonstrated. Feature Nodes compose problem formulation and solution 
generation processes and support the exploration operations. Satisfier space 
records designer choices and encapsulate the history of exploration. 
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