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Abstract 
Computers can help in teaching logic; however, this ability is not particularly useful since it is reported that students lack 
understanding of deduction methods. Current logical methods are based on a conceptualization formed from a language for 
formulas that can be structured as in abstracted trees or sets, and from semantics in terms of truth values formulated as 
tables or drawn as marks on trees and sets. This paper proposes a unifying description methodology based on the notion of 
flow progressing through a system of six stages
that can be created, received, processed, released and transferred. Accordingly, a conceptual map can be drafted for the 
propagation of these flow things during the process of truth-value evaluation or the chain of formula constructions. The new 
methodology presents a viable contribution for building a deeper understanding of proofs. This aid to understanding is 
demonstrated in examples adapted from the resolution method 
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1. Introduction 
Logic plays an important role in computer science, e.g., in databases, knowledge representation, 
programming, and automated verification, and in discrete mathematics. Many efforts have been made to 
develop visualizations of logical processes, including axiomatic formal proofs and tableau deduction systems, 
for use in teaching [1]; nevertheless, writing a (formal) proof remains a challenging task. According to Endriss 
[2], 
For most logic students, however, logic is not their field of specialization, and it often imposes great 
difficultie
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constructing a proof tree with several branches can be very difficult. Also, students cannot really be 
expected to solve anything but trivial exercises during tutorials or exams. This is not so much due to 
conceptual difficulties inherent in the reasoning systems as such, but a simple consequence of the 
representational complexity of systematic proofs whatever method is used. 
Computers can help in teaching logic, e.g., theorem proofing; however this ability is not particularly useful 
since students lack understanding of how a deduction method functions [2]. Such a problem is caused, at least 
partially, by lack of a richer visualization method for explaining the notions of truth and provability. Current 
methods are based on a conceptualization formed from a language for propositions or formulas that can be 
structured as in abstracted trees or sets that represent the flow of deductive arguments, and from semantics in 
terms of truth values formulated as tables or drawn as marks on trees and sets. Formula constructions are 
described by cutting and pasting portions of other formulas. Truth values are defined in terms of logical 
connections that create a truth value from othe
of formulas emerging from other formulas and values emerging from other truth values. These discrete 
processes that use rules or tables are advantageous as an approximation of a smoother conceptual flow where, 
say, when p  q, we can conceptualize the flow of a value from p to q over  , processing the value to 
generate a new value. Such a conceptual visualization is more natural,  as in a physical system where heat 
flows from one subsystem to another. 
There is also the issue of tension between the form and the model that separates truth values from their 
apparatus of different formulas. For example, descriptive tree representation of resolution technique is a type of 
sketch that can be ultimately considered a manipulation technique of symbols. Some methods tag truth values 
over the nodes or edges in order to give some type of understanding of why the proof was true.  
understanding, not just logically co
proof sketch can give cogent grounds for believing a claim, but it might fail nonetheless to provide the sort 
3] [Italics added] 
Also, 
An important part of reasoning and proof is understanding the proofs generated by other people. Students 
need to learn how to read proofs, understanding the various component steps and the logical relationships 
between them. [4] [Italics added] 
This paper proposes a unifying descriptive methodology based on the notion of flow that progresses through 
i.e., things that can be created, received, processed, released, and transferred. Accordingly, a conceptual map 
can be drafted for the propagation of these flow things during the process of truth-value evaluation or formula 
construction. As an explication of the method, this paper focuses on describing the resolution process.   
The new methodology is a viable approach to describe logical proofs at a deeper level and has the potential 
to enhance understanding of such processes for educational purposes. Its potential advantages include the 
following:  
 An explicit depiction represented only implicitly in logical formulas from which it must be inferred, 
sometimes causing misinterpretation, and 
 Enhanced understanding of the reasoning process, especially in distinguishing formulas and truth values that 
flow while simultaneously preserving their bonds. 
The approach utilized in the paper is called the Flowthing Model (FM), and will be briefly described in the 
next section. 
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2. The Flowthing Model 
Flow models have been used in several applications (e.g., [5-7]). A flow model is a uniform method for 
gs that are created, processed, released, transferred, and received. 
rmation, materials (e.g., goods), and money. They flow in spheres, i.e., their 
environments. A sphere is different from a set in the sense that a set is a static structure, whereas a sphere 
includes flowthings (current members) at different stages in a movement and in different possible directions 
(lines) from one stage to another, or in movement to and from the spheres of other flowthings. A sphere may 
have subspheres. 
An FM representation is a depiction of the structure of a scheme resembling a road map of components and 
conceptual flow. A component comprises spheres (e.g., those of a company, a robot, a human, an assembly line, 
a station) that enclose or intersect with other spheres (e.g., the sphere of a house contains rooms which in turn 
include walls, ceilings). Or, a sphere embeds flows (called flowsystems; e.g., walls encompass pipes of water 
flow and wires of electrical flow).  
Things that flow in a flowsystem are referred to as flowthings. The life cycle of a flowthing is defined in 
terms of six mutually exclusive stages: creation, process (may change the form, but no new flowthing is 
generated), arrival, acceptance, release, and transfer. Fig. 1 shows a flowsystem with its stages, where it is 
assumed that no released flowthing flows back to previous stages. The reflexive arrow in the figure indicates 
an be 
combined and termed Receive. 
 
 
 
 
 
 
 
The stages of the life cycle of a flowthing are mutually exclusive (i.e., a flowthing can be in one and only 
one stage at a time). All other states or conditions of flowthings are not generic stages. For example, we can 
have stored created flowthings, stored processed flowthings, stored received flowthings, etc.; thus stored is not 
a generic stage. In contrast, there are no such stages as, e.g., created-processed, received-transferred, or 
processed-received stages. Flowthings can be released but not transferred (e.g., the channel is down), or arrived 
 
In addition to flows, triggering is a transformation (denoted by a dashed arrow) from one flow to another, 
e.g., a flow of electricity triggers a flow of air. 
3. FM Representation of a Formula 
A formula such as p indicates a sphere with two types of flowthings: body, and truth/false value. Thus, p 
can be conceptualized as a sphere p formed from two subsystems (Body (symbolic expression), and Truth/False 
value), as shown in Fig. 2. In the diagrams in rest of this paper, when the logical expression is clear, only the 
truth/false value of the expression is diagrammed, and vice versa. 
Example: Fig. 3 shows ((p  r)  ¬r)  and its resolution process. First, each formula (p r), ¬r, and p (see 
circles 1, 2, and 3, respectively), has its body and truth value flowsystems. At circles 4 and 5, (p r) receives its 
contents, e.g., assigned or transferred from a previous proof step. 
 
 
 
Fig. 1. Flowsystem 
Create 
Process Accept 
Transfer Release 
Arrive Receive 
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Similarly, circles 6 and 7 denote the receiving ports for ¬r. The formulas (p r) and ¬r flow (8 and 9) to be 
processed, to trigger (10) generation of {p} (11). Also, the truth values flow (12, 13) to be ANDed (14), 
triggering the creation of a truth value of {p} (15). 
This paper proposes an alternative to logical abstract representations that has several advantages: 
 It is a less abstract picture of the process of truth-value propagation in valuation trees. 
 It is based on a notion of conceptual flow that can be described as analogous to physical flows (e.g., Fig. 4), 
thus, giving a logical proof a tangible background of perception. 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
p 
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Fig. 2. Formula p as a sphere with two flowsystems  
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  The total picture of proof trees and truth-value descriptions is constructed upon FM, resulting in a 
(pyramid) structure and propagation process, a base of schematic design similar to that used in other fields, 
ranging from electrical diagrams to architectural drawings. 
4. Application to resolution 
A valid argument is a chain of formulas, where each one is either a premise or follows from a previous 
formula by rules of inference [8]. A proof is a valid argument where the premises are all true. Resolution is a 
proof method that can be used to introduce the main concepts applied in building FM-based representation of 
logical formulas and applying it in proofs. The method is utilized to prove that clauses in a set are inconsistent 
in order to refute them. 
A unit resolution is typically represented as the rule of inference:  
 
 
 
Focusing on this rule and ignoring the truth-values flowsystem, consider the corresponding FM representation 
shown in Fig. 5  
 
 
 
 
 
 
 
 
 
 
 
Such a picture appears more clearly in the binary resolution as follows:  
X = 
9], such as Kowalski 
form, where the above resolution can be specified as,  
Y = 
 
where it is assumed that ¬p is written as t. This gives an opportunity to illustrate the advantages of FM for 
clarifying the issue of the relationship between the formal process of manipulating formulas and the parallel 
 
Fig. 6 shows the streams of flow of truth values in Y above. Specifically, values (true or false) of t and q 
enter (are assigned) at circles 1 and 2. When a truth value is assigned to t, it flows to the implication t  q (3) 
and also to t r (4). Similarly, if q receives a truth value from t by implication (5), or it receives it directly (6), 
this value flows to r (7). These values propagate to a new flowsystem controlled at certain points by appropriate 
truth tables (within the process stage). 
However, the resolution process is a chain of formal processes that construct formulas from given formulas, 
each of which follows logically from the previous one. In FM, this means that the flowthings are formulas 
instead of truth values. In general, this can be considered one of the methodologies for constructing formulas. 
p  q, ¬q 
p 
 
{p  q} 
 
Resolution 
Transfer Process 
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Transfer 
Release  Receive 
Transfer 
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Fig. 5. FM representation of a unit resolution 
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 Fig. 7 shows this general process for Y. First, implication formulas are constructed from an atomic formula, 
then these implications are resolved to produce the resultant formula of the resolution. An interesting aspect of 
the resolution process is that the resolving continues until arriving at the atomic elements level to produce 
contradictory atomic formulas. 
Also, an interesting aspect is the relationship between Figs. 6 and 7, where every formula has its 
corresponding truth value flowsystem, and any structural relationship with other formulas in Fig. 7 is reflected 
in the logical relationship between the corresponding truth values flowsystems shown in Fig 6. This FM-based 
separation of flows of truth values and formulas certainly enriches the underlying base of the resolution 
above. 
 
 
 
 
 
 
 
 
5. Application to verification 
The FM representation is suitable for such proof methods as resolution. Resolution is a process for checking 
through a very known process to produce the empty clause, denoted as {}. Consider the following formula 
[From 10]):                                  X = (p q) (¬q  r)  (¬r) ¬p ¬s) ¬t)  
Its corresponding refutation tree is shown in Fig. 8. 
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Disjunction of literals is usually written as a set of literals. FM can complement the tree shown in Fig. 8 with 
a semantics base that includes the resolution process as an integral portion of the structure of the proof in a 
manner analogous to circuit diagrams utilized to visualize different expressions in Boolean algebra (Fig. 9). 
In Fig. 9, the terms {p, q} and {¬q, r} (circles 1 and 2) flow (3 and 4) to the resolution process (5) to trigger 
(6) the generation of {p, r} (7). The internal stages are not shown since they are obvious. Then {p, r} and {¬r} 
flow (8 and 9) to be processed (10) to generate {p} (11). A similar discussion can be applied to the left side of 
the figure for {¬p ,¬s} (12),{s, ¬t} (13) and {t} (14) to generate {¬p} (15). 
 
 
 
 
 
 
 
 
 
 
 
 
The flows of the truth values in the flowsystems are depicted in the same figure. Truth values of {p, q} (15) 
and {¬q, r} (16) flow (16 and 17, respectively) to be ANDed (18) to generate the truth value of {p, r} (19). 
Similarly, the truth values of {p, r} (19) and {¬r} (20) are ANDed (21) to generate the truth value of {p} (22). 
Lastly, the truth values of {p} (22) and {¬p} (23) are ANDed (25) to arrive at the contradiction, the empty 
clause (25).  
{p, q} 
Fig. 8. Resolution refutation tree 
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 Accordingly, FM representation can complement other types of representation with the extra advantage of 
simulation of the dynamic flow in the tree of the proof in logic teaching. It is not difficult to build a software 
system that visualizes the propagation of truth values in different streams of flow shown in the FM diagram. 
6. Linear resolution 
A last example where FM can be applied in resolution is shown in Fig. 10, depicting the deduction involved 
in linear resolution, where the parent in the tree is either in the initial set of formulas or an ancestor of another 
parent. Fig. 11 shows its FM representation. 
 
 
 
 
 
 
 
Fig. 11 includes the atomic propositions from which the four implications are constructed, to draw a full 
picture of the construction/destruction process. Accordingly, p, q, ¬p, q, p, ¬q, and ¬p, ¬q are depicted as a set 
of two flowsystems: one for the proposition body and the other for its truth values (in orange and green in the 
online version of the paper) and indicated in circles 1 through 8. Similarly, the four disjunctions p q, ¬p q, 
p ¬q, and ¬p ¬q are constructed as indicated in circles 9 through 12. For example, the body of p q is formed 
from p and q that flow (circles 13 and 14 respectively) to . The truth value of p q is created from the flows 
of the truth values of p (15) and q (16). 
The first resolution (17) is accomplished when  p q (18) and ¬p q (19) flow to the resolution flowsystem 
(17) to trigger the creation of q (20). Simultaneously, the truth values of p q (21) and  ¬p q (22) flow to the 
truth value flowsystem of q (22) that results from the resolution. The area of this first resolution is darkened for 
clarity. 
The second resolution (23) is between q (22) and p ¬q (24). The truth flowsystem of p ¬q is indicated by 
circle 25. This resolution triggers the creation of p (25) that is resolved (26  right darkened area) with ¬p ¬q 
(27) to produce ¬q (28). 
This elaborate schema ought not be criticized as a complex representation. It is a systematic elaboration that 
applies simple subsystems to build a bigger system. The size of the description is comparable to diagrams used 
in other fields such as engineering (e.g., VLSI schemata) and architecture (e.g., building blueprints). If a simple 
drawing such as Fig. 10 is required, it can be produced from Fig. 11 as follows: 
1. delete all internal stages 
2. delete top atomic proposition in Fig. 11 
3. delete truth values flowsystems 
4. delete resolution flowsystems 
 
 
 
p  q ¬p  q p  ¬q ¬p  ¬q 
p  
q 
¬q q 
{} 
Fig. 10. A sample linear resolution 
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7. Conclusion 
This paper introduces a new method for diagrammatic representations of logical formulas and proofing that 
facilitate understanding of system behaviors with possible dynamic animation of propagation of formula 
generation and truth values. The basic id
Several examples have been discussed to demonstrate the feasibility of the method. 
The flow-based logical representation introduced in this paper is a step toward a complete specification of 
operations embedded in a logical deduction system. FM introduces these systems built on text descriptions, 
sketchy symbolic jigsaw processes, and association ambiguity (e.g., interpretation vs. syntax) on simple notions 
such as flows and flowsystems. Of course, the resultant conceptual picture needs a great deal of refinement and 
further clarification. The development seems similar to historic progress in drafting, from blueprints in civil 
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engineering and architecture to more elaborate conceptual pictures of interwoven electrical, communication, 
water, and gas systems in the physical divisions of a building, bridge, or other structure. 
FM representation seems to be of potential benefit to students who specialize in logic. It can deepen their 
understanding of surface descriptions such as refutation trees. 
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