formal model is proposed for the application of SOA in the distributed automation domain in order to achieve flexible automation systems. A SOA-based execution environment architecture based on the IEC 61499 Function Block model is proposed and a case study is used to demonstrate dynamic reconfiguration. In this letter, a review of the literature related to the use of SOA in Industrial Automation Systems is given to set up a context for the discussion of the proposed in the above paper SOA IEC 61499 formal model. The presented, in the above paper, formal model and the execution environment architecture are discussed towards a better understanding of the potentials for the exploitation of the SOA paradigm in the industrial automation domain.
I. INTRODUCTION Authors in the first issue of IEEE Transactions on Industrial
Informatics, ten years ago, described opportunities and challenges in using the service oriented architecture in manufacturing [1] . Since then several research articles published in the same journal reporting successful or promising results regarding the exploitation of the SOA paradigm in the industrial automation system (IAS) domain, e.g., [2] [3] [4] . Similar results have been published in other journals too, e.g. [5] .
In the last issue of the journal, i.e., June 2015, authors present in [7] , a formal model for the application of SOA in the distributed automation domain in order to achieve flexibility. They adopt the IEC 61499 standard [25] instead of the widely used in industry IEC 61131 [26] , for several reasons they present in the paper. They also describe an execution environment based on the proposed formal model and demonstrate the flexibility of the proposed approach by a scenario for dynamic reconfiguration.
In this letter the proposed approach is discussed in the context of both the SOA paradigm and the IEC 61499 Function Block model, in an attempt to identify advantages and disadvantages, and its potential for exploitation.
The remainder of this letter is organized as follows. Section II discusses published work regarding the exploitation of SOA in the industrial automation domain, in order to set up a framework for the discussion. Section III discuss the SOA based IEC 61499 model presented in [7] . Section IV comments on the SOA-based execution environment architecture and the run-time reconfiguration. Finally, Section V concludes this letter.
II. SOA IN INDUSTRIAL AUTOMATION SYSTEMS
SOA was considered for several years as one of the hottest subjects in the IT community. This has been changed the last few years when IoT has replaced this buzzword. As expected, SOA has attracted the attention of researchers in the industrial automation domain. Several research groups presented their work towards the exploitation of the SOA paradigm in IASs.
Authors in [1] outline opportunities and challenges in using the service oriented architecture in the manufacturing community. They claim that web services technology constitutes the preferred implementation vehicle for serviceoriented architectures and they discuss the extension of the SOA paradigm into the device space that will allow to seamlessly integrate device-level networks with enterpriselevel networks. Authors capture the disadvantages of UPnP (Universal Plug and Play) initiative, already used in industry, in comparison with web services. The key concepts of the SIRENA project [13] , which was is part of the ITEA initiative, are described.
SIRENA has played a pioneering role by applying the SOA paradigm to communications and interworking between components at the device level and its results were used as a foundation for both SODA [14] and SOCRADES [15] projects. SODA exploited the framework of SIRENA and defined it in a platform, language and network neutral way, applicable to a wide variety of networked devices in several domains among which IASs. It has also promoted a Devices Profile for Web Services (DPWS) as an OASIS standard [30] and delivered different implementations. An implementation of the DPWS specification based on the J2ME CDC platform was developed by the SOA4D (Service-Oriented Architecture for Devices) [16] open-source initiative for exploiting and adapting SOAP [28] and Web services to the specific constraints of embedded devices. SOCRADES proposes the use of SOA as Web services in such a way that it results to a unifying application-level communication mean across the various levels of the enterprise pyramid down to the device level, for the devices to expose selected functionality to be used by the layers above.
Service-Oriented Architecture in Industrial Automation Systems -The case of IEC 61499:
A Review Kleanthis Thramboulidis, Member, IEEE
In [2] , authors present a SOA based framework for Industrial Automation enhanced with real-time capabilities. A key characteristic of the proposed framework is that it allows for negotiation of the QoSs requested by clients from web services, and provides temporal encapsulation of individual activities. This allows to perform an a priori analysis of the temporal behavior of each service, and to avoid unwanted interference among them. Authors evaluate current implementations of CORBA [29] , such as TAO, that satisfy the requirements of embedded real time system, regarding the requirements they have defined, and argue on the selection of SOAP instead of CORBA as basis for their framework. CORBA is one of the first implementations of the SOA concept for distributed systems. Authors in [5] present a CORBA Component Model (CCM) implementation of the IEC 61499 run-time environment that exports its services to the environment through the CORBA bus. TAO [6] , a realtime ORB that implements the real-time CORBA 1.x is utilized.
Authors in [3] present an approach to exploit SOAP in the domain of Evolvable Production Systems. Their approach was inspired by the Devices Profile for Web Services (DPWS) specification, which was extended to address the specific needs of this domain. Programmable Logic Controllers (PLCs) were used as devices. This work is highly related with SODA and SOCRADES projects.
In [4] , authors evaluate the performance of PLC-to-PLC communications based on HTTP and compare it to Modbus TCP. The motivation for this work is the appearance, during past years, in the market of various PLCs with embedded HTTP servers. These PLCs may be used in collaboration with PLCs that acts as the HTTP clients, to allow the integration of control systems with soft real-time constraints. Authors claim that while SOA's suitability is proven in IT systems, it has not been adopted yet in commercial PLCs, and thus cannot be considered as a solution for integration with already deployed control systems. They come up with results that indicate that Modbus TCP protocol is significantly better than HTTP and they attribute this result mainly to the relatively low performance of PLC application code executing complex string processing required by the HTTP protocol. They also mention that HTTP performs well enough to meet specified soft real-time constraints of the sample Networked Control System (NCS). The 99.9% of measured HTTP data exchanges are completed in less than 700 ms which makes, as claimed by the authors, the HTTP communications an alternative that is worth evaluating for soft real-time NCS.
Authors in [17] describe an open source SOA architecture for IAS that is composed of three layers. The first layer, which is used to model the information from the device level, is constructed as a set of OPC servers. The second layer, which is used as a link to the third layer is composed of basic and complex services. The third layer, which is named constraint satisfaction problem (CSP) layer, is used for computation of production plans. They demonstrated and evaluated the proposed framework on Apache CFX with SOAP and Jersey, that is an implementation of the JAX-RS, i.e., the Java API for RESTFul web services, and the java based framework Apache River. The use of the SOA paradigm is adopted outside of the device boundary, thus this approach does not consider determinism and real-time deadlines imposed by device level requirements.
Authors in [18] present the application of SOA in building automation systems. The presented approach utilizes the DPWS profile, ontologies for representing semantic data, and a composition plan description language to describe contextbased composite services in form of composition plans. They claim that SOAP and WSDL is the most popular implementation of SOA which is gaining increasing market penetration. Authors evaluate four different implementations of the DPWS, two based on C and two based on Java. Authors present evaluation results regarding the feasibility and scalability of the proposed system and specifically the performance overhead of the service selection and service execution processes (composition time). Composition time has been measured as 1000 msec for 500 devices on an Intel processor with 2.6-GHz and 6-GB RAM.
Semantic web services are utilized by authors in [19] to present an approach for managing production processes. Based on this approach devices expose web service interfaces formulated in OWL-S through which they can be controlled. Even though authors claim that the exposed web services interface of the device is used for controlling the device and thus inserting the framework's overhead in the control loop of the plant, performance evaluation is not given with the argument that it is difficult to find similar semantic web service monitoring and composition approaches against which to compare with.
SOAP has been defined as a lightweight protocol intended for exchanging structured information in a decentralized, distributed environment [9] . Authors in [10] investigate CORBA and SOAP as communication mechanisms to interconnect different systems and argue that "it turns out that a direct and naive use of SOAP would result in a response time degradation of a factor 400 compared to CORBA." Since then web services technology had further improved regarding XML parsers but not to the level of considering it as a glue to interconnect constituent components of a controller running on the same device. Even the use of HTTP at the device level is introducing performance overhead that allows the approach to be considered only for soft real-time NCS [3] . SOAP is also not the preferred technology for the IoT where the REST architectural model is considered as the dominating one [11] . SOA is an enabling technology for IoT which is becoming increasingly popular as claimed in [12] . However, is should be noted that the four-layer SOA presented in [12] for the IoT, places the service layer on top of the Network one that is on top of the sensing layer [12, Fig. 4 ] for which the universal unique identifier (UUID) is considered as key characteristic of IoT to enable the identification and use of provided by devices services. Authors claim that a device with UUID can be easily identified and retrieved. Application API and interface are captured at the interface layer along with Contracts. It is also worthwhile to note that the Service bus is on top of the Business logic.
SOA based products have already appeared in the industrial systems market in the context of Industry 4.0. For example, TwinCAT from Beckhoff combines IEC 61131-3-based SOA services with OPC UA interoperability [20] .
III. THE FORMAL SOA IEC 61499 FUNCTION BLOCK MODEL
SOA was introduced as an approach to design a software system to provide services either to end-user applications or other services distributed in a network, via published and discoverable interfaces [8] . Authors in [7, Sec. 1] admit that SOA has been introduced to facilitate the creation of distributed networked computer systems. However, the formal model they propose utilizes SOA for the integration of software modules that constitute a controller running on a single computation node (device). Based on Definition 4, Function Block Instances (FBIs) are service providers since each input event of an FBI is considered as a provided service. A basic Function Block (FB) is considered to provide atomic services (Definition 2). Moreover, based on Definition 5 there is a service repository in every IEC 61499 resource for the FBIs to register their provided services, as shown in Fig.1 [7,  Fig. 1 ]. This is performed by having each FBI to register the service definitions or service contracts, as claimed by authors. WSDL is used by authors in [7, Sec. V] to define service contracts, and the SOAP protocol is used to implement the interactions among FBIs in the same processing node. Fig. 1 . The basic structure adopted in the formal SOA-based IEC 61499 model [7] .
To the best of our knowledge this is the first attempt to utilize SOAP and WSDL to integrate the objects or components that constitute a controller software that is executed on one device. In [21] authors describe an approach for the integration of coordinate OO IEC 61131 FBs [27] with FBs that encapsulate plant resources, such as silos and pipes, adopting the event-based model of IEC 61499. They consider their approach as a service-oriented architecture. This approach is further discussed in [22] .
It should be noted that basic FBs defined by the IEC 61499 standard include among others FBs for performing logic operations such as AND, OR, XOR as well as FB for merging (E_MERGE) and delaying (E_DELAY) of events. All these FBs are integrated based on the proposed approach using SOAP, WSDL and the WS-discovery protocol. FBIs register their services to the resource repository for other FBIs of the same device to discover and use these services. Part 3 of the IEC 61499 standard recommends practitioners to avoid using even CORBA with the argument that implementation of the features specified by its model would be too expensive, and its performance "would almost always be too slow, for use in a distributed real-time industrial-process measurement and control system (IPMCS)."
Authors with Definition 3 argue that services provided by composite FBs (CFBs) are considered as composite, based on the fact that CFBs are defined as a network of FBIs. Thus, a CFB is defined as an aggregation of services possibly using BPEL or a similar language for orchestrating smaller and finegrained services provided by the CFB's constituent FBIs. The relation of this language with the definition process of Composite FB Types is not discussed.
Authors consider [7, Definition 5 ] the event and data connections among FBIs as one-way communication and consider response messages send by the provider FBI to be implemented by using a service that would be provided for this reason by the service requestor FBI. It is assumed that the motivation for this is Definition 4 and the graphical notation of the FBN which captures the response to a request as a separate event connection along with the corresponding data connections. This raises, among others, the question of how these two independent services will be combined in the service definition by using WSDL.
IV. THE IEC 61499 SOA-BASED EXECUTION ENVIRONMENT ARCHITECTURE

A. The Execution Environment
Authors in [7, Sec. V] describe an execution environment for IEC 61499 based on the formal model defined in the same paper. They present the key constructs of the execution environment using a class diagram [7, Fig.2] or [7, Fig.3 ] based on text [7, Sec IV] . From this diagram and Definition 1 that is utilized by authors to implement every class of this diagram as a service, it is extracted that the execution environment services, and the whole execution environment, are implemented using FB Types. The resource is implemented as a service repository but it keeps a list of FB types and FB instances. When a request for creating a new FB instance is received by the resource manager, one instance of the FB Service class is created and just one end point (the one of the FB Service instance) is registered in the repository of the resource, even in the case that the corresponding FB type provides more than one services that is the common case. The resource instance contains information not only on the provided by this instance services, but also for output events emitted by the FBI as well as data inputs and data outputs. This characterizes the resource repository as an FB instance repository and not service repository as claimed by authors.
From the definition of dynamic services it is extracted that not only input events are mapped to services but also the EC state algorithms. Data services are also defined to access internal variables of the FB instance. Service endpoints are also used for EC state actions, EC algorithms and EC actions and all these are stored in the service repository that means that SOAP and XML overhead is introduced even in the ECC execution time. Moreover, services are registered to the repository for every constituent FBIs of composite FB, that means that the overhead from service utilization is also introduced at the composite FB level. The WS-discovery protocol is utilized for service discovery from the resource repository. Even though the approach focus on distributed systems the relation of the resource repository with the device external one, that would probably be used to register device's exposed services is not discussed.
For the presented execution environment, authors assume that EC algorithms are normally written in IEC 61131 languages and mainly ST and LD. However, this raises the question of portability that was considered one of the main factors for the selection of 61499 instead of the 61131, which is claimed in [7] that does not provide code portability among various PLC vendors. On the other side it is claimed that code portability is achieved for FB library elements due to the use of their XML-based representation. It should be noted that PLCopen has defined an XML based representation for IEC 61131.
Authors claim [7, Sec.1] that interoperability can be achieved through the use to the publish/subscribe communication model. The use of publish/subscribe communication pattern for interaction assumes that publishers and subscribers have already addressed interoperability issues. The publish/subscribe communication pattern has been successfully utilized in IEC 61499 execution environments to obtain flexibility at the device level, e.g., [23] [24] .
B. Run-time reconfiguration
Run-time reconfiguration at the device level, which is considered as one benefit of the proposed architecture, imposes string real time constraints and complex algorithms not shown in [7] . The described case study even though considers the deletion and creation of FB types includes actions for deleting and creating event and data connections [7, Table I ]. The creation of event connections among FBIs has to be related to the publish/discover based interaction on which the proposed architecture is based. The resource management model described by IEC 61499 to support the IDE in the deployment process is not consistent with the publish/discover model that authors have adopted for the construction of the formal model [7, Sec. IV] . For example, the management command of IEC 61499 "CREATE event connection" expresses a different model from the publish/discover pattern. A coordinator, the IDE, enforces the construction of an event connection among the specific FBIs. However, based on the publish/discover pattern and as authors claim, when an FBI "intends to invoke a particular logic from a service provider, the requested service will be located by the service repository for the service requester." Based on this, "the service requester can access the service provider via sending messages"
It is also interesting to note the feature of the framework that allows the control engineer to add a new functionality at the FB instance along with new services. This allows the control engineer, according to authors, to define FB types on the fly during normal operation and embed instances of them in the control logic.
Regarding the performance evaluation, the proposed execution environment is compared against FORTE, which is based on method call for FBI invocation. FORTE adopts a completely different execution semantics from the ones adopted in the proposed execution environment.
An overhead of 0.4 ms has been measured per persistent connection that is increased to 2.4 ms for temporary connections. It is clear that this last overhead has to be calculated for every connection of the new FB instance that is added to the network during reconfiguration at run-time. This probably results in more than 50 ms (this time is not reported in [7] ) from the deletion of the old FB type till the end of the specific reconfiguration action described in the case study.
An execution environment for IEC 16499 that supports run time reconfiguration with detailed performance measurements is presented in [23] . Based on this: a) the average value of the FB instance creation time is 20 µs, and b) the creation of an event connection has an average time of 1.87 µs, while its deletion has an average value of 1.8 µs, both with a standard deviation of about 0.5 µs. It should be noted that RTNet is used as a communication mechanism instead of web services and SOAP.
SOAP has been developed to interconnect functionalities expressed in terms of software developed on heterogeneous hardware and/or software platforms, which are distributed over the internet. These two requirements, i.e., distribution and heterogeneity, do not exist in the single device IEC 61499 execution environment thus the cost of performance overhead and the complexity that its adoption introduces is without benefit.
V. CONCLUSION
SOA has been evaluated by several research groups for its potential application in industrial automation systems. Research projects have resulted in the development of protocol stacks for the device level to allow the interconnection of the control PLCs with the upper layers of the manufacturing pyramid. However, SOAP and Web Services even though introduced in some PLCs have considerable performance overhead that is a big barrier in their use. The use of these technologies at the integration level of the device software constructs, greatly increases the performance overhead as well as the complexity at this level with questionable benefits regarding flexibility. Other technologies provide feasible solutions to this level of integration.
