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Les syste`mes de controˆle de processus embarque´es en en-
vironnement perturbe´ sont ge´ne´ralement de´veloppe´s au cas
par cas pour des plates-formes de de´ploiement spe´cifiques,
avec un comportement de´pendant e´troitement des caracte´-
ristiques de l’environnement. Le code obtenu est non por-
table et non reconfigurable. Pour aider a` maˆıtriser le de´ve-
loppement logiciel de telles applications, IMOCA offre des
outils de mode´lisation au niveau architectural. Le ge´ne´ra-
teur de code associe´ permet de produire du code adaptatif
et reconfigurable pour un simulateur ainsi que du code em-
barque´ pour diffe´rentes plates-formes. L’approche est appli-
que´e a` une brique NXT Lego ainsi qu’a` un mini char a` voile
e´quipe´ d’une carte Arduino.
Mots Clef
Architecture logicielle, controˆle, ge´ne´ration de code
1. INTRODUCTION
Les syste`mes embarque´s agissant en environnement forte-
ment perturbe´ doivent eˆtre capables de prendre en compte
diverses situations en pre´voyant un certain nombre de stra-
te´gies.
Un point cle´ du de´veloppement est la configuration des nom-
breux parame`tres du logiciel permettant d’assurer la se´curite´
du syste`me controˆle´. Ces parame`tres interviennent pour a` la
fois caracte´riser les changements de contexte, c’est-a`-dire les
e´volutions de l’environnement, et re´gler les diffe´rentes lois
de commande qui controˆlent les actionneurs. Leur mise au
point ne´cessite de l’expe´rimentation qui s’effectue soit de
manie`re re´elle soit, pour des questions pratiques et de couˆt,
de manie`re simule´e. Le syste`me doit e´galement eˆtre dote´
de capacite´s d’adaptation et/ou d’apprentissage pour re´gler
certains parame`tres. Il en re´sulte un besoin d’outils de mise
au point de ces parame`tres a` la fois hors ligne et en ligne.
Dans l’industrie, le de´veloppement et la mise au point de ce
type de logiciel restent centre´s sur le code. Le code embarque´
obtenu est de´die´ a` une plate-forme donne´e, pour une appli-
cation spe´cifique. Il est de´veloppe´ au cas par cas, il n’est ni
portable, ni modifiable et donc non re´utilisable.
Afin de maˆıtriser le de´veloppement logiciel de telles applica-
tions, nous proposons d’utiliser une approche a` base de mo-
de`les d’architecture logicielle pour des logiciels embarque´s
adaptatifs, soit l’approche IMOCA [6]. Ce type d’approche
a` composants facilite la reconfiguration hors ligne de l’ar-
chitecture d’une application donne´e (ajout ou suppression
d’un capteur ou d’un actionneur par exemple). Une fois les
mode`les d’architecture e´tablis, un point cle´ est la maˆıtrise
de la ge´ne´ration de code. Au dela` de la qualite´ recherche´e
pour le code, on souhaite ici faciliter la mise en place de
mode`les et d’outils pour la mise au point du logiciel. Si le
code de´ploye´ demeure spe´cifique, on souhaite proposer des
mode`les de ge´ne´ration de code ge´ne´riques pour aider a` :
– maˆıtriser la qualite´ et l’efficacite´ du code obtenu ;
– la re´utilisation de code me´tier existant (lois de commande,
protocoles de communication ...) ;
– cibler plusieurs plates-formes d’exe´cution : le mode`le d’ar-
chitecture est inde´pendant d’une plate-forme, le ge´ne´ra-
teur de code doit l’eˆtre pour les parties concerne´es ;
– ge´ne´rer des outils de mise au point : de nombreux para-
me`tres doivent pouvoir eˆtre reconfigure´s selon les perfor-
mances obtenues lors des essais ;
Dans ce papier qui concerne des travaux en cours, nous nous
basons sur les travaux pre´sente´s dans [10] pour la mise en
place d’un ge´ne´rateur de code a` partir du mode`le d’architec-
ture IMOCA, ge´ne´rateur qui inte`gre les aspects de mise au
point et de prise en compte de plates-formes diverses (dont
des plates-formes de mise au point). Les aspects temps re´el
ne sont pas pre´sente´s ici, on peut en trouver une approche
dans [8].
La suite s’organise comme suit. Nous commenc¸ons par pre´-
senter l’architecture IMOCA de´die´e aux syste`mes de proces-
sus de controˆle en environnement perturbe´. Les principes du
ge´ne´rateur de code sont ensuite expose´s avant de l’appliquer
sur deux exemples utilisant des plates-formes d’exe´cution
diffe´rentes.
2. ETAT DE L’ART
Les approches a` composants [11] pour la conception des sys-
te`mes embarque´s sont relativement classiques et permettent
de maˆıtriser la complexite´ du logiciel [4] ainsi que la se´-
paration des pre´occupations [1]. Plus particulie`rement, la
capacite´ de faire e´voluer le logiciel afin de faire face a` la
maintenance de la plate-forme, a` l’adaptation des compor-
tements du syste`me ou encore a` la mise au point de para-
me`tres [3] peuvent eˆtre traite´s comme de la flexibilite´ logi-
cielle [7]. En ge´ne´ral les efforts visant a` augmenter la flexi-
bilite´ conduisent a` des conflits vis-a`-vis des ressources mate´-
rielles de la plate-forme d’exe´cution [9]. Dans [2] l’e´volution
est prise en compte en associant a` chaque composant une
politique d’adaptation mais cette solution suppose que les
e´volutions soient pre´dictibles. [10] essaye de concilier l’e´volu-
tion du logiciel lors du run-time avec les contraintes strictes
en ressources des plates-formes embarque´es. En se basant
sur ces travaux, l’ide´e que nous suivons dans cet article est
de se concentrer sur la conception de mode`les me´tiers de
composants (on se focalise sur un domaine et on ne mo-
de´lise que les caracte´ristiques spe´cifiques des composants),
puis de ge´ne´rer du code optimise´ qui embarque les e´le´ments
ne´cessaires a` la reconfiguration [10].
3. L’ARCHITECTURE IMOCA
IMOCA pour archItecture for MOde Control Adaptation
est une architecture de´die´e au de´veloppement de syste`mes
de controˆle de processus en environnement perturbe´. Trois
couches dites Target, Interpretation et Control (voir fi-
gure 1) la composent. Target avec ses Actuators et ses
Sensors est un mode`le de la plate-forme mate´rielle. Control
re´cupe`re des Data (une vue ide´ale de l’environnement) pour
e´valuer des Commands qu’il transmet aux Actuators. La cou-
che d’Interpretation re´alise l’adaptation entre la couche
Target et la couche Control en faisant le lien entre les
Sensors et les Actuators d’une part, et les Data et les
Commands d’autre part. De cette manie`re Control et Target
sont inde´pendants comme dans SAIA [5] ; ce qui permet le
de´veloppement inde´pendamment d’une technologie de cap-
teurs et d’actionneurs. Cette inde´pendance est essentielle
dans le domaine de l’embarque´ ou` les plates-formes mate´-
rielles peuvent eˆtre varie´es et subir des e´volutions (rempla-

















Les cadres repre´sentent des composants, les fle`ches de´crivent des
flux d’information
Figure 1: Principes de l’approche IMOCA
Pour sa part, l’application de controˆle est constitue´e de trois
composants fonctionnant en paralle`le et de manie`re asyn-
chrone. Le ReactiveController utilise des Data directement
issues des Sensors pour calculer une Command qui s’e´value via
une loi de commande impose´e par l’ExpertController. Ce
dernier est base´ sur un automate d’e´tat ge´rant des modes de
fonctionnement. Un changement d’e´tat est lie´ a` un change-
ment d’e´tat de l’environnement (une condition sur les Data).
Et a` chaque e´tat est associe´ un Mode lui-meˆme lie´ a` une
loi de commande. Enfin, un adaptativeController ajuste
les diffe´rents parame`tres de la loi de commande en ce re´fe´-
rant a` une look-up table dans laquelle figurent l’ensemble
des Configuration possibles. La de´composition du controˆ-
leur en trois parties permet de re´pondre aux trois exigences
suivantes : controˆler en permanence le processus avec le
ReactiveController en appliquant une loi de commande,
savoir utiliser une bonne loi et savoir les enchaˆıner avec
l’ExpertController, et enfin, ajuster les lois en fonction du
contexte pour conserver une bonne qualite´ de controˆle avec
l’AdaptativeController.
4. GÉNÉRATION DE CODE
4.1 Introduction
La mise au point d’une application construite selon l’archi-
tecture IMOCA ne´cessite la caracte´risation des divers com-
posants, et en particulier des Data qui fournissent les e´le´-
ments de contexte de´crivant l’e´volution de l’environnement
physique du processus. Il est e´galement ne´cessaire de trouver
les lois de commande adapte´es en de´terminant leurs para-
me`tres en fonction du contexte. Enfin il faut savoir les en-
chaˆıner, c’est-a`-dire construire l’automate qui de´finit le com-
portement de l’ExpertController. Pour facilite´ cette taˆche,
il est inte´ressant de ge´ne´rer des outils de mise au point tels
que des IHM permettant le re´glage des parame`tres, le choix
de valeurs pour les divers parame`tres ou encore des outils
de simulation pour e´valuer l’effet des actions autorise´es sur
le comportement du syste`me.
Dans ce papier nous visons a` la fois la ge´ne´ration d’un si-
mulateur pour la mise au point ainsi que la ge´ne´ration de
code embarque´ adaptatif et reconfigurable, le tout, a` partir
d’un meˆme mode`le. Par ”code adaptatif” nous voulons dire
que l’application est capable de s’adapter aux e´volutions de
son environnement alors que par ”code reconfigurable” nous
entendons code dont certains parame`tres peuvent eˆtre mo-
difie´s en ligne sans avoir a` recompiler le code, l’architec-
ture de l’application, elle, ne pouvant eˆtre modifie´e en ligne
mais seulement hors ligne. Le ge´ne´rateur de code s’appuie
sur la technologie Acceleo qui permet simplement de de´fi-
nir des principes de ge´ne´ration de code en parcourant un
me´ta-mode`le Ecore.
4.2 Prise en compte du comportement
Pour le de´veloppement d’une application de controˆle, le con-
cepteur s’appuie d’abord sur le me´ta-mode`le IMOCA pour
instancier son propre mode`le. C’est une ope´ration de confi-
guration de briques de bases fournies par l’e´diteur IMOCA
(un e´diteur graphique IMOCA, base´ sur l’outil Sirius d’Obeo,
est actuellement en cours de de´veloppement).
Le mode`le d’architecture IMOCA reste un mode`le de´cla-
ratif. Il permet de se concentrer sur certaines caracte´ris-
tiques spe´cifiques de l’application vise´e (les pe´riodes d’ac-
tivation, le nombre de modes de fonctionnement, ...). Par
contre, IMOCA n’e´tant pas un langage de programmation,
le comportement attendu n’est pas de´crit explicitement. Il
faut donc pre´ciser le comportement lors de la ge´ne´ration du
code.
A cet effet, on distingue deux parties. La premie`re partie
correspond a` la se´mantique ope´rationnelle d’IMOCA selon la
description donne´e dans le chapitre pre´ce´dent (par manque
de place, elle n’est pas formellement de´crite ici). Cette partie
est prise en compte directement par le ge´ne´rateur de code.
La deuxie`me partie est spe´cifique aux applications et est
encapsule´e dans des bibliothe`ques me´tier. Le ge´ne´rateur de
code permet de faire le lien entre les deux parties via un outil
simple d’inte´gration de bibliothe`ques, en produisant un code
glue.
Selon ces principes, pour les Sensors, les Interpreters et
le ReactiveController le code glue est ge´ne´re´. Par contre,
pour l’ExpertController et l’AdaptativeController des au-
tomates sont ge´ne´re´s ainsi qu’un controˆleur global et le code
pour les Data. Pour comple´ter le code, l’utilisateur fournit
des bibliothe`ques, force´ment spe´cifiques, pour l’acquisition
des capteurs, la gestion des actionneurs, les filtres et adap-
tateurs (Interpreter) et les lois de commande.
4.3 Prise en compte des plates-formes
Pour pouvoir adresser diffe´rentes plates-formes d’exe´cution,
il est ne´cessaire de ge´ne´rer du code spe´cifique pour chacune
d’elle. Pour autant, une partie non ne´gligeable du ge´ne´rateur
de code doit rester ge´ne´rique et inde´pendante du langage ci-
ble´e. Par exemple, le comportement du controˆleur expert est
inde´pendant du langage cible´. Pour re´pondre a` ce besoin, le
ge´ne´rateur de code s’appuie sur deux couches logicielles. la
premie`re se pre´occupe de ge´ne´rer le comportement spe´cifique
a` IMOCA. Elle peut ge´ne´rer du code impe´ratif ou du code
objet (un parame`tre de la ge´ne´ration de code). La deuxie`me
couche s’appuie sur la premie`re et est spe´cifique au langage
vise´ (C ou Java par exemple). Elle est en charge de la ge´ne´-
ration des fichiers en respectant les spe´cificite´s des langages
pour la de´claration des fichiers, des classes ou des fonctions.
Pour le moment, les spe´cificite´s de l’exe´cutif utilise´ sont in-
te´gre´es dans la deuxie`me couche via la de´finition et l’appel
des taˆches.
De meˆme, afin de simplifier le travail, dans un premier temps,
le ge´ne´rateur de code ge´ne´rique fait l’hypothe`se que le lan-
gage cible s’appuie sur les constructions basiques du langage
C (affectation, structures de controˆle). Les pointeurs ne sont
pas utilise´s dans cette couche. Ainsi, on peut s’appuyer sur
cette couche pour ge´ne´rer du code C, du code Java ou tout
idiome de ces langages.
4.4 Structure du générateur de code
Le ge´ne´rateur de code est modulaire avec un ensemble de
modules spe´cifiques pour chaque composant IMOCA. Par
exemple, il existe un module de ge´ne´ration de code pour
l’ExpertController et un pour les Sensors. Ce module s’ap-
puie sur les deux couches pre´sente´es ci-avant. Des modules
utilitaires permettent de comple´ter le ge´ne´rateur de code
afin de factoriser et simplifier l’e´criture de certaines ope´-
rations. Pour la premie`re couche (comportement), les com-
posants simples (ReactiveController, Sensor, Actuator et
Interpreter) sont construits selon un meˆme principe. Une
classe (ou une structure en code impe´ratif) est ge´ne´re´e qui
ge`re des objets qui contiennent une donne´e, une fonction
d’initialisation, une fonction de configuration, des fonctions
d’acce`s et de modification et une fonction spe´cifique d’exe´-
cution (un ”run” pour chaque filtre et pour chaque loi de
commande du controˆleur re´actif). Les autres composants de
controˆle sont ge´ne´re´s simplement au travers d’une fonction
spe´cifique imple´mentant les automates. Ces composants sont
comple´te´s par une couche service (pattern facade), un pro-
gramme principal (le main) et des outils de communication
(cf. ci-apre`s).
4.5 Intégration de code métier
Le code obtenu de manie`re automatique est un code qui
est comple´te´ en ajoutant du code me´tier. Typiquement, le
concepteur doit pre´ciser les protocoles de communication
utilise´s par les diffe´rents capteurs et actionneurs embarque´s,
choisir les filtres pour construire les donne´es et agir sur les
actionneurs, et enfin de´crire les lois de commande pre´vues.
Puisque de nombreuses bibliothe`ques de´die´es existent, l’ide´e
est ici de ge´ne´rer du code de telle manie`re qu’il autorise
leur inte´gration sans difficulte´. Comme dans une approche a`
composant [1], IMOCA produit un ensemble de signatures
de fonctions pour tous les composants concerne´s (capteurs,
actionneurs, filtres et controˆleurs re´actifs). Le concepteur n’a
alors qu’a` fournir l’ensemble des imple´mentations (code uti-
lisateur) correspondantes, en respectant le typage statique.
De plus, nous utilisons les proprie´te´s d’Acceleo pour re´ser-
ver, dans le code ge´ne´re´, des portions de code personnali-
sables.
4.6 Tests et mise au point
Pour aider a` la mise au point et au test du code, le code
ge´ne´re´ est modulaire. L’ide´e est de conside´rer inde´pendam-
ment chaque composant d’IMOCA. Si un langage objet est
cible´, une classe est ge´ne´re´e pour chaque e´le´ment (chaque
capteur, chaque donne´e, chaque controˆleur). Ainsi, des tests
unitaires peuvent eˆtre mis en place pour chaque classe ge´-
ne´re´e. On agit de la meˆme fac¸on pour un langage impe´ratif,
avec un fichier ge´ne´re´ pour chaque composant.
De plus, pour aider a` la mise au point des lois de commande,
un simulateur Java est ge´ne´re´. La ge´ne´ration du simulateur
est base´e sur les donne´es de haut-niveau (les capteurs et
actionneurs ne sont pas ici conside´re´s) et reprend l’ensemble
des controˆleurs. Le concepteur peut ainsi tester diffe´rentes
lois de commandes. Pour visualiser l’effet de ses choix, il doit
bien suˆr imple´menter un simulateur du syste`me a` controˆler
(comme dans [5]). Ce simulateur est a` relier aux commandes
envoye´es par le simulateur ge´ne´re´.
4.7 Reconfiguration
Un objectif important recherche´ ici est la capacite´ a` ge´ne´-
rer du code reconfigurable dans le sens ou` certaines valeurs
de parame`tres doivent pouvoir eˆtre modifie´es en ligne. Les
parame`tres associe´s a` des reconfigurations peuvent eˆtre lie´s
soit a` des Data de´crivant des changements de contexte, soit
a` des coefficients intervenant dans les lois de commande
(typiquement les valeurs de P, I et D dans une re´gulation
PID). Peuvent e´galement eˆtre sujets a` reconfiguration les
caracte´ristiques des filtres entre les Sensor et les Data (typi-
quement la largeur temporelle d’une feneˆtre glissante). Pour
pre´parer la ge´ne´ration de code, chaque parame`tre peut eˆtre
note´ comme reconfigurable (la proprie´te´ IsControllable,
par de´faut a` false, est mise a` true). Si il existe au moins
un parame`tre reconfigurable, on ge´ne`re une interface cliente
(pour le moment en Java) pour permettre une modification
des valeurs des parame`tres reconfigurables. Cote´ embarque´,
une taˆche serveur se charge de re´cupe´rer les modifications
et de les re´percuter a` l’exe´cution sur les parame`tres (appel
prote´ge´ des setter correspondants). Cet outil est particu-
lie`rement pratique lors de la mise au point du logiciel. Le
comportement du syste`me peut alors eˆtre teste´ sans avoir a`
arreˆter et a` recompiler l’ensemble de l’application [10].
5. EXEMPLES
Nous allons maintenant pre´senter quelques exemples de code
ge´ne´re´ pour deux applications de´ploye´es sur des plates-formes
diffe´rentes. La premie`re est une brique NXT Lego e´quipe´e
d’un moteur et d’un capteur de contact. L’application consis-
tant a` controˆler la vitesse du moteur en utilisant le capteur
de contact. La deuxie`me est une carte Arduino Mega e´qui-
pe´e d’une centrale inertielle et monte´e sur un mini char a`
voile. L’application de controˆle consiste a` conserver un cap
tout en e´vitant que le char ne se retourne sous l’action du
vent.
La figure 2 pre´sente un extrait de code Acceleo concernant
la premie`re couche du ge´ne´rateur et portant sur les Data. Au
niveau de la deuxie`me couche, le premie`re partie du code de
la figure 3 permet de ge´ne´rer le fichier Input.nxc alors que
la figure 4 pre´sente son e´quivalent pour le simulateur (codes
expurge´s de quelques lignes de commentaires).
[template public







Figure 2: Fragment du module Acceleo generateDa-
taUtils.mtl
Le code ge´ne´re´ pour la plate-forme NXT est du NXC (Not
eXactly C) un langage proche du C comme son nom l’in-
dique avec quelques e´le´ments spe´cifiques. Les fichiers ge´ne´-
re´s sont d’extension nxc (ici c’est Input.nxc et Output.nxc)
et l’on retrouve les invocations au pre´processeur comme en
C. Les include portent sur des fichiers d’imple´mentation, il
n’y a pas de fichier d’interface d’extension h comme en C.
Chaque donne´e ne´cessite une de´claration, la de´finition de ses
attributs (valeur, fre´quence, format ...) et de ses me´thodes
d’acce`s.
Le code Acceleo e´quivalent pour ge´ne´rer le simulateur (figure
4) produit du Java. Une Data y est vue comme une donne´e
de haut niveau, c’est-a`-dire ici comme une classe, mais les
appels comme [generateWriteDefinition(data,0)/] sont
identiques a` ceux utilise´s pour ge´ne´rer du code pour le NXT.
Dans la premie`re couche, les modules Acceleo sont parame´-
tre´s par le type de langage utilise´ (0 pour de l’objet, et 1
pour de l’impe´ratif). La figure 5 illustre ce cas.
Ce qui donne pour le cas du robot NXT (les commentaires







[file (’Input.nxc’, false, ’UTF-8’)]
#ifndef INPUT
#define INPUT
/* file for inputs */













[file (’Output.nxc’, false, ’UTF-8’)]
#ifndef OUTPUT
#define OUTPUT
/* file for outputs */
#include "OutputToActuator.nxc"










* Class for [name/] data
*/
package gener[aSystem.name/];







Figure 4: Fragment du module generateInputOut-
putJava.mtl
[template public generateInitControlsDefinition
(aSystem : System, lang : Integer)]
void InitControls() {
// [protected (’for Init Adapters Definition’)]
// user code
// [/protected]






Figure 5: Template Acceleo permettant de ge´ne´rer
du code objet et impe´ratif
alors que le code Java ge´ne´re´ est :




Pour l’inte´gration de code spe´cifique, l’utilisateur dispose
d’un emplacement indique´ par des commentaires (cf ci-apre`s).
Par de´faut, un code est propose´ qui peut eˆtre modifie´ et com-
ple´te´. Il est a` noter que les ge´ne´rations de code ulte´rieures
tiennent compte de ces modifications (utilisation des capa-
cite´s offertes par Acceleo). Ce code par de´faut fait appel a`
une fonction utilisateur pour chaque composant dit me´tier,
fonction spe´cifique qui reste a` imple´menter.
bool UpdateBoolSensorTouch(){
bool aBoolSensorTouch;
// Start of user code for ReadBoolSensorTouch
definition
aBoolSensorTouch=UserReadBoolSensorTouch(touchPort);




Si l’utilisateur conserve l’appel de fonction spe´cifique, il doit
fournir dans la bibliothe`que de fonctions me´tier, une fonction
qui respecte la signature impose´e par le ge´ne´rateur de code.
bool UserReadBoolSensorTouch(int port) {
return ((Sensor(port)==0)) ;
}
Le ge´ne´rateur de code a e´galement e´te´ expe´rimente´ pour
ge´ne´rer le code de controˆle d’un char a` voile sur une plate-
forme Arduino. L’exemple suivant donne le code du controˆ-
leur expert qui imple´mente un automate a` e´tats finis. Chaque
changement d’e´tat est lie´ a` l’e´valuation d’une donne´e theta
repre´sentant l’angle de gˆıte en degre´ de la plate-forme. Pour
information, on a ici 3 e´tats (states 1, 2 et 3) correspon-
dants respectivement a` un e´tat normal, une gˆıte (excessive)




* file expert controller
*/
int state = 1;




if (theta > 20) { state = 2; }
if (theta < -20 ) { state = 3; }
break;
case 2 :
if (theta < -20 ) { state = 3; }
if (theta >= -20.0 && theta <=20) { state = 1; }
break;
case 3 :
if (theta > 20) { state = 2; }






6. CONCLUSION ET PERSPECTIVES
Ce document pre´sente une approche pour ge´ne´rer du code
embarque´ adaptatif et reconfigurable a` partir de l’architec-
ture IMOCA. Le code est destine´ a` des syste`mes de controˆle
de processus en environnement perturbe´ et peut eˆtre ge´ne´re´
pour plusieurs plates-formes. Un simulateur Java est ge´ne´re´
pour l’aide a` la mise au point des lois de commande. Les
cas d’un robot NXT ainsi que d’un mini-char a` voile e´quipe´
d’une carte Arduino ont servi pour les expe´rimentations.
Ce travail est en cours et est actuellement enrichi pour in-
te´grer de nombreux autres aspects de la ge´ne´ration de code.
Nous visons d’autres plates-formes et nous cherchons a` op-
timiser le code pour re´pondre aux strictes limitations en
me´moire et en capacite´ de calcul de certaines d’entre-elles.
Nous cherchons e´galement a` maˆıtriser la consommation des
syste`mes autonomes comme les drones en utilisant des poli-
tiques de controˆle qui prennent en compte des crite`res e´ner-
ge´tiques. Enfin, nous cherchons a` enrichir et a` automatiser
l’inte´gration de bibliothe`ques me´tiers existantes pour pou-
voir traiter d’autres domaines d’application.
L’objectif de ce travail est de fournir un environnement com-
plet de mise au point, a` base de mode`les, de ge´ne´rateurs de
code pour les architectures IMOCA.
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