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2 CAPÍTULO 1. INTRODUCCIÓN Y MOTIVACIÓN
1.1. La Web Semántica
Aunque existieron esfuerzos en los años 90 encaminados a la anotación basada en on-
tologías de recursos Web como (KA)2 [Staab et al., 2000] o SHOE [Heflin y Hendler,
2001], el término Web Semántica se hizo popular a partir de la publicación en 2001 de
un artículo de Berners-Lee et al. en la revista de divulgación científica Scientific Ameri-
can [Berners-Lee et al., 2001]. En este artículo, el creador de la Web describe cómo ésta
puede proporcionar contenidos dirigidos no sólo a humanos, sino también a agentes soft-
ware capaces de entender el significado de contenidos específicamente diseñados para ellos
así como su manipulación.
Los dos pilares básicos para creación y la publicación de estos contenidos son las on-
tologías y las anotaciones. La primera versión de las especificaciones de lenguajes de re-
presentación de ontologías y anotaciones en este entorno data de 1997 1. Desde entonces,
algunas de ellas se han convertido en recomendaciones del World Wide Web Consortium
(W3C). Entre ellas cabe destacar RDF [Klyne y Carroll, 2004], RDFS [Brickley y Guha,
2004], OWL [Bechhofer et al., 2004], y SPARQL [Prud’hommeaux y Seaborne, 2008].
RDF, RDFS y OWL son recomendaciones W3C desde 2004, y SPARQL lo es desde 2008.
Entre los beneficios citados en [Berners-Lee et al., 2001] que puede aportar la Web
Semántica destacan:
Integración de información. Es la base fundacional de la Web Semántica. Suponga-
mos dos empresas con información almacenada en bases de datos heterogéneas. Ac-
tualmente no se puede crear fácilmente un nueva base de datos que integre de forma
automática los esquemas y la información de dichas bases de datos. Las tecnologías
de la Web Semántica facilitan esta tarea, permitiendo unir los esquemas (ontologías)
y los datos, y añadir información adicional acerca de equivalencias entre términos (a
nivel de clase, propiedad e instancia).
Recuperación de información. Por ejemplo, si se busca en Google “libros en los que
se mencionan libros de García Márquez” no se obtiene el resultado adecuado. Añadir
información semántica al texto de la consulta y a los documentos indexados produce
unos resultados más precisos que la indexación de texto tradicional [Castells et al.,
2007; Guha et al., 2003; Kiryakov et al., 2004].
1Véase http://www.w3.org/TR/WD-rdf-syntax-971002/
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Delegación de tareas. Los agentes semánticos personalizados serán nuestros “mayor-
domos” en la Web, a los que se encargarán tareas que requieran la interacción con
otros agentes, con otras personas, o con empresas.
En el contexto de la Web Semántica, también se trabaja en la descripción semántica de
los servicios web con el objetivo de facilitar las tareas de descubrimiento y composición de
los mismos para la construcción de aplicaciones complejas. El W3C tiene como candidatos
a recomendación a WSMO [Lausen et al., 2005b] y OWL-S [Martin et al., 2005]. Sin
embargo, esto queda fuera del ámbito de este trabajo.
1.2. Terminología utilizada
Dada la ambigüedad de algunos de los términos utilizados en la amplia bibliografía
existente relativa a la Web Semántica, a continuación se describe la interpretación de los
mismos que será utilizada en este trabajo.
Un agente software se puede definir como un programa capaz de gestionar informa-
ción electrónica. Un agente web es aquel capaz de manejar datos de la Web. Aunque
los denominados agentes inteligentes o autónomos son más generales [Wooldridge
y Jennings, 1995], algunas de sus características fundamentales, como aprendizaje o
proactividad, no son consideradas, por lo que la acepción de agente que se utiliza en
este documento se puede considerar una versión simplificada de los mismos.
Información semántica se refiere a información que puede ser interpretada con mí-
nima ambigüedad por los programas. Para prevenir dichas ambigüedades los están-
dares de la Web Semántica se sustentan en sólidos formalismos lógicos [Muñoz et
al., 2007]. Por ejemplo, OWL permite a los razonadores garantizar cierto grado de
computabilidad en las operaciones de inferencia siempre que se den un conjunto de
condiciones bien precisas. Una aplicación semántica será aquella que publique infor-
mación semántica. La publicación consistirá en situar la información semántica en
una URL a disposición de los agentes semánticos, o en algún repositorio que permita
ser consultado.
Una ontología es una especificación formal y explícita de una conceptualización
4 CAPÍTULO 1. INTRODUCCIÓN Y MOTIVACIÓN
compartida [Studer et al., 1998]. A modo de ejemplo, una de las ontologías más usa-
das, FOAF (Friend Of a Friend)2 define, entre otras, las clases Person y Organization;
las propiedades name, surname y email; y la relación knows (aplicable a individuos
de la clase Person). Aunque, formalmente, una ontología agrupa tanto a definiciones
(clases, propiedades y relaciones) como a individuos (instancias de clases), se usará
el término “ontología” para referirnos sólo a las definiciones, reservando el término
“datos semánticos” (o simplemente “datos”) para los individuos. Ontologías y datos
se identifican con un espacio de nombres (namespace) 3, y aunque no es obligatorio
que correspondan a una URL, es práctica común que exista esta superposición.
Las tecnologías de la Web Semántica se refieren a los estándares de la Web Semántica
citados anteriormente (RDF, RDFS, OWL, y SPARQL) así como a las herramientas
que permiten crear y manipular ontologías y datos semánticos.
Un usuario final es una persona con escasos conocimientos técnicos o entrenamiento
previo en el uso de una aplicación software dada. Conviene distinguir esta definición
de otras como [Nardi, 1993; Gilb y Finzi, 1988] que consideran al usuario final como
el elemento final de la cadena de desarrollo de software, esto es, el usuario al que
se dirige una aplicación que posea un interfaz adaptado a sus necesidades, que ha
sido entrenado para usar la aplicación desarrollada, y que suele tener conocimientos
previos del dominio de aplicación de la herramienta informática.
Un diseñador web es una persona especializada en diseño gráfico para aplicaciones
web. Este tipo de profesionales se caracteriza por disponer además de conocimientos
técnicos en tecnologías web cliente como HTML, CSS, Javascript, etc.
Un desarrollador web es una persona con conocimientos técnicos en tecnologías
web, especialmente en la parte servidora (e.g. PHP, JSP, .NET, Ruby, etc.), y típica-
mente también de la parte web cliente.
2Véase http://www.foaf-project.org
3 En realidad se trata de una referencia a una URI (Uniform Resource Identifier). Véase http://www.
w3.org.TR/rdf-concepts/#dfn-URI-reference
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1.3. Acercando la Web Semántica a desarrolladores y usua-
rios
El éxito de la Web Semántica está relacionado con dos factores. El primero es la exis-
tencia de información semántica en la Web, y el segundo es la utilización que finalmente
se haga de la misma.
La información semántica comprende ontologías y datos semánticos que se refieren a
dichas ontologías. En 2005 se estimaba que había 11.000 ontologías disponibles en Internet
[Warren y Baker, 2005] [Ding et al., 2004], y en 2007 alrededor de 23.000 [d’Aquin et
al., 2007]. A su vez, los datos semánticos han experimentado un crecimiento exponencial
durante los últimos diez años [Finin y Ding, 2006]. En octubre de 2007 había más de 2.000
millones de tripletas RDF relacionadas entre sí por unos 3 millones de enlaces RDF 4.
Pese a su rápida expansión, aún queda lejos de la velocidad de expansión que tuvo la
Web. Por ejemplo, el primer servidor Web se puso en funcionamiento en agosto de 1991,
y dos años después se creó la primera especificación de HTML (IETF, junio de 1993) y
apareció el primer navegador (Mosaic, en abril de 1993). Si trasladamos los 12 años que
han pasado desde la aparición de la primera especificación de RDF, debemos comparar la
situación actual de la Web Semántica con la de la Web en 2005. Entonces la Web tenía
11.500 millones de páginas web [Gulli y Signorini, 2005], y lo que es más importante, era
mucho más popular que la Web Semántica a fecha de hoy.
Uno de los motivos que hacen que esta información de alta calidad permanezca oculta
para la mayor parte de los usuarios finales es que hay muy pocas herramientas que permitan
a dichos usuarios tratar con datos semánticos. Como señala García-Castro et al. [García-
Castro et al., 2008]: El desarrollo de aplicaciones web semánticas es una tarea difícil para
gente que no pertenece a la comunidad científica.
En esta tesis se considera que el desarrollo de estas aplicaciones supone un gran reto
para los desarrolladores de aplicaciones debido a la convergencia de dos factores princi-
pales: (1) la creciente dificultad para crear aplicaciones web, y (2) la complejidad de las
tecnologías de la Web Semántica. A continuación se detallan cada uno de estos factores.
4Véase http://esw.w3.org/topic/SweoIG/TaskForces/CommunityProjects/
LinkingOpenData
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1.3.1. Complejidad creciente en la creación de aplicaciones Web
A diferencia de la creación de aplicaciones locales, crear software que explote la Web
requiere dominar no sólo un lenguaje para la parte servidora (Java, .NET, Ruby o PHP,
entre otros) y una tecnología web (ASP, JSP, JSF, RubyOnRails), sino conocimientos adi-
cionales para la parte cliente (HTML, Javascript, CSS, DHTML, o AJAX). El lenguaje de
programación y la tecnología web se puede elegir en función de las preferencias del desa-
rrollador, en la mayor parte de los casos, especialmente cuando se van a realizar prototipos.
No sucede lo mismo con las tecnologías web cliente, que no han ofrecido alternativas sino
un mayor número de lenguajes de complejidad creciente. Esto ha convertido a los diseña-
dores web en programadores, como apunta Rochen et al. [Rochen et al., 2006], lo que
ha resultado en una reducción del número de personas cualificadas para crear sitios web
modernos (por ejemplo, los llamados Web 2.0).
La parte cliente es con diferencia la menos robusta, ya que se dispone de una gran varie-
dad de navegadores, cada uno de los cuales implementa de distinta manera algunos detalles
de las especificaciones de las tecnologías cliente. Esto ha provocado que las aplicaciones
web se diseñen, en el mejor de los casos, únicamente para los navegadores “más utilizados”,
y que la “compatibilidad” entre aplicaciones web y navegadores siga siendo un problema
abierto [Koechley, 2006]. Aunque algunos entornos de desarrollo proporcionan a los desa-
rrolladores facilidades gráficas dirigidas a minimizar el esfuerzo de desarrollo y la máxima
compatibilidad, la mayor parte de ellos son productos comerciales con un precio elevado
(e.g. BEA WebLogic). Notables excepciones son Ruby on Rails 5, Strips 6 o GWT 7 (Goo-
gle Web Toolkit), ya que proporcionan a los desarrolladores poderosos entornos gratuitos
con los que crear aplicaciones web.
1.3.2. Complejidad de las tecnologías de la Web Semántica
Por otra parte, las tecnologías de la Web Semántica se han centrado en proporcionar a
los estándares tecnológicos citados una descripción lógica precisa que los haga utilizables
por agentes. En particular, la creación de ontologías usando los lenguajes RDFS o OWL re-
quiere conocimientos muy especializados [Muñoz et al., 2007; Horridge et al., 2007] sobre
representación de conocimiento (en el caso de OWL en lógica descriptiva). Por ejemplo,
5Véase http://www.rubyonrails.org/
6Véase http://www.stripesframework.org/display/stripes/Home
7Véase http://code.google.com/webtoolkit
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una ontología OWL se puede ver como un conjunto de axiomas, con complejas reglas de in-
ferencia que pueden llevar a la aparición de relaciones inesperadas o a inconsistencias. Sin
necesidad de inferencia, conceptos tales como dominio, rango, tipo, propiedad funcional,
propiedad funcional inversa, o especialización de propiedades, no son sencillos de enten-
der, y requieren ser claramente diferenciados de conceptos homónimos, como es el caso
de los conceptos de clase, propiedad (atributo), e instancia de la Programación Orienta a
Objetos.
Por ejemplo, en [Oren et al., 2007b] se muestran las diferencias más destacadas entre
RDFS y lenguajes de programación orientados a objetos (POO) como Java o C#. Aunque
en la siguiente lista se hace referencia al lenguaje Java, se debe entender “la mayor parte
de los lenguajes de POO”.
Pertenencia a clase: en Java, un objeto es miembro de una única clase, fijada en la
instanciación. En RDFS, un recurso puede pertenecer a múltiples clases, su pertenen-
cia a una clase no es fija, sino que se define mediante su rdf:type y las propiedades
que pertenecen al recurso.
Herencia de clases: en Java, las clases pueden heredar como máximo de una clase.
En RDFS, las clases pueden heredar de varias clases (incluso ciclos de herencia).
Atributos vs. propiedades: en Java, los atributos son locales a la clase y sólo pueden
ser usados por las instancias de la clase. En RDF, las propiedades son entidades
independientes que pueden ser usadas por cualquier recurso de cualquier clase y que
pueden tener valores de tipos diferentes.
Herencia estructural: en Java, los objetos heredan sus atributos de la clase padre.
En RDFS, como las propiedades no pertenecen a las clases, las propiedades no se
heredan. Por el contrario, el dominio de las propiedades sí se propaga pero, como
indican la pertenencia de clase de los recursos que las usan, los dominios se propagan
en la dirección contraria a la esperada a lo largo de la jerarquía de clases.
Composición de las instancias: en Java, la estructura de las instancias sigue exacta-
mente la definición de la clase. En RDFS, la definición de una clase no es completa, y
no limita la estructura de sus instancias, de forma que, cualquier recurso RDF puede
usar cualquier propiedad.
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Flexibilidad: en Java no se permite que la definición de una clase evolucione en el
tiempo. RDF está diseñado para que ontologías y datos evolucionen en el tiempo.
Por tanto, el proceso de creación de ontologías, en teoría llevado a cabo por expertos
del dominio, usualmente requiere especialistas en lenguajes de ontologías a fin de traducir,
de manera precisa, el conocimiento de los expertos del dominio a una ontología concreta.
A pesar de los esfuerzos realizados para crear herramientas gráficas (por ejemplo, Protege8
o Swoop9) que asistan a los expertos del dominio en el proceso de creación de ontologías,
esta tarea no puede ser llevada a cabo todavía de una manera intuitiva.
1.4. Interacción con la Web Semántica
La interacción entre personas y la Web Semántica se encuentra limitada por las dificul-
tades técnicas para crear aplicaciones, descritas en las secciones anteriores. Por ejemplo,
una de las primeras aproximaciones exitosas para la navegación por la Web Semántica, una
aplicación web (un “navegador de la Web Semántica”) llamada Tabulator [Berners-Lee et
al., 2006] adolece de los problemas de “compatibilidad” citados anteriormente ya que sólo
puede ser usada con el navegador Firefox.
Aunque se reduzcan los problemas descritos y se logre facilitar la creación de aplicacio-
nes web semánticas que utilicen datos semánticos, queda abierto el problema de cómo los
usuarios y desarrolladores deben interaccionar con esa información de manera eficiente. La
dificultad para tratar con ontologías y datos semánticos, y en general con los nuevos con-
ceptos introducidos por la Web Semántica, desde la desaparición del concepto de página
web a la mezcla de fuentes heterogéneas de datos, ha planteado nuevos retos a los expertos
en Interacción Persona-Ordenador [Schraefel et al., 2008]:
¿Cómo puede buscar un usuario un conjunto de información relacionada?
¿Cuál es la mejor forma de presentar dicha información para su exploración y su uso?
¿Cuál es la manera más consistente de presentar fuentes de datos heterogéneas?
¿Cómo debe una interfaz de usuario revelar las posibles conexiones entre un dato y
otros muchos?
8Véase http://protege.stanford.edu/
9Véase http://www.mindswap.org/2004/SWOOP/
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Siendo capaces de identificar la fuente de todo dato, ¿cómo podemos hacer útil y
usable su procedencia dentro de la interfaz?
Si las relaciones y la inferencia se usan sin que el usuario lo sepa, ¿cómo se puede ha-
cer para que las acciones y las suposiciones se vuelvan transparentes sin incrementar
la carga cognitiva de los usuarios?.
En esta línea se pueden encontrar trabajos donde se han aplicado técnicas de Inter-
acción Persona-Ordenador (IPO) para permitir a los usuarios mejorar la navegación por
la Web aprovechando la información semántica; creando, por ejemplo, los llamados “na-
vegadores web semánticos” (Semantic Web-browsers) 10, así como nuevos conceptos de
interacción entre humanos y la Web Semántica como la “navegación facetada” [Lima y
Schwabe, 2003a].
Un primer paso en esta dirección es facilitar la presentación de datos semánticos, así
como la creación de interfaces de usuario capaces de generar datos semánticos a partir de
la información introducida por el usuario. La importancia de proporcionar una interfaz de
usuario queda patente en estas citas:
“After more than 10 years of work into various aspects of the Semantic
Web... I am now fully convinced (read: no longer in denial) that most of the
remaining challenges to realize the Semantic Web vision have nothing to do
with the underlying technologies... Instead, it all comes down to user interfaces
and usability”.
Ora Lassila, “Semantic Web Soul Searching”, 19 de marzo de 2007 11.
“Creating interfaces for interacting with this data is difficult because there
is no well-defined web “page” or homogeneous structure to the data. Crea-
ting data is at least as important as presenting it, so facilitating efficient and
effective data entry is an important aspect of user interaction”.
CHI 2008 12.
10No confundir con los “navegadores de la Web Semántica” (Semantic-Web browsers), que no aprovechan
la información semántica, limitándose a mostrar los datos de la Web Semántica siguiendo una navegación
tradicional.
11Véase http://www.lassila.org/blog/archive/2007/03/semantic_web_so_1.html
12ACM Conference on Human Factors in Computing Systems. Semantic Web User Interaction. Véase
http://swui.semanticweb.org/SWUI2008CHI/
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Las dificultades se incrementan aún más cuando esperamos que estas herramientas se
adapten al dispositivo usado por el usuario (PC, PDA, móvil, TV, con todas sus variantes de
marcas y modelos), las limitaciones interactivas del usuario (daltonismo, reducida agudeza
visual), o sus preferencias estéticas. Aunque esto puede parecer un requisito superfluo, los
agentes semánticos deben ser capaces de resolver este problema ya que, en la visión de la
Web Semántica, los agentes semánticos especializados en interaccionar con humanos [Rico
et al., 2009] son los encargados de crear un interfaz de usuario adecuado, descargando de
esta tarea a los productores de la información semántica.
1.5. Conclusión
Aunque la Web Semántica dispone de un conjunto razonable de estándares tecnológi-
cos, ontologías, y datos semánticos, aún no se ha popularizado. En este capítulo se ha mos-
trado la necesidad de acercar dos perfiles de usuario con conocimientos muy diferentes. De
una parte se encuentran los desarrolladores de aplicaciones web y de otra se encuentran
los expertos en tecnologías de la Web Semántica. En este trabajo se constata que para un
desarrollador de aplicaciones web es muy difícil usar datos semánticos. Asimismo, para un
experto en tecnologías de la Web Semántica es muy difícil crear aplicaciones web atracti-
vas, robustas, y que cumplan unos requisitos básicos de calidad. El objetivo de esta tesis es
proporcionar a ambas partes mecanismos que permitan cubrir la brecha que separa a estos
perfiles.
1.6. Estructura y contenidos de la tesis
El siguiente capítulo muestra el estado del arte en las áreas en las que esta tesis realiza
contribuciones, esencialmente el desarrollo de aplicaciones web semánticas por parte de
dos tipos de desarrolladores: (1) los desarrolladores con conocimientos de las tecnologías
de la Web Semántica pero sin grandes conocimientos de las tecnologías de desarrollo de
aplicaciones Web, y (2) los desarrolladores con experiencia en aplicaciones Web pero sin
conocimientos de las tecnologías de la Web Semántica. También se muestran las herra-
mientas disponibles para desarrolladores y usuarios finales.
El capítulo 3 muestra las hipótesis de trabajo y los objetivos de la tesis. En particular se
detallan las limitaciones actuales en cuanto al desarrollo de aplicaciones web semánticas,
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las condiciones bajo las que se pueden aplicar las propuestas de la tesis y las soluciones
aportadas en esta tesis.
Las contribuciones principales de la tesis se detallan en los capítulos 4 y 5. El capítulo 4
describe una infraestructura orientada a desarrolladores con conocimientos de las tecnolo-
gías de la Web Semántica que permite crear de forma sencilla aplicaciones web semánticas
sin requerir conocimientos de las tecnologías web. El capítulo 5 describe un conjunto de
aplicaciones dirigidas a diseñadores web que permiten crear elementos gráficos para mane-
jar datos semánticos que no requieren conocimientos de tecnologías de la Web Semántica.
Estos elementos gráficos pueden ser usados fácilmente por desarrolladores web para incor-
porar datos semánticos a sus aplicaciones, e incluso por usuarios finales.
El capítulo 6 describe los experimentos realizados para probar que las propuestas de
esta tesis cumplen los objetivos marcados. En concreto, se detallan las evaluaciones expe-
rimentales llevadas a cabo con desarrolladores de aplicaciones, expertos en usabilidad, y
diseñadores web con diferentes niveles de conocimiento de las tecnologías web cliente.
Para finalizar, el capítulo 7 muestra las conclusiones de la tesis doctoral y algunas de
las posibles líneas de trabajo futuro.
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Capítulo 2
Estado del arte
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En este capítulo se muestra el estado del arte en aquellas áreas directamente relacio-
nadas con el trabajo realizado en esta tesis doctoral. En concreto, la creación de aplica-
ciones web semánticas por parte de desarrolladores con distintas competencias, y el uso
de estas aplicaciones por parte de los usuarios finales. Cada uno de estos perfiles requiere
unos niveles mínimos de competencias que serán analizados. Los desarrolladores requie-
ren plataformas sobre las que construir de manera sencilla aplicaciones semánticas, y los
usuarios finales requieren aplicaciones con unos valores razonables de usabilidad y de
calidad de la interfaz de usuario.
2.1. Aplicaciones Web Semánticas
En esta sección se intenta acotar el significado del término “Aplicación Web Semánti-
ca”, con distintos criterios para caracterizar a este tipo de aplicaciones. También se muestra
una clasificación no exhaustiva de los tipos de aplicaciones web semánticas existentes des-
de la perspectiva de los tipos de usuarios a los que van dirigidas, atendiendo a su nivel de
conocimientos: expertos de la Web Semántica, usuarios especializados, y usuarios finales.
2.1.1. Definición
A falta de una definición comúnmente aceptada, en este trabajo se considera que una
aplicación web semántica es toda aplicación web que utiliza datos semánticos. Este uso
de datos puede ser externo (lectura y/o escritura de datos semánticos) y/o interno. Un ejem-
plo de uso externo de sólo lectura puede ser un navegador de la web semántica, en el que
la navegación consiste en saltar por las relaciones entre los datos semánticos, mostrándolos
al usuario. Un ejemplo de uso externo con lectura y escritura puede ser un portal web se-
mántico, que permite la visualización y edición de información basada en ontologías. Y un
ejemplo de uso interno puede ser una aplicación que use razonadores para inferir nuevos
datos semánticos o comprobar la consistencia de la información semántica.
A continuación se muestran dos criterios que se pueden encontrar en el estado del arte
acerca de los requisitos que deben cumplir una aplicación web para que sea considerada
semántica.
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Criterio del Semantic Web Challenge
El Semantic Web Challenge 1 es un concurso anual que busca mostrar las ventajas de
las tecnologías de la Web Semántica. Los participantes deben presentar aplicaciones que
cumplan unos requisitos básicos y, a ser posible, un conjunto de recomendaciones desea-
bles. Estos requisitos se muestran en la tabla 2.1, y se pueden considerar característicos de
lo que debe ser una aplicación web semántica.
Criterio de las Aplicaciones Web Semánticas de nueva generación
Motta y Sabou [Motta y Sabou, 2006] diferencian entre aplicaciones web semánticas
que siguen fielmente el paradigma de la Web Semántica de aquellas que son equivalentes a
sistemas tradicionales basados en el conocimiento. Estas últimas son sistemas semánticos
“cerrados” en el sentido de que típicamente usan sólo una ontología para agregar datos
en un dominio específico. Las primeras son sistemas semánticos “abiertos” en el sentido
de que típicamente son heterogéneas en cuanto a la caracterización ontológica y la proce-
dencia de los datos semánticos que manejan. La tabla 2.2 muestra sus características más
relevantes.
A la vista de estos criterios queda claro que conviene detallar la definición inicial de
utilizar datos semánticos. Para cumplir los criterios básicos del Semantic Web Challenge
ese uso debe generar información difícilmente consegible mediante otras tecnologías (cri-
terio B1), así como proporcionar información útil (criterio B3) a los expertos del dominio.
El criterio B2 obliga a que se usen diversas fuentes de datos, y el criterio B4 es un requi-
sito técnico que compete a los razonadores utilizados. Para cumplir los criterios de Motta
y Sabou 2006, los criterios M1 y M3 obligan a usar múltiples fuentes de datos semánticos
(equivalente al criterio B2), el criterio M2 obliga a usar internamente múltiples ontologías,
el criterio M4 obliga a arquitecturas que permitan aplicaciones escalables (equivalente a
D3), el criterio M5 debe permitir aprovechar recursos no semánticos, el criterio M6 indica
cierto estilo de aplicaciones (equivalente a D1), el criterio M7 hace que la aplicación no
sólo interaccione con usuarios humanos, sino también con agentes software.
1Véase http://challenge.semanticweb.org/
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Tabla 2.1: Requisitos del Semantic Web Challenge
Requisitos básicos
B1
El significado de los datos debe jugar un papel central. El significado debe ser
representado usando descripciones formales. Los datos deben ser manipula-
dos o procesados de forma que se genere información útil que sea más difícil
de lograr (o imposible) con otras tecnologías.
B2
Con respecto a las fuentes de datos usadas, deben ser de distintos propieta-
rios (es decir, sin control de la evolución de los datos), deben ser heterogé-
neas (sintácticamente, estructuralmente, y semánticamente),y deben ser datos
reales (no se aceptan pequeños conjuntos de datos de prueba).
B3
La aplicación debe proporcionar a los expertos del dominio algún valor aña-
dido.
B4
Las aplicaciones deben asumir un mundo abierto (es decir, la información no
es nunca completa)
Requisitos deseables
D1 La aplicación web proporciona una interfaz de usuario atractiva y funcional.
D2
Evaluaciones rigurosas que demuestren los beneficios de la tecnologías de la
Web Semántica, o validen los resultados obtenidos.
D3
La aplicación debe ser escalable en términos de la cantidad de datos usados y
de los componentes distribuidos utilizados.
D4
Novedosa en la aplicación de las tecnologías semánticas a un dominio o tarea
que no había sido considerado antes.
D5
La funcionalidad difiere, o va más allá, de la simple recuperación de informa-
ción.
D6
La aplicación tiene un potencial comercial claro y/o una clara base en el usua-
rio.
D7 La información de contexto se usa para ordenaciones o evaluaciones
D8 Se usan documentos multimedia de alguna forma.
D9
Se usan datos dinámicos (por ejemplo, workflows), quizás en combinación de
información estática.
D10
El resultado debe ser tan preciso como sea posible (por ejemplo, una ordena-
ción de resultados conforme al contexto).
D11
Soporte para múltiples lenguajes y accesibilidad para un rango de dispositi-
vos.
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Tabla 2.2: Criterio Motta y Sabou 2006
ID AWS de nueva generación
M1 Generación de datos semánticos (evitar autoconsumo)
M2 Manejo de múltiples ontologías
M3 Abierto a nuevas fuentes de datos
M4 Capaz de manejar grandes cantidades de datos heterogéneos
M5 Abierto a recursos web tradicionales (no semánticos)
M6 Conforme al paradigma Web 2.0.
M7 Abierto a servicios
2.1.2. Tipos de aplicaciones web semánticas
En este trabajo se distinguirán las aplicaciones por el perfil de usuario al que van dirigi-
das, distinguiendo entre expertos de la Web Semántica, usuarios especializados, y usuarios
finales. El perfil de usuario queda determinado por el tipo de conocimientos. Los expertos
de la Web Semántica conocen la lógica de los lenguajes de descripción de ontologías, y
son capaces de crear ontologías. Los usuarios especializados suelen ser expertos de algún
dominio del conocimiento, pero no disponen de conocimientos avanzados de la Web Se-
mántica. Los usuarios finales no disponen de conocimientos especializados. La tabla 2.3
muestra los conocimientos de cada uno de los perfiles de usuario que se pueden identificar
atendiendo a sus conocimientos de Web Semántica y Web tradicional, así como los cono-
cimientos de cada perfil de desarrollador capaz de proporcionar la funcionalidad necesaria
para las mismas áreas de conocimiento.
Se puede identificar un nuevo tipo de perfil de usuario del que no se ha hablado hasta el
momento en este trabajo. Se trata del perfil b, correspondiente a un usuario especializado
en tecnologías web tradicionales de la parte servidora, con conocimientos acerca del fun-
cionamiento de la web, capaz de crear sus propias páginas web, y que utiliza servicios tipo
Google Gadget (descritos en la sección 2.3.2) para cortar y pegar código HTML generado
por las aplicaciones tipo Google para incorporar funcionalidad a sus páginas web.
También aparece un perfil de desarrollador sin especialización (perfil D), que en la lite-
ratura se denomina End-User Developer (EUD), pero no será considerado en este trabajo.
Se puede encontrar información sobre este tipo de perfil en el apéndice D.1.
La figura 2.1 muestra una clasificación de las aplicaciones web semánticas por tipo de
usuario: experto en tecnologías de la web semántica (parte derecha de la figura), usuarios
especializados (parte central) y usuarios finales (parte izquierda). Las aplicaciones para
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Tabla 2.3: Conocimientos de los distintos perfiles de usuarios y desarrolladores.
Especialidad Usuario Desarrollador
Web
Semántica
Experto en Web Semán-
tica (perfil a)
Conocimientos de lógica
descriptiva, diseño de on-
tologías con herramientas
(e.g. Protege, Swoop)
Experto en tecnologías de la Web Semánti-
ca (perfil A)
Creación de aplicaciones (típicamente no
web): lenguaje de programación (típicamen-
te java), librerías especializadas para interfaz
de usuario (eg. Java Swing, Eclipse SWT) y
gestión de información semántica (e.g. Jena,
Sesame)
Web
(servidor)
Usuario Google Gadget
(perfil b)
Conceptos de web, invoca-
ción de servicios (eg. corta
& pega de código HTML
en página web)
Experto en tecnologías Web Servidor
(perfil B)
Lenguaje de programación (e.g. Java, PHP,
Phyton, .NET, Ruby), arquitectura MVC (e.g.
JSP, JSF, RubyOnRails)
Web
(cliente)
Diseñador Web (perfil c)
Herramientas de au-
tor (e.g. HTML, CSS,
Javascript, Flash)
Experto en Tecnologías Web Cliente
(perfil C)
Javascript, uso de servicios (e.g. Google Maps
API), uso de librerías javascript (e.g. Dojo),
XML, DOM, AJAX.
Ninguna Usuario Final (perfil d)
Ninguno de los anteriores
Desarrollo por usuario final (EUD)
(perfil D)
Ninguno de los anteriores.
usuarios especializados pueden ser subdivididas atendiendo al criterio de observar si el
usuario manipula de forma explícita los elementos de las ontologías. Si este es el caso,
la aplicación es (típicamente) un wiki semántico, y el usuario debe seleccionar el término
adecuado de la(s) ontología(s) durante el proceso de anotación de la información. Si la
manipulación es implícita y, por tanto, el usuario no percibe la existencia de ontologías ni
datos semánticos se trata (típicamente) de un portal semántico. Estos tipos de aplicaciones
se muestran en detalle en las secciones 2.3.1 y 2.3.3 respectivamente. Se puede observar
que los expertos en Web Semántica disponen de muchas herramientas especializadas, mien-
tras que los usuarios finales únicamente disponen de algunos navegadores semánticos. Los
Semantic Web Pipes (descritos en detalle en las secciones 2.2.1 y 2.3.1) se encuentran entre
los usuarios expertos y los especializados ya que permiten que usuarios con conocimientos
de la Web Semántica creen aplicaciones de manera sencilla.
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AplicacionesWeb Semánticas
Expertos de
Sem. Web
Usuarios
finales
Portales
Wikis
Pipes
Browsers
Herramienta
orientada a
Expertos Sem. Web
No expertos
Protege
Swoop
SWAF
Semantic
Media Wiki
IkeWiki
Rhizomik
Tabulator
Nivel de conocimientos requerido
para el uso de la herramienta
ODESeW
Disco
bajo alto
Usuarios
especializados
SHDM
Hera
Figura 2.1: Clasificación de las aplicaciones web semánticas conforme al tipo de usuario al
que van dirigidas.
La figura 2.2 muestra el punto de vista de los desarrolladores de aplicaciones, y cómo
se relacionan las aplicaciones web semánticas con respecto a las aplicaciones web tradicio-
nales. En esta figura, donde el eje horizontal muestra valores crecientes de funcionalidad
y el eje vertical muestra valores crecientes de capacidad colaborativa, se puede ver que
los primeros servidores de páginas web tenían los menores valores de funcionalidad y ca-
pacidad cooperativa. La aparición de los CGI’s, y más tarde de los servlets, aumentó la
funcionalidad que, junto a la creación de aplicaciones multiusuario (concepto de sesión)
permitió crear las aplicaciones web actuales.
Tras la “frontera tecnológica” que suponen las tecnologías de la Web Semántica se en-
cuentran los dos grandes grupos de aplicaciones web semánticas. Los portales semánticos
añadieron funcionalidad a las aplicaciones web, pero con un escaso incremento en la capa-
cidad colaborativa. Los wikis destacan por su capacidad colaborativa, pero la funcionalidad
está centrada en la anotación, y es más reducida que la que ofrecen los portales semánti-
cos. Los Semantic Web Pipes están muy cerca de los portales semánticos ya que tienen
funcionalidad similar, pero mayor capacidad colaborativa debido a la compartición y re-
utilización de funcionalidad. Todas estas aplicaciones se sitúan en la “frontera del usuario
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Figura 2.2: Tipos de aplicaciones web semánticas conforme a los desarrolladores.
destino” que divide a las aplicaciones dirigidas a personas de las dirigidas a agentes se-
mánticos, indicando que están dirigidas a personas pero que a su vez generan información
semántica susceptible de ser usada por agentes semánticos.
En las siguientes secciones se muestran las perspectivas que tienen de las aplicaciones
web semánticas los diferentes perfiles de desarrolladores y usuarios identificados en esta
sección.
2.2. Web Semántica para desarrolladores
Esta sección se centra en el punto de vista del desarrollador, tanto del desarrollador ex-
perto en tecnologías de la web semántica (perfil A) como del desarrollador de aplicaciones
web (perfil B y/o C) de aplicaciones. Para el perfil A se describen las herramientas pa-
ra visualización y edición de ontologías y datos semánticos, con especial atención en una
herramienta reciente llamada Semantic Web Pipes. Para el desarrollador de aplicaciones
(perfil B y/o C) se muestran los enfoques integradores existentes que pretenden proporcio-
nar una visión unificadora de los componentes necesarios para crear una aplicación web
semántica, así como las plataformas de desarrollo de aplicaciones web semánticas y las
2.2. WEB SEMÁNTICA PARA DESARROLLADORES 21
librerías disponibles.
2.2.1. Herramientas para expertos en tecnologías de la Web Semánti-
ca (perfil A)
Visualización y edición de ontologías y datos semánticos
Para crear las herramientas orientadas a usuarios expertos en Web Semántica (perfil a)
se utilizan herramientas de visualización de datos semánticos como IsaViz [Pietriga, 2001],
que renderiza los gráficos en formato SVG [SVG, 2003], ó ClusterMaps [Fluit et al., 2002].
Se han propuesto algunas especificaciones que pueden ser usadas en aplicaciones web,
como las Graph-StyleSheets (GSS) 2, usado por IsaViz, o Fresnel [Bizer et al., 2006], usado
por PiggyBank. Fresnel usa los conceptos de “lentes” y “formatos”3 para la presentación
de datos RDF, unos conceptos complejos para un desarrollador medio.
Semantic Web Pipes
Semantic Web Pipes [Morbidoni et al., 2008] es un sistema muy reciente inspirado por
Yahoo! Pipes 4. Se trata de una aplicación web (http://pipes.deri.org), creada con
la plataforma ZK5, que permite crear aplicaciones web semánticas como workflows que
conectan las entradas y salidas mediante diferentes operadores (servicios) que operan con
datos semánticos. Estas aplicaciones generan nuevos operadores (servicios) que pueden
ser usados por otros usuarios, por lo que se acercan a la filosofía wiki de colaboración y
contribución de los plugins de la plataforma propuesta en esta tesis (para desarrolladores)
así como los templates propuestos (para usuarios).
Por tratarse de una herramienta que permite crear nueva funcionalidad sin requerir co-
nocimientos de desarrollo de aplicaciones o de las tecnologías de la Web Semántica, sino
únicamente conceptos básicos de Web Semántica y SPARQL, esta herramienta también es
adecuada para usuarios de la Web Semántica (perfil a) y se describe en la sección 2.3.1.
La figura 2.3 muestra un ejemplo de workflow creado con Semantic Web Pipes. Los
operadores disponibles se muestran en la parte izquierda de la figura.
2Véase http://www.w3.org/2001/11/IsaViz/gss/gssmanual.html
3En http://www.w3.org/2005/04/fresnel-info/manual/#includingCSS se puede encontrar un
ejemplo completo aplicado a FOAF:Person
4Véase http://pipes.yahoo.com
5Véase http://docs.zkoss.org/wiki/Introduction
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Figura 2.3: Ejemplo de workflow creado con Semantic Web Pipes.
Estos operadores (servicios) de Semantic Web Pipes no están centrados en la presen-
tación o la entrada de datos, sino sólo en su transformación. En este sentido, una de las
herramientas propuestas en esta tesis podría controlarse a través de un nuevo operador,
de forma que se pudiera producir un interfaz más amigable (o adaptado al usuario) que
la usada originalmente por Semantic Web Pipes. La creación de nuevos componentes es
relativamente sencilla, y requiere conocimientos de java, XML, y del entorno ZK.
2.2.2. Herramientas para expertos en tecnologías Web (perfiles B y C)
Enfoque integrador del Semantic Web Framework (SWF)
Hasta la fecha, el único enfoque integrador propuesto en la literatura para fomentar el
desarrollo modular de aplicaciones semánticas es el Semantic Web Framework, descrito a
continuación.
El proyecto Knowledge Web6 fue una red de excelencia financiada por el VI Programa
Marco de la Unión Europea entre 2004 y 2008. Esta red agrupaba varias universidades,
centros de investigación y empresas privadas. Dentro de este proyecto, uno de los objetivos
6Véase http://knowledgeweb.semanticweb.org/
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fue establecer unas directrices para la creación de aplicaciones web semánticas. Durante
2007 y 2008, varias de las instituciones participantes de Knowledge Web definieron el
Semantic Web Framework (SWF) en un documento titulado “Architecture of the Semantic
Web Framework V2” [García-Castro et al., 2008] como un primer paso para el desarrollo a
gran escala de aplicaciones web semánticas, con el objetivo de ayudar a los desarrolladores
a crear aplicaciones web semánticas y a reducir el coste de estos desarrollos.
SWF es un modelo de plataforma basada en componentes en la que se describen los
tipos existentes de tecnologías de la Web Semántica, sus funcionalidades, y su dependencia
de dichas tecnologías. La figura 2.4 muestra los 33 componentes identificados en SWF.
Aunque no existe una implementación de SWF, se puso a prueba la descripción del sis-
tema por medio de ocho casos de prueba realistas. Para cada caso de prueba se indican los
componentes necesarios y sus tecnologías asociadas. El documento muestra también cómo
se puede implementar cada componente con las herramientas (alrededor de 200) existen-
tes en ese momento (véase apéndice III de [García-Castro et al., 2008]). Por ejemplo, la
tabla 2.4 muestra las herramientas 7 existentes (en la fecha de finalización del documento,
febrero de 2008) de los componentes englobados en “Data & Metadata Management” (pri-
mera columna de la figura 2.4). Este conjunto de componentes son los más cercanos a los
proporcionados por las herramientas creadas en el marco de esta tesis.
Semantic Web Application framework (SWAF)
El término plataforma (framework) a veces se utiliza para referirse a un conjunto de
librerías o clases usadas que implementan la estructura típica de cierto tipo de aplicaciones.
Cuanto mayor sea la cantidad de código reutilizable que se almacena en estas librerías,
mayor será el ahorro de trabajo y de tiempo para el desarrollador de la aplicación.
Sin embargo, otra interpretación del término plataforma la define como un conjunto de
componentes software extensibles y configurables que modelan y resuelven cierto tipo de
problemas. Según esta definición, una plataforma de desarrollo añade a estos componentes
un “engine” que los coordina y ejecuta. Para cada aplicación concreta, los desarrollado-
res deben extender uno o varios de estos componentes. En esta sección se considera la
segunda acepción del término. En cierto modo, este concepto tiene una gran relación con
el del SWF anteriormente descrito, pues se podría considerar que una plataforma es una
7Conviene hacer notar que no todas las herramientas de un componente dado cubren toda la funcionalidad
descrita del componente. La identificación del grado de cobertura quedó fuera del ámbito del documento.
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Componente # Herramienta
Information directory
manager
6 Aduna Metadata Server, Alvis, Beagle++, Gnowsis,
Haystack, OWLIM
Ontology repository 15 KAON2, Jena, Sesame, Ontology Server, RDF Server,
Knowledge zone, Onthology, OntoSelect, DAML On-
tology Library, SchemaWeb, ONTOSEARCH2, Protégé
Ontologies Library, OntStore, RDFPeer, RDF2GO
Data repository 3 DSpace, Lucene, Zebra
Alignment repository 2 COMA++, Alignment API and Alignment Server
Metadata registry 17 3store, AllegroGraph, Boca, Brahms, Hawk, The open
metadata registry (prototypes 1-3), OASIS ebXML Re-
gistry, Oyster, Oyster2, Kowari, RDFGateway, RDF2GO,
RDFStore, SemWeb, YARS
Tabla 2.4: Ejemplo de herramientas que pueden implementar el conjunto de componentes
“Data & Metadata Management” del SWF.
implementación del SWF.
A diferencia del desarrollo de aplicaciones web tradicionales, en el que existen desde
hace tiempo plataformas de desarrollo (por ejemplo el producto WebLogic de Oracle o
WebSphere de IBM), el desarrollo de aplicaciones web semánticas carece por lo general
de este tipo de plataformas. La única plataforma de desarrollo actualmente disponible es
SWAF (Semantic Web Application framework) [Oren et al., 2007a], que se compone de
ActiveRDF [Oren et al., 2007b], una librería para gestión de RDF, y una extensión (plu-
gin) que se integra fácilmente con Ruby on Rails. Esta extensión permite al desarrollador
generar el código fuente de vistas y controladores de elementos de ontologías, de forma
que la creación de aplicaciones web se ve simplificada mucho, especialmente en la parte
de generación del interfaz web. ActiveRDF se inspira en el sistema SHDM, descrito en la
sección 2.3.3.
SWAF genera acciones y vistas para crear, mostrar, editar y borrar instancias, así como
acciones (recuperar, listar y buscar) para manejar fuentes de datos remotas. El código de
estas vistas es ERB 8, un sistema de plantillas con una sintaxis parecida a la de JSP (código
entre tags < % y %>), que embebe código Ruby en la salida HTML. Aunque el código de
las vistas puede ser especializado por clases derivadas, el código de las vistas no puede ser
modificado de forma sencilla.
8Véase http://www.ruby-doc.org/stdlib/libdoc/erb/rdoc/
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Figura 2.4: Componentes del Semantic Web Framework V2 [García-Castro et al., 2008].
Dentro de ActiveRDF, el proyecto SWORD 9 diseñó un plugin para Rails para que las
vistas se traten como plantillas, y por tanto puedan ser manipuladas, pero este proyecto se
cerró antes de terminar la implementación.
Librerías
A continuación se describen brevemente las librerías de uso más común a disposición
de los desarrolladores con conocimientos de las tecnologías de la Web Semántica.
Librerías básicas de gestión de ontologías y datos semánticos
Sin ser un análisis exhaustivo, entre las librerías de “propósito general” más utilizadas para
la construcción de aplicaciones semánticas destacan Jena 10 y Sesame 11. Estas librerías
9Véase http://wiki.activerdf.org/SWORD/
10Véase http://jena.sourceforge.net/
11Véase http://www.openrdf.org/documentation.jsp
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gestionan la creación de ontologías en los lenguajes más comunes (RDF, RDFS, OWL,
etc), con persistencia de datos (memoria, bases de datos, ficheros), y permiten realizar
consultas al modelo de datos en SPARQL, RQL y otros lenguajes.
Todas estas librerías usan el lenguaje Java. Los desarrolladores de aplicaciones web que
utilicen otros lenguajes (Phyton, PHP, Ruby, .NET) deben usar adaptadores para usarlas.
Librerías para modelado orientado a objetos
Como indican Oren et al en [Oren et al., 2007a] las librerías como Jena y Sesame se basan
exclusivamente en las clases definidas en la ontología y no en las instancias de un conjun-
to de datos semánticos. Esto es, no generan instancias de clases java que repliquen la(s)
ontología(s) y los datos semánticos.
Algunos desarrolladores prefieren manejar un modelo orientado a objetos a partir de
una ontología dada, en vez de pensar en términos de tripletas como propone RDF. Las
siguientes librerías generan código Java a partir de una ontología expresada en RDF, o en
los lenguajes más comunes.
ActiveRDF 12 [Oren et al., 2007a]. Para lenguaje Ruby. Genera instancias de clases
java que replican la(s) ontología(s) y los datos semánticos.
RDFReactor 13 [Völkel, 2006] y Jastor 14 [Kalyanpur et al., 2004] permiten generar
código Java a partir de ontologías OWL, concretamente una clase Java por cada clase
de la ontología.
Elmo 15, además, puede generar una ontología a partir de un conjunto de clases java.
Librerías para creación de interfaces de usuario web
A continuación se muestran las más destacadas por su orientación Web 2.0 y su soporte
para multiples navegadores.
Google AJAX APIs 16. Se proporcionan librerías en distintos lenguajes de progra-
mación (e.g. PHP, Phyton, Java, Javascript) para acceder a funcionalidad proporcio-
nad por Google. Desde creación de gráficas de todo tipo, mapas, tablas, etc., hasta
hosting de librerías como Dojo, Yahoo User Interface Library, o Prototype. Orientado
a desarrolladores con conocimientos medio-alto de tecnologías Web.
12Véase http://www.activerdf.org/
13Véase http://semanticweb.org/wiki/RDFReactor
14Véase http://jastor.sourceforge.net
15Véase http://openrdf.org/doc/elmo
16Véase http://code.google.com/apis/ajax/
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MIT Simile Web Widgets 17. El widget más conocido es Timeline, utilizado para
mostrar líneas temporales interactivas, pero hay otros widgets como TimePlot, Time-
Grid, o Exhibit. Se distribuye en forma de librería javascript. Orientado a diseñadores
web básicos con conocimientos de Javascript.
OAT Framework 18. Múltiples elementos básicos como gráficos de barras, varios
tipos de tablas, árboles, y algunos elementos para RDF, como un visualizador (basado
en SVG) y un navegador 19. Se distribuye en forma de librería javascript. Orientado
a diseñadores web básicos con conocimientos de Javascript.
2.3. Web Semántica para usuarios finales
En esta sección se describen las herramientas existentes en la actualidad para los usua-
rios definidos en la sección 2.1.2, a saber: expertos en Web Semántica, usuarios con cono-
cimientos de la Web, y usuarios finales.
2.3.1. Herramientas para usuarios expertos en Web Semántica (perfil
a)
En el contexto de este trabajo se necesita que usuarios no expertos en tecnologías web
puedan conocer la estructura de los elementos de una ontología dada. A continuación se
muestran las aproximaciones existentes.
Visualización y edición de ontologías y datos semánticos
En el área de la visualización de datos se distinguen dos grupos principales de he-
rramientas: (1) aquellas orientadas a manejar ontologías escritas en lenguajes como RDF,
RDFS u OWL, y (2) las orientadas a manejar datos semánticos (i.e. individuos RDF). Las
primeras incluyen la creación de ontologías por medio de editores, algunos de ellos de
naturaleza colaborativa. Destacan, por orden cronológico, Tadzebao y Webonto [Domin-
gue, 1998], Protege [Noy et al., 2001], OntoEdit [Sure et al., 2002], SWOOP 20 y NeOn
17Véase http://code.google.com/p/simile-widgets/
18Véase http://demo.openlinksw.com/DAV/JS/demo/index.html
19Véase http://demo.openlinksw.com/DAV/JS/rdfbrowser2/index.html
20Véase http://www.mindswap.org/2004/SWOOP
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Toolkit 21.
Wikis Semánticos
Los wikis aparecieron en 1995 como aplicaciones web con las que el usuario podía
crear contenidos textuales de un modo muy sencillo. El más popular es MediaWiki 22, con
el que se ha construido Wikipedia 23. En estos sistemas, usuarios sin conocimientos de tec-
nologías web pueden ver cualquier página del wiki (“modo vista”), y modificar el contenido
cambiando a “modo edición”. Un conjunto muy sencillo de etiquetas de marcado (markup
tags), mucho más sencillo que las de HTML, permite dar formato al texto, crear tablas, o
crear enlaces a otros wikis o a páginas web externas al wiki. Además de este aspecto de
amigabilidad, los wikis se caracterizan por un sistema de control de versiones que permite
restaurar cualquier estado anterior de la página wiki. Más aún, los wikis tienen un sistema
de control de acceso que impide que dos usuarios modifiquen el mismo contenido a la vez.
Adicionalmente, los wikis suelen tener otras características, tales como: (1) visualización
diferenciada de enlaces a páginas wiki inexistentes, (2) visualización de enlaces inversos
(páginas que enlazan con la página actual), e (3) indexación de contenidos para permitir
una búsqueda rápida por palabra clave. Todas estas características hacen de los wikis una
herramienta colaborativa amigable y han demostrado ser responsables de su éxito.
Un wiki semántico [Oren et al., 2006] añade la siguiente funcionalidad a un wiki tradi-
cional: (1) anotación de contenidos, (2) representación formal de contenidos, y (3) navega-
ción por contenidos.
Por ejemplo, el texto “Cervantes nació en Alcalá de Henares en 1547” puede ser anota-
do con información como: (1) Cervantes→ profesión→ Escritor, (2) Cervantes→ nacido
en→Alcalá de Henares, (3) Alcalá de Henares→ localizado en→Madrid, y (4) Cervantes
→ fecha de nacimiento→ 1547. Uno de los sistemas más extendidos es Semantic Media
Wiki24, aunque hay otros como: SemperWiki25, IkeWiki26, o Makna27. En febrero de 2009
21Véase http://www.neon-project.org
22Véase http://www.mediawiki.org
23Véase http://www.wikipedia.org
24Véase http://sourceforge.net/projects/semediawiki
25Véase http://www.semperwiki.org
26Véase http://ikewiki.wastl.net:8080/
27Véase http://www.apps.ag-nbi.de/makna
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Figura 2.5: Ejemplo de anotación semántica en Semantic Media Wiki.
se encontraban activos 12 wiki-engines semánticos 28. En todos ellos, el usuario debe es-
tablecer la relación entre dos términos seleccionándola de entre los múltiples elementos de
la(s) ontología(s) del dominio. En el ejemplo anterior, el sistema debe tener definidas las
relaciones profesión, nacido en, localizado en, y fecha de nacimiento. La figura 2.5 muestra
un ejemplo 29 de anotación semántica en Semantic Media Wiki.
Aunque algunos de los términos mencionados pueden ser incluidos en wikis no se-
mánticos como categorías30, la ventaja de los wikis semánticos es que (1) permiten usar
ontologías externas para extender el vocabulario de términos disponibles, y (2) permiten
que el contenido de una página wiki sea el resultado de una consulta semántica. Por ejem-
plo, se podría tener una página wiki titulada “Escritores” que se rellene automáticamente
con el resultado de la siguiente consulta: “de las instancias de la clase Escritor, muestra
su nombre y apellidos, ordenados por apellido” (expresada con la sintaxis adecuada). Un
28Se puede ver una lista actualizada de proyectos activos en la que se muestran sus características en
http://semanticweb.org/wiki/Semantic_Wiki_State_Of_The_Art
29Véase http://semanticweb.org/wiki/Mariano_Rico
30Véase http://en.wikipedia.org/wiki/Implementation
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ejemplo más complejo podría ser una página wiki que muestre “Mujeres polacas galardo-
nadas con el premio Nobel antes de los 40 años”. En el caso de wikis no semánticos, no
tiene sentido crear categorías específicas para rellenar automáticamente estos ejemplos.
Semantic Web Pipes para usuarios
Aunque los Semantic Web Pipes están orientados a expertos en tecnologías de la Web
Semántica y, por tanto, se describen en la sección 2.2.1, un experto en Web Semántica
puede reutilizar fácilmente las aplicaciones (workflows de datos y operadores) para crear
nueva funcionalidad o adecuar la funcionalidad existente a sus necesidades.
Las aplicaciones se denominan Pipes, y esta herramienta permite que los usuarios “clo-
nen” pipes creados por otros usuarios. Estos nuevos pipes pueden ser modificados por el
usuario, probados, y puestos a disposición de la comunidad de usuarios.
2.3.2. Herramientas para usuarios con conocimientos de la Web (per-
files b y c)
Herramientas para la creación de contenidos
Desde los orígenes de la Web han existido herramientas para asistir a los usuarios en la
tarea de crear contenidos para la Web. Los primeros navegadores podían mostrar páginas
web y editar sus contenidos, pero esta funcionalidad se desligó y ahora suele requerir de
herramientas distintas, de una parte el navegador (e.g. Firefox, Internet Explorer), y de otra
las herramientas de autor (e.g. Dreamweaver).
La aparición de las tecnologías asociadas al movimiento Web 2.0, esencialmente AJAX,
propició la aparición de herramientas de autor en formato aplicación web. Este es el caso de
herramientas gratuitas como Google Pages, Microsoft Spaces, o Yahoo PageBuilder. Las
aplicaciones web tienen la ventaja, comparadas con las aplicaciones de escritorio, de que
no tienen que instalarse y de que su actualización es transparente al usuario. Esto elimina la
barrera que supone la instalación de aplicaciones para los usuarios menos experimentados
(perfil d), y aumenta el número de usuarios que pueden usar estas herramientas.
Aunque estas herramientas suelen ocultar al usuario el código cliente (HTML, CSS,
etc.), algunas permiten que al usuario incluir funcionalidad externa mediante el copiado y
pegado de código fuente (típicamente HTML). Por ejemplo, los Google Gadgets pueden ser
insertados en cualquier página web mediante esta técnica. Una vez que se ha seleccionado
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y configurado un Google Gadget, se obtiene un bloque de código HTML que el usuario
puede insertar en cualquier herramienta de autor que permita editar el código fuente. Los
conocimientos necesarios para realizar esta tarea se limitan a conocer la estructura básica
de los tags HTML. Por tanto, no se dirige estrictamente a usuarios finales (tipo d), pero se
acerca bastante.
También existen entornos comerciales para el desarrollo de contenidos para la Web,
como Macromedia Dreamweaver o complejos sistemas de gestión de contenidos (CMS)
como Vignette.
Herramientas para visualización de ontologías
La mayoría de aproximaciones existentes están dirigidas a usuarios con conocimientos
técnicos de ontologías, ya que no sólo deben conocer el significado de términos como
clase, relación, propiedad o instancia, sino que deben conocer la semántica de primitivas de
representación como range, type, domain, funtional property o inverse functional property,
entre otras.
En la propuesta presentada en esta tesis se ha necesitado proporcionar a usuarios con
bajos conocimientos de Web Semántica información acerca de la estructura de los compo-
nentes de una ontología, prescindiendo de detalles avanzados. A continuación se describen
las aplicaciones más destacadas aunque el tipo de usuarios al que va dirigido no es el ade-
cuado a los intereses de ese trabajo.
OWLDoc 31 es una herramienta java que genera documentación al estilo“javadoc”,
es decir, páginas web enlazadas entre sí por los nombres de los términos, a partir de
una ontología OWL. Esta herramienta es un plugin de Protege-OWL, por lo que no
es una aplicación web.
Ldontospec 32 es similar a OWLDoc, pero escrito en lenguaje Ruby. Se ha usado
para documentar la ontología de programas de televisión usada por la BBC (http:
//www.bbc.co.uk/ontologies/programmes/).
Literate [Parsia, 2008] describe en notación compacta (Notación Manchester) 33 el
contenido de ontologías OWL. Se ha aplicado al borrador de la especificación de
31http://www.co-ode.org/downloads/owldoc/
32Véase http://github.com/metade/ldontospec
33Borrador W3C Diciembre 2008. Véase http://www.w3.org/TR/owl2-manchester-syntax/
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Navegadores de la Web Semántica
Los navegadores de la Web Semántica muestran al usuario representaciones de los da-
tos contenidos en una fuente de datos semánticos. La mayor parte de los navegadores se
implementan como aplicaciones web, para ser utilizadas por navegadores Web convencio-
nales.
Siguiendo la filosofía inicial de los navegadores, en la que la comunicación es única-
mente entre el cliente (navegador) y el servidor, se desarrolló Tabulator [Berners-Lee et al.,
2006]. Sin embargo, esta aproximación adolece de limitaciones severas: el navegador acce-
de a Tabulator como a una página web cualquiera en http://www.w3.org/2005/ajar/
tab, por tanto, cualquier intento de acceder a otro host que no sea a w3.org lanzará una
violación de seguridad. En el caso de Firefox, se puede configurar el navegador para que
permita esta operación, pero en Internet Explorer es imposible a día de hoy.
Por tanto, la aproximación seguida habitualmente es evitar que la navegación la haga
el navegador. La navegación la hace el host en el que reside la aplicación, y el navegador
únicamente muestra la información a la que va accediendo el host. Esta aproximación es
la que siguen aplicaciones web como DISCO 35o OntoWiki 36. La figura 2.6 muestra un
ejemplo de fuente semántica mostrada en Tabulator. La figura 2.7 muestra a OntoWiki.
En todos estos navegadores de la Web Semántica la forma de mostrar los datos semánti-
cos es fija, y no se puede adaptar a las necesidades del usuario. La propuesta presentada en
esta tesis está dirigida a permitir que la presentación se pueda adaptar al tipo de dispositivo
que utiliza el usuario, sus deficiencias visuales (e.g. daltonismo o reducida agudeza visual),
o sus preferencias estéticas.
2.3.3. Herramientas para usuarios finales (perfil d)
En esta sección se describen las herramientas disponibles para usuarios sin conoci-
mientos de Web Semántica ni especialización en tecnologías web. Los usuarios con mí-
nimos conocimientos de web, por ejemplo los que saben crear páginas web sencillas, han
sido descritos en la sección 2.3.2. Aunque los usuarios descritos en esta sección no tengan
34Véase http://www.w3.org/2007/OWL/wiki/Primer
35Véase http://sites.wiwiss.fu-berlin.de/suhl/bizer/ng4j/disco/
36Véase http://demo.ontowiki.net/
2.3. WEB SEMÁNTICA PARA USUARIOS FINALES 33
Figura 2.6: Navegador de la Web Semántica Tabulator.
Figura 2.7: Navegador de la Web Semántica OntoWiki.
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conocimientos de las áreas citadas, no significa que no tengan ningún conocimiento (se
asume mundo abierto), pueden ser especialistas de otras áreas y capaces de utilizar una
herramienta web como los portales web semánticos descritos a continuación.
Portales Web Semánticos
Lausen et al. describe [Lausen et al., 2005a] los portales web semánticos como portales
web (sitio web que recoge información de un grupo de usuarios con intereses comunes)
basados en tecnologías de la web semántica en el que una comunidad de usuarios compar-
te e intercambia información. Este autor indica que la principal ventaja de estos sistemas
es que pueden modelar la estructura del portal mediante una o varias ontologías. Al ser
dichas ontologías una representación de un conocimiento consensuado, son idóneos para
intercambiar información en una comunidad de interés y permiten un procesamiento au-
tomático de la información. Los portales web tradicionales (no semánticos) solventan este
problema mediante diversos métodos de estructuración, como tipo de contenido, vista, me-
tadatos propietarios, etc. Pero esto suele generar incompatibilidad entre portales y confunde
al usuario.
El usuario interactúa con el sistema como en cualquier aplicación web tradicional, pero
generando y editando información semántica. Aunque existen plataformas capaces de desa-
rrollar este tipo de portales, e.g. ODESeW [Corcho et al., 2006a] (2006), los inconvenientes
de estos sistemas, comparado con las arquitecturas basadas en componentes extensibles, es
que (1) son monolíticos, en el sentido de que la funcionalidad está centralizada, y (2) exten-
der su funcionalidad es una tarea técnicamente compleja. Un ejemplo de esta complejidad
se puede encontrar en [Keller et al., 2004].
A continuación se describen los sistemas más destacados, por orden cronológico inver-
so.
Rhizomik
Rhizomik [García et al., 2008a; García et al., 2008b] es una plataforma que permite crear
portales web semánticos. Usa la infraestructura Rhizomer [García y Gil, 2006] y un wiki-
engine. Rhizomer es una infraestructura que permite presentar datos semánticos, navegar
por ellos, y la edición de los mismos. Tanto la presentación como la edición se realizan
de forma automática. La presentación de datos mejora otras presentaciones automáticas de
grafos RDF gracias al paradigma Rhizomic, mediante el cual se puede presentar informa-
ción semántica “cercana” (en el grafo) aunque se interpongan nodos anónimos, de forma
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Figura 2.8: Arquitectura del portal semántico Rhizomik.
que se muestra más información que normalmente no se presenta. La figura 2.8 muestra la
arquitectura del portal semántico Rhizomik. El código fuente de Rhizomik o de Rhizomer
no es público aún, por lo que la evaluación no puede ser exhaustiva.
ODESeW
ODESeW [Corcho et al., 2006b] comenzó siendo un front-end del workbench de ontolo-
gías WebODE [Arpírez et al., 2001], pero evolucionó posteriormente hacia un portal web
semántico. Siguiendo el patrón de diseño MVC, proporciona vistas reutilizables fácilmente
extensibles. Las tecnologías requeridas para crear este tipo de vistas son: JSP 2.0 (con Tag
Extension y EL (Expression Language)) y J2EE Java Beans. El sistema proporciona las
siguientes vistas genéricas:
Vistas para renderización individual (Term View) de conceptos, atributos, relaciones
e instancias.
Vistas amplias (Upper Term View), que permiten mostrar conjuntos de conceptos,
atributos, relaciones e instancias.
Otras vistas: árboles de conceptos de una ontología, listas de instancias, etc.
SHDM
Semantic Hypermedia Design Method (SHDM) [Lima y Schwabe, 2003b] [Lima y Schwa-
be, 2003a] es otro entorno para la creación de aplicaciones web semánticas. SHDM incluye
en el modelo de la aplicación web el modelo semántico de la aplicación. El modelo de la
aplicación también se ve enriquecido, por ejemplo, ampliando el modelo de navegación
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mediante navegación por facetas. El entorno de creación de modelos se ha implementado
sobre tecnología .NET [Ricci y Schwabe, 2006].
La ventaja de los sistemas basados en modelos [Nunes y Schwabe, 2006] es que buena
parte del código de la aplicación puede ser generado automáticamente, y que mediante los
adaptadores adecuados se pueden generar versiones adaptadas al dispositivo (como hace
Paterno). Sin embargo, estos sistemas se basan en un modelo, que, obviamente, no puede
abarcar todos los conceptos posibles. Por ejemplo, en [Fialho y Schwabe, 2007] se muestra
cómo ampliar SHDM para incluir el concepto de “animated multimedia transitions”, esto
es, la transformación de una interfaz web inicial (incluso con elementos de formularios) en
una final con elementos diferentes.
Hera
Hera [Vdovjak et al., 2003] es otro entorno de desarrollo dirigido por modelos semánticos.
En este caso se modela la entrada de un consulta por parte de un usuario, acerca de un
dominio específico (por ejemplo, un museo), y el sistema genera una interfaz web en la que
la navegación se hace a la medida de la consulta. Algunas partes del entorno son genéricas,
pero otras dependen del dominio y deben rehacerse para cada dominio de aplicación. Con-
sidera la adaptación del interfaz a las características del dispositivo navegador utilizado y a
algunas características del usuario (modelado con CCPP 37).
La generación del interfaz web se realiza por medio de hojas de estilo XSLT. Cada
aplicación tendrá un dominio específico y deberá especificarse una XSLT para convertir
cada instancia del modelo conceptual a una instancia del modelo de aplicación, así como
otra XSLT para pasar del modelo de aplicación a cada tipo concreto de dispositivo [Houben
et al., 2004].
La sección 5.3.1 muestra una comparativa de las características de algunas aplicaciones
web semánticas representativas capaces de manejar plantillas para presentar datos semánti-
cos, tales como wikis semánticos, navegadores de la Web Semántica, y portales semánticos.
Se ha seleccionado una aplicación o infraestructura representativa de cada grupo: Semantic
Media Wiki como wiki semántico, Fresnel (usado por el navegador Longwell), y Rhizomer
(usado por el portal semántico Rhizomic), respectivamente.
37Véase apéndice D.3
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2.4. Conclusiones y limitaciones del estado del arte
En este capítulo se han analizado los tipos de aplicaciones web semánticas atendiendo
a los perfiles implicados en la creación y el uso de estas aplicaciones. Se han mostrado las
herramientas de que disponen usuarios y desarrolladores agrupadas por tipos de conoci-
mientos, esencialmente conocimientos de la Web Semántica y de la Web tradicional.
En cuanto a los desarrolladores de aplicaciones, las herramientas actuales requieren
conocimientos avanzados de tecnologías de la Web Semántica y de tecnologías de creación
de aplicaciones web, y únicamente proporcionan una infraestructura software sobre la que
crear aplicaciones web semánticas.
Las plataformas dirigidas por modelos (model-based o model-driven) aportan la como-
didad de la generación de gran parte del código de la aplicación, pero deben disponer de
mecanismos sencillos que permitan especificar la generación de la interfaz web sin necesi-
tar conocer toda la herramienta como usuarios o desarrolladores. Por ejemplo, una solución
muy extendida es generar la interfaz web mediante la aplicación de hojas de estilo XSLT a
los datos semánticos, como es el caso de los sistemas SHDM, Hera, o Rhizomik. Esta tarea
requiere que los diseñadores web tengan unos conocimientos muy especializados alejados
de sus competencias habituales. Otra solución habitual es basar la generación del interfaz
web en JSP (caso de ODESeW), lo cual vuelve a requerir de diseñadores web con unos
conocimientos muy especializados fuera de sus competencias y añade el riesgo que supone
mezclar código de aplicación con código de presentación. Una aproximación novedosa son
los Semantic Web Pipes, en los que se puede lograr mucha funcionalidad a través de una
interfaz web bastante intuitiva, así como compartir y reutilizar esta funcionalidad en un
entorno colaborativo.
En cuanto a los usuarios, la aproximación de ocultar la complejidad de la semántica da
lugar a los portales semánticos, en la que los usuarios no requieren ningún conocimiento
adicional para navegar y manipular datos semánticos, y la aproximación de manipulación
explícita de la semántica da lugar a los wikis semánticos, en los que se vuelven a requerir
conocimientos en cuanto al significado de los términos ontológicos utilizados.
La tabla 2.5 muestra un resumen del nivel de competencias requerido para desarrollado-
res y usuarios de aplicaciones web semánticas. Por tanto, el primer paso debe ser facilitar
a los desarrolladores el proceso de creación de aplicaciones web, reduciendo el número
de competencias y el nivel de las mismas en las tecnologías implicadas en la creación de
aplicaciones web semánticas. Adicionalmente, desligar a los desarrolladores de la tarea del
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Tabla 2.5: Nivel de competencias requerido para el uso/desarrollo de herramientas por parte
de usuarios/desarrolladores. En una escala de 1 a 5, en el caso de los desarrolladores indica
el nivel de complejidad de las herramientas necesarias. En el caso de los usuarios, indica la
complejidad de uso de la herramienta.
Desarrollador Usuario
A B C D a b c d
Portales Web Semánticos 1
Navegadores de la Web Semántica 2 2
Wikis Semánticos 3
Semantic Web Pipes 3 2
Presentación y edición de ontologías y datos semánticos 5 3
Herramientas creación de contenidos 2 2
Visualización de ontologías 2 2
Librerías 5 5
SWAF 2 2
diseño no sólo reduce competencias, sino que permite que expertos en diseño web puedan
realizar diseños más atractivos para ser usados por las aplicaciones web semánticas.
Asimismo, se deben diseñar mecanismos que permitan a los diseñadores gráficos crear
diseños atractivos sin necesidad de dominar tecnologías propias de desarrolladores de soft-
ware (caso de XSLT), ni tener que mezclar código de aplicación con estética (caso de JSP).
Por analogía con la web tradicional, al igual que la Web 2.0 se centra en que sea el
usuario final el que aporte contenidos de todo tipo, y ha obligado a un rediseño de las apli-
caciones web para poder explotar el poder creativo de los usuarios, la Web Semántica puede
delegar parte de su desarrollo a los usuarios, no en tareas relacionadas con la complejidad
intrínseca de la lógica, pero sí en tareas de diseño gráfico o creación y explotación de datos
semánticos.
Capítulo 3
Objetivo y propuestas
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En este capítulo, y a la vista de lo mostrado en los capítulos anteriores, se muestran los
objetivos (tesis) de este trabajo, las propuestas para alcanzar los objetivos, las pruebas de
su consecución, así como las suposiciones realizadas y las limitaciones de las soluciones
aportadas. Finalmente se muestran las contribuciones de la tesis.
3.1. Introducción
En matemáticas, la demostración por método directo consiste en el encadenamiento ló-
gico de proposiciones, de manera que, de las hipótesis es posible llegar a la tesis. En este
caso, la hipótesis es el supuesto que se acepta como cierto y que sirve de base para el ra-
zonamiento. La tesis es lo que se pretende demostrar. Los teoremas matemáticos (verdades
no evidentes pero demostrables) son enunciados hipótesis + tesis. Por ejemplo, el teorema
de Pitágoras “dado un triángulo rectángulo de catetos a y b, la hipotenusa mide
√
a2 +b2”
se compone de la hipótesis “dado un triángulo rectángulo de catetos a y b” y de la tesis “la
hipotenusa mide
√
a2 +b2”.
En las ciencias experimentales, sin el apoyo de la lógica matemática y, por tanto, sin
la capacidad de demostración, se recurre a las teorías. Es comúnmente aceptado que la
mejor manera de abordar la solución de un problema es la que propone el llamado “mé-
todo científico”. Según [Walker y Walker, 1963], este método intenta la validación de un
modelo mediante (1) postular un modelo basado en las observaciones o mediciones expe-
rimentales existentes, (2) verificación de las predicciones de este modelo con respecto a las
observaciones o mediciones ulteriores, y (3) ajuste o sustitución del modelo, conforme lo
requieran las nuevas observaciones o mediciones, y vuelta al punto (1). De esta forma se
van refinando las teorías, hasta llegar a modelos tan avanzados como la gravitación desde
la perspectiva de la Teoría de la Relatividad, o el Modelo Estándar en física de partículas.
El método científico ha sido utilizado desde hace mucho tiempo. En el siglo XVII,
Robert Boyle propuso las siguientes etapas del método científico [Cárdenas, 2005]:
1. Reunión de los hechos.
2. Construcción de una hipótesis relacionada con los hechos.
3. Probar la hipótesis con nuevas experiencias.
4. Si estas desaprueban la hipótesis, construir una nueva con los hechos antiguos y los
nuevos
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5. Repetir hasta encontrar la solución
Sin embargo, actualmente [Cegarra Sánchez, 2004] se ha cambiado la terminología y
se considera que, a efectos prácticos, el método científico consta de las siguientes etapas:
1. Planteamiento del objetivo
2. Reunión de los datos conocidos
3. Organización de los datos
4. Propuesta de una posible solución
5. Prueba de la solución
6. Presentación de los resultados
3.2. Objetivo
Según [Cegarra Sánchez, 2004], es aconsejable plantear un objetivo general y uno o
varios objetivos inmediatos. El primero pretende abarcar un campo más amplio que los
segundos, dentro del mismo tipo de problema, y no depende tanto de la evolución de la
investigación.
Objetivo general 1
Aumentar el uso de ontologías y datos semánticos en la Web Semántica.
Objetivo inmediato 1
Proporcionar métodos y herramientas que faciliten el desarrollo de aplicaciones web se-
mánticas a los desarrolladores.
Objetivo inmediato 2
Proporcionar métodos y herramientas que faciliten el uso de datos semánticos a los usua-
rios finales.
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3.3. Propuestas
Propuesta 1
Considerando la suposición 1 se propone crear herramientas que reduzcan (1) los tiempos
de desarrollo, (2) las dependencias entre los desarrolladores, y (3) el número de tecnolo-
gías y el nivel de conocimientos que deben tener los desarrolladores de aplicaciones web
semánticas.
Propuesta 2
Los usuarios de las aplicaciones web semánticas creadas con las herramientas propuestas
deben asignar unos valores aceptables de calidad. La calidad viene determinada por las
suposiciones 2 y 3.
Propuesta 3
Crear aplicaciones web semánticas orientadas a usuarios especializados. Estas aplicacio-
nes deben ser capaces de permitir que los usuarios aporten su conocimiento sin necesidad
de tener conocimientos de las tecnologías de la Web Semántica. En concreto se propo-
ne, como ejemplo de usuarios especializados, a los expertos en creación de interfaces de
usuario web.
Propuesta 4
Crear aplicaciones web semánticas orientadas a usuarios finales que permitan a estos
usuarios usar y crear datos semánticos sin necesidad de tener conocimientos de las tecno-
logías de la Web Semántica.
3.4. Pruebas
Las pruebas descritas a continuación deben concluir que las propuestas descritas cum-
plen los objetivos descritos.
Prueba 1
Se proporciona a un conjunto de desarrolladores de aplicaciones web semánticas la in-
fraestructura propuesta para la creación de aplicaciones web semánticas. Los resultados
experimentales muestran que los tiempos de desarrollo se reducen, que las dependencias
entre los desarrolladores se reducen, que los requerimientos para desarrollar este tipo
de aplicaciones se reducen, y que los desarrolladores necesitan menos herramientas para
crear este tipo de aplicaciones.
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Esta prueba debe concluir que la propuesta 1 satisface el objetivo inmediato 1. La infraes-
tructura propuesta se describe en el capítulo 4, y los experimentos con desarrolladores se
encuentran en la sección 6.1.
Prueba 2
Los usuarios de las aplicaciones creadas con la infraestructura propuesta asignan valores
elevados de usabilidad y satisfacción de usuario.
Esta prueba debe concluir que la propuesta 2 satisface el objetivo inmediato 1. Las herra-
mientas creadas con la infraestructura propuesta se describen en el capítulo 5. La evaluación
experimental con usuarios de las herramientas creadas con la infraestructura propuesta se
muestran en la sección 6.2.
Prueba 3
Se proporciona a un conjunto de diseñadores web una aplicación web semántica que per-
mite a éstos crear plantillas web que manejan datos semánticos, sin requerir conocimientos
de las tecnologías de la Web Semántica. Estas plantillas pueden ser usadas fácilmente por
creadores de aplicaciones web. Los resultados experimentales muestran que la usabilidad
de la herramienta es alta, al igual que la satisfacción del usuario con la interfaz.
Prueba 4
Se crea una aplicación que explota las plantillas creadas por los diseñadores web mediante
una plataforma orientada a usuarios finales creada por una empresa comercial. Todas
las aplicaciones de la plataforma se configuran y utilizan de forma sencilla y similar. Se
considera que no es necesaria una evaluación experimental que demuestre la facilidad de
su uso por usuarios finales (suposición 4).
Estas dos últimas pruebas deben concluir que las propuestas 3 y 4 satisfacen el objetivo
inmediato 2.
3.5. Suposiciones
Las suposiciones que se describen a continuación permiten contextualizar las solucio-
nes aportadas y la relevancia de las contribuciones de la tesis, determinando el contexto en
el se puede asegurar que las propuestas validan los objetivos.
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Suposición 1
Simplificar la creación de la parte servidora y cliente de las aplicaciones web semánti-
cas facilita que los expertos en tecnologías de la Web Semántica creen aplicaciones web
semánticas.
Suposición 2
La calidad de una aplicación web se puede determinar por la medida de la usabilidad de
la misma.
Suposición 3
La calidad de una aplicación web se puede determinar por la medida de la satisfacción del
usuario con respecto a la interfaz de usuario de la misma.
Suposición 4
Las aplicaciones creadas con la infraestructura de Google Gadgets están orientadas a
usuarios finales.
3.6. Limitaciones
Las limitaciones de las soluciones aportadas permiten determinar líneas futuras de in-
vestigación. Se pueden agrupar en tres tipos: limitaciones por las herramientas utilizadas,
limitaciones por la implementación, y limitaciones por la experimentación.
3.6.1. Limitaciones por las herramientas utilizadas
Limitación 1
Las aplicaciones desarrolladas sobre la plataforma propuesta adolecen de las limitaciones
del sistema gestor de wikis (wiki-engine) utilizado. En concreto, las facilidades para la
creación de formularios tienen algunos errores que impiden un uso eficiente de ciertos
elementos del formulario como selectores múltiples (checkboxes) o únicos (radioboxes).
3.6.2. Limitaciones por las herramientas creadas
Limitación 2
La plataforma desarrollada está limitada por las características de su diseño. En concreto,
la implementación actual evita almacenar datos semánticos en memoria, por lo que cada
vez que se añade un dato se lee el modelo de disco, almacenándolo en memoria, se añade
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el dato, y se vuelve a escribir el modelo actualizado en disco, liberándolo de memoria.
Esto funciona bien para modelos de tamaño medio (miles de instancias), pero se vuelve
inmanejable para modelos grandes. La solución pasa por soluciones de almacenamiento
en base de datos, pero requieren complicar el proceso de instalación.
3.6.3. Limitaciones por la experimentación
Limitación 3
El número de participantes en los experimentos es un compromiso entre precisión en la
medida y la dificultad de encontrar participantes cualificados.
Limitación 4
El número de participantes que ocupaban el papel de diseñadores web profesionales es
bajo dada la dificultad en encontrar participantes con altos conocimientos de tecnologías
web cliente.
3.7. Contribuciones de la tesis
3.7.1. Separación de roles en la creación de aplicaciones web semánti-
cas
Como resultado del análisis de las partes implicadas en la creación de una aplicación
web semántica, aparecen diferentes roles para desarrolladores y usuarios finales. La fi-
gura 3.1 muestra una separación clara entre desarrolladores (devel1 y devel2) y usuarios
finales (user1, user2, user3) debido a las competencias requeridas.
Se identifican dos tipos diferentes de desarrolladores. El devel1 tiene el rol de “desa-
rrollador de aplicaciones web semánticas”, proporcionando elementos para la creación de
aplicaciones web semánticas (F-plugins en la figura). El devel2 representa a otro tipo de
desarrollador que no contribuye con plugins, sino que aprovecha los datos semánticos crea-
dos por las aplicaciones del devel1.
Para dar soporte a estos desarrolladores, se ha creado un sistema que liga los desa-
rrollos realizados por los expertos en tecnologías de la Web Semántica (devel1) y los de
los desarrolladores tradicionales de aplicaciones Web (devel2). Este sistema se ha llamado
Fortunata y se detalla en secciones posteriores.
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Figura 3.1: Roles de los participantes en la metodología propuesta
A nivel de usuarios, el vínculo entre los dos extremos, expertos en tecnologías de la Web
Semántica (user2) y usuarios finales (user1), lo proporcionan los diseñadores web (user3).
Estos usuarios deben disponer de un sistema que oculte al máximo las complejidades de
las tecnologías de la Web Semántica y a la vez permita utilizarlas. Para lograrlo se ha
proporcionando a los diseñadores web:
un entorno colaborativo, de forma que la información aportada por un usuario puede
ser aprovechada por los demás, dividiendo así una tarea laboriosa o compleja en
pequeñas tareas sencillas.
formularios, un concepto familiar para cualquier usuario de aplicaciones informáticas
macros, similares al concepto bien conocido de “función” en las hojas de cálculo,
habitual entre este tipo de usuarios
3.7.2. Creación de aplicaciones web semánticas por desarrolladores
De los requerimientos anteriormente citados, el primero (entorno colaborativo) lo pro-
porcionan aplicaciones como los wikis. El segundo (formularios) lo proporciona sólo un
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reducido número de wikis, y el tercer requerimiento (macros) lo deben proporcionar los
desarrolladores de las aplicaciones.
En 2006 existían únicamente dos wiki-engines que permitían extensiones y formularios
y por tanto podían servir bien para alcanzar estos objetivos: JSPWiki1 y Twiki2. El primero
usa tecnologías Java, mientras que el segundo se basa en Perl. Por consideraciones de com-
patibilidad con otras tecnologías utilizadas, se ha seleccionado JSPWiki como plataforma
sobre la que construir esta metodología.
Después de un periodo de experimentación con diversos wiki-engines se decidió apro-
vechar esta tecnología. Esta aproximación tecnológica no requiere desarrolladores con ex-
periencia en múltiples lenguajes y tecnologías, sino sólo fundamentos de los wikis, y co-
nocimientos básicos de tecnologías de la web semántica y un lenguaje de programación.
Para este tipo de desarrolladores, y para un wiki-engine concreto, se ha creado un entorno
software al que se ha llamado Fortunata. Este software explota los plugins, piezas software
que extienden una funcionalidad dada. En este caso, nuestros plugins extienden la funcio-
nalidad de un wiki open-software. Las aplicaciones diseñadas con este paradigma permiten
a los desarrolladores crear funcionalidad de una manera descentralizada.
El desarrollo tradicional de aplicaciones centraliza el código fuente. Por tanto, extender
la funcionalidad típicamente requiere acceder al código fuente, modificarlo, y compilarlo.
El resultado es una nueva versión de la aplicación. Sin embargo, los plugins permiten que
los miembros de una comunidad de desarrolladores contribuyan creando nueva funcionali-
dad con un grado mínimo de dependencia. Cuando un desarrollador ha creado y probado un
nuevo plugin, el código fuente se envía al administrador del wiki. Si el código es conside-
rado válido y seguro será compilado y añadido al wiki-engine. A diferencia de los entornos
de desarrollo tradicionales, esta adición no requiere comprobar dependencias o compilar
el código de toda la aplicación. Incluso, en el sistema propuesto, esto se puede realizar
mientras el wiki está funcionando.
Las tecnologías de la Web Semántica proporcionan una ventaja adicional: una inte-
gración de datos más simple. Las aplicaciones basadas en Fortunata se componen de un
conjunto de plugins que gestionan una fuente de datos semántica. Estas aplicaciones pue-
den integrar fácilmente datos semánticos de otras aplicaciones basadas en Fortunata, como
muestran los experimentos de la sección 6.1.1.
1Véase http://jswpwiki.org
2Véase http://twiki.org
48 CAPÍTULO 3. OBJETIVO Y PROPUESTAS
3.7.3. Aplicaciones Web Semánticas para usuarios
Se han creado dos aplicaciones web semánticas usando la infraestructura Fortunata:
OMEMO y VPOET.
OMEMO permite que usuarios sin conocimientos de lenguajes de ontologías puedan
saber qué componentes (clases, propiedades, y relaciones) se declaran en una onto-
logía dada. OMEMO genera automáticamente páginas wiki con información acerca
de cada elemento y comprueba periódicamente, accediendo a la URL, si se ha pro-
ducido algún cambio en la ontología o ya no es accesible. En la figura 3.1, el user2
representa a este tipo de usuario.
VPOET permite a los usuarios finales, denotados en este contexto como “proveedores
de plantillas” (TPs), crear plantillas de visualización para un elemento de ontología
dado. Estas plantillas puede ser creadas por cualquier usuario con conocimientos
básicos de HTML o Javascript usando simples macros. Estos TPs pueden obtener
información acerca del elemento de ontología leyendo las páginas wiki generadas
por OMEMO, o leyendo otras páginas creadas manualmente que referencien a las
páginas de OMEMO. En la figura 3.1, user3 representa a este tipo de usuario.
Además de crear las plantillas de visualización, los TPs indican las características de
sus plantillas usando formularios, especificando detalles tales como el comportamiento en
caso de cambio de tamaño de fuente, tamaño (preferido, mínimo, máximo), o colores do-
minantes.
Como cualquier otra aplicación basada en Fortunata, toda la información generada se
publica en forma de datos semánticos, de forma que puede ser usada por sistemas abier-
tos, mediante un canal HTTP GET/POST. La figura 3.1 muestra este canal en el caso de
VPOET, y cómo es explotado por desarrolladores como devel2. Como caso de uso, se ha
utilizado este canal creando un Google Gadget llamado GG-VPOET. Usuarios finales co-
mo user1 pueden usar GG-VPOET para renderizar fuentes de datos semánticos indicando
una plantilla existente.
Otras aplicaciones pueden explotar este canal. Por ejemplo, se está usando este canal
para solicitar la plantilla más adecuada para un perfil de usuario dado. Este perfil de usuario
experimental contiene datos semánticos con información acerca de las limitaciones visuales
del usuario y el dispositivo utilizado.
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3.7.4. Evaluaciones experimentales
Se ha evaluado Fortunata en cuanto a la usabilidad de las herramientas que se pueden
generar con esta herramienta, así como en cuanto a las facilidades que proporciona para la
colaboración entre desarrolladores (sección 6.1.1.
Las herramientas creadas usando Fortunata, OMEMO y VPOET, han sido evaluadas en
cuanto a su usabilidad y la satisfacción del usuario (sección 6.2).
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Capítulo 4
Creación de aplicaciones web semánticas
por desarrolladores
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En este capítulo se describe Fortunata, una solución para desarrolladores de aplica-
ciones web semánticas. Esta plataforma simplifica la creación de este tipo de aplicaciones
centrando los esfuerzos del desarrollador en la creación de plugins embebidos dentro de
un wiki, reduciendo las competencias requeridas y los tiempos de desarrollo. Una aplica-
ción web semántica basada en Fortunata se compone de plugins y de páginas wiki. Estos
plugins se pueden reutilizar, lo que permite que los desarrolladores puedan crear de for-
ma colaborativa una aplicación web semántica, con un grado mínimo de dependencias
entre ellos. La evaluación experimental (véase sección 6.1) confirma la reducción de las
competencias requeridas y los tiempos de desarrollo.
4.1. Introducción
Como se ha descrito en el capítulo 2, de una parte, los desarrolladores de aplicaciones
web que quieren incorporar tecnologías de la Web Semántica encuentran una barrera de
adopción muy alta debido a la complejidad de estas tecnologías. Para estos desarrolladores
se han creado dos aplicaciones, descritas en el capítulo 5, que facilitan la incorporación de
datos semánticos a las aplicaciones web. Por otra parte, los expertos en tecnologías de la
Web Semántica encuentran complejas las tecnologías implicadas en la creación de aplica-
ciones Web. Fortunata va dirigido a este segundo grupo de desarrolladores, simplificando
la creación de interfaces web de usuario por medio de las tecnologías wiki.
Para comprender la dificultad que supone para un experto en tecnologías de la Web
Semántica crear una aplicación Web, supongamos que un desarrollador como el descrito
quiere convertir su aplicación local en una aplicación web. La aplicación local está escrita
en Java, usando la librería Jena, con una funcionalidad sencilla: lee un conjunto de datos
semánticos (accesibles en Internet), presenta un interfaz al usuario para que introduzca
cierta información, realiza un conjunto de cálculos, y escribe los resultados como datos
semánticos conforme a una ontología propia creada ad hoc.
Para poder crear la versión web de esta aplicación, deberá realizar las tareas que se
muestran en la tabla 4.1. Esta tabla muestra las tareas y las tecnologías necesarias para
poder llevarlas a cabo. Comparado con la versión local de la aplicación, que sólo requiere
conocimiento de Java y Jena, resulta evidente que el esfuerzo resulta muy alto.
Fortunata1 es una plataforma diseñada para facilitar la creación de aplicaciones web
1Se puede encontrar una descripción detallada, con ejemplos prácticos, en http://ishtar.ii.uam.
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Tarea Conocimientos
Crear y mantener un servidor web Servlet engines (e.g Tomcat, JRun), Ser-
vlets 2.4 (estructura y despliegue de ar-
chivos war)
Crear la parte servidora JSP, JSF
Crear la parte cliente HTML, CSS, javascript, DOM, AJAX,
etc.
Si la aplicación es compleja, organizar la
parte cliente y servidora mediante una ar-
quitectura software
Patrón de diseño MVC
Tabla 4.1: Tareas y conocimientos técnicos para desarrollar aplicaciones web para un desa-
rrollador Java típico.
semánticas a desarrolladores con conocimientos de tecnologías de la Web Semántica pero
con escasos conocimientos de las tecnologías Web. Aunque facilita especialmente la crea-
ción del interfaz web, también está orientada a reducir el nivel de conocimientos requeridos
de las tecnologías de la Web Semántica, de forma que los conocimientos requeridos sean
los menores posibles. Concretamente, Fortunata se compone de una librería java que delega
(1) las tareas de presentación por medio de un wiki-engine sobre el que se apoya, y (2) la
gestión y publicación de datos semánticos por medio de un conjunto sencillo de métodos
para la gestión de ontologías y datos semánticos.
Esta no es la primera aproximación que intenta combinar semántica y tecnologías Web.
Al menos, en parte, esto ha sido tratado en Wikis Semánticos (véase sección 2.3.1), Por-
tales Semánticos (véase sección 2.3.3), y más recientemente en los Semantic Web Pipes
(véase sección 2.3.1). Sin embargo, hay importantes diferencias con respecto a estas apro-
ximaciones que se detallan a continuación.
Los Wikis Semánticos [Oren et al., 2006] se centran en la creación colaborativa
de datos semánticos y su publicación al estilo de los wikis, normalmente combina-
do con texto en lenguaje natural. Sin embargo, Fortunata se centra en la creación
colaborativa de aplicaciones que exploten esos datos, por medio de plugins para wi-
kis (llamados Fortunata-plugins, o simplemente F-plugins). Por tanto, mientras que
los wikis semánticos se centran en crear contenidos por medio de usuarios finales,
es/fortunata. El código fuente de Fortunata, y el de las aplicaciones OMEMO y VPOET se encuentra en
http://code.google.com/p/fortunata
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Fortunata se centra en crear aplicaciones por medio de desarrolladores.
Los Portales Semánticos [Lausen et al., 2005a] también se centran en la creación
colaborativa de datos semánticos, pero a diferencia de los wikis semánticos, son más
rígidos y obligan a usar modelos de conocimiento (ontologías) que serán mostrados a
través de formularios. Estos portales suelen presentar los datos semánticos en forma
de tablas que sólo pueden configurar los desarrolladores del portal. Fortunata, además
de centrarse en la creación de aplicaciones en vez de en contenidos, proporciona a
los desarrolladores la capacidad de transformar los datos desde que el usuario los
introduce cuando rellena un formulario hasta la publicación de los datos semánticos.
Semantic Web Pipes [Morbidoni et al., 2008], al igual que Fortunata, se centra en
desarrolladores de aplicaciones que gestionan datos semánticos. Las aplicaciones se
crean como workflows que conectan las entradas y salidas de diferentes “operado-
res” que tratan las fuentes de datos o manipulan los datos. Estas aplicaciones son
consideradas nuevos “operadores”, de forma que pueden ser reutilizados por otros
desarrolladores, compartiendo esta filosofía de colaboración contributiva con Fortu-
nata. Sin embargo, a diferencia de Fortunata (en realidad, de una de sus aplicaciones,
VPOET), los Semantic web Pipes no se centran en la presentación (o la entrada) de
los datos, sólo en su transformación, proporcionando unos interfaces muy sencillos
para entrada de datos y una presentación tabular para presentar los datos semánticos.
En este sentido, las plantillas de VPOET podrían complementar la funcionalidad de
los Semantic Web Pipes.
Comparado con estas plataformas de creación de aplicaciones web semánticas, la con-
tribución de Fortunata es combinar las ventajas de los wikis semánticos (usando su sencilla
sintaxis), portales semánticos (uso de formularios para introducir datos que serán converti-
dos en datos semánticos), y Semantic Web Pipes (transformación de datos); minimizando
las desventajas de los wikis semánticos (edición no controlada o muy compleja), de los
portales semánticos (tratamiento complejo, o imposible, de los datos introducidos por los
usuarios), y de los Semantic Web Pipes (escasa capacidad de presentación y recogida de
datos). En cuanto a funcionalidad y capacidad colaborativa, la ubicación de Fortunata con
respecto a estas plataformas se muestra en la figura 4.1.
En esta figura se muestran las aplicaciones creadas con Fortunata como un conjunto
de elementos que rodea un núcleo común. Los elementos son los plugins, y el núcleo la
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Figura 4.1: Situación de Fortunata en comparación con otras plataformas para creación de
aplicaciones web semánticas.
plataforma Fortunata. Una aplicación creada con Fortunata se compone de un conjunto de
plugins que integran datos semánticos de fuentes (externas, propias, o de otras aplicaciones
basadas en Fortunata) que permiten la transformación de los datos de diversas formas, y/o
proporcionan capacidades para solicitar o mostrar datos al usuario.
A diferencia de las técnicas tradicionales de desarrollo, en las que el código fuente está
centralizado (típicamente en un repositorio común), las aplicaciones basadas en plugins se
crean de una manera menos centralizada. Por ejemplo, si se desea ampliar la funcionalidad
de un portal semántico o de un wiki semántico, el desarrollo tradicional requiere acceder al
código fuente, modificarlo, y compilarlo, lo que genera una nueva versión de la aplicación.
Si se usan plugins, los miembros de una comunidad de desarrolladores pueden contribuir a
la creación de nueva funcionalidad con un menor grado de dependencia (por ejemplo, no
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tienen que acceder al código de los otros para ampliar la funcionalidad de la aplicación).
Cuando un desarrollador ha creado y probado un plugin nuevo, el código fuente es enviado
al administrador del sitio web en el que está instalada Fortunata. Si el código es considerado
válido y seguro, se compila y se añade al wiki-engine, y se pone a disposición de cualquier
usuario o desarrollador.
Siguiendo el ejemplo anterior, después de un periodo breve de entrenamiento sobre
Fortunata, el desarrollador puede crear su prototipo en poco tiempo (como se muestra en la
sección de evaluación 6.1). El API de Fortunata oculta los detalles más propensos a errores,
permitiendo a los desarrolladores centrar sus esfuerzos en proporcionar la funcionalidad re-
querida. Lógicamente, la creación de aplicaciones más avanzadas que las que se han creado
probablemente requiera competencias más avanzadas en tecnologías de la web semántica,
pero tareas básicas y proclives a errores como la presentación web o la publicación de datos
semánticos y/o ontologías se delegan en Fortunata.
4.2. Fortunata, plataforma de funcionalidad colaborativa
Esta sección describe técnicamente la arquitectura, las características que proporciona
Fortunata, y un caso de uso para desarrolladores.
4.2.1. Arquitectura y características de Fortunata
Como se ha mencionado en la introducción, Fortunata intenta combinar las ventajas de
los wiki-engines y de los sistemas de gestión de ontologías, proporcionando a los creadores
de aplicaciones web semánticas las siguientes características:
Presentación al estilo wiki. Los desarrolladores no requieren competencias en tec-
nologías web cliente (e.g., HTML, CSS, o AJAX), tan sólo sintaxis wiki que puede
aprenderse en un breve periodo de tiempo (unos 10 minutos para la sintaxis básica).
Esto se debe a que Fortunata proporciona a los desarrolladores un conjunto sencillo
de métodos capaces de mostrar “texto wiki”.
Gestión de datos semánticos. Los sistemas de gestión de ontologías como Jena, Se-
same, etc. suelen proporcionar a los desarrolladores unas APIs muy ricas y extensas
que permiten crear y manejar ontologías y datos semánticos. Fortunata proporciona
un conjunto muy simple de métodos, fáciles de aprender para los desarrolladores.
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OMEMO
Gestorde ontologías (Jena)
Plataforma Fortunata
VPOET
Wiki-Engine (JSPWiki)
Web feeds
RSS
Autenticación y
permisos
(usuarios y grupos)
Control de
versiones
Indexación
(Lucene)
Comunicaciones
(XML-RPC)
Figura 4.2: Arquitectura de Fortunata.
Utillaje. Algunas limitaciones de JSPWiki, como el intercambio de datos entre pági-
nas wiki, o un tipo unificado de mensajes de error, se salvan usando esta funcionali-
dad adicional.
Para proporcionar todas estas características, Fortunata ha sido creada sobre la funcio-
nalidad proporcionada por el wiki-engine JSPWiki y la funcionalidad del sistema de gestión
de ontologías Jena, como se muestra en la figura 4.2.
Se seleccionó JSPWiki, de entre los muchos wiki-engine disponibles 2, debido a su
capacidad para crear formularios y su extensibilidad por medio de plugins, así como por
estar basado en tecnologías bien establecidas como Java Server Pages (JSP).
A continuación se describen los distintos componentes software de esta plataforma,
justificando su utilización en Fortunata.
JSPWiki 3 es un wiki-engine open-source escrito en el lenguaje Java que permite el uso
de plugins para extender su funcionalidad. Algunos plugins pertenecen a la librería “core”
(mantenidos por la comunidad de desarrolladores de JSPWiki), mientras que otros son
“contribuciones” (mantenidos por los creadores de los plugins). La sencillez para extender
la funcionalidad fue una de la razones para usar este wiki-engine.
Además de la extensibilidad, JSPWiki proporciona otras características que pueden ser
explotadas por los desarrolladores que usen Fortunata así como por los usuarios de las
aplicaciones creadas con Fortunata. Estas ventajas se describen brevemente como sigue:
2Véase http://www.wikimatrix.org/ o http://en.wikipedia.org/wiki/Comparison_of_
wiki_software
3Véase http://jspwiki.org
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Web feeds. Basados en el estándar RSS, proporcionan a los usuarios un mecanismo
de suscripción a las páginas wiki. Por ejemplo, un usuario suscrito a una página wiki
dada (que puede ser generada a partir de una fuente de datos semánticos, y que por
tanto represente un cambio en los datos de la fuente) será notificado cada vez que la
página cambie.
Control de acceso y permisos. Permite gestionar el acceso al wiki a individuos y
grupos, así como los permisos para ver, modificar, o borrar (entre otros) una página
wiki, funcionalidad muy común en cualquier aplicación web (semántica).
Control de versiones. Permite volver una página wiki a cualquier estado previo. Esta
característica anima a los usuarios a modificar las páginas wiki con la garantía de que
se puede deshacer cualquier cambio.
Gestión de enlaces. Proporciona mecanismos para identificar enlaces “nulos” (enla-
ces que apuntan a páginas wiki que no existen), enlaces “inversos” (páginas wiki que
enlazan con la página wiki actual), o enlaces “huérfanos” (páginas wiki no enlazadas
por ninguna página wiki).
Indexación. Implementada por la herramienta Lucene, permite búsqueda por palabra
clave sobre el conjunto de las páginas gestionadas por el wiki-engine, independien-
temente de si han sido creadas manualmente o automáticamente (por ejemplo, por
aplicaciones como OMEMO).
Jena 4 es una librería Java que proporciona a los desarrolladores un entorno de pro-
gramación (API) para la gestión de ontologías y datos semánticos. Permite gestionar on-
tologías descritas en distintos lenguajes, como OWL y RDFS, así como variados modelos
de persistencia y razonamiento. Fortunata reduce esta diversidad de modelos a un peque-
ño conjunto de opciones. Por ejemplo, la implementación que usaron los desarrolladores
que evaluaron Fortunata (véase sección 6.1) usaba un modelo de persistencia basado en
ficheros, algo bastante habitual en sistemas wiki, y ontologías OWL.
Con esa configuración, los métodos proporcionados por Fortunata evitan a los desarro-
lladores tareas como la gestión de ficheros, modelos Jena, etc. El desarrollador sólo tiene
que proporcionar código para la creación de cada dato semántico (instancia) y el código
4Véase http://jena.sourceforge.net
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Figura 4.3: Comparativa del código requerido para almacenar (y publicar) una instancia.
El recuadro muestra el código que tiene que proporcionar un desarrollador que utilice For-
tunata para la aplicación de ejemplo “Hello Word”. El código mostrado en el fondo lo
proporciona Fortunata.
de creación de la ontología (clases y propiedades). La figura 4.3 muestra el código que tie-
ne que proporcionar un desarrollador para crear una instancia de la aplicación de ejemplo
“Hello World” proporcionada en el manual de desarrolladores 5. Conviene comparar esas
3 líneas con la cantidad de código necesario para proporcionar esta funcionalidad (en este
caso proporcionada por Fortunata), mostrado en el fondo de la figura.
4.2.2. Plugins como elementos colaborativos
En esta sección se muestra el proceso de creación de plugins para JSPWiki, y a conti-
nuación el proceso de creación de plugins para Fortunata (F-plugins).
5Véase http://ishtar.ii.uam.es/fortunata/Wiki.jsp?page=HelloWorldSWApp
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Figura 4.4: Ejemplo de uso de un plugin de JSPWiki que genera una imagen a partir de una
fórmula LATEX. La página wiki que lo contiene muestra (a) el “modo edición”, en el que se
muestra cómo se invoca el plugin, y (b) el “modo vista”, que muestra el resultado.
Contribución de funcionalidad por medio de plugins en JSPWiki
Los plugins de un wiki son piezas de código que extienden la funcionalidad básica del
wiki-engine: la edición de páginas wiki. Los plugins automatizan acciones en una página
wiki, y presentan el resultado de la acción en “modo vista”. Ejemplos de estos plugins en
JSPWiki son: TableOfContents, que genera una tabla de contenidos a partir del contenido
de la página donde se encuentra el plugin, o ReferringPages, que muestra la lista de todas
las páginas que refieren a la página donde se encuentra el plugin. En la fecha de escritu-
ra de este documento (abril de 2009), JSPWiki proporciona 25 plugins “core”, como los
mencionados anteriormente, y alrededor de cien “contributed”.
La figura 4.4 muestra un ejemplo de cómo invocar un plugin disponible en el sistema
desde una página wiki (parte izquierda de la figura), y el resultado de la invocación con
un conjunto específico de parámetros (parte derecha). El texto para invocar el plugin se
encuentra entre“[{” y “}]”. Este plugin contiene argumentos para especificar el tamaño de
letra, la alineación, así como un cuerpo en el que se especifica una fórmula en formato
LATEX. El resultado de esta invocación es la página wiki en “modo vista” que se muestra en
la derecha. Este plugin se ejecuta automáticamente cada vez que se muestra (“modo vista”)
la página wiki que lo contiene. El resultado de la ejecución es una imagen que muestra la
fórmula.
En JSPWiki, los formularios están relacionados con los plugins. Cada vez que se envía
(submit) un formulario, el formulario envía sus datos al plugin indicado. La ejecución del
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Formulariowiki 1
Input field 1
Input field 2
Enviar
Toggle buttons A B
Formulario wiki 1
Input field 1
Input field 2
Enviar
Toggle buttons A B
Mensaje de aviso o
mensaje con enlace a una
página wikival1
val2
val1
val2
Página wiki listado
val1 val2 A
If1 If2 TB
... ... ...
... ... ...
Editar
Formulario wiki 1
[{FormSet form='ExampleForm'}]
[{FormOutput form='ExampleForm'
handler='fortunata.jspwikiplugins.ExampleFormOut'}]
[{FormOpen form='ExampleForm'}]
[{fortunata.jspwikiplugins.ExampleFormGen}]
[{FormInput type='submit' name='submit' value='Enviar’}]
[{FormClose}]
Página wiki listado
[{FormSet form='ExampleListForm'}]
[{FormOpen form='ExampleListForm'}]
[{fortunata.jspwikiplugins.ExampleListGen'}]
[{FormInput type='submit' name='edit’ value='Editar’}]
[{FormClose}]
( a ) ( b ) ( c )
( d ) ( e )
Figura 4.5: Ciclo interactivo tipo usado en las aplicaciones basadas en Fortunata.
plugin permite:
leer la información proporcionada por el usuario en el formulario
hacer las operaciones adecuadas
mostrar el resultado al usuario
A diferencia de las aplicaciones web tradicionales, en las que los resultados se muestran
en una nueva página, en JSPWiki no existen esas transiciones. El resultado se muestra en
la misma página wiki, como se muestra en las partes (a) y (b) de la figura 4.5.
Esta limitación se resuelve usando la estrategia mostrada en la figura 4.5. Esta figura se
compone de 5 partes: (a)-(e). El wiki engine convierte el código wiki mostrado en la parte
(d) en el formulario mostrado en (a). Una vez que se introducen los datos, el usuario pulsa
el botón “Enviar” y el plugin ExampleFormOut es invocado (línea 4 en (d)).
El panel de mensajes (línea discontinua en (b) en la parte superior del formulario) mues-
tra el resultado de la validación de los datos: un mensaje de error si no son válidos, o un
mensaje confirmando la ejecución. Además, ese mensaje de confirmación incluye un enlace
a la página wiki que muestra los datos introducidos. Esta página wiki (c) ha sido generada
por el plugin ExampleFormOut, y los datos mostrados son generados dinámicamente por
otro plugin (ExampleListGen, en la línea 4 de (e)). Hay que destacar la simplicidad del
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código wiki. Este aspecto es esencial, ya que el texto wiki debe ser generado por el desarro-
llador del plugin. En este caso, el desarrollador del plugin ExampleFormOut debe generar
una página wiki con el código mostrado en (e).
Para crear un plugin JSPWiki, los desarrolladores sólo tienen que crear una clase Java
que implemente el interfaz WikiPlugin (véase figura 4.6). Este interfaz tan sólo requiere
la implementación del método execute(). Este método será invocado por el wiki-engine
en la ejecución del plugin, típicamente cuando un usuario ve la página wiki que lo contiene.
Dentro de ese método, los desarrolladores tienen acceso a los parámetros del plugin y sus
valores, así como a todos los datos de sesión, permisos, y configuración del wiki-engine;
y deben incluir el código que realiza la funcionalidad del plugin, típicamente invocando
métodos de una librería propia.
Desarrollo de F-plugins
Al igual que los plugins de JSPWiki, los F-plugins se implementan por medio de una
clase Java (véase figura 4.6) que implementa el interfaz WikiPlugin (perteneciente a la li-
brería de JSPWiki), pero adicionalmente extiende la clase FortunataPlugin (de la librería
Fortunata)) proporcionando a los desarrolladores métodos útiles (e.g. renderWikiText())
para la gestión de formularios y presentación de texto wiki. Una aplicación web semántica
se representa por medio de una clase derivada de la clase abstracta FortunataSWApplication ,
que proporciona a los desarrolladores con métodos útiles a la vez que les obliga a imple-
mentar los métodos createIndividual() y fillDataModel() relativos a la persistencia
de los datos y la(s) ontología(s). Todos los plugins que componen una aplicación web se-
mántica basada en Fortunata comparten una de estas clases FortunataSWApplication .
En este ejemplo, la figura muestra la clase AddVisualization. Esta clase es un F-Plugin y,
consecuentemente, hereda los métodos implementados en la clase base FortunataPlugin
y se ve forzada a implementar tres métodos (uno del interfaz WikiPlugin y dos de la clase
FortunataPlugin). Este plugin contiene una instancia de la clase Vpoet, que implemen-
ta dos métodos de la clase FortunataSWApplication relativos a la gestión de los datos
semánticos.
El proceso para crear y contribuir un F-plugin se detalla en la parte superior de la figu-
ra 4.7, y sigue el procedimiento habitual de las arquitecturas basadas en wikis. Primero, el
desarrollador debe crear el F-plugin localmente (pasos 1 a 3) y realizar un adecuado núme-
ro de tests para comprobar que funciona correctamente (paso 4). Entonces debe publicar
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Vpoet
createIndividual (...)
fillDataModel(...)
FortunataSWApplication
renderWikiText (...)
FormManager (...)
FortunataPlugin
AddVisualization
execute (...)
WikiPlugin
APIFortunata
Aplicación Web
Semántica
F-plugin
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Figura 4.6: Diagrama de clases de las aplicaciones basadas es Fortunata. La capa “Fortunata
API” los principales métodos que un desarrollador debe implementar. En este ejemplo, el
F-plugin contiene una instancia de la clase Vpoet. Las clases abstractas y los interfaces
estás escritos en cursiva.
(paso 5) el código fuente del plugin y la documentación de su uso. La parte inferior de
la figura muestra el proceso necesario para crear nueva funcionalidad reutilizando la fun-
cionalidad inicial siguiendo el esquema de la “colaboración contributiva”. Se compone de
los siguientes pasos: instalación de un F-plugin existente (paso 6), lectura y comprensión
de sus ontologías asociadas (leyendo manualmente los ficheros OWL, usando un editor de
ontologías estándar, o por medio de una aplicación especializada en este tipo de tareas co-
mo OMEMO) con el fin de encontrar los elementos que deben ser añadidos, eliminados
o modificados, o bien decidir si se debe importar y usar un nuevo conjunto de ontologías
(paso 7), la creación local del plugin ampliado (pasos 8 a 10), tests locales (paso 11) y
publicación (paso 12). Esta forma de realizar contribución de código muestra la baja com-
plejidad del proceso de reutilización y contribución de F-plugins, y por tanto la simplicidad
del proceso colaborativo.
La tabla 4.2 resume las tareas de desarrollo asociadas al desarrollo de una aplicación
web semántica típica, y compara las competencias necesarias para realizar estas tareas
cuando se usa (a) un proceso de desarrollo típico, y (b) un proceso de desarrollo basado en
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Figura 4.7: Diagrama de secuencia de una contribución. Desarrollador1 crea y prueba (lo-
calmente) el f-plugin1. Una vez finalizado, se contribuye este plugin. Developer2 aprovecha
esta contribución y extiende la funcionalidad por medio de f-plugin2, que también acaba
siendo contribuido.
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Tabla 4.2: Comparación entre el desarrollo tradicional de aplicaciones web semánticas y el
desarrollo basado en Fortunata.
Tarea Desarrollotradicional
Desarrollo basado
en Fortunata
Creación de páginas
CMS (Contents Managing
System)
Wiki
Creación of formularios
HTML, CSS, DOM,
AJAX
Formularios wiki
Creación de aplicaiones
web
tecnologías JSP, JSF, .NET Wiki-engine
Permisos, autenticación
Administrador (servidor
de) Aplicaciones Web
Wiki-engine
Creación de ontologías Jena Fortunata
Creación de datos semán-
ticos
Jena Fortunata
Publicación de ontologías
y datos semánticos
Jena + Administración
Servidor Web
Fortunata
Fortunata. El proceso de desarrollo tradicional requiere más competencias (más herramien-
tas de desarrollo y roles) que el proceso de desarrollo basado en Fortunata. Este es uno de
los principales resultados de la comparación realizada con desarrolladores reales, como se
describe en las diferentes evaluaciones realizadas (sección 6.1).
4.3. Conclusiones
En este capítulo se ha mostrado una plataforma de programación simple y fácilmente
extensible, llamada Fortunata, que facilita la creación de aplicaciones web semánticas de
manera colaborativa. Esta colaboración no se centra en compartir un código fuente cen-
tralizado, sino en la donación (contribución) de funcionalidad por medio de plugins de un
wiki-engine. Las ventajas de Fortunata se pueden resumir en (1) entorno de desarrollo sen-
cillo y colaborativo, (2) mecanismos para reutilización de funcionalidad contribuida, y (3)
mínimas dependencias entre desarrolladores.
Para lograr estos objetivos, Fortunata aprovecha la funcionalidad de un wiki-engine
(JSPWiki) y un gestor de ontologías (Jena), simplificando su uso mediante la simplifica-
ción del interfaz de programación (API), lo que permite que desarrolladores con menores
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competencias en tecnologías de la Web Semántica puedan crear F-plugins. Fortunata ha
sido evaluado con el fin de comprobar que las aplicaciones construidas con esta plataforma
tienen unos valores razonables de usabilidad. Esa evaluación permitió mejorar el API y
sirvió para generar una guía de usabilidad para desarrolladores de aplicaciones basadas en
Fortunata.
Con esta plataforma se han creado dos aplicaciones (véase capítulo 5) llamadas OMEMO
y VPOET que han sido probadas con usuarios reales. Una tercera, llamada MIG 5.4.3 se
encuentra aún en fase de desarrollo y pruebas. Los experimentos realizados con estas apli-
caciones muestran que Fortunata es una plataforma válida para crear aplicaciones web se-
mánticas reales basadas en componentes reutilizables que reduce los tiempos de desarrollo
y las competencias requeridas a los desarrolladores de las mismas.
Sin embargo, estas aplicaciones también muestran las limitaciones de Fortunata, debi-
das principalmente a las limitaciones heredadas de JSPWiki. Algunas de estas últimas se
han podido superar, como es el caso de la navegación desde formularios, pero otras depen-
den de su resolución en futuras versiones de este wiki-engine. También hay limitaciones
debidas al modelo de aplicación web semántica propuesto, por ejemplo, la persistencia de
los datos semánticos se realiza por medio de ficheros, con un mal rendimiento cuando hay
muchos datos semánticos (por encima de decenas de miles de tripletas). El API de Fortu-
nata puede incorporar modelos alternativos que aumenten el rendimiento antes situaciones
como las descritas, aunque estos no han sido actualmente desarrollados.
Capítulo 5
Uso de datos semánticos por usuarios
finales
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Este capítulo muestra dos aplicaciones web semánticas, llamadas OMEMO y VPOET,
creadas con la plataforma Fortunata. Estas aplicaciones han permitido comprobar la apli-
cabilidad de la plataforma y corroborar con usuarios reales la evaluación de Fortunata.
Han servido para completar la funcionalidad del API de Fortunata, detectar limitaciones
del wiki-engine, y comprobar que Fortunata proporciona una infraestructura útil para el
desarrollo de este tipo de aplicaciones.
OMEMO genera páginas wiki que describen los componentes de una ontología dada
pero, a diferencia de otras herramientas que proporcionan una funcionalidad similar, esta
descripción es más sencilla, y está orientada a mostrar la estructura de los componentes
de que consta la ontología. Esta descripción es la que necesitan los usuarios de VPOET
para crear plantillas capaces de presentar o editar datos semánticos de cada uno de estos
componentes. Estas plantillas pueden ser usadas por los desarrolladores web, sin requerir
conocimientos de las tecnologías de la web semántica, de forma sencilla mediante men-
sajes sobre HTTP. Como ejemplo de uso de este repositorio de plantillas se ha creado un
Google Gadget que permite que los usuarios finales puedan añadir datos semánticos a sus
páginas web.
5.1. Introducción
En el capítulo 4 se mostró la plataforma Fortunata, que permite a los desarrolladores
con conocimientos de las tecnologías de la Web Semántica crear aplicaciones sin requerir
conocimientos avanzados de dichas tecnologías ni conocimientos especializados de las tec-
nologías web cliente. Por tanto, aunque Fortunata reduce el nivel de competencias de los
desarrolladores, sigue requiriendo unos conocimientos básicos de las tecnologías de la Web
Semántica. Estos desarrolladores deben ser capaces de usar un API que, aunque oculta mu-
cha de la complejidad de Jena, obliga al desarrollador a utilizar clases y métodos de Jena,
por lo que el número de desarrolladores cualificados para crear este tipo de aplicaciones,
aunque puede aumentar gracias a Fortunata, sigue siendo reducido.
El desarrollador común no tiene conocimientos de las tecnologías de la Web Semán-
tica, por lo que, idealmente debe disponer de herramientas que le permitan manejar datos
semánticos en sus aplicaciones web sin necesidad de dominar estas tecnologías. Al igual
que los portales web semánticos ocultan a sus usuarios la gestión de ontologías y datos
semánticos, VPOET y OMEMO consiguen que los desarrolladores web puedan manejar
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Figura 5.1: Esquema de la estrategia seguida para reducir la brecha tecnológica existente
entre los expertos en tecnologías de la Web Semántica y los usuarios y desarrolladores no
expertos en estas tecnologías.
ontologías y datos semánticos sin necesidad de conocer las tecnologías subyacentes.
En la sección 3.7.1 se bosquejó la estrategia seguida para acercar las posiciones de dos
tipos de desarrolladores con competencias muy diferentes. La figura 5.1 muestra esta estra-
tegia de forma esquemática, indicando las competencias y perfiles de las partes implicadas.
Fortunata acerca a la Web a los desarrolladores de la Web Semántica, y VPOET (con la ayu-
da de OMEMO y de los diseñadores web) acerca la Web Semántica a los desarrolladores
de aplicaciones Web.
Aunque OMEMO es una aplicación independiente, ha sido diseñada para ser explotada
por los usuarios de VPOET. A continuación se muestra una visión general y un ejemplo de
uso de cada una de estas aplicaciones.
5.2. Ontologies for MEre MOrtals (OMEMO)
OMEMO es una aplicación basada en Fortunata, dirigida a usuarios sin conocimientos
de lenguajes de ontologías. Usando OMEMO, los usuarios pueden saber qué componentes
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(clases, propiedades, y relaciones) se definen en una ontología dada.
Cualquier usuario es libre de añadir al repositorio de OMEMO cualquiera de las on-
tologías existentes en la red (escritas en RDFS o OWL), pero deberá saber la URL de la
ontología, su namespace, o el lenguaje es el que está escrita. Consideramos que un usuario
típico de OMEMO no debe tener esos conocimientos, sino que es más propio de especia-
listas en tecnologías de la Web Semántica (parte derecha de la figura 5.1), por lo que esa
tarea se reserva para este último tipo de usuario.
Cuando un usuario de OMEMO añade una nueva ontología, se genera automáticamen-
te un conjunto de páginas wiki. Conviene mencionar que una ontología puede tener di-
versas versiones, distinguibles unas de otras por su fecha de publicación. Por ejemplo,
supongamos que OMEMO conoce dos de las versiones de la ontología FOAF (20050403 y
20050603).
El proceso de generación de páginas resulta en una página wiki para la ontología, con
enlaces a sus distintas versiones y todos sus componentes, así como una página por ca-
da clase, propiedad o relación. La infraestructura proporcionada por JSPWiki se encarga
de proporcionar los enlaces directos o inversos entre todas estas páginas. Siguiendo este
ejemplo, la figura 5.2 muestra una sección de la página wiki generada para la clase Person
(versión 20050403). El punto Í indica que hay otra versión de la ontología FOAF, permi-
tiendo acceder a sus páginas. La propiedad interest es de tipo Document Ì (definido en el
mismo FOAF), pero la propiedad firstName Ê es de tipo Literal Ë (definido en la onto-
logía RDFS). En el caso de que la ontología RDFS esté almacenada en OMEMO (como
así es), aparecerá un enlace (subrayado continuo) a la página wiki de Literal. Caso de no
estar almacenada aparecerá como un enlace a página inexistente (subrayado discontinuo).
La lista numerada de la figura 5.2 muestra el nombre de las páginas wiki apuntadas. La
sintaxis de esos nombres aporta una serie de ventajas que se detallan más adelante.
Hay que destacar que las páginas generadas son indexadas automáticamente por JSP-
Wiki usando Lucene 1, como si fueran páginas creadas manualmente; por lo que las faci-
lidades para la búsqueda proporcionadas por JSPWiki también incluyen al texto de estas
páginas. Cualquier página creada manualmente puede apuntar a cualquiera de las mencio-
nadas anteriormente. La única restricción de las páginas generadas es que no se pueden
editar. El texto wiki de estas páginas indica a JSPWiki que no son editables, por lo que el
botón “Editar” desaparece de la página wiki. A continuación se muestra un caso práctico
1Véase Lucene Project Page en http://lucene.apache.org/
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Figura 5.2: Captura de pantalla de la página wiki generada por OMEMO para la clase
Person (versión 20050403)
de utilización de OMEMO.
5.2.1. Caso de uso de OMEMO
Siguiendo la figura 5.1, supongamos un especialista en Web Semántica usa su navega-
dor web para ver las páginas wiki generadas por OMEMO, en busca de detalles acerca de
las ontologías almacenadas en el sistema, o añadir ontologías nuevas. La parte izquierda
de la figura 5.3 muestra la página wiki “Add Ontology” con el formulario para añadir on-
tologías, mientras que la parte derecha muestra la página wiki “Stored Ontologies”. Esta
última página tiene algunas características que merecen destacarse:
Cada ontología muestra la última comprobación (“last check”), esto es, cuánto tiem-
po hace que se comprobó su vigencia. Un temporizador comprueba periódicamente
si la ontología original (ubicada en la URL mostrada por la segunda columna en la
parte derecha de la figura 5.3) ha cambiado. En ese caso, se descarga la nueva versión
y se generan nuevas páginas.
“RDF Icon” tiene un enlace a los datos RDF usados para construir esta página.
Para añadir una nueva ontología, el especialista en Web Semántica rellena el formulario
con algunos datos obligatorios tales como (1) URL en al que se encuentra la ontología, (2)
sobrenombre (alias) de la ontología, y (3) la fecha de la versión. Una vez que todos estos
campos son rellenados y se pulsa el botón “Submit”, el proceso de generación comprueba
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Figura 5.3: Páginas wiki de OMEMO. Izda.: formulario para añadir ontologías. Dcha.: lista
de ontologías gestionadas por OMEMO
algunos posibles conflictos y, si todo es correcto, se genera un nuevo conjunto de páginas
wiki. El proceso completo, incluyendo las comprobaciones más importantes es el siguiente:
1. Se establece una conexión HTTP con la URL especificada. El fichero que contiene
la ontología es descargado y almacenado en una carpeta temporal.
2. Se analiza la ontología para detectar los namespaces utilizados. Esto permite enlazar
diferentes ontologías entre sí. Por ejemplo, la ontología FOAF refiere a la ontología
RDFS en la definición de la propiedad FOAF:firstName, especificando que es un
RDFS:Literal (véase figura 5.2, primera fila de la tabla).
3. Comprobación 1: Conflicto con prefijos tales como prefijos en blanco (namespaces
que no definen prefijo), los prefijos duplicados (la ontología O1 defines el prefijo p
para el namespace n, y la ontología O2 define el mismo prefijo para un namespace
diferente), y los namespaces sobreescritos (la ontología O1 define el namespace n
con el prefijo p1, y la ontología O2 define ese namespace con el prefijo p2).
4. Comprobación 2: Versiones de ontologías. La ontología O1 en la URL1, y la ontología
O2 en la URL2, definen el mismo namespace, pero su contenido es diferente. Por
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ejemplo, la ontología FOAF tiene (entre otras) las versiones 20050603 y 20050403.
En la versión 603 se define las propiedades isPrimaryTopicOf y birthday, que no
existen en la versión 403.
5. Comprobación 3: Ontologías duplicadas. La misma ontología puede tener diferen-
tes URLs. Este es el caso de la ontología Dublin Core2 (DC), que se puede en-
contrar en dos URLs distintas: http://purl.org/dc/elements/1.1 y http://
dublincore.org/2006/08/28/dces.rdf#. Sin esta comprobación, esto generaría
dos entradas diferentes (dc.20030324 y dc.20060824), pero el contenido sería el mis-
mo.
Se han implementado soluciones para la mayor parte de estos problemas, y se ha crea-
do una sintaxis que identifica unívocamente a cada componente, lo que resulta útil para
asignar el nombre a cada una de las páginas wiki generadas. Esta sintaxis tiene la forma
spec.prefix.version.comp, y se puede ver un ejemplo de su uso en la lista numerada
de la figura 5.2.
5.3. Visualization Prviders for Ontology ElemenTs (VPOET)
VPOET es una aplicación basada en Fortunata compuesta por 4 páginas wiki y siete F-
plugins. VPOET permite crear plantillas web para cualquier componente de una ontología.
Estas plantillas pueden estar diseñadas para mostrar datos semánticos (plantillas de salida)
o para solicitar datos a través de un formulario (plantillas de entrada).
Aunque VPOET puede ser usado por cualquier usuario con conocimientos básicos de
las tecnologías web cliente, ha sido creado para permitir que diseñadores web profesionales
puedan crear diseños atractivos capaces de obtener (de un usuario) o mostrar (a un usuario)
datos semánticos. Los usuarios de la aplicación VPOET se denominan en este contexto
“Proveedores de Plantillas”, y es un término equivalente a “diseñador web”. Ambos serán
usados indistintamente en este documento.
Desde el punto de vista de un proveedor de plantillas, esta aplicación es como cualquier
otra aplicación web, con elementos de formularios tales como campos de texto, selectores,
o botones. Los proveedores de plantillas sólo tienen que leer un tutorial on-line 3 para
2Véase http://dublincore.org/
3Véase el tutorial en http://ishtar.ii.uam.es/fortunata/Wiki.jsp?page=VPOETTutorial
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Figura 5.4: Diagrama de secuencia para los usuarios de VPOET
empezar a crear plantillas. Sin embargo, por ser una aplicación basada en Fortunata, la
información introducida por el usuario es publicada como datos semánticos. La sección 5.4
muestra cómo estos datos semánticos pueden ser explotados por los desarrolladores de
aplicaciones web para manejar datos semánticos.
5.3.1. Creación de plantillas de salida
El proceso de creación de una plantilla comienza seleccionando un componente de una
ontología y, como muestra el diagrama de secuencia de la figura 5.4, se compone de los
siguientes pasos:
1. Obtener información acerca de la estructura del componente seleccionado. Esto es,
saber de qué sub-componentes consta el componente seleccionado. El proveedor de
plantillas obtiene esta información leyendo las páginas wiki generadas por OMEMO
para la ontología a la que pertenece el componente seleccionado.
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2. Hacer un diseño gráfico para la web (diseño web) usando herramientas de autor (e.g.
Dreamweaver) a partir de la información obtenida en el punto anterior.
3. Elegir un identificador de proveedor de plantillas (designerID) y crear una página
wiki en VPOET con este identificador. Esta página contendrá información acerca del
proveedor de la plantilla (TP) y de las plantillas que ha almacenado en VPOET.
4. El diseño gráfico se compone de un conjunto de archivos (imágenes, y código cliente
como HTML, CSS o Javascript). El código cliente debe ser “copiado y pegado” en
los campos adecuados de la página “Add design” de VPOET. Las imágenes y los
archivos “included” por los ficheros HTML, CSS o Javascript deben ser adjuntados
a la página wiki del proveedor de plantillas o subidos a cualquier servidor web. En
cualquier caso, el código cliente debe tener los enlaces correctos a estos ficheros.
5. Comienza un ciclo de pruebas usando fuentes de datos semánticos (típicamente ex-
ternas a VPOET) que contengan instancias del componente seleccionado.
a) Los paths absolutos (e.g. a imágenes o a ficheros Javascript) deben ser susti-
tuidos usando una macro específica (OmemoBaseURL). La tabla 5.1 muestra las
macros más relevantes disponibles en VPOET, los argumentos que requiere ca-
da una, y una breve explicación de su utilidad.
b) Los datos semánticos son insertados en el diseño usando estas macros específi-
cas.
c) Se prueba el diseño con distintas fuentes de datos semánticos de pruebas (pro-
porcionadas por terceras partes).
d) Este ciclo termina cuando el diseño produce visualizaciones. satisfactorias para
todas las fuentes de datos semánticos de pruebas.
6. El diseño es caracterizado por su creador, proporcionando datos acerca de propie-
dades del diseño tales como política de resize (tamaño fijo, expansiva, contractiva),
colores principales, o comportamiento frente a cambios del tamaño de letra.
La mayor parte del esfuerzo requerido para crear una plantilla se localiza en el ciclo
de pruebas, especialmente en la inserción de macros. Aunque pueda parecer un conjunto
de macros muy reducido, ha demostrado ser suficiente para cubrir las necesidades de los
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Tabla 5.1: Algunas de las macros disponibles para los proveedores de plantillas de VPOET.
Macro Argumentos Descripción
OmemoGetP propName,
pre, post,
sep
Se sustituye por el valor de la pro-
piedad propName
OmemoBaseURL Sin argumen-
tos
Se sustituye por la URL del servi-
dor en el que se ejecuta OMEMO
OmemoConditionalVizFor propName,
designerID,
designID
Muestra el valor de la propiedad
propName sólo si tiene algún valor
OmemoGetLink relationName Se sustituye por un enlace capaz de
mostrar componentes del tipo al que
apunta la relación relationName
proveedores de visualización que han usado la aplicación. Se puede encontrar información
adicional acerca del uso de estas macros en una sección específica 4 del tutorial de VPOET.
En la subsección 5.3.3 se proporciona un ejemplo de uso detallado.
Reutilización de plantillas
VPOET ha sido diseñado para permitir a los proveedores de plantillas reutilizar plan-
tillas propias y ajenas, de forma que es posible la composición de plantillas. Esto se logra de
dos formas distintas: (1) mostrando condicionalmente una propiedad (macro OmemoConditionalVizFor)
y (2) enlaces capaces de mostrar los componentes destino de una relación (macro OmemoGetLink).
Se describen en detalle a continuación.
Cuando una propiedad dada no tiene valor, la macro OmemoGetP se expande a la ca-
dena “N.A”. Para evitar este efecto, la macro OmemoConditionalVizFor sólo muestra el
valor de la propiedad si existe, por medio de la plantilla indicada en la macro. La macro
OmemoGetLink ofrece una funcionalidad similar, pero para relaciones que enlazan unas
instancias con otras. Por ejemplo, si se crea una plantilla que muestre direcciones de co-
rreo electrónico mediante “ofuscación de Javascript” (una técnica que impide que pueda
ser leída, muy usada para evitar correo basura), se puede reutilizar esta plantilla cuando
una propiedad sea de tipo email.
La figura 5.6 muestra un ejemplo avanzado de código fuente de una plantilla para el
4Véase http://ishtar.ii.uam.es/fortunata/Wiki.jsp?page=MacrosInVPOET
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Figura 5.5: Ejemplo avanzado de código fuente de una plantilla VPOET. Los rectángulos
gruesos enmarcan las macros, y los finos la reutilización de plantillas.
componente FOAF:Person. Las macros están enmarcadas dentro de un rectángulo grueso,
y las plantillas reutilizadas se han enmarcado con un rectángulo fino. La figura 5.5 muestra
a esta plantilla en acción, mostrando una fuente de datos concreta. Se resaltan los ID de
cada instancia FOAF:Person para mostrar que puede tratar tanto con instancias públicas
(identificables por una URI con una URL accesible) como anónimas (“Anonymous” en la
figura).
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Figura 5.6: La plantilla de la figura 5.5 en uso. Se resalta el ID de cada instancia de tipo
FOAF:Person de una fuente de datos semánticos.
Comparativa de las macros frente a los lenguajes de script
Esta sección describe brevemente algunas aplicaciones web semánticas representativas
capaces de manejar plantillas para presentar datos semánticos, tales como wikis semán-
ticos, navegadores de la Web Semántica, y portales semánticos. Se ha seleccionado una
aplicación o infraestructura representativa de cada grupo: Semantic Media Wiki como wiki
semántico, Fresnel (usado por el navegador Longwell), y Rhizomer (usado por el portal
semántico Rhizomic), respectivamente.
Semantic Media Wiki permite que los usuarios de este wiki creen plantillas por me-
dio de una sintaxis ad hoc con funciones de parseo 5. La parte izquierda de la tabla 5.3
5Se puede ver un ejemplo de código fuente de una plantilla y ejemplos de uso en http://en.
wikipedia.org/wiki/Template:Infobox_Settlement
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muestra el código fuente de la plantilla 6, y la parte derecha de la figura muestra la rende-
rización de los dato semánticos por medio de esa plantilla. El creador de la plantilla debe
conocer la sintaxis wiki, elementos básicos de programación, y los elementos básicos de
los componentes de las ontologías.
Fresnel [Pietriga et al., 2006] is una infraestructura para crear plantillas para datos
semánticos, usada por un navegador facetado de la Web Semántica llamado Longwell. Sin
embargo, como muestra la tabla 5.4, la sintaxis de Fresnel 7 requiere conocimientos de
las tecnologías de la Web Semántica que limitan severamente el número de diseñadores
disponibles.
Rhizomer [García y Gil, 2006] es una infraestructura para navegar y editar datos se-
mánticos. La presentación de los datos RDF se consigue mediante hojas de estilo XSLT
(Extensible Stylesheet Language Transformations). Como se puede ver en la tabla 5.5,
los diseñadores web requieren que usen Rhizomer requieren conocimientos avanzados de
XSLT.
La tabla 5.2 resume las características de cada tipo de plantillas y las competencias
requeridas a los creadores de plantillas para las aplicaciones semánticas consideradas.
6Edítese la página http://semanticweb.org/wiki/Template:Person para ver el código fuente de
la plantilla entre <includeonly> y </includeonly>. Nota: el código previo a este bloque muestra un
ejemplo de uso.
7Véase http://www.w3.org/2005/04/fresnel-info/manual/
80 CAPÍTULO 5. USO DE DATOS SEMÁNTICOS POR USUARIOS FINALES
SMW Fresnel Rhizomik VPOET
Lenguaje de pro-
gramación
Sintaxis wiki,
Programación,
HTML/CSS
OWL, Fresnel
ont., CSS
XSLT,
OWL/XML
HTML, CSS,
Javascript,
macros
Permite
Reutilización de
plantillas
Renderización
condicional
Imágenes
Dinamismo (Web
2.0)
No
Sí
No
No
Sí
Sí
No
No
Sí
Sí
Sí
Sí
Sí
Sí
Sí
Sí
Orientado a Programadores
promedio
Desarrolladores
de la Web Se-
mántica +
CSS
Desarrolladores
de la Web Se-
mántica +
XSLT
Diseñadores
web + Macros
Competencias
Tecs. Sem. Web
Tecs. Cliente Web
Otras
Bajo
Bajo
Sintaxis wiki
Alto
Alto
Alto
Muy alto
Muy alto
XSLT
Bajo
Bajo-Muy alto
Pros Requisitos
medios
OWL puro Solución
genérica
Bajos requisi-
tos
Contras Sintaxis
propensa a
errores
Muy complejo
para un dise-
ñador web
Muy complejo
para un dise-
ñador web
Tabla 5.2: Comparativa de las características de las macros de VPOET frente a otros entor-
nos para la creación de plantillas
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{| cellspacing="0" cellpadding="5" style="position:relative; margin: 0 0 0.5em 1em;
border-collapse: collapse; border: 1px solid #aaa; background: #fff; float: right;
clear: right; width: 20em"
! colspan="2" style="background: #86ba0c; color: white" |<span style="font-size: 80%;
float: right; ">{{#ask: [[{{FULLPAGENAME}}]]
| format=vcard
| ?Name
| ?Affiliation=organization
| ?Email
| ?Foaf:phone=workphone
| ?Homepage
| searchlabel=vCard
}}</span> [[Name::{{{Name|{{PAGENAME}}}}}]]
|-
{{#ifeq:{{{Picture|}}}|||{{Tablelongrow|Value=[[Image:{{{Picture
}}}|150px|{{{Name|{{PAGENAME}}}}}]]|Color=white}}}}
|-
{{#ifeq:{{{Email|}}}|||{{Tablelongrow|Value={{Mailbox|{{{Email
}}}}}|Color=#e4f8b6}}}}
|-
{{#ifeq:{{{Affiliation|}}}|||{{Tablerow|Label=Affiliation:|
Value=[[member of::affiliation::{{{Affiliation}}}]]}}}}
|-
{{#ifeq:{{{Homepage|}}}|||{{Tablerow|Label=Homepage:|
Value=[[homepage::http://{{{Homepage}}}|{{{Homepage label|
{{{Homepage}}}}}}]]}}}}
|-
{{#ifeq:{{{Phone|}}}|||{{Tablerow|Label=Phone:
|Value=[[foaf:phone::{{{Phone}}}]]}}}}
|-
<!-- *** Events *** -->
{{Tablelongrow|Align=Left|Font size=80%|
Value={{#ask:[[has PC member::{{PAGENAME}}]]
| format=list
| sort=start date | order=desc
| sep=,_
| intro=PC member of:_ }}|Color=#e4f8b6}}
|-
{{Tablelongrow|Align=Left|Font size=80%|
Value={{#ask:[[has OC member::{{PAGENAME}}]]
| format=list
| sort=start date | order=desc
| sep=,_
| intro=OC member of:_ }}|Color=#e4f8b6}}
|-
{{#ifeq:{{{FOAF|}}}|||{{Tablerow|Label=See also:|
Value=[[see also::{{{FOAF}}}|FOAF]]}}|Color=white}}
|}[[Category:Person]]
Tabla 5.3: Plantilla de Semantic Media Wiki. Izquierda: Código de la plantilla. Derecha:
Ejemplo de renderización.
:foafGroup rdf:type fresnel:Group ;
fresnel:stylesheetLink <http://www.example.org/example.css> ;
fresnel:containerStyle "background-color: white;"
^^fresnel:stylingInstructions ;
:foafPersonFormat rdf:type fresnel:Format ;
fresnel:classFormatDomain foaf:Person ;
fresnel:resourceStyle "background-color: gray;"
^^fresnel:stylingInstructions ;
fresnel:group :foafGroup .
:nameFormat rdf:type fresnel:Format ;
fresnel:propertyFormatDomain foaf:name ;
fresnel:propertyStyle "border-top: solid black;"
^^fresnel:stylingInstructions ;
fresnel:labelStyle "font-weight: bold;"
^^fresnel:stylingInstructions ;
fresnel:group :foafGroup .
:urlFormat rdf:type fresnel:Format ;
fresnel:propertyFormatDomain foaf:homepage ;
fresnel:propertyFormatDomain foaf:mbox ;
fresnel:value fresnel:externalLink ;
fresnel:propertyStyle "border-top: solid black;"
^^fresnel:stylingInstructions ;
fresnel:labelStyle "font-weight: bold;"
^^fresnel:stylingInstructions ;
fresnel:group :foafGroup .
:depictFormat rdf:type fresnel:Format ;
fresnel:propertyFormatDomain foaf:depiction ;
fresnel:label fresnel:none ;
fresnel:value fresnel:image ;
fresnel:propertyStyle "border-top: solid black;"
^^fresnel:stylingInstructions ;
fresnel:group :foafGroup .
Tabla 5.4: Plantilla de Fresnel (usado por el navegador Longwell). Izquierda: código de la
plantilla. Derecha: ejemplo de renderización.
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<?xml version="1.0"?>
<?xml-stylesheet href="./xsltdoc.xsl" type="text/xsl" media="screen"?>
<xsl:stylesheet version="1.0"
xmlns:xsl="http://www.w3.org/1999/XSL/Transform"
xmlns:rdf="http://www.w3.org/1999/02/22-rdf-syntax-ns#"
xmlns:rdfs="http://www.w3.org/2000/01/rdf-schema#">
<xsl:import href="rdf2html-functions.xsl"/>
<xsl:param name="language">en</xsl:param>
<xsl:output media-type="text/xhtml" version="1.0" encoding="UTF-8"
indent="yes"/>
<xsl:strip-space elements="*"/>
<xsl:template match="/">
<xsl:apply-templates select="rdf:RDF"/>
</xsl:template>
<xsl:template match="rdf:RDF">
<html lang="en" xmlns="http://www.w3.org/1999/xhtml">
<head>
<meta http-equiv="Content-Type" content="text/html;
charset=UTF-8"/>
<title>Rhizomik - ReDeFer - RDF2HTML</title>
<link href="http://rhizomik.net/style/rhizomik.css" type="text/css"
rel="stylesheet" />
<link href="http://rhizomik.net/style/rhizomer.css" type="text/css"
rel="stylesheet" />
</head>
<body>
<!-- div id="browser">
<a href="javascript:history.back()">back</a> - go to... -
<a href="javascript:history.forward()">forward</a>
</div -->
<xsl:if test="count(child::*)=0">
<p>No data retrieved.</p>
</xsl:if>
<xsl:for-each select="child::*">
<xsl:sort select="@rdf:about" order="ascending"/>
<xsl:call-template name="rdfDescription"/>
</xsl:for-each>
... 224 lines more ...
</xsl:stylesheet>
Tabla 5.5: Plantilla en Rhizomic (usado por el portal semántico Rhizomik). Izquierda: tem-
plate code. Derecha: ejemplo de renderización.
5.3.2. Creación de plantillas de entrada
La plantillas de entrada de VPOET son formularios HTML que convierten los valores
introducidos en los elementos del formulario (campos de texto, botones de selección, etc.)
en datos semánticos RDF. Como las plantillas de salida, las plantillas de entrada se asocian
a componentes de ontologías (que normalmente se componen de otros sub-componentes).
Por ejemplo, una plantilla de entrada para el componente FOAF:Person debe proporcionar
un formulario con campos de texto para firstName, knows, etc. El proceso de creación de
una plantilla de entrada es similar al de las plantillas de salida. Las principales diferencias
son las siguientes:
El código fuente de las plantillas de entrada no contiene macros, pero debe seguir las
siguientes convenciones: (1) el código HTML debe contener un formulario HTML
con el atributo action apuntando a un servlet específico proporcionado por VPOET,
(2) el formulario debe contener un campo oculto llamado “ontoelem”, cuyo valor
es el nombre del componente de la ontología para el que se crea esta plantilla (en
sintaxis OMEMO), (3) los controles del formulario (campos de texto, selectores,
etc.) deben tener su atributo nombre con el valor del componente de la ontología con
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Figura 5.7: Ejemplo de plantilla de entrada para la clase FOAF.20050403.Person.
que se relaciona, en notación OMEMO.
La fase de pruebas no utiliza fuentes de datos semánticos. Sin embargo, como el ser-
vlet de VPOET genera datos semánticos en cierta URL, esta fuente puede ser mos-
trada por un template de salida. Por tanto, se recomienda crear una plantilla de salida
por cada plantilla de entrada para poder realizar las pruebas. Los errores más típicos,
como nombres erróneos de propiedades, pueden ser detectados con esta estrategia.
La figura 5.7 muestra un ejemplo de plantilla de entrada para la clase FOAF.20050403.Person
(en notación OMEMO). La figura muestra un icono “+” en la parte derecha de algunos cam-
pos. Esto indica que la propiedad es multivaluada y, por tanto, puede tener varios valores
asignados. El icono “diana” mostrado a la derecha del campo asignado a la relación knows
abre un “navegador de instancias”, una ventana que permite a los usuarios seleccionar un
conjunto de instancias de la clase destino correspondiente. Si no se desea usar el “navega-
dor de instancias” se puede introducir directamente la URI en el campo de texto.
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Tabla 5.6: Plantilla simple de ejemplo.Izda.: Código HTML inicial. Dcha.: código proce-
sado por un navegador web
Código Visualización
<table style=’background: #F0F0F0; border ;padding: 1px;
border: thin solid #DDDDDD; margin-left: 1em’>
<tr> <td>Name:</td><td>this is the name</td>
</tr>
<tr> <td>Given Name:</td><td>this is the givenname</td>
</tr>
<tr> <td>Family name:</td><td>this is the family_name</td>
</tr>
<tr> <td>Home page:</td><td><a
href=’http://somewhere.com’>http://somewhere.com</a></td>
</tr>
<tr> <td>Depiction:</td><td><img
src=’http://somewhere.com/mi_image.gif’></td> </tr>
<tr> <td>Knows:</td><td>list of known people</td>
</tr>
</table>
5.3.3. Caso de uso de VPOET
Esta subsección muestra en detalle un ejemplo de uso de VPOET. Se considera el caso
de un proveedor de plantillas al que se le ha encargado crear una plantilla de salida para el
componente Person de la ontología FOAF (versión 20050403).
El primer paso consiste en conseguir información acerca de los componentes de Person.
Para ello, el proveedor de plantillas dirige su navegador web hacia la aplicación web
OMEMO, y busca ese componente utilizando las facilidades proporcionadas por el bus-
cador de texto de OMEMO. Como se describió en la sección anterior, el proveedor de
plantillas observa que hay varias versiones de Person. Comprueba que la que debe utili-
zar es la versión 20050403 y navega hasta la página mostrada en la figura 5.2. Empieza
el diseño de la plantilla considerando tan sólo unos pocos componentes, tales como name,
family_name, homepage, depiction, y knows. Observa que name y family_name son litera-
les, que homepage es una URL que apunta a una imagen, y que knows es una relación que
apunta a Person.
Con toda esta información, el proveedor de plantillas utiliza su herramienta de autor
preferida (por ejemplo, Dreamweaver) para crear un fichero HTML. La tabla 5.6 muestra
el código HTML y su visualización en un navegador web estándar.
El siguiente paso es cargar este diseño en VPOET. Dirige su navegador web a VPOET
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Figura 5.8: Creación de una plantilla en VPOET
y pincha en el enlace “Add a new design”. La figura 5.8 muestra la página wiki de VPOET
que permite crear plantillas. Debe copiar y pegar el código al área de texto HTML tal y
como muestra la figura. Una vez hecho ya puede pulsar el botón “Submit” para que la
plantilla quede almacenada.
Aunque la plantilla se encuentre almacenada, aún no está lista para mostrar una fuente
de datos semánticos. El proveedor de plantillas debe sustituir algunas partes del código de
su diseño inicial por macros. En la figura 5.8 se puede ver el código mostrado en la parte
izquierda de la tabla 5.6 tras la inserción de las macros. En este ejemplo tan sencillo sólo
se usa una de las macros del sistema (OmemoGetP).
VPOET proporciona al proveedor de plantillas facilidades para probar la plantilla crea-
da, mostrando cómo será presentada una fuente de datos semánticos dada a través de la
plantilla. Una página wiki de VPOET muestra las diversas fuentes de datos semánticos
disponibles, con comentarios acerca de las características que las hacen particularmente in-
teresantes como casos de prueba. Por ejemplo, propiedades multivaluadas, o enlaces a imá-
genes inexistentes. Para este caso de prueba se ha usado el fichero FOAF del W3C de Tim
Berners-Lee, que se encuentra en http://www.w3.org/People/Berners-Lee/card. El
resultado de usar esta fuente de datos semánticos con la plantilla anterior se muestra en
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Figura 5.9: Fuente de datos semánticos renderizada usando la plantilla simple de ejemplo
la figura 5.9. Observando la imagen de la figura, el proveedor de templates descubre que
en esa fuente de datos hay 43 instancias de Person, cada una con su ID. Este ID puede
corresponder a una instancia dentro de otra fuente de datos, por lo que se puede recorrer un
árbol de fuentes de datos relacionadas, al estilo de los navegadores web semánticos. Puede
repetir este test especificando una instancia concreta de la fuente de datos. En este caso,
sólo se muestra esa instancia.
Una vez que el proveedor de plantillas da por terminado el ciclo de pruebas, deberá
caracterizar la plantilla, proporcionando información acerca de si es una plantilla de sali-
da o de entrada, así como (1) datos técnicos (tamaño preferido, tamaño mínimo, tamaño
máximo, o si soporta cambios en el tamaño de la fuente sin penalizaciones en el diseño),
(2) colores (dominantes y secundario para frente y fondo), y (3) estética (dominante y se-
cundaria, elegidas de una lista en la que se encuentran conceptos tales como minimalista,
recargada, o siniestra, entre otros. Esta información es almacenada en el sistema y publi-
cada automáticamente gracias a las facilidades proporcionadas por Fortunata.
La plantilla que se ha creado en este ejemplo debe ser caracterizada como plantilla de
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Figura 5.10: Ejemplo de plantilla de entrada para FOAF:Person. Izda.: Tamaño de fuente
normal. Dcha.: esta plantilla no escala bien si se incrementa el tamaño de la fuente
salida, con tamaño variable (adaptado a su contenido). Un ejemplo de plantilla de entrada
se muestra en la parte izquierda de la figura 5.10. En la parte derecha se puede ver el efecto
de aumentar el tamaño de la fuente, una capacidad implementada en la mayor parte de
los navegadores web. El resultado es una colocación defectuosa de los últimos campos de
texto, por lo que esta plantilla debe caracterizarse como “no soporta aumentos del tamaño
de la fuente”.
5.4. VPOET para desarrolladores de aplicaciones web
Siguiendo la estrategia mostrada en la figura 5.1, aunque la información almacenada
en VPOET se publica como datos semánticos accesibles a través de una URL que pue-
de ser usada por sistemas externos o especialistas de la Web Semántica, se ha creado un
canal adicional para permitir a los desarrolladores de aplicaciones web acceder a esta in-
formación sin necesidad de tener conocimientos de las tecnologías de la Web Semántica.
Este canal se ha implementado como un servlet que realiza consultas sobre los datos se-
mánticos almacenados por VPOET, al que se puede acceder mediante mensajes HTTP GE-
T/POST con un número variable de parámetros. Estos mensaje permiten consultas como
“muestra los datos semánticos de la URL Y usando la plantilla de salida X y el proveedor
Y”. Esta consulta se codifica en HTTP GET mediante la URL http://URL-to-servlet/
VPoetRequestServlet?action=renderOutput&designID=X&provider=Y&source=Z.
La sintaxis completa se muestra en la tabla 5.7.
Aunque los SPARQL Endpoints 8 proporcionan acceso a funetes de datos semánticos
8Véase http://www.w3.org/TR/rdf-sparql-protocol/
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Tabla 5.7: Parámetros aceptados en una petición HTTP GET/POST para obtener una vi-
sualización almacenada en VPOET.
Parámetro Valor Explicación/Ejemplo
action renderOutput Pedir una visualización para mostrar unos
datos RDF dados del componente indicado
por el param object
renderInput Pedir una visualización para solicitar datos al
usuario del componente indicado por el pa-
ram object
object prefix.class[.ver] Ejemplo: foaf.Person
prefix.relation[.ver] Ejemplo: foaf.firstName
source
(sólo GET)
URL URL de la fuente de datos semánticos
provider
(opcional)
ID Identificador del proveedor de plantillas. Por
ejemplo: user3.test
outputFormat HTML Valor por omisión
XHTML XHTML es usado por móviles WAP 2.0
userProfile
(opcional y
sólo GET
URL URL del fichero RDF con la descripción del
perfil de usuario
mediante mensajes sobre HTTP de forma similar, están orientados a usuarios con conoci-
mientos de las tecnologías de la Web Semántica ya que la consulta del SPARQL Endpoint
se especifica en lenguaje SPARQL. En la estrategia seguida, ni los usuarios finales ni los
desarrolladores de aplicaciones web tienen conocimientos de la tecnologías de la Web Se-
mántica, por lo que el uso de consultas SPARQL se vuelve inviable.
Cuando se usa el método GET, el parámetro source debe se proporcionado para indicar
dónde se encuentran los datos semánticos. Por el contrario, cuando se usa el método POST,
el parámetro source no es necesario ya que los datos semánticos deber ir contenidos en
el mensaje. Si el parámetro provider no se proporciona, VPOET devolverá la “mejor
visualización” para el perfil de usuario apuntado por el parámetro userProfile. El método
POST está dirigido a las consultas en las que los datos RDF se añaden al mensaje POST.
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Figura 5.11: Uso de GG-VPOET en diferentes aplicaciones orientadas a usuarios finales.
En sentido horario: página personal, Google Desktop, iGoogle, y Google Pages
5.4.1. Google Gadget VPOET (GG-VPOET)
Los mensajes sobre HTTP, con la sintaxis adecuada, pueden ser enviados a VPOET por
otros programas escritos en cualquier lenguaje de programación, o por aplicaciones Javas-
cript ejecutadas en un navegador web. Sin embargo, los navegadores se encuentran mucho
más limitados que otras aplicaciones ya que sufren de restricciones de seguridad que les
fuerzan a comunicarse únicamente con el servidor con el que mantienen la sesión. Por
ejemplo, la página web que contiene Tabulator, el navegador para la Web Semántica creado
por Tim Berners-Lee, se aloja en http://dig.csail.mit.edu/2005/ajar/ajaw/tab,
y sólo se pueden solicitar datos a ese servidor. Es necesario configurar el navegador (só-
lo disponible para Firefox) para poder obtener datos de otros servidores. Obviamente este
cambio de configuración es obligatorio, ya que Tabulator puede necesitar acceder a datos
semánticos esparcidor por toda la Internet. Por contra, la aproximación propuesta no sufre
este problema ya que las peticiones las centraliza Fortunata, y no el navegador directamen-
te.
Para facilitar aún más el uso de las plantillas de VPOET y, como mostraba la figu-
ra 5.1, permitir que incluso los usuarios finales puedan usar estas plantillas, se ha creado un
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Google Gadget llamado GG-VPOET 9que se encarga de construir los mensajes HTTP ade-
cuados. Un usuario final puede usar este gadget para generar datos semánticos (mediante
plantillas VPOET de entrada) o mostrar datos semánticos (mediante plantillas de salida) en
sus páginas web, o en diversos productor Google como iGoogle, Google Pages, or Google
Desktop. Este gadget lo pueden configurar los usuarios finales fácilmente, proporcionando
la misma información que se usaba durante la fase de test: designerID, designID, URL de
la fuente de datos y, opcionalmente, el ID de una instancia concreta. La figura 5.11 muestra
cómo se configura este gadget para su uso en diversos entornos, desde páginas personales
hasta productos Google.
5.4.2. Mapeado de perfiles de usuario con plantillas semánticas de
VPOET
Supongamos que VPOET contiene diferentes plantillas para el componente semántico
foaf.Person, y que una aplicación externa solicita a través del canal HTTP la “más ade-
cuada” para cierto perfil de usuario dado. En la figura 5.12 se muestra un posible proceso de
mapeado. Cada ontología, identificada por un namespace, se muestra en una nube; con los
componentes de la ontología y algunos individuos dentro de la nube. La parte izquierda de
esta figura 5.12 muestra la ontología que describe el perfil del usuario, caracterizada por el
namespace a. En este ejemplo, el usuario identificado por user34 tiene el siguiente perfil:
(1) usa como dispositivo de interacción un teléfono móvil que usa el protocolo WAP2, (2)
prefiere estéticas sencillas, y (3) es daltónico (ceguera de color asociada a los colores rojo
y verde).
La parte central de la figura 5.12 muestra algunas ontologías públicas conocidas. La
ontología z1 indica que el protocolo WAP2.0 se codifica en XHTML. Según la ontología
z3, “minimalista” y “simple” son estilos distintos pero cercanos. La ontología z5 es una
jerarquía de deficiencias visuales.
La parte derecha de la figura 5.12 muestra la ontología VPOET, con namespace v.
En esta ontología, la plantilla identificada como design67 está codificada en XHTML,
su estética primaria es minimalista, y tiene por colores principal y secundario al rojo y
al amarillo respectivamente. Usando sólo esta información, es imposible encontrar que
design67 es “la plantilla más adecuada” para el usuario user34. Se requiere una fuente
9Véase http://ishtar.ii.uam.es/fortunata/Wiki.jsp?page=VPOETGoogleGadget
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OntologíaVPOET
namespace v)(
Ontologías públicas
de uso común
namespaces zN)(
Ontología de
descripción del usuario
(namespace a)
Preferencias
estéticas del
usuario
Características
del dispositivo
del usuario
Características
físicas del
usuario
a:simple
a:mobile
a:daltonism
{ z3:minimal,
z3:simple }
z1:XHTML
z5:PartialColorBlindness
z5:Dichromacy
z5:Deuteranopia
z5:Protanopia
z5:Tritanopia
v:minimalistic
v:XHTML
v:red
owl:sameAs
owl:sameAs
owl:oneOf
z1:WAP 2.0a:usesProtocol
a:WAP2
a:prefersAesth
a:user34
a:usesDevice
a:hasCharacterists
z1:codification
z3:EquivalentStyles
owl:sameAs
v:design67
v:codificationLang
owl:sameAs
v:primaryAesthetic
owl:sameAs z4
:sam
eColo
r
{ z4:red,
z4:green }
{ z4:yellow,
z4:blue }
z4:s
am
eCo
lor
v:primaryColor
v:secondaryColor
v:yellow
Figura 5.12: De izquierda a derecha: ontología de perfil de usuario, ontologías públicas, y
la ontología de VPOET
.
adicional de datos semánticos que ligue componentes de las distintas ontologías. Estos
enlaces suelen ser relaciones “sameAs”10, mostradas como flechas discontinuas gruesas en
la figura 5.12.
Añadiendo esta información semántica, un agente semántico podrá hacer una consulta
semántica (por ejemplo, usando SPARQL), basada en el perfil de usuario, como esta: “se-
leccionar una plantilla con esta características: (1) codificada en XHTML, (2) con estética
minimalista, y (3) con colores primario y secundario que no sean ni rojo ni verde tanto para
el texto como para el fondo”. Para este ejemplo, el resultado de la consulta sería el dise-
ño design67. Añadiendo más restricciones a la consulta se conseguirá la plantilla “más
adecuada” para un perfil de usuario dado.
5.4.3. Me InteractinG (MIG)
MIG 11 es una aplicación basada en Fortunata para la creación de perfiles de usuario
dirigida a usuarios finales. Este perfil comprende detalles acerca de deficiencias visuales
(como muestra la figura 5.13), el dispositivo utilizado por el usuario, y sus preferencias
estéticas. Los datos introducidos por los usuarios son convertidos a datos semánticos y
10Técnicamente hay que distinguir entre owl:sameAs, owl:equivalentClass y owl:equivalentProperty para
indicar igualdad entre individuos, clases, y propiedades/relaciones respectivamente.
11Véase http://ishtar.ii.uam.es/fortunata/Wiki.jsp?page=MIG
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Figura 5.13: Características del usuario en MIG
publicados, como en cualquier aplicación basada en Fortunata.
Para lograr una descripción del perfil de un usuario se han probado algunas especifi-
caciones que incluyen las deficiencias visuales de los usuarios, los distintos tipos de dis-
positivo de interacción que puede utilizar (PC, móvil, PDA...), así como sus preferencias
estéticas. Para evitar crear una ontología ad hoc, se ha considerado reutilizar ontologías
públicas bien conocidas. Concretamente, el dispositivo del usuario puede ser especificado
usando la ontología CCPP [Klyne et al., 2004] (en realidad una extensión de CCPP llamada
UAProf12), las deficiencias visuales descritas por [Karim y Tjoa, 2006], y las característi-
cas interactivas pueden ser modeladas con versiones ontológicas de MPEG-7 y MPEG-21
(véase trabajo de [Jabornig, 2006]). En MIG, las preferencias del usuario se han modela-
do como una taxonomía arbitraria con conceptos como simple, barroco, o minimalista. El
perfil del usuario proporciona una lista ordenada de estéticas preferidas.
En MIG, la caracterización del dispositivo del usuario comprende detalles como el ta-
maño de pantalla, bits de color por pixel, y modelo de navegador. La mayor parte de los
navegadores envían la cadena de “User-Agent” (UA) al servidor en cada mensaje HTTP.
MIG explota esta característica para detectar el modelo de navegador, el sistema operativo,
y el modelo de dispositivo cuando el usuario utiliza el dispositivo. MIG compara la cadena
12Véase http://cms.openmobilealliance.org/technical/release_program/docs/
copyrightclick.aspx?pck=UAProf&file=V2_0_1-20070625-A/OMA-TS-UAProf-V2_
0-20060206-A.pdf
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UA enviada por el navegador del dispositivo del usuario con WURFL 13, un repositorio
de UAs. Este repositorio almacena información de unos 9.000 dispositivos, con cientos de
posibles capacidades (e.g. is_wireless_device o resolution_width). Si se encuentra
la UA del usuario en el repositorio, la mayoría de los datos relativos a las capacidades del
dispositivo son obtenidas de este repositorio.
Buscando la mejor plantilla
Como se indicó anteriormente, el modelo obtenido de la mezcla de la información se-
mántica de VPOET, MIG, las ontologías comunes, y los elementos de unión, puede ser
consultado por medio de lenguajes de consultas semánticas como SPARQL. Aunque los
resultados de una consulta dada dependen de la información almacenada en el modelo,
como vimos en el ejemplo, y la misma consulta puede devolver 0 o muchos resultados
dependiendo de la existencia de elementos clave de unión, ¿qué sucede cuando muchos re-
sultados cumplen la consulta?. La única manera que se dispone de restringir los resultados
para alcanzar “la mejor” plantilla para un perfil de usuario dado es añadir más parámetros
a la consulta SPARQL.
El problema de usar una única consulta SPARQL es que puede devolver muchos resul-
tados, sin ningún criterio para su ordenación, o no devolver ninguno en absoluto. El primer
caso denota una consulta demasiado relajada, y el segundo caso una consulta demasiado
restrictiva.
La solución adoptada considera un conjunto de consultas SPARQL, ordenadas de me-
nos restrictivas a más restrictivas, esto es, de pocos parámetros a muchos parámetros, con-
forme a un criterio de importancia. Por ejemplo, la primera consulta puede solicitar con-
cordancia en el tamaño de la pantalla; la segunda, concordancia en el tamaño de la pantalla
y el modelo de navegador, etc. Cuando la primera consulta se ejecuta, si devuelve más de
un resultado se dispara la segunda consulta, reiterando este proceso hasta que no se de-
vuelven resultados. La última consulta que devolvió resultados es considerada “la mejor”,
y cualquiera de las plantillas devueltas como resultado es utilizada para mostrar la fuente
de datos dada.
13Véase http://developer.openwave.com/dvl/tools_and_sdk/wurfl_and_wall
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5.5. Conclusiones
En este capítulo se han mostrado las aplicaciones que permiten que los desarrolladores
de aplicaciones puedan incorporar de manera sencilla, e intuitiva, datos semánticos a sus
aplicaciones. Utilizando la capacidad creativa de los diseñadores web, VPOET permite
poner a disposición de terceras partes un repositorio semántico de plantillas para manejo de
datos semánticos. Este repositorio es accesible mediante mensajes HTTP para permitir que
los desarrolladores de aplicaciones web puedan acceder a estos datos independientemente
del lenguaje en el que se implemente la aplicación web.
La evaluación experimental de VPOET y OMEMO confirma (véase sección 6.2) que
la plataforma Fortunata no impone restricciones demasiado severas a las aplicaciones en
términos de usabilidad o satisfacción del usuario con la interfaz. Sin embargo, no se ha
realizado ningún experimento para evaluar la facilidad de uso del canal HTTP. Tampoco
se ha evaluado la facilidad de uso del Google Gadget creado para que incluso los usuarios
finales puedan incorporar datos semánticos a sus páginas web se manera sencilla, pero
parece razonable suponer que la estrategia seguida consigue poner la Web Semántica al
alcance de usuarios finales y desarrolladores de aplicaciones web.
La experimentación con perfiles de usuario abre una prometedora línea de investiga-
ción que podría ser explotada por los agentes semánticos del futuro próximo. También ha
quedado abierta la especificación de una ontología que permita caracterizar a las plantillas
de VPOET. Información acerca de navegadores soportados o parámetros técnicos que per-
mitan identificar los dispositivos en los que pueda ser usada la plantilla permitirán ampliar
la utilidad de las plantillas VPOET.
Capítulo 6
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Este capítulo muestra los experimentos llevados a cabo para evaluar las propuestas
descritas en el capítulo 3. La evaluación de Fortunata se llevó a cabo por especialistas
en usabilidad y por desarrolladores de aplicaciones. La evaluación por parte de los es-
pecialistas en usabilidad permitió corregir deficiencias en tiempo de diseño, previo a la
creación de las herramientas OMEMO y VPOET, y tuvo como resultado una guía de reco-
mendaciones para desarrolladores de aplicaciones basadas en Fortunata. La evaluación
con desarrolladores permitió evaluar la capacidad colaborativa de Fortunata.
La evaluación de las hipótesis relacionadas con OMEMO y VPOET se llevó a cabo
con usuarios que ejercían el rol de diseñadores gráficos. El objetivo de este estudio fue
evaluar la usabilidad de las herramientas OMEMO y VPOET, así como medir el grado de
satisfacción de los usuarios con respecto al interfaz de usuario. El motivo para realizar
este experimento es el siguiente: aunque se han tratado de mostrar las ventajas de crear
aplicaciones web semánticas basadas en Fortunata, dichas aplicaciones se encuentran li-
mitadas por las capacidades interactivas provistas por el wiki-engine (JSPWiki) sobre el
que se apoya Fortunata. Por tanto, hay que comprobar que las ventajas que obtienen los
desarrolladores no suponen una penalización excesiva en la usabilidad o satisfacción de
los usuarios. Evidentemente, una aplicación ad hoc siempre puede ofrecer más y mejo-
res elementos interactivos, pero el coste de desarrollo será mucho mayor. Las siguientes
secciones describen en detalle el procedimiento experimental, mostrando el cuestionario
de evaluación utilizado, los análisis realizados, así como los resultados más relevantes
encontrados.
6.1. Evaluación de la plataforma Fortunata
La usabilidad puede ser definida como “la facilidad de utilización y aceptación de un
sistema para un tipo concreto de usuarios que llevan a cabo una tarea específica en un
entorno específico” [Holzinger, 2005]. En el contexto de las aplicaciones web semánticas,
la usabilidad es todavía un reto importante [Heath et al., 2006].
Por tanto, en este trabajo se ha intentado medir y conocer cuán utilizables son las apli-
caciones basadas en Fortunata. A este fin, se ha analizado la usabilidad de OMEMO y
VPOET, como ejemplos del tipo de aplicaciones que pueden ser creadas con la plataforma
Fortunata.
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En el área de la usabilidad se identifican dos grupos principales de técnicas de evalua-
ción de la usabilidad [Holzinger, 2005]:
Métodos de Test, aplicados normalmente a aplicaciones que están funcionando (o al
menos con prototipos iniciales de estas aplicaciones), que requieren usuarios reales
de estas aplicaciones.
Métodos de Inspección, normalmente usados durante la fase de diseño de las aplica-
ciones para identificar problemas potenciales de usabilidad, que no requieren usua-
rios reales sino evaluadores de usabilidad.
En esta evaluación se han aplicado métodos de inspección, ya que el objetivo ha sido
identificar problemas potenciales de usabilidad de las aplicaciones durante su fase de di-
seño. Los Métodos de Inspección comprenden diferentes técnicas, como: Evaluación Heu-
rística (HE), Repaso Cognitivo, y Análisis de Acción; que requieren evaluadores con dife-
rentes niveles de competencias. El primero de ellos (HE) fue el seleccionado debido a que
requiere evaluadores con menores competencias, lo que significa que los evaluadores no
necesitan ser expertos en usabilidad, que son difíciles de conseguir. En realidad, un grupo
de 3-5 evaluadores aplicando esta técnica identifican típicamente el 75-80 % de todos los
problemas de usabilidad [Baker et al., 2001].
Se preguntó a los evaluadores si la interfaz de usuario seguía unos principios de usabi-
lidad bien conocidos, y los resultados de la evaluación se utilizaron para mejorar Fortunata
y para crear una “guía de usabilidad” para los desarrolladores de aplicaciones basadas en
Fortunata.
El segundo tipo de evaluación se centró en la medición de la capacidad de Fortunata en
cuanto a colaboración contributiva. En este experimento se seleccionaron varios desarrolla-
dores con competencias similares en tecnologías web cliente y con mínimos conocimientos
de tecnologías de la Web Semántica, y fueron divididos en dos grupos identificados respec-
tivamente como “A” y “B”. Se propuso un objetivo común a ambos grupos, consistente en
la creación de manera incremental de las siguientes tres aplicaciones web semánticas:
1. Una “Agenda personal”, con una interfaz de usuario para proporcionar el nombre,
dirección de correo electrónico, y teléfono.
2. Usando los datos del paso 1, crear la funcionalidad necesaria para proporcionar una
interfaz de usuario para organizar reuniones de una persona dada.
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3. Usando los datos del paso 2, añadir la funcionalidad necesaria para mostrar la gente
implicada en una reunión en una fecha dada.
El primer grupo “A” no tenía ningún conocimiento de Fortunata, de forma que fueron
libres de usar sus tecnologías y herramientas de desarrollo preferidas. La única restricción
que debían seguir era la de cumplir las “ocho reglas de oro” de la usabilidad (descritas en
la siguiente sección). El segundo grupo “B” recibió un breve entrenamiento (en la forma
de un tutorial práctico de 20 minutos) acerca de la plataforma Fortunata, y se les pidió
usar esta plataforma siguiendo la “guía de usabilidad” obtenida del primer experimento.
El experimento finalizó rellenando un completo cuestionario con preguntas cuantitativas y
cualitativas.
6.1.1. Preparación del experimento
Experimento de usabilidad
Se seleccionaron cinco evaluadores de usabilidad de la Universidad Autónoma de Ma-
drid y se les pidió evaluar independientemente prototipos iniciales de OMEMOy VPOET.
Durante las sesiones de evaluación cada evaluador usó las aplicaciones varias veces, co-
menzando desde distintos puntos, inspeccionando los elementos interactivos. Tuvieron que
responder preguntas relacionadas como “las ocho reglas de oro” [Shneiderman y Plaisant,
2005], mostradas en la tabla 6.1.
El cuestionario se componía de diez preguntas de [Nielsen y Mack, 1994]. Es un cues-
tionario Likert ‘basado en preguntas de elección forzada, en los que se presenta una frase
y se debe responder indicando el grado de acuerdo o desacuerdo con la frase en una es-
cala de 5 (o 7) puntos.” [Brook, 1996], con siete posibles valores para las respuestas en el
rango entre 1 (difícil) y 7 (sencillo). Además de las opciones, cada pregunta tenía un cam-
po opcional de comentarios. La tabla 6.2 muestra las preguntas 1. Adicionalmente, cada
evaluador proporcionó una lista de recomendaciones para mejorar la usabilidad. Estos co-
mentarios y recomendaciones se analizaron una vez que se llevaron a cabo las evaluaciones
independientes.
1Disponible en http://ishtar.ii.uam.es/fortunata/Wiki.jsp?page=
QuickUsabilityTestForEvaluators
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Tabla 6.1: Las “ocho reglas de oro” de la usabilidad.
ID Regla Descripción
1 Consistencia
Debe haber consistencia en las acciones, terminología (mensajes, me-
nús, y ventanas de ayuda) y los gráficos (colores, distribución, y tipos
de letra).
2
Usabilidad
universal
Cada usuario tiene una necesidad, por tanto, el sistema debe pro-
porcionar algún mecanismo para transformar los contenidos. No sólo
usuarios discapacitados, sino diferencias entre principiantes-expertos
(los principiantes necesitan explicaciones, los expertos necesitan ata-
jos (shotcuts), o rangos de edad.
3
Reacción
informativa
Cada acción del sistema debe producir una reacción. Para acciones
comunes poco importantes, la reacción debe ser pequeña, pero las ac-
ciones infrecuentes o importantes deben producir una respuesta más
grande.
4 Diálogos
Los diálogos deben ser diseñados para finalizar algo. Las secuencias
de acciones se deben organizar en grupos, con un comienzo, desarro-
llo, y fin. Por ejemplo, el concepto de carrito en aplicaciones web, con
visualización de etapas terminadas y pendientes.
5
Prevención
de errores
El sistema debe evitar que los uaurios cometan errores, pero si se pro-
duce el error, el sistema debe proporcionar una solución simple, cons-
tructiva, y concreta.
6 Deshacer
Se debe permitir que los usuarios puedan deshacer acciones de forma
sencilla. Todo debería poder deshacerse.
7
Control
del locus
interno
Soporte para el control interno del locus. Los usuarios expertos deben
tener la sensación de controlar la herramienta. Los usuarios deben ini-
ciar las acciones, no sólo responder a ellas.
8
Carga de
memoria
Reducir la carga de memoria de corto plazo. Evitar múltiples venta-
nas, códigos, o secuencias complejas.
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Tabla 6.2: Cuestionario para los evaluadores de la usabilidad de las aplicaciones basadas
en Fortunata.
ID Pregunta
1
Visibilidad del estado del sistema.
El sistema debería mantener al usuario siempre informado acerca de lo que está
sucediendo, mediante una respuesta adecuada en un tiempo razonable.
2
Correspondencia entre el sistema y el mundo real.
El sistema debe hablar el lenguaje del usuario, con palabras, frases, y conceptos
familiares al usuario, en vez de usar términos orientados al sistema. Debe seguir las
convenciones del mundo real, haciendo que la información aparezca en un orden natural
y lógico.
3
Control del usuario y libertad.
A menudo, los usuarios eligen funciones del sistema por error, y deben tener claramente
marcado una “salida de emergencia” para salir del estado no deseado sin tener que seguir
un diálogo extenso. Debe permitir deshacer y rehacer.
4
Consistencia y estándares.
Los usuarios no deberían tener que preguntarse si diferentes palabras, situaciones, o
acciones, significan lo mismo. Siga las convenciones de la plataforma.
5
Prevención de errores.
Es mucho mejor un diseño cuidadoso que prevenga que un problema suceda, que un
buen mensaje de error. O bien se eliminan las condiciones propensas a errores, o bien se
comprueban y se pide confirmación al usuario antes de ejecutar la acción.
6
Reconocimiento mejor que recordar
Minimizar la carga de memorización del usuario haciendo visibles los objetos, las
acciones, y las opciones. El usuario no debe tener que recordar información de un
diálogo a otro. Las instrucciones de uso del sistema deben estar a la vista o ser
fácilmente recuperables cuando sean necesarias.
7
Flexibilidad y eficiencia de uso.
Los aceleradores (atajos) – invisibles para los usuarios noveles – suelen aumentar la
velocidad de interacción de los usuarios expertos, de forma que el sistema puede atender
tanto a los usuarios sin experiencia como a los expertos. Se debe permitir que los
usuarios creen aceleradores para sus acciones más frecuentes.
8
Estética y diseño minimalista.
Los diálogos no deberían contener información irrelevante o de escaso uso. Cada unidad
adicional de información en un diálogo compite con el resto de unidades de información
y disminuye su visibilidad relativa.
9
Ayude a los usuarios a reconocer, diagnosticar, y recuperarse de los errores.
Los mensajes de error debe ser expresados en un lenguaje sencillo (sin códigos), indicar
con precisión el problema, y sugerir una solución constructiva.
10
Ayuda y documentación.
Aunque es mejor si el sistema puede ser usado sin documentación, puede ser necesario
proporcionar ayuda y documentación. Toda esa información debe ser fácil de buscar,
estar centrada en la tarea del usuario, mostrar una lista de pasos concretos que llevar a
cabo, y no ser demasiado grande.
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Figura 6.1: Resultados del cuestionario para desarrolladores de aplicaciones basadas en
Fortunata.
Experimento de colaboración
Para el segundo experimento se seleccionaron seis estudiantes de un curso de master de
“Tecnologías de la Web Semántica”. Tres estudiantes fueron asignados al grupo “A” (de-
sarrolladores tradicionales) y los otros tres fueron asignados al grupo “B” (desarrolladores
de Fortunata). El cuestionario se comprendía se dos bloques principales de preguntas re-
lativas a la complejidad, la colaboración, y la contribución. Algunas preguntas (Q3 a Q6)
usaron el anterior rango de valores basado en escalas Likert, y el resto proporcionó un valor
numérico continuo. Estas preguntas se muestran en la tabla 6.3.
6.1.2. Resultados experimentales
Experimento de usabilidad
Para el primer experimento propuesto, la figura 6.1 muestra los valores promedio asig-
nados por los evaluadores a cada pregunta, así como sus desviaciones estándar. El valor
medio de usabilidad (línea discontinua) fue 5.66 (con valores posibles en el rango [1, 7]),
con una desviación estándar de 1.16 (líneas de puntos).
La pregunta Q3 (“Control del usuario y libertad”) obtuvo valores bajos debido a la falta
de funcionalidad para deshacer y rehacer acciones. Aunque el wiki-engine proporciona
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Tabla 6.3: Cuestionario para desarrolladores de aplicaciones basadas en Fortunata.
ID Objetivo de laevaluación Pregunta
1 Complejidad Horas dedicadas a crear la aplicación
2 Complejidad Número de herramientas usadas para crear la aplicación
3 Complejidad Nivel de dificultad para crear la aplicación
4 Colaboración
Nivel de dificultad para seguir las “ocho reglas de la usabi-
lidad”
5 Colaboración Nivel de dependencia del “código previo”
6 Colaboración
Nivel de dificultad para compartir el código fuente de su
aplicación
mecanismos para deshacer, por medio de un control de versiones capaz de volver cualquier
página wiki a un estado anterior, la funcionalidad implementada por los F-plugins debería
ser capaz de dar soporte a esta capacidad. Las versiones actuales de OMEMO y VPOET
no tienen esta capacidad.
Muchas preguntas (Q2, Q3, Q5, Q8, Q9) tuvieron valores altos de consenso (valores
bajos de desviación estándar)) por parte de los evaluadores (desv. est. = 0.55). El menor
consenso fue para Q6 (desv. est. = 0.84).
Las recomendaciones (cualitativas) de los evaluadores y su relación con las “ocho reglas
de oro” se resumen en la tabla 6.4. Algunas recomendaciones fueron añadidas a la libre-
ría de Fortunata (e.g. Rec1), otras recomendaciones fueron guías genéricas (e.g. Rec2 and
Rec3) que no han tenido una implementación concreta en la librería de Fortunata. Final-
mente, hubo un grupo de recomendaciones que se pueden conseguir “trucando” JSPWiki
(e.g. Rec4 and Rec5), pero otras recomendaciones no se pueden seguir porque la versión ac-
tual del wiki (JSPWiki version 2.4) no puede soportarlas (e.g. Rec6 and Rec7) o porque no
se han implementado aún (e.g. Rec8). La “guía de usabilidad para dearrolladores basados
en Fortunata”, en la que se reúnen estas recomendaciones, se puede encontrar en http://
ishtar.ii.uam.es/fortunata/Wiki.jsp?page=UsabilityRecomendations4Fortunata.
Experimento de colaboración
Del cuestionario usado en el segundo experimento (véase tabla 6.3), se pueden consi-
derar dos tipos de resultados,cuantitativos (preguntas Q1 y Q2), y cualitativos (Q3 a Q6).
Las preguntas cuantitativas fueron diseñadas para medir el esfuerzo de desarrollo de las
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Tabla 6.4: Agregación de recomendaciones de usabilidad de los evaluadores.
ID Recomendación R. Solución proporcionada por el API de Fortunata
Rec1
Los mensajes de
ejecución deben tener
fijada una
localización, unos
colores y unos
tamaños de letra
#1,
#2
El API de Fortunata proporciona un método unificado
para mostrar los mensajes de ejecución, con tres
niveles distintos de avisos (“realizado con éxito”,
“aviso” y “error”), visualmente diferenciados.
Rec2
Uso de enlaces a
páginas de datos o
ayuda para evitar
tener que recordar
códigos o
identificadores.
#8,
#7,
#3
Recomendación general sin efectos en el API de
Fortunata
Rec3
Los formularios
deben caber en una
sola página (para
evitar scrolls de
página). Se
recomienda el uso de
pestañas (tabs) en
formularios grandes
#5,
#7,
#8
Recomendación general sin efectos en el API de
Fortunata
Rec4
Redireccionamiento
por medio de enlaces
#6
No hay redireccionamiento dinámico de páginas. Por
tanto, la ejecución de un plugin no puede cambiar la
página wiki. La solución es poner un enlace a la
página destino en el texto del mensaje de ejecución del
plugin.
Rec5
Mejorar las
capacidades de los
formularios
#4
JSPWiki impone algunas restricciones a los
formularios: (1) sólo los botones pueden disparar los
plugins, (2) no se permite Javascript, (3) No hay listas.
Los evaluadores no encontraron en estas limitaciones
problemas severos de usabilidad.
Rec6
Cambios dinámicos
de skin
#2
La versión actual de JSPWiki soporta skins, pero no
pueden cambiarse dinámicamente. La mayor parte de
los skins soporta cambios de tamaño de letra.
Rec7
Capacidades
Deshacer/Rehacer
#6
El wiki-engine proporciona un control de versiones de
las páginas wiki, permitiendo deshacer/rehacer los
contenidos de cada página wiki. Sin embargo, en lo
relativo a la funcionalidad de los F-plugins, el
deshacer/rehacer debe ser implementado por el
desarrollador del plugin.
Rec8
Editores avanzados
(e.g. código fuente
coloreado, campos de
texto con
auto-completado)
#5,
#4
Esta funcionalidad Esta funcionalidad no ha sido
implementada aún en JSPWiki por ningún
contribuidor. Estas capacidades servirían para mejorar,
por ejemplo, el editor de plantillas de VPOET.
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Figura 6.2: Dos primeras preguntas del cuestionario para desarrolladores. Tiempo total de
desarrollo (Q1) y número medio de herramientas usadas (Q2) para dos tipos de desarrolla-
dores: grupo de control (A) y grupo de Fortunata (B).
aplicaciones basadas en Fortunata (véase figura 6.2). Los resultados de Q1 muestran que el
número de horas de desarrollo (suma de los tres pasos contributivos) se reduce alrededor
de un 40 % si se usa la plataforma Fortunata. Los resultados obtenidos para Q2 muestran
que el número de herramientas de desarrollo se reduce alrededor de un 60 %. Nótese que
los tres desarrolladores del grupo B usaron únicamente la herramienta Fortunata, por lo que
desv. est. = 0.0.
La figura 6.3 muestra los resultados del resto de las preguntas. En todas ellas la re-
ducción por usar Fortunata está entre el 10 % (Q4) y el 60 % (Q6). El grupo A tuvo un
consenso uniforme para todas las preguntas (desv. est. = 0.58) excepto para Q4 (desv. est.
= 1.0). El grupo B tuvo también un consenso uniforme para todas las preguntas (desv. est.
= 0.58) excepto para Q2 en el que el acuerdo fue completo (desv. est. = 0.0).
6.1.3. Conclusiones de la evaluación de Fortunata
Los experimentos realizados han permitió evaluar dos aspectos de Fortunata:(1) la ca-
lidad de las aplicaciones que se pueden generar con Fortunata, y (2) las ventajas que aporta
a los desarrolladores de aplicaciones web semánticas. La calidad se ha medido por me-
dio de la usabilidad de las aplicaciones en estados iniciales de su desarrollo (prototipos)
mediante evaluaciones estándar de usabilidad. Estas medidas se ven confirmadas y amplia-
das en estudios de usabilidad y satisfacción de usuario llevados a cabo en la evaluación
de las versiones finales de las aplicaciones OMEMO y VPOET (véase sección 6.2). Las
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Figura 6.3: Resultados de las preguntas Likert del cuestionario para desarrolladores.
ventajas obtenidas por los desarrolladores que utilizan Fortunata son: (1) reducción de los
tiempos de desarrollo, y (2)reducción de las competencias requeridas para desarrollar estas
aplicaciones.
La principal limitación de esta evaluación es el reducido número de desarrolladores
participantes en las pruebas, un total de seis. Sin embargo, los participantes mostraron
bastante acuerdo en sus evaluaciones y un elevado nivel de satisfacción.
6.2. Evaluación de las herramientas OMEMO y VPOET
La sección anterior mostró que Fortunata facilita a los desarrolladores la creación de
aplicaciones web semánticas. Los desarrolladores ven simplificada la generación de la in-
terfaz de usuario, pero a cambio ven restringido el tipo de interfaces de sus aplicaciones
por el wiki-engine usado, en el caso de Fortunata por JSPWiki. Por tanto, hay que compro-
bar que las aplicaciones creadas tienen unos valores razonables de calidad. Es decir, que
las ventajas que obtienen los desarrolladores no son a cambio de una baja calidad de los
interfaces de usuario. En concreto, la calidad de las aplicaciones se ha medido evaluando
la usabilidad y el grado de satisfacción del usuario con respecto a la interfaz de usuario.
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6.2.1. Descripción del experimento
Se seleccionaron quince personas post-graduadas de nuestra institución académica. To-
dos ellos tenían una base tecnológica y al menos conocimientos básicos de lenguajes web
cliente tales como HTML, CSS o Javascript. Asistieron a una charla de 20 minutos en la
que se les informó de las actividades que debían realizar en el rol de Diseñador Web. Esta
charla introductoria les proporcionó una visión general de OMEMO y VPOET, siguiendo
un tutorial on-line. Tras esta presentación, se les fijó un objetivo: crear una visualización pa-
ra la clase Person definida en la ontología FOAF versión 20050403, utilizando el sistema
propuesto. Se eligió esta clase por ser una de las más usada en la Web Semántica (11·106
instancias en marzo de 2006) [Finin y Ding, 2006]. No se asignaron tiempos máximos o
mínimos para realizar esta tarea. Se proporcionaron algunas fuentes de datos semánticos
con instancias de la dicha clase para que los diseñadores web pudieran probar sus diseños.
Conviene recordar que los usuarios de VPOET pueden visualizar sus diseños utilizan-
do fuentes de datos accesibles a través de la web, con el objetivo de detectar fallos en los
diseños. Ejemplos típicos de estos errores son: mostrar de forma errónea propiedades multi-
valuadas, como Person.knows; o visualizaciones erróneas de propiedades sin valor, como
Person.title. Una vez que el usuario ha terminado y probado su diseño, debe rellenar
un cuestionario detallado que será mostrado en la siguiente sección.
6.2.2. Descripción del cuestionario
El objetivo de este cuestionario es medir la usabilidad de OMEMO y VPOET, así como
el nivel de satisfacción del usuario con respecto a estas herramientas basadas en Fortunata.
El análisis detallado de las respuestas nos permite obtener información detallada acerca de
qué aspectos concretos son más difíciles de manejar o ser entendidos por los estos usua-
rios; y, por tanto, son susceptibles de ser mejorados. Como estas dos herramientas están
orientadas a usuarios finales con experiencia en lenguajes web cliente, se consideró que las
respuestas al cuestionario podían dependen del nivel de competencia de los usuarios con
respecto a estas tecnologías. Por tanto, el cuestionario no comprende sólo preguntas relati-
vas a las usabilidad o la satisfacción, sino que tiene partes adicionales relacionadas con la
evaluación de los conocimientos del usuario y preguntas abiertas, lo que dio resultado a un
detallado cuestionario (52 preguntas) divididos en 4 secciones:
1. Evaluación de los conocimientos de lenguajes cliente
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Tabla 6.5: Estructura del cuestionario presentado a los participantes.
Partes Preguntas
# IDs
Parte 1: Competencias del usuario
Experiencia 1 Ex-Q1
Competencias específicas 8 Sk-Q1 - Sk-Q8
Parte 2: Usabilidad
Bloque 1: Aprendizaje 4 U-Q1 - U-Q4
Bloque 2: Realimentación y errores 4 U-Q5 - U-Q8
Bloque 3: Adaptación al usuario 5 U-Q9 - U-Q13
Bloque 4: Aspectos más positivos y menos 2 U-Q14 - U-Q15
Parte 3: Satisfacción
Bloque 1: Reacción general al software 6 S-Q1 - S-Q6
Bloque 2: Pantalla 3 S-Q7 - S-Q9
Bloque 3: Terminología e Información del sistema 5 S-Q10 - S-Q14
Bloque 4: Aprendizaje 6 S-Q15 - S-Q20
Bloque 5: Capacidades del sistema 5 S-Q21 - U-Q25
Parte 4: Preguntas abiertas 3 O-Q1 - O-Q4
Total 52
2. Evaluación de la usabilidad de las herramientas OMEMO y VPOET
3. Evaluación del grado de satisfacción del usuario con respecto a la interfaz de usuario
4. Preguntas abiertas
Las partes 2 y 3 son cuestionarios estándar 2, descritos en profundidad en la sec-
ción 6.2.4, divididos por bloques de preguntas. La tabla 6.5 muestra estas partes y bloques,
el numero de cuestiones de que se compone cada uno, y el identificador de cada pregunta.
Cada parte se detalla en las siguientes subsecciones.
6.2.3. Evaluación de las competencias de cada participante
El nivel de competencia de una usuario fue medido utilizando dos variables diferentes.
La primera de ellas, experiencia (años de experiencia trabajando con estas tecnologías)
2Véase http://oldwww.acm.org/perlman/question.html
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Figura 6.4: Experiencia en tecnologías cliente (en años) de los participanes.
proporciona una medida sencilla, de grano grueso, de las competencias de los usuarios en
lenguajes web cliente.
La segunda, competencias, proporciona una medida de grano fino del nivel de compe-
tencia en cada una de las mismas. Los participantes de esta prueba iban desde 1 año de
experiencia y conocimientos tan básicos con HTML básico, hasta usuarios que utilizan las
últimas tendencias y tecnologías, como los mashups.
La variable experiencia fue medida en años, con 5 valores diferentes: 1, 2, 3, 4, 5+, este
último para usuarios con 5 o más años. Por tanto, esta variable sólo puede tomar valores
positivos.
En la fig 6.4 se muestra el histograma de la experiencia de los participantes. En esta
figura se puede ver que más del 30 % de los participantes tiene sólo un año de experiencia
en tecnologías web cliente, y que sólo el 13 % de los participantes tiene más de 5 años de
experiencia en el uso de estas tecnologías. La hipótesis de este trabajo es que las últimas
tecnologías cliente, conocidas como Web 2.0, no se utilizan tanto como cabría esperar
debido a que están orientadas más a programadores que a diseñadores gráficos.
A fin de determinar el grado de adopción de las tecnologías anteriormente citadas por
parte de nuestra muestra de usuarios, se usó una segunda variable, llamada competencia.
Esta variable fue medida con una auto-evaluación sobre ocho temas distintos, y fue re-
presentada por valores enteros en un rango desde 1 (básico) a 5 (avanzado), incluyendo
también como opción “N.A” como una posible respuesta (“No Aplicable”). La tabla 6.6
muestra los temas que se usaron para evaluar las competencias de los participantes.
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Tabla 6.6: Preguntas utilizadas para medir las competencias de los participantes en tecno-
logías cliente.
Parte 1. Conocimientos en tecnologías cliente
Sk-Q1. HTML
Sk-Q2. CSS
Sk-Q3. DHTML(Javascript + DOM)
Sk-Q4. AJAX básico (Javascript + invocación asíncrona + DOM)
Sk-Q5. AJAX avanzado nivel 1 (AJAX básico + uso de XML/JSON)
Sk-Q6. AJAX avanzado nivel 2 (AJAX básico + uso de API’s = mashups)
Sk-Q7. Flash básico
Sk-Q8. Flash avanzado (intercambio de datos XML y/o comunicación con Java/otros)
Se ha calculado el valor de competencia como la suma de los valores numéricos libre-
mente auto-asignados por cada usuario conforme a su nivel de competencia en cara uno de
los temas de la tabla 6.6. Puesto que el máximo valor de cada tema es 5, el mayor valor de
competencia es 40. Aunque tanto experiencia como competencia son variables discretas,
la segunda tiene un rango de valores mucho mayor. La figura 6.5 muestra las competencias
de los participantes, con los temas organizados por columnas. Por ejemplo, en la columna
‘HTML’ se puede observar que alrededor del 40 % de los participantes declara conoci-
mientos avanzados en esta tecnología (rectángulo punteado). Hay que destacar que este
es el único tema en el que alguno de los participantes manifiesta conocimientos avanza-
dos. También es destacable que hasta el 80 % de los participantes manifestaron no tener
conocimientos (rectángulo negro) en tecnologías de última generación (AJAX o Flash).
Estos resultados avalan la hipótesis de que las últimas tecnologías cliente no se uti-
lizan tanto como cabría esperar, al menos para el conjunto de usuarios utilizado en este
experimento.
Para saber la relación entre los años de experiencia y los conocimientos, se han creado
unos gráficos que muestran competencia vs. experiencia. Estos gráficos se muestran en las
figuras 6.6 y 6.7. Los participantes con menos experiencia en tecnologías cliente muestran
los valores más bajos de competencia, como parece logico; sin embargo, es destacable que
la competencia alcanza un máximo entre 3-5 años de experiencia y después decrece. Por
tanto, los usuarios con más años de experiencia no son los que tienen el mayor nivel de
competencia.
Esto podría ser razonable para usuarios principiantes, ya que dominar las últimas tec-
nologías requiere dominar las tecnologías anteriores, y esto requiere tiempo, y por tanto
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Figura 6.5: Nivel de competencia en tecnologías cliente de los participantes.
experiencia. Sin embargo, en el caso de usuarios experimentados, los resultados obtenidos
sugieren que estos usuarios no utilizan las nuevas tecnologías por alguna razón.
Se puede explicar el máximo alrededor de 3-5 años con el argumento de que aunque las
tecnologías AJAX se encuentran disponibles en los navegadores más usados desde 20023,
la popularización de AJAX viene de la primera “Web 2.0 Conference” que tuvo lugar en
2004. Nuestra hipótesis es que las últimas tecnologías están orientadas a programadores,
rompiendo con la tendencia de orientación a usuarios finales de las tecnologías cliente
previas. Esta nueva tendencia resulta compleja para los usuarios veteranos, y en 2004 se
produjo una fractura que hizo que únicamente los usuarios principiantes adoptasen estas
tecnologías. Hoy, esos usuarios tienen entre 3 y 5 años de experiencia.
Esta hipótesis es consistente con este trabajo de tesis en el sentido de que las platafor-
mas basadas en wikis son capaces de simplificar el uso de las últimas tecnologías, evitando
tener que programar, y por tanto son útiles para la mayoría de los usuarios.
3AJAX existe desde que el IE5.0 implementó XMLHTTPRequest (marzo de 1999). Mozilla lo imple-
mentó en su versión 1.0 (2002). Aunque hay un Working Draft del W3C, aún no hay una especificación
estándar.
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Figura 6.6: Nivel de competencias frente a años de experiencia. Los cuadrados muestran el
valor medio.
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Figura 6.8: Usabilidad en función del nivel de competencias del usuario.
6.2.4. Evaluando la usabilidad en las herramientas basadas en Fortu-
nata
La usabilidad puede ser considerada uno de los parámetros más importantes de calidad
en la producción de software hoy en día. El éxito de un sistema está muy relacionado con lo
que los usuarios dicen que les gusta [DeLone y McLean, 1992; Delone y McLean, 2003].
Para obtener una medida de la usabilidad del sistema propuesto se usó un test estándar:
“Practical Heuristics for Usability Evaluation” [Perlman, 1997]. Como se mostró en la
tabla 6.5, este test se compone de 4 bloques de preguntas (en total 13 preguntas) acerca de
distintos aspectos del uso de la aplicación, con valores que van desde 1 (malo) a 5 (bueno),
proporcionando una medida efectiva de la usabilidad del sistema percibida por el usuario.
Estas preguntas se agruparon en cuatro grupos: “Aprendizaje” (4 preguntas), “Reali-
mentación y errores” (4 preguntas), “Adaptación al usuario” (5 preguntas), y dos preguntas
abiertas (U-Q14 y U-Q15). La primera pregunta solicita una lista de los aspectos más posi-
tivos, y la segunda solicita una lista de los aspectos más negativos de la herramienta. Como
ejemplos de aspectos positivos apuntados por los usuarios podemos mencionar “la simpli-
cidad del sistema”, o “el Google Gadget de VPOET es muy útil”. Los aspectos negativos
más demandados son “facilidades gráficas para insertar las macros” o “más ejemplos en el
tutorial”.
El análisis de la usabilidad se basó en el valor promedio asignado en el test mostrado
anteriormente, que resulta en un variable continua denotada usabilidad. Los valores ob-
tenidos se muestran en la figura 6.8. El valor promedio obtenido es 4.1 (un buen valor
considerando que los valores posibles se mueven en el rango [1-5]), con una desviación
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estándar de 0.595. Los usuarios con mayores competencias tienen una ligera tendencia a
asignar un valor menor de usabilidad. Una posible explicación es que este tipo de usuarios
son más exigentes, lo que resulta en asignaciones más bajas a la usabilidad. La correlación
lineal (mostrado como R2) con competencias es muy baja: 0.121. La correlación lineal entre
usabilidad y experiencia es incluso menor (R2=0.014). Una posible interpretación es que,
aunque es una tendencia ligera, la usabilidad está más correlaciona con las competencias
que con la experiencia porque competencias es una mejor medida del nivel de conocimien-
to que experiencia. Con el fin de encontrar qué factores determinan mejor la usabilidad, se
llevó a cabo un análisis en mayor profundidad .
Las preguntas relativas a la usabilidad están agrupadas en tres bloques principales (blo-
ques 1-3), como se mostraba en la tabla 6.5. El bloque 4 fue rechazado por comprender
las anteriormente citadas “Preguntas abiertas” y no poder extraer de manera sencilla un
valor numérico de las respuestas. El valor promedio de las respuestas de estos tres bloques
proporcionó el valor de usabilidad de cada participante.
Para medir el “peso” de cada bloque en el valor asignado de usabilidad, se calcularon las
correlaciones lineales entre usabilidad y la media de cada uno de los bloques. Se encontró
una correlación muy alta con el bloque 3 (“Adaptación al usuario”, R2 = 0.930) y con el
bloque 2 (“Realimentación y errores”, R2 = 0.891). Este análisis nos permite concluir que
las preguntas pertenecientes a estos bloques no son relevantes para los participantes a la
hora de evaluar la usabilidad del sistema propuesto. La tabla 6.7 muestra las preguntas
comprendidas en estos bloques relevantes.
Evaluación de la satisfacción del usuario con la interfaz de usuario
Para evaluar la satisfacción del usuario en lo relativo a la interfaz de usuario de las
herramientas basadas en Fortunata se usó una variante ligeramente modificada del test es-
tándar “User Interface Satisfaction” [Chin et al., 1988]. En su versión estándar incluye 27
preguntas, pero fue reducido a 25 debido a solapamientos con las preguntas del test de
usabilidad descrito en la sección anterior. Como muestra la tabla 6.5, estas 25 preguntas
se organizan en 5 bloques conforme al test estándar: “Impresión general de la aplicación”
(5 preguntas), “Presentación en pantalla” (3 preguntas), “Información de la terminología
del sistema” (5 preguntas), “Aprendizaje” (6 preguntas), y “Capacidad del sistema” (5 pre-
guntas). Las respuestas a estas preguntas deben ser valores enteros en el rango de 0 (valor
mínimo) a 7 (valor máximo).
114 CAPÍTULO 6. EVALUACIÓN EXPERIMENTAL
Tabla 6.7: Preguntas más relevantes en relación a la usabilidad del sistema.
Parte 2. Bloque 3. Realimentación y errores.
U-Q5. Proporciona mapas y un rastro. Proporciona una manera de ver adonde ir, qué sucederá.
U-Q6. Muestra al usuario qué es (o no es) posible.
U-Q7 Mapeos intuitivos. Los elementos visuales se corresponden con la acción que realizan.
U-Q8. Reducción al mínimo de la carga de memoria. Evita la necesidad de recordar. Facilidad
para comparar de manera sencilla.
U-Q9. Consistencia y uso de estándares. El mismo término/acción se usa de forma consistente.
Si no hay nada mejor, que sea conforme al estándar
Parte 2. Bloque 2. Adaptación al usuario
U-Q10. Realimentación
U-Q11. Prevención de errores. (Hace que sea difícil cometer errores)
U-Q12. Mensajes de error. Diagnostica correctamente la fuente y la causa de un problema y
sugiere una solución.
U-Q13. Indicaciones claras de salidas y recuperación de errores. El usuario puede salir fá-
cilmente de un estado indeseado. La aplicación asume que el usuario cometerá errores y necesitará
recuperar estados anteriores
Para lograr una medida de la satisfacción del usuario, no se consideró el promedio de
todas las respuestas, sino que se consideró que el primer bloque “Impresión general de la
aplicación” podía ser considerado por sí mismo una medida de grano grueso de la satis-
facción del usuario. De la media de este bloque resultó una variable reacciónGlobal. Una
medida de grano fino, denotada satisfacciónPromedio, se obtuvo calculando la media del
resto de bloques. Una vez calculadas esta variables se calculó la correlación entre ellas,
encontrando un valor R2 = 0.97. Este valor no se consideró lo suficientemente grande co-
mo para elegir una única variable para medir la satisfacción, por lo que ambas variables
fueron consideradas en el análisis posterior. El valor promedio de satisfacciónPromedio y
reacciónGlobal fue 5.8 (std. desv. = 0.74) y 6.06 (std. desv. = 0.53) respectivamente.
La figura 6.9 muestra la relación entre la satisfacción del usuario y sus competencias.
Las dos variables elegidas como medida de la satisfacción muestran comportamientos pa-
recidos. Es destacable que el comportamiento de la satisfacción frente a la competencias
del usuario es muy similar al mostrado por la usabilidad, esto es, los usuarios con mayo-
res niveles de competencias asignan valores ligeramente menores a la satisfacción. Esta
tendencia es similar para ambas medidas de la satisfacción, con valores de correlación si-
milares.
La tabla 4 muestra las preguntas con las que se calculó la variable reacciónGlobal
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Figura 6.9: Satisfacción en función del nivel de competencias del usuario.
Tabla 6.8: Preguntas usadas para medir reacciónGlobal.
Parte 3. Bloque 1. Impresión general de la aplicación
S-Q1. terrible - maravilloso
S-Q2. difícil - fácil
S-Q3. frustrante - satisfactorio
S-Q4. potencia inadecuada - potencia adecuada
S-Q5. poco estimulante - muy estimulante
S-Q6. rígido - flexible
(bloque 1, parte 3 del cuestionario). En realidad no son preguntas, sino nivel de acuerdo
entre dos extremos, con valores en el rango [1,7].
Para evaluar las dependencias de satisfacciónPromedio con respecto a sus 4 bloques de
preguntas, se calcularon las correlaciones lineales con las medias de cada bloque. Los re-
sultados, ordenados por R2, fueron: bloque 4 (“Aprendizaje”, 0.900), bloque 5 (“Capacidad
del sistema”, 0.854), bloque 2 (“Presentación en pantalla”, 0.700), y bloque 3 (“Informa-
ción de la terminología y del sistema”, 0.167). Por tanto, los bloques 4 (“Aprendizaje”) y 5
(“Capacidad del sistema”) son los más relevantes, mientras que el bloque 3 (“Información
de la terminología y del sistema”) no es muy relevante, y el bloque 2 puede ser considerado
irrelevante. Aplicando este método a reacciónGlobal, y ordenando por R2, se obtiene el
mismo orden de bloques pero con “pesos” bastante diferentes: bloque 4 (“Aprendizaje”,
0.870), bloque 5 (“Capacidad del sistema”, 0.0.647), bloque 2 (“Presentación en pantalla”,
116 CAPÍTULO 6. EVALUACIÓN EXPERIMENTAL
Tabla 6.9: Preguntas más relevantes en relación a la satisfacción del usuario con el interfaz
gráfico del sistema.
Parte 3. Bloque 4. Aprendizaje
S-Q15. Aprendizaje del funcionamiento del sistema (difícil-fácil)
S-Q16. Exploración de nueva funcionalidad por prueba y error (difícil-fácil)
S-Q17. Recuerdo de nombres y uso de comandos (difícil-fácil)
S-Q18. La realización de tareas es directa(nunca-siempre)
S-Q19. Mensajes de ayuda (inútiles-provechosos)
S-Q20. Material de referencia suplementario (confuso-claro)
Parte 3. Bloque 5. Capacidad del sistema
S-Q21. Velocidad del sistema (muy lento - rápido)
S-Q22. Confiabilidad del sistema (No fiable - fiable)
S-Q23. El sistema tiende a ser. . . (ruidoso - estable)
S-Q24. Corrección de errores del usuario (difícil - fácil)
S-Q25. Diseñado para todos los niveles de usuarios (nunca - siempre)
0.0.362), y bloque 3 (“Información de la terminología y del sistema”, 5·10−5). De este aná-
lisis concluimos que los bloques 4 y 5 son los más relevantes para la usabilidad del sistema.
La tabla 6.9 muestra las preguntas de estos bloques.
Preguntas abiertas
La última parte del cuestionario, denotada como parte 4 en la tabla 6.5, comprende tres
preguntas abiertas:
1. ¿Para qué cree que puede servir esta herramienta?
2. ¿Cómo cree que esta herramienta puede ayudarle en su trabajo habitual?
3. Comentarios adicionales
6.2.5. Análisis posterior
Se han realzado análisis experimentales adicionales con el fin de clarificar algunas cues-
tiones surgidas tras los resultados preliminares. Estas cuestiones se detallan en las siguien-
tes subsecciones.
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Tabla 6.10: Preguntas sobre tecnologías web cliente para diseñadores web profesionales.
Grado de acuerdo con las siguientes sentencias
Q1. Integrar diseño y funcionalidad (desarrollada por los programadores) es cada vez más
complejo
Q2. Los diseños web multi-navegador son cada vez más complejos
Q3. Los diseños web multi-dispositivo son muy complejos
Q4. Con las tecnologías AJAX se ha perdido calidad estética en las aplicaciones web
Q5. Las tecnologías AJAX son para programadores, no para diseñadores web
Q6. Las tecnologías AJAX han complicado mucho la realización de diseños para las apli-
caciones web
Q7. Hay que aprender demasiados lenguajes de programación
Q8. La creación de diseños para la Web Semántica es una tarea compleja
Nivel de competencia para usuarios académicos y profesionales
A pesar de que los participantes descritos es la sección anterior cubren un amplio rango
en experiencia y competencias en el área de las tecnologías web cliente, todos ellos pro-
vienen del entorno académico. Con el objetivo de comprobar si la máxima competencia se
alcanza alrededor de los 3-4 años de experiencia para los usuarios profesionales del diseño
web, se creó un cuestionario más ligero. Este cuestionario comprende la parte 1 del test ini-
cial así como una nueva parte en la que se solicita el nivel de acuerdo con algunas consultas
predefinidas. Estas consultas se pueden ver en la tabla 6.10.
Este cuestionario requería diseñadores web profesionales con al menos 3 años de expe-
riencia en tecnologías web cliente, y fue respondido por 10 personas de distintas compañías
(asistentes al congreso MadInSpain 4, referente internacional para los expertos en diseño
gráfico).
Se encontró el mismo resultado, esto es, las competencias alcanzan un máximo alrede-
dor de los 4 años de experiencia, decayendo para experiencias mayores, como puede verse
en la figura 6.10.
El valor promedio asignado a cada una de las preguntas, y su desviación estándar, se
puede ver en la figura 6.11. Del análisis de las respuestas se pueden destacar algunos resul-
tados. La pregunta en la que más participantes están de acuerdo es Q7 (“Hay que aprender
demasiados lenguajes de programación”), con el máximo valor de acuerdo (4.5) y el máxi-
mo consenso (la mas baja desviación estándar, con valor 0.7). Este resultado es consistente
4Véase http://www.madinspain.com/
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Figura 6.10: Usabilidad en función de las competencias del usuario.
con la hipótesis de trabajo.
Sin embargo, el menor acuerdo se da para Q4 (“Con las tecnologías AJAX se ha perdido
calidad estética en las aplicaciones web”), con valor 2.1 y desviación 0.99. Este resultado
muestra que a pesar de que AJAX ha añadido un mayor nivel de complejidad a las tecno-
logías web cliente, los diseñadores aún pueden proporcionar diseños con estéticas de alta
calidad.
Independencia de la satisfacción del usuario con la interfaz y la usabilidad del sistema
Este estudio consideró que la usabilidad y la satisfacción son variables independientes.
Esto provocó que existiesen las partes 2 y 3 del cuestionario. Esta suposición pudo ser con-
firmada una vez que las variables fueron correlacionadas. La correlación entre satisfacción
y usabilidad para los participantes académicos se muestra en la figura 6.12. Como medida
de la satisfacción del usuario se usaron las variables reacciónGlobal y satisfacciónPro-
medio. Se observa que la variable reacciónGlobal está ligeramente más relacionada con
usabilidad (R2 = 0.788) que satisfacciónPromedio (R2 = 0.632). Sin embargo, ninguno de
estos valores es lo bastante alto como para que podamos deducir el valor de satisfacción a
partir del valor de usabilidad, confirmando nuestra hipótesis de que estas variables deben
ser evaluadas por separado. En nuestro caso, mediante formularios distintos.
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Figura 6.11: Grado de acuerdo de los diseñadores profesionales con las preguntas.
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Figura 6.12: Correlación entre satisfacción con la interfaz de usuario y la usabilidad.
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Búsqueda de dependencias no lineales
Una objeción al análisis de las dependencias es que sólo se consideran correlaciones li-
neales. Para asegurar que no hay correlaciones no lineales se usaron las técnicas estadísticas
descritas a continuación.
Para obtener una medida de la dependencia no-lineal de reacciónGlobal respecto de
los cuatro bloques que la componen, se usó un perceptrón multicapa. La capa de salida
predice reacciónGlobal basado en las otras 4 variables (cada variable es el promedio de
las respuestas del bloque correspondiente), que alimentan la capa de entrada. El trabajo
de [Hornik, 1991] estableció que cualquier sistema no lineal puede ser modelado por un
perceptrón multicapa utilizando una única capa oculta. Se probó este clasificador, para dife-
rentes números de unidades en la capa oculta, utilizando un método de validación cruzada
denominado “leave-one-out” para predecir los valores de salida. Este método entrena el
perceptrón con todas las muestras excepto una. Esta es luego usada para probar el per-
ceptrón, obteniendo un error en la predicción. Aplicando este procedimiento a todas las
muestras, se obtiene el error cuadrático medio mostrado en la figura 6.13. En esta figura
se puede observar que el hecho de incrementar el numero de unidades ocultas resulta en
valores de error mayores. La mejor capacidad de predicción se obtiene para 0 unidades,
esto es, mediante una aproximación lineal.
En la figura se pueden ver diversas arquitecturas de capas ocultas con las que se expe-
rimentó. Por ejemplo, la arquitectura [1,1,X] corresponde a tres capas, la primera con una
unidad, la segunda con una unidad, y la tercera con un número variable de unidades (entre
1 y 10) en la capa oculta.
Se siguió este procedimiento para otras posibles variables dependientes, como satisfac-
ciónPromedio (dependencias de los mismos cuatro bloques) o usabilidad (dependencia de
sus tres bloques constituyentes), encontrando resultados similares, y concluyendo que no
existen relaciones no-lineales entre las variables consideradas.
Tipos de usuarios
Otro de los objetivos ha sido descubrir si hay diferentes “tipos de usuarios” en nuestra
muestra que corroboren los resultados obtenidos en la sección 6.2.3 en los que se detectó
un máximo en el nivel de competencias alrededor de los 4 años de experiencia (véase fi-
gura 6.6). Para explorar esta característica se utilizó un método de clustering denominado
X-Means [Pelleg y Moore, 2000]. Este algoritmo es una versión extendida y mejorada del
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Figura 6.13: Perceptrón multicapa usado para detectar no linearidades
método K-Means [Duda et al., 1973; Bishop, 1995]. Se aplicó este método para encontrar
agregaciones en un espacio 8-dimensional utilizando estas variables: experiencia, compe-
tencias, usabilidad, reacciónGlobal, y los cuatro bloques que comprende la satisfacción
del usuario (presentación, terminología, aprendizaje, y capacidadSist).
Se encontraron dos clusters con tamaños parecidos (8 y 7 usuarios). Para descubrir qué
variables proporcionan una buena visualización en dos dimensiones de estos clusters, se
realizó una búsqueda sistemática utilizando la herramienta de minería de datos Weka 5.
Se encontró que experiencia es la variable clave que separa la muestra, encontrando
una separación óptima en combinación con la variable reacciónGlobal. La proyección de
este espacio 8-dimensional sobre estas dos variables da lugar a la figura 6.14.
La frontera entre estos dos clusters se encuentra alrededor de los 2.5 años, dividien-
do a los usuarios en dos grupos: usuarios con menos de 2.5 años (que serán denominados
“principiantes”), y usuarios son más experiencia (“experimentados”). Los usuarios de cada
cluster comparten características comunes: por ejemplo, los usuarios “principiantes” asig-
nan un valor de satisfacción similar, mientras que los usuarios “experimentados” asignan
un valor de satisfacción en un rango mucho más amplio y en media asignan valores lige-
ramente menores. Los centros de cada cluster pueden ser considerados como el usuario
prototipo de cada cluster. El centro de los usuarios “principiantes” se encuentra en 1.3 años
de experiencia (asignando un valor de reacciónGlobal de 6.0), mientras que el prototipo de
usuario “experimentados” tiene alrededor de 4.0 años de experiencia (asignando una valor
5Véase http://www.cs.waikato.ac.nz/ml/weka/
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Figura 6.14: Dos tipos de usuarios: principiantes (junior) y experimentados (senior)
de reacciónGlobal de 5.5).
Como se mostró en la sección 6.2.3, los usuarios alcanzan un máximo de competen-
cias alrededor de los 3-5 años de experiencia. Por tanto, los usuarios más competentes se
encuentran dentro del cluster de usuarios “experimentados”, compartiendo con ellos las
características del cluster, como los patrones de asignación de valores para usabilidad y
satisfacción.
6.2.6. Conclusiones de la evaluación de OMEMO y VPOET
En lo relativo a los usuarios, hay que destacar que la mayor parte de ellos tienen cono-
cimientos básicos de las últimas tendencias en tecnologías web cliente. Este hecho prueba
la hipótesis de que la creación de diseños gráficos para web es una tarea compleja, lo que
nos anima a seguir investigando en nuevas formas de simplificar esta tarea.
En lo que respecta al experimento llevada a cabo utilizando OMEMO y VPOET, se ha
encontrado un valor razonable para la usabilidad así como para el grado de satisfacción con
la interfaz de usuario. En un rango [0-10], estas herramientas han obtenido valores bastante
buenos de usabilidad (8.2) y satisfacción de la interfaz (8.7). El coste de desarrollo de estas
herramientas es menor que el coste de desarrollar aplicaciones desde cero, en términos de
grado de conocimientos de programación requeridos y tecnologías web cliente. Esto nos
anima a desarrollar más herramientas basadas en Fortunata ya que proporciona un buen
balance entre coste y satisfacción/usabilidad del usuario.
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La usabilidad de estas herramientas es ligeramente mayor para usuarios con menores
competencias, y depende especialmente de los bloques de preguntas relativas a “Adapta-
ción al usuario” y “Realimentación y errores”. La satisfacción del usuario sigue una tenden-
cia similar: mejores valores para los usuarios con menores competencias. La satisfacción
depende especialmente de los bloques de preguntas “Aprendizaje” y “Capacidades del sis-
tema”.
Se ha podido clasificar a los participantes del experimento en dos perfiles de usuario
básicos: aquellos con menos de 2.5 años de experiencia, y los que tienen mayor experiencia.
Hay que destacar que más experiencia no implica mayores niveles de competencia, ya que
los usuarios con más competencias se encuentran alrededor de los 3-5 años de experiencia.
Este último dato ha demostrado ser el mismo, tanto para los participantes académicos,
como para los profesionales del diseño gráfico de las distintas empresas consideradas.
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7.1. Conclusiones
Como resultado de las investigaciones realizadas en el marco de esta tesis doctoral se
ha desarrollado una plataforma software y diversas aplicaciones, con el objetivo de reducir
la brecha tecnológica que separa a los expertos de la Web Semántica de los desarrolladores
de aplicaciones web. La estrategia empleada se centra en lograr que los expertos de la Web
Semántica puedan crear aplicaciones web con facilidad, y en lograr que los desarrolladores
y usuarios puedan manejar datos de la Web Semántica.
Para el primer objetivo se ha propuesto una plataforma llamada Fortunata, dirigida a
desarrolladores con conocimientos de tecnologías de la Web Semántica. Para el segundo
objetivo se ha repartido la tarea entre especialistas en tecnologías web cliente (diseñado-
res web) y desarrolladores de la parte servidora de aplicaciones web. Para los diseñadores
web se han creado dos aplicaciones web, llamadas OMEMO y VPOET, con las que pueden
aplicar sus competencias especializadas para crear unos interfaces web atractivos y reuti-
lizables capaces de manejar datos semánticos. Los desarrolladores pueden aprovechar los
diseños de los diseñadores web para crear fácilmente aplicaciones web capaces de gestionar
datos semánticos. Como ejemplo del tipo de aplicaciones que pueden crear los desarrolla-
dores se ha creado un Google Gadget que permite que los usuarios finales pueden usar
datos semánticos en sus propias páginas web.
Las soluciones aportadas han tenido por líneas maestras la reducción de competencias
o el nivel de las mismas, así como la reutilización. La creación de aplicaciones web semán-
ticas basadas en Fortunata se apoya en el concepto de colaboración por contribución, una
extensión de la contribución por contenidos en la que la colaboración se basa en aportar
funcionalidad en lugar de contenidos.
La evaluación experimental de la plataforma Fortunata ha constado de dos fases. En la
primera, especialistas en usabilidad han evaluado los primeros prototipos de las aplicacio-
nes creadas con Fortunata para corregir las principales deficiencias y elaborar una guía de
usabilidad para creadores de aplicaciones web basadas en Fortunata. En la segunda fase,
y sobre las aplicaciones finales, se ha medido la usabilidad y la satisfacción del usuario,
obtenido resultados favorables que permiten concluir que con Fortunata se pueden crear
aplicaciones con unos valores elevados de calidad, tan sólo limitadas por algunas limita-
ciones del wiki-engine utilizado. Por ejemplo, los test de usuario mostraron que algunos
participantes echaron de menos más facilidades gráficas para insertar las macros o para
colorear automáticamente el código fuente. Aunque la comunidad JSPWiki es muy activa,
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este tipo de funcionalidad puede tardar en ser proporcionada.
7.2. Líneas de investigación futuras
7.2.1. Perfiles semánticos de usuario
La definición semántica de perfiles de usuario, iniciada con MIG, puede permitir la
generación de interfaces adaptadas a las características del usuario, desde sus limitacio-
nes interactivas (e.g. daltonismo o reducida agudeza visual), el dispositivo utilizado, o sus
preferencias estéticas. Para avanzar en esta línea hay que resolver algunas limitaciones ac-
tuales, como son la composición de plantillas,la interacción entre plantillas, o algoritmos
que permitan elegir de manera adecuada la plantilla más adecuada a un perfil dado.
7.2.2. Utilización de plantillas VPOET
Las plantillas de VPOET pueden ser utilizadas por usuarios comunes para mostrar de
manera atractiva información semántica en entornos como páginas personales (por medio
de GG-VPOET), pero se pueden implementar adaptaciones para otros entornos como wikis
o portales semánticos. También se podrían adaptar a los Semantic Pipes para proporcionar
una interfaz de usuario más amigable que la interfaz actual basada en tablas de tripletas
(para salida) o campos de entrada sencillos (para entrada).
La integración de los templates de VPOET en un entorno wiki (por ejmplo, JSPWiki)
estaría condicionada a que el wiki soporte la incorporación de nuevas etiquetas a la sintaxis
del wiki (como es el caso de JSPWiki). Para generar el mensaje HTTP necesario para
explotar las plantillas de VPOET, en el caso de JSPWiki se podría crear un plugin, que
sería invocado por los usuarios en cualquier página wiki mediante un texto como este:
[{VPOETPlugin action=’renderOutput’ designID=’X’ provider=’Y’
source=’Z’ width=’400’ height=’300’}]
7.2.3. My Data Are Mine (MDAM)
Es una iniciativa que aspira a ampliar los derechos que tienen los usuarios sobre sus
datos. Por ejemplo, la legislación española actual permite que un usuario de una compañía
solicite el borrado de todos los datos que dispone la compañía acerca del usuario. Pero
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muy pocas compañías permiten que el usuario obtenga sus datos en formatos electrónicos
estandarizados (como es el caso de algunos bancos que permiten, por ejemplo, descargar
los movimientos de una cuenta en formato Excel).
Si el usuario dispusiera de sus datos en formatos como RDF, podría extenderse el uso
de la reutilización de información. El usuario no tendría que proporcionar una y mil veces
los mismos datos al registrarse en sitios web o para realizar transacciones electrónicas. Con
indicar su repositorio de datos sería suficiente.
Evidentemente, habría que establecer un protocolo de actuación que permitiera al usua-
rio saber a qué tipo de datos va acceder la compañía. En caso de que el usuario diese su visto
bueno, la compañía accedería a los datos solicitados y quedaría suscrita a posibles cambios
en la fuente original. Este mecanismo de suscripción evitaría, por ejemplo, la situación que
se produce cuando un usuario cambia de domicilio. En lugar de tener que informar a todas
y cada una de las compañías que envían su correo postal, serían estas las que serían notifi-
cadas del cambio de domicilio cuando el usuario cambiase la información de su fuente de
datos.
Cuantos más datos pone un usuario en la Web (siguiendo la filosofía Web 2.0) más
apremiante se hace esta necesidad. Por ejemplo, si tras varios años de publicar en un blog
el usuario decide cambiar de proveedor de blog, ¿dispone de herramientas para mover sus
textos, fotos, vídeos, etc, al nuevo blog?. Aunque hay algunas iniciativas en esta dirección,
el problema sigue siendo la multiplicación de la información. Esta necesidad de migración
de datos también se hace evidente en redes sociales web, en las que las facilidades para la
migración de datos son inexistentes.
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Cuestionario para diseñadores gráficos 
especializados en web. Nivel básico. 
 
Este cuestionario pretende medir diversos parámetros de la interacción entre usuarios finales y la herramienta 
VPOET. Estos parámetros permitirán medir la usabilidad y el nivel de satisfacción de los usuarios.  Se asume que los 
usuarios finales tienen unos conocimientos mínimos de los lenguajes de creación de interfaces para Web. En 
concreto se asumen conocimientos elementales de HTML, CSS y, opcionalmente, javascript. 
Caracterización del diseñador 
Años de experiencia con los lenguajes 
HTML, CSS o javascript 
<1 2 3 4 5+ N.A. 
      
 
Conocimientos de tecnologías web 
 
básico 1 2 3 4 5 avanzado N.A. 
 
HTML         
CSS          
DHTML (Javascript + DOM)         
AJAX básico  
    (Javascript + Invocación asíncrona + DOM) 
        
 
AJAX avanzado 1 
     (AJAX básico + tratamiento de XML/JSON ) 
        
 
AJAX avanzado 2 
    (AJAX básico + uso de APIs  = mashups ) 
        
 
Flash básico         
Flash avanzado (intercambio de datos XML y/o 
comunicación con Java/Otros) 
        
 
 
Usabilidad de la herramienta VPOET (Based on: Perlman, G. (1997) Practical Usability Evaluation.) 
 malo 1 2 3 4 5 bueno N.A. 
Ayuda y documentación         
Adaptación al punto de vista del usuario         
Diálogos simples y naturales         
Facilidades para usuarios avanzados 
(aceleradores, customización…)         
 
Proporciona mapas y un rastro 
(Proporciona una manera de ver adonde ir, qué 
sucederá) 
        
 
Muestra al usuario qué es (o no es) posible         
Mapeos intuitivos 
(los elementos visuales se corresponden con la acción 
que realizan) 
        
 
Reducción al mínimo de la carga de memoria 
(Evitar la necesidad de recordar. Facilidad para 
comparar de manera sencilla) 
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Consistencia y uso de estándares 
(El mismo término/acción se usa de forma 
consistente. Si no hay nada mejor, que sea conforme 
al estándar) 
        
 
Realimentación 
(Proporciona una adecuada realimentación sobre los 
procesos/estado del sistema) 
        
 
Prevención de errores 
(Hace que sea difícil cometer errores)          
Mensajes de error 
(Diagnostica correctamente la fuente y la causa de un 
problema y sugiere una solución) 
        
 
Indicaciones claras de salidas y recuperación de 
errores 
(El usuario puede salir fácilmente de un estado 
indeseado. La aplicación asume que el usuario 
cometerá errores y necesitará recuperar estados 
anteriores) 
        
 
Enumere los aspectos más negativos 1.- 
2.- 
3.- 
4.- 
5.- 
Enumere los aspectos más positivos 1.- 
2.- 
3.- 
4.- 
5.- 
 
Satisfacción con el Interfaz de usuario (Based on: Chin, J.P., Diehl, V.A., Norman, K.L. (1988) 
Development of an Instrument Measuring User Satisfaction of the Human-Computer Interface. ACM CHI'88 
Proceedings, 213-218. ©1988 ACM.) 
Impresión general de la aplicación 
 
En completo 
desacuerdo 
1 2 3 4 5 6 7 En completo  
acuerdo 
N.A. 
 
 terrible        maravilloso  
 
 difícil        fácil  
 
 frustrante        satisfactorio  
 
 potencia 
inadecuada 
       potencia 
adecuada 
 
 
 poco 
estimulante 
       muy estimulante  
 
 rígido        flexible  
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Presentación en pantalla 
 
En completo 
desacuerdo 
1 2 3 4 5 6 7 En completo  
acuerdo 
N.A. 
 
Texto legible  difícil        fácil  
 
Organización de la información confuso        muy claro  
 
Secuencia de pantallas confuso        muy claro  
 
Información de la terminología y del sistema 
 
En completo 
desacuerdo 
1 2 3 4 5 6 7 En completo  
acuerdo 
N.A. 
 
Uso de términos en el sistema inconstante        constante  
 
Posición de los mensajes inconstante        constante  
 
Solicitud de datos al usuario inconstante        constante  
 
Información sobre el progreso de las acciones nunca        siempre  
 
Mensajes de error inútiles        provechosos  
 
Aprendizaje 
 
En completo 
desacuerdo 
1 2 3 4 5 6 7 En completo  
acuerdo 
N.A. 
 
Aprendizaje del funcionamiento del sistema difícil        fácil  
Exploración de nueva funcionalidad por prueba y 
error difícil        fácil  
 
Recuerdo de nombres y uso de comandos difícil        fácil  
La realización de tareas es directa nunca        siempre  
Mensajes de ayuda inútiles        provechosos  
Material de referencia suplementario confuso        claro  
Capacidad del sistema 
 
En completo 
desacuerdo 
1 2 3 4 5 6 7 En completo  
acuerdo 
N.A. 
 
Velocidad del sistema Muy lento        Muy rápido  
Confiablidad del sistema No fiable        Fiable  
El sistema tiende a ser… ruidoso        estable  
Corrección de errores del usuario difícil        fácil  
Diseñado para todos los niveles de usuarios nunca        siempre  
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Preguntas abiertas 
  
¿Para qué cree que puede 
servir esta herramienta? 
 
¿Cómo cree que esta 
herramienta puede ayudarle 
en su trabajo habitual? 
 
Comentarios adicionales 
 
 
Agradecimiento 
Muchas gracias por el tiempo dedicado a rellenar este cuestionario. La información que ha aportado servirá para 
mejorar la integración entre estética y funcionalidad en aplicaciones web de nueva generación. 
Atentamente, 
 
-Mariano Rico 
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A lo largo de este documento se mencionan términos que son detallados en este apén-
dice.
D.1. Desarrollo por el usuario final
El Desarrollo por Usuarios Finales se define como “un conjunto de métodos, técnicas,
y herramientas, que permiten a los usuarios de sistemas software, quieres actúan como
desarrolladores de software no profesionales, que de alguna manera creen, modifiquen,
o extiendan un artefacto software” [Lieberman et al., 2006]. Esta área de investigación
integra temas de IPO, Trabajo Cooperativo Soportado por Ordenadores (CSCW), Ingenie-
ría del Software e Inteligencia Artificial. EUD se centra es los usuarios que actúan como
desarrolladores, uniendo los perfiles de usuarios finales y desarrolladores. Para llevar a ca-
bo esta tarea, los desarrolladores son responsables de diseñar aplicaciones de uso sencillo
centradas en el usuario que ayuden a los usuarios finales a resolver tareas engorrosas de
forma automática. JotSpot1 es un buen ejemplo de esta tendencia aplicada a los wikis. Sin
embargo, aunque JotSpot tiene capacidades muy interesantes, tales como formularios o
almacenamiento XML de las páginas wiki, no está diseñado para manejar semántica. El
número de aproximaciones semánticas basadas en la web relacionadas con este tema es
muy bajo, ya que apenas ha sido tratado aún.
El trabajo de esta tesis se une a esta tendencia, pero con un objetivo menos ambicioso
que proporcionar una infraestructura que permita crear aplicaciones web semánticas a los
usuarios finales. Se sigue una aproximación orientada a usuarios finales, proporcionando a
los diseñadores web (usuarios especializados, que se encuentran entre los usuarios finales
y los expertos en tecnologías de la web semántica) un entorno amigable (macros y ciertas
características de los wikis) para aplicar el poder creativo de estos usuarios a potenciar la
Web Semántica.
D.2. Interfaces de Usuario basadas en modelos
Otro tema relacionado con nuestro trabajo son los Interfaces de Usuario basados en
Modelos (MBUI), en los que se soportan distintos niveles de abstracción para modelar in-
terfaces de usuario desde cero. Estos niveles conceptuales proporcionan descripciones del
1Véase http://www.jot.com
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interfaz y permiten dividir responsabilidades entre programadores, diseñadores, y provee-
dores de contenido. Se han desarrollado muchas herramientas siguiendo este paradigma
(e.g., MECANO [Puerta, 1996], MOBI-D [Puerta, 1997], TERESA [Mori et al., 2004]) y
también se han creado algunos lenguajes de especificación para modelar la descripción ló-
gica de una interfaz de usuario (véase CTT [Paternò y Giammarino, 2006] o UsiXML [Lim-
bourg et al., 2004]). Para una buena revisión de este paradigma, ver [Florins, 2006].
Sin embargo, en la mayor parte de las aproximaciones MBUI existentes, apenas se
usan las técnicas de la Web Semántica. Tan solo unas pocas, como PEGASUS [Castells y
Macías, 2002] [Macias et al., 2006], proporcionan características semánticas. PEGASUS
es uno de los pocos sistemas que permiten una especificación MBUI usando un lenguaje
semántico as hoc basado en RDF. Otra aproximación interesante dirigida a la creación de
aplicaciones web usando las tecnologías de la Web Semántica es Semantic Hypermedia
Design Method (SHDM) [Lima y Schwabe, 2003a]. En general, la mayor parte de estas
aplicaciones están dirigidas a usuarios con un entrenamiento avanzado en el uso de estas
herramientas. En cuando a las posibilidades de extensión de estas herramientas, requieren
unos desarrolladores con unos conocimientos avanzados del diseño del sistema, por lo que
la ampliación de estos sistemas es compleja.
D.3. Adaptación al usuario
Existen algunos estándares para especificar las características de la interacción a tra-
vés de dispositivos. El W3C recomienda CCPP [Klyne et al., 2004], una ontología RDFS
sencilla. Usando esta especificación, se puede mejorar el paradigma MBUI usando nuestra
aproximación semántica para tratar el problema de mapeo que pretende enlazar las pre-
sentaciones abstractas y finales de los elementos. Teniendo este objetivo en mente, este
trabajo propone una ontología básica (utilizada por VPOET) a fin de proveer la informa-
ción semántica necesaria para obtener la plantilla de visualización más adecuada para una
situación dada.
Las preferencias del usuario, aplicadas a Servicios Web Semánticos se pueden encontrar
en [Khushraj y Lassila, 2005], en el que se consideran aspectos como el contexto actual del
usuario, el historial (uso y contexto), o datos corporativos, con el fin de crear interfaces de
usuario para teléfonos móviles. La aplicación de las preferencias del usuario final para la
creación de ontologías se trata en [Thomopoulos, 2005], donde se define el concepto de
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viewpoint. El tema de la personalización puede ser revisado en [Blom y Monk, 2003].
Las interfaces adaptativas se caracterizan por su capacidad de adaptación al usuario
considerando sus características físicas (e.g., daltonismo, o reducida capacidad visual). En
[Florins, 2006] se revisa el estado del arte. No hay implementaciones que usen la técnicas
de la Web Semántica, aunque este trabajo sigue estas ideas.
Digital Item Adaptation (DIA)[Vetro y Timmerer, 2005] es la parte-7 del estándar
MPEG-21, y relaciona el contenido multimedia con el entorno de uso. Se proporcionan
descripciones de los contenidos y del entorno de uso en XML. Estas descripciones están
modeladas conforme a unos esquemas XML que consideran cuatro aspectos: capacidades
de los terminales, características del usuario, red, y entorno natural. Aspectos de accesibi-
lidad, como deficiencias visuales, son considerados en gran detalle (e.g. “LowVisionSym-
ptoms” se compone de “LoosOfFineDetail”, “LackOfContrast”, “LightSensitivity”, “Nee-
dOfLight”, “CenterVisionLoss”, “PeripherialVisionLoss”), todos ellos con un valor numé-
rico que indica el grado de deficiencia. Todos estos estándares y aproximaciones han sido
usados como fuente de inspiración para crear perfiles de usuario.
D.4. Nuevas tendencias en interfaces web (Web 2.0)
El término Web 2.0 no se basa en nuevas tecnologías, sino en un cambio en la manera en
la que las aplicaciones web manejan las las contribuciones de los usuarios. Herramientas
tales como blogs, wikis, o podcasts, permiten que que los usuarios creen datos públicos
de manera sencilla. La frase “es una actitud, no una tecnología” 2 define el espíritu de
la Web 2.0 en términos de usuarios proporcionando información. A diferencia de la web
tradicional, centrada en la publicación de información sin estructura, la Web2.0 se centra en
la publicación de datos estructurados no semánticos, entre los que destacan XML y JSON.
Aunque se ha hecho hincapié en que no hay un fundamento tecnológico sobre el que
descanse la Web 2.0, la cara visible de esta filosofía aprovechó una tecnología emergente:
AJAX3, acrónimo de “Asynchronous Javascript And XML”. Estas mejoras dieron lugar a
aplicaciones web más rápidas y amigables. Las ventajas más destacables de AJAX son las
llamadas HTTP asíncronas y los modelos de documentos XML. Aunque la mayor parte
2Véase http://iandavis.com/blog/2005/07/talis-web-20-and-all-that?year=
2005&monthnum=07&name=talis-web-20-and-all-that
3Véase http://www.adaptivepath.com/publications/essays/archives/000385.php
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de estas nuevas capacidades aparecieron en 2000, no se extendió a los navegadores más
comunes hasta 2002.
El proceso de popularización de AJAX empezó con la primera “Web 2.0 Conference”
que tuvo lugar en octubre de 2004, y alcanzó su máximo siendo “Persona del año” y portada
de la revista Time el 25 de septiembre de 2006, con el titular “Persona del año: tú. Sí, tú.
Tú controlas la era de la información. Bienvenido a tu mundo”.
Algunos toolkits relacionados con este trabajo han aparecido bajo esta nueva tenden-
cia. Estos toolkits permiten a los desarrolladores la creación de widgets usando lenguajes
de script (típicamente javascript) y proporcionan librerías compatibles con los navegadores
más usados. Estos widgets pueden ser usados por los usuarios finales en sus páginas web
o en los escritorios de sus ordenadores personales. Ejemplos de estos toolkits son Google
Gadgets 4, Konfabulator 5 para MacOSX, o Yahoo Widgets 6. Todos comparten una estra-
tegia doble: (1) los desarrolladores consiguen simplificar el proceso de creación de nueva
funcionalidad, y (2) los usuarios finales mejoran la forma en la que pueden usar esta nue-
va funcionalidad para crear nuevos contenidos. La aproximación de este trabajo sigue esta
estrategia, encontrando un paralelismo entre widgets y plugins. Sin embargo, la aproxima-
ción seguida por este trabajo aprovecha las ventajas de la tecnologías de la Web Semántica
para crear contenidos semánticos.
4Véase http://www.google.com/apis/gadgets/index.html
5Véase http://www.widgetgallery.com/
6Véase http://widgets.yahoo.com/
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