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V diplomski nalogi opisujemo razvoj namenskega programa za predvajanje glasbe preko 
spletnega brskalnika. V prvem delu se bomo seznanili s popularnimi knjižnicami/ogrodji za 
razvoj spletnih aplikacij ter predstavili motivacijo za razvoj programa in namen njegove 
uporabe. V drugem poglavju si bomo ogledali svetovni splet in predstavili tehnologije, 
potrebne za delovanje take aplikacije ter njeno arhitekturo. Poglavje o arhitekturi aplikacije 
bo razdeljeno na dva dela, v katerih bosta opisani arhitektura odjemalskega in arhitektura 
strežniškega dela. V petem poglavju se bomo osredotočili na glavne module za izdelavo 
strežnika ter se podrobneje posvetili podatkovni bazi MySQL, ki smo jo uporabili za 
shranjevanje podatkov. V okviru odjemalskega dela bomo opisali uporabniško izkušnjo ter 
predstavili ogrodje Vue.js, ki smo ga uporabili za izdelavo UI. Na kratko si bomo še ogledali, 
kako poteka komunikacija med strežnikom in odjemalcem, v sklopu česar bomo predstavili 
tudi knjižnico AXIOS, ki smo jo uporabili za komunikacijo med njima. 
 
Ključne besede:  







In this thesis, we will describe the development of an application for playing music in the 
browser. In the first chapter, we will get acquired with popular libraries for developing web 
applications and show the motivation for developing the app. In the second chapter, we will 
look at the World Wide Web, where we will present the technologies that are needed for the 
working of such applications as well as its architecture. The architecture chapter will be 
divided into two parts, which will describe the client side architecture and the server side 
architecture. In chapter five we will present the main modules for creating the server and 
present the database MySQL that we will use for storing the data. At the end of this chapter, 
we will move to the client side, where we will describe the user experience, and present the 
Vue.js framework that we will use to create the UI. At the end of these two chapters, we will 
also briefly review the communication between the server and the client, where we will 
present the library AXIOS which we used for communication between them. 
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Seznam uporabljenih simbolov 
UI     (ang. User interface)      Uporabniški vmesnik 
CSS     (ang. Cascading Style Sheets)     Slogovni jezik za oblikovanje spletnih strani 
HTML     (ang. Hyper Text Markup Language)     Označevalni jezik za izdelavo spletnih strani 
DOM     (ang. Document object model)     Logična predstavitev spletne strani  
API     (ang. Application Programming Interface)     Aplikacijski programski vmesnik 
HTTP     (ang. HyperText Transfer Protocol)     Protokol za prenos informacij preko spleta 
JSON (ang. JavaScript Object Notation)    Format za shranjevanje ter prenašanje podatkov  
URL    (ang. Uniform Resource Locator)      Naslov spletne strani 
MVC     (ang. Model-View-Controller)   Model-Pogled-Krmilnik 
TypeScript    Programski jezik, ki pretvori (ang. transpiles) typescript program v JavaScript 
program 
AJAX (ang. Asynchronous JavaScript an XML) Asinhrono komuniciranje med strežnikom in 
odjemalcem 
FTP (ang. file transfer protocol) Protokol za prenašanje računalniških datotek 
AMQP (ang. Advanced Message Queuing Protocol) Protokol za posredovanje ter prejemanje 
sporočil v porazdeljenih sistemih (ang. distributed systems) 
I/O (ang. Input output) Vhod/izhod 
VPN (ang. virtual private network) Zasebno omrežje, do katerega lahko dostopamo preko 
javnega omrežja ter uporabniku omogoča posredovanje ter spremljanje podatkov v skupnih ali 















Razvoj sodobnih spletnih strani se je od prve spletne strani zelo spremenil. Od tekstovnih 
dokumentov smo prišli do interaktivnih aplikacij, ki omogočajo manipulacijo z multimedijskimi 
vsebinami, komunikacijo na daljavo ter mnogo več. Vse te funkcionalnosti omogoča 
programski jezik JavaScript, vendar je velika težava teh funkcionalnosti v tem, da so zelo 
primitivne ter da je delo z njimi zelo počasno in zapleteno. Zato se bomo v tej diplomski nalogi 
seznanili s knjižnicami in ogrodji, ki nam delo olajšajo.  
Na odjemalskem delu je na razpolago ogromno knjižnic/ogrodij, ki omogočajo hitrejši razvoj 
spletnih aplikacij. Primeri takšnih knjižnic so angular, react, emberjs, vue itd. Vsa od naštetih 
ogrodij nam omogočajo preprost API za izdelovanje UI. Razlika med njimi je, da nekatere 
vsebujejo dodatne funkcionalnosti, kot je npr. AJAX, ali pa uporabljajo drugo programsko 
paradigmo (npr. funkcionalno programiranje, reaktivno programiranje ali objektno usmerjeno 
programiranje) [1]. V tej diplomski nalogi smo uporabili Vue.js, ki je od vseh teh najbolj 
preprost za novega razvijalca in omogoča možnost integracije drugih knjižnic. Vue.js privzeto 
nima API-ja za komunikacijo s strežnikom. Zato smo poleg Vue.js ogrodja vključili še knjižnico 
AXIOS in sicer za komunikacijo s strežnikom preko AJAX-a. Vse te knjižnice so podrobneje 
opisane v drugih poglavjih. Za razvoj strežnika bi lahko uporabili programska jezika, kot sta 
PHP ali Java, a smo se zaradi hitrejšega razvoja in lažjega razumevanja odločili za uporabo 
Node.js tehnologije, ki za delovanje uporablja JavaScript. Dodatno smo uporabili še popularno 
knjižnico Express.js, s katero smo ustvarili API za odjemalski del. Poleg Express.js knjižnice so 
na voljo še druge knjižnice, kot sta npr. hapi.js in nest.js, ki temeljita na REST arhitekturi. 
Nekatere knjižnice temeljijo na tehnologijah, ki zahtevajo napredno znanje iz programiranja, 
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katerega opisovanje pa ni namen te naloge. V diplomski nalogi so uporabljene vse sodobnejše 
tehnologije, ki so bile v času pisanja najbolj priljubljene ter najbolj združljive z mojim znanjem. 
Naloga je napisana v programskem jeziku TypeScript, ki se ob izvajanju programa pretvori v 
navadni JavaScript program. TypeScript je namreč zadnja leta vse bolj popularen, še posebej 
v projektih, ki so bolj kompleksni. Poudaril bi tudi, da so v tej diplomski nalogi uporabljene 
določene knjižnice in ogrodja, ki sem jih uporabljal v prejšnjih projektih v službi kjer so se 
izkazali za dobro rešitev.  
 
 
1.2 Motivacija in cilj naloge 
Motivacija za izdelavo naloge je prišla iz navdušenja nad poslušanjem glasbe. Zelo rad 
poslušam glasbo, a nimam vedno pri sebi računalnika, na katerem bi lahko predvajal svoje 
skladbe, zato sem se odločil, da bom sprogramiral spletno aplikacijo, ki bo omogočala 
predvajanje glasbe na različnih napravah. Idejo in dizajn za aplikacijo sem povzel z aplikacije 
Spotify, ki ob pisanju te diplomske naloge še ni bila dostopna v Sloveniji. Edina možnost 
dostopa do te aplikacije je preko VPN-a (ang. virtual private network) [2]. Za dostop do spletne 
aplikacije sem uporabil program Hola. Na spodnji sliki lahko vidimo UI aplikacije Spotify, ki smo 











2 Svetovni splet 
 
Svetovni splet (ang. World Wide Web) je globalni informacijski medij, v katerem imajo 
uporabniki možnost ogleda, kreiranja in delitve spletnih strani drugim uporabnikom. Prva 
spletna stran je bila ustvarjena leta 1991 v CERN-u. Izumitelj večine teh tehnologij je bil Tim 
Berners Lee, ki je ustvaril temeljna protokola, ki se še danes uporabljata na svetovnem spletu. 
To sta HTTP in HTML. [3]  
2.1 HTTP 
Hypertext Transfer Protocol ali HTTP je aplikacijski protokol, ki omogoča prenos virov in je 
temelj vsake izmenjave podatkov na svetovnem spletu. Protokol za delovanje uporablja model 
odjemalec–strežnik, pri čemer spletni brskalnik predstavlja odjemalca, strežnik pa je aplikacija, 
ki omogoča gostovanje spletnih strani. Odjemalec za delovanje posreduje strežniku HTTP 
zahtevo [4]. Strežnik se na to zahtevo odzove ter vrne odgovor odjemalcu. Odgovor vsebuje 
informacije o zahtevi in posredovane podatke, ki so lahko različnega tipa, kot so besedila, slike, 
video posnetki, CSS datoteke, JavaScript datoteke ter mnogo več.  
 
 





2.2  URI 
URI (ang. Uniform Resource Identifier) je naslov spletne strani na svetovnem spletu. Vsaka 
spletna stran vsebuje svoj unikatni naslov, s katerim ga lahko ločimo od drugih spletnih strani. 
URI deluje na podoben način kot telefonske številke, kjer ima vsak naročnik svojo unikatno 
številko. S pomočjo URI lahko poleg cilja spletne strani posredujemo še dodatne podatke, kot 
so protokol, avtentikacijske podatke ter dodatne podatke [5]. Primer URI strukture si lahko 
ogledamo na spodnji sliki. 
 







HTML (ang. HyperText Markup Languege) je standardni označevalni jezik, ki skupaj s CSS in 
JavaScriptom predstavlja temelje tehnologije za izdelovanje sodobnih spletnih strani. HTML 
značke so gradniki spletne strani, s katerimi lahko izdelujemo strukturirane dokumente. S 
HTML značkami imamo možnost prikaza multimedijskih vsebin, povezovanja dokumentov z 
drugimi viri ter še mnogo več. [6] 
 
 
Slika 4: HTML dokument 
 
2.4 CSS 
CSS (ang. Cascading Style Sheets) je tehnologija, ki je bila razvita leta 1996. CSS je slogovni 
jezik, ki nam omogoča preglasovanje (ang. override) osnovne oblike HTML elementov. 
Uporabili ga bomo za oblikovanje spletnega predvajalnika glasbe. CSS lahko v HTML kodo 
vključimo na več načinov. En način je preko notranjih slogovnih list. To pomeni, da CSS kodo 
vključimo v html značko “<style></style>”, ki se nahaja v glavi (ang. head) našega HTML 
dokumenta. Drugi pristop, ki ga lahko uporabimo, pa je preko zunanjih slogovnih list. V tem 
primeru vse naše sloge napišemo v novi datoteki z datotečnim tipom CSS, ki ga v HTML kodi 





Slika 5: CSS dokument 
2.5 JavaScript 
JavaScript je programski jezik, ki omogoča izdelavo interaktivnih spletnih strani. Gre za 
visokonivojski jezik, ki v delovanje vključuje številne paradigme za programiranje v funkcijskem 
stilu (ang. functional programming), v dogodkovnem stilu (ang. event driven programming), 
objektno orientiranem (ang. object oriented) ter prototipnem stilu (ang. prototype based 
programming). Jezik je bil na začetku razvoja namenjen samo razvoju odjemalskih aplikacij, 
vendar je z leti dozorel in migriral tudi na druge platforme, kot so strežniki ter mobilne in 
namizne naprave. Jezik se najpogosteje uporablja v spletnem brskalniku, saj je edini jezik, s 




TypeScript je programski jezik, ki ga je razvilo podjetje Microsoft. Jezik je nadgradnja 
programskega jezika JavaScript in je namenjen učinkovitejšemu razvoju in vzdrževanju 
zahtevnejših aplikacij. Jezik je v primerjavi z JavaScriptom strogo definiran, s čimer omogoča 
prepoznavanje napak pred izvedbo programa. Na spodnji sliki na levi strani lahko vidimo 
primer TypeScript kode, ki se na desni strani pretvori v JavaScript kodo. Jezik je zelo 










3 Opis aplikacije 
Aplikacija je torej predvajalnik, ki omogoča predvajanje glasbe preko spletnega brskalnika. 
Aplikacija preko uporabniškega vmesnika omogoča vse osnovne funkcionalnosti, ki so 
vključene v večini predvajalnikov skladb, pa tudi funkcionalnosti »potegni in spusti« (ang. drag 
and drop), ki omogoča prenos skladb iz računalnika v odjemalsko aplikacijo. Dodatno imamo 
še možnost iskanja glasbe preko iskalnega obrazca ter možnost kategorizacije skladb preko 
imenovanih datotek. Naslednje poglavje opisuje arhitekturo aplikacije, s katero smo skušali 
maksimalno zmanjšali možnost napak pri njenem razvoju. 
 
4 Arhitektura aplikacije 
 
Aplikacija je razdeljena na odjemalski in strežniški del. Na spodnji sliki lahko vidimo celotno 
sliko komunikacije med odjemalsko aplikacijo ter strežniško aplikacijo ter komunikacijo 
strežnika s podatkovno bazo MySQL in z datotečnim sistemom. Odjemalska aplikacija preko 
HTTP protokola zahteva od strežnika določene podatke. Strežnik zahtevo odjemalca sprejme 
ter izvede ukaze, povezane z zahtevo, ter posreduje odgovor nazaj odjemalcu. 
 
 




4.1 Sloj za dostop do podatkov (ang. backend) 
Sloj dostopa do podatkov je razdeljen na štiri programske vmesnike, do katerih ima 
odjemalska aplikacija dostop preko REST arhitekture [10]. Strežnik temelji na ogrodju 
Express.js, ki izpostavlja štiri programske vmesnike. Vsi omogočajo pridobivanje podatkov, 
shranjenih v podatkovni bazi MySQL. Programski vmesnik MUSIC ima poleg MySQL 
podatkovne baze še možnost dostopa do datotečnega sistema, kjer se shranjujejo vse skladbe, 
povezane z uporabnikom. Preko uporabniškega vmesnika imamo potem možnost prenosa teh 
datotek na odjemalski del. Na spodnji sliki lahko vidimo grafično predstavitev strukture 
strežniškega dela.  
 





4.2 Predstavitveni sloj (ang. frontend) 
Za izdelavo predstavitvenega sloja smo uporabili ogrodje Vue.js na osnovi drevesne 
arhitekture. Prednost take arhitekture je ta, da omogoča lažjo orkestracijo podatkov, saj 
podatke posredujemo po principu od zgoraj navzdol (ang. top to bottom), pri čemer vse naše 
podatke pridobimo v višjih slojih/komponentah ter jih nato posredujemo naprej v nižje 
sloje/komponente. S tem pripomoremo k temu, da nižje-slojne komponente ne potrebujejo 
dodatnih funkcionalnosti za pridobivanje podatkov, ampak jih lahko pridobijo iz višjih 
slojev/komponent ter izvajajo samo funkcionalnost, za katero so bile ustvarjene. Na spodnji 
sliki lahko vidimo grafično predstavitev odjemalske arhitekture. 
 





5  Strežnik 
Strežnik je centralna enota, katere naloga je sprejemanje podatkov od povezanih odjemalcev, 
obdelava teh podatkov ter posredovanje obdelanih podatkov nazaj odjemalcem. Razdelimo 
ga lahko glede na različne storitve, ki jih opravlja. Imamo strežnike za delo z datotečnim 
sistemom, strežnike za delo s podatkovnimi bazami, strežnike za elektronsko pošto, strežnike 
za prikazovanje spletnih strani itd [11]. V našem primeru smo izdelali aplikacijski strežnik. Ta 
strežnik izvaja več funkcionalnosti: izvrševanje poizvedb v podatkovni bazi (MySQL), 
shranjevanje ter prenos skladb iz datotečnega sistema ter prikazovanje spletne vsebine. 
Najprej bomo predstavili podatkovno bazo MySQL, ki smo jo uporabili za shranjevanje 




Za shranjevanje podatkov, povezanih s predvajalnikom skladb smo torej uporabili 
odprtokodno podatkovno bazo MySQL. MySQL je relacijska podatkovna baza, pri kateri za 
interakcijo s podatki uporabljamo domenski jezik SQL (ang. Structure Query Language) [12]. 
Podatki v MySQL bazah so shranjeni v tabelah, ki so med seboj povezane. V našem primeru 
imamo tri glavne tabele. To so tabela uporabnikov, namenjena shranjevanju registriranih 
uporabnikov, tabela skladb, ki vsebuje splošne informacije o skladbi in podatke o lokaciji, kjer 
se skladba nahaja, zadnja tabela pa je tabela vseh datotek skladb.  
Vsaka MySQL tabela je zgrajena iz stolpcev ter vrstic, pri čemer stolpci predstavljajo atribute, 
vrstice pa predstavljajo vse naše shranjene podatke. V relacijskih podatkovnih bazah imamo 
pogosto privzeti atribut “id”, ki ga vsebuje vsaka tabela. “Id” je unikatna številka, ki omogoča 
iskanje specifičnega zapisa v tabeli. Na spodnji sliki lahko vidimo podatke ene od naših tabel 
za shranjevanje podatkov uporabnika, pri čemer imamo kot stolpce definirane atribute “id”, 
“email”, “password”, “createdAt” in “updatedAt”. Pod kategorijo vrstice pa lahko vidimo en 
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Slika 10: SQL uporabniška tabela 
 
Poleg osnovnih teh treh tabel imamo v našem primeru še dve referenčni tabeli (ang. Pivot 
tables), ki ju uporabljamo za ustvarjanje relacij med tabelami.Prva referenčna tabela je “user-
playlist”, ki omogoča ustvarjanje povezave med tabelama uporabniki in datotečne mape 
skladb. Kot referenci uporabimo primarni ključ uporabnika ter primarni ključ ene izmed 
datotečnih map skladb. Ta relacija je tipa »mnogo proti mnogo« (ang. many to many), kar 
pomeni, da ima lahko vsak uporabnik dostop do več datotečnih map, ter da ima vsaka 
datotečna mapa dostop do več različnih uporabnikov. Ista logika velja tudi za referenčno 
tabelo “song_playlist”, kjer lahko vsaka datotečna mapa vsebuje iste skladbe v različnih 
datotečnih mapah in obratno. Za boljšo predstavitev podatkovne baze si lahko ogledamo 
spodnjo sliko, kjer so vidne tudi relacije med tabelami. 
 
 





Node.js je odprtokodna platforma, ki deluje preko programskega jezika JavaScript. Z Node.js 
lahko razvijamo različne programe – od strežnikov do namiznih in mobilnih aplikacij. Node.js 
za delovanje uporablja dogodkovno orientiran model, v katerem predstavljajo jedro za razvoj 
aplikacij dogodki (ang. events ali callbacks). V našem primeru namesto t. i. »callbacks« 
uporabljamo obljube (ang. promise), ki naredijo programe bolj berljive ter nam olajšajo 
prepoznavanje morebitnih napak [13].  
 
 
5.2.1 TypeORM  
TypeORM je Node.js knjižnica, ki omogoča komunikacijo z različnimi podatkovnimi bazami, pri 
čemer namesto SQL jezika za izdelovanje poizvedb uporablja API, ki ga izpostavlja TypeORM 
knjižnica. Knjižica nam ponuja komunikacijo z relacijskimi in nerelacijskimi podatkovnimi 
bazami. V našem primeru smo TypeORM uporabili za komunikacijo s prej omenjeno 
podatkovno bazo MySQL. [14] 
 
TypeORM je ORM (ang. object relational mapping) [15], ki omogoča pretvarjanje podatkov iz 
podatkovnih baz v JavaScript/TypeScript objekte. Na spodnji sliki lahko vidimo prikaz objekta 
User, ki ga uporabljamo za komunikacijo s podatkovno bazo MySQL. V tem objektu 





Slika 12: TypeORM objekt User 
 
Iz zgornje slike lahko tudi vidimo, da imamo še dodatno spremenljivko “playlists”, ki v naši 
tabeli “User” ne obstaja. Namen te spremenljivke je vzpostavitev relacije z drugo tabelo v naši 
podatkovni bazi tipa »mnogo proti mnogo«.  
 
TypeORM poleg kreiranja ORM objektov omogoča še dodatne funkcionalnosti, kot so branje 
ustvarjanje, posodabljanje in brisanje podatkov, ki si jih bomo ogledali v naslednjem poglavju. 
V tem poglavju bomo predstavili tudi delovanje strežnika ter API, ki ga bomo uporabili za 






Express je modul, ki olajša razvoj strežnikov v Node.js okolju. Express za razvoj strežnika 
uporablja REST (ang. Representational State Transfer) arhitekturo. Ta arhitektura izpostavlja 
štiri operacije, to so GET, POST, PUT in DELETE [16]. Vsaka od teh operacij ima svoj namen: 
GET zahteve so namenjene pridobivanju generičnih podatkov; POST zahteve se uporablja za 
prenašanje in shranjevanje podatkov, saj so bolj varne kot GET zahteve, ki podatke 
posredujejo preko URL-ja; PUT zahteve delujejo na isti način kot POST zahteve, s to razliko, da 
se uporabljajo samo za posodabljanje obstoječih podatkov; zadnja operacija, DELETE, pa je 
zahteva, ki se uporablja za brisanje obstoječih podatkov.  
Na spodnji sliki lahko vidimo programsko kodo za preprost strežnik, ki omogoča izvajanje 








5.4 Express aplikacijski programski vmesnik – API 
 
Strežnik je razdeljen na štiri glavne API-je: User API, Search API, Playlist API in Music API. 
 
5.4.1 USER API 
Ta API je namenjen upravljanju z uporabniki, saj imamo možnost vnašanja novih uporabnikov 
v podatkovno bazo, možnost validacije obstoječih uporabnikov ter zahtevanje podatkov 
specifičnega uporabnika preko registriranega e-mail naslova, ki je shranjen v podatkovni bazi. 
 
5.4.2 SEARCH API 
Ta API omogoča samo eno funkcionalnost, pridobivanje vseh skladb, ki v naslovu vsebujejo 
specifični niz. Na spodnji sliki lahko vidimo primer izdelave poizvedbe s pomočjo TypeORM 










5.4.3 PLAYLIST API 
Playlist API ima podobne funkcionalnosti kot User API. S pomočjo tega API-ja lahko kreiramo 
nove datoteke za shranjevanje skladb. API poleg kreiranja novih datotek omogoča tudi 
pridobitev vseh glasbenih datotek, povezanih z registriranim uporabnikom. 
S pomočjo tega API-ja dobimo končni URL do naše želene skladbe. Na spodnji sliki lahko vidimo 
celoten API za nalaganje novih skladb. 
 
 
5.4.4 MUSIC API 
Music API je kompleksnejši od ostalih API-jev, saj v njem poleg komunikacije s podatkovno 
bazo opravljamo tudi operacije z datotečnim sistemom. Naloga tega API-ja je možnost 
nalaganja novih skladb v naš sistem. V tem API-ju sprejemamo POST zahteve, s katerimi od 
odjemalske aplikacije zahtevamo želeno skladbo za prenos, ime uporabnika, ki skladbo nalaga, 









6  Odjemalec 
 
6.1 Vue.js  
 
Vue je napredno ogrodje za izdelavo uporabniških vmesnikov, ki so sestavljeni iz različnih UI 
elementov. Poleg tega nam omogoča veliko možnosti integracij z drugimi knjižnicami. To je 
velika prednost v primerjavi z drugimi ogrodji, ki imajo že vse določeno vnaprej. Velika 
prednost te knjižnice je tudi ta, da nam ponuja objekt »komponenta« (ang. component), s 
katerim lahko izdelamo celoten UI aplikacije. S pomočjo tega objekta lahko zgradimo 
zapletene UI elemente, sestavljene iz manjših, samostojnih komponent. Če si ogledamo 
kakršno koli aplikacijo, ki uporablja ta princip, bomo hitro ugotovili, da je oblika podobna 
drevesni arhitekturi.Vue.js komponente so zelo preproste, saj nam ponujajo samo najbolj 
pomembne dele. To so komunikacija z drugimi komponenti, možnost dodajanja dogodkov, 
povezanih s HTML  elementom, ter možnost kreiranja preprostih animacij [17]. Na spodnji sliki 
lahko vidimo primer osnovne komponente, ki v HTML-ju prikaže obrazec ter v primeru 








Zdaj, ko smo se seznanili z ogrodjem Vue, lahko začnemo s predstavitvijo odjemalskega dela. 
Aplikacija je zgrajena iz treh glavnih komponent: obrazca za prijavo, obrazca za registracijo ter 
predvajalnika skladb, ki je zgrajen iz več manjših komponent.  
 
6.2 Opis uporabniških komponent 
 
Slika 17: Vue koda ter WEB GUI za prijavno stran 
 
V registracijskem obrazca ob kreiranju novega uporabnika zahtevamo validacijo podatkov, s 
katero preverimo, ali se je vpisani uporabnik že registriral v sistem. Če uporabnik obstaja, se 
lahko premestimo v novo predlogo, ki vsebuje naš predvajalnik skladb. Ta je sestavljen iz štirih 
glavnih komponent: komponente za navigacijo, komponente za predvajanje glasbe, 






Slika 18 Razdelitev aplikacije v štiri komponente 
 
 
6.2.1 Komponenta za prikaz seznama skladb 
Kot že ime pove, je komponenta namenjena prikazovanju seznama vseh skladb, prisotnih v 
naši datoteki s skladbami (ang. playlist). V tej komponenti lahko vidimo vse skladbe, ki se 






Slika 19: Prikaz seznama skladb 
 
V primeru izbire skladbe iz seznama se v odjemalski aplikaciji izvede dogodek, ki sporoči 
odjemalski aplikaciji, naj v ozadju prenese novo skladbo s strežnika v odjemalsko aplikacijo. V 
primeru, da je prenos uspešen, lahko s komponento za predvajanje glasbe izbrano skladbo 
predvajamo. 
 
6.2.2 Komponenta za predvajanje skladbe 
Komponenta za predvajanje skladbe je v tej odjemalski aplikaciji najpomembnejša 
komponenta, saj v njej upravljamo z izbrano skladbo. Predvajalnik nam omogoča štiri 
funkcionalnosti:  
– možnost predvajanja glasbe preko gumba predvajaj/ustavi (ang. play/pause); 
–  možnost predvajanja prejšnje ali naslednje skladbe s seznama skladb, ki so vidne na 
seznamu skladb iz prejšnje komponente;  
– možnost nadzora glasnosti skladbe, kar lahko storimo s pomočjo gumba »mute«, ki 
glasbo utiša na 0 %, ali pa s pomočjo vrstice napredka, v kateri lahko spreminjamo 
glasnost od 0 % do 100 %;  
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– vrstico napredka skladbe, ki je najzahtevnejša funkcionalnost, saj v realnem času 
prikazuje predvajane skladbe, poleg tega pa omogoča tudi manipulacijo časa 
predvajanja, ki nam daje možnost poslušanja specifičnega dela pesmi.  
Poleg teh štirih komponent imamo še dve drugi komponenti, ki pa sta komponenta za prikaz 
seznama datotek in navigacija. 
 
6.2.3 Komponenta za prikaz seznama datotek 
Ta komponenta je namenjena organizaciji skladb v specifične kategorije. Omogoča možnost 
izbire obstoječih datotek ter ustvarjanje novih datotek, kar storimo tako, da kliknemo na gumb 
»create«, ki prikaže obrazec za vpis imena nove datoteke. Če želimo kreirati novo datoteko, v 
ozadju naše aplikacije izvedemo AJAX klic na naš strežnik. Če je bilo med obdelavo vse v redu, 
nam strežnik posreduje odgovor, da je bila mapa kreirana, nato lahko novo mapo prikažemo 
v odjemalski aplikaciji. 
 





6.2.4 Komponenta navigacija 
 
 
Ta komponenta omogoča dve funkcionalnosti, to sta možnost iskanja skladb ter možnost 
posodobitve uporabniških podatkov. V primeru iskanja skladb je vse, kar moramo storiti, to, 
da v obrazcu za iskanje skladb izberemo želeni niz ter počakamo na končni rezultat iz strežnika. 




Slika 21: Filtriranje skladb preko navigacije 
 
 
V primeru posodobitve uporabniških podatkov kliknemo na e-naslov uporabnika. Ta nas 
usmeri na novo stran, kjer preko forme lahko spreminjamo podatke prijavljenega uporabnika 


















AJAX (ang. Asynchronous JavaScript and XML) je skupek tehnologij, ki se izvajajo na 
odjemalskem delu. S pomočjo AJAX tehnologije lahko spletne aplikacije posredujejo podatke 
strežniku ter jih od njega pridobivajo. Prednost te tehnologije je ta, da deluje preko asinhronih 
klicev. Asinhroni programi se v primerjavi s sinhronimi programi izvajajo v ozadju ali v drugem 
procesu. Taki programi nam omogočijo boljšo uporabniško izkušnjo, saj med prenašanjem 
novih podatkov ne blokirajo celotnega zaslona  ter so bolj učinkoviti za prenos podatkov, saj 
lahko namesto prenosa celotne strani zahtevamo samo specifične podatke, ki jih lahko 




Axios je AJAX knjižnica, ki omogoča kreiranje asinhronih programov. API izpostavlja vse REST 
klice, ki smo jih opisali v poglavju o strežnikih za kreiranje Express API-jev [19]. Za knjižnico 
smo se odločili zato, ker je bolj preprosta za uporabo kot privzeta JavaScript implementacija 
“XMLHttpRequest”. Zanjo smo se tudi odločili tudi zato, ker knjižnica za delovanje uporablja 
obljube (ang. promises). Obljube so poseben JavaScript objekt, ki predstavlja končno vrednost 
asinhrone operacije. Obljuba ima lahko samo eno od treh stanj, ki so “v teku” (ang. pending), 
“izpolnjena” (ang. fulfilled) ter “zavrnjena” (ang. rejected). Ob klicanju obljube vstopimo v 
stanje “v teku” (ang. pending), kar pomeni, da čakamo na odgovor naše obljube. Če obljuba 
dobi odgovor, vstopimo v stanje “izpolnjena” (ang. fulfilled), kar pomeni, da so bili vsi podatki 
preneseni pravilno. V primeru, da je prišlo do napake med prenosom, vstopimo v stanje 
“zavrnjena” (ang. rejected), kjer dobimo podatke o napaki [20]. Primere vseh stanj si lahko 





Slika 23: Vsa možna stanja v obljubi 
 
Zdaj, ko smo ugotovili, kako obljube delujejo, lahko prikažemo preprosto AJAX zahtevo s 
pomočjo AXIOS knjižnice. V tem primeru bomo uporabili primer AJAX klica na strežnik za 
pridobivanje uporabniških datotek. Kot vidimo na spodnji sliki, za pridobivanje datotek 
uporabimo GET zahtevo, v kateri definiramo URL strežnika ter pot do našega API-ja. V našem 
primeru bomo na strežniku klicali pot “playlist/home”. V primeru, da nam bo strežnik vrnil 
odgovor, se bo izvedla funkcija, ki se nahaja v metodi “then” (potem), ki bo kot prvi argument 
vsebovala odgovor strežnika. V primeru napake pa se bomo premestili v funkcijo, ki se nahaja 
v metodi “catch” (ujemi), v kateri bomo kot prvi argument dobili napako, ki se je zgodila med 













Diplomska naloga je bila zame zelo poučna, saj sem se naučil veliko stvari. Spoznal sem se s 
knjižnico TypeORM, ki je pripomogla k temu, da sem lahko komuniciral s podatkovno bazo 
MySQL brez predhodnega znanja SQL jezika. Naučil sem se uporabljati programski jezik 
TypeScript, ki mi je omogočil hitrejši razvoj aplikacije ter me opozarjal na sintaktične napake 
že ob pisanju programske kode. Med razvojem sem spoznal novih dobrih praks, kako razvijati 
bolj kakovostne aplikacije tako na strežniškem kot na odjemalskem delu. Pridobil sem boljše 
razumevanje delovanja HTTP protokola ter se bolje seznanil z arhitekturo REST. Sem pa med 
razvojem naletel tudi na nove ovire, ki bodo bolj vidne, ko bo aplikacija pridobila večje število 
uporabnikov, ki bodo bolj obremenili naš strežnik. Če bo strežnik preveč obremenjen, bomo 
morali uporabljati več strežnikov, odjemalske zahteve pa preusmerjati s pomočjo Nginx ali 
uporabiti Node.js module »cluster«. Aplikacija je še v razvijalski fazi MVP (ang. minimum value 
product), zato za zdaj ponuja samo osnovne funkcionalnosti. V prihodnosti je namen aplikacije 
dodajanje strojnega učenja (ang. machine learning), s katerimi bomo lahko uporabnikom 
priporočali skladbe. Za izdelovanje tega programa bi uporabili nevronsko mrežo (ang. neural 
network), s katero bi preko zgodovine predvajanja skladbe priporočali nove skladbe, kar bi 
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