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Resumen 
 
El estudio de los perfiles alares ha sido siempre un frente importante de 
investigación en el ámbito aeronáutico. Un conocimiento profundo de estos 
permite hacer diseños cada vez más eficientes.  
 
En las últimas décadas, los métodos de elementos finitos han colaborado a su 
estudio, permitiendo simular el comportamiento de muchos perfiles en 
diferentes situaciones de fluido. Esto ha hecho posible llevar a cabo procesos 
de optimización de estos perfiles con el objetivo de maximizar o minimizar 
parámetros, como por ejemplo, el lift, el drag y el momento. 
 
No obstante, en el campo de la optimización, la línea evolutiva ha dado lugar a 
nuevas variantes que aún están mejorándose y que proporcionan ventajas 
frente a los sistemas de optimización clásicos. Una de estas variantes es la 
optimización mediante el uso de algoritmos genéticos. 
 
Considerando estas evoluciones en la metodología de la optimización, sería 
interesante aplicarlas al estudio de  la geometría de los perfiles alares y 
comprobar si son un método de optimización apto para un proyecto de tal 
envergadura. 
 
Teniendo estas ideas en cuenta,  se procederá a construir un modelo que 
optimizará la geometría de un perfil alar mediante el uso de algoritmos 
genéticos. En particular se estudiará el caso que maximice el lift. Se 
compararán los resultados obtenidos con los valores típicos de perfiles NACA. 
Así mismo se evaluará la idoneidad del algoritmo en relación al tiempo de 
cálculo empleado. 
 
Por último, se señalarán líneas de investigación futura en base al estudio 
realizado. 
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Overview 
 
 
The study of airfoils has always been a major front of research in aeronautics. 
A thorough knowledge of these allows increasingly efficient designs. 
 
In recent decades, finite element methods have contributed to their study, 
allowing to simulate the behaviour of many airfoils in different fluid conditions. 
This has made possible to perform optimization processes of these profiles in 
order to maximize or minimize parameters, for example, lift, drag and moment. 
 
However, in the optimization field, the storyline has given rise to new variants 
that are still being improved and provide advantages over classical optimization 
systems. One of these variants is the optimization using genetic algorithms. 
 
Considering these developments in the methodology of optimization, it would 
be interesting to apply them in the research of the airfoils geometry and see if 
they are an optimization method suitable for a project of this magnitude. 
 
Taking these ideas into account, we will proceed to build a model that will 
optimize the geometry of an airfoil using genetic algorithms. Specifically,  we 
will study the case that maximizes the lift. Results will be compared with those 
of typical NACA profiles. Besides, we will assess the suitability of the algorithm 
in relation to the time of calculation. 
 
Finally, future research lines will be remarked based on the present study. 
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Introducción  1 
INTRODUCCIÓN 
 
 
El objetivo principal de este proyecto es realizar la optimización de un perfil alar 
mediante el uso de algoritmos genéticos. Los algoritmos genéticos han ido 
cobrando fuerza como método de optimización en las últimas décadas y es 
interesante saber en qué se basan y cómo funcionan. 
 
No se pretende tan solo abordar el problema de optimización planteado sino 
adquirir también una base teórica y práctica lo suficientemente fuerte como 
para emplear este método de optimización de forma eficiente en futuras líneas 
de investigación del marco de la ingeniería. 
 
Al mismo tiempo, el estudio de la aerodinámica mediante el uso de 
herramientas de cálculo de Dinámica de Fluidos Computacional (CFD) 
pretende acabar de fijar los conceptos adquiridos a lo largo de la carrera. 
 
En el primer capítulo del trabajo se hará un repaso de conceptos generales de 
los perfiles alares. También se darán unas nociones básicas sobre los tipos de 
mallado existente. Se terminará definiendo el concepto de algoritmo genético y 
su metodología de funcionamiento. 
 
En el segundo capítulo se explicará el modelo que se pretende utilizar. Se 
mostrará primero una visión amplia de lo que pretende realizar y 
posteriormente, se harán las profundizaciones necesarias con el objetivo de 
que el lector pueda ir entrando en materia de forma progresiva. 
 
En el tercer capítulo, se mostrarán los resultados del modelo. Se empezará por 
una serie de test que demostrarán que la conexión con las herramientas de 
CFD funcionan. Después se hará una comparativa de los mejores resultados 
obtenidos con una serie de perfiles NACA. Se analizará los problemas que 
presenta el modelo y se mencionarán sus posibles soluciones. 
 
Finalmente, se procederá a sacar las conclusiones obtenidas a lo largo de todo 
el proceso de elaboración y test de los distintos modelos. También se 
mencionarán futuras líneas de desarrollo del modelo. 
 
Cabe mencionar que esta idea de proyecto nació del cabeza del departamento 
aeronáutico de CIMNE (Centro Internacional de Métodos Numéricos en 
Ingeniería), Jordi Pons i Prats, quien me brindó la posibilidad de llevarla a cabo 
y que me ha permitido el poder enfrentarme a un problema de ingeniería con 
aplicaciones prácticas reales.  
2 Optimización de un perfil alar mediante el uso de algoritmos genéticos 
CAPÍTULO 1. CONCEPTOS PRELIMINARES 
 
Antes de entrar en materia sobre el desarrollo del modelo hará falta introducir 
cada uno de los campos que se enlazan en este. De esta manera la 
terminología usada será conocida antes de ser utilizada. 
 
 
1.1. Aerodinámica 
 
La aerodinámica es la rama de la mecánica de fluidos especializada en el 
cálculo de las acciones que aparecen sobre los cuerpos sólidos cuando existe 
un movimiento relativo entre éstos y el fluido en el que se desplazan. 
 
Aunque su marco de acción engloba todo tipo de cuerpos, suele especializarse 
en el estudio de obstáculos fuselados. Estos cuerpos están pensados para 
perturbar poco la corriente que fluye a su alrededor. 
 
Uno de estos cuerpos es un ala, pero debido a su tridimensionalidad,  y por lo 
tanto a su complejidad de análisis, ésta suele dividirse en un conjunto de 
perfiles alares. Un perfil alar es la sección resultante del cruce de un ala con un 
plano perpendicular a ésta tal y como puede verse en la Fig. 1.1. 
 
 
 
 
Fig. 1.1. Concepto de perfil alar 
 
 
Alguna terminología básica sobre los perfiles alares se muestra en la Fig 1.2. 
La principal característica de diseño de un perfil alar es la línea media de 
combado que es el lugar donde se encuentran los puntos situados a media 
distancia entre la superficie superior e inferior. Estas superficies se conocen por 
el nombre de extradós e intradós respectivamente. El primer punto de la línea 
media de combado recibe el nombre de borde de ataque o leading edge (LE) y 
el último, el de borde de salida o trailing edge (TE). Por lo tanto, el LE es la 
primera parte del perfil que entra en contacto con el aire y el TE la última. La 
línea recta que los une se llama línea de cuerda (chord line) y la distancia 
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desde el LE hasta el TE a lo largo de ella es conocida simplemente como la 
cuerda del perfil (chord), representada por c. El combado (camber) es la 
máxima distancia entre la línea media de combado (mean camber line) y la 
línea de cuerda, medida perpendicularmente a la línea de cuerda. El combado, 
la línea media de combado, y en menor medida, la distribución del espesor 
(thickness) del perfil esencialmente controlan el lift y los momentos 
característicos del perfil. 
 
 
 
 
Fig. 1.2. Terminología básica de un perfil alar 
 
 
Existen más definiciones que están ilustradas en la figura 1.3., donde se 
muestra un perfil inclinado respecto al flujo de aire. La velocidad del flujo libre 
v∞ se define como el viento relativo. El ángulo comprendido entre el viento 
relativo y la línea de cuerda es el ángulo de ataque α del perfil. Este ángulo 
influye en el cálculo del lift L o sustentación y en el del drag D o resistencia 
aerodinámica. 
 
Esto es así debido a que el ángulo de ataque hace variar la distribución de 
presiones responsable de generar una fuerza resultante R con una orientación 
u otra. Al suceder esto, el lift y el drag cambian su valor ya que se definen 
como las componentes vertical y horizontal, respectivamente, de la fuerza 
aerodinámica generada. 
 
 
 
 
Fig. 1.3. Fuerzas que actúan sobre un perfil 
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Esto puede observarse en la figura 1.4. donde se aprecian las distintas fuerzas 
mencionadas, además de las fuerzas normal N y axial A, respecto a la línea de 
cuerda, que se generan en el perfil. A partir de estas dos últimas puede 
obtenerse el L y el D, y finalmente la fuerza resultante R de todo el perfil. 
 
 
         α -    α (1.1) 
 
        α -    α (1.2) 
 
             (1.3) 
 
 
 
 
Fig. 1.4. Fuerzas normal y axial al flujo de entrada 
 
 
Como consecuencia de la fuerza aerodinámica generada aparece también un 
momento M que tiende a girar el perfil. En consecuencia surge la necesidad de 
controlar bien la distribución de masas de cualquier perfil, para conseguir crear 
un momento inverso que anule el creado por la fuerza aerodinámica. 
 
Por regla general, cualquier variación en el ángulo de ataque origina que el 
momento generado en un punto de la línea de cuerda varíe. Pero existe un 
punto donde el momento permanece constante sin verse influido por el ángulo 
de ataque. Este punto recibe el nombre de centro aerodinámico. 
 
Por otro lado, el ángulo de ataque no es la única magnitud de la que dependen 
las variaciones de L, D y M. En realidad dependen de: 
 
 La velocidad del flujo libre v∞. 
 La densidad del flujo libre ρ∞, que viene determinada por la altitud. 
 El tamaño de la superficie aerodinámica. 
 El ángulo de ataque α. 
 La forma del perfil alar. 
 El coeficiente de viscosidad μ∞. 
 La compresibilidad del flujo de aire. 
 
En régimen subsónico, tanto el coeficiente que contiene el efecto de las fuerzas 
viscosas sobre el perfil, como la compresibilidad del flujo de aire pueden 
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considerarse negligibles. Así, obviando esas dos magnitudes, el L, el D y el M 
se calculan de la siguiente forma: 
 
 
     
∞
     (1.4) 
 
     
∞
     (1.5) 
 
     
∞
       (1.6) 
 
 
∞
  
 
 
 ρ
∞
 
∞
  (1.7) 
 
 
Donde q∞ es la presión dinámica, cl el coeficiente de lift, cd el coeficiente de 
drag, c la cuerda del perfil y cm el coeficiente de momento. [1] 
 
 
1.1.1. Número de Mach 
 
El número de Mach es un parámetro adimensional que suele utilizarse como 
indicador de velocidad en la rama aeronáutica. Surge de comparar la velocidad 
v del aire con la velocidad del sonido vs. 
 
 
    
 
  
 (1.8) 
 
 
A su vez, la velocidad del sonido se define como: 
 
 
          (1.9) 
 
 
Donde para condiciones normales de presión y temperatura en aire seco, el 
coeficiente adiabático γ es 1.4, la constante de los gases R es 286.9 J/kg·K y la 
temperatura es de 298.15 K. 
 
El número de Mach permite hacer una clasificación del aire según su velocidad: 
 
 Subsónico: la velocidad del aire tiene siempre M<0.8. 
 Transónico: el aire alcanza velocidades próximas a M=1. Se tiene flujo 
transónico cuando 0.8<M<1.2. 
 Supersónico: cuando la velocidad del aire supera claramente M=1. Se 
encuentra en 1.2<M<5. 
 Hipersónico: cualquier fluido que supere M=5. 
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1.1.2. Flujo compresible e incompresible 
 
Se llama flujo incompresible a todo flujo con ρ constante. Los flujos  mantienen 
ρ constante para M<0.3. Después los efectos de la compresibilidad empiezan a 
aparecer y ρ ya no puede considerarse constante ya que empieza a depender 
de variable como la velocidad y la temperatura, tal y como explica Anderson [2]. 
 
 
1.1.3. Viscosidad y número de Reynolds 
 
Recibe el nombre de viscosidad la fricción debida a los esfuerzos tangenciales 
existentes entre las partículas infinitesimales que forman un fluido. 
 
No existe ningún fluido que no tenga viscosidad pero la mayoría de veces este 
efecto es tan pequeño que puede despreciarse. Cuando esto sucede se habla 
de fluido ideal o no viscoso (inviscid fluid). 
 
Para medir la viscosidad de un fluido se usa otro parámetro adimensional 
conocido por el nombre de número de Reynolds. 
 
 
     
ρ    
μ
 (1.10) 
 
 
Donde c es un parámetro longitudinal característico (para perfiles alares es la 
cuerda) y μ es la viscosidad dinámica del fluido. 
 
 
1.2. Tipos de malla 
 
El mallado es una de las partes más importantes de una simulación CFD ya 
que dependiendo de la calidad de la malla usada se obtendrán unos mejores o 
peores resultados. 
 
Existen dos tipos de malla, las mallas estructuradas y las nos estructuradas. 
Las mallas estructuradas están formadas por elementos que se ordenan en la 
memoria del ordenador. Estos elementos suelen tener forma de cuadriláteros 
en dos dimensiones o de hexaedros en tres dimensiones. El hecho de que los 
elementos estén ordenados facilita enormemente su acceso. 
 
Por el otro lado están las mallas no estructuradas, que usan como elementos 
triángulos en dos dimensiones y tetraedros en tres. La principal ventaja de este 
tipo de malla es que permite tratar geometrías complejas donde la malla 
estructurada necesitaría usar un método más elaborado como el multibloque o 
el quimera [2]. Además el tiempo que tarda un computador en generar una 
malla no estructurada es mucho menor que el que tarda en generar una de 
estructurada, ya que su elaboración es menos laboriosa. A pesar de esto, al 
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tener una estructura de datos no estructurada la memoria necesaria para 
trabajar con una malla no estructurada es mucho mayor que en el caso 
contrario. 
 
 
1.3. Algoritmos genéticos 
 
Los algoritmos genéticos forman un grupo de métodos de optimización 
perteneciente a la familia de los algoritmos evolutivos. La finalidad de todo 
algoritmo evolutivo es imitar los procesos de evolución genética planteados por 
Darwin en el año 1858. 
 
A lo largo de la historia los diferentes individuos que han poblado el planeta han 
tenido que sobrevivir a las distintas condiciones adversas que se han dado: un 
clima hostil, un depredador, la falta de luz… Para conseguir imponerse frente a 
todos estos hechos y evitar así su extinción, los individuos se han ido 
adaptando, han evolucionado hacia un óptimo que consiguiera garantizar su 
supervivencia. 
 
Los algoritmos evolutivos lo que pretenden es recrear este proceso de 
evolución en una población inicial de individuos al azar. Esta población inicial 
representaría la solución actual al problema a resolver planteado, así que 
evolucionando dicha población lo que se consigue es optimizar el resultado 
aplicado al problema en cuestión. 
 
Todo proceso de optimización que use un algoritmo genético sigue los 
siguientes pasos: 
 
a) Se define la función objetivo que se quiere optimizar. En este caso el 
objetivo del algoritmo genético será maximizar o minimizar esa función. 
Si el problema a solucionar viene definido por más de una variable, el 
algoritmo genético tratará de alcanzar el óptimo de Pareto [3]. 
b) Las posibles soluciones de la función (fenotipo) se han de tratar en 
sistema binario (genotipo). Así se formará para cada valor decimal una 
cadena de 0’s y 1’s que representarán los distintos cromosomas del 
individuo. 
c) Se genera, de forma aleatoria, una población inicial de tamaño 
específico. El tamaño influye tanto en la eficiencia como en el 
rendimiento del algoritmo genético haciendo que para una tamaño 
pequeño el algoritmo genético presente un rendimiento bastante pobre 
mientras que para un mayor tamaño el rendimiento es más elevado. 
d) Se evalúa cada una de las soluciones iniciales sobre la función objetivo. 
Esto permite comprobar lo válida que esa solución para resolver el 
problema. 
e) Se seleccionan dos cadenas de cromosomas para aparearlas. Existen 
distintas técnicas de selección [3]. 
f) Se procede a la operación de cruce en el par de cadenas de 
cromosomas emparejadas. Suele utilizarse el operador de cruce basado 
en un solo punto o SPX (Single Point Crossover). Este tipo de cruce 
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define un punto de cruce en las cadenas de cromosomas e forma 
aleatoria. Los individuos obtenidos tras el cruce conservan los 
cromosomas existentes hasta el punto de cruce de uno de sus 
progenitores y los demás, los adquieren de su otro progenitor. Existen 
otros métodos de cruce más complejos, por ejemplo el operador de 
cruce basado en dos puntos o DPX (Double Point Crossover) [3]. 
g) Una vez se tiene la nueva generación, ésta reemplaza a su sucesora. 
h) Llegado a este punto solo falta ir repitiendo los pasos de d) a g) hasta 
alcanzar un criterio de convergencia. 
Además de estos pasos básicos puede añadirse un paso después del cruce 
que consiste en mutar alguno de los cromosomas. La mutación, que a la 
práctica es cambiar un 0 por un 1 y viceversa, suele llevarse a cabo para evitar 
que el análisis de la función quede estancado en un máximo o mínimo local. 
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CAPÍTULO 2. DESCRIPCIÓN DEL MODELO 
 
2.1. Esquema general 
 
Como se ha comentado en la introducción se quiere optimizar la geometría de 
un perfil alar combinando el uso de los métodos numéricos con el de los 
algoritmos genéticos. Para hacerlo, será necesaria la construcción de un 
optimizador en C++ que, por una parte, sea capaz de lanzar el pre procesador 
(GiD) y el calculador (Tdyn) y, por otra, genere un proceso de selección de los 
perfiles más óptimos hasta la fecha, creando una evolución favorable de la 
población. 
 
Mencionados estos dos grandes bloques diferenciables, falta concretar que 
hace cada uno y cuáles son sus partes. Centrándose en el primer bloque, se 
observa que será necesario un código capaz de tratar cada uno de los 
siguientes apartados: 
 
a) La creación de la geometría del perfil. 
b) La generación del área de estudio. 
c) La definición de las condiciones de cálculo. 
d) El mallado del área de estudio. 
e) El cálculo del problema definido. 
 
Como el código de C++ no es interpretable ni por GiD ni por Tdyn, todos estos 
pasos no se podrán hacer de forma directa sino que será necesario hacer un 
paso intermedio. Éste consistirá en escribir todas las instrucciones necesarias 
de una forma que GiD y Tdyn puedan leer. Así que pasarán a formar parte de 
un archivo con extensión .bch, que sí podrá ser leído. 
 
Pero como se requiere un uso cíclico continuo por parte del optimizador, no se 
podrá lanzar la simulación del problema ni desde el pre procesador, ni tampoco 
desde el post procesador. Por eso, se usará un ejecutable .bat que, con unas 
instrucciones predefinidas útiles en la consola de Windows, hará posible la 
conexión automática entre el optimizador y el pre y post procesador. 
 
El paso final sería realizar la lectura del archivo resultante de la simulación 
hecha. Así se le podría otorgar a cada perfil el valor de lift correspondiente que 
permitiría, posteriormente, seleccionarlo o descartarlo. 
 
Este paso no es posible sin tener previamente definida en el optimizador la 
estructura de la población tratada, por lo tanto, antes de leer y almacenar el lift 
hay que definir como será nuestra población, sus individuos y qué parámetros 
se verán afectados en el proceso de evolución. 
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Fig. 2.1. Esquema de construcción y simulación de un perfil 
 
 
Para empezar lo que se sabe es que la población estará formada por un 
conjunto de perfiles alares a definir y a analizar. Cada uno de ellos estará 
definido por su geometría, que será la responsable de otorgarle un lift concreto 
en unas condiciones determinadas. Esta geometría, situada sobre un plano 
bidimensional, será a posteriori la que se verá afectada por el proceso de 
evolución, ya que un cambio en ella, de la forma adecuada, generará un perfil 
con un valor superior de lift. 
 
 
 
 
Fig. 2.2. Partes que constituyen la población 
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Una vez definida esta estructura, ya se puede realizar la lectura y almacenar 
los valores de lift en cada uno de los perfiles de la población. Luego se puede 
proceder a hacer una evaluación de estos y a dejarlos correctamente 
preparados para el segundo bloque. 
 
 
 
 
Fig. 2.3. Esquema del análisis de la población 
 
 
El segundo bloque es el encargado de optimizar la geometría del perfil a partir 
del uso conceptual de los algoritmos genéticos para lograr un resultado óptimo. 
Este básicamente consistirá en realizar el proceso de cruce que unirá dos 
perfiles para originar dos de nuevos con geometrías distintas a los de sus 
progenitores pero que, de alguna manera, conservan cierta herencia genética. 
 
Este cruce siempre se efectuará con los perfiles óptimos descartando por otro 
lado los que no lo son. También podrán dejarse intactos el o los mejores como 
estrategia para asegurar que no se empeora el mejor resultado obtenido de la 
población. Con todo esto se consigue una nueva población  con características 
mejores a las de su antecesora. 
 
De esta manera, simplemente será necesario realizar estos dos bloques de 
forma iterativa para conseguir el correcto desarrollo de todo el proceso de 
optimización. Para finalizar el bucle iniciado por la obtención de una nueva 
población y finalizado por la simulación de ésta, se usará un criterio de 
convergencia. 
 
 
 
 
Fig. 2.4. Funcionamiento general del optimizador 
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2.2. Perfiles alares 
 
La geometría de los distintos perfiles alares es la base sobre la que se sostiene 
todo el modelo. Permite generar el perfil alar, crear el área de estudio, es la 
gran beneficiada del trabajo del algoritmo genético y además, su estudio y 
optimización es el objetivo primordial del modelo. Interviniendo en tantos 
procesos y siendo el objetivo de la optimización, es necesaria tratarla a fondo. 
 
La geometría de cualquier perfil del modelo está formada por los puntos que 
definen al propio perfil en un espacio bidimensional. Todo perfil tendrá 
entonces los puntos correspondientes al LE, al TE, al extradós y al intradós. 
Cada punto estará formado por una coordenada en X y otra en Y, donde X está 
medida desde el LE e Y desde la cuerda. 
 
 
 
 
Fig. 2.5. Estructura de la geometría de un perfil alar 
 
 
En el modelo actual se usarán aparte del LE y el TE, dos puntos para definir el 
extradós y dos más para el intradós. Así que para este caso particular n será 4. 
 
Pero el sistema de definición de la geometría es aún más complejo ya que 
cada coordenada en realidad es un bloque que contiene todo lo necesario para 
posteriormente poder usar el algoritmo genético. 
 
Cada coordenada está formada por un número que representa su valor, un 
conjunto de 0’s y 1’s que permite almacenar la transformación del valor citado 
de sistema decimal a sistema binario y de un indicador que permita saber si 
esa coordenada corresponde al extradós o al intradós. También posee otro 
indicador para la herencia genética (véase apartado 2.4). 
 
Para obtener el valor en binario se multiplica en primer lugar el valor por 1000 
para conseguir un número entero. Este número se expresa en binario 
posteriormente mediante 8 bits. Además se usa un noveno bit, colocado 
delante de los demás, para indicar si el valor es positivo (0) o negativo (1). Para 
el valor del extradós, un 1 querrá decir que es cierto y que, por lo tanto, la 
coordenada corresponde al extradós. Por contra un 0 indica que la coordenada 
pertenece al intradós. 
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Fig. 2.6. Estructura interna de una coordenada 
 
 
Una vez analizada la estructura de la geometría, hace falta definir como 
obtenerla inicialmente, pues solo será necesario crearla de cero en la primera 
población. Pese a que se trabaja con dos series de coordenadas, en realidad 
solo se necesita tener capacidad de variación sobre las coordenadas en Y, ya 
que, como se verá más adelante en el punto 3, todo perfil estandarizado puede 
definir sus coordenadas en Y a partir de unas coordenadas en X fijadas. Así se 
simplifica no solo la generación de la geometría inicial sino también todo el 
proceso de evolución de ésta. 
 
Sabiendo que solo es necesario centrarse en las coordenadas Y del perfil, hace 
falta saber qué valores han de poseer éstas y el porqué de esos valores. Tal y 
como marcan las observaciones, no existen dos individuos exactamente 
iguales y, aunque éstos no posean todas las características óptimas, el proceso 
evolutivo tiende a crear una población lo más perfecta posible. Con el objetivo 
anterior se generarán las coordenadas en Y de los n perfiles iniciales siguiendo 
un criterio de aleatoriedad. 
 
Pero a esta aleatoriedad quedará delimitada por unas condiciones de contorno 
en cada uno de los puntos, o mejor dicho, en cada una de las coordenadas y. 
Para los dos puntos del extradós se permiten 256 valores distintos, que van 
desde el 0 hasta el 0.255. Mientras que para los dos del intradós se permiten 
511 valores distintos, que van del -0.255 al 0.255. Esto es porque en el intradós 
puede haber valores que se encuentren por encima del TE. Estos valores 
máximos vienen a su vez delimitados por la propia estructura interna de una 
coordenada, ya que no podrán nunca ser superiores al número máximo de bits 
designado (8 bits en el modelo) para hacer la conversión al sistema digital 
(véase Fig. 2.6). 
 
El problema que surge es que la aleatoriedad choca de lleno con la propia 
geometría de manera que ésta ha de ser reducida para lograr mantener la 
forma de perfil alar. Estas imposiciones geométricas sobre la aleatoriedad no 
son iguales para todos los puntos de control del perfil, así que hace falta 
mencionarlas individualmente. Como ya se ha comentado con anterioridad todo 
punto solo aplica la aleatoriedad sobre el valor de su coordenada y, por ese 
motivo las restricciones geométricas únicamente afectan a esta coordenada. 
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Las restricciones que han sido diseñadas y verificadas de forma experimental y 
finalmente, han sido empleadas en este modelo son las siguientes: 
 
a)    ha de ser más grande que 0.1 con el objetivo de que la parte inicial 
del extradós tenga una cierta inclinación. 
b)    ha de ser como mínimo 0.010 unidades más pequeña que    para 
que el extradós se curve convenientemente. 
c)    no puede ser más de 0.050 unidades más pequeña que   , sino la 
curvatura del extradós sería demasiado pronunciada y haría que, para 
mantener un espesor razonable y para que no se generase ningún cruce 
entre el extradós y el intradós, los valores de    e    hubieran de ser 
demasiado elevados negativamente. 
d)    ha de tener un valor inferior a 0, de esta manera se fuerza al inicio del 
intradós a descender. 
e)    ha de ser necesariamente más pequeña que    menos 0.120 
unidades. Así en el caso de que    llegara al valor mínimo de 0.050 
unidades, se continuaría manteniendo un espesor suficiente tanto en    
como en   . 
f)    ha de ser como mínimo 0.050 unidades inferior que    para mantener 
un correcto espesor. 
g)    ha se sobrepasar como mínimo el valor de    en 0.010 unidades para 
lograr curvar el intradós de forma notoria. 
h)    no puede tener un valor 0.220 unidades superior al valor de   , sino la 
curvatura excesiva del intradós podría hacer que en los puntos cercanos 
al TE, el extradós intersecase con el intradós generando una geometría 
inválida. 
 
 
Una vez obtenidos todos estos puntos aleatorios que conforman el perfil, este 
cobrará su forma gracias al uso de las líneas NURBS en el pre procesador. 
Una línea NURBS es en realidad una herramienta matemática conocida 
también por el nombre de curva Bézier [6]. La curva de Bézier es una línea 
curva que viene definida por un polígono de control. Con ella se pueden unir 
distintos puntos formando una línea continua donde la curvatura varía de forma 
constante y que no presenta picos entre las uniones de los distintos segmentos 
que la forman. 
 
El uso de esta herramienta permitirá unir los puntos que conforman el perfil alar 
para reproducir su geometría con la máxima exactitud posible. 
 
Después de la obtención del perfil bidimensional será necesario llevar a cabo la 
construcción del área de estudio. En el área de estudio se analizarán las 
perturbaciones presentes en el fluido que rodea el perfil alar y que están  
originadas por su geometría. 
Para que se obtengan buenos resultados el límite externo de éste área habrá 
de cumplir los siguientes requisitos: 
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a) La distancia que lo separa del LE ha de ser como mínimo el valor de la 
cuerda del perfil. Así se asegura la formación y estabilización de la 
corriente entrante. 
b) La distancia que lo separa del TE ha de ser como mínimo dos veces el 
valor de la cuerda del perfil. Esto sirve para asegurar que no se pierda 
información y que, debido a esto, las fuerzas calculadas que actúan 
sobre el perfil sean inferiores a las reales. 
c)  
Pero como se pretende obtener más información del contorno, aunque sea con 
una menor exactitud (véase apartado 2.3), este límite mínimo se tomará solo 
como referencia para generar el límite real del área de estudio.  Con ese 
propósito se utilizará un límite externo situado a 4 veces la longitud que cumple 
con los requisitos mínimos. 
 
Siguiendo lo dicho, en este modelo se usará un límite externo circular que 
tendrá su centro en el TE y un radio ocho veces la cuerda del perfil. De toda 
manera, su forma podría variar y cambiarse por un rectángulo por ejemplo, ya 
que esto no influirá en los resultados obtenidos en la simulación, siempre y 
cuando cumpla con las separaciones mínimas mencionadas. 
 
 
2.3. Condiciones de cálculo y mallado 
 
2.3.1. Condiciones de cálculo 
 
Una vez se tenga el área de estudio definida, llega el momento de establecer 
las condiciones necesarias para poder hacer el cálculo del problema. Éstas han 
de establecer: 
 
a) El tipo de fluido. 
b) La velocidad y orientación del fluido. 
c) Las condiciones de contorno del área de estudio. 
 
Como el modelo ha de simular el comportamiento de cada uno de los perfiles 
alares generados, es evidente que el fluido a simular será aire. Pero el aire, al 
igual que cualquier otro fluido, no se comportará igual bajo unas condiciones de 
temperatura determinadas que bajo otras distintas. Por lo tanto, para este 
modelo, las simulaciones se llevarán a cabo con aire a 25 °C, es decir, aire en 
condiciones normales. 
 
La velocidad de movimiento de este fluido se podrá definir libremente 
dependiendo únicamente de la situación que quiera ser estudiada. En este 
modelo se usará una velocidad de 100 m/s y su ángulo de incidencia al perfil 
será de 0°. Este aire subsónico no será simulado ni bajo condiciones de 
viscosidad ni tampoco de vorticidad. 
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Por último, se definen las condiciones de contorno del área de estudio. Estas 
condiciones permitirán recrear el comportamiento del fluido de la forma más 
real posible. 
 
Al ser, el área de estudio, una región finita de un plano bidimensional que no lo 
es, podrían crearse durante la simulación una serie de perturbaciones en el 
fluido que llegasen hasta los confines de esta región bidimensional. Si esto 
sucediese, la simulación sería asaltada por un conjunto de errores producidos 
en los límites del área de estudio. Con el uso de las condiciones de contorno 
correctas, se mitigarían estos errores, devolviendo a la simulación la validez 
anteriormente perdida. Estas condiciones serán las siguientes: 
 
a) Ya que se pretende recrear aire en condiciones estándar será necesario 
fijar en la línea externa del área de estudio la presión que se tendrá en 
este límite. El valor de la presión tendrá que ser la que tendría el aire si 
no estuviese perturbado. En condiciones estándar la presión del aire es 
de 101325 Pa. 
b) Al igual que el área de estudio queda delimitada externamente, 
internamente también lo ha de estar. Por ese motivo se habrá de indicar 
que la línea que define geométricamente el perfil alar es un muro que el 
fluido no puede traspasar. 
c) Finalmente, falta especificar algunas restricciones en la velocidad del 
fluido en su contacto con el perfil. Éstas serían declarar nula la velocidad 
horizontal del fluido en el LE y también declarar nulas las velocidades 
verticales durante todo el paso por el extradós y el intradós del perfil en 
condiciones iniciales. Con la segunda condición se asegura que 
inicialmente el aire más cercano al perfil se mantiene horizontal hasta 
que no choca contra él. 
 
Con todas estas condiciones bien definidas el cálculo podrá ser realizado sin 
problemas, eso sí, posteriormente a tener mallado todo el espacio que define el 
área de estudio. 
 
 
2.3.2. Malla utilizada 
 
La malla usada en el modelo es una malla no estructurada. Pero viendo que 
una malla simple no proporciona la resolución deseada (Fig. 2.7) a no ser que 
el número total de nodos comprendidos en el área de estudio se disparara (Fig. 
2.8), se ha descartado esta opción. 
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Fig. 2.7. Malla gruesa simple 
 
           
 
Fig. 2.8. Malla fina simple 
 
 
Con el objetivo de solventar este problema se decide utilizar una malla un poco 
más compleja (figura 2.9) formada por dos mallas no estructuradas simples 
pero de distinto tamaño. La de mayor tamaño se usará para el contorno exterior 
y la de menor tamaño para las proximidades del perfil. De esta manera se 
consigue más precisión en las zonas que lo requieren sin aumentar el número 
de nodos del resto del área de estudio, factor que influye notablemente en el 
tiempo de simulación. 
 
18 Optimización de un perfil alar mediante el uso de algoritmos genéticos 
          
 
Fig. 2.9 Malla doble 
 
 
Aún así, como el hecho de que haya dos áreas claramente diferenciadas 
también hace que en la zona intermedia del área de estudio se pase un número 
muy alto de nodos a uno mucho menor, se decide optar por una malla fina en 
las proximidades del perfil, que a medida que se aleja de él se va haciendo 
más gruesa. Con esto se consigue reducir aún más el número total de nodos 
como se puede ver en la figura 2.10. 
 
 
           
 
Fig. 2.10. Malla doble con degradado del tamaño de celda 
 
 
2.4. Algoritmo genético 
 
El algoritmo genético es, junto con la geometría, una de las partes más 
importantes de todo el modelo. Es el responsable de recrear la teoría evolutiva 
con el objetivo de obtener una optimización en la geometría. 
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Para ello se ha de definir en primer los parámetros a maximizar o minimizar 
durante todo el proceso de optimización. En este modelo, el parámetro escogido 
es el lift, por lo tanto, lo primero que habrá de hacer el algoritmo es localizar qué 
perfiles tienen mayor lift. 
 
A medida que lo haga irá ordenando los perfiles del vector población según su lift 
de mayor a menor. Así se podrán establecer las características del cruce en 
función de la posición que ocupe cada perfil, cruzando solamente los que 
generen mayor lift. 
 
 
 
 
Fig. 2.11. Ordenación de los perfiles según su lift 
 
 
Por lo tanto, como interesa nombrar a los perfiles según su valor de lift y no 
según su orden de creación, hay que cambiar la nomenclatura mostrada en la 
figura 2.11 por una más adecuada. P1 pasa a ser el perfil con mayor lift, P2 el 
segundo con mayor lift y así sucesivamente. 
 
Una vez hecho este cambio se puede proceder a definir con qué perfil se ha de 
cruzar cada uno, es decir, a fijar un método de selección. Este modelo usará un 
modelo de selección elitista (ver Anexo), en el que solo los más fuertes 
sobreviven y hacen evolucionar la población. Siguiendo este tipo de modelo se 
pueden definir unos emparejamientos fijos para todas las poblaciones del 
modelo. P1 y P2 pasan intactos a la siguiente generación y, por lo tanto, no se 
ven sometidos al sistema de emparejamiento y cruce de forma directa. Pero 
indirectamente sí que están involucrados ya que junto con P3 forman los 
progenitores de cada nueva generación. 
 
De esta manera,  P1 se cruzará con P2 para generar los nuevos P3 y P4 (P3’ y 
P4’), y también se cruzará con P3 para generar los nuevos P5 y P6 (P5’ y P6’). 
Así los tres perfiles con peor lift de cada generación se descartan de forma 
automática. 
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Fig. 2.12. Definición de los emparejamientos 
 
 
Aunque conceptualmente son los perfiles los que se emparejan, en la práctica lo 
que se empareja es cada una de las coordenadas Y del primer perfil emparejado 
con sus homólogas del segundo perfil emparejado. 
 
 
 
 
Fig. 2.13. Emparejamiento de los perfiles alares 
 
 
Una vez que los emparejamientos ya están fijados se puede proceder al cruce. 
El cruce se realizará para cada uno de los emparejamientos. Consistirá, primero, 
en escoger una cierta cantidad de dígitos en binario que corresponderán a la 
herencia genética de ese cruce en particular. La herencia genética marca que 
parte del “ADN” de las coordenadas Y se conservará en los nuevos individuos 
resultantes del cruce. El primer individuo, que no dejará de ser el valor en binario 
de la nueva coordenada Y, heredará el número de dígitos marcados por la 
herencia genética de los primeros dígitos del progenitor, y el resto los heredará 
del segundo. Pero de cada cruce surgen dos nuevos individuos. Este segundo 
individuo, que es el valor en binario de la nueva coordenada Y, heredará el 
número de dígitos marcados por la herencia genética de los primeros dígitos  del 
segundo progenitor, y el resto los heredará del primero. 
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Fig. 2.14. Proceso de cruce 
 
 
Por lo tanto, a mayor valor de herencia genética menos variación de dígitos 
presentarán los valores en binario de las nuevas coordenadas en Y respecto a 
sus antecesoras. Eso sí, como el proceso ha de recrear con la máxima exactitud 
posible la realidad, el número de dígitos que se conservarán, y que estarán por 
lo tanto indicados por esa herencia genética tendrá que ser totalmente aleatorio 
para cada uno de los cruces realizados. 
 
Lo que sucede es que, una vez más se ha de garantizar un mínimo control de la 
geometría, así que de nuevo se ha de delimitar la aleatoriedad de los cruces. 
Esta delimitación consiste en una vez que el cruce se ha realizado llevar a cabo 
una comprobación de si las dos nuevas coordenadas Y siguen cumpliendo las 
restricciones geométricas vistas en el apartado 2.2. Cuando se realice un cruce 
que haga que el valor de las nuevas coordenadas no cumplan las restricciones 
impuestas, ese cruce se repetirá de nuevo. 
 
Empezará con una variación de la herencia genética, que volverá a generarse de 
forma aleatoria, con el objetivo de que al realizar otra vez el cruce, partiendo de 
los mismos progenitores del cruce inicial, este genere dos nuevas coordenadas 
que sí consigan mantener una geometría razonable. Con este proceso iterativo 
puede garantizarse que la geometría no se descontrolará evolucionando hacia 
formas de difícil realización. 
 
Cuando todos los cruces se hayan realizado de forma adecuada para todas las 
coordenadas en Y de todos los perfiles emparejados, estos nuevos valores en 
binario obtenidos se habrán de de devolver al sistema numérico decimal. Así se 
logrará, finalmente, obtener una nueva población de perfiles alares que estarán 
listos para ser simulados, iniciando de nuevo el proceso iterativo de 
optimización. 
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Fig. 2.15. Esquema de funcionamiento del algoritmo genético 
 
 
2.5. Criterio de convergencia 
 
Para detener el proceso de optimización será necesario definir un criterio de 
convergencia. Así el proceso no finalizará hasta obtener unos resultados 
válidos y no se prolongará de forma innecesaria. 
 
El criterio se basará en obtener el lift promedio de una población y comparar 
este valor con el lift promedio de la generación anterior. Si la diferencia entre 
ambos, en valor absoluto, es igual o inferior a un porcentaje del lift promedio de 
la población actual significará que el criterio de convergencia se ha obtenido 
satisfactoriamente. Por el contrario, si el porcentaje es superior, el proceso de 
optimización seguirá hasta cumplir este criterio. En este modelo se usará un 
1% como porcentaje del lift promedio actual a alcanzar. 
 
Además se incluirá una segunda opción de detención basada en un número 
máximo de iteraciones. Así, si el proceso se alargase demasiado y no se 
tuvieran recursos suficientes para terminarlo, se podrían obtener unos 
resultados que se acercarían al óptimo. 
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CAPÍTULO 3. RESULTADOS 
1.   
Resumiendo a grandes rasgos lo visto hasta este punto, el modelo actual está 
formado por una población de 6 perfiles, compuesto cada uno por 4 
coordenadas. La selección se produce siguiendo un modelo elitista [3] y el 
cruce utiliza un SPX. Las simulaciones se realizarán con un aire de entrada con 
ángulo 0° y velocidad 100 m/s en condiciones atmosféricas estándar. Los 
intervalos temporales utilizados serán de 1 ms y con 2000 iteraciones se 
espera que el resultado de lift converja. Y para la convergencia de todo el 
modelo se fija un 1% de diferencia entre los lift promedio de dos generaciones 
consecutivas. 
 
Ahora solo falta ejecutar el optimizador e ir testeando que todo funcione como 
es debido. 
 
3.1. Comprobación del proceso de simulación 
 
Antes de entrar en comparaciones y resultados es conveniente hacer un 
análisis de si lo que hace GiD en el preproceso y Tdyn en el cálculo es 
exactamente lo que el optimizador necesita para obtener los valores de lift sin 
los cuales no puede trabajar. 
 
Para seguir un orden y a su vez, no perder de vista ninguno de los tests a 
efectuar en cada una de las partes de la geometría generada se ha elaborado 
la checklist que se muestra a continuación: 
 
 Perfil alar. 
o Perfil alar cerrado. 
o Ningún cruce del extradós con el intradós. 
 
 Área de estudio. 
o Existencia de los 2 círculos necesarios. 
o Correcta construcción de las superficies. 
o El perfil alar no forma parte del área de estudio. 
 
 Condiciones de cálculo. 
o Tipo de fluido. 
o Velocidad y orientación del fluido. 
o Condiciones de contorno. 
 Presión atmosférica en la línea externa del área de 
estudio. 
 La línea del perfil alar es un muro. 
 La velocidad horizontal del fluido en el LE es 0. 
 La velocidad vertical inicial del fluido que toca el extradós y 
el intradós es 0. 
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 Mallado. 
o Malla sólo en el área de estudio. 
o Malla no estructurada. 
o Malla de doble tamaño con transición suave. 
 
 Cálculo. 
o Realización del cálculo. 
o Obtención del archivo de resultados. 
 Convergencia de resultados en el espacio temporal 
analizado. 
 
 
3.1.1. Perfil alar 
 
En este apartado se realizará la comprobación de que el optimizador genera un 
perfil alar formado por 2 NURBS lines de forma que su geometría queda 
correctamente cerrada. Como se ve en la figura 3.1, el script es leído por GiD y 
por lo tanto este es capaz de construir el perfil de manera autónoma. 
 
 
 
 
Fig. 3.1. Recreación de un perfil alar 
 
 
Como se aprecia en la misma figura, el extradós y el intradós del perfil alar no 
intersecan en ningún punto por lo tanto se da como buena la generación de la 
geometría a partir de las coordenadas generadas por el algoritmo genético. 
 
 
3.1.2. Área de estudio 
 
A continuación se generan correctamente los dos círculos necesarios para la 
elaboración del área de estudio. Los dos son concéntricos como habría de ser, 
y tienen el tamaño indicado en el batch file. Después estos dos se usan como 
herramienta para elaborar correctamente las dos superficies que forman el área 
de estudio (Fig. 3.2). 
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Fig. 3.2. En la derecha: Círculos de construcción del área de estudio (azul) y 
superficies del área de estudio (rosa). En la izquierda: Área de estudio 
construida. 
 
 
Como se puede apreciar de forma más clara en la parte derecha de la figura 
3.2, el interior del perfil alar queda totalmente vacío. Se recuerda que se 
pretende simular el comportamiento del aire y no el de la estructura del propio 
perfil alar. 
 
 
3.1.3. Condiciones de cálculo 
 
Para comprobar que las condiciones de cálculo se han aplicado se ha 
desplegar previamente la ventana Tdyn Datos. En esta ventana es donde 
aparecen todas las condiciones de cálculo impuestas que se harán servir para 
realizar la simulación. 
 
Una vez localizada la ventana ya se puede comprobar si las condiciones de 
cálculo han sido leídas y aplicadas correctamente. Se empieza por la condición 
de fluido y se ve que en el correspondiente apartado de materiales está 
asignado aire a 25 °C (Fig. 3.3). Luego en el apartado de flujo de fluido 
podemos encontrar tanto la velocidad y orientación del fluido como todas las 
demás condiciones de contorno. Primero se ve la condición de muro contenida 
en el grupo Wall/Bodies Auto 1. Si se continúa bajando se encuentra la 
condición de presión atmosférica estándar en el grupo FixPressure Auto 1. 
Finalmente se alcanzan las condiciones de velocidad. Están contenidas en tres 
grupos: 
 
1. FixVelocity Auto 1. Contiene las velocidades iniciales del fluido que toca 
el extradós y el intradós. 
2. FixVelocity Auto 2. Contiene el comportamiento del fluido en el LE. 
3. FixVelocity Auto 3. Asigna la velocidad y orientación del fluido. 
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Fig. 3.3. Ventana Tdyn Datos. Asignación del tipo fluido 
 
Tdyn permite hacer esta comprobación de un modo más visual mediante el uso 
de la ventana Tdyn Grupos. En esta ventana se le asigna un color a cada grupo 
y después manualmente permite ver dónde se aplica esa condición sobre la 
geometría representada. 
 
 
3.1.4. Mallado 
 
En la figura 3.4 se muestra perfectamente como la malla generada solo es 
aplicada en el área de estudio. También se observa que es del tipo no 
estructurado y de tamaño. Si se le hace un zoom se observa mejor como el 
tamaño de la malla va evolucionando de forma progresiva hasta alcanzar un 
tamaño mayor tal y como se pretendía. 
 
 
       
 
Fig. 3.4. Malla generada 
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3.1.5. Cálculo 
 
Para realizar este test solo hace falta utilizar la pestaña Calcular de GiD y 
seleccionar V r   f r a  ó      pr     …(Fig. 3.5). Esta opción despliega una 
nueva ventana en la que aparece el estado actual del proceso de cálculo. 
 
 
 
 
Fig. 3.5. Información del proceso de cálculo 
 
 
Y para finalizar con las comprobaciones hay que confirmar que efectivamente 
se guardan los datos en un fichero y que el resultado de la última iteración del 
cálculo nos proporciona un datos completamente convergidos y, por lo tanto, 
válidos. 
 
 
3.2. Comparación preliminar con perfiles NACA 
 
Una vez comprobado que GiD y Tdyn simulan los perfiles construidos por el 
algoritmo genético, ya se puede entrar en qué resultados se obtienen al final de 
estas simulaciones. 
Después de lanzar el optimizador en numerosas ocasiones se ha visto que 
existen dos tipos de perfiles distintos que generan valores de sustentación 
importantes que sobrepasan los 7000 N por unidad de cuerda. 
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Para hacernos una idea más precisa diremos que esto equivale a perfiles con 
un cL superior a 1.14. Todo perfil con un cL superior a 0.7 empieza ya a ser un 
buen elemento sustentador, así que estos números pueden ser realmente 
tenidos en cuenta como solución final. 
 
Así pues, ya que todo perfil con 7000 N o más por unidad de cuerda ofrece una 
buena optimización de la sustentación, objetivo principal del modelo construido, 
hace falta conocer como son geométricamente estos perfiles. Empecemos por 
el primer tipo de perfil al que llamaremos de aquí en adelante perfil de tipo 1. 
 
Los perfiles de tipo 1 se caracterizan por tener una curvatura en el extradós 
muy pronunciada. Inicialmente el extradós se curva muchísimo para después ir 
suavizando la curvatura hasta crear una pendiente negativa poco importante 
entre y1 e y2 que a medida que se acerca al TE cobra importancia. Por otro 
lado, el intradós también adquiere una forma característica. En un inicio la 
curvatura es considerable otorgándole a este tipo de perfiles un elevado 
espesor sobre el 33% de la cuerda. Luego adquiere una pendiente positiva 
bastante pronunciada que se suaviza conforme se aproxima al TE. 
 
Entrando ahora con un poco más de precisión numérica estos perfiles suelen 
tener un valor de y1 entre 0.170 y 0.200, de y2 entre 0.160 y 0.175, de y3 entre  
-0.200 y -0.225 y de y4 entre -0.005 -0.025. El perfil de tipo 1 con mayor 
sustentación obtenido se puede ver en la figura 3.6. 
 
 
 
 
Fig. 3.6. Mejor perfil de tipo 1 
 
 
Ahora se puede usar Tdyn como postprocesador para realizar un análisis de la 
distribución de presiones. Como puede observar se en la figura 3.7, en el LE de 
este tipo de perfiles se genera un incremento de presión significativo que junto 
con la depresión origanada a lo largo del extradós proporcian un alto lift. Pese a 
esto también se observa que la gran deformación del intradós contribuye 
negativamente. Otra forma de estudiar el comportamiento del perfil es 
centrarse en el campo de velocidades (Fig. 3.8). Se observa como la velocidad 
del aire que recorre el extradós es mucho más elevada que la del aire que 
recorre el intradós, exceptuando el punto de máximo combado en el que la 
velocidad también es elevada. También se puede ver como esta reducción de 
la velocidad del aire en el intradós se propaga hacia el aire que queda detrás 
del perfil perturbándolo. 
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Fig. 3.7. Distribución de presiones de un perfil de tipo 1 
 
 
 
Fig. 3.8. Campo de velocidades de un perfil de tipo 1 
 
Por otra parte, los perfiles de tipo 2 tienen una geometría un poco distinta. 
Según lo observado el intradós y el extradós siguen la geometría mencionada 
en los perfiles de tipo 1 aunque su espesor suele ser menos elevado. Lo que 
verdaderamente los caracteriza es que tienen un combado elevado situado 
hacia el 75% de la cuerda. Esto puede observarse en y4 que adquiere siempre 
valores positivos, generando así un cambio de orientación en la curvatura del 
intradós. 
 
Numéricamente estos perfiles  tienen valores de y1 entre 0.155 y 0.195, de y2 
entre 0.135 y 0.175, de y3 -0.005 y -0.025 y de y4 entre 0.005 y 0.095. El perfil 
de tipo 2 con mayor sustentación puede verse en la figura 3.7. 
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Fig. 3.9. Mejor perfil de tipo 2 
 
 
Así pues puede observarse que aunque una parte importante de la 
sustentación va atada al espesor del perfil, aumentando a medida que éste 
también lo hace, otra parte va atada a valor y localización de su combado. 
 
Si usamos Tdyn de nuevo (Fig.3.10) podemos ver como en la zona donde se 
sitúa el combado se genera un incremento de presiones que se traduce 
finalmente en un aumento de la sustentación generada por el perfil alar. 
 
 
 
 
Fig. 3.10. Distribución de presiones de un perfil de tipo 2 
 
 
Una vez más podemos fijarnos también en el campo de velocidades y 
corroborar lo que la distribución de presiones nos muestra. Como se muestra 
en la figura 3.11, el aire que recorre el extradós adquiere un gran incremento 
de velocidad mientras que el que circula el intradós, actúa de forma inversa 
reduciendo su velocidad. Este tipo de perfiles originian también una estela de 
aire de baja velocidad como los perfiles de tipo 1, pero de menor importancia. 
Capítulo 3. Resultados   31 
 
 
Fig. 3.11. Campo de velocidades de un perfil de tipo 2 
 
 
Aunque a efectos prácticos el optimizador no logra unir los tres conceptos en 
un solo perfil debido a su rápida convergencia (ver 3.3), de forma teórica 
existirían perfiles con una mejor sustentación a la obtenida. 
 
Hagamos ahora una prueba comparativa entre los mejores perfiles de tipo 1 y 2 
obtenidos y algunos perfiles NACA. Con esto podremos comprobar si para 
formas geométricas similares los valores los valores de cL obtenidos mediante 
CFD (tabla 3.1) se aproximan a los diseñados por NACA. 
 
 
Tabla 3.1. Parámetros de los mejores perfiles obtenidos 
 
Perfil y1/c y2/c y3/c y4/c L’ (N/c) cL 
Tipo 1 0.198 0.164 -0.214 -0.014 7910.05 1.29 
Tipo 2 0.192 0.173 -0.006 0.075 7465.01 1.22 
 
 
Empecemos por un perfil con menor espesor y combado como podría ser un 
NACA 2113. Para generarlo usaremos una herramienta llamada Xfoil, que 
permite recrear distintos perfiles para fluido ideal o para fluido viscoso. Como el 
modelo no utiliza fluida viscoso, solo será necesario conocer el número de 
Mach y el ángulo de ataque del perfil. Cualquier perfil del modelo tiene un 
ángulo de ataque de 0°, tal y como se recordaba al inicio de este capítulo, y 
para las condiciones de fluido detalladas en el modelo, todo perfil se ve 
sometido a un Mach de 0.29. 
 
Como se observa en la figura 3.12, el cL del NACA 2113 es bastante inferior al 
de los mejores perfiles de tipo 1 y 2 conseguidos. 
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Fig. 3.12. NACA 2113 
 
 
Seleccionemos ahora un NACA con una geometría parecida al perfil de tipo 1, 
y otro con una geometría similar al de tipo 2, como serían los NACA 7630 y el 
NACA 8615 respectivamente. Como puede apreciarse en las figuras 3.13 y 
3.14 aunque los valores de cL no son iguales a los encontrados por el 
optimizador, ya que la geometría es aproximada, el LE no está redondeado (ver 
Conclusiones) y las herramientas de CFD siempre tienen un mínimo porcentaje 
de error, estos valores no difieren demasiado. Por ese motivo, pueden darse 
como válidos perfiles que reúnan características similares. 
 
 
 
 
Fig. 3.13. NACA 7630 
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Fig. 3.14. NACA 8615 
 
 
Comprobemos ahora la hipótesis planteada anteriormente. Tal y como se ha 
comentado un perfil que reúna un gran espesor, un gran combado y una 
localización de este combado próxima al TE habría de tener un cL mayor al 
proporcionado por los mejores perfiles obtenidos. Un perfil que cumpa con todo 
lo señalado sería, por ejemplo, un NACA 8827 como el que se muestra en la 
figura 3.15. En dicha figura se ve como el NACA en cuestión presenta un cL 
bastante superior al de los mejores perfiles de tipo 1 y 2 obtenidos, 
corroborando así la hipótesis formulada. 
 
 
 
 
Fig. 3.15. NACA 8827 
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Visto que existen perfiles con un cL tan elevado hace falta plantearse por qué el 
optimizador, pese a haber sido puesto en marcha en multitud de ocasiones, 
nunca ha llegado a resultados tan satisfactorios. Pues el principal causante es 
la resolución del perfil. 
 
En el modelo actual la geometría de todo perfil se controla mediante 6 puntos. 
El LE y el TE son fijos y concuerdan con los de los perfiles NACA que estamos 
comparando así que aquí no existe diferencia alguna. Realmente solo se usan 
4 puntos para hacer evolucionar la geometría, 2 para el extradós y 2 más para 
el intradós. 
 
Con este nivel de control sobre la geometría tan bajo, el modelo actual no 
puede llegar a reproducir perfiles como el NACA 8827, ya que nunca 
conseguirá decidir ni el espesor máximo ni tampoco retrasar el combado. 
 
Pese a esto, se ha podido probar que el modelo aporta unos perfiles lo más 
optimizados posible dentro de los límites de control de geometría descritos, y 
de los problemas de convergencia tratados en el siguiente apartado. 
 
 
3.3. Evolución del lift y convergencia de resultados 
 
Una vez se posee un modelo definido y unos resultados obtenidos, hace falta 
saber cómo se ha llegado hasta esos datos. Así podrá comprobarse la 
eficiencia del modelo y localizar los posibles problemas que surjan. 
 
 
 
 
Fig. 3.16. Evolución del lift 
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Los primeros resultados demuestran ya un comportamiento correcto del 
algoritmo genético. A medida que los perfiles se cruzan y surgen nuevas 
generaciones, el lift máximo tiende a ir creciendo aunque no siempre de forma 
continua, ya que puede darse el caso de que los sucesores del mejor individuo 
de la población no hayan mejorado a su antecesor. No ocurre lo mismo con el 
lift promedio de toda la población, que va aumentando de forma progresiva, con 
más pendiente inicialmente y más discretamente a medida que se acerca a la 
condición de convergencia. 
 
En alguna ocasión, como por ejemplo en la figura  3.17 la curva del lift 
promedio experimenta cambios de pendiente positivos bastante importantes. 
Esto es debido a una rápida convergencia del resultado. 
 
La convergencia del resultado depende de distintos aspectos: 
 
a) Del tipo de método de selección. 
b) Del tipo de método de cruce. 
c) Del tipo de mutación. 
d) Del número de individuos que forman la población. 
e) De la población inicial que se ha generado de forma aleatoria. 
 
 
 
 
Fig. 3.17. Convergencia rápida del modelo 
 
 
Cualquiera de estos aspectos pueden influir en la convergencia de forma 
positiva o negativa haciendo que sea o demasiado larga o demasiado corta. En 
el caso actual el modelo elitista propicia una convergencia rápida que solo se 
acelera aún más por el hecho de tener una población muy pequeña. Esto 
origina una falta de diversidad en la población y no permite que existe un 
número de cruces realmente elevado. 
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Tener una convergencia demasiado rápida en el modelo actual hace que los 
resultados obtenidos como posibles soluciones de la función objetivo sean 
diferentes para cada simulación ya que el algoritmo genético no tiene tiempo a 
desplegar todo su potencial. 
 
Esto normalmente no es un problema, ya que un algoritmo genético es muy 
difícil que encuentre la mejor solución posible para el problema dado, y por lo 
tanto aporta soluciones que se acercan siempre a la óptima. Cuando esto 
sucede, los resultados son aproximadamente iguales, pero en el modelo actual 
la cosa no es así. Existen diferencias de más de 2000 N por unidad de cuerda 
entre dos simulaciones distintas. 
 
Esto indica que el modelo necesita ser modificado ya que se está quedando 
estancado en un grupo de resultados del que por sí solo no puede salir. 
 
 
3.4. Mejoras del modelo 
 
Para conseguir solucionar el problema anterior el modelo puede ser modificado 
en cualquiera de los aspectos que actúan sobre la convergencia. Pero antes de 
aplicar grandes cambios sobre el modelo como serían cambiar el punto a) o b), 
se intentará resolver con cambios que no aporten tantas variaciones. 
 
Se opta primeramente por incorporar mutación al modelo. Se utilizará una 
mutación que afectará a los 6 individuos de cada nueva generación y que 
tendrá un 10% de probabilidades de mutar cada una de las 4 coordenadas que 
contiene la geometría de un perfil. La mutación puede aplicarse a cualquiera de 
sus cromosomas en caso de que el proceso aleatorio así lo permita. Esto 
permite mutar: 
 
a) Bits de poca influencia. Así se consigue que el valor en decimal no se 
aleje demasiado del inicial. 
b) Bits de mucha influencia. Un cambio en cualquiera de los primeros bits 
que forman una cadena de cromosomas produce un gran cambio en el 
valor de la coordenada en sistema decimal. 
c) El bit de signo. Así se permite que coordenadas positivas puedan pasar 
a ser negativas y viceversa. 
 
Este tipo de mutación no funciona ya que por culpa de b) y c) el extradós y el 
intradós pueden colisionar. En uno de los casos simulados con este tipo de 
mutación ha sucedido lo descrito tal y como puede observarse en la figura 3.18. 
 
Por este motivo para futuras simulaciones solo se permitirá que la mutación 
pueda actuar siempre y cuando no rompa las condiciones geométricas 
definidas en el apartado 2.2. En caso contrario la mutación se efectuará sobre 
otro bit. 
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Fig. 3.18. Rotura de las restricciones geométricas 
 
 
Algo similar podría suceder también en el cruce. Se podría dar el caso que 
aunque se probaran todos los cruces posibles no se cumplieran las condiciones 
geométricas impuestas y que por lo tanto el algoritmo genético quedara 
eternamente enganchado en ese cruce. Esto es debido a un número bajo de 
individuos en la población, factor que indica una falta de diversidad importante. 
Para casos como éstos, que también han sido detectados en alguna que otra 
simulación, bastaría con permitir un número determinado de posibilidades de 
realizar el cruce antes de aplicar una mutación. La mutación se aplica de forma 
independiente a cada uno de los dos perfiles progenitores. 
 
Este tipo de mutación funciona de forma distinta a la anterior ya que en esta se 
muta un bit de forma aleatoria, y si el perfil no cumple las restricciones 
geométricas, se van mutando más bits hasta que por fin las cumpla. 
 
Ahora se realizarán dos simulaciones del modelo que incorporan mutación del 
10%. En este caso el criterio de convergencia no se usa para detener la 
simulación sino un número de iteraciones. De esta manera se podrá comprobar 
si el criterio de convergencia no corta la simulación antes de que el resultado 
pueda verse realmente optimizado. 
 
 
 
 
Fig. 3.19. Evolución del lift con mutación del 10%. Primera simulación. 
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Fig. 3.20. Evolución del lift con mutación del 10%. Segunda simulación. 
 
 
Para 10 iteraciones se observan ya mejorías importantes. La primera es que en 
las 2 simulaciones el lift máximo supera los 7000 N por unidad de cuerda. En la 
figura 3.20 se ve que eso es debido a la “suerte” de tener un excelente perfil en 
la población inicial, pero en el caso de la figura 3.19. el mejor miembro de la 
población inicial no alcanza ni los 5500 N por unidad de cuerda. Otra mejoría 
importante es que la población no queda de ninguna forma clavada en unos 
valores que aún puedan mejorarse. Eso es gracias al efecto de la mutación. 
 
La mutación queda perfectamente representada en la curva del lift promedio, 
en la que se puede ver como ya no aumenta de forma indefinida. Ahora por 
culpa de malas mutaciones, la población de perfiles puede empeorar hasta 
hacer disminuir el valor promedio de lift. Pero es un inconveniente a aceptar 
para arreglar la rápida convergencia en unos resultados no óptimos presente 
en el modelo inicial. 
 
De todas formas, quizás sería interesante aplicar una mutación un poco más 
agresiva y durante más generaciones, y así ver si tal y como se comenta en 
algunos documentos el hecho de aumentar este porcentaje hace que la 
población sea siempre tan distinta que no consiga evolucionar o que no lo haga 
a corto plazo. Por ese motivo se ha hecho una mutación con un 20% de 
probabilidades de efectuarse y con una duración de 20 generaciones. 
 
Esta nueva simulación queda representada en la figura 3.21, donde se ve en la 
curva del lift promedio como se producen muchas más mutaciones que antes. 
También se observa como en la séptima generación el criterio de convergencia 
se hubiese cumplido impidiendo llegar hasta el valor máximo obtenido en la 
undécima generación. 
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Fig. 3.21. Evolución del lift con mutación del 20%. 
 
 
Como se ve también, aunque la mutación es agresiva se necesitan un gran 
número de generaciones como para conseguir los valores adecuados para que 
los resultados superen por mucho la barrera de los 7000 N por unidad de 
cuerda. En el caso actual, en 20 generaciones solo se consigue llegar a 
7110,65 N por unidad de cuerda. 
 
Todo esto hace fijarse en el coste temporal de la simulación. Aunque para cada 
perfil solo se precisan aproximadamente 6 minutos y 20 segundos para obtener 
su valor de lift, para toda una simulación de 20 generaciones son necesarias 
13h y 18 min. Si a esto añadimos el hecho de que el optimizador está basado 
en un modelo de solamente 6 perfiles, se deduce que el tiempo implica un gran 
inconveniente. 
 
Esto último podría solucionarse usando un clúster de ordenadores o un 
ordenador multinúcleo que haría la misma función. En ambos casos, se podría 
simular más de un perfil a la vez reduciendo enormemente el tiempo total de 
simulación. 
 
Otro factor a tener en cuenta es que la mutación no puede aplicarse a todos los 
perfiles. El perfil de mayor lift ha de quedar exento de usar este método, ya que 
de no ser así podría suceder lo que también muestra la figura 3.21. en la 
decimotercera generación, donde el máximo lift obtenido baja hasta los 
7011,87 N por unidad de cuerda. 
 
 
Finalmente se observa que aún con la mutación activa al modelo le cuesta 
evolucionar y llegar siempre a unos resultados que conserven un grado de 
similitud elevado con pocas iteraciones, aunque los resultados obtenidos de 
esta forma no representen una mala solución al problema a resolver. 
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CONCLUSIONES 
 
Al inicio del trabajo se planteaban como objetivos el aprender en qué consistían 
los algoritmos genéticos y en descubrir si representaban una herramienta lo 
suficientemente importante como para ser utilizada en futuros proyectos e 
investigaciones. 
 
Se ha visto que los algoritmos genéticos, pese a no aportar quizás la mejor 
solución posible al problema a solucionar, permiten tratarlo de forma fácil sin 
tener que conocer como es la función a optimizar y evitando, la mayoría de 
veces, el tener que llevar a cabo tediosas y complejas derivadas. 
 
También se ha podido comprobar que pese a que el modelo ofrecía unos 
resultados bastante aprovechables, realmente este no llegaba a tratar con 
profundidad el problema, ya que esencialmente necesitaba tener más 
coordenadas de control para incrementar el nivel de resolución en la 
construcción de la geometría. 
 
Además presentaba unos problemas de rápida convergencia debidos 
fundamentalmente al método elitista y al bajo número de individuos que 
formaban la población. 
 
Después de añadir mutación se observa como gracias a ésta se elimina el 
problema de quedarse atrapado en un conjunto de valores determinado antes 
de llegar a una solución, aunque si se usa una mutación demasiado agresiva el 
efecto deseado pasa a ser un factor negativo que desestabiliza el algoritmo 
impidiendo su convergencia. 
 
El modelo intentaba ser lo más simple posible para entender de raíz el 
funcionamiento del algoritmo genético y aprender de los posibles contratiempos 
que surgieran intentando evolucionar el modelo. 
 
Este proyecto ha sido la base perfecta para un proyecto de mayor envergadura 
en colaboración con CIMNE al que no se podía acceder de forma directa sin 
conocer bien tanto la teoría que motiva el uso de los algoritmos genéticos como 
las respectivas herramientas de CFD empleadas. 
 
Este futuro proyecto consiste en hacer una optimización de la geometría de un 
ala en tres dimensiones formada por distintos perfiles alares que le harán de 
costillas y que permitirán reproducirla por GiD de la misma forma que se hace 
en el modelo. Pero esta vez, la función a optimizar ya no será simplemente el 
lift, sino también el drag y posiblemente el momento. 
 
Por ello, mientras se desarrollaba el proyecto se tenía que tener presente 
siempre que el objetivo final iba mucho más allá del modelo que se estaba 
intentando crear. Justamente por ese motivo, el TE no está redondeado, ya que 
para la construcción del ala son necesarios los puntos situados sobre él. 
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ANEXO 1. PERFILES NACA 
 
Los perfiles NACA son las distintas formas aerodinámicas para alas de aviones 
desarrolladas por el National Advisory Committee for Aeronautics (NACA).  
Cada una de estas superficies de sustentación NACA queda descrita por la 
palabra NACA seguida de una serie de dígitos acorde a su forma. Los dígitos 
regulan un conjunto de parámetros útiles para calcular la geometría de cada 
perfil mediante el uso de un conjunto de fórmulas. 
 
Esta nomenclatura que engloba un buen número de perfiles puede dividirse en 
distintas series dependiendo del número de dígitos que se tengan. Existen 
muchas series diferentes, llegando incluso a incorporar guiones y letras en la 
nomenclatura, pero ya que el programa a realizar solo quiere usarse como test, 
con tres de ellas será más  que suficiente. 
 
 
A1.1. Perfiles NACA de 4 dígitos simétricos 
 
Para cada serie, la geometría del perfil queda descrita por unas ecuaciones 
que relacionan los distintos parámetros de este. En el caso de los perfiles 
NACA de 4 dígitos simétricos la geometría se obtiene a partir de las siguientes 
ecuaciones. 
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Donde c es la longitud de de la cuerda, x la posición actual a lo largo de la 
cuerda [0,c], yt el espesor medio del perfil para un valor de x dado y t es el 
espesor máximo como una fracción de la cuerda. 
 
Estos perfiles se caracterizan por tener siempre una nomenclatura NACA 00xx, 
donde los dos últimos dígitos pueden variar. Estos dos dígitos divididos entre 
100 darán el valor de t, variando así la ecuación [A1.1] conforme al perfil 
seleccionado. 
 
Finalmente, lo que dará las coordenadas X e Y necesdarias para recrear la 
geometría serán la variables xU, xL, yU e yL, donde la letra base indicará a cuál 
de los dos ejes corresponde la coordenada y el subíndice, si pertenece al 
extradós (U) o al intradós (L). 
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A1.2. Perfiles NACA de 4 dígitos asimétricos 
 
Al igual que hay perfiles de 4 dígitos simétricos, también existen perfiles de 4 
dígitos que no lo son. Estos perfiles conservan la misma ecuación  para realizar 
el cálculo del espesor medio  que en los simétricos, pero a diferencia de éstos, 
en los asimétricos la línea de combado no medio no se superpone con la 
cuerda del perfil. Por este motivo, para obtener después las coordenadas de 
los puntos que definen el extradós y el intradós a partir de ella, es necesario 
calcularla primero. 
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En estas ecuaciones la nomenclatura que define la geometría aparece no solo 
en t, sino también en m y en p. m es la el combado máximo y se calcula 
dividiendo el primer dígito entre 100, mientras que p es la ubicación de ese 
combado máximo y su valor es igual al segundo dígito dividido entre 10. 
 
 
A1.3. Perfiles NACA de 5 dígitos 
 
En este tipo de perfiles la ecuación para calcular el espesor medio sigue sin 
variar. Pero como ya pasaba en los perfiles de 4 dígitos asimétricos, la 
ecuación que describe la línea de combado medio es diferente para cada serie. 
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Para este tipo de nomenclatura, el primer dígito multiplicado por 0.15 da el 
coeficiente de lift de diseño. P se obtiene en porcentaje dividiendo entre 2 los 
siguientes dos dígitos, y al igual que en los NACA de 4 dígitos, los últimos dos 
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dígitos dan t. Los valores de m y de k1 únicamente dependen de p en este tipo 
de perfiles y se suelen obtener a partir de la tabla A1.1. 
 
 
Tabla A1.1. Relación entre los distintos parámetros de los perfiles de 5 dígitos 
 
Mean-line 
designation 
Position of 
maxcamber (p) 
m k1 
210 0.05 0.0580 361.400 
220 0.10 0.1260 51.640 
230 0.15 0.2025 15.957 
240 0.20 0.2900 6.643 
250 0.25 0.3010 3.230 
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ANEXO 2. CÓDIGO EN C++ DEL OPTIMIZADOR 
 
coordenada.h 
 
/* 
 * coordenada.h 
 * 
 *  Created on: 15/03/2012 
 *      Author: sergicostalacosta 
 */ 
 
#ifndef COORDENADA_H_ 
#define COORDENADA_H_ 
 
#define MAXC 9 
 
class Ccoordenada{ 
private: 
 int cromosomes [MAXC]; 
 int extra2; 
 float valor; 
 int herencia_genetica; 
 
public: 
 void posa_cromosoma (int crom, int i); 
 int dona_cromosoma (int i); 
 void posa_extra2 (int e2); 
 int dona_extra2 (); 
 void genera_valor (); 
 void posa_valor (float v); 
 float dona_valor (); 
 void valor_a_binari (float v); 
 void genera_herencia (); 
 void posa_herencia (int hgen); 
 int dona_herencia (); 
 void binari_a_valor (); 
 void muta_cromosoma (int i); 
}; 
 
 
#endif /* COORDENADA_H_ */ 
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coordenada.cpp 
 
/* 
 * coordenada.cpp 
 * 
 *  Created on: 15/03/2012 
 *      Author: sergicostalacosta 
 */ 
 
#include "coordenada.h" 
#include <stdlib.h> 
#include <math.h> 
 
void Ccoordenada::posa_cromosoma(int crom, int i) 
{ 
 cromosomes[i]=crom; 
} 
 
int Ccoordenada::dona_cromosoma(int i) 
{ 
 return cromosomes[i]; 
} 
 
void Ccoordenada::posa_extra2(int e2) 
{ 
 extra2=e2; 
} 
 
int Ccoordenada::dona_extra2() 
{ 
 return extra2; 
} 
 
void Ccoordenada::genera_valor() 
{ 
 int aleatori; 
  
         if (extra2==1) 
 { 
 aleatori=rand()%256; 
 } 
 else 
 { 
 aleatori=(rand()%511)-255; 
 } 
  
 valor=(float)aleatori/1000.0; 
} 
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void Ccoordenada::posa_valor(float v) 
{ 
 valor=v; 
} 
 
float Ccoordenada::dona_valor() 
{ 
 return valor; 
} 
 
void Ccoordenada::valor_a_binari(float v) 
{ 
 int i=1, j=MAXC-1, crom, vfals; 
 
 v=v*1000; 
 vfals=(int)v; 
 
 if (valor>=0) 
 { 
 crom=0; 
 } 
 else 
 { 
 crom=1; 
 } 
 
 posa_cromosoma(crom,0); 
 
 while (i<MAXC) 
 { 
 if (vfals%2==0) 
 { 
 crom=0; 
 } 
 else 
 { 
 crom=1; 
 } 
 posa_cromosoma(crom,j); 
 vfals=vfals/2; 
 i++; 
 j--; 
 } 
} 
 
void Ccoordenada::genera_herencia() 
{ 
 herencia_genetica=rand()%6+2; 
} 
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void Ccoordenada::posa_herencia(int hgen) 
{ 
 herencia_genetica=hgen; 
} 
 
int Ccoordenada::dona_herencia() 
{ 
 return herencia_genetica; 
} 
 
void Ccoordenada::binari_a_valor() 
{ 
 int i=1; 
 float v=0.0; 
 
 while (i<MAXC) 
 { 
 v=v+cromosomes[i]*pow(2,(MAXC-1)-i); 
 i++; 
 } 
 
 v=v/1000.0; 
 v=pow(-1,cromosomes[0])*v; 
 posa_valor(v); 
} 
 
void Ccoordenada::muta_cromosoma(int i) 
{ 
 int crom; 
      
 crom=dona_cromosoma(i); 
         
 if(crom==0) 
 { 
 crom=1; 
 } 
 else 
 { 
 crom=0; 
 } 
         
 posa_cromosoma(crom, i); 
} 
 
  
Anexo 2. Código en C++ del optimizador   51 
airfoil.h 
 
/* 
 * airfoil.h 
 * 
 *  Created on: 15/03/2012 
 *      Author: sergicostalacosta 
 */ 
 
#ifndef AIRFOIL_H_ 
#define AIRFOIL_H_ 
 
#include "coordenada.h" 
#define MAXCOOR 4 // 4 punts per analitzar 
 
class Cairfoil{ 
private: 
 Ccoordenada coordenadesX[MAXCOOR]; 
 Ccoordenada coordenadesY[MAXCOOR]; 
 float lift; 
 float drag; 
 
public: 
 Cairfoil (); 
 void posa_coordenadaX (Ccoordenada x, int i); 
 Ccoordenada dona_coordenadaX (int i); 
 void posa_coordenadaY (Ccoordenada y, int i); 
 Ccoordenada dona_coordenadaY (int i); 
 void posa_lift (float l); 
 float dona_lift (); 
 void posa_drag (float d); 
 float dona_drag (); 
}; 
 
#endif /* AIRFOIL_H_ */ 
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airfoil.cpp 
 
/* 
 * airfoil.cpp 
 * 
 *  Created on: 15/03/2012 
 *      Author: sergicostalacosta 
 */ 
 
#include "airfoil.h" 
 
Cairfoil::Cairfoil() 
{ 
 Ccoordenada coor; 
 
 coor.posa_valor(0.33); 
 coor.valor_a_binari(coor.dona_valor()); 
 coor.posa_extra2(1); 
 coordenadesX[0]=coor; 
 
 coor.posa_extra2(0); 
 coordenadesX[2]=coor; 
 
 coor.posa_valor(0.66); 
 coor.valor_a_binari(coor.dona_valor()); 
 coor.posa_extra2(1); 
 coordenadesX[1]=coor; 
 
 coor.posa_extra2(0); 
 coordenadesX[3]=coor; 
  
 lift=0; 
 drag=0; 
} 
 
void Cairfoil::posa_coordenadaX(Ccoordenada x, int i) 
{ 
 coordenadesX[i]=x; 
} 
 
Ccoordenada Cairfoil::dona_coordenadaX(int i) 
{ 
 return coordenadesX[i]; 
} 
 
void Cairfoil::posa_coordenadaY(Ccoordenada y, int i) 
{ 
 coordenadesY[i]=y; 
} 
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Ccoordenada Cairfoil::dona_coordenadaY(int i) 
{ 
 return coordenadesY[i]; 
} 
 
void Cairfoil::posa_lift(float l) 
{ 
 lift=l; 
} 
 
float Cairfoil::dona_lift() 
{ 
 return lift; 
} 
 
void Cairfoil::posa_drag(float d) 
{ 
 drag=d; 
} 
 
float Cairfoil::dona_drag() 
{ 
 return drag; 
} 
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poblacio.h 
 
/* 
 * poblacio.h 
 * 
 *  Created on: 26/03/2012 
 *      Author: sergicostalacosta 
 */ 
 
#ifndef POBLACIO_H_ 
#define POBLACIO_H_ 
 
#include "airfoil.h" 
#define MAXAIR 6 
 
class Cpoblacio { 
private: 
 Cairfoil airfoils[MAXAIR]; 
 
public: 
 Cpoblacio (); 
 void posa_airfoil (Cairfoil air, int i); 
 Cairfoil dona_airfoil (int i); 
 void geometria_airfoil (int i); 
 void area_estudi (); 
 void dades_problema (); 
 void generacio_malla (); 
 void condicions_calcul (); 
 void guardar_GiD (int i, int j); 
 void postproces (); 
 void escriu_bch (int i, int j); 
 void simula_airfoil (); 
 void llegeix_resultats (int i, int j); 
 void evalua_airfoils (); 
 void creuament_airfoils (int progenitor1, int progenitor2, int fill1, int 
fill2); 
 void muta_airfoils (); 
}; 
 
 
#endif /* POBLACIO_H_ */ 
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poblacio.cpp 
 
/* 
 * poblacio.cpp 
 * 
 *  Created on: 26/03/2012 
 *      Author: sergicostalacosta 
 */ 
 
#include "poblacio.h" 
#include <stdlib.h> 
#include <string.h> 
#include <stdio.h> 
#include <iostream> 
 
using namespace std; 
 
Cpoblacio::Cpoblacio() 
{ 
 int i=0, j=0, e2; 
 Cairfoil air; 
 Ccoordenada coor; 
 float limit1, limit2, limit3;  
 
 while (i<MAXAIR) 
 { 
 while (j<MAXCOOR) 
 { 
 if (j<(MAXCOOR/2)) 
 { 
 e2=1; 
 } 
 else 
 { 
 e2=0; 
 } 
 coor.posa_extra2(e2); 
 coor.genera_valor(); 
  
 if (j==0) 
 { 
 while(coor.dona_valor()<0.1) 
 { 
 coor.genera_valor(); 
 } 
                 
 limit1=coor.dona_valor(); 
 } 
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 if (j==1) 
 { 
 while(coor.dona_valor()>limit1-0.010 || 
coor.dona_valor()<limit1-0.050) 
 { 
 coor.genera_valor(); 
 } 
                 
 limit2=coor.dona_valor(); 
 } 
 
 if (j==2) 
 { 
 while(coor.dona_valor()>0 || coor.dona_valor()>(limit2-
0.120)) 
 { 
 coor.genera_valor(); 
 } 
                 
 limit3=coor.dona_valor(); 
 } 
 
 if (j==3) 
 { 
 while(coor.dona_valor()>(limit2-0.050) || 
coor.dona_valor()<(limit3+0.010) || 
coor.dona_valor()>(limit3+0.220)) 
 { 
 coor.genera_valor(); 
 } 
 }     
 coor.valor_a_binari(coor.dona_valor()); 
 coor.genera_herencia(); 
  
 air.posa_coordenadaY(coor,j); 
 j++; 
 } 
 j=0; 
 posa_airfoil(air,i); 
 i++; 
 } 
} 
 
void Cpoblacio::posa_airfoil(Cairfoil air, int i) 
{ 
 airfoils[i]=air; 
} 
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Cairfoil Cpoblacio::dona_airfoil(int i) 
{ 
 return airfoils[i]; 
} 
 
void Cpoblacio::geometria_airfoil(int i) 
{ 
 FILE *arxiu; 
 Ccoordenada coorx, coory; 
 int j=0; 
  
 arxiu=fopen ("airfoil.bch", "w"); 
 fprintf (arxiu,"Mescape Geometry Create NurbsLine\n"); 
 fprintf (arxiu,"0,0,0\n"); 
  
 while (j<(MAXCOOR/2)) 
 { 
  coorx=airfoils[i].dona_coordenadaX(j); 
  coory=airfoils[i].dona_coordenadaY(j); 
  fprintf (arxiu,"%.4f,%.4f,0\n", coorx.dona_valor(), coory.dona_valor()); 
  j++; 
 } 
 
 fprintf (arxiu,"1,0,0\n"); 
 fprintf (arxiu,"escape\n"); 
 
 fprintf (arxiu,"Mescape Geometry Create NurbsLine\n"); 
 fprintf (arxiu,"1,0,0\n"); 
 fprintf (arxiu,"old\n"); 
 
 j=MAXCOOR-1; 
 
 while (j>=MAXCOOR/2) 
 { 
  coorx=airfoils[i].dona_coordenadaX(j); 
  coory=airfoils[i].dona_coordenadaY(j); 
  fprintf (arxiu,"%.4f,%.4f,0\n", coorx.dona_valor(), coory.dona_valor()); 
  j--; 
 } 
 
 fprintf (arxiu,"0,0,0\n"); 
 fprintf (arxiu,"old\n"); 
 fprintf (arxiu,"escape\n"); 
 
 fclose (arxiu); 
} 
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void Cpoblacio::area_estudi() 
{ 
 FILE *arxiu; 
 
 arxiu=fopen("airfoil.bch","a"); 
 
 fprintf(arxiu,"Mescape Geometry Create Object CirclePNR\n"); 
 fprintf(arxiu,"1,0,0\n"); 
 fprintf(arxiu,"old\n"); 
 fprintf(arxiu,"0.0,0.0,1.0\n"); 
 fprintf(arxiu,"8\n"); // Mida del cercle gran: 4*Mida del cercle petit= 8 
 fprintf(arxiu,"1,0,0\n"); 
 fprintf(arxiu,"old\n"); 
 fprintf(arxiu,"0.0,0.0,1.0\n"); 
 fprintf(arxiu,"2\n"); // Mida del cercle petit: 2 
 fprintf(arxiu,"Mescape Geometry Delete Surface\n"); 
 fprintf(arxiu,"1 2\n"); 
 fprintf(arxiu,"Mescape Geometry Create NurbsSurface\n"); 
 fprintf(arxiu,"1 2 4\n"); 
 fprintf(arxiu,"escape\n"); 
 fprintf(arxiu,"3 4\n"); 
 fprintf(arxiu,"escape\n"); 
 
 fclose(arxiu); 
} 
 
void Cpoblacio::dades_problema() 
{ 
 FILE *arxiu; 
 
 arxiu=fopen("airfoil.bch","a"); 
 
 fprintf(arxiu, "escape escape escape escape data defaults ProblemType 
yes CompassFEM11.0/compassfem escape\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{blockdata[@n='Simulation_type']/value[@n='Simulation_type']} {values 
RamSeries,Tdyn,FSI,SeaKeeping} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{blockdata[@n='Simulation_type']/value[@n='Simulation_type']} {v Tdyn} 
0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{blockdata[@n='General 
data']/container[@n='Gravity']/value[@n='Gravity_Y']} {v -1.0} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{blockdata[@n='General 
data']/container[@n='Gravity']/value[@n='Gravity_Z']} {v 0.0} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{blockdata[@n='General 
data']/container[@n='Analysis']/value[@n='tdynproblemtype']} {v 2D} 
0\"\n\n"); 
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 fprintf(arxiu, "\"-tcl- gid_groups_conds::add groups group {n {Fluid Auto1} 
onoff 1 color magenta type normal} 0\"\n\n"); 
 
 fprintf(arxiu, "escape escape escape escape Data Conditions AssignCond 
surface_groups NoRepeatField name\n"); 
 fprintf(arxiu, "Change {Fluid Auto1}\n"); 
 fprintf(arxiu, "1 2\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Properties']/condition[@n='Fluids_3D']} group {n {Fluid 
Auto1}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Properties']/condition[@n='Fluids_3D']/group[@n='Fluid 
Auto1']} value {state {} v Air_25oC editable 0 pn Material n Material 
values_tree {[give_materials_list -user_defined 0 -has_supra_container 
Oddls ]}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{groups/group[@n='Fluid Auto1']} {type BC} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add groups group {n {Wall/Bodies 
Auto1} onoff 1 color green type normal} 0\"\n\n"); 
 
 fprintf(arxiu, "escape escape escape escape Data Conditions AssignCond 
line_groups NoRepeatField name\n"); 
 fprintf(arxiu, "Change {Wall/Bodies Auto1}\n"); 
 fprintf(arxiu, "1 2\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']} group {n {Wall/Bodies Auto1}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']} container {n ransol pn {Wall 
Type}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} value 
{values Fluid,Solid state {} v Fluid pn {Fluid/Solid wall} n solid_fluid} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} value 
{dict {1,Invis Wall,2,Delta Wall,3,Rough Wall,4,Yplus Wall,5,Cw 
U2Wall,6,ITTC Wall,7,V FixWall,10,User Wall,11,None Wall} values 
1,2,3,4,5,6,7,10,11 state {} help {Law of the wall boundary type. Next 
boundary conditions (in momentum equation) are available:\\n\\n\\tInvis 
Wall: Null normal velocity\\n\\tDelta Wall: Reichardt law of the wall with 
y(delta) prescribed\\n\\tRough Wall: Law of the wall with roughness effect 
and y(delta) prescribed      \\n\\tYplus Wall:Reichardt law of the wall with 
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y+(yplus) prescribed\\n\\tCw U2Wall:Wall stress is calculated by 
Cw*U^2\\n\\tITTC Wall: Wall stresses are corrected, taking into account 
the ITTC57 friction line\\n\\tV fixWall:Null velocity\\n\\tVfix Bound:Velocity is 
defined by the user      \\n\\tVnfixBound: Normal velocity is defined by the 
user (rest of the velocity components are null)\\n\\tUser Wall: boundary 
conditions are defined by the user\\n\\tNone wall: No 
conditions\\n\\tOutFBound: Simulate an outlet boundary} v 1 pn {Boundary 
type} n Boundary_type} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} 
container {n angle_data pn {Angle Data} icon prdata16} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='ransol']/container[@n='angle_data']} value {state {} 
help {Maximum angle to apply (automatically) Kutta-Jokowsky condition 
(recommended 20)} unit_magnitude Rotation v 20 pn {Sharp Angle} n 
Sharp_angle units deg} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='ransol']/container[@n='angle_data']} value {state {} 
help {Maximum angle to fix (automatically) the velocity (recommended 
100)} unit_magnitude Rotation v 100 pn {Fix Angle} n Fix_angle units deg} 
0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='ransol']/container[@n='angle_data']} value {state 
{[check_state_module act_nav]} help {Maximum angle between velocity 
and hull in the floating line. It is used to control the StrenC conditions 
(recommended 60)} unit_magnitude Rotation v 60 pn {SternC Angle} n 
SternC_angle units deg} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} value 
{state {} help {Distance to the wall} unit_magnitude L v 1.0 pn Delta n 
Delta units cm} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} value 
{state {} help {Roughness or characteristic length of the wall. It is used to 
calculate boundary conditions on the wall. This value shouldn't be less 
than 0.0001 times the average element size of the body} unit_magnitude L 
v 100 pn Roughness n Roughness units m} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} value 
{state {} help {Nondimensional distance to the wall} v 65 pn Yplus n Yplus} 
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0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} value 
{state {} help {Constant of the Cw_U2 or ITTC function lines} v 0.04 pn Cw 
n Cw} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} value 
{state {} function_func CompassFEM::function_loads help {Field of friction 
velocity (stress=density*FTau^2) at the wall} unit_magnitude L/T v 0.0 
function {[loads_function tdyn_editor]} pn {FTau Field} n Ftau_field units 
m/s pn_function FTau} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} value 
{state {} function_func CompassFEM::function_loads help {Field of Eddy 
Kinetic Energy at the wall} unit_magnitude L^2/T^2 v 0.0 function 
{[loads_function tdyn_editor]} pn {KErn Field} n Kenr_field units m^2/s^2 
pn_function KErn} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='ransol']} value 
{state {} function_func CompassFEM::function_loads help {Field of 
Turbulent Length Scale at the wall} unit_magnitude L v 0.0 function 
{[loads_function tdyn_editor]} pn {ELen Field} n Elen_field units m 
pn_function ELen} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']} container {n General pn Body 
help {Use this condition to define Alemesh module general data}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='General']} value 
{values 1,0 state normal help {Activates Fluid-Structure Coupling} v 0 pn 
{FS coupling} n Shell_Coupling} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='General']} value 
{values 1,0 state {} help {If this option is selected, mass of the body will be 
estimated by Tdyn, based on an initial equilibrium of forces} v 0 pn 
{Estimate Body Mass} n Estimate_mass} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='General']} value 
{state {} help {Enter the body mass} unit_magnitude M v 1.0 pn {Body 
Mass} n Body_mass units kg} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='General']} 
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container {n Center_gravity pn {Center of Gravity} icon prdata16 help 
{Please enter center of gravity coordinates}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='General']/container[@n='Center_gravity']} value 
{state {} unit_magnitude L v 0.0 pn {X Coordinate} n Center_X units m} 
0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='General']/container[@n='Center_gravity']} value 
{state {} unit_magnitude L v 0.0 pn {Y Coordinate} n Center_Y units m} 
0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='General']/container[@n='Center_gravity']} value 
{state {[tdyn_2d3d_version_state]} unit_magnitude L v 0.0 pn {Z 
Coordinate} n Center_Z units m} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='General']/container[@n='Center_gravity']} container 
{n Radii_giration pn {Radii of Gyration} icon prdata16 help {Please enter 
radius of giration on OX OY OZ}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='General']/container[@n='Center_gravity']/container[
@n='Radii_giration']} value {state {[tdyn_2d3d_version_state]} 
unit_magnitude L v 1.0 pn {OX Radius} n Radii_OX units m} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='General']/container[@n='Center_gravity']/container[
@n='Radii_giration']} value {state {[tdyn_2d3d_version_state]} 
unit_magnitude L v 1.0 pn {OY Radius} n Radii_OY units m} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='General']/container[@n='Center_gravity']/container[
@n='Radii_giration']} value {state {} unit_magnitude L v 1.0 pn {OZ 
Radius} n Radii_OZ units m} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']} container {n Motion_options pn 
Motions icon prdata16 state {[check_state_module act_ale]} help {Use this 
condition to define Alemesh module motion options}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
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{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='Motion_options']} 
value {state {} help {Factor for relaxation of movement (recommended 
value 0.25)} v 0.25 pn {Relaxation Factor} n Relaxation_factor} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='Motion_options']} 
value {state {} help {Factor for damping of movement} v 0.0 pn {Damping 
Factor} n Damping_factor} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='Motion_options']} 
container {n Displacements_options pn Displacements icon prdata16 help 
{Please choose displacement options. Allows translation parallel to OX,OY 
or OZ}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Displacements_opt
ions']} value {dict Free,Free,None,None,Fixed,Fixed,Field,Field,Initial,Initial 
values Free,None,Fixed,Field,Initial state {} v None pn {X Displacement} n 
Displacement_X_activation} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Displacements_opt
ions']} value {dict Free,Free,None,None,Fixed,Fixed,Field,Field,Initial,Initial 
values Free,None,Fixed,Field,Initial state {} v None pn {Y Displacement} n 
Displacement_Y_activation} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Displacements_opt
ions']} value {dict Free,Free,None,None,Fixed,Fixed,Field,Field,Initial,Initial 
values Free,None,Fixed,Field,Initial state {[tdyn_2d3d_version_state]} v 
None pn {Z Displacement} n Displacement_Z_activation} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Displacements_opt
ions']} value {function_func CompassFEM::function_loads unit_magnitude 
L state disabled v 0.0 function {[loads_function tdyn_editor]} pn {X 
Displacement} n Displacement_X_value units m pn_function Xdisp} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Displacements_opt
ions']} value {function_func CompassFEM::function_loads unit_magnitude 
L state disabled v 0.0 function {[loads_function tdyn_editor]} pn {Y 
Displacement} n Displacement_Y_value units m pn_function Ydisp} 0\"\n"); 
64 Optimización de un perfil alar mediante el uso de algoritmos genéticos 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Displacements_opt
ions']} value {function_func CompassFEM::function_loads unit_magnitude 
L state {[tdyn_2d3d_version_state]} v 0.0 function {[loads_function 
tdyn_editor]} pn {Z Displacement} n Displacement_Z_value units m 
pn_function Zdisp} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='Motion_options']} 
container {n Rotations_options pn Rotations icon prdata16 help {Please 
choose rotation options. Allows rotation perpendicular to OX,OY or OZ}} 
0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Rotations_options']
} value {dict Free,Free,None,None,Fixed,Fixed,Field,Field,Initial,Initial 
values Free,None,Fixed,Fielde,Initial state {[tdyn_2d3d_version_state]} v 
None pn {OX Rotation} n Rotation_OX_activation} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Rotations_options']
} value {dict Free,Free,None,None,Fixed,Fixed,Field,Field,Initial,Initial 
values Free,None,Fixed,Field,Initial state {[tdyn_2d3d_version_state]} v 
None pn {OY Rotation} n Rotation_OY_activation} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Rotations_options']
} value {dict Free,Free,None,None,Fixed,Fixed,Field,Field,Initial,Initial 
values Free,None,Fixed,Field,Initial state {} v None pn {OZ Rotation} n 
Rotation_OZ_activation} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Rotations_options']
} value {function_func CompassFEM::function_loads unit_magnitude 
Rotation state {[tdyn_2d3d_version_state]} v 0.0 function {[loads_function 
tdyn_editor]} pn {OX Rotation} n Rotation_OX_value units deg pn_function 
OXrot} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Rotations_options']
} value {function_func CompassFEM::function_loads unit_magnitude 
Rotation state {[tdyn_2d3d_version_state]} v 0.0 function {[loads_function 
tdyn_editor]} pn {OY Rotation} n Rotation_OY_value units deg pn_function 
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OYrot} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='Motion_options']/container[@n='Rotations_options']
} value {state {} function_func CompassFEM::function_loads 
unit_magnitude Rotation v 0.0 function {[loads_function tdyn_editor]} pn 
{OZ Rotation} n Rotation_OZ_value units deg pn_function OZrot} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']} container {n External pn 
Actions icon prdata16 state {[check_state_module act_ale]} help {Use this 
condition to prescribe alemesh module external forces and moments}} 
0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='External']} 
container {n Forces pn {External Forces} icon prdata16 help {External 
forces (components X,Y,Z) acting on the COG of the body}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='External']/container[@n='Forces']} value {state {} 
function_func CompassFEM::function_loads unit_magnitude F v 0.0 
function {[loads_function tdyn_editor]} pn {Force X} n Force_x units N 
pn_function Fx} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='External']/container[@n='Forces']} value {state {} 
function_func CompassFEM::function_loads unit_magnitude F v 0.0 
function {[loads_function tdyn_editor]} pn {Force Y} n Force_y units N 
pn_function Fy} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='External']/container[@n='Forces']} value 
{function_func CompassFEM::function_loads state 
{[tdyn_2d3d_version_state]} unit_magnitude F v 0.0 function 
{[loads_function tdyn_editor]} pn {Force Z} n Force_z units N pn_function 
Fz} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies Auto1']/container[@n='External']} 
container {n Moments pn {External Moments} icon prdata16 help {External 
moments (components X,Y,Z) acting on the COG of the body}} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='External']/container[@n='Moments']} value 
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{function_func CompassFEM::function_loads state 
{[tdyn_2d3d_version_state]} unit_magnitude FL v 0.0 function 
{[loads_function tdyn_editor]} pn {Moment X} n Moment_x units N*m 
pn_function Mx} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='External']/container[@n='Moments']} value 
{function_func CompassFEM::function_loads state 
{[tdyn_2d3d_version_state]} unit_magnitude FL v 0.0 function 
{[loads_function tdyn_editor]} pn {Moment Y} n Moment_y units N*m 
pn_function My} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='b
ody_wall']/group[@n='Wall/Bodies 
Auto1']/container[@n='External']/container[@n='Moments']} value {state {} 
function_func CompassFEM::function_loads unit_magnitude FL v 0.0 
function {[loads_function tdyn_editor]} pn {Moment Z} n Moment_z units 
N*m pn_function Mz} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{groups/group[@n='Wall/Bodies Auto1']} {type BC} 0\"\n"); 
     
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add groups group {n {Fix Velocity 
Auto1} onoff 1 color yellow type normal} 0\"\n\n"); 
 
 fprintf(arxiu, "escape escape escape escape Data Conditions AssignCond 
point_groups NoRepeatField name\n"); 
 fprintf(arxiu, "Change {Fix Velocity Auto1}\n"); 
 fprintf(arxiu, "1\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']} group {n {Fix Velocity Auto1} ov point} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto1']} container {n Activation pn 
Activation} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto1']/container[@n='Activation']} 
value {values 1,0 state {} help {Activate to fix x velocity value (modified in 
values tab)} v 1 pn {Fix X Velocity} n Fix_X_Velocity} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto1']/container[@n='Activation']} 
value {values 1,0 state {} help {Activate to fix y velocity value (modified in 
values tab)} v 0 pn {Fix Y Velocity} n Fix_Y_Velocity} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
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x_velocity']/group[@n='Fix Velocity Auto1']/container[@n='Activation']} 
value {values 1,0 help {Activate to fix z velocity value (modified in values 
tab)} state {[tdyn_2d3d_version_state]} v 0 pn {Fix Z Velocity} n 
Fix_Z_Velocity} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto1']} container {n Values pn 
Values} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto1']/container[@n='Values']} value 
{state {} unit_magnitude Velocity v 0.0 pn {Velocity X value} n 
Velocity_X_value units m/s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto1']/container[@n='Values']} value 
{state {} unit_magnitude Velocity v 0.0 pn {Velocity Y value} n 
Velocity_Y_value units m/s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto1']/container[@n='Values']} value 
{unit_magnitude Velocity state {[tdyn_2d3d_version_state]} v 0.0 pn 
{Velocity Z value} n Velocity_Z_value units m/s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{groups/group[@n='Fix Velocity Auto1']} {type BC} 0\"\n"); 
     
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add groups group {n {Fix Velocity 
Auto2} onoff 1 color orange type normal} 0\"\n\n"); 
 
 fprintf(arxiu, "escape escape escape escape Data Conditions AssignCond 
line_groups NoRepeatField name\n"); 
 fprintf(arxiu, "Change {Fix Velocity Auto2}\n"); 
 fprintf(arxiu, "1 2\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']} group {n {Fix Velocity Auto2} ov line} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto2']} container {n Activation pn 
Activation} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto2']/container[@n='Activation']} 
value {values 1,0 state {} help {Activate to fix x velocity value (modified in 
values tab)} v 0 pn {Fix X Velocity} n Fix_X_Velocity} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto2']/container[@n='Activation']} 
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value {values 1,0 state {} help {Activate to fix y velocity value (modified in 
values tab)} v 1 pn {Fix Y Velocity} n Fix_Y_Velocity} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto2']/container[@n='Activation']} 
value {values 1,0 help {Activate to fix z velocity value (modified in values 
tab)} state {[tdyn_2d3d_version_state]} v 0 pn {Fix Z Velocity} n 
Fix_Z_Velocity} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto2']} container {n Values pn 
Values} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto2']/container[@n='Values']} value 
{state {} unit_magnitude Velocity v 0.0 pn {Velocity X value} n 
Velocity_X_value units m/s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto2']/container[@n='Values']} value 
{state {} unit_magnitude Velocity v 0.0 pn {Velocity Y value} n 
Velocity_Y_value units m/s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto2']/container[@n='Values']} value 
{unit_magnitude Velocity state {[tdyn_2d3d_version_state]} v 0.0 pn 
{Velocity Z value} n Velocity_Z_value units m/s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{groups/group[@n='Fix Velocity Auto2']} {type BC} 0\"\n"); 
     
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add groups group {n {Fix Velocity 
Auto3} onoff 1 color pink type normal} 0\"\n\n"); 
 
 fprintf(arxiu, "escape escape escape escape Data Conditions AssignCond 
line_groups NoRepeatField name\n"); 
 fprintf(arxiu, "Change {Fix Velocity Auto3}\n"); 
 fprintf(arxiu, "3\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']} group {n {Fix Velocity Auto3} ov line} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto3']} container {n Activation pn 
Activation} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto3']/container[@n='Activation']} 
value {values 1,0 state {} help {Activate to fix x velocity value (modified in 
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values tab)} v 1 pn {Fix X Velocity} n Fix_X_Velocity} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto3']/container[@n='Activation']} 
value {values 1,0 state {} help {Activate to fix y velocity value (modified in 
values tab)} v 1 pn {Fix Y Velocity} n Fix_Y_Velocity} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto3']/container[@n='Activation']} 
value {values 1,0 help {Activate to fix z velocity value (modified in values 
tab)} state {[tdyn_2d3d_version_state]} v 0 pn {Fix Z Velocity} n 
Fix_Z_Velocity} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto3']} container {n Values pn 
Values} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto3']/container[@n='Values']} value 
{state {} unit_magnitude Velocity v 100 pn {Velocity X value} n 
Velocity_X_value units m/s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto3']/container[@n='Values']} value 
{state {} unit_magnitude Velocity v 0.0 pn {Velocity Y value} n 
Velocity_Y_value units m/s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_velocity']/group[@n='Fix Velocity Auto3']/container[@n='Values']} value 
{unit_magnitude Velocity state {[tdyn_2d3d_version_state]} v 0.0 pn 
{Velocity Z value} n Velocity_Z_value units m/s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{groups/group[@n='Fix Velocity Auto3']} {type BC} 0\"\n"); 
     
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add groups group {n {Fix Pressure 
Auto1} onoff 1 color AntiqueWhite3 type normal} 0\"\n\n"); 
 
 fprintf(arxiu, "escape escape escape escape Data Conditions AssignCond 
line_groups NoRepeatField name\n"); 
 fprintf(arxiu, "Change {Fix Pressure Auto1}\n"); 
 fprintf(arxiu, "3\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_pressure']} group {n {Fix Pressure Auto1} ov line} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::add 
{container[@n='Conditions']/container[@n='ransol_cond']/condition[@n='Fi
x_pressure']/group[@n='Fix Pressure Auto1']} value {state {} 
unit_magnitude P help {Please specify pressure vale} v 101325 pn 
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{Pressure value} n Pressure_value units Pa} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{groups/group[@n='Fix Pressure Auto1']} {type BC} 0\"\n\n"); 
 
 fclose(arxiu); 
} 
 
void Cpoblacio::generacio_malla() 
{ 
 FILE *arxiu; 
 
 arxiu=fopen("airfoil.bch","a"); 
 
 fprintf(arxiu, "Mescape Meshing Structured Lines\n"); 
 fprintf(arxiu, "64\n"); 
 fprintf(arxiu, "3 4\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "Mescape Meshing AssignSizes Surfaces\n"); 
 fprintf(arxiu, "0.1\n"); // Mida de la malla petita 
 fprintf(arxiu, "1\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "0.3\n"); // Mida de la malla gran 
 fprintf(arxiu, "2\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "escape\n"); 
 fprintf(arxiu, "MEscape Utilities Variables SurfaceMesher 4 
Cartesian(CreateHexahedra)  Mescape\n"); 
 fprintf(arxiu, "escape escape escape escape Meshing CancelMesh 
Yes\n"); 
 fprintf(arxiu, "escape escape escape escape utilities variables 
SizeTransitionsFactor 0.40000000000000002 escape escape\n"); 
 fprintf(arxiu, "escape escape escape escape Meshing MeshCriteria Mesh 
Surfaces 1: escape\n"); 
 fprintf(arxiu, "escape escape escape escape Meshing MeshCriteria Mesh 
Lines 1: escape\n"); 
 fprintf(arxiu, "escape escape escape escape Meshing Generate 0.1\n"); 
 fprintf(arxiu, "escape escape escape escape utilities variables 
SizeTransitionsFactor 0.40000000000000002 escape escape\n"); 
 fprintf(arxiu, "Mescape Meshing MeshView\n\n"); 
 
 fclose(arxiu); 
} 
 
void Cpoblacio::condicions_calcul() 
{ 
 FILE *arxiu; 
 
 arxiu=fopen("airfoil.bch","a"); 
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 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{container[@n='Tdyn_data']/blockdata[@n='Analysis_tdyn']/value[@n='nu
mberofsteps']} {v 2000} \"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{container[@n='Tdyn_data']/blockdata[@n='Analysis_tdyn']/value[@n='tim
eincrement']} {v 0.001} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{container[@n='Tdyn_data']/blockdata[@n='Analysis_tdyn']/value[@n='tim
eincrement']} {units s} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{container[@n='Tdyn_data']/blockdata[@n='Analysis_tdyn']/value[@n='ma
xiterations']} {v 6} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{container[@n='Tdyn_data']/blockdata[@n='Tdyn_results']/value[@n='tdyn
resultfile']} {v Ascii} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{container[@n='Tdyn_data']/blockdata[@n='Tdyn_results']/value[@n='outp
utstart']} {v 1} 0\"\n"); 
 fprintf(arxiu, "\"-tcl- gid_groups_conds::setAttributes 
{container[@n='Tdyn_data']/blockdata[@n='Tdyn_results']/value[@n='outp
utstep']} {v 2000} 0\"\n\n"); 
 
 fclose(arxiu); 
} 
 
void Cpoblacio::guardar_GiD(int i, int j) 
{ 
 FILE *arxiu; 
 
 arxiu=fopen("airfoil.bch","a"); 
 
 fprintf(arxiu, "Mescape Files SaveAs\n"); 
 fprintf(arxiu, "-alsoresults:0 --\n"); 
 fprintf(arxiu, "geoversion:current\n"); 
 fprintf(arxiu, "C:/Users/scostal/Desktop/Simulacio/airfoil%d.%d\n\n", j, i); 
 // Ruta de l'arxiu. 
 
 fclose(arxiu); 
} 
 
void Cpoblacio::postproces() 
{ 
 FILE *arxiu; 
 
 arxiu=fopen("airfoil.bch","a"); 
 
 fprintf(arxiu, "Mescape Utilities Calculate\n"); 
 fprintf(arxiu, "MEscape Files WriteCalcFile\n"); 
 fprintf(arxiu, "Mescape PostProcess"); 
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 fclose(arxiu); 
} 
 
void Cpoblacio::escriu_bch(int i, int j) 
{ 
 geometria_airfoil (i); 
 area_estudi (); 
 dades_problema (); 
 generacio_malla (); 
 condicions_calcul (); 
 guardar_GiD (i, j); 
 postproces (); 
 printf("Airfoil: %d.%d", j, i); 
} 
 
void Cpoblacio::simula_airfoil() 
{ 
 system("cd C:\\Users\\scostal\\Desktop\\Optimitzador AG"); 
 system("cmd /C instruccions.bat"); 
} 
 
void Cpoblacio::llegeix_resultats(int i, int j) 
{ 
 FILE *arxiu; 
 float step=0.0; 
 char nom[10]={'\0'}, var[2]={'\0'}; 
 char ruta[100]={'\0'}; 
 char string1[15], string2[6]; //15 6 
 float PFx, PFy, PFz; // Forces de pressio 
 float PMx, PMy, PMz; // Moments de pressio 
 float SFx, SFy, SFz; // Forces de pressio estatica 
 float SMx, SMy, SMz; // Moments de pressio estatica 
 float VFx, VFy, VFz; // Forces de viscositat 
 float VMx, VMy, VMz; // Moments de viscositat 
 float Fx, Fy, Fz; // Forces totals 
 float Mx, My, Mz; // Moments totals 
 int cont=1; 
   
 // Creació del nom de l'arxiu 
 strcat(nom,"airfoil"); 
     
 if (j>=10) 
 { 
  var[0]=static_cast<char>((j/10)+static_cast<int>('0')); 
  strcat(nom,var); 
  var[0]=static_cast<char>((j%10)+static_cast<int>('0')); 
  strcat(nom,var); 
 } 
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 else 
 { 
  var[0]=static_cast<char>(j+static_cast<int>('0')); 
  strcat(nom,var); 
 } 
 strcat(nom,"."); 
 var[0]=static_cast<char>(i+static_cast<int>('0')); 
 strcat(nom,var); 
     
 // Creació de la ruta 
 strcat(ruta,"C:\\Users\\scostal\\Desktop\\Simulacio\\"); 
 strcat(ruta,nom); 
 strcat(ruta,".gid\\"); 
 strcat(ruta,nom); 
 strcat(ruta,".flavia.for"); 
 
 arxiu=fopen(ruta,"r"); 
  
 while (cont!=2000) 
 { 
  fscanf(arxiu,"%f %s %s", &step, string1, string2); 
  fscanf(arxiu,"%f %f %f", &PFx, &PFy, &PFz); 
  fscanf(arxiu,"%f %f %f", &PMx, &PMy, &PMz); 
  fscanf(arxiu,"%f %f %f", &SFx, &SFy, &SFz); 
  fscanf(arxiu,"%f %f %f", &SMx, &SMy, &SMz); 
  fscanf(arxiu,"%f %f %f", &VFx, &VFy, &VFz); 
  fscanf(arxiu,"%f %f %f", &VMx, &VMy, &VMz); 
 
  cont++; 
 } 
 
 Fx=PFx+SFx+VFx;  // Codi preparat per a l’ampliació 
 Fy=PFy+SFy+VFy; 
 Fz=PFz+SFz+VFz; 
 Mx=PMx+SMx+VMx; 
 My=PMy+SMy+VMy; 
 Mz=PMz+SMz+VMz; 
 
 airfoils[i].posa_lift(Fy); 
 airfoils[i].posa_drag(Fx); 
 
 fclose(arxiu); 
} 
 
void Cpoblacio::evalua_airfoils() 
{ 
 int i=0, j; 
 float value; 
 Cairfoil air; 
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 while (i<MAXAIR) 
 { 
  value=airfoils[i].dona_lift(); 
  j=i+1; 
 
  while (j<MAXAIR) 
  { 
   if (value<airfoils[j].dona_lift()) 
   { 
    air=airfoils[i]; 
    airfoils[i]=airfoils[j]; 
    airfoils[j]=air; 
    j=MAXAIR; 
    i--; 
   } 
   j++; 
  } 
  i++; 
 } 
} 
 
void Cpoblacio::creuament_airfoils(int progenitor1, int progenitor2, int fill1, int 
fill2) 
{ 
 Ccoordenada coor_air1, coor_air2, coor_nova1, coor_nova2; 
 int i=0, j=0, cont=0, randbit; 
 float limit11, limit12, limit13; // límits perfil nou 1 
 float limit21, limit22, limit23; // limits perfil nou 2 
 
 while (i<MAXCOOR) 
 { 
  coor_air1=airfoils[progenitor1].dona_coordenadaY(i); 
  coor_air1.genera_herencia(); 
  coor_air2=airfoils[progenitor2].dona_coordenadaY(i); 
 
  while (j<coor_air1.dona_herencia()) 
  { 
   coor_nova1.posa_cromosoma(coor_air1.dona_cromosoma(j),j); 
   coor_nova2.posa_cromosoma(coor_air2.dona_cromosoma(j),j); 
   j++; 
  } 
 
  while (j<MAXC) 
  { 
   coor_nova1.posa_cromosoma(coor_air2.dona_cromosoma(j),j); 
   coor_nova2.posa_cromosoma(coor_air1.dona_cromosoma(j),j); 
   j++; 
  } 
   
  j=0; 
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  coor_nova1.binari_a_valor(); 
  coor_nova2.binari_a_valor(); 
   
  if (i==0) 
  { 
   while(coor_nova1.dona_valor()<0.1 || 
coor_nova1.dona_valor()>0.255 || 
coor_nova2.dona_valor()<0.1 || 
coor_nova2.dona_valor()>0.255) 
   { 
    if (cont<1000) 
    { 
     coor_air1.genera_herencia(); 
                 
     while (j<coor_air1.dona_herencia()) 
     { 
     coor_nova1.posa_cromosoma 
(coor_air1.dona_cromosoma(j),j); 
     coor_nova2.posa_cromosoma 
(coor_air2.dona_cromosoma(j),j); 
      j++; 
     } 
 
     while (j<MAXC) 
     { 
     coor_nova1.posa_cromosoma 
(coor_air2.dona_cromosoma(j),j); 
     coor_nova2.posa_cromosoma 
(coor_air1.dona_cromosoma(j),j); 
      j++; 
     } 
   
     j=0; 
    } 
                 
    else 
    { 
     if (coor_nova1.dona_valor()<0.1 || 
coor_nova1.dona_valor()>0.255) 
     { 
      randbit=rand()%MAXC; 
      coor_nova1.muta_cromosoma(randbit); 
     } 
     if (coor_nova2.dona_valor()<0.1 || 
coor_nova2.dona_valor()>0.255) 
     { 
      randbit=rand()%MAXC; 
      coor_nova2.muta_cromosoma(randbit); 
     } 
    } 
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    coor_nova1.binari_a_valor(); 
    coor_nova2.binari_a_valor(); 
    cont++; 
   } 
             
   cont=0; 
   airfoils[fill1].posa_coordenadaY(coor_nova1,i); 
   airfoils[fill2].posa_coordenadaY(coor_nova2,i); 
   limit11=coor_nova1.dona_valor(); 
   limit21=coor_nova2.dona_valor();             
  } 
         
  if (i==1) 
  { 
  while(coor_nova1.dona_valor()>limit11-0.010 || 
coor_nova1.dona_valor()<(limit11-0.050) || 
coor_nova2.dona_valor()>limit21-0.010 || 
coor_nova2.dona_valor()<(limit21-0.050)) 
   { 
    if (cont<1000) 
    { 
     coor_air1.genera_herencia(); 
                 
     while (j<coor_air1.dona_herencia()) 
     { 
     coor_nova1.posa_cromosoma 
(coor_air1.dona_cromosoma(j),j); 
     coor_nova2.posa_cromosoma 
(coor_air2.dona_cromosoma(j),j); 
      j++; 
     } 
 
     while (j<MAXC) 
     { 
     coor_nova1.posa_cromosoma 
(coor_air2.dona_cromosoma(j),j); 
     coor_nova2.posa_cromosoma 
(coor_air1.dona_cromosoma(j),j); 
      j++; 
     } 
   
     j=0; 
    } 
    else 
   { 
    if (coor_nova1.dona_valor()>limit11-0.010 || 
coor_nova1.dona_valor()<(limit11-0.050)) 
     { 
      randbit=rand()%MAXC; 
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      coor_nova1.muta_cromosoma(randbit); 
     } 
 
    if (coor_nova2.dona_valor()>limit21-0.010 || 
coor_nova2.dona_valor()<(limit21-0.050)) 
     { 
       randbit=rand()%MAXC; 
       coor_nova2.muta_cromosoma(randbit); 
     } 
    } 
 
    coor_nova1.binari_a_valor(); 
    coor_nova2.binari_a_valor(); 
    cont++; 
   } 
             
   cont=0; 
   airfoils[fill1].posa_coordenadaY(coor_nova1,i); 
   airfoils[fill2].posa_coordenadaY(coor_nova2,i); 
   limit12=coor_nova1.dona_valor(); 
   limit22=coor_nova2.dona_valor();               
  } 
 
  if (i==2) 
  { 
   while(coor_nova1.dona_valor()>0 || 
coor_nova1.dona_valor()>(limit12-0.120) || 
coor_nova2.dona_valor()>0 || 
coor_nova2.dona_valor()>(limit22-0.120)) 
   { 
    if (cont<1000) 
    { 
     coor_air1.genera_herencia(); 
                 
     while (j<coor_air1.dona_herencia()) 
     { 
     coor_nova1.posa_cromosoma 
(coor_air1.dona_cromosoma(j),j); 
     coor_nova2.posa_cromosoma 
(coor_air2.dona_cromosoma(j),j); 
      j++; 
     } 
 
     while (j<MAXC) 
     { 
     coor_nova1.posa_cromosoma 
(coor_air2.dona_cromosoma(j),j); 
     coor_nova2.posa_cromosoma 
(coor_air1.dona_cromosoma(j),j); 
      j++; 
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     } 
   
     j=0; 
    } 
                 
    else 
    { 
    if (coor_nova1.dona_valor()>0 || 
coor_nova1.dona_valor()>(limit12-0.120)) 
     { 
      randbit=rand()%MAXC; 
      coor_nova1.muta_cromosoma(randbit); 
     } 
                     
    if (coor_nova2.dona_valor()>0 || 
coor_nova2.dona_valor()>(limit22-0.120)) 
     { 
      randbit=rand()%MAXC; 
      coor_nova2.muta_cromosoma(randbit); 
     } 
    } 
 
    coor_nova1.binari_a_valor(); 
    coor_nova2.binari_a_valor(); 
    cont++; 
   } 
             
   cont=0; 
   airfoils[fill1].posa_coordenadaY(coor_nova1,i); 
   airfoils[fill2].posa_coordenadaY(coor_nova2,i); 
   limit13=coor_nova1.dona_valor(); 
   limit23=coor_nova2.dona_valor();              
  } 
         
  if (i==3) 
  { 
   while(coor_nova1.dona_valor()>(limit12-0.050) || 
coor_nova1.dona_valor()<limit13+0.010 || 
coor_nova1.dona_valor()>(limit13+0.220) || 
coor_nova2.dona_valor()>(limit22-0.050) || 
coor_nova2.dona_valor()<limit23+0.010 || 
coor_nova2.dona_valor()>(limit23+0.220)) 
   { 
    if (cont<1000) 
    { 
     coor_air1.genera_herencia(); 
                 
     while (j<coor_air1.dona_herencia()) 
     { 
     coor_nova1.posa_cromosoma 
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(coor_air1.dona_cromosoma(j),j); 
     coor_nova2.posa_cromosoma 
(coor_air2.dona_cromosoma(j),j); 
      j++; 
     } 
 
     while (j<MAXC) 
     { 
     coor_nova1.posa_cromosoma 
(coor_air2.dona_cromosoma(j),j); 
     coor_nova2.posa_cromosoma 
(coor_air1.dona_cromosoma(j),j); 
      j++; 
     } 
   
     j=0; 
    } 
                 
    else 
    { 
    if (coor_nova1.dona_valor()>(limit12-0.050) || 
coor_nova1.dona_valor()<limit13+0.010 || 
coor_nova1.dona_valor()>(limit13+0.220)) 
     { 
      randbit=rand()%MAXC; 
      coor_nova1.muta_cromosoma(randbit); 
     } 
                     
    if (coor_nova2.dona_valor()>(limit22-0.050) || 
coor_nova2.dona_valor()<limit23+0.010 || 
coor_nova2.dona_valor()>(limit23+0.220)) 
     { 
      randbit=rand()%MAXC; 
      coor_nova2.muta_cromosoma(randbit); 
     } 
    } 
                         
    coor_nova1.binari_a_valor(); 
    coor_nova2.binari_a_valor(); 
    cont++; 
   } 
             
   cont=0; 
   airfoils[fill1].posa_coordenadaY(coor_nova1,i); 
   airfoils[fill2].posa_coordenadaY(coor_nova2,i);          
  } 
 
  i++; 
 } 
} 
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void Cpoblacio::muta_airfoils() 
{ 
 Cairfoil air; 
 Ccoordenada coor, cooraux; 
 int i=0, j=0, prob_mutacio, cont=0, random; 
 int mutacions=0; 
 float limit1, limit2, limit3; 
     
 while (i<MAXAIR) 
 { 
  air=dona_airfoil(i); 
         
  while (j<MAXCOOR) 
  { 
   prob_mutacio=rand()%100; //Número aleatori entre 0 i 99 
         
   if (prob_mutacio<10) // Probabilitat de mutació del 10% 
   { 
    cooraux=air.dona_coordenadaY(0); // Limits geometrics 
    limit1=cooraux.dona_valor(); 
    cooraux=air.dona_coordenadaY(1); 
    limit2=cooraux.dona_valor(); 
    cooraux=air.dona_coordenadaY(2); 
    limit3=cooraux.dona_valor(); 
                 
    coor=air.dona_coordenadaY(j); 
   random=rand()%MAXC; // Qualsevol cromosoma pot ser 
seleccionat 
    coor.muta_cromosoma(random);                 
    coor.binari_a_valor(); 
                 
    if (j==0) 
    { 
    while (coor.dona_valor()<0.1 || 
coor.dona_valor()>0.255 || 
coor.dona_valor()<(limit2+0.010)) 
     { 
      if (cont!=0) 
      { 
       coor.muta_cromosoma(random); 
       // Inverteix la mutació feta 
      } 
                         
      random=rand()%MAXC; 
      // Qualsevol cromosoma pot ser seleccionat 
      coor.muta_cromosoma(random);                 
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      if (cont==1000) 
      { 
       coor.muta_cromosoma(random); 
       // Inverteix la mutació feta 
      } 
                         
      coor.binari_a_valor(); 
      cont++; 
     } 
    } 
                 
    if (j==1) 
    { 
    while (coor.dona_valor()>limit1-0.010 || 
coor.dona_valor()<(limit1-0.050)) 
     { 
      if (cont!=0) 
      { 
       coor.muta_cromosoma(random); 
       // Inverteix la mutació feta 
      } 
                         
      random=rand()%MAXC; 
      // Qualsevol cromosoma pot ser seleccionat 
      coor.muta_cromosoma(random); 
                         
      if (cont==1000) 
      { 
       coor.muta_cromosoma(random); 
       // Inverteix la mutació feta 
      } 
                         
      coor.binari_a_valor(); 
      cont++; 
     } 
    } 
                 
    if (j==2) 
    { 
    while (coor.dona_valor()>0 || 
coor.dona_valor()>(limit2-0.120)) 
     { 
      if (cont!=0) 
      { 
       coor.muta_cromosoma(random); 
       // Invierte la mutación hecha 
      } 
                         
      random=rand()%MAXC; 
      // Qualsevol cromosoma pot ser seleccionat 
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      coor.muta_cromosoma(random); 
                         
      if (cont==1000) 
      { 
       coor.muta_cromosoma(random); 
       // Invierte la mutación hecha 
      } 
                         
      coor.binari_a_valor(); 
      cont++; 
     } 
    } 
                 
    if (j==3) 
    { 
    while (coor.dona_valor()>(limit2-0.050) || 
coor.dona_valor()<limit3+0.010 || 
coor.dona_valor()>(limit3+0.220)) 
     { 
      if (cont!=0) 
      { 
       coor.muta_cromosoma(random); 
       // Invierte la mutación hecha 
      } 
      random=rand()%MAXC; 
      // Qualsevol cromosoma pot ser seleccionat 
      coor.muta_cromosoma(random); 
      if (cont==1000) 
      { 
       coor.muta_cromosoma(random); 
       // Invierte la mutación hecha 
      } 
                         
      coor.binari_a_valor(); 
      cont++; 
     } 
    } 
                 
    cont=0; 
    air.posa_coordenadaY(coor, j); 
    mutacions++; 
   } 
   j++; 
  } 
  posa_airfoil(air, i); 
  j=0; 
  i++; 
 } 
         
} 
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main.cpp 
 
/* 
 * main.cpp 
 * 
 * Created on: 28/03/2012 
 * Author: sergicostalacosta 
 */ 
 
#include "poblacio.h" 
#include <stdlib.h> // Funció rand() i srand() 
#include <conio.h> // Funcio getch() 
#include <time.h> // Funció time() 
#include <unistd.h> // Funció getpid() 
#include <stdio.h> 
#define MAXSTEP 11 
 
int main() 
{ 
 int semilla; 
     
 semilla=time(NULL)+getpid(); 
     
 srand(semilla); 
 // Això permet que la creació dels números aleatoris varii 
 // i que no obeeixi a un patró fixe que generi sempre 
 // els mateixos nombres aleatoris. 
                                  
 printf("Semilla: %d\n\n", semilla); 
     
 Cpoblacio pob; 
 Cairfoil air; 
 Ccoordenada coordenada; 
 int coor=0, crom=0; 
 int steps=0, airfoils=0; 
  
 while (airfoils<MAXAIR) 
 { 
  pob.escriu_bch(airfoils, steps); 
  pob.simula_airfoil(); 
  pob.llegeix_resultats(airfoils, steps); 
  airfoils++; 
 } 
  
 airfoils=0; 
 steps++; 
  
 while (steps<MAXSTEP) 
 { 
  pob.evalua_airfoils(); 
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  // --------------------------------------- 
  // RESULTADOS ITERACION 
  // --------------------------------------- 
 
  while (airfoils<MAXAIR) 
  { 
   air=pob.dona_airfoil(airfoils); 
   printf("PERFIL %d\n", airfoils+1); 
   printf("Lift: %f\n", air.dona_lift()); 
   printf("Coordenadas: "); 
             
   while (coor<MAXCOOR) 
   { 
    coordenada=air.dona_coordenadaY(coor); 
    printf("%.3f ", coordenada.dona_valor()); 
    coor++; 
   } 
 
   printf("\n\n"); 
   coor=0; 
   airfoils++; 
  } 
         
  // ------------------------------------------- 
  //FIN RESULTADOS ITERACION 
  // ------------------------------------------- 
 
  airfoils=0; 
   
  pob.creuament_airfoils(0,2,4,5); 
  pob.creuament_airfoils(0,1,2,3); 
  pob.muta_airfoils(); 
         
  airfoils=0; 
  // Los 2 primeros perfiles no haría falta simularlos de nuevo. 
  // Pero al incorporarse la mutación podrían ser distintos y 
  // por lo tanto necesitarían ser simulados de nuevo. 
   
  while (airfoils<MAXAIR) 
  { 
   pob.escriu_bch(airfoils, steps); 
   pob.simula_airfoil(); 
   pob.llegeix_resultats(airfoils, steps); 
   airfoils++; 
  } 
 
  airfoils=0; 
  steps++; 
 } 
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 //----------------------- 
 //RESULTADOS DEL PROGRAMA 
 //----------------------- 
         
 while (airfoils<MAXAIR) 
 { 
  air=pob.dona_airfoil(airfoils); 
  printf("PERFIL %d\n", airfoils+1); 
  printf("Lift: %f\n", air.dona_lift()); 
  printf("Coordenadas: "); 
             
  while (coor<MAXCOOR) 
  { 
   coordenada=air.dona_coordenadaY(coor); 
   printf("%.3f ", coordenada.dona_valor()); 
   coor++; 
  } 
 
  printf("\n\n"); 
  coor=0; 
  airfoils++; 
 } 
         
 airfoils=0; 
  
 //--------------------------- 
 //FIN RESULTADOS DEL PROGRAMA 
 //--------------------------- 
 
 system("PAUSE"); 
 return 0; 
} 
 
