Then, we introduce the design and development of the EPCAL and show how it encompasses these important features to facilitate research on large-scale Internet-based collaboration.
Important Features of a Platform for Studying Collaboration
Let us start with a realistic but hypothetical scenario to illustrate the major features needed for a platform to study collaboration. Suppose you are a researcher and try to investigate the collaboration of students on a large scale. An immediate challenge is to decide "how" to make the collaboration happen on a large scale and capture all the interactions for further analyses. You will quickly realize that the most logistically feasible approach is to have the collaboration take place through the Internet instead of face-to-face, as the latter method has numerous practical challenges, such as activity arrangement, scheduling, and data capture. After deciding on Internet-based collaboration, the next thing you may realize is that you need to have a certain software infrastructure to deploy the collaborative tasks, manage participants into teams, allow participants to communicate via different means (e.g., video, audio, and text chat), and capture all the response and communication data. These are the very basic requirements for administering almost any collaborative activities to a large number of participants. Delving into the process further, you may realize that for the collaboration to go smoothly, some flow-control functionalities are needed. For example, you would need all participants' progress in the task to be synchronized at certain points to ensure that they are collaborating on the same thing. Further thinking about a collaborative activity, you may also want to have some (automated) external interventions at different stages during the collaboration process based on certain criteria. For example, suppose that, in a collaborative learning task, participants do not talk to each other; an intervention to remind them to collaborate would be helpful to avoid a completely failed collaboration. Finally, you may realize that you need to be able to save all the communication and response data in a reasonably structured way so that you can easily access and analyze them to understand the collaboration outcome and process.
The preceding hypothetical scenario may have already given you a good sense of what features a platform should have to support research on collaboration. Though we mentioned that the scenario is hypothetical, it is actually a concise summary of our journey when we carried out a research project on collaboration, the ETS Collaborative Science Assessment Prototype (ECSAP). In the ECSAP project, we developed a simulation-based task in the domain of science and recruited 500 dyads formed from 1,000 participants randomly selected to complete the task collaboratively. The details of the ECSAP are beyond the scope of the current report; we refer readers to the relevant papers for more detail (Andrews et al., 2017; Flor et al., 2016; Halpin et al., 2017; Hao et al., 2015; Hao, Liu, et al., 2016; Liu et al., 2015; von Davier & Halpin, 2013) . All the pains we experienced during the development of the ECSAP project led us to think of a platform with important features that would greatly ease the implementation of research on collaboration at scale. We summarize these important features as follows and use F1-F6 (e.g., Feature 1 to Feature 6) to index them:
• F1: real-time multimodal communications, for example, via video, audio, and text chat.
• F2: management of participants and team formation.
• F3: mechanism to control the progress of the tasks and synchronize team members' activities.
• F4: management of items or tasks used in the collaborative activities.
• F5: proper capture of the response and communication data for further analysis.
• F6: mechanism for automated intervention/feedback based on the communications.
Almost all the instant messaging tools, web conferencing tools, and web forum tools may have a subset of the preceding six features, but not all of them in convenient ways, as they are primarily developed for enabling collaboration rather than for studying collaboration. For example, instant messaging tools, such as Skype, generally do not allow an easy way to obtain communication data from many teams, nor do they allow an open channel for external intervention or feedback based on the communication. On the other hand, in the community of computer-supported collaborative learning, a number of online communication or collaboration tools have been developed for different research projects. In Table 1 , we provide a comparison between EPCAL and several widely used tools in computer-supported collaborative research.
Since 2013, ETS has systematically explored the possibilities for assessing collaboration at large scale. A dedicated conference and its proceedings were produced to synergize the efforts in the community (von Davier, Zhu, & Patrick, 2017) . As an important infrastructure investment along this line, the EPCAL was developed to encompass the six important features for studying collaboration. In the rest of this report, we introduce the details of the design and development of EPCAL. It is worth noting that in addition to these features, EPCAL also comes with integrated analytics support as part of ETS's process-data analytics solution (Hao, Smith, Mislevy, von Davier, & Bauer, 2016) .
The Design of EPCAL Overview
The EPCAL consists of six major modules, the admin module, task module, communication module, facilitation module, communication analysis module, and data and analytics module, which are loosely mapped to the six features we listed in the previous section. Figure 1 is a schematic of the modules and their relations. The modules interact with each other via a set of application programming interfaces (APIs). A screenshot of the system as seen by users is shown in Figure 2 .
In the following subsections, we introduce the details of each module. 
Admin Module
The admin module is the overall control panel of the system. It has four components, as shown in Figure 1 :
• user and team management • item and test management
The user and team management component manages the user authentication and team formation. Each user is assigned a user ID, which will be authenticated when logging in to the system. Each member of the same team shares the same team ID. We currently allow two types of team formation. The first is random team formation, which means the members are grouped into teams of predefined sizes randomly based on the time they log in to the system. The second is predefined team formation, which means that members are grouped together based on some predefined rules. The predefined rules are implemented by assigning the same team ID to team members. On the EPCAL admin web interface, this component is covered under the "Users" tab, as shown in the screenshot in Figure 3 . To implement a team formation rule, the administrator simply uploads a comma-separated values (csv) file with two columns: The first column specifies the user IDs, and the second specifies the team IDs.
The item and test management component allows the administrator to choose the item sets to form a test to administer. Though we call this a test, it is essentially a means of collecting items for people to collaborate on, so it can also be a set of learning activities. This is implemented under the "Problem sets" and "Tests" tabs of the admin web interface; see Figures 4 and 5 for the screenshots. Under the "Problem sets" tab, a set of XML-based templates are set forth; by following these, an administrator can create different item sets (problem sets). The currently supported item formats are multiple choice, constructed response, and numerical response. Some programming work is needed to integrate more complex items, such as simulations or games, into the EPCAL system. Under the "Tests" tab, the administrator can create different tests and assign different item sets to each. The administrator can then choose an active test to administer to the participants.
The session dashboard component allows the administrator to obtain a real-time overview of each team's progress. It also allows the administrator to view and download the corresponding log files for each session or a subset of sessions. It is implemented under the "Sessions" tab of the admin web interface. A screenshot is shown in Figure 6 .
The system setup component is the core part of the admin module. It allows the administrator to configure several parameters to define the features of a particular session. Some of the key parameters include the number of members on each team, the modality of the communication (e.g., text mediated or video/audio mediated), whether team formation is random or predefined, and whether intelligent facilitation is enabled or disabled (see later sections for details). This component is implemented under the "Settings" tab of the admin web interface. Figure 7 shows a screenshot of the tab.
Task Module
The task module is essentially a placeholder for displaying the items or tasks to be used for collaborative activities. Figure 8 shows some simple examples: A multiple-choice item and a constructed-response item are displayed in the task module. Figure 9 shows a more complex item that involves a shared whiteboard for team members to draw or design collaboratively. The task module interacts with the communication module, facilitation module, and data and analytics module via a set of APIs that control the progress of the task based on the communication and facilitation. The APIs also capture the data from the task and save them to the data and analytics module. 
Communication Module
The communication module mediates the communications during the collaboration. It supports text chat and audio and video communication separately or in different combinations. The communications will be sent to the communication analysis module in real time (currently this is only implemented for text chat), which will receive and display any interventions or feedback. 
Communication Analysis Module
The communication analysis module is essentially a web service that analyzes the stream of communications output from the communication module. Though we consider only text communication in the current implementation, this can be extended to audio and video. The interaction between the communication analysis module and the communication module is governed by two parts: the message-transferring protocols and the message-processing rules implemented as an intelligent facilitator based on natural language processing technology. 
Intelligent Facilitator
The intelligent facilitator is a web service consisting of a set of feature sensors and a set of decision rules for feedback messages. The feature sensors detect some predefined features in the text chat message, 1 and each detection is registered. The decision rules specify the firing of a particular feedback message when the counts of the features reach certain threshold values. We list in Table 2 some examples of the features from the chat messages and the corresponding responses from the intelligent facilitator. This list can be easily expanded, when needed, with different research questions.
Facilitation Module
The facilitation module is used to display the system instructions for the collaboration. In our current design, we have two types of facilitation. The first type is "structure-free," that is, we allow team members to collaborate freely by themselves. The second type is "structured" and requires team members to follow specific steps in their collaboration . In the case of structured facilitation, the facilitation module prompts team members to follow four steps in working on each item:
Schematic of the log file structure.
facilitation in the current version of the EPCAL. The EPCAL does allow implementation of other types of facilitation by adjusting the corresponding APIs.
Data and Analytics Module
The data and analytics module collects all the data generated in the task. If the communication medium is text chat, both responses to the items and text chat messages are directly saved into log files with a specifically designed structure in XML format. In Figure 11 , we show a schematic of the data model for the log file, which is modified based on Hao, Smith, et al. (2016) . In the log file, the basic unit of analysis is called a "session," which corresponds to one attempt at the task by one team. A minimal set of mandatory attributes characterizes a session, and an extended data placeholder stores additional information about the session. The main information holder in each session is a set of events with different attributes. Anything that happens in the task can be considered an event, with a set of attributes to describe it. Communications in audio and video formats are recorded separately for each member of the team. The names and location information of the audio and video files are saved in the log file, while the actual files are saved on a dedicated media server. In addition to the structured log file, the EPCAL also comes with convenient and customizable analytics support. This analytics support is part of ETS's process-data analytics solution called game log analysis in Python (Hao, Smith, et al., 2016) . A submodule named CPS analytics in Python (CAPy) was developed to provide support for data from collaborative tasks. In the still-growing CAPy module, we included a number of convenient functions, such as turn-taking counts, total number of words in a communication, and time latency for communication. All these functions are interfaced via an interactive analytics front end based on Jupyter Notebook (Ragan-Kelley et al., 2014) . In Figure 12 , we show a screenshot of the Jupyter notebook for the EPCAL analytics.
Software Implementation
The software implementation and art design of the EPCAL were carried out by Pragmatic Solutions Inc. The software implementation consists of modules that support user activity and the synchronization of that activity among two or more connected users. The user-facing portion of the EPCAL is executed in a web browser with modules that deliver the content and with support for the user to communicate via text in the form of chat and to view each connected user via webcam and microphone. Each module is isolated to provide the intended functionality while transmitting to a corresponding service located on a remote server (cloud-based). Figure 13 illustrates the functional client modules executing in the browser space and also indicates the server-side services and how they communicate with each other.
In the following subsections, we introduce the details of the major components. 
Content Delivery
The EPCAL is agnostic to content with some guidelines. Content must be supported in a web browser and therefore be primarily stand-alone HTML (content can use CSS, JavaScript, jQuery, or any other supported language). To be fully supported by the EPCAL, an integration effort is required using the CPS Client or Content API.
CPS Content Application Programming Interface
The CPS Content API has a small set of functions that allow for synchronization of the content among the connected users in a collaboration session. The API supports control over enabling and disabling the chat service, controlling the flow of responses among team members, supplying a single team response for an item, and controlling access to an item by individuals on the team. The CPS Content API works with the EPCAL API to communicate with the EPCAL service to coordinate and synchronize all of the user sessions.
EPCAL Application Programming Interface
The EPCAL API is a closed system to EPCAL and coordinates the user session between the content, chat, and video. The EPCAL is responsible for notifying the EPCAL Service of the users' activity so that it can synchronize the actions among all team members. Figure 13 reflects this by showing the flow of responses and actions of User 1 and how the path to update User n is through those dedicated services. A chat message initiated by User 1 is only sent to the central chat service. It is the responsibility of the chat service to update the connected users with the message in the collaboration session.
CPS Chat Engine
The EPCAL has an embedded chat engine that functions like a typical instant messaging service. The user, under the control of the CPS Client API, can enter text as a means of communicating with other team members. The chat message is sent to the server-side chat service, which is responsible for sending the message to all of the connected team members.
CPS Audio and Video Engine
The CPS audio and video engine requests user access to the local microphone and camera device to stream voice and visual communications to a centralized audio and video service. This EPCAL embedded module is directly connected to the corresponding service in the cloud not only to stream audio and video to other connected users but also to record all of the voice and visual data on the server's storage for access by administrative users.
CPS Audio and Video Service
The CPS audio and video service is dedicated to receiving voice and visual streams from EPCAL users. Each user has a direct connection to the service to save each stream to the server's local storage. Administrative users are able to access these files for download. The service is responsible for synchronizing all of the voice and video streams to provide a seamless audio and video communication system much like a video conferencing system.
CPS Chat Service
The CPS chat service runs on a server in the cloud to facilitate instant messaging-type functionality. The service receives text messages, which are relayed to all of the members in a connected session. The service records each message to identify the user along with a time stamp of when the message was received. The chat service also relays each message to an external processing system that may provide a system message that is intended to be included in the chat stream of a connected session. The chat system supports this as another connected user with the name "SYSTEM" and therefore relays to all users logged in to the chat service database. The external system can analyze communication and provide direction or other prompts to facilitate the collaboration.
EPCAL Service
The EPCAL service primarily receives user responses triggered by content via the CPS Content API. As the user responds to items and clicks "Next" to continue, the Frame Service records all of the activity while also relaying all of the actions to the other connected users. The CPS Content API receives these notifications in order to synchronize the activity of the content. These notifications are how the client is able to control the flow of progress, such as waiting for all users to respond to items.
CPS Logging Service
As a result of the discrete interactions that are supported within the EPCAL environment, a separate server-side service facilitates logging all the activity in one cohesive log file on behalf of all of the users in a collaboration session. The logging service accesses the databases for chat, content activity, and audio and video activity and generates a single XML file representative of those actions to identify the user and time stamp of those actions. The XML file is made available to administrators for viewing and downloading.
Summary
In this report, we summarized six important features for an online platform to support the study of collaborative learning and assessment. We showed that the majority of the existing software tools for collaboration are designed to enable collaboration instead of supporting research on collaboration. As a result, most do not have all these desired features. We introduced the design and development of the EPCAL, which was developed to facilitate research on Internet-based collaboration. The EPCAL is currently the major platform for research on collaboration at ETS and is also available to the research community for a minimal fee to cover hosting and maintenance. In an ongoing research project, we collected more than 800 responses from individuals and teams using the EPCAL, which shows its great stability and scalability. The strength of the EPCAL in managing collaborative activities at large scale also makes it an ideal tool for teachers to carry out computer-supported collaboration in classroom settings.
