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Abstrakt
Tato bakalářská práce se zabývá využitím evolučních technik k nalezení takových vlastností
prostředí, které umožní objektu v tomto prostředí provádět pohyb dle zadaných parametrů.
Prostředím, které je v této práci uvažováno, je celulární automat, jehož lokální přechodová
funkce je optimalizována pomocí genetického algoritmu, přičemž je využit princip výpočet-
ního developmentu. Prezentovaný přístup inklinuje k teoretické biologii. Jejím hlavním cílem
je vytvořit jednoduchý simulátor života umělých organismů, respektive vybraného aspektu
života – pohybu. K tomuto účelu aplikace umožňuje návrháři definovat si vlastní organis-
mus na úrovni buněk celulárního automatu a evolučně navrhnout jeho přechodovou funkci
specifikující chování organismu na základě daných parametrů.
Abstract
This thesis deals with the utilization of evolutionary techniques to find such environment
characteristics, that allow the object in this environment to perform the movement accor-
ding to specified parameters. The environment which is utilized in this work is a cellular
automaton, whose local transition function is optimized using the genetic algorithm. The
principles of computational development are applied. The presented work tends to the area
of theoretical biology. Its main objective is to create a simple simulator of life of artificial
organisms. In particular, movement as a specific aspect of life is considered. For this purpose
the application allows the designer to define an organism at the level of cells of the cellular
automaton and apply the genetic algorithm to design the transition function specifying the
behavior of the organism according to given parameters.
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Kapitola 1
Úvod
Táto práca sa venuje niečomu, čo by sme mohli označiť za “obrátenú evolúciu” — úlohou
“štandardnej” biologickej evolúcie je prispôsobovať či optimalizovať organizmy tak, aby
dokázali v prostredí prežiť. S istou dávkou nadhľadu môžeme povedať, že prostredie je
pevne dané, organizmus sa preto musí takémuto prostrediu “podriadiť”. Naproti tomu
obrátená evolúcia, navrhnutá a implementovaná v rámci tejto práce, sa zaoberá opačnou
úlohou — snaží sa nájsť prostredie s takými vlastnosťami, aby v ňom vopred definovaný
organizmus dokázal prežiť a správať sa podľa vopred definovaného vzoru. V tomto prípade
je teda organizmus nemenný a prostredie sa musí prispôsobiť jemu.
Po prevode tejto myšlienky do “výpočtového sveta” zistíme, že potrebujeme flexibilné
prostredie, ktoré nám umožní ľahko meniť (niektoré) jeho vlastnosti. Ďalej si uvedomíme,
že by bolo vhodné, ak by sme si mohli, na istom stupni abstrakcie, definovať ľubovoľný
organizmus, samozrejme s obmedzeniami vyplývajúcimi z hraníc intervalov jednotlivých
vlastností prostredia.
Po dôkladnej analýze týchto návrhov som dospel k záveru, že vhodným aplikačným pros-
tredím bude dvojrozmerný celulárny automat. Tento umožní definovanie vlastného objektu
(obmedzeného len veľkosťou celulárneho priestoru a počtom stavov) a zároveň umožní určiť
tomuto objektu “parametre správania sa”. Keďže táto práca sa zaoberá pohybujúcimi sa
objektami, bude požadovaným správaním objektu (životným prejavom umelého organizmu)
práve pohyb.
Podobne ako Martin Gardner, autor článku [5], zaradil Hru Život medzi “simulačné
hry” — aplikácie napodobňujúce reálny život — je možné i túto prácu zaradiť do tejto
kategórie.
Práca totiž vychádza zo systému Hry Život a svojím zameraním tiež inklinuje k teore-
tickej biológií. Jej hlavným cieľom je vytvoriť jednoduchý simulátor života umelých orga-
nizmov, respektíve vybraného aspektu života – pohybu. K tomuto účelu aplikácia umožňuje
návrhárovi definovať si vlastný organizmus na úrovni buniek celulárneho automatu a evo-
lučne navrhnúť jeho prechodovú funkciu špecifikujúcu chovanie organizmu na základe da-
ných parametrov.
Práca môže poslúžiť ako základ k biotechnologickému systému, ktorý umožní tvorbu
vlastných zaujimavých organizmov (poskladaním vybraných reťazcov DNA), ktoré budú
skonštruované tak, aby plnili istú úlohu (napríklad produkovali nejaké liečivo). Simulátor
bude následne hľadať také prostredie, v ktorom nielen prežijú, ale budú schopné plniť si
svoje úlohy s maximálnym “nasadením”.
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Kapitola 2
Evolučné algoritmy
Základom tejto práce je evolučný návrh, ktorého primárnym cieľom je nájdenie optimálneho
(alebo čiastočne optimálneho) riešenia zložitých optimalizačných problémov, ktoré sú len
ťažko, prípadne vôbec nie sú riešiteľné klasickým prístupom.
Evolučný prístup bol zvolený z jednoduchého dôvodu — pri hľadaní vhodnej funkcie,
ktorá by bola schopná zaistiť požadované spravanie (pohyb) zvoleného objektu, je nutné
prehľadať obrovský stavový priestor všetkých funkcií viazaných na prostredie, v ktorom sa
objekt má pohybovať, a vybrať z neho tie funkcie, ktoré spĺňajú požadované vlastnosti.
Preto sa nasledujúca kapitola zaoberá práve princípmi evolučného návrhu, popisuje
ich prírodný vzor a bližšie rozoberá jeden konkrétny typ evolučného návrhu — genetický
algoritmus, ktorý bol v tejto práci využitý.
2.1 Princíp evolučných algoritmov
Evolučné algoritmy [10] patria medzi stochastické optimalizačné algoritmy, ktorých inšpi-
rácia leží v živej prírode, konkrétne v biologickej evolúcií, ktorá bola prvýkrát popísaná
Charlesom Darwinom v roku 1859, keď publikoval svoju knihu O pôvode druhov [3].
Základou črtou evolučného prístupu, ktorá ho oddeľuje od klasických metód je, že
miesto optimalizácie jedného potenciálneho riešenia pracuje s celou populáciou kandidát-
nych riešení. Každé kandidátne riešenie (fenotyp), predstavujúce jedného jedinca popu-
lácie, je zakódované do genotypu. Genotyp je teda reprezentáciou fenotypu v evolučnom
algoritme.
Genotyp predstavuje kompletnú genetickú výbavu jedinca. V prírode je genotyp väčši-
nou tvorený z dielčích samostatných častí, chromozómov. V evolučných algoritmoch sa
obvykle využíva len jeden chromozóm na zakódovanie celej genetickej informácie jedinca,
a teda je možné prehlásiť, že význam slova genotyp je rovný slovu chromozóm. Vďaka tomu
je možné miesto slova genotyp používať i názvy genóm či chromozóm.
Aby sa evolučný algoritmus vôbec mohol rozbehnúť, je potrebné dodať mu tzv. ini-
cializačnú populáciu (nultú generáciu populácie), ktorá je väčšinou vytvorená náhodným
vygenerovaním genómov. Populácia musí obsahovať dostatočný počet genómov, aby bola
zaistená dostatočná diverzita, veľkosť populácie je v priebehu evolúcie väčšinou konštantná.
Samotná optimalizácia potom priebeha nad populáciou genotypov v krokoch evolúcie —
generáciach.
Nová generácia vzniká z generácie aktuálnej v procese reprodukcie, ktorá je vo svojej
základnej podobe tvorená tromi fázami. V prvej fáze sa každý jedinec populácie ohodnotí
4
podľa toho, do akej miery spĺňa požiadavky na konečné riešenie — určí sa tzv. fitness hod-
nota (viď sekcia 2.2.1). Po ohodnotení všetkých jedincov prechádza algoritmus do druhej
fázy, v ktorej sa z aktuálnej generácie vyberú vhodné jedince, ktoré sa budú podieľať na
vzniku novej generácie — nastáva selekcia chromozómov (viď sekcia 2.2.2). Chromozómy
sa vyberajú podľa ich hodnoty fitness — jedince s vyššou hodnotou fitness majú väčšiu
pravdepodobnosť, že budú vybrané. V poslednej fáze sa na vybrané jedince aplikujú ge-
netické operátory, ktoré sú obdobou podobných procesov známych z biologickej evolúcie.
Výber ako i konkrétna podoba operátorov do značnej miery závisí na použitom type evo-
lučného algoritmu a na probléme, na ktorý je algoritmus nasadený. Aplikáciou genetických
operátorov vznikajú noví jedinci, ktorí na jednej strane dedia vlastnosti svojich rodičov (na-
príklad použitím operátoru kríženia, sekcia 2.2.3), a na druhej strane sa prostredníctvom
nich vnášajú do populácie nové vlastnosti (operátor mutácie popísaný v sekcií 2.2.4). Ge-
netické operátory teda z jedincov vybraných v procese selekcie (rodičov) vytvárajú nových
jedincov (potomkov), ktorí automaticky postupujú do ďalšej generácie. V procese vytvá-
rania novej generácie (reprodukcia) je však potrebné riešiť problém “prežívania” jedincov
z generácie predchádzajúcej. V tomto prípade existujú v podstate dve možné riešenia: (1)
nasledujúca generácia sa skladá výhradne z jedincov vzniknutých aplikáciou genetických
operátorov, a (2) istej (vačšinou malej) skupine najlepších jedincov z predchádzajúcej ge-
nerácie je umožnené prejsť do generácie nasledujúcej bez zmeny — tzv. elitizmus. Prvé
riešenie v sebe skrýva jednu zásadnú nevýhodu — ak predchádzajúca generácia obsaho-
vala veľmi dobrého jedinca (jedincov), môže byť tento nenávratne stratený. Druhý prístup
ale umožňuje, aby vybraní (najlepší) jedinci postúpili v nezmenenej podobe do ďalšej ge-
nerácie, vďaka čomu môžu ovplivňovať viac ako jeden generačný cyklus [7]. Po vytvorení
novej generácie jedincov sú jednotlivé fázy algoritmu opätovne aplikované. Tento postup sa
opakuje, kým nie je nájdené vyhovujúce riešenie alebo kým vyhodnotený počet generácií
nedosiahne vopred stanovenú medz1. Algoritmus 2.1 uvádza princíp evolučného algoritmu
popísaného v tomto odstavci.
gen = 0
genmax = N
vytvor inicializačnú populáciu P(gen)
ohodnoť každého jedinca v P(gen)
while (nenájdeš vhodné riešenie) && (gen < genmax) do
gen += 1
vyber vhodných jedincov do nasledujúcej generácie P(gen)
vytvor novú generáciu P(gen) aplikovaním genetických operátorov
ohodnoť každého jedinca v P(gen)
end while
Algoritmus 2.1: Princíp evolučného algoritmu [10].
Mapovanie chromozómov (genotypov) na kandidátne riešenia (fenotypy) môže byť priame
alebo nepriame. Pri priamom mapovaní je kandidátne riešenie priamo zakódované do chro-
mozómu, pri nepriamom je v chromozóme len predpis, pomocou ktorého sa poskladá feno-
typ. Nepriamemu kódovaniu je venovaná kapitola 3. Dôležité je poznamenať, že niektoré
typy evolučných algoritmov nerozoznávajú pojmy genotyp a fenotyp (napríklad genetické
programovanie [8]).
V súčasnosti existuje viacero implementácií evolučných algoritmov, ktoré vznikli rôz-
1V tomto prípade môže evolúcia ako výsledok vrátiť poslednú generáciu.
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nou interpretáciou Darwinovej teórie. Tieto implementácie sa od seba viac či menej líšia
hoci ich princíp ostáva rovnaký. Medzi najznámejšie varianty patria genetické algoritmy
uvedené Hollandom [6], genetické programovanie, ktorého autorom je Koza [8], evolučné
programovanie od Fogela [4] a evolučné stratégie od Bienerta, Rechenberga a Schwefela
[13].
2.2 Genetický algoritmus
Genetický algoritmus (GA) je v súčasnosti jedným z najpoužívanejších postupov spomedzi
evolučných algoritmov, ktorý svoje uplatnenie našiel v širokej škále rôznych aplikácií, od
optimalizácie funkcií po aplikácie zamerané na skúmanie života [10].
Autorom genetického algoritmu je John Holland, ktorý sa zaoberal štúdiom biologických
evolučných procesov a ich implementáciou vo výpočtových systémoch. Na základe svojich
študií vytvoril abstraktný výpočtový model — genetický algoritmus [6].
Táto sekcia sa venuje základnej podobe genetického algoritmu, ktorý je uvádzaný ako
jednoduchý či kanonický GA.
GA patrí do skupiny evolučných algoritmov, ktoré oddelujú pojmy genotyp a fenotyp.
Genotyp je tvorený lineárnou postupnosťou génov, v ktorej každý gén reprezentuje jednu
vlastnosť fenotypu. Aby genotyp mohol kódovať mnoho navzájom rôznych fenotypov, musia
mať gény možnosť nadobúdať viacero rôznych hodnôt. Každá unikátna hodnota génu sa
označuje ako alela. Jednotlivé vlastnosti fenotypu sú teda zakódované do samostatných gé-
nov v genotype, pričom každá variácia konkrétnej vlastnosti je reprezentovaná pomocou
unikátnej hodnoty (alebo unikátnej postupnosti hodnôt), ktorá ju odlišuje od iných variá-
cií. V jednoduchom GA má genotyp obvykle konštantnú dĺžku. Pozícia génu v genotype sa
nazýva lokus. Lokus konkrétneho génu predstavujúceho istú vlastnosť je pevne daný, pre-
miestnenie tohto génu na iný lokus by spôsobilo, že by začal kódoval inú vlastnosť fenotypu2.
Každá vlastnosť fenotypu má teda pevne danú svoju pozíciu v genotype, čo zaručuje, že
dva rôzne genotypy rovnakého “druhu” sú navzájom kompatibilné (čo je dôležité z hľadiska
reprodukcie).
Nasledujúce podsekcie stručne rozoberajú význam a vlastnosti najdôležitejších častí
genetického algoritmu — fitness hodnotu, seleciu a dva typické operátory genetického algo-
ritmu: kríženie a mutáciu [10].
2.2.1 Fitness
Z biologického pohľadu je fitness definovaná ako relatívna schopnosť jedinca prežiť v pros-
tredí a odovzdať svoj genetický materiál do ďalšej generácie. Vo výpočtovom modeli gene-
tického algoritmu plní fitness podobnú úlohu — je to nezáporné číslo priradené genotypu,
ktoré ohodnocuje jedinca (fenotyp) vzhľadom na jeho schopnosť riešiť daný problém. Je to
teda miera, pomocou ktorej je možné porovnávať jedincov populácie a určiť, ktorí z nich sú
schopní plniť si svoje “povinnosti” lepšie.
Dôležitým pojmom súvisiacim s fitness je tzv. “povrch fitness”, ktorý predstavuje gra-
fickú reprezentáciu priebehu fitness hodnôt. Povrch fitness môžeme chápať ako funkciu,
ktorej priebeh je definovaný pomocou fitness hodnôt všetkých jedincov nachádzajúcich sa
v stavovom priestore riešeného problému, globálne maximum (prípadne minimum) tejto
funkcie predstavuje ideálne riešenie. Jedinci populácie sú potom znázorní ako body na po-
vrchu takejto funkcie. V priebehu jednotlivých generácií evolúcie môžeme sledovať pohyb
2Za predpokladu, že všetky vlastnosti sú zakódované rovnakou konečnou množinou hodnôt.
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bodov po povrchu do oblastí s vyššou hodnotou fitness, môžeme teda pozorovať, ako evo-
lúcia optimalizuje populáciu [10].
2.2.2 Selekcia
Selekcia je proces výberu jedincov do ďalšej generácie, jej vzor možno nájsť v prírode
— je ním prirodzený výber, známy z Darwinovej teórie [3]. Z biologického hľadiska je
práve selekcia hnacou silou evolúcie, zabezpečuje aby jedinci, ktorí sú lepšie prispôsobení
svojmu životnému prostrediu, odovzdali svoj genetický materiál do ďalšej generácie, ideálne
do čo možno najväčšieho počtu potomkov, aby sa zvýšila pravdepodobnosť, že po istom
počte generácií sa vhodné vlastnosti, ktoré robia týchto jedincov lepšími, rozšíria do väčšiny
jedincov populácie. Takémuto rozšíreniu nahráva i to, že lepší jedinci prežívajú v priemere
dlhšie ako menej prispôsobení jedinci, vďaka čomu sú potenciálne schopní reprodukovať
svoj genetický materiál viackrát, v priebehu viacerých generácií.
Zatiaľčo príroda si je schopná zabezpečiť prirodzený výber sama pomocou rôznych me-
chanizmov, genetickému algoritmu je potrebné “povedať”, ktoré jedince populácie sú lepšie,
a následne nechať algoritmus, aby si pomocou stochastických procesov vybral konkrét-
nych jedincov, ktorí sa na procese reprodukcie zúčastnia. Na tento účel vynikajúco poslúži
hodnota fitness, popísaná v predchádzajúcej sekcií. Jedinci s vyššou fitness majú väčšiu
pravdepodobnosť zúčastniť sa na reprodukcií i prežiť do nasledujúcej generácie a vstúpiť
do reprodukcie opakovane3. Fitness teda predstavuje nielen mieru vlastností či schopností
jedinca, ale určuje i jeho reprodukčné schopnosti.
2.2.3 Kríženie
Kríženie je genetický operátor, ktorý zaisťuje prechod genetického materiálu rodičov do
potomkov takým spôsobom, že dôjde k vzájomnej výmene genetickej informácie.
Táto sekcia bude venovaná základnej podobe kríženia — jednobodovému kríženiu. Pri
tomto type kríženia sa najskôr náhodne vyberie jeden gén, ktorý rozdelí rodičovské genotypy
na dve časti, následne vzniknú dvaja potomkovia tak, že jeden zdedí prvú časť genotypu
od prvého rodiča a druhú časť od rodiča druhého, druhý potomok presne naopak.
Operácia kríženia je obvykle aplikovaná s pomerne vysokou pravdepodobnosťou (75 –
95 % podľa [7]), ale je možné, že v niektorých prípadoch kríženie nenastane – potomkovia
potom budú presnými kópiami svojich rodičov.
Kríženie teda umožňuje, aby z dvoch dobrých rodičov vznikol vhodnou kombináciou ich
genetickej výbavy ešte lepší potomok. Kríženie je však proces náhodný, takže ním môže
vzniknúť aj potomok slabší, ktorý zdedí menej výhodné časti z rodičovských genotypov.
Obrázok 2.1a ukazuje príklad kríženia chromozómov — spodný pár chromozómov sú
potomkovia, ktorí vznikli prekrížením rodičov (vrchný pár) za tretím génom.
2.2.4 Mutácia
Hoci selekcia je motorom, ktorý poháňa evolúciu vpred a v kombinácií s krížením umožňuje
vytváranie potomkov, ktorí môžu od svojich rodičov dediť najlepšie vlastnosti a byť tak
generáciu za generáciou čoraz lepší, môže sa stať, že evolúcia uviazne v lokálnom maxime
povrchu fitness. V tomto momente je potrebné uvedomiť si, že všetka genetická rozmanitosť
bola do populácie dodaná v inicializačnej populácií, a že kombinácia selekcie a kríženia len
3Použitie tzv. elitizmu závisí na konkrétnej implementácií GA.
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propaguje lepšie vlastnosti do ďalších jedincov. Aby evolučný proces predišiel možnosti ta-
kéhoto uviaznutia, potrebuje operátor, ktorý bude schopný dodať populácií nové vlastnosti.
Týmto operátorom je práve mutácia, ktorá je druhou základnou operáciou genetického
algoritmu, a jej hlavnou úlohou je vnášať do populácie nové vlastnosti a tým udržiavať
dostatočnú variabilitu (diverzitu) jedincov.
Princíp mutácie je veľmi jednoduchý — v prvom kroku je náhodne vybraný gén z geno-
typu a následne je hodnota tohto génu zmenená, pričom nová hodnota je vybraná náhodne.
Mutácia je stochastický proces, ktorý sa, na rozdiel od kríženia, uskutočňuje s veľmi
malou pravdepodobnosťou (0.1 – 5 % podľa [7]). Mutácia sa obvykle aplikuje na každého
jedinca populácie po operácií kríženia, z jej princípu však vyplýva, že okrem vnášania
nových vlastností môže znehodnotiť dobré genotypy. Preto sa niekedy zavádza do GA tzv.
elitizmus, ktorý umožní preniesť najlepšieho jedinca (prípadne niekoľko “top” jedincov) do
ďalšej generácie bez aplikovania mutácie na jeho genotyp.
Na obrázku 2.1b je znázornená mutácia génu — šiesty gén s pôvodnou hodnotou “F”
zmutoval na novú hodnotu “f”.
(a) Kríženie chromozómov. (b) Mutácia génu.
Obrázek 2.1: Genetické operátory v jednoduchom GA.
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Kapitola 3
Development v genetickom
algoritme
Táto práca využíva tzv. development (vývin) v evolučnom algoritme na transformovanie
genetickej informácie z chromozómu na konkrétne správanie sa zvoleného objektu — pohyb
— v tomto modeli.
Základna myšlienka výpočtového vývinu (ako býva v oblasti evolučných algoritmov
označovaný) vychádza z jeho prírodného vzoru — jedinec samotný, jeho vlastnosti, schop-
nosti či správanie je kódované do chromozómu nepriamo. Informácia z chromozómu slúži
na vytvorenie mediátorov, ktorí ovládajú jednotlivé životné procesy jedinca.
Nasledujúce sekcie stručne rozoberajú biologický pohľad na prírodný development a po-
pisujú niektoré konkrétne modely a návrhy využívané v tejto oblasti.
3.1 Biologický základ
Táto sekcia je voľne prevzatá z [9].
Výpočtový vývin principiálne vychádza z biologického vývinu, ktorý je spájaný s život-
ným cyklom mnohobunkových organizmov — s ich rastom a vývinom, ako aj s riadením
činností buniek, elementárnych stavebných blokov organizmov.
Nositeľom vývoja v živých organizmoch je DNA, ktorá sa skladá z génov, podľa ktorých
sú syntetizované proteíny v procese transkripcie a prekladu (translácie). Proteíny následne
ovplivňujú správanie sa buniek, riadia biochemické procesy v nich prebiehajúce, zabezpečujú
komunikáciu s inými bunkami.
3.2 Nasadenie developmentu v evolučných systémoch
Využitie prírodou inšpirovaného developmentu v evolučných algoritmoch je pomerne mladá
oblasť evolučného návrhu, napriek tomu už bolo predvedených viacero rôznych modelov,
ktoré priblížili evolučné algoritmy bližšie k ich prírodnému vzoru. Aplikovaním týchto mode-
lov bol skúmaný celý rad problémov, od biologických (ktoré sú modelu výpočtového vývinu
najbližšie) po výstavbu komplexných adaptívnych systémov [1].
Nasledujúce podsekcie stručne zhŕňajú princípy a vlastnosti niektorých vybraných mo-
delov výpočtového vývinu, ktoré je možné aplikovať ako základ pre výpočtový development.
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3.2.1 Lindermayerové systémy
Lindermayerové systémy (L-systémy) sú paralelné prepisovacie systémy, ktoré majú podobu
formálnej gramatiky. Ich autor, Aristid Lindenmayer, bol teoretický biológ, ktorý vytvoril
L-systém na popis rastu rias a vzoru, ktorý pri raste vytvárajú [11].
L-systémy pracujú s konečnou množinou symbolov — abecedou. Počiatočný stav sys-
tému je definovaný ako tzv. axióm, na ktorý sú v nasledujúcich krokoch aplikované prepiso-
vacie pravidlá. V každom kroku sa prepíšu všetky znaky reťazca, na ktoré je aplikovateľné
niektoré z pravidiel. Aplikovaním pravidiel sú L-systémy schopné zaistiť vývoj počiatočného
reťazca do komplikovaného vzoru.
Nasledujúci axióm a pravidlá predstavujú príklad L-systému, ktorý generuje reťazce,
ktoré svojou dĺžkou odpovedajú číslam Fibonacciho postupnosti (nasledujúci člen tejto
postupnosti je daný súčtom dvoch predchádzajúcich členov):
• axióm: B
• pravidlá: A→AB, B→A
V prvom kroku tohto algoritmu sa aplikuje axióm, ktorého výsledkom je reťazec B.
Keďže v druhom kroku nie je možné aplikovať prvé prepisovacie pravidlo, využije sa druhé
pravidlo, čím vznikná reťazec A. V treťom kroku je možné použiť len prvé pravidlo, po
ktorého aplikácií vzniká reťazec AB. Zaujimavý je štvrtý krok, v ktorom sa na reťazec
AB aplikujú obe pravidlá, prvé na znak A, druhé na B. Týmto spôsobom algoritmus
pokračuje v prepisovaní reťazcov z predchádzajúceho kroku čím neustále vznikajú nové
(a dlhšie) reťazce. V prvých ôsmich krokoch algoritmu získavame postupne tieto reťazce: B,
A, AB, ABA, ABAAB, ABAABABA, ABAABABAABAAB, ABAABABAABAABABAA-
BABA,. . . . Ak by sme pokračovali, získame ďalšie reťazce, ktoré svojou dĺžkou odpovedajú
číslam z Fibonacciho postupnosti.
3.2.2 Celulárne automaty
Celulárny automat bol vybraný ako najvhodnejší model developmentu pre túto prácu. Táto
skutočnosť i s vysvetlením bola uvedená v úvode tejto práce. Možnosti jeho využitia v de-
velopmente sú preto podrobnejšie popísané v Kapitole 4, ktorá je celá venovaná celulárnym
automatom.
3.2.3 Model založený na inštrukciách
Model založený na inštrukciách (MZI) principiálne vychádza z genetického programovania,
ktoré rozširuje o nové vlastnosti. Jeho autor sa zaoberal pokročilou technikou návrhu čís-
licových obvodov [1]. Vo svojej práci navrhol model, ktorý dáva vývojárom nový prístup
k evolučnému návrhu, ktorý je bližší bežnej tvorbe algoritmov (programovaniu), než modely
vychádzajúce z biologických princípov.
MZI ponúka koncept, s ktorým je možné definovať evolučný systém, ktorý využíva apli-
kačne špecifický asemblerický jazyk (ASAJ), interpret tohto jazyka, doménovo špecifické
stavebné bloky a evolučný algoritmus, ktorého genóm je interpretovaný ako program v ja-
zyku ASAJ – tento program je vo svojej podstate návodom, ktorý definuje cieľový objekt
vytvorený zo stavebných blokov.
Autor sa zameral na uvedenie rozšírenia genetického programovania, ktoré umožnia
návrh generických štruktúr. K tomuto účelu implementoval vo svojom modeli tieto tri
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základné podmienky: možnosť opakovaného použitia vyevolvovaného programu (alebo jeho
časti), pridanie parametrov interpretu, ktoré umožnia definovať “veľkosť” cieľového systému
a možnosť “rastu” cieľového objektu.
V [1] boli uvedené dve základné aplikácie MZI — “kontinuálny vývoj”, v ktorom vývoj
riešenia prebieha v iteratívnych krokoch, pričom veľkosť riešenia závisí od počtu iterácií a po
každej iterácií musí byť k dispozícií funkčné riešenie. Druhou aplikáciou je “parametrický
vývoj”, ktorý požaduje definovanie parametru (prípadne viacerých parametrov), ktorý de-
finuje “veľkosť” cieľovej štruktúry, výsledné riešenie je pritom dostupné až po poslednom
kroku.
11
Kapitola 4
Celulárne automaty
Celulárny automat (CA) bol vybraný ako model výpočtového vývinu pre genetický algorit-
mus. Táto voľba padla najmä pre jeho schopnosť simulovať značne komplikované systémy,
ktoré môžu vykazovať požadované správanie (v našom prípade pohyb). Schopnosť “simu-
lácie života” už pritom bola preukázaná Conwayom v jeho modeli “Game of Life” [5].
Táto kapitola sa venuje neformálnemu popisu celulárneho automatu, stručne popisuje
jednu z najznámejších aplikácií CA, Conwayovu Game of Life. Záver kapitoly sa zameriava
na využitie CA ako modelu developmentu v genetickom algoritme.
4.1 Neformálny popis
Celulárny automat [14] je diskrétny dynamický model tvorený pravidelným n-rozmerným
poľom buniek — mriežkou. Vo všeobecnosti može mať celulárny automat ľubovoľný počet
dimenzií, prakticky sa však využívajú jedno- a dvoj-rozmerné automaty avšak je možné
stretnúť sa i s aplikáciami trojrozmerného CA.
Táto práca sa zameriava na dvojrozmerný uniformný CA, preto budú nasledujúce od-
stavce špecializované na tento typ CA. Údaje uvedené v týchto odstavcoch je však možné
zovšeobecniť a použiť v n-dimenzionálnych CA.
Každá dimenzia može byť teoreticky nekonečne veľká — može obsahovať nekonečný
počet buniek, v praxi sa pochopiteľne používajú mriežky s konečným počtom buniek. Pokiaľ
má mriežka konečnú veľkosť, musíme na jej okrajoch rátať s obmedzujúcimi podmienkami,
pretože hraničné bunky majú menší počet existujúcich susedov. Tento prípad je možné vy-
riešiť tak, že chýbajúcich susedov nahradíme virtuálnymi bunkami s pevne daným stavom
(obrázok 4.1) — táto možnosť sa nazýva CA s konštantnými okrajovými podmienkami.
Ďalšia varianta je zavedenie tzv. cyklických okrajových podmienok — pri dvojrozmernom
automate spojíme pravú a ľavú hranu (okraj) mriežky, čím získame valec a následne spo-
jíme vrchnú a spodnú podstavu valca aby vznikol torus (obrázok 4.2). Takto získame cyk-
lický, kvázi-nekonečný model, u ktorého nie je potrebné špeciálne ošetrovať okrajové oblasti
mriežky.
Každá bunka mriežky može byť v jednom z konečného počtu stavov. Najjednoduchšie
celulárne automaty sú dvojstavové (binárne), príkladom je CA využitý Conwayom v Game
of Life (sekcia 4.2).
Bunka má svoje okolie – množinu okolitých buniek, ktorá je definovaná počtom buniek
a ich relatívnym rozmiestnením vzhľadom na centrálnu bunku okolia. Typicky používané
okolia sú znázornené na obrázku 4.3. Pri 9-okolí sa uvažuje centrálna bunka a 8 najbližších
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Obrázek 4.1: Konštantné okrajové podmienky v 2-dimenzionálnom CA (v tomto prípade
nulové okrajové podmienky).
Obrázek 4.2: Cyklické okrajové podmienky transformujú 2-dimenzionálny CA na torus.
Prebraté z [12].
buniek, ktoré sa centrálnej priamo dotýkajú, u 5-okolia sú susednými bunkami najbližšie
nediagonálne bunky. Pochopiteľne je možné využiť aj širšie okolia, pri ktorých sa berú do
úvahy i vzdialenejšie bunky (napríklad so vzdialenosťou od centrálnej bunky rovnou 2), či
iné usporiadania buniek v okolí.
Celulárny automat je diskrétny model, výpočet v ňom teda prebieha v diskrétnom čase.
V každom kroku výpočtu sú aktualizované stavy všetkých buniek pomocou tzv. lokálnej
prechodovej funkcie (ďalej prechodová funkcia). Prechodová funkcia príjíma ako vstupné
argumenty stavy buniek zo zvoleného okolia a na ich základe vypočíta nasledujúci stav
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(a) 5-okolie (b) 9-okolie
Obrázek 4.3: Bežne používané okolia CA.
CNWSE Snext CNWSE Snext CNWSE Snext CNWSE Snext
00000 0 01000 1 10000 1 11000 0
00001 1 01001 0 10001 0 11001 1
00010 1 01010 0 10010 0 11010 1
00011 0 01011 1 10011 1 11011 0
00100 1 01100 0 10100 0 11100 1
00101 0 01101 1 10101 1 11101 0
00110 0 01110 1 10110 1 11110 0
00111 1 01111 0 10111 0 11111 1
Tabulka 4.1: Tabuľka pravidiel lokálnej prechodovej funkcie pre paritné pravidlo. CNWSE
predstavuje aktuálny stav buniek 5-okolia podľa obrázku 4.3a, Snext určuje stav centrálnej
bunky v nasledujúcom kroku.
centrálnej bunky. Pokiaľ je každá bunka riadená rovnakou prechodovou funkciou, hovoríme
o uniformnom CA, v opačnom prípade ide o neuniformný automat.
Prechodová funkcia môže mať tvar tabuľky, v ktorej je pre každú kombináciu vstupného
okolia určená príslušná hodnota centrálnej bunky v nasledujúcom kroku. Takúto tabuľku
nazývame tabuľka pravidiel lokálnej prechodovej funkcie. Tabuľka 4.1 zobrazuje tabuľku
pravidiel pre paritné pravidlo (známe aj ako XOR pravidlo) [14]. Celulárny automat je
v tomto prípade dvojstavový, dvojrozmerný, s 5-okolím. Paritné pravidlo priradí stav 1
každej bunke, ktorej okolie obsahuje nepárny počet buniek v stave 1, inak priradí stav 0.
Z tejto tabuľky je jasne vidieť, že každé pravidlo zodpovedá práve jednej kombinácií stavov
okolia celulárneho automatu.
Celkový počet pravidiel, ktoré je možné vyjadriť v tabuľke pravidiel, závisí od počtu
stavov CA a od použitého okolia. Nech scount je počet stavov buniek a ccount je počet buniek
vo zvolenom okolí. Potom celkový počet variacií s opakovaním, ktoré je možné vyjadriť v CA
a teda počet rôznych pravidiel v tabuľke pravidiel vyjadruje rovnica:
rcount = scountccount . (4.1)
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Napríklad pre dvojstavový CA s 5-okolím podľa obrázku 4.3a je celkový počet pravidiel
rcount = 25 = 32, pri 9-okolí (obrázok 4.3b) je to rcount = 29 = 512.
Počet všetkých prechodových funkcií, ktoré je možné nad binárnym automatom reali-
zovať, závisí od rozsahu tabuľky pravidiel:
fcount = 2rcount . (4.2)
S narastajúcim počtom stavov a počtom buniek v okolí sa značne zvýši celkový počet
prechodových funkcií. Už pri základom automate s 2 stavmi a 5-okolím (a teda s 32 pravid-
lami podľa vzorca 4.1) je počet prechodových funkcií až fcount = 22
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= 232 = 4294 967 296.
Pred samotným zahájením výpočtu v CA je potrebné určiť počiatočné stavy všetkých
buniek CA. Tento počiatočný stav celulárneho automatu sa nazýva počiatočná konfigurácia
CA.
4.2 Hra Život
Hra Život (originálny názov The Game of Life) je pravdepodobne najznámejšou aplikáciou
celulárneho automatu. Hoci názov aplikácie v sebe nesie slovo “hra”, nejedná sa o hru,
ktorej priebeh by riadil človek, ale ktorej priebeh má plne pod kontrolou CA.
Jej autor, britský matematik John Horton Conway, začal v roku 1968 experimentovať
s rôznymi pravidlami pre dvojrozmerné CA, o dva roky neskôr prišiel so sadou jednodu-
chých pravidiel nazvaných “The Game of Life”, ktoré vykázali značne komplexné správanie.
Po vydaní článku v časopise Scientific American [5] sa Hra Život a celulárne automaty vše-
obecne dostali do širšieho povedomia.
Hoci je hra Život simuláciou života buniek, nezaoberá sa biochemickými dejmi pre-
biehajúcimi v bunkách, ale zameriava sa na skúmanie života populácie buniek v istom
prostredí. K tomuto účelu využíva dvojrozmerný, uniformný CA s dvoma stavmi (bunka je
“živá” alebo “mŕtva”), ktorého lokálna prechodová funkcia, pracujúca nad 9-okolím (obrá-
zok 4.3b), je tvorená nasledujúcimi pravidlami:
• Pre každú živú bunku platí:
– Ak má jedného alebo žiadneho živého suseda, zahynie na “osamelosť”.
– Ak má štyroch alebo viacerých živých susedov, zahynie na “preľudnenie”.
– Ak má práve dvoch alebo troch živých susedov, prežije.
• Pre každú mŕtvu bunku platí:
– Ak má práve troch živých susedov, “obživne” (vznikne nová bunka).
Hra Život je schopná simulovať rôzne správanie sa objektov, ktoré závisí na konkrét-
nej počiatočnej konfigurácií CA (teda na tvare objektu). Známe kategórie správania sú
napríklad “stále živé” štruktúry, ktoré nemenie svoj tvar, pretrvávajú vo svojej iniciali-
začnej podobe, “oscilátory”, ktoré sa nepohybujú, ale periodicky oscilujú (v jednotlivých
krokoch periódy menia svoj tvar, po poslednom kroku sa vrátia do svojej inicializačnej po-
doby). Najzaujimavejšie štruktúry, z pohľadu tejto práce, spadajú do kategórie nazývanej
“vesmírne lode” (“spaceships”), ktoré s istou periódou vykazujú pohyb — nenulový posun
v istom smere. Známou štruktúrou radiacou sa do tejto kategórie je tzv. “glider”, ktorý sa
s periódou štyroch krokov posunie o jednu bunku.
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4.3 Celulárny automat ako model výpočtového vývinu
Celulárny automat je možné považovať za “základný” či “jednoduchý” typ developmentu
v evolučnom návrhu. Hoci tabuľka pravidiel CA sa dá zakódovať priamo do chromozómu
(čím odpadá pokročilé mapovanie genotypu na fenotyp aké využíva napríklad model za-
ložený na inštrukciách), vývin môžeme pozorovať v správaní sa celulárneho automatu,
presnejšie vo vývoji vzoru v jednotlivých krokoch výpočtu CA.
V prípade tejto práce je hľadaným správaním pohyb objektu v mriežke automatu.
CA má definovanú počiatočnú konfiguráciu, ktorá predstavuje vybraný objekt, a evolučný
prístup má za úlohu nájsť prechodovú funkciu, ktorá umožní taký vývoj v automate, že
po istom počte krokov bude zaznamenaný pohyb objektu (tu je možné pozorovať paralelu
s vesmírnymi loďami z Hry Život, popísanej v predchádzajúcej sekcií).
Vďaka paralele s prírodou môžeme tvrdiť, že celulárny automat je (jednoduchý) develop-
ment — je potrebné uvedomiť si, že chromozóm je mapovaný na tabuľku, ktorá špecifikuje
správanie sa objektu v zvolenom prostredí (v celulárnom automate). Podobný princíp vy-
užíva príroda vo svojom biologickom vývoji — (niektoré) gény sa mapujú na proteíny,
ktoré určujú správanie sa bunky v istom momente. Evolučným algoritmom teda nehľadáme
chromozóm, ktorý priamo kóduje riešenie (pohyb objektu), ale ktorý definuje také vlast-
nosti prostredia (lokálnu prechodovú funkciu CA), že zvolený objekt je schopný vykazovať
v tomto prostredí pohyb.
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Kapitola 5
Implementácia
Aplikácia EvoDeMo (Evolutionary Design of Moving Objects) bola vytvorená na overenie
základnej myšlienky práce — bude evolúcia schopná nájsť vhodné parametre prostredia
(lokálnu prechodovú funkciu CA), v ktorom sa bude zvolený objekt schopný pohybovať
daným spôsobom?
Nasledujúce sekcie stručne popisujú implementáciu kľúčových oblastí aplikácie, nesnažia
sa však popisovať konkrétnu implementáciu, ale zameriavajú sa najmä na popis princípu
fungovania jednotlivých komponént.
Jadro aplikácie je tvorené niekoľkými základnými komponentami: genetickým algorit-
mom, celulárnym automatom a logikou, ktorá prepája predchádzajúce dve komponenty
a riadi tok výpočtu.
5.1 Celulárny automat
Celulárny automat predstavuje základnú jednotku jadra aplikácie — je prostredím, v kto-
rom sú objekty definované a jeho vlastnosti umožňujú objektom vykazovať pohyb. CA je
dôležitý aj z hľadiska ohodnocovania kvality chromozómov, pretože výpočet fitness hodnoty
prebieha práve nad ním (sekcia 5.7).
Aplikácia EvoDeMo pracuje zásadne len s dvojrozmerným uniformným celulárnym au-
tomatom. Na rozdiel od jednorozmerného automatu je možné v dvojrozmernom definovať
výrazne komplikovanejšie (a zaujímavejšie) objekty, ktoré sa viac blížia reálnemu svetu,
oproti viacrozmernému automatu má výhodu v tom, že definovanie objektu i konštrukcia
prechodovej funkcie sú jednoduchšie a časovo menej náročné. Aplikácia podporuje defino-
vanie dvojrozmernej mriežky CA vo forme torusu (cyklické okrajové podmienky) i vo forme
dvojrozmerného poľa (okrajové podmienky s pevne definovaným stavom). V prípade 2D
poľa sa okrajové bunky mriežky správajú, akoby mali vonkajšieho suseda (virtuálnu bunku
mimo mriežku) s pevne daným stavom — mŕtva bunka. Tento systém zaistí, že okrajové
bunky nepotrebujú zvláštnu prechodovú funkciu (sekcia 4.1).
Aplikácia umožňuje pracovať s dvoj- až štvor-statovými automatmi, jeden stav je vždy
označený ako “mŕtvy” a bunka, ktorá takýto stav nadobúda je “mŕtva” alebo “prázdna”.
Zvyšné stavy predstavujú “živé” bunky, ich vhodnou kombináciou je možné vytvoriť objekty
s rôznym stupňom zložitosti. Viacstavový automat má pochopiteľne i zložitejšiu lokálnu
prechodovú funkciu, čo sa odráža jednak vo zvýšenej výpočtovej náročnosti, jednak vo
veľkosti prechodovej funkcie, respektíve veľkosti chromozómu (sekcia 5.5). Počet stavov
teda ovlivňuje nielen čas potrebný na dokončenie výpočtu, ale i množstvo pamäte, ktoré
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aplikácia vyžaduje.
Lokálna prechodová funkcia celulárneho automatu je schopná pracovať s 5- i 9-okolím,
ktoré sú definované podľa obrázku 4.3.
5.2 Objekt v celulárnom automate
Objekt je definovaný vhodnou kombináciou “živých” a “mŕtvych” buniek v mriežke celulár-
neho automatu, objekt samotný sa teda dá chápať ako kompozícia živých buniek. S ohľadom
na zvolené celulárne okolie každá bunka ovplivňuje správanie sa buniek v okolí, pričom sama
je tímito bunkami ovplivňovaná. Presný spôsob, akým sa bunky navzájom ovplivňujú, zá-
visí na lokálnej prechodovej funkcií celulárneho automatu, teda na vlastnostiach “životného
prostredia” objektu. Jednotlivé bunky objektu však nie sú pevne viazané na seba, vďaka
čomu môže vhodná prechodová funkcia zaistiť zmenu tvaru objektu. Táto schopnosť ob-
jektu (meniť svoj tvar) môže príjsť vhod pokiaľ požadujeme, aby posun objektu prebiehal
vo viacerých krokoch CA.
5.3 Pohyb objektu
Text nasledujúcej sekcie, pojednávajúci o možnostiach pohybu, používa na viacerých miestach
neurčité vyjadrenie informácie (napríklad “. . . cyklus, v ktorého poslednom kroku by sa ob-
jekt mal objaviť. . . ”). Tento spôsob podania informácie je v tejto sekcií nevyhnutný, keďže
pohyb objektu je výsledkom hľadania vhodnej funkcie genetickým algoritmom. Pretože ge-
netický algoritmus je stochastický (sekcia 2.2), nie je možné zaručiť, že sa vždy podarí nájsť
takú funkciu, ktorá splní kladené požiadavky na 100 %.
Keďže táto práca sa zameriava na pohyb objektu v celulárnom automate, patrí možnosť
nastavenia parametrov pohybu k najdôležitejším faktorom. Aplikácia preto podporuje mož-
nosť nastaviť smer pohybu, vzdialenosť a počet krokov CA potrebný k prejdeniu určenej
vzdialenosti.
Objekt sa v mriežke celulárneho automatu môže pohybovať v jednom z ôsmych smerov
— po vertikále, horizontále i oboch diagonálach, na každej z týchto štyroch priamok sa
môže pohybovať v oboch smeroch.
S možnosťou určiť vzdialenosť posunu priamo súvisí počet krokov celulárneho auto-
matu. Zvolený počet krokov predstavuje cyklus, v ktorého poslednom kroku by sa objekt
mal objaviť posunutý o počet buniek určených parametrom vzdialenosti. Ak bude cyklus
stanovený na jeden krok CA (čo je minimálna hodnota), evolúcia sa bude snažiť nájsť chro-
mozóm, ktorý zaistí jednoduchý posun objektu bez transformácií1. Pri nastavení dlhšieho,
viackrokového cyklu by nájdený chromozóm mal zaistiť transformácie objektu v jednot-
livých medzikrokoch cyklu a v záverečnom kroku by mal pretransformovaný medziobjekt
“poskladať” späť do povodného tvaru, ale posunutý o určenú vzdialenosť.
5.4 Genetický algoritmus
Aplikácia využíva jednoduchý genetický algoritmus v podobe v akej bol popísaný v sekcií
2.2. Niekoľko nasledujúcich sekcií popisuje kľúčové vlastnosti implementovaného genetického
algoritmu a vysvetľujú aj jeho prepojenie s celulárnym automatom.
1Slovo “transformácia” v tomto kontexte znamená, že objekt bude z pôvodného tvaru zmenený do iného,
dočasného tvaru, čím vznikne tzv. “medziobjekt”.
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5.5 Chromozóm
Táto práca sa zaoberá obrátenou evolúciou (viď Kapitola 1 – Úvod), v ktorej je objekt
pevne daný (respektíve je možné definovať jeho tvar) a prostredie sa mu prispôsobuje.
Preto musí byť práve celulárny automat jedincom, ktorého vlastnosti budú v chromozóme
zakódované. Chromozóm pochopiteľne nebude kódovať všetky vlastnosti CA, ale len tie,
ktoré sú pre zaistenie pohybu objektu dôležité — v podstate je nevyhnutné uchovávať len
lokálnu prechodovú funkciu celulárneho automatu.
Aplikácia využíva skutočnosť, že lokálna prechodová funkcia môže byť reprezentovaná
pomocou tabuľky prechodov (tabuľka 4.1). Príklad ukazuje, že tabuľku prechodov je možné
vyjadriť pomocou dvoch stĺpcov — prvý ukladá kombináciu stavov buniek z okolia, druhý
vyjadruje nasledujúci stav vyšetrovanej bunky (centrálnej bunky okolia). Keďže každý ria-
dok prvého stĺpca obsahuje unikátnu postupnosť čísel (stavov buniek, ktorých poradie v po-
stupnosti je pevne dané), môže vhodná interpretácia tejto hodnoty slúžiť ako ukazateľ na
istý lokus chromozómu (teda ako index génu v chromozóme). Samotný chromozóm potom
bude obsahovať len postupnosť hodnôt z druhého stĺpca tabuľky.
Lokálna prechodová funkcia CA (respektíve tabuľka prechodov) je v aplikácií reprezento-
vaná v podobe jednoduchého lineárneho chromozómu, ktorý je tvorený postupnosťou celých
čísel. Každé číslo reprezentuje jeden gén, respektíve hodnotu tohto génu – alelu. Dĺžka chro-
mozómu (počet génov) je rovná počtu riadkov tabuľky prechodov, ktorú vyjadruje vzorec
4.1. Z tohto vzorca je vidieť závislosť veľkosti tabuľky od počtu stavov celulárneho automatu
a počtu buniek v okolí, nad ktorým prechodová funkcia pracuje. Keďže dľžka chromozómu
je rovná veľkosti tabuľky, je zrejmé, že počet génov chromozómu závisí na týchto dvoch
parametroch celulárneho automatu.
5.6 Mapovanie genotypu na fenotyp
Obrázok 5.1 naznačuje princíp mapovania informácie medzi genotypom (lineárnym chro-
mozómom) a fenotypom (lokálna prechodová funkcia celulárneho automatu), ktorý bol
v aplikácií implementovaný.
Príklad z obrázku približuje výpočet nového stavu jednej bunky v 3-stavom automate
(stavy sú reprezentované celými číslami 0, 1, 2 ), ktorého lokálna prechodová funkcia robí
výpočty nad 5-okolím (obrázok 4.3a).
Vyšetrovaná bunka sa nachádza na pozícií [r1, c3] (stĺpec c3 a riadok r1), jej stav v ak-
tuálnom kroku automatu je 2. Na určenie jej nasledujúceho stavu je potrebné prečítať alelu
génu na istom lokuse chromozómu. Lokus hľadaného génu závisí od kombinácie stavov
buniek z okolia vyšetrovanej bunky. Celý postup prevodu stavov buniek okolia na lokus
prebieha v troch krokoch.
V prvom kroku je potrebné zistiť stavy buniek z okolia a zoradiť ich do lineárnej po-
stupnosti C N W S E (centrálna, severná, západná, južná a východná bunka, písmená
vychádzajú z anglického prekladu týchto slov), čím získame postupnosť čísel 2 0 1 1 0.
Túto postupnosť možeme vidieť ako číslo o základe odpovedajúcom počtu stavov automatu
(v tomto prípade o základe 3). V druhom kroku nasleduje prevod čísla 20110 zo sústavy
o základe 3 do desiatkovej sústavy, čím získame lokus príslušného génu v chromozóme,
v našom prípade 174. A konečne v poslednom kroku prečítame alelu génu na lokuse 174,
ktorý uchováva hodnotu 1 – táto predstavuje stav vyšetrovanej bunky C v ďalšom kroku
CA.
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Tento spôsob mapovania zaručuje, že pre každú kombináciu stavov okolia existuje v chro-
mozóme práve jeden gén, ktorý nie je zdieľaný s inými kombináciami.
Rovnaký výpočet je prevedený nad celou mriežkou, od bunky s pozíciou [r0, c0] po
[r3, c5], výsledkom je nový stav (krok výpočtu) celulárneho automatu.
Tento princíp je použitý aj v automatoch s iným počtom stavov, a to pri 5- i 9-okolí.
V prípade 9-okolia sú bunky mapované na postupnosť C N NW W SW S SE E NE.
Obrázek 5.1: Mapovanie stavov okolia na index génu v chromozóme.
5.7 Fitness
Hoci aplikácia umožňuje nastaviť, aký dlhý cyklus pohybu (počet krokov CA) je požadovaný,
nie je možné dopredu určiť, či prechodová funkcia kódovaná v aktuálnom chromozóme
umožňuje objektu pohyb v práve takto dlhom cykle. Kontrolu, či nastal požadovaný pohyb
alebo aspoň jeho časť, je teda potrebné robiť nielen po prevedení požadovaného počtu
krokov CA, ale po každom kroku výpočtu CA (od prvého až do požadovaného kroku).
Vďaka tomu je možné určiť, v ktorom kroku CA je posun objektu “najčistejší” (v ktorom
kroku má najviac buniek mriežky CA správny stav). Kontrola pohybu prebieha vo fitness
funkcií, ktorej výsledkom je hodnota fitness, ktorá vyjadruje mieru “správnosti” pohybu.
Pri výpočte fitness hodnoty je potrebné zohľadniť nielen “čistotu” pohybu, ale aj krok CA,
v ktorom tento pohyb nastal.
Výpočet fitness hodnoty prebieha v dvoch fázach — (1) výpočet “základnej” fitness a (2)
výpočet “rozšírenej” fitness. Hodnota základej fitness závisí len na počte buniek, ktoré majú
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správnu polohu v mriežke CA. Správna poloha každej bunky závisí od parametrov pohybu
— od smeru a vzdialenosti. Čím viac buniek má správnu hodnotu (stav), tým vyššia bude
základná fitness. Maximum dosiahne, ak sa celý objekt presunie na novú pozíciu a nezmení
svoj tvar. Zároveň je nutné poznamenať, že viac buniek so správnym stavom indikuje, že
pohyb objektu bol “čistejší” — teda že nový stav CA (stav všetkých buniek mriežky) sa
viac podobá očakávanému stavu.
Rozširená fitness závisí jednak na hodnote základej fitness a kroku CA, v ktorom bola
vypočítaná, na druhej strane závisí na požadovanom počte krokov CA, ktorý je stanovený
ako parameter pohybu. Čím viac sa “vypočítaný” krok (aktuálny krok, v ktorom bola vy-
počítaná základná fitness) blíži ku kroku požadovanému, tým vyššia bude rozšírená fitness.
Graf reprezentujúci hodnoty rozšírenej fitness v závislosti na kroku CA je možné predsta-
viť si ako graf normálneho (Gaussovho) rozloženia — maximum naberá rozšírená fitness
v momente, keď aktuálne vyhodnocovaná mriežka CA (z aktuálneho kroku CA) je zhodná
s požadovaným krokom. Napríklad pri požadovanom kroku 3 dosiahne rozšírená fitness
maximum, keď sa bude ohodnocavať tento krok CA, pri kroku vyššom i nižšom nadobúda
menšie hodnoty. Rozšírená fitness sa zároveň počíta len pre tie chromozómy, ktorých zá-
kladná fitness dosiahne istý minimálny (aktivačný) prah — teda dosiahne isté percento
z maxima (štandardne 90 %). Rozšírená fitness teda slúži na spropagovanie tých chromozó-
mov, ktoré nielenže dosahujú vysokú základnú fitness, ale sú schopné zaistiť takú dĺžku
cyklu pohybu, ktorá sa blíži požadovanej.
Výsledná fitness chromozómu sa po každom kroku CA určí súčtom základej a rozšírenej
fitness. Chromozómu je priradená fitness z toho kroku CA, v ktorom dosahuje najvyššiu
hodnotu.
5.8 Selekcia
V štandardnom genetickom algoritme má selekcia za úlohu vyberať dvojice jedincov (ro-
dičov), ktorí vstúpia do genetického operátoru kríženia, z ktorého vystúpia dva nové je-
dince — potomkovia, ktorí po prevedení mutácie postúpia do ďalšej generácie. Aplikácia
EvoDeMo však nevyužíva operátor kríženia (viď sekcia 5.9), preto nie je potrebné vytvárať
dvojice rodičov. Proces mutácie preto podstupujú priamo jedinci, ktorí sú vybraní do ďalšej
generácie. Počet jedincov, ktorí postúpia do nasledujúcej generácie je v každom kole selekcie
zvolený náhodne, má však hornú i dolnú medz, ktoré zaistia, že vždy prejde istý minimálny
počet jedincov, avšak nikdy nie všetky.
Samotná selekcia je implementovaná ako turnajová selekcia, ktorá pozostáva z dvoch
fáz — v prvej fáze sa náhodne vyberie skupina k jedincov populácie, v druhej fáze prebehne
samotný turnaj. Za víťaza turnaja je vyhlásený jedinec s najvyššou hodnotou fitness, tento
sa zúčastní na procese vytvorenia novej generácie. Číslo k, ktoré predstavuje veľkosť turnaja,
bolo stanovené na hodnotu 2. Vyššia hodnota totiž zvyšuje selekčný tlak kladený na jedincov
— ak by sa v jednom kole turnaja vyskytlo viacero dobrých jedincov, vybraný by bol
len jeden z nich, čo by mohlo mať kontraproduktívny učinok na rýchlosť konvergencie
genetického algoritmu [7].
Proces selekcie implementuje elitizmus, ktorý zaistí, že najlepší jedinec populácie vždy
postúpi do nasledujúcej generácie bez zmeny, na jeho chromozóm teda nie je aplikovaný pro-
ces mutácie. Elitizmus neprenáša do nasledujúcej generácie pôvodného jedinca, ale vytvorí
kópiu (klon) jeho chromozómu. Vďaka tomu je najlepší jedinec stále prítomný v populácií
a zúčastňuje sa selekcie (algoritmus elitizmu teda prebehne ešte pred samotnou selekciou).
Turnajová selekcia zároveň zaistí, že tento jedinec bude vybraný ešte raz, tentokrát už
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v “štandardnom” procese, čo znamená, že na jeho chromozóm bude aplikovaná mutácia.
Najlepší jedinec je teda vo výbere zastúpený dvakrát, jedna jeho kópia ostane oproti pred-
chádzajúcej generácií nezmenená, na druhú je aplikovaný operátor mutácie.
Pretože selekciou nikdy neprejdú všetky jedince populácie, je potrebné doplniť populáciu
do pôvodnej veľkosti. Proces doplnenia populácie využíva len tie jedince, ktoré boli vybrané
do ďalšej generácie, náhodne z nich vyberá jedincov a vytvára ich kópie, kým populácia
nedosiahne pôvodnú veľkosť. Vďaka dopĺňaniu sa niektoré jedince prenesú vo viacerých
kópiach, avšak mutácia zaistí, aby pred ohodnocovaním novej generácie neboli tieto jedince
rovnaké. Operátor mutácie sa teda aplikuje na vybrané jedince, až keď je postupujúca
populácia kompletná.
5.9 Genetické operátory
Aplikácia EvoDeMo nevyužíva operátor krížnia na vytvorenie potomkov. Rozhodnutie o ne-
implementovaní kríženia vychádza zo zistení uverejnených v článku [2], ktorý pojednáva
o využití celulárneho automatu pri vývoji kombinačných obvodov. Autori článku vo svojej
práci experimentovali s rôznymi podobami operátoru kríženia, avšak ani v jednom prípade
nemalo kríženie pozitívny dopad na vývoj.
Mutácia bola implementovaná ako stochastický proces, skladajúci sa z troch fáz — (1)
rozhodnutie, či mutácia nastane, (2) náhodný výber lokusu génu, a (3) náhodný výber novej
hodnoty génu (alely).
Operácia mutácie génu v chromozóme bežne nastáva s veľmi malou pravdepodobnosťou,
čo je dôsledkom princípu mutácie — zmena génu na inú hodnotu môže síce viesť k vylepše-
niu vlastností chromozómu, ale rovnako môže spôsobiť znehodnotenie dobrého chromozómu.
Genetický algoritmus sa teda obvykle viac spolieha na operátor kríženia. Keďže implemen-
tovaný genetický algoritmus nevyužíva operátor kríženia na vytvorenie potomkov, bolo
potrebné “zvýrazniť” operátor mutácie.
Zvýraznenie operátoru mutácie bolo dosiahnuté zvýšením pravdepodobnosti, s akou
nastane, na vysokú hodnotu — 85 %. Pravdepodobnosť mutácie je však parameter, ktorý
je môžné ľubovoľne nastaviť, podobne aj počet génov, ktoré by mali byť zmutované, je
nastaviteľný. Reálny počet génov chromozómu, ktoré operátor zmutuje, závisí na kombinácií
týchto dvoch parametrov mutácie. Vhodnou kombináciou sa dá dosiahnuť akýkoľvek počet
mutácií medzi dvoma extrémami — na jednej strane nebude zmutovaný ani jeden gén, na
strane druhej budú zmutované všetky gény chromozómu.
5.10 Logika riadiaca tok výpočtu
Logika riadiaca tok výpočtu v aplikácií má na starosti prepojenie jednotlivých komponént
jadra aplikácie, zaisťuje výmenu dát medzi nimy, a stará sa aj o vedľajšiu funkcionalitu,
ktorá priamo nesúvisí s výpočtom: import a export chromozómov a mriežky celulárneho
automatu.
Medzi ďalšie dôležité veci, ktoré logika zabezpečuje, patrí spúšťanie nezávislých behov
evolúcie. Táto funkcia je významná z hľadiska zberu štatistických dát, keď je potrebné
spustiť viackrát výpočet s rovnakými parametrami (nastavenia celulárneho automatu, ge-
netického algoritmu a objektu). Štatistické dáta sú pri evolučných algoritmoch dôležité
či už z hľadiska porovnania efektivity rôznych evolučných prístupov, alebo pri porovnaní
evolučného algoritmu s klasickým návrhom. Aby však takéto porovnanie dávalo zmysel, je
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potrebné spraviť viacero nezávislých behov algoritmu a získať priemery dôležitých údajov.
Medzi údaje, ktoré možno z aplikácie získať patrí: fitness hodnota a diferencia najlepšieho
riešenia, počet chromozómov, ktoré dosiahli rovnaké ohodnotenie (fitness) ako výsledný
chromozóm, a priemerná generácia, v ktorej sa výsledné riešenie objavilo.
Algoritmus 5.1 zobrazuje najdôležitejšie časti logiky, ktoré priamo riadia tok výpočtu,
ale znázorňuje aj inicializácie a export dát z aplikácie.
inicializuj GA, CA
for evo run = 1 to evo run max do
if (evo run 6= 1) then
reinicializuj GA
end if
for gen = 1 to gen max do
for chrom = 1 to chrom count do
aplikuj chromozóm s indexom chrom do tabuľky prechodov CA
vykonaj step max krokov výpočtu v CA
vypočítaj fitness po kroku step max
reinicializuj CA
end for
end for
exportuj najlepší chromozóm z aktuálneho behu
end for
exportuj najlepší chromozóm spomedzi všetkých behov evolúcie
Algoritmus 5.1: Pseudokód implementácie evolučného návrhu pohybujúcich sa objektov
v CA.
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Kapitola 6
Experimenty
Táto práca smeruje k teoretickej biológií a jej hlavným cieľom je simulácia života umelých
organizmov (respektíve simulácia vybraného aspektu života – pohybu). Jadro experimen-
tov, vykonaných s aplikáciou EvoDeMo, je obdobou problému pohybu objektov z kategórie
vesmírne lode známeho z aplikácie “Hra Život” (sekcia 4.2). Podstaný rozdiel medzi Hrou
Život a touto prácou je, že v Hre Život je prechodová funkcia pevne daná. Pevne daná
prechodová funkcia trpí jednou značnou nevýhodou — aby bola schopná zabezpečiť po-
hyb objektu, musí mať tento takú stavbu (rozloženie buniek v celulárnom priestore), aby
vyhovoval pravidlám prechodovej funkcie. Hra Život teda nie je schopná zabezpečiť pohyb
ľubovoľného objektu (pohyb v zmysle tejto práce, viď sekcia 5.3). Naopak, aplikácia Evo-
DeMo umožňuje definovať ľubovoľný objekt (obmedzený len veľkosťou celulárneho priestoru
a počtom stavov CA) a využiť evolúciu, aby našla vhodné, respektíve uspokojujúce riešenie.
Nasledujúca kapitola popisuje experimenty vykonané s dvoma typmi objektov:
• Objekty z kategórie “vesmírne lode”. Úlohou pri týchto objektoch je zaistiť viackro-
kový pohyb s transformáciami objektu do iného tvaru v medzikrokoch výpočtu CA.
• Pohyb škálovateľných štruktúr. Úlohou je (1) overiť, či prechodová funkcia získaná pre
menšiu inštanciu objektu bude schopná zaisiť pohyb aj väčších inštancií (a naopak),
(2) overiť vplyv škálovania objektu na počet generácií potrebný na získanie riešenia.
Na prezentáciu výsledkov sú v nasledujúcich sekciách využité aj obrázky mriežky ce-
lulárneho automatu. Na vyjadrenie rôznych stavov buniek sú v týchto obrázkoch použité
farby — každý stav je reprezentovaný svojou vlastnou farbou: (0) Biela farba — mŕtva
bunka, (1) Červená farba — živá bunka typ 1, (2) Zelená farba — živá bunka typ 2 a (3)
Modrá farba — živá bunka typ 3.
Experimenty popísané v tejto kapitole ukazujú, že implementovaný genetický algorit-
mus je schopný nájsť vhodné či uspokojujúce riešenie v rade jednoduchších i netriviálnych
problémov. Problém v tomto kontexte ukazuje nielen na tvar a veľkosť objektu, ale aj na
typ celulárneho okolia a na požadované parametre pohybu.
6.1 Animácia objektov v štýle Hry Život
Experimenty popísané v tejto sekcií tvoria jadro tejto bakalárskej práce. Ich cieľom je
zaistiť pohyb objektu v mriežke CA vo viacerých krokoch celulárneho výpočtu, zaujimavé
sú predovšetkým riešenia, ktoré dokážu zmeniť tvar objektu v medzikrokoch — ide teda
o typ pohybu, ktorý môžeme vidieť v Hre Život pri objektoch typu vesmírne lode.
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Ako príklad môžeme uviesť objekt známy z Hry Život pod názvom “glider”. Tento jed-
nuduchý objekt sa pohybuje v štvorkrokovom cykle — má teda 3 medzistavy, v ktorých
vyzerá inak, ako v stave inicializačnom. Práve takýto efekt je zmyslom týchto experimen-
tov — chceme nájsť také vlastnosti prostredia, ktoré umožnia objektu meniť svoj tvar,
transformovať sa.
Inšpiráciu tohto pohybu môžeme vidieť v prírode — (pravdepodobne) všetky mnoho-
bunkové organizmy dokážu v priebehu svojho pohybu meniť svoj tvar, napríklad pri chôdzi
sa mení vzájomná poloha nôh (prípadne rúk, chvostu. . . ) voči sebe i telu. Zmena tvaru tela
je samozrejme obmedzená oporným systémom organizmu (napríklad vnútornou kostrou).
Živé organizmy sú teda schopné čiastočne meniť svoj tvar, čo sa snažíme dosiahnúť aj pri
týchto experimentoch.
6.1.1 Výber objektu a nastavenie parametrov
Tvar vybraného objektu je znázornený na obrázku 6.1. Tento objekt je stavaný pre diago-
nálny pohyb smerom hore vpravo, použitý celulárny automat je trojstavový, jeho mriežka
má rozmery 12 x 12 buniek.
Obrázek 6.1: Tvar objektu “Vesmírna loď”.
Nad vybraným objektom boli spravené 2 sady experimentov — jedna s 5-okolím, druhá
s 9-okolím — v každej sade prebehla rada pokusov líšiacich sa parametrami pohybu. Z ta-
buľky 6.1, ktorá popisuje parametre spoločné pre všetky pokusy je vidieť, že každý z expe-
rimentov bol z dôvodu objektivity vykonaný 100-krát.
Počet nezávislých behov evolúcie 100
GA — max. počet generácií 1000
GA — veľkosť populácie 100 jedincov
Mutácia — pravdepodobnosť 85 %
Tabulka 6.1: Základné nastavenia evolúcie spoločné pre všetky experimenty.
Na základe [2] bol počet génov, na ktoré bude aplikovaný proces mutácie, stanovený na
3 % z počtu génov chromozómu (z dĺžky chromozómu). Pre 5-okolie to znamená 7 génov,
pre 9-okolie 596. Pravdepodobnosť aplikácie mutácie na každý z náhodne vybraných génov
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ukazuje tabuľka 6.1. Boli však vykonané i experimenty s vyšším i nižším počtom mutova-
ných génov. Riešenia, získané z týchto experimentov, vykazovali menej uspokojivé výsledky
najmä z hľadiska času potrebného na ich získanie, v niektorých prípadoch aj z hľadiska kva-
lity. Tento výsledok je pochopiteľný, keďže evolúcia je stochastický proces — priveľa mutácií
môže ľahko a rýchlo “zničiť” dobrý chromozóm, príliš malý počet zase spôsobí zvýšenie času
potrebného na dostatočné zoptimalizovanie chromozómu.
Tabuľka 6.2 prezentuje štyri rôzne nastavenia parametrov pohybu, ktoré boli aplikované
na objekt s využitím 5- i 9-okolia. Smer pohybu bol pri pokusoch stanovený vždy ten, pre
ktorý bol objekt navrhnutý — hore vpravo.
Pohyb 1 Pohyb 2 Pohyb 3 Pohyb 4
Pohyb — vzdialenosť 1 1 2 1
Pohyb — počet krokov CA 1 2 2 3
Tabulka 6.2: Nastavenia parametrov pohybu pre jednotlivé pokusy vykonané nad 5- i 9-
okolím CA.
6.1.2 Základné experimenty
Účelom základých experimentov je demonštrovať schopnosť evolúcie nájsť prechodovú fun-
kciu, ktorá bude schopná zaistiť pohyb objektu v automate podľa zvolených parametrov.
Pri týchto experimentoch vzniká inicializačná populácia v “štandardnom” inicializač-
nom procese — chromozómy všetkých jedincov populácie boli náhodne vygenerované. Vý-
počet následne prebiehal podľa algoritmu 5.1.
Tabuľky 6.3 a 6.5 zhŕňajú najdôležitejšie výsledky experimentu — najlepšie dosiahnuté
riešenia pre 5- i 9-okolie. Tieto tabuľky prezentujú nasledujúce údaje: (1) maximálna fitness
predstavuje maximálnu fitness hodnotu, ktorá bola dosiahnutá spomedzi všetkých behov
evolúcie, prevedenú do normovanej podoby (do intervalu < 0, 1 >). (2) diferencia udáva
počet buniek, ktoré mali po dokončení pohybu objektu (t.z. v požadovanom kroku CA)
nesprávnu hodnotu. V prípade vybraného objektu je počet buniek v mriežke 144, čo je ma-
ximálna diferencia, ktorú je možné dosiahnúť, ak žiadna bunka nebude mať správnu hod-
notu. Čím vyššia diferencia je dosiahnutá, tým je pohyb “nekvalitnejší”, čo vedie k nižšej
základnej fitness a teda i nižšej celkovej (výslednej) fitness (sekcia 5.7). (3) priemerný počet
generácií udáva počet generácií, ktoré jedince v priemere potrebovali, aby dosiahli výsledky
zhrnuté v prvých dvoch stĺpcoch tabuľky. (4) úspešnosť je percentuálna miera vyjadru-
júca počet jedincov (respektíve nezávislých behov), ktorí dosiahli výsledok prezentovaný
v prvých dvoch stĺpcoch tabuľky.
Tabuľky 6.4 a 6.6 ukazujú priemery najlepších dosiahnutých výsledkov — z každého
behu evolúcie sa vždy zobral (jeden) najlepší výsledok a následne boli z týchto 100 hodnôt
vypočítané priemery prezentované v týchto tabuľkách. Pri týchto výsledkoch sú sledova-
nými hodnotami priemerná fitness a diferencia, priemerný krok CA, v ktorom bol výsledok
dosiahnutý a priemerný počet generácií potrebný na získanie výsledku. Priemerný krok ce-
lulárneho automatu je v týchto výsledkoch dôležitý, keďže pri viackrokovom pohybe nemusí
evolúcia nájsť riešenie, ktoré zaistí posun v požadovanom počte krokov.
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Experimenty vykonané nad 5-okolím
Tabuľka 6.3 prezentuje najlepšie riešenia, ktoré sa podarilo získať spomedzi všetkých nezá-
vislých behov evolúcie pri 5-okolí.
Max. fitness Diferencia # priem. generácia Úspešnosť (%)
Pohyb 1 0.972 6 58.0 83
Pohyb 2 1.000 0 500.5 2
Pohyb 3 0.979 6 549.7 3
Pohyb 4 0.997 1 296.0 1
Tabulka 6.3: Najlepšie výsledky dosiahnuté pri 5-okolí — fitness, diferencia, priemerný počet
generácií a počet behov evolúcie, v ktorých boli tieto výsledky dosiahnuté.
Priem. fitness Diferencia Priem. krok CA # priem. generácia
Pohyb 1 0.856 5.36 1.24 133.60
Pohyb 2 0.603 4.92 1.24 159.88
Pohyb 3 0.595 8.76 2.16 279.24
Pohyb 4 0.446 5.44 1.40 135.94
Tabulka 6.4: Priemerné výsledky dosiahnuté pri 5-okolí.
Výsledky ukazujú, že pri 5-okolí je problematické nájsť riešenie, ktoré by zaistilo diago-
nálny pohyb, pri ktorom sa objekt v n krokoch CA posunie o n buniek (Pohyb 1 a Pohyb 3),
čo je s ohľadom na tvar okolia (obrázok 4.3a) očakávateľný výsledok.
Pri Pohybe 1 môžeme sledovať, že až v 83 % behov evolúcie sa podarilo získať najlepšie
riešenie pre tento pohyb (hoci najlepšie riešenie má diferenciu až 6). Keď tento výsledok
porovnáme s úspešnosťami pri ostatných pohyboch, zistíme že nájsť najlepšie riešenie pre
jednoduchý pohyb je oveľa pravdepodobnejšie ako pri zložitejších pohyboch.
Mierne vyššia fitness u Pohybu 3 oproti Pohybu 1 (ktoré majú rovnaké diferencie) vzniká
tým, že riešenia, ktoré majú zaistiť pohyb vo viacerých krokoch CA, nadobúdajú vyššie
rozšírené fitness (sekcia 5.7), a teda aj vyššie maximálne fitness — v prípade testovaného
objektu je pri Pohybe 1 maximálna fitness 216, pri Pohybe 3 je 288. Po odčítaní diferencie
a prevode do normovanej hodnoty dostaneme (216 − 6)/216 = 0.972 (Pohyb 1), a (288 −
6)/288 = 0.979 (Pohyb 3).
Zaujimavé je porovnanie Pohybu 2 a Pohybu 4 (tieto posúvajú objekt o jednu bunku
v dvoch respektíve troch krokoch CA), u ktorých je vidieť mierne klesajúcu kvalitu riešenia
i úspešnosť jeho nájdenia. Táto situácia je daná vyššími nárokmi na prechodovú funkciu
a teda menšou pravdepodobnosťou, že vhodné či aspoň uspokojujúce riešenie vôbec existuje.
Na druhej strane Pohyb 4 sa podarilo získať o viac ako 200 generácií rýchlejšie, čo však
s ohľadom na 1 % úspešnosť môžeme pripísať štatistickej chybe.
Tabuľka 6.4 ukazuje klesajúcu priemernú fitness s rastúcimi nárokmi na pohyb objektu
(počet krokov CA a vzdialenosť, ktorú má objekt prejsť). Kvalita riešení (diferencia) po-
tvrdzuje, že pre 5-okolie je veľmi náročné zaistiť pohyb objektu v diagonálnom smere.
Experimenty vykonané nad 9-okolím
Tabuľka 6.5 prezentuje najlepšie riešenia, ktoré sa podarilo získať spomedzi všetkých nezá-
vislých behov evolúcie pri 9-okolí.
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Max. fitness Diferencia # priem. generácia Úspešnosť (%)
Pohyb 1 1.000 0 169 100
Pohyb 2 0.997 1 696 2
Pohyb 3 1.000 0 760 10
Pohyb 4 0.992 3 983 1
Tabulka 6.5: Najlepšie výsledky dosiahnuté pri 9-okolí — fitness, diferencia, priemerný počet
generácií a počet behov evolúcie, v ktorých boli tieto výsledky dosiahnuté.
Priem. fitness Diferencia Priem. krok CA # priem. generácia
Pohyb 1 1.000 0 1 169.00
Pohyb 2 0.539 0.24 1.08 238.55
Pohyb 3 0.752 4.00 1.56 491.86
Pohyb 4 0.406 0.04 1.02 197.61
Tabulka 6.6: Priemerné výsledky dosiahnuté pri 9-okolí.
Výsledky ukazujú značne vyššiu kvalitu riešení pri Pohyboch 1 a 3 využívajúcich 9-okolie
oproti riešeniam pracujúcim v 5-okolí. Tento jav je spôsobený dvoma faktormi — smerom
pohybu a veľkosťou stavového priestoru (počtom všetkých dostupných prechodových fun-
kcií). S ohľadom na tvar 9-okolia (obrázok 4.3b) je pochopiteľné, že zaistenie diagonálneho
pohybu je v tomto okolí značne jednoduchšie, keďže berie v úvahu aj diagonálne bunky,
9-okolie okrem toho disponuje aj výrazne väčším počtom prechodových funkcií, takže prav-
depodobnosť existencie vhodnej funkcie je vyššia.
Prekvapujúci výsledok je prezentovaný pri Pohyboch 2 a 4, kde evolúcia získala horšie
výsledky ako v prípade 5-okolia. Túto situáciu je možné prisúdiť vyšším nárokom kladeným
na prechodovú funkciu i rozsahu stavového priestoru pri 9-okolí CA. Tieto výsledky teda
ukazujú, že na jednej strane môže byť väčší stavový priestor výhodný z hľadiska existencie
ideálneho či aspoň uspokojujúceho riešenia, na strane druhej má za následok horší výsledok
v prípade, že evolúcií nie je poskytnutý dostatočný čas na nájdenie riešenia.
Tabuľka 6.6 ukazuje pomerne nízke priemerné fitness hodnoty riešení pri Pohyboch 2 a 4
v porovní s výsledkami získanými s 5-okolím. Z diferencií i priemerných krokov je možné
pozorovať, že väčšina získaných riešení zaistila posun objektu len v jednom kroku, pričom
tento posun bol vysoko úspešný (viď nízke diferencie pri týchto pohyboch) — tieto riešenia
teda odpovedali riešeniam z Pohybu 1. V týchto prípadoch (priemerná) diferencia ťaží zo
skutočnosti, že riešenia posunuli objekt o požadovanú jednu bunku, naopak fitness hodnota
v tomto prípade značne utrpela, keďže pohyb neprebehol v požadovaných 2 respektíve
3 krokoch.
Úspešnosť dosiahnutá pri Pohybe 1 bola očakávateľná, keďže evolúcia mala na zaistenie
tohto jednoduchého pohybu (jednoduchého pre 9-okolie) dostatok času.
Z oboch tabuliek s priemernými hodnotami (pre 5- i 9-okolie) je vidieť, že s narasta-
júcimi požiadavkami na komplikovanosť pohybu narastá i čas (počet generácií) potrebný
za získanie uspokojujúceho riešenia. Výnimkou je v oboch prípadoch Pohyb 4, pri ktorom
je nízka priemerná generácia zapríčinená tým, že väčšina získaných riešení posunula ob-
jekt v jednom kroku — z Pohybu 1 je vidieť, že získanie takéhoto riešenia je časovo menej
náročné.
Obrázok 6.2 prezentuje vybrané riešenia pre Pohyby 2, 3 a 4. Pohyb 1 do týchto ob-
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razových výsledkov nebol zahrnutý, pretože najzaujimavejšie výsledky experimentov tejto
sekcie sú tie, ktoré zaistia pohyb objektu vo viacerých krokoch CA.
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Obrázek 6.2: Vybrané riešenia pre Pohyby 2, 3 a 4 zo sekcie 6.1.2.
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6.1.3 Re-evolvovanie prechodových funkcií
Experimenty s re-evolvovaním prechodových funkcií sú založené na nasledujúcej myšlienke:
chromozóm (respektíve prechodová funkcia CA, ktorú kóduje) získaný evolúciou pre istý
objekt, by mohol byť po určitej úprave použiteľný pre iný objekt, vytvorený drobnou úpra-
vou objektu pôvodného. Takto by malo byť možné získať výsledok za kratší čas (v menšom
počte generácií). Myšlienka vychádza z úvahy, že “ideálnu” prechodovú funkciu pôvodného
objektu nebude treba skladať “úplne od nuly”, ako v prípade experimentov z predchádza-
júcej sekcie, ale bude stačiť zmeniť len niekoľko kľúčových génov, ktoré pokryjú upravené
časti objektu. Tento prístup by mohol byť použitý aj v inom smere — chromozóm, ktorý
splnil očakávania len čiastočne, by mohol byť re-evolvovaný nad rovnakým objektom za
účelom nájdenia lepšieho riešenia.
Pri re-evolvovaní chromozómov vzniká inicializačná populácia z jedného importovaného
chromozómu. Importovaný chromozóm je “naklonovaný” — je vytvorených n rovnakých
jedincov, kde n je veľkosť populácie. Následne je n - 1 jedincov zmutovaných, jeden jedinec
sa zachová v nezmenenej podobe. Mutáciu je pochopiteľne potrebné previesť ešte pred
prvým vyhodnotením jedincov (algoritmus 5.1), inak by všetky jedince prvej generácie
získali rovnakú fitness. Po prevedení mutácie je inicializačná populácia pripravená.
Využitie re-evolúcie bude demonštrované na upravenom objekte z predchádzajúcej sek-
cie. Objekt prešiel jednoduchou úpravou — bol doplnený o dve bunky (+11% oproti pôvod-
nému objektu). Tvar upraveného objektu je možné vidieť na obrázku 6.3. Experimenty boli
vykonané nad 5- i 9-okolím CA. Z pohybov boli vybrané Pohyby 2 a 3, pre každý pohyb bola
importovaná najlepšia prechodová funkcia získaná v predchádzajúcej sade experimentov.
Obrázek 6.3: Upravený tvar objektu “Vesmírna loď”.
Experimenty vykonané nad 5-okolím
Tabuľky 6.7 a 6.8 prezentujú najlepšie získané výsledky pre 5-okolie s využitím re-evolúcie,
respektíve s evolvovaním prechodovej funkcie “úplne od nuly”. Porovnaním výsledkov zis-
tíme, že pri drobnej úprave objektu je výhodnejšie re-evolvovať prechodovú funkciu pôvod-
ného objektu, ako hľadať riešenie úplne od začiatku. Tento záver podporuje v prvom rade
to, že výsledná kvalita riešenia (diferencia) ostáva rovnaká, avšak získame výrazne vyššiu
úspešnosť pri hľadaní riešení. Zaujimavým výsledkom je priemerná generácia, ktorá bola
získaná pre Pohyb 2 — v prípade re-evolúcie bolo potrebných približne 3-krát viac generácií
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na získanie rovnako kvalitného riešenia. Tento záver priamo odporuje predpokladu vyslo-
venému na začiatku tejto sekcie. Na druhej strane Pohyb 3 predpoklad potvrdil, keď bol
schopný nájsť riešenie v približne polovičnej generácií.
Max. fitness Diferencia # priem. generácia Úspešnosť (%)
Pohyb 2 0.997 1 474.2 30
Pohyb 3 0.979 6 188.5 64
Tabulka 6.7: Najlepšie výsledky dosiahnuté pri 5-okolí s re-evolvovanou prechodovou fun-
kciou.
Max. fitness Diferencia # priem. generácia Úspešnosť (%)
Pohyb 2 0.997 1 164.0 1
Pohyb 3 0.979 6 349.0 1
Tabulka 6.8: Najlepšie výsledky dosiahnuté pri 5-okolí s prechodovou funkciou evolvovanou
“od nuly”.
Priem. fitness Diferencia Priem. krok CA # priem. generácia
Pohyb 2 0.994 1.70 2.00 173.96
Pohyb 3 0.978 6.36 2.00 173.52
Tabulka 6.9: Priemerné výsledky dosiahnuté pri 5-okolí s re-evolvovanou prechodovou fun-
kciou.
Priem. fitness Diferencia Priem. krok CA # priem. generácia
Pohyb 2 0.538 7.5 1.28 121.61
Pohyb 3 0.604 10.38 2.17 236.13
Tabulka 6.10: Priemerné výsledky dosiahnuté pri 5-okolí s prechodovou funkciou evolvova-
nou “od nuly”.
Tabuľky 6.9 a 6.10 porovnávajú priemerné výsledky na 5-okolí. Výsledky jasne ukazujú,
že re-evolvované funkcie zabezpečia v priemere kvalitnejšie riešenia. Podobne ako pri tabuľ-
kách s najlepšími výsledkami môžeme i tu pozoravať vyššiu priemernú generáciu potrebnú
na dosiahnutie finálneho výsledku s využitím re-evolúcie pri Pohybe 2.
Experimenty vykonané nad 9-okolím
Tabuľky 6.11 a 6.12 prezentujú najlepšie získané výsledky pre 9-okolie s využitím re-evolúcie,
respektíve s evolvovaním prechodovej funkcie “úplne od nuly”. Ukazujú, že pri 9-okolí vý-
razne klesol nárast úspešnosti re-evolúcie oproti štandardnému evolvovaniu od nuly. Jedinou
podstatnou výhodou teda ostáva to, že najlepšie riešenia boli získané v menšom počte ge-
nerácií.
Tabuľky 6.13 a 6.14 porovnávajú priemerné výsledky na 9-okolí. Z týchto výsledkov
môžeme vyčítať, že na rozdiel od 5-okolia sú priemerné fitness v oboch pohyboch 9-okolia
pri re-evolúcií i evolvovení od nuly takmer vyrovnané. Podstatnejšie je zistenie, že v týchto
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Max. fitness Diferencia # priem. generácia Úspešnosť (%)
Pohyb 2 1.000 0 492.3 9
Pohyb 3 1.000 0 485.6 21
Tabulka 6.11: Najlepšie výsledky dosiahnuté pri 9-okolí s re-evolvovanou prechodovou fun-
kciou.
Max. fitness Diferencia # priem. generácia Úspešnosť (%)
Pohyb 2 1.000 0 808.0 1
Pohyb 3 1.000 0 691.1 18
Tabulka 6.12: Najlepšie výsledky dosiahnuté pri 9-okolí s prechodovou funkciou evolvovanou
“od nuly”.
Priem. fitness Diferencia Priem. krok CA # priem. generácia
Pohyb 2 0.994 1.68 2.00 255.95
Pohyb 3 0.996 1.02 2.00 401.51
Tabulka 6.13: Priemerné výsledky dosiahnuté pri 9-okolí s re-evolvovanou prechodovou fun-
kciou.
Priem. fitness Diferencia Priem. krok CA # priem. generácia
Pohyb 2 0.934 3.12 1.89 634.05
Pohyb 3 0.994 1.61 2.00 663.44
Tabulka 6.14: Priemerné výsledky dosiahnuté pri 9-okolí s prechodovou funkciou evolvova-
nou “od nuly”.
prípadoch bola dosiahnutá vyššia “rýchlosť” evolúcie — riešenia boli pri re-evolvovaní zís-
kané v menšom počte generácií.
Výsledky zhrnuté v tejto sekcií ukazujú, že schopnosť re-evolvovať prechodové funkcie
môže byť v istých situáciach výhodná — je možné získať riešenia s vyššou úspešnosťou a vo
väčšine prípadov i rýchlejšie (v menšom počte generácií). Na druhej strane ostáva pozna-
menať, že kvalita riešení zostala oproti klasickému prístupu zachovaná s jedinou výnimkou
— priemernou kvalitou pri 5-okolí. V tomto prípade bol zaznamenaný výrazný nárast prie-
mernej kvality riešení hovoriaci v prospech re-evolvovaných prechodových funkcií.
Obrázky 6.4 a 6.5 umožňujú porovnať pôvodné riešenia pre Pohyby 2 a 3 (získané v ex-
perimentoch v sekcií 6.1.2) s re-evolvovanými riešeniami, ktoré boli získané v experimentoch
popísaných v tejto sekcií.
6.1.4 Diskusia
Experimenty s animáciou objektov ukázali, že evolúcia je schopná nájsť ideálne (v kom-
plikovanejších prípadoch uspokojivo kvalitné) riešenia zadaného problému. Objekt, ktorý
bol v týchto experimentoch prezentovaný, sa so získanými riešeniami dokázal pohybovať
podľa zadaných parametrov, s výnimkou pohybu v n krokoch CA na vzdialenosť n buniek.
V tomto prípade narazila evolúcia na problém pri využívaní 5-okolia, čo však bolo s ohľadom
na diagonálny smer pohybu očakávateľné.
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Obrázek 6.4: Porovnanie reevolvovaných riešení s pôvodnými prechodovými funkciami pre
Pohyb 2.
Experimenty zároveň potvrdili, že s narastajúcimi požiadavkami na komplexnosť či kom-
plikovanosť pohybu nielenže klesá kvalita získaných riešení, ale zároveň je potrebných aj viac
generácií na ich nájdenie. Tento výsledok bol očakávateľný, keďže komplikovanejší pohyb
(napríklad vo viacerých krokoch CA) vyžaduje aj komplikovanejšiu štruktúru prechodovej
funkcie.
Sekcia zároveň predstavila možnosť re-evolvovať prechodové funkcie mierne upraveného
objektu z pôvodných prechodových funkcií pôvodného objektu. Najmä pri 5-okolí bola táto
alternatíva výrazne výhodnejšia, ako evolvovanie nových prechodových funkcií “úplne od
nuly”.
Niektoré zo získaných riešení sú zároveň prezentované formou postupnosti obrázkov
— mriežky CA v jednotlivých krokov celulárneho výpočtu. Obrázky ukazujú, že ideálne
riešenia (diferencia rovná nule) zaistia čistý pohyb objektu. Tieto je možné aplikovať v ne-
konečnom cykle, pretože v mriežke nezanechávajú znečistenie v podobe “nadbytočných”
buniek, ktoré môžu poškodiť pohybujúci sa objekt v ďalších krokoch výpočtu. Pri niek-
torých viackrokových riešeniach však boli získané prechodové funkcie, ktoré v medzikroku
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Obrázek 6.5: Porovnanie reevolvovaných riešení s pôvodnými prechodovými funkciami pre
Pohyb 3.
pohybu objektu spôsobia zamorenie (deštrukciu) prostredia (mriežky CA) — takmer všetky
(pôvodne mŕtve) bunky prostredia nadobudnú “živý stav”. Hoci v niektorom z nasledujú-
cich krokov môže byť prostredie od týchto buniek očistené (a v prípade čistého pohybu sa
tak stane), sú takéto prechodové funkcie prakticky nepoužiteľné v prípade, keď sa v mriežke
automatu nachádzajú aj ďalšie objekty.
Na záver je nutné dodať, že všetky experimenty z tejto sekcie boli vykonané s aktivač-
ným prahom rozšírenej fitness (sekcia 5.7) na úrovni 92 %. Už pomerne malá zmena tejto
hodnoty na úroveň 88 % spôsobila zmenu výsledkov — na jednej strane bol zaznamený
nárast priemernej fitness, na strane druhej však pokles maximálnej fitness. Experimenty
sa teda dostali do stavu, keď riešenia boli v priemere lepšie, avšak najlepšie riešenia dosa-
hovali menej kvalitné výsledky. Po sade niekoľkých experimentov bola nakoniec hodnota
aktivačného prahu stanovená na 90 % a s touto hodnotou boli robené experimenty v ďalších
sekciách tejto kapitoly.
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Obrázek 6.6: Objekt “glider” z Hry Život v originálnej podobe a vybrané riešenia pre 2, 3 a 4
kroky CA získané z aplikácie EvoDeMo v rámci experimentov zo sekcie 6.1.2.
6.2 Pohyb škálovateľných štruktúr
Táto sekcia sa venuje experimentom založeným na škálovateľných štruktúrach. Za ľahko
škálovateľné štruktúry, využiteľné v aplikácií EvoDeMo, možno považovať jednoduché geo-
metrické útvary, napríklad kružnicu, štvorec, obdĺžnik. . . . Tieto štruktúry je možné škálovať
viacerými spôsobmi — zaujimavé je napríklad vytváranie sústredných objektov — pôvodný
objekt sa zachová a okolo neho sa vytvorí obálka z väčšej základnej štruktúry (napríklad
kružnica s väčším polomerom “obalí” objekt tvorený niekoľkými sústrednými kružnicami),
čím sa zvýši “miera sústrednosti”.
Úlohou pri týchto experimentoch je zistiť, či bude možné zväčšený objekt posúvať pomo-
cou prechodovej funkcie vyevolvovanej pre menšiu inštanciu, alebo či bude potrebné získať
novú prechodovú funkciu. V druhom prípade nás zaujima, ako bude zväčšovanie takýchto
objektov ovplivňovať nároky na nájdenie riešenia.
6.2.1 Výber objektu a nastavenie parametrov
V tejto sekcií bol ako príklad vybratý štvorec: základná inštancia má veľkosť 2x2 bunky,
o stupeň väčšia má rozmer 6x6 bunkiek, atď. Obrázok 6.7 dokumentuje postupnosť inštancií
tohto objektu.
Tabuľky 6.15 a 6.16 prezentujú nastavenia použité pri tomto experimente. Zvolený smer
pohybu je po horizontále, smerom doprava. Hoci sú experimenty zamerané na nediagonálny
smer pohybu, ktorý je oproti diagonálnemu jednoduchší, zostal maximálny počet generácií
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Obrázek 6.7: Jednotlivé inštancie vybraného škálovateľného objektu.
zachovaný na hodnote 1000. Jedinou výnimkou je Inštancia 4 Objektu 2, pri ktorej bol
zvolený počet generácií 1500, avšak len pri 9-okolí, kde bol pôvodný limit nedostatočný.
Keďže tento experiment nie je zameraný na viackrokové animácie objektu, bol vybraný len
jeden jednoduchý pohyb — jednokrokový posun o jednu bunku. Keďže Objekty 1 a 2 majú
rozdielny počet stavov, je aj maximálny počet zmutovaných génov pri oboch objektoch
rozdielny, aby boli zachované 3 % z celkového počtu génov v chromozóme.
Počet nezávislých behov evolúcie 100
GA — max. počet generácií 1000
GA — veľkosť populácie 100 jedincov
Mutácia — pravdepodobnosť 85 %
Pohyb — vzdialenosť 1
Pohyb — počet krokov CA 1
Tabulka 6.15: Základné nastavenia evolúcie.
Objekt 1 Objekt 2
CA — typ celulárneho okolia 5-okolie 9-okolie 5-okolie 9-okolie
Mutácia — max. počet zmut. génov 1 15 31 7943
Tabulka 6.16: Nastavenia počtu zmutovaných génov v závislosti na celulárnom okolí a na
počte stavov buniek.
6.2.2 Evolvovanie prechodových funkcií pre každú inštanciu
Nasledujúca sekcia sa zameriava na získanie priemernej generácie, potrebnej na zaistenie
pohybu jednotlivých inštancií.
Tabuľka 6.17 prezentuje výsledky pre oba objekty. S ohľadom na jednoduchosť pohybu
boli v prípade 5- i 9-okolia dosiahnuté ideálne výsledky (diferencia rovná nule) so 100 %
úspešnosťou, preto sú pre tento pohyb prezentované len priemerné generácie potrebné na
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získanie riešenia. Jedinou výnimkou z úspešnosti je Inštancia 4 Objektu 2 pri 9-okolí, kde
úspešnosť dosiahla len 19 %. Príslušný údaj v tabuľke je priemerom najlepších získaných
riešení (teda je to priemer 19 % riešení, ktoré dosiahli fitness 1.000).
Objekt 1 Objekt 2
5-okolie 9-okolie 5-okolie 9-okolie
Inštancia 1 3.92 14.96 19.30 45.4
Inštancia 2 13.44 80.60 74.10 291.7
Inštancia 3 14.40 92.12 191.60 768.7
Inštancia 4 13.52 100.20 269.12 1211.3
Tabulka 6.17: Priemerné generácie potrebné na dosiahnutie najlepších riešení pre Ob-
jekty 1 a 2.
Z tabuľky 6.17 môžeme v prípade Objektu 1 s 5-okolím vidieť, že nárast komplikovanosti
objektu viedol k nárastu času potrebného na získanie riešenia len medzi Inštanciami 1 a 2.
Počet generácií v Inštanciách 2 až 4 ostáva približne rovnaký. Tento výsledok je čiastočne
prekvapujúci — na jednej strane síce došlo k nárastu komplikovanosti objektu čo do veľkosti
i počtu buniek, na druhej strane však tento nárast bol pomerne jednoduchý z hľadiska
štruktúry objektu. Napriek tomu bol očakávaný mierny rast počtu generácií. Keď si zmenu
štruktúry, ktorá nastala spojíme s tým, že 2-stavový CA s 5-okolím má pomerne nízky počet
prechodových funkcií, spomedzi ktorých sa dá vhodná funkcia (ak existuje) nájsť celkom
rýchlo, môžeme usúdiť, že tento výsledok sme mohli očakávať.
Mierny rast počtu generácií medzi Inštanciami 2 až 4 Objektu 1 možeme pozoravať
pre riešenia pracujúce v 9-okolí. 9-okolie má síce výrazne väčší stavový priestor, avšak po
vzore 5-okolia by sa dalo očakávať, že výsledky pre Inštancie 2 až 4 budú získané v približne
konštantnom počte generácií, ktorý však bude väčší ako v prípade 5-okolia. Získaný výsledok
však ukazuje, že nájdenie riešenia v 9-okolí je časovo a teda i generačne náročnejšie.
Podobný záver ako v predchádzajúcom odstavci získame aj pri pohľade na výsledky pre
Objekt 2. V tomto prípade už vidíme, že k nárastu počtu generácií došlo nielen v prípade
9-okolia, ale aj pri 5-okolí. Tu už ale musíme brať v úvahu to, že nárast objektu nie je tak
jednoduchý ako v predchádzajúcom prípade, ale že každá ďalšia inštancia pridáva obálku
tvorenú z iného stavu ako predchádzajúca. Evolúcia sa preto musí v každej inštancií sústre-
diť na nájdenie a zoptimalizovanie iných častí chromozómu, aby bol dosiahnutý požadovaný
výsledok.
Percentuálne najväčší nárast vidíme medzi Inštanciami 1 a 2, a to vo všetkých štyroch
experimentoch. Tento záver bol očakávateľný, keďže medzi týmito inštanciami dochádza
k najväčšej zmene objektu.
6.2.3 Miešanie objektov a prechodových funkcií z rôznych inštancií
Táto sekcia sa zaoberá využitím riešenia získaného pre Inštanciu 2 na zaistenie pohybu
objektov z Inštancií 3 a 4. Boli spravené i experimenty (s obidvoma objektami), pri ktorých
bola využitá prechodová funkcia z Inštancie 1, avšak táto nebola schopná zaistiť uspokojivé
riešenie ani pre jednu z vyšších inštancií, a to ani pre 5-okolie, ani pre 9-okolie.
Pri pokusoch s Objektom 1 v 5-okolí bol dosiahnutý uspokojujúci výsledok — riešenie
pre Inštanciu 2 dokázalo zaistiť čistý pohyb vyšších inštancií. S ohľadom na smer pohybu
a objekty samotné bol tento výsledok očakávateľný. Pri 9-okolí už ale boli dosiahnuté vý-
razne horšie výsledky — len 20 % riešení bolo schopných zaistiť čistý pohyb vyšších inštancií.
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Ďalšia najlepšia prechodová funkcia bola schopná zaistiť pohyb s diferenciou 2 % (v prvom
kroku), s každým ďalším krokom diferencia pochopiteľne rástla.
S Objektom 2 boli dosiahnuté výrazne horšie výsledky. Ani pri 5- ani pri 9-okolí sa ne-
podarilo zaistiť pohyb vyšších inštancií s prechodovými funkciami z nižšej (testované boli
kombinácie: prechodová funkcia z Inštancie 2 a objekty z Inštancí 3 a 4, prechodová funkcia
z Inštancie 3 a objekt z Inštancie 4). Vo všetkých testovaných prípadoch bola dosiahnutá už
v prvom kroku CA natoľko výrazná diferencia, že inicializačný objekt bol ťažko detekovaľný.
V tomto prípade sa ale jedná o očakávaný výsledok, pretože každá inštancia pridala obálku
z iného stavu. Pri nižších inštanciách sa evolúcia nesústredila na optimalizáciu tých častí
chromozómu, ktoré zaisťujú posun tých buniek, ktoré majú v okolí stav z obálky z vyššej
inštancie — v nižšej inštancií totiž tento nový stav nebol. A pretože príslušná časť chro-
mozómu nebola zoptimalizovaná, bolo veľmi málo pravdepodobné, že riešenie by zaistilo
čistý pohyb vyššej inštancie.
Pri Objekte 2 bolo zároveň zaujimavé, že sa nepodarilo riešeniam z vyšších inštancií
posunúť objekt z inštancie nižšej, čo sa pri Objekte 1 podarilo dosiahnúť bez problémov.
Tento výsledok je celkom prekvapujúci, keďže vyššia inštancia v sebe obsahuje aj nižšiu.
Toto zistenie je možné vysvetliť tým, že pri viacstavovom objekte sa pri prechode z vyšších
inštancií na nižšie menia okraje objektu, respektíve stav buniek, ktoré tvoria okraj objektu.
Chromozóm bol pri vyššej inštancií zoptimalizovaný tak, že očakával za okrajom nižšej
inštancie ešte jednu obálku, ktorú pridala práve inštancia, pre ktorú bol zoptimalizovaný.
A pretože v tomto chromozóme neboli optimalizované časti počítajúce s tým, že najvyššia
obálka neexistuje, nebol ani schopný zaistiť čistý posun nižšej inštancie. Objekt 1 týmto
problémom netrpí, pretože je tvorený len jedným stavom živých buniek.
Obrázok 6.8 demonštruje miešanie objektov a prechodových funkcií z rôznych inštancií.
Pokus 1 Pokus 2
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Obrázek 6.8: Miešanie objektu z Inštancie 3 s prechodovou funkciou z Inštancie 2 (Pokus 1)
a naopak (Pokus 2). Riešenia pracujú s celulárnym 5-okolím.
6.2.4 Diskusia
Z pokusov uskutočnených v tejto sekcií vyplýva, že objekt, ktorý je možné ľahko škálovať,
dokáže pri istých parametroch udržať konštantný počet generácií potrebných na získanie
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riešenia. Experimenty ale zároveň ukázali, že pri skomplikovaní situácie (použitím 9-okolia
a/alebo zvýšením počtu stavov) môže dôjsť k výraznému nárastu počtu generácií.
Výsledky zároveň podporujú fakt, že pohyb v nediagonálnom smere je výrazne jedno-
duchší v porovnaní s diagonálnym pohybom, čo môžeme vidieť pri porovnaní výsledkov
tejto sekcie s príslušnými výsledkami zo sekcie 6.1.2.
Pri pohľade na rozdiely medzi 2-statovým Objektom 1 a 4-stavovým Objektom 2 môžeme
vidieť, že nárast počtu stavov sa výrazne odrazí aj na dobe potrebnej na získanie riešenia.
Rovnako negatívny vplyv môžeme badať aj pri prechode z celulárneho 5-okolia na 9-okolie.
S objektom 1 aj 2 boli spravené i experimenty s dvojkrokovým pohybom. Ani pri jednom
z objektov však neboli dosiahnuté uspokojivé výsledky. Pri vyšších inštanciách nadobudla
diferencia už v prvom kroku CA hodnotu odpovedajúcu až 10 % z celkového počtu buniek
mriežky.
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Kapitola 7
Záver
V rámci tejto práce bola predstavená a demonštrovaná “obrátená” evolúcia — teoretický
biologický model umožňujúci nájsť vhodné vlastnosti prostredia pre umelo vytvorený orga-
nizmus.
Experimenty ukázali, že aplikácia bola schopná nájsť riešenia pre rôzne objekty (s rôz-
nym stupňom komplikovanosti) s rôzne nastavenými parametrami pohybu. Predstavná bola
možnosť evolvovania prechodových funkcií “od nuly”, keď nemáme k dispozícií žiadne (hoci
aj nekvalitné riešenie). Zaujimavou alternatívou k tomuto procesu je možnosť re-evolvovania
prechodových funkcií. Táto možnosť je obzvlášť zaujimavá, ak máme riešenie evolvované
pre iný, podobný objekt. Získané výsledky ukázali, že re-evolvovanie môže priniesť výrazne
viac kvalitných riešení, ktoré navyše získame v menšom počte generácií.
Pokusy však ukázali, že s narastajúcou komplikovanosťou objektu (čo do veľkosti i počtu
stavov CA) nielenže klesá kvalita riešení, ale aj výrazne narastá čas, potrebný na získanie
tohto riešenia.
Riešený problém poskytuje mnoho možností na ďalšie smerovanie, pričom rozvoj nemusí
viesť len k biologickým či biotechnologickým simuláciam. Po menších úpravách môže apli-
kácia nájsť uplatnenie pri simulovaní výpočtových systémov. Príkladom takéhoto systému
je napríklad aplikácia, ktorá využije pohybujúce sa objekty na simuláciu výpočtov hradiel
— hradlo bude vytvorené dvoma spojenými štvorcami, každý z nich obsahuje vo svojom
strede jednu bunku, ktorá reprezentuje stav 0 alebo 1. Pohybujúci sa objekt by následne
narazil do hradla čoho výsledkom bude, že medzi stavovými bunkami (prípadne v celej
mriežke CA) sa objeví výsledok logickej funkcie, ktorú hradlo predstavuje.
Ďalšou možnosťou je elektoronický papier — celulárny automat môže byť implemento-
vaný v hardware, každá bunka bude spojená s jedným pixelom obrazovky a bude ukladať
jeho stav. Evolučná časť čipu následne nájde prechodovú funkciu, ktorá zaistí posun textu
v automate respektíve na obrazovke. Na druhej strane je však v tomto prípade evolúcia
zbytočná, keďže jednoduchý posun textu sa dá zaistiť ľahko aj bez nej.
Samozrejme je tu možnosť výrazného rozvoja aplikácie do biotechnologického simulá-
toru, ktorý bol stručne popísaný v úvode tejto práce.
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Dodatek A
Obsah CD
Priložené CD obsahuje:
/app/bin/win/ spustiteľný súbor aplikácie – Windows
/app/bin/linux/ spustiteľný súbor aplikácie – GNU/Linux
/app/bin/merlin/ spustiteľný súbor aplikácie – GNU/Linux (sys-
tém “merlin” CVT FIT VUT)
/app/src/EvoDeMo/readme.txt popis inštalácie aplikácie
/app/src/EvoDeMo/install-cvt.sh inštalačný skript pre systém GNU/Linux (CVT
FIT VUT)
/app/src/EvoDeMo/src/ zdrojové súbory aplikácie
/app/src/EvoDeMo/doc/ programová dokumentácia
/app/src/EvoDeMo/examples/ príklady nastavenia aplikácie a získaných vý-
sledkov
/app/src/EvoDeMo.zip zdrojové súbory aplikácie skomprimované do zip
súboru
/app/src/EvoDeMo.tar.gz zdrojové súbory aplikácie skomprimované do
tar.gz súboru
/text/thesis-bc.pdf text bakalárskej práce
/text/src/tex/ zdrojové súbory textu bakalárskej práce (LATEX)
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Dodatek B
Návod k použitiu
Užívateľské rozhranie aplikácie je rozdelené do nasledujúcich častí:
• Settings — nastavenia
– CA Input — nastavenia vstupnej mriežky CA
– CA Output — nastavenia výstupnej mriežky CA
– Evolution — nastavenia evolúcie a pohybu
– Export — nastavenia exportu
• Run — výsledky behu aplikácie
– Cellular Automaton — simulátor CA
– Evolution — vybrané vlastnosti chromozómu, ktorého prechodová funkcia je
aktuálne použitá v simulátore CA
B.1 Vstupná mriežka celulárneho automatu
V záložke vstupnej mriežky (obrázok B.1a) celulárneho automatu sa vytvára samotný ob-
jekt. Táto časť rozhrania obsahuje klikateľnú mriežku a nastavenia jej rozmerov a počtu
stavov.
• Import Space — Vyvolá dialóg umožňujúci importovať vstupnú mriežku.
• Space Size — Nastavenie veľkosti jednotlivých dimenzií mriežky.
• States Count — Nastavenia počtu stavov.
• Mriežka — Opakovaným klikaním na bunky sa cyklicky menia stavy tejto bunky.
Napravo od mriežky je “zoom tool” umožňujúci zväčšiť/zmenšiť pohľad na mriežku.
B.2 Výstupná mriežka celulárneho automatu
Záložka výstupnej mriežky (obrázok B.1b) obsahuje parametre mriežky, s ktorou bude
aplikácia pracovať. Vstupná mriežka sa pri inicializácií výpočtu mapuje do výstupnej —
výstupná mriežka teda musí byť rovnako veľká alebo väčšia od vstupnej.
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• Space Type — Výber typu mriežky — torus alebo 2-dimenzionálne pole.
• Space Size — Nastavenie veľkosti jednotlivých dimenzií mriežky.
• Input Space Mapping — Umožňuje nastaviť koordináty bunky vo výstupnej mriežke,
od ktorých bude mapovaná vstupná mriežka. Na vybratú bunku sa namapuje ľavý
horný roh vstupnej mriežky.
B.3 Evolúcia a pohyb
Táto záložka (obrázok B.1c) obsahuje nastavenia evolúcie a pohybu.
• Import Chromosome — Vyvolá dialóg umožňujúci importovať chromozóm z ex-
terného súboru. Aby bol import úspešný, musí importovaný chromozóm odpovedať
zvolenému počtu stavov v záložke vstupnej mriežky a zvolenému okoliu. Importovaný
chromozóm je možné použiť na beh objektu v simulátore (neprebieha evolúcia, len sa
aplikuje celulárny výpočet na objekt zadaný v záložke so vstupnou mriežkou s precho-
dovou funkciou z importovaného chromozómu) alebo na re-evolvovanie prechodovej
funkcie (experiment s re-evolvovaním popisuje sekcia 6.1.3).
• Evolution
– Repetitions — Počet nezávislých behov evolúcie.
– Generations — Počet generácií genetického algoritmu.
– Population Size — Počet jedincov v populácií.
– Neighborhood — Typ celulárneho okolia.
• Mutation
– Probability — Pravdepodobnosť s akou má mutácia nastať.
– Count — Maximálny počet zmutovaných génov. Po nabehnutí kurzorom nad
príslušný box sa objaví nápoveda s maximálnou hodnotou v závislosti od nastave-
nia počtu stavov a celulárneho okolia. Pri zadaní vyššej hodnoty ako je maximum
pre dané nastavenia, bude hodnota nastavená na maximum odpovedajúce týmto
nastaveniam.
• Movement
– Direction — Smer pohybu.
– Steps of CA — Počet krokov CA, v ktorých má pohyb nastať.
– Distance — Vzdialenosť, na ktorú sa má objekt posunúť (meraná v bunkách).
B.4 Export
Záložka export (obrázok B.1d) umožňuje nastaviť, čo všetko bude aplikácia exportovať
a kam. Aplikácia vždy exportuje súbor s názvom input ca space.png, ktorý je určený na
prípadný import (v záložke vstupnej mriežky). Tento export prebieha nezávisle na akých-
koľvek ďalších nastaveniach, exportovaný súbor je v mierke 1:1 (1 bunka CA = 1 pixel).
Aplikácia vždy exportuje aj súbor log core.txt, ktorý obsahuje prípadné chyby vzniknuté
v jadre aplikácie.
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• File Export — nastavenia exportu do súborov
– Export Path — Cesta k adresáru, do ktorého budú súbory exportované.
– Cellular Automaton — Export mriežky celulárneho automatu. Možnosť Im-
ported Space exportuje sériu obrázkov mriežky (1 obrázok = 1 krok CA, počet
exportovaných krokov sa berie zo záložky s nastavením evolúcie), toto nastavenie
sa aplikuje len keď je importovaný chromozóm využitý na beh v simulátore.
– Genetic Algorithm — Export najlepších chromozómov alebo celých generácií.
Súbor s exportovaným chromozómom je možné importovať v záložke evolúcia.
Súbory s celými generáciami nie je možné importovať.
• Gui Data Display Mode — nastavenie parametrov simulátoru CA
– Animation Timeout — Čas, po ktorom dôjde k prekresleniu mriežky simulá-
toru novou mriežkou CA získanou v nasledujúcom kroku CA.
– Display Mode — Umožní nastaviť, či sa má v simulátore spustiť najlepšie rieše-
nie z každého behu (spúšťané ihneď po dokončení behu — počítanie nasledujú-
ceho behu je teda pozastavené, kým simulácia nie je ukončená), absolútne naj-
lepšie riešenie spomedzi všetkých behov (spustené po ukončení evolúcie), alebo
sa simulácia nemá spúšťať vôbec.
B.5 Simulátor — celulárny automat
Obsahuje mriežku simulátoru (obrázok B.1e), v ktorom bežia získané či importované rieše-
nia. Pre ovládanie sú dôležité postranné tlačítka:
• Init — Inicializuje jadro aplikácie.
• Delete — Ukončí jadro aplikácie.
• Evolve — Spustí evolučný výpočet, možno ho prerušiť tlačitkom Delete (dôjde
k strate všetkých nevyexportovaných dát).
• Run — Spustí animáciu objektu v mriežke s časovačom nastaveným v záložke export.
• Step— Umožní spraviť jeden krok výpočtu CA, ktorý je následne zobrazený v mriežke.
• Stop — Ukončí animáciu spustenú tlačítkom Run, zachová možnosť ďalšieho spuste-
nia či krokovania.
• Terminate — Ukončí simulátor, nie však jadro aplikácie. Po ukončení simulátoru už
nie je možné opäť spustiť animáciu či krokovať výpočet.
B.6 Simulátor — evolúcia
Táto záložka (obrázok B.1f) obsahuje vybrané vlastnosti chromozómu, ktorý je pripravený
na beh v simulátore. Vybrané boli štatistické dáta ako generácia, v ktorej bol chromozóm
získaný, fitness, diferencia, počet rovnako ohodnotených chromozómov, atď.
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(a) Nastavenia vstupného celulárneho priestoru. (b) Nastavenia výstupného celulárneho automatu.
(c) Nastavenia evolúcie a pohybu. (d) Nastavenia exportu.
(e) Simulátor — celulárny automat. (f) Simulátor — aktuálny chromozóm.
Obrázek B.1: Nastavenia a behové prostredie aplikácie.
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