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Проводится обзор методов и подходов к программированию «дискретных»
задач ПЛК на примере задачи построения программы управления кодовым
замком. Для этих подходов оценивается удобство анализа программной кор-
ректности методом проверки модели относительно средства автоматической
верификации Cadence SMV. Выявляются возможные уязвимости ПЛК-прог-
рамм, возникающие при некоторых подходах к программированию ПЛК.
1. Введение
Применение программируемых логических контроллеров (ПЛК) в системах управ-
ления сложными производственными процессами предъявляет строгие требования
корректности к программам ПЛК. Любая программная ошибка считается недопу-
стимой. Несмотря на это, существующие средства разработки программ для ПЛК,
например широко известный комплекс CoDeSys (Controller Development System) [6],
предоставляют лишь обычные возможности отладки программ через тестирование
(не гарантирующее полное отсутствие ошибок) посредством визуализации объектов
управления ПЛК. В связи с этим большой интерес представляют методы и подхо-
ды к построению корректных программ ПЛК, включающих как непосредственно
способы программирования, так и технологии анализа программной корректности.
Языки программирования ПЛК определяются стандартом МЭК 61131-3. Этот
стандарт включает в себя описание пяти языков: SFC, IL, ST, LD и FBD. Язык
IL (Instruction list) — ассемблер с аккумулятором и переходами по меткам. Язык
ST (Structured Text) — адаптированный язык Паскаль. Язык релейных диаграмм
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LD (Ladder Diagram) — графический язык, реализующий структуры электрических
цепей. FBD (Function Block Diagram) — графический язык диаграмм принципиаль-
ных схем электронных устройств на микросхемах. SFC (Sequential Function Chart) —
последовательные функциональные схемы. Диаграммы SFC являются высокоуров-
невым графическим инструментом, они состоят из шагов и переходов между ними,
которые разделяют задачи на простые этапы с формально определенной логикой
работы системы. Разрешение перехода определяется условием. С шагом связаны
определенные действия, которые описываются на любом из языков МЭК 61131-3.
Указанные языки представляют собой простой, но достаточно мощный инстру-
мент для реализации задач ПЛК. «Простота» языков обеспечивает возможность
применения всех существующих методов анализа корректности программ — тести-
рования, дедуктивного анализа (theorem proving) [1] и автоматического метода про-
верки модели (model checking) [2] — для верификации программ ПЛК. Дедуктив-
ный анализ в большей степени применим к «непрерывным» задачам обеспечения
устойчивости и качества регулирования инженерной теории управления, реализа-
ция которых на ПЛК сопряжена с программированием соответствующей системы
формул. Метод проверки модели наиболее подходит для «дискретных» задач ло-
гического управления, для реализации которых требуется ПЛК с бинарными вхо-
дами и выходами, что обеспечивает конечное пространство возможных состояний
программы ПЛК.
В данной статье проводится обзор методов и подходов к программированию
«дискретных» задач ПЛК на примере задачи построения программы управления
кодовым замком на языках LD, SFC и ST. Для этих подходов оценивается удоб-
ство анализа программной корректности методом проверки модели относительно
средства автоматической верификации Cadence SMV. Выявляются возможные уяз-
вимости ПЛК-программ, возникающие при некоторых методах программирования.
2. Моделирование и спецификация ПЛК-программ
Задача проверки модели (для LTL) состоит в определении выполнимости для про-
цесса, который задается системой переходов (структурой Крипке), свойства, выра-
женного формулой темпоральной логики LTL.
Структурой Крипке над множеством элементарных высказываний P называ-
ется система переходов S = (S, s0,→, L), где S — конечное множество состояний,
s0 ∈ S — начальное состояние, →⊆ S × S — отношение переходов, L : S → 2P —
функция, помечающая каждое состояние множеством элементарных высказываний,
истинных в этом состоянии.
Путь в структуре Крипке из состояния s0 — это бесконечная последовательность
состояний pi = s0s1s2 . . . такая, что для всех i ≥ 0 выполняется si → si+1.
Формулы логики LTL строятся по следующей грамматике при p ∈ P :
ϕ ::= true | p | ¬ϕ | ϕ ∧ ϕ | Xϕ | ϕU ϕ | F ϕ | Gϕ.
Формула логики LTL описывает свойство одного пути структуры Крипке, выхо-
дящего из некоторого выделенного текущего состояния. Темпоральные операторы
X, F , G и U имеют следующую интерпретацию: Xϕ означает, что формула ϕ долж-
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на выполняться в следующем состоянии, Fϕ — ϕ должна выполняться в некотором
будущем состоянии пути, Gϕ — ϕ должна выполняться в текущем состоянии и во
всех будущих состояниях пути, ψ U ϕ — ϕ должна выполняться в текущем или бу-
дущем состоянии при том, что во всех состояниях (начиная с текущего) до этого
момента должна выполняться формула ψ. Структура Крипке удовлетворяет фор-
муле (свойству) ϕ логики LTL, если ϕ выполняется для всех путей, выходящих из
начального состояния s0.
Программируемый логический контроллер (ПЛК) — классическая «реагирую-
щая» система, представляющая собой программно управляемый дискретный ав-
томат, имеющий некоторое множество входов, подключенных посредством датчи-
ков к объекту управления, и множество выходов, подключенных к исполнительным
устройствам [3, 5]. ПЛК контролирует состояния входов и вырабатывает определен-
ные последовательности программно заданных действий, отражающихся в измене-
нии выходов. ПЛК предназначен для работы в режиме реального времени в услови-
ях промышленной среды. Программа ПЛК выполняется в рабочем цикле (скорость
прохождения которого зависит от мощности микрокомпьютерного ядра). За каж-
дый проход рабочего цикла происходит считывание входов, выполнение программы
и выставление выходов (затем начинается новый проход рабочего цикла).
Модель ПЛК-программы в виде структуры Крипке может быть построена сле-
дующим образом. За состояние модели возьмем вектор значений всех программных
переменных, который условно можно разделить на две части. Первая часть — век-
тор значений входов на момент начала нового рабочего цикла ПЛК. Вторая часть
представляет собой вектор значений выходов и значений внутренних переменных,
полученных после прохождения полного рабочего цикла (на входах из первой ча-
сти). Другими словами, состояние модели — это состояние программы ПЛК, после
полного прохода рабочего цикла. Таким образом, переход из одного состояния в
другое зависит от (прежних) значений выходов и внутренних переменных первого
состояния и (новых) значений входов второго состояния.
3. Уязвимости и верификация LD-программ
Графически LD-диаграммы представляются в виде двух вертикальных шин пита-
ния. Между ними расположены цепи, образованные соединением контактов. На-
грузкой каждой цепи служит реле. Каждое реле имеет контакты, которые можно
использовать в других цепях. Язык LD включен в стандарт МЭК 61131-3 с це-
лью прозрачного переноса на ПЛК существующих решений управляющих автома-
тов, реализованных (и накопленных в большом количестве) в виде электрических
релейно-контактных схем (РКС). Однако такая «прозрачность» переноса, а имен-
но изображение РКС в чистом виде на языке LD, может приводить к уязвимостям
LD-программ. На следующем примере из книги [5], который был призван проде-
монстрировать легкость и удобство переноса готовых РКС-решений на ПЛК, можно
показать возникающие при переносе уязвимости, т. е. возможности непредусмотрен-
ного поведения управляющей программы ПЛК.
На рис. 1 (a) приведена принципиальная электрическая схема кодового замка на







































Рис. 1. Принципиальная схема (a) и LD-диаграмма (b) кодового замка
электромагнитных реле. Замок открывается нажатием кнопок K1, K3 и K5. При-
чем первая кнопка K1 в этой последовательности должна нажиматься при нажатой
кнопке K0, выставляющей сигнал дверного звонка Alarm. Звонок используется для
привлечения внимания в случае подбора кода. Все промежуточные реле P1, P3, P5
работают с самофиксацией, одновременно освобождая реле предыдущей цепи. Оши-
бочное нажатие кнопок K2, K4, K6–K9 или открывание двери (датчик Door = 1)
сбрасывают замок в исходное состояние (с помощью реле P). Приведенная прин-
ципиальная схема не допускает возможности открытия замка (Plunger = 1) при
одновременном нажатии всех кнопок K0–K9 (с учётом одинаковой скорости сраба-
тывания всех реле). Однако такая возможность существует при реализации этой
схемы на контроллере в виде LD-диаграммы, приведенной на рис. 1 (b). В этом
случае при одновременном нажатии всех кнопок в течение одного прохода рабочего
цикла ПЛК будет выставлен открывающий замок сигнал Plunger = 1. Этого вре-
мени может хватить, чтобы устройство, открывающее замок, успело считать этот
сигнал, а затем привести замок в открытое состояние. Такая ситуация происходит
из-за того, что любая программа ПЛК, в том числе и LD-программа, исполняется
на каждом проходе рабочего цикла ПЛК последовательно слева направо и сверху
вниз. Таким образом, выставленный сбрасывающий сигнал реле P будет доступен
только лишь на следующем проходе рабочего цикла ПЛК.
Возможность появления уязвимостей при переносе существующих (отлаженных)
РКС-решений на ПЛК оставляет необходимость проверки корректности получен-
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next(_P5)  :=  (~next(K5) & next(P5) | _P5) &
                                                   ~next(Alarm);
next(Alarm) := next(K1) | next(K2) | next(K3) |
                        next(K4) | next(K5) | next(K6) |
                        next(K7) | next(K8) | next(K9);
next(Rst)  := next(K2) | next(K4) | next(K6) |
next(K7) | next(K8) | next(K9) |
next(Door) | next(K3) & _P3 | 
         next(K5) & _P5;
next(P1)  :=  ~next(Rst) & ~next(K5) & 
        (next(K1) & ~next(K3) | ~next(K1) & P1);
next(P3)  :=  ~next(Rst) & ~next(K1) &
                (next(K3) & ~next(K5) & next(P1) |
                                              ~next(K3) & P3);
next(P5)  :=  ~next(Rst)  & ~next(K3) & 
~next(K1) & 
      (next(K5) & next(P3)  | ~next(K5) & P5);
next(Plunger)  :=  ~next(Rst) & ~next(K1) & 
       ~next(K3)  & ~next(K5) & 
                                      (next(P5) | Plunger);
next(_P3)  :=  (~next(K3) & next(P3) | _P3) &
                                                   ~next(Alarm);
Рис. 2. Моделирование LD-диаграммы кодового замка на языке SMV
ных при переносе LD-программ. Но в то же время LD-программы являются удоб-
ным объектом для верификации. В частности, моделирование LD-диаграмм на язы-
ке верификатора Cadence SMV [7] осуществляется довольно прозрачным образом
(подробнее об этом см. [4]). Простота моделирования LD-программ на языке SMV
показана на рис. 2 (символы «&», «|», «∼» и «->» означают соответственно ло-
гические «и», «или», «не» и импликацию). На этом примере программа кодового
замка переписана таким образом, чтобы замок открывался (т. е. выставлялся сиг-
нал Plunger = 1) только в том случае, если нажать и отпустить последовательно
каждую из «открывающих» кнопок K1, K3 и K5 (в указанном порядке). При этом
нажатие других кнопок, сигнал от датчика положения двери или одновременное
нажатие нескольких «открывающих» кнопок будет приводить к сбросу набранной
кодовой последовательности в начальное состояние. Звонок Alarm будет активным
при удержании в нажатом положении любой из кнопок K1–K9. При моделировании
программы на языке SMV значение соответствующей переменной после полного
прохода одного рабочего цикла определяется с помощью оператора next.
4. Уязвимости и верификация SFC-программ
Если язык LD главным образом применяется для переноса существующих реше-
ний на ПЛК, то для написания новых ПЛК-программ используют другие языки
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S2W3: P := K3 OR P;
P2 := (K1 OR P AND K5)
                                  AND NOT Rst;


























S4Open: P2 := NOT Rst  AND K1;
            Plunger:=NOT(Alarm OR Door);
S4Open.X: P := P2;
T12 = K1 AND NOT Rst;
                                                       S0: 
Alarm := K1 OR K2 OR K3 OR K4 OR K5 OR K6 OR K7 OR K8 OR K9;
Rst := K2 OR K4 OR K6 OR K7 OR K8  OR K9 OR Door OR 
                                    (K1 AND K3) OR (K1 AND K5) OR (K3 AND K5);
S7Open: 
Plunger := NOT(Alarm OR Door);
T71 = Rst OR K3 OR K5;
T72 = K1 AND NOT Rst;
T61 = Rst OR K3;
T62 = K1 AND NOT Rst;
T67 = NOT(Rst OR K1 OR K3 OR K5);
T51 = Rst OR K3;
T52 = K1 AND NOT Rst;
T56 = K5 AND NOT Rst;
T41 = Rst;
T42 = K1 AND NOT Rst;
T45 = NOT(Rst OR K1
              OR K3 OR K5);
T46 = K5 AND NOT Rst;
T31 = Rst OR K5;
T32 = K1 AND NOT Rst;
T34 = K3 AND NOT Rst;
T21 = Rst OR K5;
T23 = NOT(Rst OR K1
              OR K3 OR K5);






















S1W1: P := K1 OR P;
            P2 := P AND K3 AND NOT Rst;
S1W1.X: P := P2;
T11 = Rst OR K5 OR (K3 AND NOT P);
T12 = P AND NOT(Rst OR K1 OR  K5);
T21 = Rst OR (NOT P AND K5) OR K1;
T23 = P AND NOT(K1 OR K3 OR  Rst);
S3W5:  P := K5 OR P;
           P2 :=  K1 AND NOT Rst;
           Plunger := P AND 
           NOT(K1 OR K3 OR K5 OR Rst);
S3W5.X: P := P2;
T31 = Rst OR K3 OR K1;
T34 = P AND 
           NOT(K1 OR K3 OR K5 OR Rst);
T41 = Rst OR K3 OR K5 OR K1;
Init:   Plunger := 0;
Рис. 3. SFC-диаграмма (a) и упрощенная SFC-диаграмма (b) кодового замка
стандарта МЭК 61131-3. Например, намного удобнее заново переписать программу
управления кодовым замком на графическом языке SFC. На рис. 3 (a) нажатию и
отжатию каждой открывающей кнопки K1, K3 и K5 на SFC-диаграмме отводится по
одному шагу, не содержащему каких-либо команд внутри себя. Например, для двух
положений кнопки K3 имеем шаги S3W3D и S4W3U. Шаг S7Open соответствует
открытому состоянию кодового замка. Шаг S0 (всегда остающийся активным после
его активации) содержит команды, которые выполняются на каждом проходе рабо-
чего цикла. При старте этой SFC-программы из-за параллельного всегда готового к
срабатыванию перехода из начального шага Init активными становятся два шага S0
и S1W1D. На шаге S1W1D происходит ожидание нажатого положения кнопки K1.
При проходе рабочего цикла для каждого активного шага (слева направо и сверху
вниз) выполняется его содержимое, затем осуществляется проверка условий на пе-
реходах (из этого шага) и, если одно из условий сработало, осуществляется переход
на другой (другие) шаг, который будет активным на следующем проходе рабочего
цикла. При этом сам текущий шаг перестает быть активным (конечно, если переход
не был совершен на этот же шаг). Если ни одно из условий на переходах не было
выполнено, то текущий шаг остается активным и на следующем проходе рабочего
цикла всё повторяется.
В отличие от LD-программ программы, написанные на языке SFC, моделиру-
ются не столь прозрачным образом. А для SMV из-за ограничений языка моде-
лирования вообще исключается сама возможность построения прозрачной модели
для SFC-программы. Прозрачность теряется из-за наличия «параллелизма» веток
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SFC-диаграмм и необходимости работать с внутренними служебными переменны-
ми при прописывании связей между шагами и переходами. Под каждый шаг SFC-
диаграммы отводится служебная переменная, через которую определяется актив-
ность соответствующего шага. У SFC-программы на рис. 3 (a) помимо входов (K1–
K9, Door) и выходов (Alarm, Plunger, Rst) имеются ещё восемь служебных перемен-
ных по одной для каждого шага диаграммы. Наличие дополнительных переменных
может быть критично для средств автоматической верификации, построенных на
основе бинарных диаграмм (деревьев) решений BDD, поскольку глубина (и соот-
ветственно размер) дерева BDD, хранящего модель программы, напрямую зависит
от числа программных переменных.
Число шагов в SFC-программе можно сократить за счет применения так называ-
емого упрощенного языка SFC, который используется в инструментальном средстве
программирования CoDeSys [6]. В SFC-диаграмме на рис. 3 (b) для обработки на-
жатия и отжатия открывающей кнопки отводится только один шаг. Для кнопок K1,
K3 и K5 имеем соответственно шаги S1W1, S2W3 и S3W5. При этом в каждом таком
шаге используется вспомогательная переменная P, отслеживающая только нажатие
открывающей кнопки. С помощью второй вспомогательной переменной P2 отсле-
живается ситуация, при которой одновременно с отжатием открывающей кнопки
текущего шага может быть нажата следующая открывающая кнопка правильной
кодовой последовательности. Значок X означает, что у данного шага есть выходное
действие, которое совершается после выполнения одного из условий на переходах
из этого шага, т. е. при выходе из шага. С помощью выходного действия в следую-
щий шаг передается информация (через переменную P) о том, была ли уже нажата
открывающая кнопка следующего шага непосредственно перед входом в него.
Может показаться, что использование переменной P2 влечет лишнее промежу-
точное присваивание, поскольку если, например, происходит выход из шага S1W1,
то на текущем проходе рабочего цикла будет выполнена следующая последователь-
ность команд:
P := K1 OR P;
P2 := P AND K3 AND NOT Rst;
(проверка условий на переходах);
P := P2.
А в таком случае нет необходимости в переменной P2. И в выходном действии
S1W1.X можно было бы сразу прописать P := P AND K3 AND NOT Rst, так как
происходит выход из шага и новое значение P уже не будет влиять на проверку усло-
вий на переходах. Однако именно здесь и кроется уязвимость для SFC-программ.
Дело в том, что выходное действие шага всегда выполняется на следующем про-
ходе рабочего цикла, при котором значение входной переменной K3 уже может
быть иным. Например, рассмотрим следующую ситуацию. Пусть в текущем рабо-
чем цикле кнопка K3 была прочитана как нажатая, но затем во время прохода этого
рабочего цикла она была отпущена, т. е. на следующем проходе рабочего цикла пе-
ременная K3 будет иметь значение 0. При этом допустим, что на текущем рабочем
цикле активным является шаг S1W1 и сработает переход T12 в шаг S2W3. Тогда
на следующем рабочем цикле перед активацией и выполнением шага S2W3 сначала
произойдет выполнение выходного действия S1W1.X, что (в случае присваивания
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T01_1  = 
T01_2  = 
T00      = 
T12_1  = 
T12_2  = 
T10_1  = 
T10_2  = 
T23      = 
T20_1  = 
T20_2  = 
T30_1  = 
T30_2  = 
CASE State OF
  0:  IF  (K1 OR P) AND NOT(K1 OR K3 OR K5 OR Rst) THEN  State := 1; P := 0;
       ELSIF  (K1 OR P) AND K3 AND NOT Rst                 THEN  State := 1; P := 1;
       ELSIF  Rst OR K5 OR (NOT(K1 OR P) AND K3)      THEN  State := 0; P := 0;
       ELSE                                                                                           P := K1 OR P;
       END_IF; 
  1:  IF  (K3 OR P) AND NOT(K1 OR K3 OR K5 OR Rst) THEN  State := 2; P := 0;
       ELSIF  (K3 OR P) AND K5 AND NOT Rst                 THEN  State := 2; P := 1;
       ELSIF  NOT(K3 OR P) AND K5 OR Rst                    THEN  State := 0; P := 0;
       ELSIF  NOT Rst AND K1                                           THEN  State := 0; P := 1;
       ELSE                                                                                           P := K3 OR P;
       END_IF; 
  2:  IF (K5 OR P) AND NOT(K1 OR K3 OR K5 OR Rst) THEN  State := 3; P := 0;
                                            Plunger := 1;
       ELSIF  Rst OR K3                         THEN  State := 0; P := 0;
       ELSIF  NOT Rst AND K1                                          THEN  State := 0; P := 1;
       ELSE                                                                                          P := K5 OR P;
       END_IF; 
  3:  IF  Rst OR  K3 OR K5     THEN  State := 0; P := 0; Plunger := 0;
       ELSIF NOT Rst AND K1 THEN  State := 0; P := 1; Plunger := 0;











P := K1 OR P;
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Alarm := K1 OR K2 OR K3 OR K4 OR K5 OR K6 OR K7 OR K8 OR K9;
Rst     := K2 OR K4 OR K6 OR K7 OR K8 OR K9 OR Door OR 
                                    (K1 AND K3) OR (K1 AND K5) OR (K3 AND K5);
T23
Plunger := 1; P := 0;
Рис. 4. Автоматная ST-программа кодового замка
P := P AND K3 AND NOT Rst) приведет к тому, что P будет иметь значение 0, т. е.
предыдущее нажатое состояние кнопки K3 не будет учтено на новом проходе ра-
бочего цикла. Этим и объясняется необходимость использования «лишнего» звена
с переменной P2.
Таким образом, выполнение выходного действия для шага на следующем прохо-
де рабочего цикла несколько нарушает привычный порядок и образ мысли при про-
граммировании, приводя при этом к возможности уязвимостей для SFC-программ.
Более того, при наличии у шага выходного действия на него отводится теперь уже
две служебные переменные. Следовательно, в случае упрощенного SFC получаем
возможность уязвимости SFC-программы, не имея при этом выигрыша в числе слу-
жебных переменных (наличие которых необходимо учитывать при моделировании).
5. Автоматное ST-программирование ПЛК
Для сокращения числа внутренних служебных переменных и обеспечения постро-
ения прозрачных моделей программ может быть применен автоматный подход к
программированию ПЛК. При этом подходе логика ПЛК-программы представля-
ется в виде конечных автоматов, реализация которых осуществляется на языке ST
стандарта МЭК 61131-3. На риc. 4 показана автоматная программа управления
кодовым замком. Здесь управляющий конечный автомат изображен в виде графа
переходов и представляет собой (в отличие от SFC) всего лишь схематический рису-
нок, который программно описывается на текстовом языке ST (см. рис. 4). В метках
на дугах переходов над чертой прописывается условие перехода из соответствую-
щего состояния, а под чертой приводятся команды, которые должны быть выпол-
нены (на том же проходе рабочего цикла) при срабатывании этого условия. Если
ни одно из условий на дугах переходов не срабатывает, то выполняются команды,
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next(Alarm) := next(K1) | next(K2) | next(K3) | next(K4) | next(K5) | next(K6) | next(K7) | next(K8) | next(K9);
next(Rst)     := next(K2) | next(K4) | next(K6) | next(K7) | next(K8) | next(K9) | next(Door) | 
                                                                     next(K1) & next(K3) | next(K1) & next(K5) | next(K3) & next(K5);
default{  next(State) := State; next(P) := P; next(Plunger) := Plunger; }
in switch(State){
  0: case{
        (next(K1) | P) & ~(next(K1) | next(K3) | next(K5) | next(Rst))  : {next(State) := 1; next(P) := 0;}
        (next(K1) | P) &  next(K3) & ~next(Rst)                                   : {next(State) := 1; next(P) := 1;}
        next(Rst) | next(K5) | ~(next(K1) | P) & next(K3)                     : {next(State) := 0; next(P) := 0;}
        default                                                                                      : next(P) := next(K1) | P; 
      };
  1: case{
        (next(K3) | P) & ~(next(K1) | next(K3) | next(K5) | next(Rst))  : {next(State) := 2; next(P) := 0;}
        (next(K3) | P) & next(K5) & ~next(Rst)                                    : {next(State) := 2; next(P) := 1;}
        ~(next(K3) | P) & next(K5) |  next(Rst)                                     : {next(State) := 0; next(P) := 0;}
        ~next(Rst) & next(K1)                                                              : {next(State) := 0; next(P) := 1;}
        default                                                                                      : next(P) := next(K3) | P;  
      };
  2: case{
        (next(K5) | P) & ~(next(K1) | next(K3) | next(K5) | next(Rst))  : {next(State) := 3; next(P) := 0; next(Plunger) := 1;}
        next(Rst) | next(K3)                                                                 : {next(State) := 0; next(P) := 0;}
        ~next(Rst) & next(K1)                                                             : {next(State) := 0; next(P) := 1;}
        default                                                                                     : next(P) := next(K5) | P; 
      };
  3: case{
        next(Rst) | next(K3) | next(K5)                                                : {next(State) := 0; next(P) := 0; next(Plunger) := 0;}
        ~next(Rst) & next(K1)                                                             : {next(State) := 0; next(P) := 1; next(Plunger) := 0;}
      };
};
Рис. 5. SMV-модель автоматной ST-программы кодового замка
прописанные в состоянии. Таким образом, на каждом рабочем цикле сначала про-
веряются все условия переходов текущего состояния, а затем либо осуществляется
переход в новое состояние с выполнением команд перехода, либо текущее состояние
остается активным и в нем выполняются приписанные ему команды. На рисунке в
большом прямоугольнике указаны команды, которые всегда выполняются первы-
ми на каждом проходе рабочего цикла ПЛК. Текущее состояние определяется по
значению переменной State. Значения 0, 1 и 2 соответствуют состояниям обработки
нажатия/отжатия открывающих кнопок K1, K3 и K5 соответственно. Значение 3
отводится для (не содержащего команд) состояния автомата, которое соответствует
открытому состоянию кодового замка (Plunger = 1). Управляющий автомат начи-
нает работу при State = 0 и Plunger = 0.
Автоматный подход к программированию ПЛК позволяет строить прозрачные
модели автоматных ST-программ. На рис. 5 представлена SMV-модель автоматной
ST-программы кодового замка, которая почти в точности повторяет саму модели-
руемую программу.
6. Спецификация свойств программ ПЛК
На каком бы языке ни была написана программа, она считается корректной тогда,
когда удовлетворяет предъявляемым к ней свойствам. Для анализа корректности
ПЛК-программ с помощью метода проверки модели (model checking) кроме постро-
ения моделей программ на языке верификатора необходимо также уметь выражать
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next(RS) := case{  next(K1)+next(K2)+next(K3)+next(K4)+next(K5)+next(K6)
                                            +next(K7)+next(K8)+next(K9) > 1 | next(Door)      : 1;
                              default                                                                                  : 0; 
                    };
next(PB) := case{  K1 & ~next(K1) | K2 & ~next(K2) | K3 & ~next(K3) | 
                              K4 & ~next(K4) | K5 & ~next(K5) | K6 & ~next(K6) | 
                              K7 & ~next(K7) | K8 & ~next(K8) | K9 & ~next(K9)    : 1;
                              default                                                                         : 0; 
   };
next(X1) := case{  K1 & ~next(K1) & ~RS & ~next(RS)  : 1;  
K2 & ~next(K2) & ~RS & ~next(RS) : 2;
  K3 & ~next(K3) & ~RS & ~next(RS) : 3;
  K4 & ~next(K4) & ~RS & ~next(RS) : 4;
  K5 & ~next(K5) & ~RS & ~next(RS) : 5;
  K6 & ~next(K6) & ~RS & ~next(RS) : 6;
K7 & ~next(K7) & ~RS & ~next(RS) : 7;
  K8 & ~next(K8) & ~RS & ~next(RS) : 8;
  K9 & ~next(K9) & ~RS & ~next(RS) : 9;
                  RS                               : 0;  
  default                          : X1; 
   };
next(X2) := case{  RS | next(RS)               : 0;  
  next(PB) & ~RS & ~next(RS)  : X1;
   default                     : X2;
};
next(X3) := case{ RS | next(RS)              : 0;  
next(PB) & ~RS & ~next(RS)  : X2;
default                    : X3; 
};
 Opening1 : assert  G(Plunger -> X3 = 1 & X2 = 3 & X1 = 5 & ~(Alarm | Door));
 Opening2 : assert  G(X3 = 1 & X2 = 3 & X1 = 5 & ~(Alarm | Door) -> Plunger); 
Рис. 6. Темпоральные формулы и SMV-подпрограмма их поддержки
проверяемые свойства на языке темпоральной логики.
Например, программа кодового замка будет считаться корректной, если откры-
вающий замок сигнал Plunger = 1 выставляется только после того, как выполнена
следующая последовательность действий: нажата и отжата кнопка K1, нажата и
отжата кнопка K3, нажата и отжата кнопка K5, и при этом (во время этой после-
довательности действий) датчик положения двери Door не выставлял единичный
сигнал (т. е. дверь не открывалась), не была нажата ни одна из неоткрывающих
кнопок и не было одновременных нажатий нескольких открывающих кнопок. Кро-
ме этого, после выставления сигнал Plunger = 1 должен сбрасываться при открытии
двери или по нажатию любой кнопки.
Однако выразить это свойство только лишь с помощью темпоральных формул
не представляется возможным ни для одной из построенных моделей рассмотрен-
ных программ управления кодовым замком. Возникает необходимость включения
в модель вспомогательной подпрограммы, обслуживающей темпоральные формулы
(вид которых должен быть максимально простым для их адекватного понимания).
На рис. 6 представлена встраиваемая в SMV-модель подпрограмма поддержки двух
темпоральных формул-свойств Opening1 и Opening2 (которые предваряются клю-
чевым словом assert), записанных на языке темпоральной логики LTL. Эта подпро-
грамма в переменных X1, X2 и X3 накапливает историю длиною 3 корректных на-
жатия кнопок. Темпоральная формула Opening1 задает следующее свойство: каж-
дый раз, когда выставлен открывающий сигнал Plunger = 1, история корректного
нажатия кнопок должна иметь вид X3 = 1, X2 = 3 и X1 = 5, т. е. была правильно
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Alarm  :=  K1 OR K2 OR K3 OR K4 OR K5 OR K6 OR K7 OR K8 OR K9;
RS  :=  (BOOL_TO_BYTE(K1)+BOOL_TO_BYTE(K2)+BOOL_TO_BYTE(K3)+
             BOOL_TO_BYTE(K4)+BOOL_TO_BYTE(K5)+BOOL_TO_BYTE(K6)+
             BOOL_TO_BYTE(K7)+BOOL_TO_BYTE(K8)+BOOL_TO_BYTE(K9)>1)
           OR Door;
PB  :=  _K1 AND NOT K1 OR _K2 AND NOT K2 OR _K3 AND NOT K3 OR
            _K4 AND NOT K4 OR _K5 AND NOT K5 OR _K6 AND NOT K6 OR
            _K7 AND NOT K7 OR _K8 AND NOT K8 OR _K9 AND NOT K9;
IF         _K1 AND NOT K1 AND NOT _RS AND NOT RS  THEN X1 := 1;
ELSIF  _K2 AND NOT K2 AND NOT _RS AND NOT RS  THEN X1 := 2;
ELSIF  _K3 AND NOT K3 AND NOT _RS AND NOT RS  THEN X1 := 3;
ELSIF  _K4 AND NOT K4 AND NOT _RS AND NOT RS  THEN X1 := 4;
ELSIF  _K5 AND NOT K5 AND NOT _RS AND NOT RS  THEN X1 := 5;
ELSIF  _K6 AND NOT K6 AND NOT _RS AND NOT RS  THEN X1 := 6;
ELSIF  _K7 AND NOT K7 AND NOT _RS AND NOT RS  THEN X1 := 7;
ELSIF  _K8 AND NOT K8 AND NOT _RS AND NOT RS  THEN X1 := 8;
ELSIF  _K9 AND NOT K9 AND NOT _RS AND NOT RS  THEN X1 := 9;
ELSIF  RS                                                                           THEN X1 := 0;
END_IF;
IF         _RS OR RS                                   THEN X2 := 0;
ELSIF  PB AND NOT _RS AND NOT RS  THEN X2 := _X1;
END_IF;
IF         _RS OR RS                                   THEN X3 := 0;
ELSIF  PB AND NOT _RS AND NOT RS  THEN X3 := _X2;
END_IF;
Plunger := (X3 = 1 AND X2 = 3 AND X1 = 5 AND NOT (Alarm OR Door);
_K1 := K1;  _K2 := K2;  _K3 := K3;  _K4 := K4;  _K5 := K5;
_K6 := K6;  _K7 := K7;  _K8 := K8;  _K9 := K9;  _RS := RS;
_X1 := X1;  _X2 := X2;  _X3 := X3;
Рис. 7. ST-программа кодового замка, построенная на основе спецификации
набрана кодовая последовательность, дверь закрыта Door = 0, а ни одна из кнопок
не нажата Alarm = 0. Opening2 означает, что всякий раз, когда получена открыва-
ющая замок история корректного нажатия кнопок (X3 = 1, X2 = 3, X1 = 5) и в
этот момент не нажата ни одна из кнопок (Alarm = 0) и дверь закрыта (Door = 0),
то должен быть выставлен открывающий замок сигнал Plunger = 1.
7. Программирование исходя из спецификации
Подпрограмма поддержки темпоральных формул Opening1 и Opening2, представ-
ленная на рис. 6, описывая в процедурной форме корректное поведение, сама по су-
ти является управляющей программой. А формулы Opening1 и Оpening2 при этом
декларативно задают те и только те программные состояния, в которых должен
быть выставлен открывающий замок сигнал Plunger = 1. Поэтому эта специфика-
ция (темпоральные формулы и подпрограмма поддержки) может быть довольно
просто и прозрачно трансформирована в новую ST-программу управления кодо-
вым замком так, как это показано на рис. 7. Таким образом, мы имеем обратное
направление построения ПЛК-программы — от модели и спецификации к реальной
ST-программе ПЛК.
В заключение отметим, что совмещение автоматного подхода и подхода исхо-
дя из спецификации представляется интересным и перспективным направлением
исследований по тематике программирования и верификации программ ПЛК.
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On Construction and Verification of PLC-Programs
Kuzmin E.V., Sokolov V.A.
Keywords: PLC-programs, verification, model checking
We review some methods and approaches to programming discrete problems for Pro-
grammable Logic Controllers on the example of constructing PLC-programs for control-
ing a code lock. For these approaches we evaluate the usability of the model checking
method for the analysis of program correctness with respect to the automatic verifica-
tion tool Cadence SMV. Some possible PLC-program vulnerabilities arising at a number
approaches to programming of PLC are revealed.
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