ABSTRACT Ontology and its role in both software engineering and knowledge management fields have been widely reported in the literature. Numerous studies have proven the effectiveness of using ontologies to support the process of requirements engineering. One of the main problems facing requirements engineering is that the requirements are exposed to change. In fact, this problem swells even more in global software development (GSD) environment. Given that this problem is unavoidable, we need to improve the requirements change management (RCM) process. In this paper, a systematic domain ontology for RCM especially in GSD environment is proposed. A hybrid method combining Methontology and the 101 method is used for its development; Web Ontology Language (OWL) for its representation; and Protégé for its implementation. It was validated using ontology content evaluation and competency question evaluation methods. Also, it was verified using both ontology taxonomy evaluation and FOCA evaluation methods. Validation and verification results showed that the proposed ontology was successfully built. Building this ontology can be considered as a base contribution in supporting the RCM process in GSD.
I. INTRODUCTION
At the beginning of the 21 st century, the field of ontology, known as ontological engineering, was widely used by computer science and information systems researchers. It can be defined as ''the set of activities that concern the ontology development process, the ontology life cycle, and the methodologies, tools and languages for building ontologies'' [1] . Generally speaking, ontologies offer a for-mal representation of knowledge. They assist in checking for inconsistency and incompleteness, as well as define a common vocabulary in a specific domain with the purpose of sharing information via the inclusion of basic domain concepts and also the relations between these concepts [2] . There are some motivations for building an ontology, some of which are sharing a common understanding of the structure of information between stakeholders, allowing the reuse of domain knowledge, and
The associate editor coordinating the review of this manuscript and approving it for publication was Mansoor Ahmed. making explicit domain assumptions that will allow assumptions to be changed easily when the domain knowledge is changed [3] . In addition, separating domain knowledge from operational knowledge will allow the use of operational knowledge in different domains. Building an ontology will also facilitate the analysis of domain knowledge, which in turn will greatly help in reusing existing ontologies [4] . Particularly for software engineering, ontologies have many advantages such as using the same terminology between software developers for different software applications [5] and, more specifically in software requirements engineering, ensure requirements consistency and facilitate communication between requirements engineers [6] . Actually, requirement change management (RCM) is suffering from a lack of an integrated set of related knowledge [7] , [8] . Various studies have proven the effectiveness of using ontologies to support the requirements engineering process [9] - [13] . In addition, global business is the key interest of many organizations, recently due to some economic and strategic gains [14] , [15] . Unfortunately, however, applying software development in global software development (GSD) is not so straightforward; there are various challenges mainly related to RCM that are considered as a very demanding activity that needs rich communications [16] , [17] . Moreover, as software engineering continued its growth, its projects became more complex and required high quality software [18] . All of these were encouraged us to build an ontology for RCM in GSD. This ontology, that in turn, can be a base to be used in different methods to increase the effectiveness of the RCM process by improving the coordination, communication, and control between stakeholders. More specifically, the ontology can be used with other ontologies as a tool to ensure the semantic correctness of the change request. This paper aims to build a domain ontology for RCM in GSD, which is called a requirement change ontology (RCO). A hybrid method combining Methontology and the 101 method was used for its development; OWL (Web Ontology Language) for its representation; and Protégé for its implementation. Finally, the proposed ontology was validated using ontology content evaluation and competency question evaluation methods. Also, it was verified using both ontology taxonomy evaluation and FOCA evaluation methods. Validation and verification results showed that the proposed ontology was successfully evaluated.
The rest of this paper is divided into the following sections: Related works is presented in section 2. Section 3, describes the method used to build an RCO. The RCO evaluation is presented in section 4. Section 5 presents a discussion about the evaluation results. Finally, section 6, shows the conclusion and future works.
II. RELATED WORKS
In this section, we analyzed literature on covering building ontologies for RCM related issues in GSD on two sides. One side is related to searching through ontology libraries for RCM ontology, especially in the GSD field. The other side is related to finding research papers that are concerned with building an RCM ontology, especially for the GSD environment. We found that the ontology for RCM in a GSD environment is given little importance in both sides.
Before starting the process of ontology modeling and building, it is important to check whether any ontology for the same domain we intend to build exists. Existing ontologies can be found in ontology libraries or by using semantic search engines. The following ontology libraries and search engines were examined, though none contained an RCM ontology for GSD: DAML [19] , protege [20] ontology libraries, and Swoogle semantic web search engine [21] .
On the other hand, the literature review revealed the scarcity of the number of works showing the building of an RCM ontology in GSD. We found only two works: Khatoon et al. [12] and Khatoon et al. [22] . These two works proposed an RCM ontology in GSD. Khatoon et al. [12] addressed the problem of RCM in GSD by ensuring knowledge management and shared understanding through a software engineering ontology. They used a case study to evaluate their framework, but their ontology is not complete. It missed many important domain concepts. While Khatoon et al. [22] developed an RCM ontology for GSD using Protégé, their proposed ontology addressed the issues of RCM during a GSD environment by providing a common understanding to overcome ambiguities in knowledge sharing and management. They used a case study to evaluate their ontology. Their ontology is very abstract since many important concepts are not included in the ontology.
From these works, we noticed that shared knowledge of the RCM process in GSD is lacking. Otherwise, using ontologies in this field was scarcely studied in the associated literature and is also not available in ontology libraries. Accordingly, there is a need to build an RCM ontology in GSD with more details.
III. BUILDING AN RCO: AN RCM ONTOLOGY FOR GSD
Actually, there are many methods used for developing ontologies. Brusa et al. [8] divided these methods into two groups: experience-based methods such as Tove and enterprise model approach, and evaluative prototypes models such as Methontology [23] . In fact, there is no one correct method used for developing ontologies. However, diverse methods can be merged together. In this paper, we adopted the same hybrid method that was used in [8] and shown in Figure 1 . The first method is Methontology, which enables the construction of ontologies at the knowledge level. In addition, it is considered as the most mature if we compare it with the IEEE standard. Moreover, the Foundation for Intelligent Physical Agents (FIPA) proposed this for ontology construction [24] . The second method is the 101 method, which gives clear steps for building an ontology. The 101 method is described in [5] .
FIGURE 1.
A domain ontology development process, [8] . VOLUME 7, 2019 The domain ontology building process is composed of three main steps: (1) specification; (2) conceptualization; and (3) implementation. The specification phase gains knowledge about the domain whereas the conceptualization phase organizes and structures this knowledge using external representations. Finally, the implementation phase builds the ontology under some technological environment.
A. SPECIFICATION 1) THE ONTOLOGY GOAL AND SCOPE
The scope binds the ontology by deciding what or what not to include. An RCO covers RCM in GSD environment. It is dedicated for general concepts about RCM but more specifically in the GSD environment.
2) DOMAIN DESCRIPTION
The domain of interest needs to be described and analyzed to obtain the most needed knowledge to build an RCO. We studied and revised the RCM process in the literature, as well as, extracted core knowledge about that domain. Moreover, we conducted interviews with a group of experts. As a result of these actions, RCM life cycle steps are briefly described and presented next in Figure 2 . The life cycle starts with the change request form that is requested by either internal or external sources. Then the request is recorded. After that, an impact analysis is made. Next, the request is checked for validity, and the change control board(s) (CCBs) negotiate and make a decision on the requested change. If the request is accepted, the affected and dependent requirement is found, a change authorization note is generated, and the change is implemented. The change is then verified to ensure that it has been implemented correctly. The project deliverables, as well as the configuration documents, are updated to accommodate the change. Finally, traceability links are updated as well. If the request is rejected, on the other hand, the change requester is notified. In the case of a request suspension, the request is returned back to the CCB for taking a decision. In the three cases, the request and the action taken to the request were saved in a database.
3) COMPETENCY QUESTIONS
Specifying competency questions in the specification phase is vital since it allows us to determine the ontology scope. Furthermore, it is used in the validation of the ontology by checking if it can answer these questions [12] . Literally, there should be a competency question should be included for each concept in the ontology [8] . A subset of RCM competency questions that covers the main concepts of an RCO is shown in Table 1 . 
4) ONTOLOGY GRANULARITY AND TYPE
The levels of ontology granularity can be distinguished as upper ontologies, middle ontologies, domain ontologies, and application ontologies [25] . In general, the domain ontology describes the vocabulary related to a specific domain. The RCO ontology specifically describes knowledge related to RCM in GSD. It can be used to facilitate communication among the software project team stakeholders.
B. CONCEPTUALIZATION 1) DOMAIN CONCEPTUAL MODEL
In domain conceptual model step, the basic terms were acquired from an extensive study of literature in the field of RCM in GSD. In addition, RCM processes were reviewed to identify all parties involved in RCM. After that, the partial or total overlapping of concepts, synonyms, properties, relations, and attributes were omitted from the list of terms to formulate the key term list. Some of these key terms include the following: change request, change reason, change type, CCB, priority, traceability, dependability, change closure, updated deliverables, change acceptance or rejection, negotiation, change request log, change implementation, change validation, change verification, change report.
Afterward, a data dictionary for the key terms was created to provide an intermediate representation. The data dictionary gives descriptions of concepts and relations in the domain. An extract of the data dictionary is shown in Table 2 . After that, a UML (Unified Modeling Language) class diagram was used to provide a better understanding of the domain conceptual model through classes, attributes, and relations. It provides a base for building the ontology term glossary while including other concepts by means of generalization and specialization techniques. Figure 3 shows the UML domain model.
2) INSTANCE DEFINITION
At this stage, the instances of each concept were defined in the instance table. The instance table includes the name of the instance, the concept it belongs to, the attributes, and their values. Table 3 provides an extract of the instance table.
C. IMPLEMENTATION
The RCO was represented using OWL and implemented using the Protégé editor. OWL was used to explicitly describe the knowledge in the ontology and will determine how the knowledge will be stored. OWL was chosen since it is recommended for its ability to represent ontologies and for its expressiveness and powerful representation. The Protégé editor was used to implement the RCO [26] because it is free, open-source, and extensible. Moreover, it can be exported to RDF Schema (RDFS) and OWL. Furthermore, it can be used to validate and verify the ontology [27] . A Protégé OWL API [26] was used to develop and manipulate OWL files. Figure 4 shows a snapshot, taken from Protégé that contains the RCO's entities.
D. THE PROPOSED RCM IN GSD ONTOLOGY (RCO)
The proposed ontology (RCO) contains 129 declared axioms distributed between 79 classes, 43 object properties, and 7 data properties. The classes include concepts about request change, as shown in Figure 5 , and concepts about GSD, as shown in Figure 6 .
Indeed, using RCO will unify the language used by all stakeholders involved in the change request process, from the change requester to the change builder. This can improve communication, which is the greatest problem faced in a GSD environment, between them and reduce potential misunderstandings. Moreover, RCO could be involved in other methods to ensure the correctness of the change request.
The following list provides not only examples of some common mistakes found in a requirement change request in a GSD environment but also justification for how an RCO can avoid or limit such mistakes:
• A common mistake is requesting the same change that has been requested before. With an RCO any requested change is checked first to see if it was requested before and the action taken to that request. All previous request changes are saved in the RCM database.
• Any new requests for change are sent to the change manager for validation. With an RCO, a request is checked first in the expected change repository. If it is available, making a decision on the request will be easier since the request was expected before requesting it.
• The change request is not approved by all CCBs located in different cities. With an RCO, all CCBs' opinions should be taken in consideration.
• A change requester requests a change without determining the origin of the change. When the CCB, wants to make a decision he or she needs to know in which part of the development the request is granted. With an RCO, this will be avoided since the origin of each request needs to be specified.
By looking at these examples, we can say that an RCO has many advantages for the requirement engineering field. An RCO can be reused in different ways. One of the possible uses of an RCO is the participation of this ontology with other ontologies to improve the semantic correctness of change requests. This in turn improves the coordination, communication, and control of RCM in GSD.
IV. RCO EVALUATION
Ontology evaluation plays a major role for ontology engineers in ensuring that their ontology is correct so that they can publish it for public use [28] . Ontology evaluation can be defined as ''a technical judgment of the content of the ontology with respect to a frame of reference during every phase and between phases of their life cycle'' [24] . To evaluate the RCO, the criteria-based evaluation approach was used. An ontology evaluation consists of two parts: ontology validation and ontology verification [29] . Ontology validation checks if the correct ontology has been built, whereas ontology verification checks if the ontology has been built correctly. Ontology verification confirms that the ontology has been built according to certain specified ontology quality criteria. Validation is achieved by applying two validation methods. The first is the ontology content evaluation, and the second is answering competency questions that were outlined in the specification phase prior to designing the RCO. Verification is achieved using two methods, also. The first is the ontology taxonomy evaluation, and the second is the FOCA methodology. FOCA introduces several measures, as well as a framework for evaluating the measures, making it possible for an ontology developer of any experience level to evaluate their design [30] . The details of applying the two parts of the RCO evaluation, which are validation and verification, are stated in the following section. 
A. RCO VALIDATION 1) ONTOLOGY CONTENT EVALUATION
This method checks the content of the ontology based on the following main criteria [29] , [31] : consistency, completeness and conciseness, and sensitiveness. The criteria and their compatibility to RCO are shown in Table 4 .
2) COMPETENCY QUESTIONS EVALUATION
The competency questions that were stated in Table 1 for determining the RCO's scope and designing purposes are VOLUME 7, 2019 used here for the evaluation. Each competency question was answered and justified based on the RCO components. Answers and justifications are shown in Table 5 . Competency questions ensure that the ontology implementation fulfills the RCO scope.
B. RCO VERIFICATION 1) ONTOLOGY TAXONOMY EVALUATION
The taxonomy evaluation method is used for checking the taxonomy of the ontology based on main criteria mentioned in [31] . These criteria and their compatibility to RCO are shown in Table 6 .
2) FOCA EVALUATION
FOCA is a method that can be used for evaluating the quality of an ontology. FOCA includes determining the type of ontology, a questionnaire to evaluate the components, a framework to follow, and finally, a statistical model that calculates the quality of the ontology [30] . FOCA goes through three verification steps, as shown in Figure 7 . An RCO is verified using the following steps of the FOCA method:
Step 1-Ontology Type Verification: First, the ontology type should be specified. Two types are defined in FOCA: The first is dedicated for a task or domain ontology, while the second one is for application ontology.
Because the ontology is a domain ontology, it should be considered a type 1. Based on FOCA, a type 1 ontology should answer Q5 instead of Q4 for goal 2, as detailed next . 2) Step 2-Questions Verification: In this step, 12 out of 13 questions (one of the questions will not be answered based on the chosen type in step 1) should be answered. These answers should then be scored by the evaluator. Each question fulfills one of the ontology quality criteria. These 12 questions serve five goals: Goal 1 is mainly concerned about competency questions and reuse. Goal 2 ensures that the ontology's terms meet the level expected. Goal 3 checks for contradictions or invalid reuse of terms in the ontology. Goal 4 is about reasoning and reasoner performance. Goal 5 is on ontology documentation and ensuring consistency between the modeled ontology and the design. The goal/question/metric (GQM) approach for the FOCA methodology is shown in Table 7 . The GQM approach contains the goals and their corresponding questions and metrics. Five metrics are specified: completeness, adaptability, conciseness, computational efficiency, and clarity. Each question has a description that explains how to verify it. Using these descriptions, the evaluator decides on the score for each question, and the mean of the scores of each goal was calculated and shown in Figure 8 . It was noticed that all goals obtain 100% except goals 1 and 2. Goal 1 got 55.55% because no other ontologies were reused while building the RCO. It was built from scratch. Goal 2 got 75% because RCO provides moderate abstraction for those not in full abstraction. 3) Step 3-Quality Verification: In this step, quality verification can be categorized into two kinds: total quality verification and partial quality verification. In this work, the total quality verification was chosen because most goals are considered in the evaluation. Total quality verification was calculated using beta regression models, proposed by Ferrari in [32] and shown in (1).
The result for quality ranges between 0 and 1.
To calculate the total quality:
• Cov S is the mean of the grades from goal 1.
• Cov C is the mean of the grades from goal 2.
• Cov R is the mean of the grades from goal 3.
• Cov Cp is the mean of the grades from goal 4.
• LExp is the variable for evaluator experience, with 1 being very experienced and 0 being not experienced at all.
• Nl is 1 if a goal is not possible to evaluate (or if any question could not be evaluated).
• sb = 1, Co = 1, Re = 1, Cp = 1 because all goals are considered, 0 if that goal is not considered. By substituting these values in the beta regression model, the following results emerged:
The result of the total quality is 0.997, which is very near to 1. This shows the high quality of the RCO.
V. DISCUSSION
As shown in section 3 after building the RCO, it was evaluated using validation and verification methods. The validation methods show that all criteria for evaluating the content on the RCO were achieved. Also, all competency questions were clearly answered and justified. The objective of building the ontology, which was specified in the design phase, was noticeably achieved. Regarding RCO verification, the RCO verified using both the ontology taxonomy evaluation and the FOCA evaluation methods. All criteria in the taxonomy evaluation were satisfied, and no violations were found in the ontology taxonomy. Furthermore, the FOCA method was followed step by step and all the steps were successfully applied. The result for total quality indicates the high quality of the RCO fulfilling almost all the most important basics of building an ontology. By achieving both validation and verification, it can be concluded that the RCO was evaluated successfully and is ready to be used in various applications. Moreover, a comparison of the RCO with the previous two works mentioned in section 2 are shown in Table 8 , which also shows the RCO improvement compared with previous works. The RCO contains 79 classes expressing RCM in the GSD domain. This is 20 classes more than the Khatoon [12] ontology and 50 classes more than the ontology in [22] . Figure 9 shows a comparison by number of classes.
VI. CONCLUSION AND FUTURE WORK
In conclusion, the aim of this paper can be summarized as building and evaluating an ontology for RCM in an GSD environment, called an RCO. A significant motivator for choosing this contribution comes from the scarcity in the ontology field regarding RCM in GSD. Therefore, building an RCO would be a valuable addition to ontology libraries. Also, the advantages of building such an ontology are useful both for software engineering and knowledge management fields. Furthermore, it can be used to mitigate miscommunication and misunderstanding issues, which are major problems facing developers in the GSD environment. This can be achieved by using the RCO, as well as other ontologies, to ensure the semantic correctness of change requests and increase their reliability. Software reliability is the most critical part since it depends on time and cost, which are two main factors affecting the quality of the soft-ware as a whole [33] . In this paper, all the steps of building this ontology were mentioned. Moreover, four methods for evaluating this ontology were used: two methods for the validation purpose and the two others for the verification purpose. Our results showed that the RCO was successfully built and evaluated.
For future work, we suggest first integrating our RCO ontology with other application domain ontologies (requirements engineering ontology, specific application domain ontology such as payroll ontology) to come up with a strong comprehensive ontology that can cover all the development aspects of a given software application. Moreover, the RCO can be translated to other languages like French and German to expand its usability. 
