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1. Bevezetés 
1.1. A játék műfaja 
A szakdolgozatomban egy Shoot ’em up műfajú 2 dimenziós játékot készítettem 
el, amit egy vagy két játékos játszhat, egyszerre akár több platformon is. A játék a 
SpaceGame nevet kapta. 
 A Shoot ’em up (más néven STG) a lövöldözős akciójátékok egy alműfaja. A 
Shoot ’em up műfajba sorolható játékok általában felülnézetesek vagy oldalnézetesek, 
ezért a legelterjedtebb a 2 dimenziós megjelenítés az ilyen játékokban. A Shoot ’em up 
játékoknak elfogadott definíciója nincs, de a legtöbb ilyen játékban a játékos valamilyen 
repülő járművet irányít, közben több ellenséges űrhajót támad, valamint akadályokat 
kerül ki. A leggyakoribb megvalósításban a játékos mozgása egy tengelyre korlátozott, 
az ellenségek pedig a játékossal szemben érkeznek a képernyőre.  
A megjelenítés és a játékmenet egyszerűsége miatt ez a műfaj már a videojátékok 
hajnalán jelen volt, az első ilyen játék az 1962-es Spacewar! volt, mely egyben az első 
videojátékok egyike. A műfajt tovább népszerűsítették az 1970-es években a Space 
Invaders és az Asteroids játékok, népszerű maradt az 1980-as és a korai 1990-es években 
is, azonban az 1990-es évek közepére a műfaj egyre inkább átalakult, egy szűkebb, nehéz 
játékokat kedvelő réteg lett a célközönsége, elsősorban Japánban. [1] Az okostelefonok 
megjelenésével újra előkerültek a Shoot ’em up játékok, ugyanis nagyon jól irányíthatók 
érintőképernyővel. 
A SpaceGame 360 fokos szabad, rácshoz nem kötött 2 dimenziós mozgást biztosít 
a játékos számára, így az ellenségek bármelyik irányból érkezhetnek. A SpaceGame 
egyedisége a műfajbeli játékokhoz képest, hogy felhasználóbarát online kétjátékos módot 
biztosít, melyet akár egyszerre különböző platformokról is lehet játszani.  
1.2. A játék világa, a játékos célja 
A játékos feladata, hogy minél több pontot gyűjtsön össze ellenséges űrhajók 
elpusztításával. A SpaceGame világában a játékos egy űrhajót irányít, mely folyamatosan 
lő. Az ellenfelek gépi játékosok, 3 féle ellenfél űrhajó létezik, ezek eltérő 
tulajdonságokkal rendelkeznek, a valamint a gépi játékos is eltérően viselkedik 
fajtánként. További nehezítésként procedurálisan generált aszteroida- és aknamezők is 
vannak a világban, melyek kárt tesznek a játékosban ütközés során. Lehetőség van 
kétjátékos hálózati játékra is. 
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2.  Felhasználói dokumentáció 
2.1. Célközönség 
A SpaceGame játék célközönsége elsősorban azok, akik szeretik a Shoot ’em up 
játékokat és a kihívásokat. Játszható asztali számítógépen vagy Androidos okostelefonról, 
akár egyszerre több platformon is, ha két játékos játszik. 
2.2. Rendszerkövetelmények 
Windows, Mac OS, Linux 
Rendszerkövetelmények: 
• Dual-Core 2GHz vagy annál gyorsabb processzor, 1 GB RAM 
• OpenGL 3.0 
• Stabil szélessávú internetkapcsolat (15 Mbps vagy gyorsabb) 
• 20 MB tárhely 
• Java 8 
Android 
Rendszerkövetelmények: 
• Ajánlott: Android 5.0 (Lollipop) vagy újabb 
• Quad-Core 1GHz vagy annál gyorsabb processzor 
• OpenGL ES 2.0 
• 1 GB RAM 
• Stabil szélessávú internetkapcsolat (15 Mbps vagy gyorsabb) 
• 20 MB tárhely 
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2.3. Telepítés, indítás 
Windows, Mac OS, Linux 
A játék a SpaceGame.jar futtatásával indítható, külön telepíteni nem kell. Java 9 
esetén parancssorból, java -jar SpaceGame.jar paranccsal kell indítani, nem 
kattintással. 
Android 
A SpaceGame.apk fájl az eszközre másolás után fájlböngésző segítségével 
telepíthető. Bizonyos okostelefonoknál előbb engedélyezni kell az ismeretlen forrásokból 
származó programok telepítését. Telepítés után a parancsikonjával indítható. Az 
alkalmazás használatához engedély szükséges internethozzáféréshez. 
2.4. A játék világa 
A játék világa 2 dimenziós űr, melyben különböző űrhajók, aszteroidák valamint 
aknák jelennek meg. Egyjátékos módban a játékvilág végtelen kiterjedésű, a játékos 
világbeli korlátok nélkül mozoghat. Kétjátékos módban a bejárható világ mérete limitált, 
ezt a limitet a játék piros vonalakkal jelzi. 
A játékos űrhajó 
A játékos űrhajóból három fejlettségi verzió van. A lokális játékos űrhajója mindig 
kék színű, kétjátékos módban a távoli játékosé pedig zöld. A három verzió között több 
különbség is van, eltérő életponttal, pajzzsal, maximális sebességgel és gyorsulással 
rendelkeznek. A játék kezdetekor az alapértelmezett, leggyengébb űrhajót (2.1. ábra, bal 
szélső kék) kapja meg a játékos, fejleszteni pedig űrhajót fejlesztő csomaggal lehet. A 
játékos űrhajónak van pajzsa, ezért mikor sebzést kap, először a pajzspont csökken, az 
életpont csak akkor csökken, ha 0 pajzspont van. Ha az életpont eléri a nullát, az űrhajó 
felrobban. Új játék kezdésekor, vagy kétjátékos módban újraéledés után az űrhajó 
fejlettségi szintje és fegyvere visszaáll az alapértelmezettre. 
2.1. ábra Játékos űrhajók, soronként fejlettség szerinti növekvő sorrendben 
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Ellenséges űrhajók 
Háromféle gépi játékos ellenség van a játékban, ezek különböző tulajdonságokkal 
rendelkeznek, valamint különböző gyakorisággal jelennek meg a világban. Ahogy a 
játékos pontokat szerez, egyre több ellenség jelenik meg. Az ellenséges űrhajók célja a 
játékos elpusztítása, akár a saját életük árán is. 
Kamikaze 
A Kamikaze kevés életponttal rendelkező ellenség, két féle módon 
támadja a játékost: Amennyiben a játékos még nincs elég közel hozzá, 
lassú lézerfegyverével lő rá. Ellenkező esetben megpróbál a játékosba 
csapódni, teljes sebességgel. Ekkor a Kamikaze megsemmisül, 
azonban a játékos űrhajóban komoly károkat okoz ezzel. Gyakori 
ellenfél. 
 
Fighter 
A Fighter az egyetlen ellenség, amely képes a játékost akkor is 
gyors lézerrel támadni, ha épp üldözni kell. Messzebbről tud 
támadni, mint a többi ellenség. Amennyiben az életpontja kritikus 
szint alá esik, megpróbál elmenekülni a csatából. Közepes 
életponttal rendelkezik. Gyakori ellenfél. 
 
 
Destroyer 
A Destroyer a legtöbb életponttal rendelkező ellenség az összes 
közül, komoly veszélyt jelenthet a játékos űrhajó számára, ha 
közel tud hozzá kerülni. Erős, de lassú lézerfegyverrel 
rendelkezik, közelről támad. Ha az életpontja kritikus szint alá 
esik, maximális sebességgel megpróbál a játékos űrhajóba 
csapódni, nagy károkat okozva. Kevésbé gyakori ellenfél. 
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Aszteroidák, aknák 
A játékvilágban procedurálisan generált aszteroidamezők jelennek meg, melyek 
aknákat is tartalmaznak. Ezek a játékost hátráltatják, az űrben való manőverezést 
nehezítik, azonban az ellenségek nem tudnak nekiütközni se aszteroidához, se aknához. 
Három méretű aszteroida létezik, ezek közül a legnagyobb kis eséllyel véletlenszerű 
csomagot dobhat, mikor elpusztítja a játékos. Az aknák nagy kárt okoznak a játékos 
űrhajóban, amennyiben az nekiütközik, viszont gyakran dobnak bónusz pontcsomagot, 
miután elpusztította a játékos. 
 
2.2. ábra A három féle aszteroida 
2.3. ábra Akna 
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Csomagok 
A játékban az ellenségek, aszteroidák, aknák különböző csomagokat adhatnak, 
miután felrobbantak. Ezeket a csomagokat a játékos úgy tudja felvenni, hogy nekiütközik 
az űrhajóval. Minden nem felvett csomag automatikusan eltűnik 60 másodperc után. 
Javítócsomag 
 
A játékos űrhajó életpontján esett károkat javítócsomaggal lehet 
mérsékelni. Egy javítócsomag az űrhajó maximális életpontjának a 
harmadát adja hozzá a jelenlegi életpontokhoz, vagy ha ennél 
kevesebb életpont hiányzik, akkor maximálisra állítja az életpontot. 
Ha nem hiányzik életpont, nem tudja a játékos felvenni a 
javítócsomagot. 
Pajzscsomag 
 
A játékos a pajzsát pajzscsomagokkal tudja feltölteni. Egy csomag a 
maximális pajzs kapacitás felét adja hozzá az aktuális pajzsponthoz. 
Ha az aktuális pajzspont több mint a maximális pajzspont fele, akkor 
maximálisra állítja a pajzspontot. Ha nem hiányzik pajzspont, nem 
tudja a játékos felvenni a pajzscsomagot. 
Űrhajócsomag 
 
Űrhajócsomagokkal a játékos űrhajója fejleszthető. A játékos 
űrhajóból három fejlettségi verzió van, két űrhajócsomag felvétele 
után már nem tud többet felvenni a játékos, ugyanis elérte a 
maximális fejlettségi szintet az űrhajója. 
Fegyvercsomag 
 
A játékos űrhajójának fegyverzetét fegyvercsomagokkal lehet 
fejleszteni. Három fegyver fejlettségi szint van, két fegyvercsomag 
felvétele után már nem tud a játékos többet felvenni. 
Pontcsomag 
 
Előfordul, hogy egy ellenség vagy akna pontcsomagot ad, miután 
felrobbant. Egy pontcsomag 500 pontot ad az azt felvevő játékosnak. 
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Fegyverek 
A játékban lézerfegyverek vannak, összesen 5 különböző színben fordulnak elő. 
A különböző lézerfegyverek eltérő lövedék sebességgel, tüzelési gyorsasággal, sebzéssel, 
egyszerre kilőtt lövedékszámmal rendelkeznek. A játékos fegyverzete fejleszthető, 
fegyvercsomagok felvételével. Az alapértelmezett lézer egyszerre 1 lövedéket lő. A 
második fejlettségi szintű kettőt, a harmadik szintű pedig hármat, valamint a tüzelési és 
lövedék sebességük is növekszik a szinttel. Mikor egy lövedék eltalált valamit, a játék 
vizuálisan megjeleníti a találatot egy kereszttel. 
  
2.4. ábra Öt színű lézer és találati jelölőik 
2.5. ábra A játékos különböző fejlettségi szintű lézerfegyverei 
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2.5. Használat 
2.5.1. Főmenü 
A játék elindítása után a főmenü fogadja a felhasználót. Innen érhető el az 
egyjátékos és a hálózati többjátékos mód, melyben két játékos mérkőzhet meg egymással. 
Az egyjátékos mód (Singleplayer) gombra kattintás esetén a játék azonnal indul. A 
többjátékos mód (Multiplayer) gombra kattintva megjelenik a többjátékos menü. A 
játékból kilépni Androidon a „vissza” gomb megnyomásával, a többi platformon az ablak 
bezárásával, vagy az ESC gombbal lehet. 
  
2.6. ábra Főmenü 
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2.5.2. Többjátékos menü 
Ebben a menüben lehet beállítani a játékos nevét, csatlakozni szerver játékhoz, 
valamint saját játékszervert indítani. A játékos neve arra szolgál, hogy a távoli játékos 
név alapján meg tudja mondani, kivel játszik. A szövegdobozokba íráshoz a kiválasztott 
szövegdobozra kell kattintani, ezzel kijelölt állapotba kerül, valamint Androidon 
megnyílik a virtuális billentyűzet, mely a szövegdobozon kívülre kattintás esetén 
automatikusan bezárul. 
A „Save name” gombra kattintva az alkalmazás elmenti a megadott játékosnevet, 
amennyiben az nem üres és nem tartalmaz speciális karaktert. A „Connect” gombra 
kattintva a játék megpróbál kapcsolódni a szövegdobozban megadott IP címen futó 
játékszerverhez, amennyiben a megadott cím formátuma megfelelő. Ha a szerveren a 
játék nem az alapértelmezett porton (5555) fut, a helyes port megadható olyan formában, 
hogy az IP cím után kettőspontot teszünk, utána pedig a port számát. Pl.: 127.0.0.1:1234. 
A „Back” gomb (vagy Androidon a „vissza” gomb) újra behozza a főmenüt, a „Host 
Game” gomb pedig megjeleníti a szerver indítása menüt. 
  
2.7. ábra Többjátékos játék menü 
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2.5.3. Szerver indítása menü 
Ebben a menüben lehet beállítani a portot, amin a szerver el fog indulni. Ez a port 
alapértelmezetten 5555. A kényelem érdekében alul látható a felhasználó lokális IP címe, 
ez a rendszerből kiolvasott adat, nem ad garanciát arra, hogy másik, egy lokális vagy 
külső hálózaton lévő kliens csatlakozni tud erre az IP címre, a valódi lokális IP cím több 
hálózati beállítástól is függhet. A „Back” gombra (vagy Androidon a „vissza” gombra) 
kattintva újra megjelenik a többjátékos mód menü, a „Start Server” gomb pedig 
kattintásra elindítja a megadott porton (amennyiben annak formátuma megfelelő) a 
játékszervert. 
  
2.8. ábra Szerver indítása menü 
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2.5.4. Irányítás 
Az irányítás egyszerűsége miatt nem igényel tanulást, intuitív. A beviteli 
eszközök különbözősége miatt két féle irányítás van a játékban. 
Asztali számítógépeken (Windows, Linux, Mac) az irányítás billentyűzettel és 
egérrel történik. A W,A,S,D gombokkal vagy kurzor billentyűkkel (Fel, Balra, Le, 
Jobbra) lehet az űrhajó pozícióját változtatni. Ha egy iránygombot felengedünk, abba az 
irányba az űrhajó nem mozog tovább, valamint ha minden gombot felengedünk, az űrhajó 
automatikusan lefékez. Az űrhajó forgatását az egérrel lehet végezni – az űrhajó mindig 
a kurzor felé forog, tehát az egérrel célozhatunk. 
Androidon az irányítás joystickekkel működik. Az irányítás megvalósításakor 
kiemelt szempont volt, hogy okostelefonon is olyan egyszerűen és precízen lehessen 
irányítani az űrhajót, mint személyi számítógépen. Az űrhajó pozíciójáért a bal oldali 
sebesség joystick felel, mely egyfajta gázpedálként működik – az űrhajó maximális 
sebességét és gyorsulását is limitálja, hogy mennyire van a joystick gombja elhúzva a 
középponttól, így kicsi, precíz mozgások is lehetségesek. A sebesség joystick felengedése 
után az űrhajó automatikusan lefékez. A jobb oldali, forgatás joystick az űrhajó 360 fokos 
mozgását irányítja, itt a joystick gomb középpontól való távolsága nem számít, az űrhajó 
elforgatási szögét az elmozdított joystick gomb iránya módosítja. A forgatás joystick 
felengedése után az űrhajó megtartja a beállított elforgatási szöget. 
  
2.9. ábra Elmozdított joystickek androidon 
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2.5.5. Egyjátékos mód 
Egyjátékos módban a játékos célja, hogy minél több pontot gyűjtsön össze 
ellenséges űrhajók elpusztításával. A játék tárolja a játékos rekord pontszámát. A játéknak 
akkor van vége, ha a játékos űrhajója felrobban, ilyenkor, ha a játékosnak sikerült 
megdöntenie az előző rekord pontszámát, a játék automatikusan elmenti az új rekord 
pontszámot. 
Játék közbeni felhasználói felület 
A főmenüben az egyjátékos mód gombra kattintva a játék elindul. Az játék 
kezelőfelülete a következő elemekből áll: 
• Rekord pontszám  
• Jelenlegi pontszám 
• Játékos életpontok: szám és csík formában 
• Játékos pajzs: szám és csík formában 
• FPS (képkocka / másodperc) számláló 
  
2.10. ábra A játékos adatai 
2.11. ábra Egyjátékos mód asztali számítógépen 
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Androidon az irányításhoz további két kezelőfelületi elem van még jelen: 
• Bal virtuális joystick – az űrhajó sebességét állítja 
• Jobb virtuális joystick – az űrhajó forgatását irányítja 
Szüneteltetés 
A játék az ESC billentyűvel, vagy Androidon a „vissza” gombbal szüneteltethető. 
Szünet alatt a játék világa megáll, az űrhajó irányítás tiltásra kerül. A szünet menüben 
található „Main Menu” gombbal vissza lehet menni a főmenühöz. A „Resume” gombbal 
folytatható a játék. A szünet menü nem nyitható meg a játék vége menü alatt. 
2.12. ábra Egyjátékos mód Androidon, virtuális joystickek 
2.13. ábra Szüneteltetett egyjátékos mód 
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Játék vége menü 
Ha a játékos űrhajója felrobbant, a játéknak vége, megjelenik a játék vége menü. 
Ezen a menün a játékos láthatja, hány pontot gyűjtött össze, valamint hogy sikerült-e 
megdöntenie az előző pontszám rekordját. 
A „Main Menu” gombbal vissza lehet menni a főmenühöz, a „Restart” gombbal 
pedig új játékot lehet indítani. Új játék indításakor a megszerzett űrhajó és fegyver 
fejlesztések elvesznek, a pontszám lenullázódik, a játékvilág újragenerálódik.  
2.14. ábra Játék vége menü, új rekord pontszám elérve. 
2.15. ábra Játék vége menü, nem sikerült új rekord pontszámot elérni. 
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2.5.6. Többjátékos mód 
Többjátékos módban két játékos játszik egymás ellen, az egyjátékos módhoz 
hasonlóan az a játékosok célja, hogy minél több pontot gyűjtsenek össze ellenséges 
űrhajók elpusztításával. Az a játékos nyer, aki több pontot gyűjtött össze. Ha az 
összegyűjtött pontok száma megegyezik, a játék döntetlen. Ha egy játékos űrhajója 
felrobban, 10 másodperc múlva újraéled, ilyenkor minden űrhajó és fegyver fejlesztést 
elveszít, de a pontszáma megmarad. A játéknak akkor van vége, ha egy játékos űrhajó 
sincs egyszerre életben. 
Többjátékos módban a két játékos közül az egyik a szerver, a másik a kliens. Ha 
a szerverhez csatlakozott kliens, a játék megkezdettnek számít, többet nem lehet a 
szerverhez kapcsolódni. 
Játék közbeni felhasználói felület 
Többjátékos módban a felhasználói felület közel megegyezik az egyjátékos mód 
felhasználói felületével. A következő elemekből áll a felhasználói felület: 
• Másik játékos pontszáma 
• Jelenlegi pontszám 
• Játékos életpontok: szám és csík formában 
• Játékos pajzs: szám és csík formában 
• FPS (képkocka / másodperc) számláló 
• Másik játékos helyzetét jelző nyíl 
A másik játékos könnyebb megtalálása érdekében megjelenik egy nyíl a képernyő 
szélén, ha a másik játékos épp nem látható a képen. Ez a nyíl a másik játékos irányába 
mutat, valamint a nyíl alatt megjelenik még a másik játékos neve, vagy ha épp újraéled, 
akkor az újraéledés számlálója. Újraéledő játékost piros színnel jelez a nyíl. 
2.16. ábra A játékos adatai többjátékos módban. Az ellenfél „PC” névvel játszik. 
2.17. ábra Nyilak. Az ellenfél „PC” névvel játszik. 
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Világ limit 
Többjátékos módban, az egyjátékos móddal ellentétben a bejárható világ nem 
végtelen. A bejárható világ széleit piros vonalak jelzik, ezeket játékos nem tudja átlépni. 
  
2.18. ábra Nyíl jelzi a „PC” nevű távoli játékos pozícióját. 
2.19. ábra Világ limit jelzése piros vonalakkal 
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Szüneteltetés 
A játék az ESC billenytűvel, vagy Androidon a „vissza” gombbal szüneteltethető. 
Többjátékos módban a szünet menü megnyitásakor a játék nem áll meg, de az űrhajót 
ilyenkor nem lehet irányítani. A szünet menüben található „Main Menu” gombbal vissza 
lehet menni a főmenühöz. A „Resume” gombbal folytatható a játék. A szünet menü nem 
nyitható meg hibaüzenetek alatt, vagy játék vége menü alatt. 
  
2.20. ábra Szünet menü többjátékos módban 
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Újraéledés 
Ha egy játékos űrhajója felrobbant, és a másik játékos űrhajója még életben van, 
a felrobbant űrhajó 10 másodperc múlva automatikusan újraéled. Ez a számláló vizuálisan 
is megjelenik. Újraéledéskor elveszik minden megszerzett űrhajó és fegyver fejlesztés, 
de az összegyűjtött pontszám megmarad. Ha az egyik játékos éppen újraéled, és közben 
felrobban a másik játékos űrhajó is, a játéknak vége. 
  
2.21. ábra Újraéledés számláló 
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Játék vége menü 
Ha egy játékos sincs életben, a játéknak vége, megjelenik a játék vége menü. 
Látható mindkét játékos elért pontszáma, valamint egy üzenet a játék eredményéről. A 
játéknak három féle eredménye lehet: a lokális játékos nyert, a távoli játékos nyert, 
döntetlen lett a játék. 
A „Main Menu” gombbal vissza lehet menni a főmenühöz. Új játékot indítani csak 
a szerver tud, a „New Game” gombra kattintva. Új játék indításakor mindkét játékosnál a 
megszerzett űrhajó és fegyver fejlesztések elvesznek, a pontszám nullázódik, a játékvilág 
újragenerálódik.  
2.22. ábra Játék vége menü, kliens oldal 
2.23. ábra Játék vége menü, szerver oldal 
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Üzenetek, hálózati hibák 
Többjátékos játék indításakor eleinte egy üzenet jelenik meg, mely a szerver 
esetében azt jelzi, hogy még nem csatlakozott játékos, kliens esetében pedig azt, hogy a 
kapcsolódás még folyamatban van. Minden esetlegesen fellépő hálózati hiba kezelve van, 
és vizuálisan megjelenítésre kerül. Ezek az üzenetek megszakítják a játékot. Minden 
hibaüzenet menüjében van egy „Main Menu” gomb, mellyel vissza lehet lépni a 
főmenübe. 
Kliensoldal 
Kapcsolódás megkezdésekor a kliensoldali játékos a kapcsolódás menüt látja. Ez 
a menü automatikusan eltűnik amint a kapcsolat létrejött, vagy átvált a kapcsolat 
időtúllépés menüre, ha a kapcsolat nem jött létre 5 másodperc után sem. 
  
2.24. ábra Kapcsolódás folyamatban 
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Ha a kapcsolat nem jött létre 5 másodperc után, vagy játék közben megszakadt a 
kapcsolat, az alábbi menü jelenik meg. A kapcsolat több okból is megszakadhat: kilépett 
a szerver játékos, vagy megszűnt az internetkapcsolat. 
Ha a kapcsolódáskor megadott IP címet nem tudja a rendszer feloldani, az alábbi 
menü jelenik meg. 
  
2.25. ábra Kapcsolat időtúllépés 
2.26. ábra Szerver hálózati cím feloldása sikertelen 
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Szerveroldal 
Szerver indításakor a várakozás játékosra menü jelenik meg és automatikusan 
eltűnik amint kapcsolódott egy játékos. 
  
2.27. ábra Várakozás játékos kapcsolódására 
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Ha megszakad a kapcsolat a csatlakozott játékossal, az alábbi menü jelenik meg. 
A kapcsolat megszakadásának több oka lehet: kliens kilépett a játékból, vagy megszakadt 
az internetkapcsolat. 
Ha a szerver létrehozásakor megadott port nem elérhető, a szerver nem tud 
elindulni és az alábbi hibaüzenet jelenik meg. 
 
  
2.28. ábra Elveszett a kapcsolat a játékossal 
2.29. ábra Szerver nem indítható a megadott porton 
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3. Fejlesztői dokumentáció 
3.1. Követelményelemzés 
3.1.1. A feladat megfogalmazása 
A feladat egy olyan játék elkészítése, ahol a játékosok 2D térben szabadon mozgó 
űrhajókat irányítanak, és a céljuk az ellenséges űrhajók elpusztítása. Legyen a játék 
multiplatform, valamint legyen benne lehetőség realtime 2 fős online játékra is. A több 
platformra elkészült játék legyen minden platformon teljes értékű, tartalmazza 
ugyanazokat a funkciókat, online módban ne legyen megkülönböztetve egy platform sem. 
A játék architektúrájának megtervezésekor az egyik fő szempont, hogy különüljön 
el egymástól az asztali (Windows, Linux, Mac) verzió és az Android verzió, viszont a 
kódbázis amennyire lehet, egyezzen meg, így a játék könnyen fejleszthető, hiszen nem 
kell a több platformmal sokat külön-külön foglalkozni. 
A többjátékos mód úgy legyen megtervezve, hogy ne kelljen külön szerver 
alkalmazást telepíteni és indítani, ha két játékos online szeretne játszani, helyette legyen 
a szerver és kliens kód a játékba beépítve. Ezzel a megoldással az online mód könnyebben 
használható a felhasználó szempontjából. A hálózati hibák legyenek kezelve és a 
felhasználó felé jelezve. 
3.1.2. Funkcionális követelmények 
Alapfunkciók 
• Szabad, rácshoz nem kötött 2D mozgás 
• Célzás a játékos űrhajóval 
• Tüzelés a játékos űrhajó fegyverével 
• Számítógépes ellenfelek  
• Ütközésérzékelés (egyben sebzések kezelése) 
• Ellenfelek, aszteroidák, aknák elpusztítása  
• Pontozás (ellenfelek elpusztításáért jár pont) 
• Játékos űrhajó felrobbanása 
• Procedurálisan generált pálya 
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További funkciók 
• A játékos űrhajójának a fegyvere fejleszthető (fegyver fejlesztőcsomagok 
felvétele) 
o Több nyalábban lő, nagyobb sebzés 
• A játékos űrhajója javítható javító- és pajzscsomagok felvételével 
• A játékos űrhajója fejleszthető űrhajót fejlesztő csomag felvételével 
• A játék előrehaladtával egyre több ellenfél jelenik meg 
• Több típusú ellenfél, eltérő viselkedésű számítógépes játékosok 
• Procedurálisan generált aszteroida- és aknamezők, véletlenszerűen megjelenő 
ellenfelek  
• Realtime 2 fős többjátékos mód 
• Ranglista az összegyűjtött pontok alapján többjátékos módban 
• Multiplatform játék 
Ellenfelek funkciói 
• Szabad, rácshoz nem kötött 2D mozgás 
• Célzás 
• Tüzelés fegyverrel 
• Manőverek (lövedék kikerülése, direkt játékosnak ütközés, üldözés) végrehajtása 
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3.1.3. Használati esetek 
 
  
3.1. ábra A játékos használati esetei 
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3.2. ábra Gépi játékos használati esetei 
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3.1.4. Nem funkcionális követelmények 
• A játék egy egyszerű, jól áttekinthető és könnyen navigálható menürendszerrel 
rendelkezik. 
• Az irányítás könnyen kezelhető, hasonló műfajú játékokéval megegyező. 
• A világ megjelenítése 2D felülnézetes, vizuális effektusokat is alkalmaz 
robbanások megjelenítésére. Egyszerre sok objektumot és effektust tud lassulás, 
akadás nélkül megjeleníteni. 
• Többjátékos módban lényeges, hogy a játék valós időben történjen, mindegyik 
játékos ugyanazokat az ellenfeleket, világot lássa, ideális hálózati feltételek 
mellett ne legyen észlelhető késleltetés. 
• Többjátékos módban az esetlegesen felmerülő hibákról hibaüzenet megjelenítése 
a felhasználó felé 
• Továbbfejleszthetőség lehetősége, jó karbantarthatóság 
  
3.3. ábra Szerver-kliens használati esetek 
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3.1.5. Felhasználói felület terv 
A felhasználói felület külső keretrendszer vagy könyvtár használata nélkül került 
létrehozásra. A játékban található menük gombokat, szövegdobozokat, feliratokat 
tartalmaznak. 
Főbb felhasználói felületek: 
• Főmenü 
• Többjátékos menü 
• Szerver indítása menü 
• Szüneteltetés, játék vége, hibaüzenet játék közbeni menük 
• Játék közbeni felhasználói felület (űrhajó adatai, pontszámok, FPS számláló) 
• Androidon virtuális joystickek 
 
  
3.4. ábra Főmenü terve 
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3.5. ábra Többjátékos mód menü terv 
3.6. ábra Szerver indítása menü terv 
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3.7. ábra Játék közbeni kezelőfelület terv Androidon 
3.8. ábra Játék közbeni kezelőfelület terv asztali verzión 
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3.9. ábra Szünet menü terv 
3.10. ábra Játék vége menü terv 
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3.1.6. Navigálás a menük között 
  
3.11. ábra Hibaüzenet menü terv 
3.12. ábra Navigálás a menük között 
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3.2. Tervezés 
3.2.1. A felhasznált keretrendszer 
A játék Java nyelven, a LibGDX [2] keretrendszer felhasználásával készült el. 
Ez a Java keretrendszer valósítja meg a megjelenítést és az irányítást, valamint az egyik 
fő funkciója, hogy több platformra lehet ugyanazt a kódbázist lefordítani. 
A játék fejlesztésekor cél volt, hogy a lehető legkevesebb extra könyvtárat 
használjam fel, így a teljes játék saját fejlesztés, nem támaszkodik külső fizika, 
megjelenítés, játéklogika, vagy UI könyvtárakra. Ennek a megközelítésnek egy előnye 
felhasználói szempontból, hogy a játék kevesebb tárhelyet foglal. Az egyetlen felhasznált 
extra könyvtár egy LibGDX által fejlesztett, mely a FreeType betűtípusok betöltését és 
konfigurálását segíti. 
3.2.2. Fejlesztői környezet 
A projekt létrehozásához a LibGDX által fejlesztett projekt létrehozó eszközt [3] 
használtam. Az eszközben meg lehet adni, milyen könyvtárok kerüljenek importálásra, 
milyen platformokra forduljon le a program. A megadott információk alapján létrehoz az 
eszköz egy Gradle build scriptet. Ez a build script tartalmazza a különböző platformokon 
történő futtatás és fordítás parancsokat. 
A játék fejlesztéséhez az Android Studio 3.1 [4] IDE-t használtam. Ez egy 
IntelliJ IDEA alapokra épülő fejlesztői környezet. Ez az IDE elsősorban Android 
fejlesztésre ajánlott, azonban a LibGDX Gradle build script által lehetőség van asztali 
számítógépre fordítani és futtatni a programot. Az Android verzió nem emulátorban 
készült, hanem a számítógéphez csatlakoztatott Androidot futtató okostelefonra fordította 
az IDE. A beépített ADB (Android Debug Bridge) támogatással az Android Studio 
fejlesztői módban tud a csatlakoztatott okostelefonnal kommunikálni, arra lefordított 
programot telepíteni (.apk fájlt). 
3.2.3. A program szerkezete 
A program az MVC szerkezeti mintát alkalmazva készült, fő szempont volt, hogy 
a játéklogika amennyire lehetséges, elkülönüljön a megjelenítés és az irányítás 
megvalósításától. Ebben a szerkezetben elkülönül a Modell (Model), a Nézet (View) és 
a Vezérlő (Controller). Több rétegben került alkalmazásra a programban az MVC minta: 
a játék alapszerkezetében és különböző csomagokban. Ezt a szerkezetet kiegészíti egy, 
MVC szerkezettel nem rendelkező, segédfüggvényeket és interfészeket tartalmazó kisebb 
csomag, a utils.  
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A különböző rétegek a következő feladatokat látják el: 
• Modell réteg leírja a játékvilágokat és azok különböző elemeit (entitások, 
kezelőfelületi elemek), játéklogikát tartalmaz 
• Nézet réteg feladata legalsó szinten a megjelenítés, képernyő kezelés vezénylése, 
felsőbb szinten a megjelenítendő elemek kirajzolása azok modellje alapján. 
• Vezérlő réteg felelős a felhasználói bemenet kezeléséért, a nézet váltásáért, a gépi 
játékosok vezérléséért, a modell frissítéséért, a resource (textúra, betűtípus) 
betöltő rendszer vezérléséért 
A LibGDX által biztosított megjelenítést kihasználva az MVC szerkezet annyiban 
módosult, hogy a nézet rétegben a fő képkocka rajzolási metódushoz van kötve a modell 
és a vezérlő frissítése is. Ezzel a megoldással szinkronban tartható a három réteg, valamint 
a modell és a vezérlő tudja kompenzálni a megjelenítés sebességét azzal, hogy a játékbeli 
mozgások és időzítők léptéke az előző képkocka előállításához szükséges időhöz 
alkalmazkodik. Ez gyakorlatban azt jelenti, hogy ha a felhasználó lassú hardveren játszik 
és az nem tud 60 képkockát megjeleníteni másodpercenként (60 FPS), ez esetben a 
felhasználó nem tapasztal a játékbeli mozgásokban és időzítőkben lassulást. Ugyanígy, 
ha az FPS több, mint 60, a játékvilág nem fog felgyorsulni. 
3.3. Adatok tárolása 
A feladatból adódóan csak kevés adat tárolására van szükség, ezek az adatok a 
játékos rekord pontszáma „highscore” és neve „name”. Az adatok a LibGDX Preferences 
osztályának [5] segítségével kerülnek tárolásra. A Preferences osztály platformonként a 
következő helyekre menti az adatokat: 
OS Preferences tárolási helye 
Windows %UserProfile%/.prefs/SpaceGame 
Linux, Mac OS X ~/.prefs/SpaceGame 
Android Az alkalmazás adattárhelye 
  
3.13. ábra Az alap MVC szerkezet 
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3.4. Megvalósítás 
3.4.1. Fejlesztés közben hozott implementációs döntések 
Szerkezet 
A program komplexitásából adódóan előre látható volt, hogy sok, akár 100 fölötti 
osztályra lesz szükség, ezért fontos volt egy olyan szerkezetet létrehozni, ami fejlesztés 
közben és utólag is átlátható, valamint elég rugalmas ahhoz, hogy továbbfejleszthető 
maradjon. A korai verziókban csak egy MVC réteg volt és minden rétegben ugyanazok a 
csomagnevek szerepeltek, így például a model, view, controller csomagok közül 
mindhárom tartalmazott entities és ui csomagokat, bennük az ide tartozó osztályokkal. 
Ez a megoldás hamar átláthatatlan lett, ezért teljes refaktorálásra lett szükség, aminek az 
eredménye a végleges osztályszerkezet. Az alábbi ábrán látható ennek a szerkezetnek az 
áttekinthetősége.  
 
  
3.14. ábra entities.ships.aliens.model kibontva Android Studioban 
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Többjátékos mód 
Az online többjátékos mód létrehozása elején egy fontos döntést kellett meghozni 
a kliens és a szerver felelősségi köréről. A döntésben szerepe volt annak, hogy a 
többjátékos mód követelménye a valósidejűség, de nem szerepel követelményként a 
hibajavítás, módosított és elveszett csomagok detektálása. A következő megoldások [6] 
kerültek végiggondolásra: 
• Peer-to-Peer Lockstep – Ebben a megoldásban körökre van osztva a játék, az egyik 
játékos megvárja a másik bemenetét, ez alapján szimulálja a soron következő kört. 
Tökéletesen szinkronizált a játék, de túl lassú, a hálózat késleltetése erősen hatással 
van a játékra, ugyanis mindig meg kell várni a másik játékos késleltetését is. 
• Klasszikus Client/Server – Ebben a modellben a kliens nem futtat játék kódot, csak 
a játékos bemenetét küldi el a szervernek, a szerver szimulálja a világot ez alapján, 
majd visszaküldi a kliensnek a megváltozott világot. Jól szinkronizálható a játék, de 
a hálózati késleltetés feltűnő, ugyanis ameddig nem érkezik válasz, a játékos 
bemenete nincs feldolgozva, a szerver játékosnak pedig időbeli előnye van. 
• Client-Side Prediction – A legtöbb mai játék ezt a megoldást használja. A 
Client/Server szerkezethez hasonlóan a legtöbb kód a szerveren fut, ami szimulálja a 
világot a kliens játékosok bemenetei alapján. Azzal egészül ki, hogy a kliens is futtat 
bizonyos mennyiségű játék kódot, megjósolja a kliens és a játékobjektumok 
mozgását, így folyamatosnak tűnik számára a játék. Az így megjósolt állapotot 
folyamatosan korrigálja a szervertől érkezett adatok alapján. 
Végül egy módosított Client-Side Prediction került implementálásra. A kliens 
megjósolja az ellenséges űrhajók és a szerver játékos mozgását, valamint a szerver játékos 
a kliens mozgását. A jósolt pozíciók az érkezett adatok alapján korrigáltak, a gépi 
játékosok a szervernél futnak. A módosítás, hogy a kliens és a szerver játékos csak a saját 
ütközéseit, találatait figyeli, majd ezekről tájékoztatja a másik játékost, tehát nem 
központilag szimulált a világ. Ezzel a megoldással nem észlel a kliens késleltetést az 
ütközésérzékelésben, amit eltalált, elpusztított, az biztosan nem kerül korrigálásra, nagy 
késleltetés esetén se. A világ szinkronizált, de nem tökéletesen, apróbb hibák lehetnek, 
de ideális hálózati kapcsolatnál nem feltűnő, valamint minden esetben fair módon kezelt. 
Szinkronizációs hiba például, ha nagy a késleltetés a játékosok között, a szerver elpusztít 
egy ellenséget, de közben az erről még tudomást nem szerzett kliens is elpusztítja 
ugyanazt az ellenséget, az ellenség elpusztításáért járó pontot mindkét játékos megkapja. 
Ez fairnek mondható, ugyanis mindketten megküzdöttek a pontért. 
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3.4.2. Csomag- és osztályszerkezet 
A program funkciók szerint több csomagra lett bontva. A játék alapjainak MVC 
szerkezetén kívül még saját, különálló MVC szerkezettel rendelkezik minden fő funkciót 
ellátó csomag. Ezzel a megoldással a forráskód jobban áttekinthető, könnyebben 
navigálható, karbantartható. 
• com.simontamasmark.spacegame 
 controller 
• AIController.java 
• GestureListener.java 
• InputListener.java 
• PlayerController.java 
• handlers 
o AssetHandler.java 
o CollisionHandler.java 
o GestureHandler.java 
o InputHandler.java 
 entities 
• model 
o DamageableInterface.java 
o DamageableModel.java 
o EntityModel.java 
o HitBox.java 
• pickups 
o model 
 HealthPickupModel.java 
 PickupModel.java 
 ScorePickupModel.java 
 ShieldPickupModel.java 
 UpgradePickupModel.java 
 WeaponPickupModel.java 
• projectiles 
o model 
 BlueLaserProjectileModel.java 
 GreenLaserProjectileModel.java 
 OrangeLaserProjectileModel.java 
 ProjectileModel.java 
 ProjectileSystemModel.java 
 PurpleLaserProjectileModel.java 
 RedLaserProjectileModel.java 
o view 
 ProjectileRenderer.java 
 ProjectileSystemRenderer.java 
• props 
o model 
 AsteroidModel.java 
 BigAsteroidModel.java 
 MediumAsteroidModel.java 
 MineAsteroidModel.java 
 SmallAsteroidModel.java 
• ships 
o aliens 
 AlienGeneratorModel.java 
 controller 
• AlienShipController.java 
• DestroyerAlienController.java 
• FighterAlienController.java 
• KamikazeAlienController.java 
 model 
• AlienShipModel.java 
• DestroyerAlienModel.java 
• FighterAlienModel.java 
• KamikazeAlienModel.java 
o model 
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 PlayerShipModel.java 
 ShipModel.java 
o weapons 
 model 
• DestroyerWeaponModel.java 
• FighterWeaponModel.java 
• KamikazeWeaponModel.java 
• TierOneWeaponModel.java 
• TierThreeWeaponModel.java 
• TierTwoWeaponModel.java 
• WeaponModel.java 
• view 
o EntityRenderer.java 
 main 
• MainGdxGame.java 
• modes 
o LoadingMode.java 
o MenuMode.java 
o Mode.java 
o MultiplayerClientMode.java 
o MultiplayerHostMode.java 
o SingleplayerMode.java 
o controller 
 GameController.java 
 LoadingController.java 
 MenuController.java 
 ModeController.java 
 MultiplayerClientController.java 
 MultiplayerController.java 
 MultiplayerHostController.java 
 SingleplayerController.java 
o model 
 GalaxyModel.java 
 GameState.java 
 GameWorld.java 
 LoadingWorld.java 
 MenuWorld.java 
 MultiplayerWorld.java 
 SingleplayerWorld.java 
 World.java 
o view 
 GalaxyRenderer.java 
 LoadingRenderer.java 
 MenuRenderer.java 
 ModeRenderer.java 
 MultiplayerRenderer.java 
 SingleplayerRenderer.java 
• player 
o model 
 Player.java 
 model 
• GlobalValues.java 
 network 
• controller 
o ClientCommandHandler.java 
o CommandHandler.java 
o HostCommandHandler.java 
• model 
o Command.java 
o CommandBuilder.java 
o CommandSignature.java 
o CommandUtils.java 
o DataType.java 
o ReceiveEventThread.java 
o ReceiveThread.java 
o SendThread.java 
o UDPClientThread.java 
o UDPServerThread.java 
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 ui 
• controller 
o ButtonController.java 
o ContainerController.java 
o InputController.java 
o KeyboardMovementController.java 
o TextBoxController.java 
o TouchpadController.java 
o UIElementController.java 
o UIManagerController.java 
• model 
o BarModel.java 
o ButtonModel.java 
o ChevronModel.java 
o ContainerModel.java 
o HitboxedUIElementModel.java 
o IconTextModel.java 
o ImageModel.java 
o TextBoxModel.java 
o TextModel.java 
o TouchknobModel.java 
o TouchpadModel.java 
o UIElementModel.java 
o UIManagerModel.java 
• view 
o ButtonRenderer.java 
o ChevronRenderer.java 
o ContainerRenderer.java 
o IconTextRenderer.java 
o TextBoxRenderer.java 
o TextRenderer.java 
o TouchpadRenderer.java 
o UIElementRenderer.java 
o UIManagerRenderer.java 
 utils 
• Callback.java 
• MessageCallback.java 
• PlatformName.java 
• Utilities.java 
 view 
• gfx 
o Background.java 
o MapBounds.java 
o Renderer.java 
o particlesys 
 model 
• BigExplosionParticleModel.java 
• EmitterModel.java 
• EmitterSystemModel.java 
• Explosion.java 
• MediumExplosionParticleModel.java 
• ParticleModel.java 
• SmallExplosionParticleModel.java 
 view 
• EmitterRenderer.java 
• EmitterSystemRenderer.java 
• screens 
o BaseScreen.java 
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3.5. A forrásfájlok működésének leírása 
Csak a fontosabb osztályok és metódusok kerülnek ismertetésre, triviális getter és 
setter metódusok nem mindig kerülnek említésre. 
3.5.1. Indító osztályok 
A platformfüggő LibGDX indító osztályok felelősek a program elindításáért. [7] 
Két ilyen osztály van, az asztali platformon indításért a DesktopLauncher, Androidon 
indításért az AndroidLauncher felelős. Itt van még beállítva az élsimítás, ablakméret, FPS 
limit. 
3.5.2. Main osztályok 
A main csomagban található osztályok adják a játék alapját. Itt kerül elindításra a 
játék, valamint itt van leírva a különböző módok (töltőképernyő, főmenü, egyjátékos 
mód, kétjátékos mód) működése is. 
main.MainGdxGame 
A MainGdxGame a játék fő osztálya, a com.badlogic.gdx.Game leszármazottja. Ez 
az osztály különböző program életciklus metódusokat tartalmaz (create, dispose, pause, 
resume, restart) Nem tartalmaz hagyományos main függvényt, az indítást a LibGDX 
végzi el a megfelelő platformfüggő indító osztállyal (DesktopLauncher, 
AndroidLauncher). Létrehozza a resource betöltő rendszert (AssetHandler), ezen egyből 
elindítja az előtöltést. Az előtöltés alatt olyan textúrák, betűtípusok kerülnek betöltésre, 
melyek a töltőképernyő megjelenítéséhez szükségesek. Az előtöltés átmenetileg 
blokkolja a program futását, de ez a várakozás rövid ideig tart, még régebbi hardveren is.  
Előtöltés után létrehozza és beállítja a képernyőt (BaseScreen), majd létrehozza a 
töltőképernyő módot (LoadingMode), ezzel el is indul a betöltés. 
Metódus 
neve 
Paraméterek Visszatérési 
érték 
Leírás 
create   Létrehozáskor hívódik meg a LibGDX által, 
elindítja a betöltést, beállítja a képernyőt, 
létrehozza a töltőképernyő módot 
dispose   Kilépéskor hívódik meg a LibGDX által, törli a 
betöltő rendszert 
pause   Program háttérbe kerülésekor hívódik meg a 
LibGDX által 
resume   Program előtérbe kerülésekor hívódik meg a 
LibGDX által 
restart   Program újraindításakor hívódik meg, ez 
Androidon fordulhat elő, az applikációk életciklus 
kezelése miatt. Újraindítja a betöltéskezelőt. 
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Game  
 
com::simontamasmark::spacegame::main:: 
MainGdxGame  
Properties  
   «readOnly» 
+ assetHandler : AssetHandler 
+ mode : Mode 
Constructors  
+ MainGdxGame( ) : void 
Methods  
+ create( ) : void 
+ dispose( ) : void 
+ pause( ) : void 
+ restart( ) : void 
+ resume( ) : void 
3.15. ábra MainGdxGame osztály 
main.modes.Mode 
Minden mód (LoadingMode, MenuMode, SingleplayerMode, MultiplayerClientMode, 
MultiplayerHostMode) ebből az osztályból származik. Ez az osztály fogja össze egy-egy mód 
modell (World), nézet (ModeRenderer), vezérlő (ModeController) osztályait. Csak getter 
metódusokkal rendelkezik. 
Object  
 
com::simontamasmark::spacegame::main::modes:: 
Mode  
Properties  
   «readOnly» 
+ controller : ModeController 
   «readOnly» 
+ renderer : ModeRenderer 
   «readOnly» 
+ world : World 
Constructors  
+ Mode( ) : void 
3.16. ábra Mode osztály 
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Modell osztályok 
main.modes.model.World 
Minden mód modellje a World osztályból származtatott. A runTime adattagja a 
World futási ideje, ezt az értéket az update függvény paraméterével növeli minden 
meghíváskor. Az update függvényt az adott mód vezérlője (ModeController) hívja meg. 
Tárolja még a világ bal felső sarkának a koordinátáit a topLeftCorner Vector2 adattagban. 
Erre az adatra optimalizációs célokból van szükség. 
Metódus neve Paraméterek Visszatérési érték Leírás 
update float  Növeli a runTime 
változót a 
paraméterrel, 
rendeltetés szerint ez a 
paraméter az előző 
képkocka rajzolása 
alatt eltelt idő.  
getRunTime   Visszaadja a futási 
időt. 
getTopLeftCorner  Vector2 Visszaadja a jelenleg 
látható világrészlet bal 
felső sarkának 
koordinátáit. 
setTopLeftCorner Vector2  Beállítja a jelenleg 
látható világrészlet bal 
felső koordinátáit. 
getScreenCenter  Vector2 Visszaadja a jelenleg 
látható világrészlet 
középpontját 
 
Object  
 
com::simontamasmark::spacegame::main::modes::model:: 
World  
Properties  
   «readOnly» 
+ runTime : float 
   «readOnly» 
+ screenCenter : Vector2 
+ topLeftCorner : Vector2 
Constructors  
+ World( ) : void 
Methods  
+ update( float ) : void 
3.17. ábra World osztály 
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main.modes.model.GameWorld 
Absztrakt osztály, a GameWorld minden játékvilág (SingleplayerWorld, 
MultiplayerWorld) szülő osztálya. Adattagként szerepel minden modell, ami a 
játékvilágban szerepet játszik. Frissíti a világ modelljeit, kezeli a játék menetét (játék 
vége, újraindítás). 
Metódus neve Paraméterek Visszatérési érték Leírás 
update float  Frissíti a világ 
modelljeit. 
addPickupModel PickupModel  Hozzáad egy 
PickupModel-t a 
pickupModels listához. 
gameOver   Véget vet a játéknak. 
pause   Szünetelteti a játékot. 
restartGame   Újraindítja a játékot. 
resume   Folytatja a játékot. 
setPlayerInputEnabled boolean  Paraméter szerint 
engedélyezi, vagy 
letiltja a játékos 
bemenetét. 
setTopLeftCorner Vector2  Beállítja a World és a 
GalaxyModel bal felső 
sarkát. 
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World  
 
com::simontamasmark::spacegame::main::modes::model:: 
GameWorld  
Fields  
- projectileSystem : ProjectileSystemModel 
Properties  
   «readOnly» 
+ alienGenerator : AlienGeneratorModel 
   «readOnly» 
+ alienShipModels : List<AlienShipModel> 
   «readOnly» 
+ assetHandler : AssetHandler 
   «readOnly» 
+ collisionHandler : CollisionHandler 
   «readOnly» 
+ emitterSystemModel : EmitterSystemModel 
   «readOnly» 
+ galaxyModel : GalaxyModel 
   «readOnly» 
+ gameState : GameState 
+ otherPlayer : Player 
   «readOnly» 
+ otherPlayerShip : PlayerShipModel 
   «readOnly» 
+ pickupModels : List<PickupModel> 
   «readOnly» 
+ player : Player 
   «readOnly» 
+ playerProgress : float 
   «readOnly» 
+ playerShip : PlayerShipModel 
   «readOnly» 
+ projectileSystemModel : ProjectileSystemModel 
   «readOnly» 
+ uiManagerModel : UIManagerModel 
Constructors  
+ GameWorld( AssetHandler ) : void 
Methods  
+ addPickupModel( PickupModel ) : void 
+ gameOver( ) : void 
+ pause( ) : void 
+ restartGame( ) : void 
+ resume( ) : void 
+ setPlayerInputEnabled( boolean ) : void 
+ setTopLeftCorner( Vector2 ) : void 
+ update( float ) : void 
3.18. ábra GameWorld osztály 
  
 49 
 
main.modes.model.GalaxyModel 
A GalaxyModel osztály felelős az aszteroidamezők procedurális generálásáért. A 
procedurális generálás időzítőkkel működik, egy-egy aszteroidamező létrehozásánál 
figyeli a többi mezőtől való távolságot is. Külön listában tartja azokat az aszteroidákat, 
amelyek közel vannak a játékoshoz, így nagyon sok iterációt lehet megspórolni 
ütközésérzékelésnél. A játékostól túl távol levő aszteroidákat automatikusan eltávolítja. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
asteroidFieldNear Vector2 boolean Ellenőrzi, hogy van-e a 
megadott ponthoz közel 
aszteroida mező. 
asteroidsNear PlayerShipModel boolean Ellenőrzi, hogy van-e az 
űrhajóhoz közel aszteroida. 
canSpawnAsteroidField PlayerShipModel boolean Időzítő, csak bizonyos 
időközönként tér vissza igaz 
értékkel, ekkor lehet új mezőt 
létrehozni. 
clearAsteroids   Összes aszteroida törlése. 
despawnAsteroids   Távoli aszteroidák törlése. 
generateAsteroidField Vector2  Aszteroidamező generálása a 
megadott pozícióban. 
generateAsteroidFieldPosition PlayerShipModel Vector2 Aszteroidamező pozíció 
generálása a játékostól és a 
többi mezőtől elég távol. 
removeDeadAsteroids   Halott aszteroidák törlése. 
restart   GalaxyModel alaphelyzetbe 
állítása, aszteroidák törlése. 
spawnAsteroid Class<?>, 
Vector2 
 Létrehoz egy megadott 
osztályú aszteroidát a 
megadott mező középpont 
közelében. 
spawnAsteroidField PlayerShipModel  Létrehoz egy 
aszteroidamezőt, ha épp lehet. 
spawnAsteroidFieldsInstantly int, 
PlayerShipModel 
 Időzítő nélkül generál 
megadott mennyiségű 
aszteroidamezőt. 
spawnAsteroids int, Class<?>, 
Vector2 
 Létrehoz megadott 
mennyiségű és osztályú 
aszteroidát. 
update float  Frissíti az aszteroidákat, törli 
a halottakat, frissíti a közel 
levő aszteroidák listáját. 
updateAsteroids float  Frissíti az aszteroidákat, 
frissíti a közel levő 
aszteroidák listáját. 
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World  
 
com::simontamasmark::spacegame::main::modes::model:: 
GalaxyModel  
Constants  
+ ASTEROIDFIELDS_COUNT_NEAR : float 
+ ASTEROIDFIELDS_KILLDISTANCE : float 
+ ASTEROIDFIELDS_MIN_DISTANCE : int 
+ ASTEROIDFIELDS_SPAWNDISTANCE_MAX : float 
+ ASTEROIDFIELDS_SPAWNDISTANCE_MIN : float 
+ ASTEROIDFIELD_RADIUS : float 
+ ASTEROID_SPAWNTIME_MAX : float 
+ ASTEROID_SPAWNTIME_MIN : float 
+ BIGASTEROID_FIELD_COUNT_MAX : int 
+ BIGASTEROID_FIELD_COUNT_MIN : int 
+ MEDIUMASTEROID_FIELD_COUNT_MAX : int 
+ MEDIUMASTEROID_FIELD_COUNT_MIN : int 
+ MINE_FIELD_COUNT_MAX : int 
+ MINE_FIELD_COUNT_MIN : int 
+ NEAR_DISTANCE_FROM_CENTER : float 
+ SMALLASTEROID_FIELD_COUNT_MAX : int 
+ SMALLASTEROID_FIELD_COUNT_MIN : int 
Fields  
- assetHandler : AssetHandler 
- asteroidFieldCenters : List<Vector2> 
- emitterSystemModel : EmitterSystemModel 
- nextSpawnTime : float 
- world : GameWorld 
Properties  
+ asteroidDropsEnabled : boolean 
+ asteroidFieldSpawnDistMax : float 
+ asteroidFieldSpawnDistMin : float 
   «readOnly» 
+ asteroidModels : List<AsteroidModel> 
   «readOnly» 
+ nearAsteroidModels : List<AsteroidModel> 
+ onAsteroidSpawn : Callback 
   «readOnly» 
+ renderer : GalaxyRenderer 
Constructors  
+ GalaxyModel( GameWorld, AssetHandler, EmitterSystemModel ) : void 
Methods  
- asteroidFieldNear( Vector2 ) : boolean 
- asteroidsNear( PlayerShipModel ) : boolean 
- canSpawnAsteroidField( PlayerShipModel ) : boolean 
+ clearAsteroids( ) : void 
+ despawnAsteroids( ) : void 
- generateAsteroidField(Vector2 ) : void 
- generateAsteroidFieldPosition( PlayerShipModel ) : Vector2 
- removeDeadAsteroids( ) : void 
+ restart( ) : void 
- spawnAsteroid( Class<?>, Vector2 ) : void 
+ spawnAsteroidField( PlayerShipModel ) : void 
+ spawnAsteroidFieldsInstantly( int, PlayerShipModel ) : void 
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- spawnAsteroids( int, Class<?>, Vector2 ) : void 
+ update( float ) : void 
- updateAsteroids( float ) : void 
3.19. ábra GalaxyModel osztály 
 
main.modes.model.SingleplayerWorld 
GameWorld leszármazott osztálya, a SingleplayerWorld osztály írja le az 
egyjátékos mód világát és frissíti azt. Kezeli a játék menetét. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
update float  Frissíti a világ modelljeit. 
gameOver   Véget vet a játéknak. 
pause   Szünetelteti a játékot. 
restartGame   Újraindítja a játékot. 
resume   Folytatja a játékot. 
canCallGameOver  boolean Időzítő, megmondja, miután meghalt a 
játékos, meghívható-e a gameOver. 
playerDead   Akkor kerül meghívásra, ha meghalt a 
játékos, letiltja a bemenetet és elindítja a 
játék vége időzítőt. 
 
GameWorld  
 
com::simontamasmark::spacegame::main::modes::model:: 
SingleplayerWorld  
Fields  
- callGameOverTime : float 
- gameOverDelay : float 
   «final» 
- maxDifficultyGoal : float 
Properties  
   «readOnly» 
+ playerProgress : float 
Constructors  
+ SingleplayerWorld( AssetHandler ) : void 
Methods  
- canCallGameOver( ) : boolean 
+ gameOver( ) : void 
+ pause( ) : void 
- playerDead( ) : void 
+ restartGame( ) : void 
+ resume( ) : void 
+ update( float ) : void 
3.20. ábra SingleplayerWorld osztály 
  
 52 
 
main.modes.model.MultiplayerWorld 
GameWorld leszármazott osztálya, a MultiplayerWorld osztály írja le a többjátékos 
mód világát és frissíti azt. Kezeli a játék menetét. Mivel a hálózatról érkező adatok nem 
feltétlen vannak szinkronban a világ frissítésével, entitás puffer listákat is kezel. Ezekből 
áthelyezi az entitásokat update híváskor a „valódi” listákba. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
update float  Frissíti a világ modelljeit. 
gameOver   Véget vet a játéknak. 
pause   Szünetelteti a játékot. 
restartGame   Újraindítja a játékot. 
resume   Folytatja a játékot. 
addAlienShipModelFromHost AlienShipModel  Puffer listába helyezi a 
paraméterként kapott entitást. 
addAsteroidModelFromHost AsteroidModel  Puffer listába helyezi a 
paraméterként kapott entitást. 
addPickupModel PickupModel  Hozzáad egy PickupModel-t a 
világhoz, ha az a világ a 
szerver.  
addPickupModelFromHost PickupModel  Puffer listába helyezi a 
paraméterként kapott entitást. 
excludeDeadAlienUUID String  Kizárja a megadott UUID-t, 
többet nem lehet ezzel az 
UUID-vel a világhoz 
hozzáadni AlienShipModel-t. 
finishGenerateGalaxy   Instant legenerálja az 
aszteroidamezőket. 
getAlienModelByUUID String AlienShipModel UUID alapján ad vissza 
AlienShipModel-t. 
getAsteroidModelByUUID String AsteroidModel UUID alapján ad vissza 
AsteroidModel-t. 
getPickupModelByUUID String PickupModel UUID alapján ad vissza 
PickupModel-t. 
hideScoreContainer   Elrejti a pontszám menüt. 
playerJoined String  Kezeli a másik játékos 
csatlakozását. 
setOnAlienAdded Callback  AlienShipModel hozzáadásakor 
meghívódó eseményt állít be. 
setOnRestartFinished Callback  Újraindítás befejezésekor 
meghívódó eseményt állít be. 
setOtherPlayerShooting boolean  Beállítja, hogy tüzeljen-e a 
másik játékos a fegyverével. 
showScoreContainer   Megjeleníti a pontszám menüt. 
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GameWorld  
 
com::simontamasmark::spacegame::main::modes::model:: 
MultiplayerWorld  
Fields  
- aliensToAdd : List<AlienShipModel> 
- asteroidModelsToAdd : List<AsteroidModel> 
- killedAlienUUUIDs : List<String> 
   «final» 
- maxDifficultyGoal : float 
- onAlienAdded : Callback 
- onRestartFinished : Callback 
- pickupModelsToAdd : List<PickupModel> 
- restartNextTick : boolean 
Properties  
   «readOnly» 
+ chevronModel : ChevronModel 
   «readOnly» 
+ host : boolean 
   «readOnly» 
+ playerProgress : float 
   «readOnly» 
+ winner : Player 
   «readOnly» 
+ worldCenter : Vector2 
Constructors  
+ MultiplayerWorld( AssetHandler, boolean ) : void 
Methods  
   «synchronized» 
+ addAlienShipModelFromHost( AlienShipModel ) : void 
   «synchronized» 
+ addAsteroidModelFromHost( AsteroidModel ) : void 
+ addPickupModel( PickupModel ) : void 
   «synchronized» 
+ addPickupModelFromHost( PickupModel ) : void 
+ excludeDeadAlienUUID( String ) : void 
+ finishGenerateGalaxy( ) : void 
+ gameOver( ) : void 
   «synchronized» 
+ getAlienModelByUUID( String ) : AlienShipModel 
   «synchronized» 
+ getAsteroidModelByUUID( String ) : AsteroidModel 
   «synchronized» 
+ getPickupModelByUUID( String ) : PickupModel 
- hideScoreContainer( ) : void 
+ pause( ) : void 
+ playerJoined( String ) : void 
+ restartGame( ) : void 
+ resume( ) : void 
+ setOnAlienAdded( Callback ) : void 
+ setOnRestartFinished( Callback ) : void 
+ setOtherPlayerShooting( boolean ) : void 
- showScoreContainer( ) : void 
+ update( float ) : void 
3.21. ábra MultiplayerWorld osztály 
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main.player.model.Player 
A Player osztály egy játékost ír le. Tárolja a játékos űrhajóját, pontszámát, 
valamint a rekord pontszám mentéséért, betöltéséért és az űrhajó újraéledéséért is felel. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
addScore int  Növeli a játékos pontszámát a 
megadott értékkel. 
equals Object boolean Egyenlő-e a Player a megadott 
objektummal. 
hashCode int int Hash kódot generál a 
játékosból. 
increaseKillCount   Növeli az elpusztított 
ellenségek számlálót. 
initPlayerShip Vector2  Középre helyezi az űrhajót a 
megadott ponton, ezen a ponton 
fog újraéledni is. 
loadHighScore   Betölti a rekord pontszámot. 
loadName   Betölti a játékos nevét. 
remainingRespawnTime  float Visszaadja az újraéledésből 
hátra levő időt. 
resetRespawnTimer   Visszaállítja az újraéledés 
időzítőt. 
resetShip   Újraéleszti az űrhajót a, 
középre helyezi az újraéledési 
ponton. 
restart   Meghívja a resetShip metódust, 
lenullázza a pontszámot, ha a 
resetScoreOnRestart értéke 
igaz. 
saveScore  boolean Elmenti a pontszámot 
rekordként, ha magasabb az 
előző rekordnál, ekkor igazzal 
tér vissza. 
setAutoRespawn boolean  Ha igaz értéket kap, a játékos 
újraéled automatikusan időzítő 
lejárta után. 
update float, Vector2  Frissíti a játékos űrhajót és az 
újraéledés időzítőt. 
updateCanRespawn  boolean Időzítő része, újraéledhet-e a 
játékos. 
 
Object  
 
com::simontamasmark::spacegame::main::player::model:: 
Player  
Fields  
- assetHandler : AssetHandler 
- autoRespawn : boolean 
- prefs : Preferences 
- projectileSystem : ProjectileSystemModel 
- spawnPoint : Vector2 
Properties  
   «readOnly» 
+ highScore : int 
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   «readOnly» 
+ kills : int 
+ localPlayer : boolean 
+ name : String 
+ onAutoRespawn : Callback 
   «readOnly» 
+ playerShip : PlayerShipModel 
+ resetScoreOnRestart : boolean 
   «readOnly» 
+ respawnWaitTime : float 
   «readOnly» 
+ resurrectTime : float 
   «readOnly» 
+ runTime : float 
+ score : int 
Constructors  
+ Player( AssetHandler, ProjectileSystemModel, EmitterSystemModel, boolean ) : void 
Methods  
+ addScore( int ) : void 
+ equals( Object ) : boolean 
+ hashCode( ) : int 
+ increaseKillCount( ) : void 
+ initPlayerShip( Vector2 ) : void 
- loadHighScore( ) : void 
- loadName( ) : void 
+ remainingRespawnTime( ) : float 
+ resetRespawnTimer( ) : void 
+ resetShip( ) : void 
+ restart( ) : void 
+ saveScore( ) : boolean 
+ setAutoRespawn( boolean ) : void 
+ update( float, Vector2 ) : void 
+ updateCanRespawn( ) : boolean 
3.22. ábra Player osztály 
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Nézet osztályok 
main.modes.view.ModeRenderer 
Minden mód rendelkezik egy ModeRenderer-ből származtatott osztállyal 
(LoadingRenderer, MenuRenderer, MultiplayerRenderer, SingleplayerRenderer). A 
ModeRenderer a mód megjelenítéséért felelős, ebben van leírva, hogyan kell az adott 
módot lerajzolni. A World osztályhoz hasonlóan a jelenleg látható világ bal felső sarkának 
koordinátáit szintén tárolja a ModeRenderer, optimalizációs célokból. A ModeRenderer 
osztály a Renderer interfészt implementálja, ami csak egy render metódust tartalmaz. 
Metódus 
neve 
Paraméterek Visszatérési érték Leírás 
render SpriteBatch  Absztrakt metódus, az adott mód 
lerajzolására szolgál. 
getScreen  BaseScreen Visszaadja a BaseScreen képernyőt, 
amin a mód megjelenik. 
 
Object  
 
com::simontamasmark::spacegame::main::modes::view:: 
ModeRenderer  
Fields  
- world : World 
Properties  
   «readOnly» 
+ screen : BaseScreen 
   «readOnly» 
+ screenCenter : Vector2 
+ topLeftCorner : Vector2 
Constructors  
+ ModeRenderer( World, BaseScreen ) : void 
Methods  
+ render( SpriteBatch ) : void 
3.23. ábra ModeRenderer osztály 
 
További, egyszerű main.modes.view osztályok: 
main.modes.view.GalaxyRenderer: A GalaxyModel rajzolásáért felelős. 
main.modes.view.LoadingRenderer: A LoadingWorld rajzolásáért felelős. 
main.modes.view.MenuRenderer: A MenuWorld rajzolásáért felelős. 
main.modes.view.MultiplayerRenderer: A MultiplayerWorld rajzolásáért felelős. 
main.modes.view.SingleplayerRenderer: A SingleplayerWorld rajzolásáért felelős. 
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Vezérlő osztályok 
main.modes.controller.ModeController 
A módok vezérléséért egy-egy ModeController interfészt implementáló osztály 
felelős. Módonként ezek a vezérlő osztályok (LoadingController, MenuController, 
SingleplayerController, MultiplayerClientController, 
MultiplayerHostController) jelentősen különböznek, más-más feladatot látnak el. A 
közös rész bennük, hogy ezekben a vezérlő osztályokban kerül létrehozásra a felhasználói 
felület és az ehhez tartozó vezérlők, valamint a vezérlő frissíti a mód modelljét. 
Metódus 
neve 
Paraméterek Visszatérési 
érték 
Leírás 
update float  A vezérlőt és a modellt frissíti. 
initUI   Felhasználói felület létrehozása. 
updateUI   Felhasználói felület frissítése. 
 
«interface» 
com::simontamasmark::spacegame::main::modes::controller:: 
ModeController  
Methods  
+ initUI( ) : void 
+ update( float ) : void 
+ updateUI( ) : void 
3.24. ábra ModeController interfész 
 
main.modes.controller.LoadingController  
A Loading módnak a vezérlő osztálya. Létrehozza a töltőképernyő kezelőfelületét 
és elindítja a betöltést. Ha vége a betöltésnek, átváltja az aktív módot MenuMode-ra. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
update float  A betöltő rendszert, a vezérlőt és a modellt 
frissíti. 
initUI   Felhasználói felület létrehozása. 
updateUI   Felhasználói felület frissítése. 
startLoading   Elindítja a betöltést és automatikusan 
átváltja az aktív módot MenuMode-ra, amint 
vége a betöltésnek. 
 
Object  
 
com::simontamasmark::spacegame::main::modes::controller:: 
LoadingController  
Fields  
- assetHandler : AssetHandler 
- gameMain : MainGdxGame 
- gestureDetector : GestureDetector 
- gestureHandler : GestureHandler 
 58 
 
- inputHandler : InputHandler 
- loadTime : double 
- screen : BaseScreen 
- uiManagerController : UIManagerController 
- world : LoadingWorld 
Constructors  
+ LoadingController( LoadingWorld, BaseScreen, MainGdxGame ) : void 
Methods  
+ initUI( ) : void 
+ startLoading( ) : void 
+ update( float ) : void 
+ updateUI( ) : void 
3.25. ábra LoadingController osztály 
 
main.modes.controller.MenuController 
Létrehozza a főmenüt és a többjátékos, valamint szerver indító menüket, 
szövegdobozokban a szövegeket formailag ellenőrzi.  
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
update float  Frissíti a modellt. 
initUI   Felhasználói felület létrehozása. 
updateUI   Felhasználói felület frissítése. 
isValidIpAddress String boolean Visszaadja, hogy a megadott String 
megfelel-e az IP formátumnak. 
isValidPort String boolean Visszaadja, hogy a megadott String 
megfelel-e a port formátumnak. 
loadPlayerName()   Betölti a játékos nevét. 
savePlayerName() String  Elmenti a megadott nevet, amennyiben 
az megfelel formai követelményeknek. 
(nem üres, nincs speciális karakter) 
showHostMenu   Láthatóvá teszi a szerver indítása 
menüt. 
showMainMenu   Láthatóvá teszi a főmenüt. 
showMultiplayerMenu   Láthatóvá teszi a többjátékos menüt. 
 
Object  
 
com::simontamasmark::spacegame::main::modes::controller:: 
MenuController  
Fields  
- assetHandler : AssetHandler 
- gameMain : MainGdxGame 
- gestureHandler : GestureHandler 
- inputHandler : InputHandler 
- prefs : Preferences 
- screen : BaseScreen 
- uiManagerController : UIManagerController 
- world : MenuWorld 
Constructors  
+ MenuController( MenuWorld, BaseScreen, MainGdxGame ) : void 
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Methods  
+ initUI( ) : void 
- isValidIpAddress( String ) : boolean 
- isValidPort( String ) : boolean 
- loadPlayerName( ) : void 
- savePlayerName( String ) : void 
- showHostMenu( ) : void 
- showMainMenu( ) : void 
- showMultiplayerMenu( ) : void 
+ update( float ) : void 
+ updateUI( ) : void 
3.26. ábra MenuController osztály 
 
main.modes.controller.GameController 
A GameController absztrakt osztály az egyjátékos és többjátékos módok vezérlő 
osztályainak alapja. Nem hoz létre felhasználói felületet, csak gettereket tartalmaz. 
Object  
 
com::simontamasmark::spacegame::main::modes::controller:: 
GameController  
Properties  
   «readOnly» 
+ assetHandler : AssetHandler 
   «readOnly» 
+ gameMain : MainGdxGame 
   «readOnly» 
+ screen : BaseScreen 
   «readOnly» 
+ uiManagerController : UIManagerController 
   «readOnly» 
+ world : GameWorld 
Constructors  
+ GameController( GameWorld, BaseScreen, MainGdxGame ) : void 
Methods  
+ update( float ) : void 
3.27. ábra GameController osztály 
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main.modes.controller.SingleplayerController 
Létrehozza az egyjátékos mód kezelőfelületét, kezeli a felhasználói bemenetet, 
létrehozza a játékos űrhajó irányítását, valamint a számítógépes ellenfelek vezérlőjét. 
Metódus 
neve 
Paraméterek Visszatérési érték Leírás 
update float  Frissíti a modellt és a vezérlőt. 
initUI   Felhasználói felület létrehozása. 
updateUI   Felhasználói felület frissítése. 
 
GameController  
 
com::simontamasmark::spacegame::main::modes::controller:: 
SingleplayerController  
Fields  
- aiController : AIController 
- gestureHandler : GestureHandler 
- inputHandler : InputHandler 
- playerController : PlayerController 
- world : SingleplayerWorld 
Constructors  
+ SingleplayerController( SingleplayerWorld, BaseScreen, MainGdxGame ) : void 
Methods  
+ initUI( ) : void 
+ update( float ) : void 
+ updateUI( ) : void 
3.28. ábra SingleplayerController osztály 
 
main.modes.controller.MultiplayerController 
A kliens és szerver vezérlők a MultiplayerController absztrakt osztályból 
származnak. Létrehozza a kliens és szerver közös felhasználói felület elemeit, a játékos 
űrhajó irányítását. Hálózati parancsokat épít modellekből. A szerver és kliens különböző 
hálózati parancsok segítségével kommunikál egymással. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
initUI   Felhasználói felület 
létrehozása. 
updateUI   Felhasználói felület frissítése. 
buildPlayerShipCommands  CommandBuilder Hálózati parancsokat épít a 
játékos űrhajó fontos adataiból. 
canShowBackMenuContainer  boolean Absztrakt metódus, rendeltetés 
szerint visszaadja, hogy 
megnyitható-e a szünet menü. 
commandEntityDamaged EntityModel, 
int 
Command Akkor hívódik meg, mikor egy 
EntityModel-t megsebzett a 
játékos, hálózati parancsokat 
épít a sebzett EntityModel-ből. 
commandEntityKilled EntityModel Command Akkor hívódik meg, mikor 
elpusztított egy EntityModel-t a 
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játékos, hálózati parancsokat 
épít az eseményről. 
dispose   Absztrakt metódus, a vezérlő 
törlésekor kell meghívni. 
hideBackMenuContainer   Eltünteti a szünet menüt. 
hideDeathContainer   Eltünteti az újraéledés menüt. 
hideScoreContainer   Eltünteti a pontszám menüt. 
mainMenu   Átvált a főmenü módra. 
showBackMenuContainer   Megjeleníti a szünet menüt. 
showDeathContainer   Megjeleníti az újraéledés 
menüt. 
 
GameController  
 
com::simontamasmark::spacegame::main::modes::controller:: 
MultiplayerController  
Fields  
- gestureHandler : GestureHandler 
- inputHandler : InputHandler 
- playerController : PlayerController 
Properties  
   «volatile» «readOnly» «synthetic» «bridge» 
+ world : GameWorld 
   «readOnly» 
+ world : MultiplayerWorld 
Constructors  
+ MultiplayerController( MultiplayerWorld, BaseScreen, MainGdxGame ) : void 
Methods  
+ buildPlayerShipCommands( ) : CommandBuilder 
+ canShowBackMenuContainer( ) : boolean 
+ commandEntityDamaged( EntityModel, int ) : Command 
+ commandEntityKilled( EntityModel ) : Command 
+ dispose( ) : void 
- hideBackMenuContainer( ) : void 
- hideDeathContainer( ) : void 
- hideScoreContainer( ) : void 
+ initUI( ) : void 
- mainMenu( ) : void 
- showBackMenuContainer( ) : void 
- showDeathContainer( ) : void 
+ updateUI( ) : void 
3.29. ábra MultiplayerController osztály 
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main.modes.controller.MultiplayerHostController 
A MultiplayerHostController a szerver játékmód vezérlője. Létrehozza a 
felhasználói kezelőfelületet, elindítja a szervert, hálózati parancsokat épít és küld el a 
szerveren keresztül. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
update float  Frissíti a modellt és a 
vezérlőt. 
initUI   Felhasználói felület 
létrehozása. 
updateUI   Felhasználói felület 
frissítése. 
buildAlienCommands AlienShipModel CommandBuilder Hálózati parancsokat épít 
egy AlienShipModel 
adataiból. 
buildAsteroidCommands AsteroidModel CommandBuilder Hálózati parancsokat épít 
egy AsteroidModel 
adataiból. 
canShowBackMenuContainer  boolean Visszaadja, hogy 
megnyitható-e a szünet 
menü. 
commandPickupDropped PickupModel Command Hálózati parancsokat épít 
egy PickupModel adataiból. 
dispose   Leállítja a szervert. 
graduallySendAsteroids   Elküld a kliensnek pár 
darab még nem elküldött 
AsteroidModel-t minden 
meghíváskor, ha még nincs 
az összes elküldve. Ezzel 
elkerülhető a hálózat 
túlterhelése. 
hideWaitingContainer   Eltünteti a várakozás 
játékosra menüt. 
restartGame   Újraindítja a játékvilágot és 
küld egy jelzést erről a 
kliensnek. 
setNewAlienCalls   Beállítja a még nem 
beállított AlienShipModel-
eken a halál, sebződés, 
csomagdobás 
eseményeket. 
setNewAsteroidCalls   Beállítja a még nem 
beállított AsteroidModel-
eken a halál, sérülés, 
csomagdobás 
eseményeket. 
setOnDamagedCallback DamageableModel  Beállítja, hogy a 
DamageableModel 
sérülésekor a szerver 
küldjön erről üzenetet a 
kliensnek. 
setOnDeathCallback DamageableModel  Beállítja, hogy a 
DamageableModel halálakor 
a szerver küldjön erről 
üzenetet a kliensnek. 
setOnPickupDroppedCallback DamageableModel  Beállítja, hogy a 
DamageableModel csomag 
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dobása után a szerver 
küldjön erről üzenetet a 
kliensnek. 
setPickupConsumedCallback PickupModel  Beállítja, hogy a 
PickupModel felvételekor a 
szerver küldjön erről 
üzenetet a kliensnek. 
showTimeOutContainer   Megjeleníti az időtúllépés 
menüt. 
 
MultiplayerController  
 
com::simontamasmark::spacegame::main::modes::controller:: 
MultiplayerHostController  
Fields  
- ALIENS_PROVOKE_DISTANCE : float 
- aiController : AIController 
- asteroidSentCount : int 
- asteroidsSent : boolean 
- server : UDPServerThread 
Properties  
+ joinDisabled : boolean 
Constructors  
+ MultiplayerHostController( MultiplayerWorld, BaseScreen, MainGdxGame, int ) : void 
Methods  
- buildAlienCommands( AlienShipModel ) : CommandBuilder 
- buildAsteroidCommands( AsteroidModel ) : CommandBuilder 
+ canShowBackMenuContainer( ) : boolean 
+ commandPickupDropped( PickupModel ) : Command 
+ dispose( ) : void 
- graduallySendAsteroids( ) : void 
- hideWaitingContainer( ) : void 
+ initUI( ) : void 
+ restartGame( ) : void 
+ setNewAlienCalls( ) : void 
+ setNewAsteroidCalls( ) : void 
+ setOnDamagedCallback( DamageableModel ) : void 
+ setOnDeathCallback( DamageableModel ) : void 
+ setOnPickupDroppedCallback( DamageableModel ) : void 
+ setPickupConsumedCallback( PickupModel ) : void 
- showTimeOutContainer( ) : void 
+ update( float ) : void 
+ updateUI( ) : void 
3.30. ábra MultiplayerHostController osztály 
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main.modes.controller.MultiplayerClientController 
A MultiplayerClientController a kliens játékmód vezérlője. Létrehozza a 
felhasználói kezelőfelületet, csatlakozik a szerverhez, hálózati parancsokat épít és küld el 
a szerveren keresztül. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
update float  Frissíti a modellt és a 
vezérlőt. 
initUI   Felhasználói felület 
létrehozása. 
updateUI   Felhasználói felület frissítése. 
canShowBackMenuContainer  boolean Visszaadja, hogy 
megnyitható-e a szünet menü. 
dispose   Leállítja a klienst. 
hideWaitingContainer   Eltünteti a csatlakozás 
szerverhez menüt. 
setOnDamagedCallback DamageableModel  Beállítja, hogy a 
DamageableModel 
sérülésekor a kliens küldjön 
erről üzenetet a szervernek. 
setOnDeathCallback DamageableModel  Beállítja, hogy a 
DamageableModel halálakor 
a kliens küldjön erről üzenetet 
a szervernek. 
setPickupConsumedCallback PickupModel  Beállítja, hogy a 
PickupModel felvételekor a 
kliens küldjön erről üzenetet a 
szervernek. 
showTimeOutContainer   Megjeleníti az időtúllépés 
menüt. 
 
MultiplayerController  
 
com::simontamasmark::spacegame::main::modes::controller:: 
MultiplayerClientController  
Fields  
- client : UDPClientThread 
Constructors  
+ MultiplayerClientController( MultiplayerWorld, BaseScreen, MainGdxGame, String, int ) : void 
Methods  
+ canShowBackMenuContainer( ) : boolean 
+ dispose( ) : void 
- hideWaitingContainer( ) : void 
+ initUI( ) : void 
+ setOnDamagedCallback( DamageableModel ) : void 
+ setOnDeathCallback( DamageableModel ) : void 
+ setPickupConsumedCallback( PickupModel ) : void 
- showTimeOutContainer( ) : void 
+ update( float ) : void 
+ updateUI( ) : void 
3.31. ábra MultiplayerClientController osztály 
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3.5.3. Model osztályok 
A fő model csomag csak egy, globálisan elérhető konstansokat tartalmazó 
osztályból áll. 
model.GlobalValues 
Ez az osztály globálisan elérhető statikus konstansokat tárol, például: képernyő 
virtuális mérete, adatbázis, játékos neve, alapértelmezett port, többjátékos világ mérete, 
mozgásfizika konstansok. 
Object  
 
com::simontamasmark::spacegame::model:: 
GlobalValues  
Constants  
+ DATABASE : String 
+ DEFAULT_OPPONENT_NAME : String 
+ DEFAULT_PLAYER_NAME : String 
+ DEFAULT_PORT : int 
+ GAME_NAME : String 
+ HEIGHT : int 
+ MULTIPLAYER_MAP_SIZE : int 
+ STOPPING_FRICTION : float 
+ WIDTH : int 
Constructors  
+ GlobalValues( ) : void 
3.32. ábra GlobalValues osztály 
3.5.4. View osztályok 
A fő view csomag felelős a megjelenítés alapjaiért, valamint a vizuális effektusok 
is ebben vannak. 
view.screens.BaseScreen 
A BaseScreen osztály a LibGDX Screen leszármazottja, ez felelős a képernyő 
beállításáért, valamint itt van a fő rajzoló metódus, ami meghívja az épp aktív mód update 
és render metódusát is. Kezeli a kameramozgást és a kamera koordináta vetítést. A 
játékban használt képernyő fix virtuális mérettel rendelkezik, ezt a méretet natív 
felbontásra skálázza, tehát a játék futás közben átméretezhető és minden felbontásban 
éles képet rajzol. Átméretezés során nem változik a 16:9 képarány. Az alábbi táblázatban 
nem szerepelnek az üresen implementált Screen metódusok. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
dispose   Törli a rajzoló objektumokat. 
render float  Frissíti és kirajzolja az aktuális 
módot. A LibGDX hívja meg, 
mikor új képkockát kell rajzolni, a 
paraméter pedig az előző 
képkocka rajzolása óta eltelt idő. 
resize int, int  Átméretezi a képernyőt, frissíti a 
kamerát. 
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setCameraPosition Vector2  Az adott koordinátára helyezi át a 
kamerát. 
translateCamera float, float  Elmozdítja a kamerát az adott 
értékekkel. 
unprojectWithCurrentCam Vector3 Vector3 Átváltja a megadott 
képernyőkoordinátát 
kamerakoordinátára. 
unprojectWithCurrentCam Vector3 Vector3 Átváltja a megadott 
képernyőkoordinátát kezdő 
pozíciójú kamerakoordinátára. 
update float  Frissíti a képernyőt és az épp aktív 
módot. 
updateScreen   Frissíti a kamerát és az aktuális 
bal felső sarok koordinátát 
kamera elmozgatása után. 
 
Object  
 
com::simontamasmark::spacegame::view::screens:: 
BaseScreen  
Fields  
# SCREENHEIGHT : float 
# SCREENWIDTH : float 
# batcher : SpriteBatch 
- cam : OrthographicCamera 
- cameraPanSpeed : Vector2 
- gameMain : MainGdxGame 
Properties  
   «readOnly» 
+ camera : OrthographicCamera 
   «readOnly» 
+ center : Vector2 
   «readOnly» 
+ topLeftCorner : Vector2 
   «readOnly» 
+ viewport : Viewport 
Constructors  
+ BaseScreen( MainGdxGame ) : void 
Methods  
+ dispose( ) : void 
+ hide( ) : void 
+ pause( ) : void 
+ render( float ) : void 
+ resize( int, int ) : void 
+ resume( ) : void 
+ setCameraPosition( Vector2 ) : void 
+ show( ) : void 
+ translateCamera( float, float ) : void 
+ unprojectWithCurrentCam( Vector3 ) : Vector3 
+ unprojectWithtDefaultCam( Vector3 ) : Vector3 
+ update( float ) : void 
- updateScreen( ) : void 
3.33. ábra BaseScreen osztály 
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Kevésbé fontos osztályok rövid leírása 
view.gfx.Renderer 
Interfész, ennek a render(SpriteBatch) metódusát implementálja minden osztály, 
amiben rajzolás történik. 
view.gfx.Background 
A játékvilág hátterének rajzolásáért felelős. A háttér egy textúra, ami mindkét 
tengelyen ismételve van, ezt el lehet mozgatni. 
view.gfx.MapBounds 
Többjátékos módban a világ szélét határoló vonalak megjelenítéséért felelős. 
Csak azokat a vonalakat rajzolja ki, amelyek épp látszanak.  
view.gfx.particles.view.EmitterRenderer 
EmitterModel-ben tárolt ParticleModel-eket rajzolja ki. 
view.gfx.particles.view.EmitterSystemRenderer 
EmitterSystemModel-ben tárolt EmitterModel-eket rajzolja ki. 
Modell osztályok 
view.gfx.particles.model.ParticleModel 
Robbanás vizuális effektus egy részecskéje, az EntityModel leszármazottja. Tud 
forogni és méretben csökkenni az idő haladtával, valamint egy idő után eltűnik. Ennek az 
osztálynak a leszármazottjai: BigExplosionParticleModel, 
MediumExplosionParticleModel, SmallExplosionParticleModel. A leszármazott 
osztályok csak paramétereken változtatnak. 
view.gfx.particles.model.BigExplosionParticleModel 
Nagy robbanás részecske, a ParticleModel leszármazottja. 
view.gfx.particles.model.MediumExplosionParticleModel 
Közepes robbanás részecske, a ParticleModel leszármazottja. 
view.gfx.particles.model.SmallExplosionParticleModel 
Kicsi robbanás részecske, a ParticleModel leszármazottja. 
view.gfx.particles.model.EmitterModel 
Az EntityModel leszármazottja, ParticleModel-ek generálását és frissítését végzi. 
view.gfx.particles.model.Explosion 
Az EmitterModel leszármazottja, robbanás vizuális effektust definiál. 
view.gfx.particles.model.EmitterSystemModel 
EmitterModel-eket tárol, frissít, töröl.  
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3.5.5. Controller osztályok 
A fő controller csomag felelős a resource betöltésért, felhasználói bemenet 
kezeléséért, a számítógépesek játékosok létrehozásáért, az ütközésérzékelésért. 
controller.AIController 
 Az AIController osztály feladata, hogy minden ellenfélhez legyen vezérlő 
létrehozva. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
addDestroyerController AlienShipModel  Létrehoz egy 
DestroyerAlienController-t a 
megadott AlienShipModel számára. 
addFighterController AlienShipModel  Létrehoz egy 
FighterAlienController-t a 
megadott AlienShipModel számára. 
addKamikazeController AlienShipModel  Létrehoz egy 
KamikazeAlienController-t a 
megadott AlienShipModel számára. 
createControllers   Ha az ellenfelek listájában talál 
olyan ellenfelet, aminek nincs még 
vezérlője, létrehoz egyet neki. 
update float, 
PlayerShipModel, 
PlayerShipModel 
 Frissíti az ellenfelek vezérlőit, a 
számítógépes játékosok 
logikájához szükséges a két játékos 
is. 
 
Object  
 
com::simontamasmark::spacegame::controller:: 
AIController  
Fields  
- alienShipModels : List<AlienShipModel> 
Constructors  
+ AIController( List<AlienShipModel> ) : void 
Methods  
- addDestroyerController( AlienShipModel ) : void 
- addFighterController( AlienShipModel ) : void 
- addKamikazeController( AlienShipModel ) : void 
+ createControllers( ) : void 
+ update( float, PlayerShipModel, PlayerShipModel ) : void 
3.34. ábra AIController osztály 
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controller.PlayerController 
A PlayerController osztály automatikusan létrehozza platform szerint a 
megfelelő játékos vezérlőket. Android esetében 2 virtuális joysticket 
(TouchpadController), asztali platform esetében pedig a billentyűzet és egér kezelőt.  
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
initAndroidControls   Létrehozza az Androidos 
TouchpadController-eket. 
initDesktopControls   Létrehozza az asztali platformra 
tervezett billentyűzet és egér 
kezelőt. 
 
Object  
 
com::simontamasmark::spacegame::controller:: 
PlayerController  
Fields  
- assetHandler : AssetHandler 
- playerShipModel : PlayerShipModel 
- uiManagerModel : UIManagerModel 
- world : GameWorld 
Constructors  
+ PlayerController( GameWorld, AssetHandler ) : void 
Methods  
- initAndroidControls( ) : void 
- initDesktopControls( ) : void 
3.35. ábra PlayerController osztály 
 
controller.GestureListener 
A GestureListener egy interfész, különböző ujjmozdulatok kezelésére. 
«interface» 
com::simontamasmark::spacegame::controller:: 
GestureListener  
Methods  
+ onFling( float, float, int ) : boolean 
+ onFlingDown( float, float, int ) : boolean 
+ onFlingLeft( float, float, int ) : boolean 
+ onFlingRight( float, float, int ) : boolean 
+ onFlingUp( float, float, int ) : boolean 
+ onLongPress( float, float ) : boolean 
+ onPan( float, float, float, float ) : boolean 
+ onPanStop( float, float, int, int ) : boolean 
+ onPinch( Vector2, Vector2, Vector2, Vector2 ) : boolean 
+ onTap( float, float, int, int ) : boolean 
+ onTouchDown( float, float, int, int ) : boolean 
+ onZoom( float, float ) : boolean 
+ pinchStop( ) : void 
3.36. ábra GestureListener interfész 
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controller.InputListener 
Az InputListener egy interfész, billentyűzet és egér vagy egyszerű érintés 
bemenet kezelésére. 
«interface» 
com::simontamasmark::spacegame::controller:: 
InputListener  
Methods  
+ onKeyDown( int ) : boolean 
+ onKeyTyped( char ) : boolean 
+ onKeyUp( int ) : boolean 
+ onMouseMoved( int, int ) : boolean 
+ onScrolled( int ) : boolean 
+ onTouchDown( int, int, int, int ) : boolean 
+ onTouchDragged( int, int, int ) : boolean 
+ onTouchUp( int, int, int, int ) : boolean 
3.37. ábra InputListener interfész 
controller.handler.AssetHandler 
Az AssetHandler feladata a resource-ok betöltése és elérés biztosítása ezekhez a 
resource-okhoz. A resource-ok betöltése két fázisból áll: előtöltés, amikor csak a 
töltőképernyőhöz szükséges resource-ok kerülnek betöltésre. A második fázis a betöltés, 
amikor minden még nem betöltött resource betöltésre kerül. A második fázis alatt nem 
blokkolódik a program futása. A textúrák LibGDX Sprite osztályokba lesznek betöltve. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
dispose   Kiüríti a betöltőrendszert. 
doOnLoadFinished Callback  A megadott Callback esemény kerül 
meghívásra, miután vége a 
betöltésnek. 
generateBitmapFontAs
setDescriptor 
String, int AssetDescriptor<Bi
tmapFont> 
A megadott fájlnévvel és mérettel 
generál egy BitmapFont betűtípus 
leírót. 
get AssetDescriptor<?> Object Leíró alapján visszaad egy 
resouceot. 
get String Object Fájlnév alapján visszaad egy 
resourceot. 
getBitmapFont String BitmapFont Fájlnév alapján visszaad egy 
BitmapFont-ot. 
getSprite AssetDescriptor<Te
xture> 
Sprite Texture leíró alapján visszaad egy 
Sprite-ot. 
getSprite String Sprite Fájlnév alapján visszaad egy 
Sprite-ot. 
getSpriteFromAtlas AssetDescriptor<Te
xtureAtlas>, 
String 
Sprite TextureAtlas leíró és Sprite név 
alapján visszaad egy Sprite-ot. 
getSpriteFromAtlas AssetDescriptor<Te
xtureAtlas>, 
String, int 
Sprite TextureAtlas leíró, Sprite név, 
index alapján visszaad egy Sprite-
ot. 
getSpriteFromAtlas String, String Sprite TextureAtlas fájlnév és Sprite név 
alapján visszaad egy Sprite-ot. 
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getSpriteFromAtlas String, String, 
int 
Sprite TextureAtlas fájlnév, Sprite név, 
index alapján visszaad egy Sprite-
ot. 
getTexture AssetDescriptor<Te
xture> 
Texture Texture leíró alapján visszaad egy 
Texture-t. 
getTexture String Texture Fájlnév alapján visszaad egy 
Texture-t. 
load   Elindítja a második fázis betöltést. 
preLoad   Elindítja az első fázis előtöltést. 
reset   Visszaállítja alapállapotba az 
AssetHandler-t. 
update   Frissíti a betöltés folyamatát. 
 
Object  
 
com::simontamasmark::spacegame::controller::handlers:: 
AssetHandler  
Constants  
+ background : AssetDescriptor<Texture> 
+ backgroundMenu : AssetDescriptor<Texture> 
+ gameSheet : AssetDescriptor<TextureAtlas> 
+ kenvectorFutureThinTTFFile : String 
+ uiSheet : AssetDescriptor<TextureAtlas> 
+ whitePixel : AssetDescriptor<Texture> 
Fields  
- loadFinishedCallback : Callback 
- loadStarted : boolean 
- manager : AssetManager 
+ size100KenvectorFont : AssetDescriptor<BitmapFont> 
+ size24KenvectorFont : AssetDescriptor<BitmapFont> 
+ size36KenvectorFont : AssetDescriptor<BitmapFont> 
+ size60KenvectorFont : AssetDescriptor<BitmapFont> 
Properties  
   «readOnly» 
+ loadFinished : boolean 
   «readOnly» 
+ preLoadFinished : boolean 
   «readOnly» 
+ progress : float 
   «readOnly» 
+ progressPercent : float 
Constructors  
+ AssetHandler( ) : void 
Methods  
+ dispose( ) : void 
+ doOnLoadFinished( Callback ) : void 
- generateBitmapFontAssetDescriptor( String, int ) : AssetDescriptor<BitmapFont> 
+ get( AssetDescriptor<?> ) : Object 
+ get( String ) : Object 
+ getBitmapFont( String ) : BitmapFont 
+ getSprite( AssetDescriptor<Texture> ) : Sprite 
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+ getSprite( String ) : Sprite 
+ getSpriteFromAtlas( AssetDescriptor<TextureAtlas>, String ) : Sprite 
+ getSpriteFromAtlas( AssetDescriptor<TextureAtlas>, String, int ) : Sprite 
+ getSpriteFromAtlas( String, String ) : Sprite 
+ getSpriteFromAtlas( String, String, int ) : Sprite 
+ getTexture( AssetDescriptor<Texture> ) : Texture 
+ getTexture( String ) : Texture 
+ load( ) : void 
+ preLoad( ) : void 
+ reset( ) : void 
+ update( ) : void 
3.38. ábra AssetHandler osztály 
 
controller.handler.CollisionHandler 
A CollisionHandler osztály felelős a játékbeli ütközésérzékelésért és a sebzések 
kiosztásáért. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
checkAsteroidToPlayerCol
lisions 
  Ellenőrzi az aszteroida-játékos 
ütközéseket. 
checkCollisions   Ellenőrzi az összes ütközést, majd 
meghívja a disposeEntities-t 
checkEnemyProjToPlayer
Collisions 
  Ellenőrzi az ellenség lövedék – játékos 
ütközéseket. 
checkEnemyToPlayerColli
sions 
  Ellenőrzi az ellenség-játékos 
ütközéseket. 
checkPickupToPlayerColli
sions 
  Ellenőrzi a csomag-játékos 
ütközéseket. 
checkPlayerProjToAsteroi
dCollisions 
  Ellenőrzi a játékos lövedék – aszteroida 
ütközéseket. 
checkPlayerProjToEnemy
Collisions 
  Ellenőrzi a játékos lövedék – ellenség 
ütközéseket. 
disposeEntities   Eltávolítja a halott ellenségeket és 
csomagokat. 
removeDeadFromList List<? extends 
DamageableModel
> 
 Eltávolítja a megadott listából a halott 
entitásokat. 
removeInvisibleFromList List<? extends 
EntityModel> 
 Eltávolítja a megadott listából a nem 
látható entitásokat. 
 
Object  
 
com::simontamasmark::spacegame::controller::handlers:: 
CollisionHandler  
Fields  
- alienShipModels : List<AlienShipModel> 
- asteroidModels : List<AsteroidModel> 
- pickupModels : List<PickupModel> 
- projectileModels : List<ProjectileModel> 
- world : GameWorld 
Constructors  
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+ CollisionHandler( GameWorld ) : void 
Methods  
- checkAsteroidToPlayerCollisions( ) : void 
+ checkCollisions( ) : void 
- checkEnemyProjToPlayerCollisions( ) : void 
- checkEnemyToPlayerCollisions( ) : void 
- checkPickupToPlayerCollisions( ) : void 
- checkPlayerProjToAsteroidCollisions( ) : void 
- checkPlayerProjToEnemyCollisions( ) : void 
+ disposeEntities( ) : void 
- removeDeadFromList( List<? extends DamageableModel> ) : void 
- removeInvisibleFromList( List<? extends EntityModel> ) : void 
3.39. ábra CollisionHandler osztály 
 
controller.handler.GestureHandler 
A GestureHandler osztály a LibGDX GestureDetector.GestureListener 
interfészét implementálja. Egy listához hozzá lehet adni GestureListener osztályokat, 
amikor a LibGDX meghívja a GestureHandler egy bemenet kezelő metódusát, a metódus 
meghívja a listában szereplő GestureListener-eken ugyanezt a metódust. Igaz 
visszatérési értékkel egy GestureListener el tudja venni a bemenetet a listában mögötte 
álló GestureListener-ektől. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
addGestureListener GestureListener  Hozzáad a listához egy 
GestureListener-t. 
fling float, float, int boolean Gyors irányzott 
ujj/egérmozdulat. 
longPress float, float boolean Hosszú kattintás. 
pan float, float, 
float, float 
boolean Hosszabb irány nélküli 
uj/egérjmozdulat. 
panStop float, float, int, 
int 
boolean Hosszabb irány nélküli 
ujj/egérmozdulat vége. 
pinch Vector2, Vector2, 
Vector2, Vector2 
boolean Két ujjal csípés. 
pinchStop   Csípés vége. 
resetGestureListeners   Törli a GestureListener-
eket. 
tap float, float, int, 
int 
boolean Kattintás. 
touchDown float, float, int, 
int 
boolean Ujj/egér lenyomva.  
zoom float, float boolean Nagyító ujjmozdulat. 
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Object  
 
com::simontamasmark::spacegame::controller::handlers:: 
GestureHandler  
Fields  
- pointer : Vector3 
- screen : BaseScreen 
Properties  
   «readOnly» 
+ defaultGestureDetector : GestureDetector 
   «readOnly» 
+ gestureListeners : List<GestureListener> 
Constructors  
+ GestureHandler( BaseScreen ) : void 
Methods  
+ addGestureListener( GestureListener ) : void 
+ fling( float, float, int ) : boolean 
+ longPress( float, float ) : boolean 
+ pan( float, float, float, float ) : boolean 
+ panStop( float, float, int, int ) : boolean 
+ pinch( Vector2, Vector2, Vector2, Vector2 ) : boolean 
+ pinchStop( ) : void 
+ resetGestureListeners( ) : void 
+ tap( float, float, int, int ) : boolean 
+ touchDown( float, float, int, int ) : boolean 
+ zoom( float, float ) : boolean 
3.40. ábra GestureHandler osztály 
controller.handler.InputHandler 
Az InputHandler osztály a LibGDX InputProcessor interfészét implementálja. 
InputListener osztályokat tárol egy listában, ezeken hívja meg a megfelelő metódusokat, 
ha bemenetet észlel. Egy InputListener elveheti a bemenetet a listában mögötte állóktól, 
ha igaz értékkel tér vissza. 
Metódus neve Paraméterek Visszatérési érték Leírás 
addInputListener InputListener  InputListener hozzáadása a 
listához. 
keyDown int boolean Gomb lenyomva. 
keyTyped char boolean Gomb lenyomva és 
felengedve. 
keyUp int boolean Gomb felengedve. 
mouseMoved int, int boolean Egér mozgatva. 
resetInputListeners   InputListener-ek törlése. 
scrolled int boolean Egér görgetve. 
touchDown int, int, int, 
int 
boolean Egér/ujj lenyomva. 
touchDragged int, int, int boolean Egér/ujj lenyomva tartva 
mozgatva. 
touchUp int, int, int, 
int 
boolean Egér/ujj felengedve. 
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Object  
 
com::simontamasmark::spacegame::controller::handlers:: 
InputHandler  
Fields  
- inputListeners : List<InputListener> 
- pointer : Vector3 
- screen : BaseScreen 
Properties  
   «readOnly» 
+ inputListerners : List<InputListener> 
Constructors  
+ InputHandler( BaseScreen ) : void 
Methods  
+ addInputListener( InputListener ) : void 
+ keyDown( int ) : boolean 
+ keyTyped( char ) : boolean 
+ keyUp( int ) : boolean 
+ mouseMoved( int, int ) : boolean 
+ resetInputListeners( ) : void 
+ scrolled( int ) : boolean 
+ touchDown( int, int, int, int ) : boolean 
+ touchDragged( int, int, int ) : boolean 
+ touchUp( int, int, int, int ) : boolean 
3.41. ábra InputHandler osztály 
 
3.5.6. Entities osztályok 
Az entities csomag tartalmaz minden játékvilágban megjelenő objektumot, 
entitást.  
Modell osztályok 
entities.model.EntityModel 
A játék egyik legfontosabb osztálya, ebből az osztályból származik minden 
világban szereplő elem, azaz entitás. Minden EntityModel rendelkezik pozícióval, 
sebességgel, gyorsulással, elforgatási szöggel, elforgatási sebességgel, mérettel, futási 
idővel, textúra leíróval, ütközési dobozzal (ezentúl: hitbox), valamint egyedi UUID-vel. 
Az UUID egy globálisan egyedi 128 bites szám azonosító. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
equals Object boolean Megegyezik-e a megadott Object az 
EntityModel-el. 
hashCode  int Hash kódot generál az EntityModel-
ből. 
isOnScreen Vector2 boolean Paraméter: a jelenlegi látható világ 
bal felső sarka, igazzal tér vissza, ha 
az EntityModel épp látható a 
képernyőn. 
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matchSpriteSize   A Sprite méreteihez igazítja az 
EntityModel méretét. 
setAssetDescriptor AssetDescriptor<?>, 
String, int 
 Beállítja a resource leíróját az 
EntityModel-nek. 
setScale float, float  Két tengelyen méret skála 
beállítása.  
setSize int, int  Méret beállítása. Az EntityModel-
hez tartozó Sprite mindig az 
EntityModel méretében lesz 
kirajzolva. 
update float  Frissíti a futási időt, ide kerül az 
EntityModel mozgási és egyéb 
játéklogikája. 
updateHitBoxPosition   Az EntityModel pozíciójához és 
elforgatottságához igazítja a 
hitboxot. 
 
Object  
 
com::simontamasmark::spacegame::entities::model:: 
EntityModel  
Fields  
- uuid : String 
Properties  
+ UUID : String 
+ acceleration : Vector2 
+ assetDescriptor : AssetDescriptor<?> 
   «readOnly» 
+ assetHandler : AssetHandler 
+ center : Vector2 
+ height : int 
+ hitBox : HitBox 
   «readOnly» 
+ originalHeight : int 
   «readOnly» 
+ originalWidth : int 
+ position : Vector2 
+ renderer : EntityRenderer 
+ rotationDegrees : float 
+ rotationVelocity : float 
   «readOnly» 
+ runTime : float 
+ scaleX : float 
+ scaleY : float 
+ velocity : Vector2 
+ visible : boolean 
+ width : int 
+ x : int 
+ y : int 
Constructors  
+ EntityModel( AssetHandler ) : void 
Methods  
+ equals( Object ) : boolean 
+ hashCode( ) : int 
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+ isOnScreen( Vector2 ) : boolean 
+ matchSpriteSize( ) : void 
+ setAssetDescriptor( AssetDescriptor<?>, String, int ) : void 
+ setScale( float, float ) : void 
+ setSize( int, int ) : void 
+ update( float ) : void 
+ updateHitBoxPosition( ) : void 
3.42. ábra EntityModel osztály 
 
entities.model.DamageableModel 
A DamageableModel osztály az EntityModel leszármazottja, valamint a 
DamageableInterface-t implementálja. Ez az osztály életponttal és sebezhetőséggel 
ruházza fel az EntityModel-t. Minden DamageableModel-nek van egy csomag táblája, 
ebben szerepel, milyen csomagokat dobhat halálkor, mekkora eséllyel. Ütközési sebzést 
csak meghatározott időközönként kaphat a DamageableModel. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
addDrop Class<?>, float  A megadott osztályú és 
esélyű PickupModel bekerül a 
csomag táblába. 
addHp int  Életpont hozzáadása. 
canDealCollisionDamage  boolean Időzítőhöz kötött, tud-e a 
DamageableModel ütközés 
sebzést kapni. 
dealCollisionDamage int  Ütközési sebzés leadása. 
dealCollisionDamage int, Player  Ütközési sebzés leadása, 
menti a sebző játékost. 
dropPickup  PickupModel Halál után hívódik meg, 
visszaad egy PickupModel-t, 
vagy null-t, ha nem dobott 
semmit.  
hurt int  Sebzi az DamageableModel-t a 
megadott értékkel. 
hurt int, Player  Sebzi az DamageableModel -t a 
megadott értékkel, menti a 
sebző játékost. 
isColliding DamageableModel boolean Ütközik-e a DamageableModel 
a megadott DamageableModel-
el. 
kill   Megöli a DamageableModel-t. 
kill Player  Megöli a DamageableModel-t, 
menti a játékost, aki megölte. 
revive   Újraéleszti a 
DamageableModel-t.  
rollDrop  Class<PickupModel> Kisorsol egy PickupModel-t a 
táblából. Ha nem esett 
PickupModel, null-t ad vissza. 
setPickupModelList List<PickupModel>  PickupModel lista beállítása, 
ide fogja berakni a 
DamageableModel a dobott 
PickupModel-t halálkor. 
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EntityModel  
 
com::simontamasmark::spacegame::entities::model:: 
DamageableModel  
Constants  
+ COLLISION_DELAY : float 
Fields  
- dropList : List<Drop> 
- pickupModels : List<PickupModel> 
Properties  
   «readOnly» 
+ alive : boolean 
+ collisionDamage : int 
   «readOnly» 
+ droppedPickup : PickupModel 
+ dropsEnabled : boolean 
+ hp : int 
+ lastDamageFromCollision : boolean 
   «readOnly» 
+ lastDamager : Player 
+ maxHp : int 
   «readOnly» 
+ nextCollisionTime : float 
+ onDamaged : MessageCallback 
+ onDeath : Callback 
+ onPickupDropped : Callback 
+ visibleAtDeath : boolean 
Constructors  
+ DamageableModel( AssetHandler ) : void 
Methods  
+ addDrop( Class<?>, float ) : void 
+ addHp( int ) : void 
+ canDealCollisionDamage( ) : boolean 
+ dealCollisionDamage( int ) : void 
+ dealCollisionDamage( int, Player ) : void 
- dropPickup( ) : PickupModel 
+ hurt( int ) : void 
+ hurt( int, Player ) : void 
+ isColliding( DamageableModel ) : boolean 
   «synchronized» 
+ kill( ) : void 
+ kill( Player ) : void 
+ revive( ) : void 
- rollDrop( ) : Class<PickupModel> 
+ setPickupModelList( List<PickupModel> ) : void 
3.43. ábra DamageableModel osztály 
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entities.model.HitBox 
Minden EntityModel rendelkezik HitBox-al. A HitBox célja, hogy sokszögekkel 
ütközési zónákat lehessen létrehozni. A játék ütközésérzékelő rendszere úgy lett 
kialakítva, hogy csak HitBox-ok egymással való ütközését figyeli. Egy HitBox tetszőleges 
számú, tetszőleges pontból álló konvex sokszöget tartalmazhat. Az egyszerűség kedvéért 
külön metódusokkal lehet téglalapot és kört hozzáadni a HitBox-hoz. Minden sokszögnek 
saját pozíciót lehet megadni a HitBox-on belül, valamint el lehet forgatni együtt az összes 
sokszöget egy megadott pont körül. A HitBox lista helyett tömbben tárolja a sokszögeket, 
ezzel jobb teljesítményt elérve. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
addCircularPolygon int, float, int, 
int, int, int 
HitBox Hozzáad a HitBox-hoz egy kört. 
addPolygon Polygon HitBox Hozzáad a HitBox-hoz egy 
sokszöget. 
addRectangularPolygon int, int, int, int HitBox Hozzáad a HitBox-hoz egy 
téglalapot. 
isColliding DamageableModel boolean Ütközik-e a HitBox a megadott 
DamageableModel HitBox-jával? 
isColliding HitBox boolean Ütközik-e a Hitbox a megadott 
HitBox-al? 
setOrigin int, int HitBox Forgatási középpont beállítása. 
setPosition int, int HitBox Pozíció beállítása. 
toString  String HitBox adatait Stringként adja 
vissza. 
tryAddPolygon Polygon  Hozzáad egy sokszöget a 
HitBox-hoz, ha nincs tele. 
 
Object  
 
com::simontamasmark::spacegame::entities::model:: 
HitBox  
Fields  
- currentPolygonCount : int 
- hitPolygons : Polygon[] 
- offSets : Vector2[] 
- origin : Vector2 
- origins : Vector2[] 
- polygonCount : int 
Properties  
   «readOnly» 
+ polygons : Polygon[] 
   «readOnly» 
+ position : Vector2 
+ rotation : float 
Constructors  
+ HitBox( HitBox ) : void 
+ HitBox( int ) : void 
Methods  
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+ addCircularPolygon( int, float, int, int, int, int ) : HitBox 
+ addPolygon( Polygon ) : HitBox 
+ addRectangularPolygon( int, int, int, int ) : HitBox 
+ isColliding( DamageableModel ) : boolean 
+ isColliding( HitBox ) : boolean 
+ setOrigin( int, int ) : HitBox 
+ setPosition( int, int ) : HitBox 
+ toString( ) : String 
- tryAddPolygon( Polygon ) : void 
3.44. ábra HitBox osztály 
 
entities.model.ships.ShipModel 
A ShipModel osztály a DamageableModel leszármazottja. Az életpontok rendszerét 
kiegészíti pajzzsal, valamint űrhajó specifikus mozgást kezel, fegyverrel is rendelkezik 
(WeaponModel). 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
accelerate float, float  Beállítja a gyorsulást, a megadott 
tengelyenkénti százalékra. 1.0 = 
maximum gyorsulás. 
addShields int  Pajzs hozzáadása. 
frictionBrake   Lefékezi az űrhajót. Fékezéskor 
nem hirtelen áll meg, hanem 
lassítva. 
getDirection  Vector2 Visszaadja a mozgás irányát. 
hurt int  Sebzi az űrhajót, először a pajzs 
kap sebzést, majd az életpont. 
kill   Megöli az űrhajót. 
predictVelocity Vector2, float  Többjátékos módban az előző és 
a legújabb pozíció adatból 
kiszámolja az űrhajó sebességét, 
ezzel folyamatos mozgást 
létrehozva. 
releaseBrake   Abbahagyja a fékezést. 
revive   Újraéleszti az űrhajót. 
Maximumra állítja az életpontot 
és a pajzspontot. 
setAcceleration Vector2  Abbahagyja a fékezést, beállítja 
a gyorsulást. 
setMovementBoundsCenter Vector2  Beállítja a mozgásteret korlátozó 
négyzet közepét. 
update float, Vector2  Frissíti az űrhajót, kezeli a 
mozgásfizikát. 
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DamageableModel  
 
com::simontamasmark::spacegame::entities::ships::model:: 
ShipModel  
Fields  
- brakeDirection : Vector2 
- braking : boolean 
- emitterSystemModel : EmitterSystemModel 
- isShooting : boolean 
- lastPositionUpdate : float 
- maxSpeedThrottle : Vector2 
- newPosition : Vector2 
- positionDelay : float 
- prevPosition : Vector2 
Properties  
+ accelerationSpeed : float 
+ limitSpeed : boolean 
+ maxShields : int 
+ maxSpeed : float 
+ movementBounds : Rectangle 
   «readOnly» 
+ projectileSystem : ProjectileSystemModel 
+ shields : int 
+ shooting : boolean 
   «readOnly» 
+ throttle : Vector2 
+ weapon : WeaponModel 
Constructors  
+ ShipModel( AssetHandler, ProjectileSystemModel, EmitterSystemModel ) : void 
Methods  
+ accelerate( float, float ) : void 
+ addShields( int ) : void 
+ frictionBrake( ) : void 
- getDirection( ) : Vector2 
+ hurt( int ) : void 
   «synchronized» 
+ kill( ) : void 
+ predictVelocity( Vector2, float ) : void 
- releaseBrake( ) : void 
+ revive( ) : void 
+ setAcceleration( Vector2 ) : void 
+ setMovementBoundsCenter( Vector2 ) : void 
+ update( float, Vector2 ) : void 
3.45. ábra ShipModel osztály 
 
  
 82 
 
entities.ships.model.PlayerShipModel 
A PlayerShipModel (játékos űrhajó) a ShipModel osztályt kiegészíti 
fejleszthetőséggel, fejlettségi fokozatokkal, így változtatható a játékos űrhajó fegyvere és 
űrhajója. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
canUpgradeTier  boolean Visszaadja, fejleszthető-e az űrhajó. 
canUpgradeWeapon  boolean Visszaadja, fejleszthető-e a fegyver. 
kill   Megöli a játékos űrhajót. 
loadTierProperties   Betölti a jelenlegi fejlettségi szint 
tulajdonságait. 
revive   Újraéleszti az űrhajót. 
upgradeTier   Növeli a játékos űrhajó fejlettségi szintjét 
eggyel, ha lehet. 
upgradeWeapon   Fejleszti a játékos űrhajó fegyverét, ha 
lehet. 
 
ShipModel  
 
com::simontamasmark::spacegame::entities::ships::model:: 
PlayerShipModel  
Fields  
- tier : Tier 
Properties  
   «readOnly» 
+ player : Player 
   «readOnly» 
+ playerProjectileModels : List<ProjectileModel> 
   «readOnly» 
+ tierIndex : int 
Constructors  
+ PlayerShipModel( Player, AssetHandler, ProjectileSystemModel, EmitterSystemModel ) : void 
Methods  
+ canUpgradeTier( ) : boolean 
+ canUpgradeWeapon( ) : boolean 
+ kill( ) : void 
- loadTierProperties( ) : void 
+ revive( ) : void 
+ update( float ) : void 
+ upgradeTier( ) : void 
+ upgradeWeapon( ) : void 
3.46. ábra ShipModel osztály 
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entities.ships.weapons.model.WeaponModel 
A WeaponModel osztály a fegyverek modellje. Tárolja a fegyver tulajdonságait 
(sebzés, lövedék sebessége, lövés frekvenciája, tüzelési pontok, lövedék típusa), valamint 
lövedék osztályokat (ProjectileModel) hoz létre. Egy fegyvernek akár több tüzelési 
pontja lehet, lövéskor minden tüzelési pontban létrejön egy-egy lövedék. Ezzel a 
megoldással a fegyvert a tulajdonos űrhajó textúrájához lehet „igazítani”, valamint 
egyszerre többet is tud lőni. 
Metódus neve Paraméterek Visszatérési érték Leírás 
addShipFiringPoint Vector2  Hozzáad egy lövési pontot a 
listához. 
canShoot float boolean Visszaadja, tud-e lőni az űrhajó. 
Időzítóhöz kötött. 
createProjectile Vector2 ProjectileModel Létrehoz egy lövedéket a 
megadott lövési pontban, ami 
felveszi a tulajdonos űrhajó 
elforgatottságát, sebességét. 
createProjectiles  List<ProjectileModel> Létrehoz minden tüzelési pontban 
egy lövedéket. 
restart   Alapállapotba állítja a fegyvert. 
setShipFiringPoints List<Vector2>  Beállítja a tüzelési pontok listáját. 
shoot  boolean Tüzelés a fegyverrel. 
update float  Frissíti az időzítőt. 
 
Object  
com::simontamasmark::spacegame::entities::ships::weapons::model:: 
WeaponModel  
Fields  
- assetHandler : AssetHandler 
- firingPoints : List<Vector2> 
- nextShotEarliestTime : float 
- ownerShip : ShipModel 
- projSystem : ProjectileSystemModel 
- runTime : float 
Properties  
+ damage : int 
+ delayTime : float 
+ firing : boolean 
+ projectileClass : Class<?> 
+ projectileSpeed : float 
Constructors  
+ WeaponModel( ShipModel, AssetHandler, ProjectileSystemModel ) : void 
Methods  
+ addShipFiringPoint( Vector2 ) : void 
+ canShoot( float ) : boolean 
+ createProjectile( Vector2 ) : ProjectileModel 
+ createProjectiles( ) : List<ProjectileModel> 
+ restart( ) : void 
+ setShipFiringPoints( List<Vector2> ) : void 
+ shoot( ) : boolean 
+ update( float ) : void 
3.47. ábra WeaponModel osztály 
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entities.ships.aliens.AlienGeneratorModel 
Az AlienGeneratorModel az ellenséges űrhajók (AlienShipModel-ek) 
létrehozásáért felel. Ellenségek létrehozásánál több dolgot is figyelembe vesz: jelenlegi 
ellenségek száma, távolság a játékostól, időzítés. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
canSpawn  boolean Időzítő, visszaadja lehet-e 
létrehozni ellenségeket. 
despawnEnemies Vector2, 
List<AlienShipModel> 
 Távoli ellenségek törlése 
generateDestroyer Vector2, 
List<AlienShipModel> 
DestroyerAlienModel Létrehoz egy 
DestroyerAlienModel-t 
random generált pozícióban. 
generateFighter Vector2, 
List<AlienShipModel> 
FighterAlienModel Létrehoz egy 
FighterAlienModel-t random 
generált pozícióban. 
generateKamikaze Vector2, 
List<AlienShipModel> 
KamikazeAlienModel Létrehoz egy 
KamikazeAlienModel-t random 
generált pozícióban. 
generatePosition Vector2 Vector2 Generál egy pozíciót, ami 
nincs se túl közel, se túl 
messze a játékostól. 
getSpawnCount int, int, int, int int Minimum, maximum, 
jelenlegi darab, max darab 
paraméterekből megadja, 
mennyi ellenséget lehet 
létrehozni. 
restart   Alaphelyzetbe állítja az 
osztályt. 
scaleAlienLimit int, int int Skálázza a maximális 
megengedett ellenségszámot a 
játékos pontszáma alapján. 
scaleMaxSpawn int, int int Skálázza a létrehozandó 
ellenségek számát a játékos 
pontszáma alapján. 
setOnSpawn Callback  Ellenség létrehozásakor 
végrehajtandó esemény 
beállítása. 
spawnEnemies Vector2, 
List<AlienShipModel> 
 Ellenségek létrehozása, ha 
engedi az időzítő és nincs 
elérve a maximális limit. 
update float  Frissíti az időzítőt. 
 
Object  
com::simontamasmark::spacegame::entities::ships::aliens:: 
AlienGeneratorModel  
Fields  
+ ALIEN_KILLDISTANCE : float 
+ DESTROYER_MAX_COUNT : int 
+ FIGHTER_MAX_COUNT : int 
+ KAMIKAZE_MAX_COUNT : int 
+ NEXTSPAWN_MAX_TIME : float 
+ NEXTSPAWN_MIN_TIME : float 
+ SPAWN_DESTROYER_MAX_COUNT : int 
+ SPAWN_DESTROYER_MIN_COUNT : int 
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+ SPAWN_DIST_MAX : float 
+ SPAWN_DIST_MIN : float 
+ SPAWN_FIGHTER_MAX_COUNT : int 
+ SPAWN_FIGHTER_MIN_COUNT : int 
+ SPAWN_KAMIKAZE_MAX_COUNT : int 
+ SPAWN_KAMIKAZE_MIN_COUNT : int 
- assetHandler : AssetHandler 
- emitterSystemModel : EmitterSystemModel 
- onSpawn : Callback 
- projectileSystem : ProjectileSystemModel 
- world : GameWorld 
Properties  
+ alienDropsEnabled : boolean 
   «readOnly» 
+ nextSpawnTime : float 
   «readOnly» 
+ runTime : float 
Constructors  
+ AlienGeneratorModel( GameWorld, AssetHandler, ProjectileSystemModel, EmitterSystemModel ) : 
void 
Methods  
+ canSpawn( ) : boolean 
+ despawnEnemies( Vector2, List<AlienShipModel> ) : void 
+ generateDestroyer( Vector2, List<AlienShipModel> ) : DestroyerAlienModel 
+ generateFighter( Vector2, List<AlienShipModel> ) : FighterAlienModel 
+ generateKamikaze( Vector2, List<AlienShipModel> ) : KamikazeAlienModel 
- generatePosition( Vector2 ) : Vector2 
- getSpawnCount( int, int, int, int ) : int 
+ restart( ) : void 
- scaleAlienLimit( int, int ) : int 
- scaleMaxSpawn( int, int ) : int 
+ setOnSpawn( Callback ) : void 
+ spawnEnemies( Vector2, List<AlienShipModel> ) : void 
+ update( float ) : void 
3.48. ábra AlienGeneratorModel osztály 
További, egyszerű entities model osztályok: 
entities.model.DamageableInterface 
Ezt az interfészt implementálja a DamageableModel. Ez az interfész jelzi, hogy az 
implementáló osztály tud ütközést érzékelni. 
entities.pickups.model.PickupModel 
Ez a csomagok szülőosztálya. Minden csomag eltűnik egy idő után. 
entities.pickups.model.HealthPickupModel 
Életpont csomag. 
entities.pickups.model.ScorePickupModel 
Pont csomag. 
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entities.pickups.model.ShieldPickupModel 
Pajzs csomag. 
entities.pickups.model.UpgradePickupModel 
Űrhajót fejlesztő csomag. 
entities.pickups.model.WeaponPickupModel 
Fegyvert fejlesztő csomag. 
entities.projectiles.model.ProjectileModel 
Lövedékek szülő osztálya. Eltűnik egy idő után, valamint ütközéskor megjeleníti 
a találat jelzőt. A HitBox mérete dinamikus, kompenzálja a kimaradó képkockákat. 
Kevesebb FPS esetén hosszabb lesz a HitBox. 
entities.projectiles.model.BlueLaserProjectileModel 
Kék lézer lövedék. 
entities.projectiles.model.GreenLaserProjectileModel 
Zöld lézer lövedék. 
entities.projectiles.model.OrangeLaserProjectileModel 
Narancssárga lézer lövedék. 
entities.projectiles.model.PurpleLaserProjectileModel 
Lila lézer lövedék. 
entities.projectiles.model.RedLaserProjectileModel 
Piros lézer lövedék. 
entities.projectiles.model.ProjectileSystemModel 
Lövedékek gyűjtő osztálya, frissíti a lövedékeket, automatikusan eltávolítja a 
törölhető lövedékeket. 
entities.props.model.AsteroidModel 
Minden aszteroida szülőosztálya. Ha nincs képernyőn, nem kerül kirajzolásra. 
entities.props.model.BigAsteroidModel 
Nagy aszteroida. 
entities.props.model.MediumAsteroidModel 
Közepes aszteroida. 
entities.props.model.SmallAsteroidModel 
Kis aszteroida. 
entities.props.model.MineAsteroidModel 
Akna, ami aszteroidaként van számon tartva, ugyanis viselkedésben megegyező. 
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entities.ships.aliens.model.AlienShipModel 
Ellenséges űrhajó, ami saját vezérlővel rendelkezik, valamint pontot ad annak a 
játékosnak, amelyik megöli.  
entities.ships.aliens.model.DestroyerAlienModel 
Destroyer ellenséges űrhajó. 
entities.ships.aliens.model.FighterAlienModel 
Fighter ellenséges űrhajó. 
entities.ships.aliens.model.KamikazeAlienModel 
Kamikaze ellenséges űrhajó. 
entities.ships.weapons.model.DestroyerWeaponModel 
Destroyer ellenséges űrhajó fegyvere. 
entities.ships.weapons.model.FighterWeaponModel 
Fighter ellenséges űrhajó fegyvere. 
entities.ships.weapons.model.KamikazeWeaponModel 
Kamikaze ellenséges űrhajó fegyvere. 
entities.ships.weapons.model.TierOneWeaponModel 
Első fejlettségi szintű játékos fegyver. 
entities.ships.weapons.model.TierThreeWeaponModel 
Második fejlettségi szintű játékos fegyver. 
entities.ships.weapons.model.TierTwoWeaponModel 
Harmadik fejlettségi szintű játékos fegyver. 
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Nézet osztályok 
entites.view.EntityRenderer 
Minden EntityModel-t egy EntityRenderer rajzol ki. A rajzoláshoz minden adatot 
a modelltől kér el. A LibGDX Sprite osztálya jeleníti meg a textúrát. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
adjustSpriteToModel   A modell méretéhez, 
elforgatottságához igazítja a 
Sprite-ot. 
getAssetFromDescriptor String, int  Elkéri az AssetHandlertől a 
modellben található leíró alapján 
a betöltött Sprite-ot. 
render SpriteBatch  Rajzolás. Csak látható modell 
esetén rajzol. 
setColor float, float, 
float, float 
 Sprite színének beállítása. 
 
Object  
com::simontamasmark::spacegame::entities::view:: 
EntityRenderer  
Fields  
# assetHandler : AssetHandler 
# model : EntityModel 
Properties  
   «readOnly» 
+ assetFromDescriptor : void 
   «readOnly» 
+ loadSuccessful : boolean 
+ sprite : Sprite 
   «readOnly» 
+ spriteHeight : int 
   «readOnly» 
+ spriteWidth : int 
Constructors  
+ EntityRenderer( EntityModel, AssetHandler ) : void 
Methods  
# adjustSpriteToModel( ) : void 
+ getAssetFromDescriptor( String, int ) : void 
+ render( SpriteBatch ) : void 
+ setColor( float, float, float, float ) : void 
3.49. ábra EntityRenderer osztály 
További, egyszerű entities view osztályok: 
entities.projectiles.view.ProjectileRenderer 
Kiegészíti az EntityRenderer-t találati jelző betöltésével és kirajzolásával. 
entities.projectiles.view.ProjectileSystemRenderer 
Kirajzolja a ProjectileSystemModel-ben található összes ProjectileModel-t. 
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Vezérlő osztályok 
entities.ships.aliens.controller.AlienShipController 
Az AlienShipController osztályból származik mindhárom ellenfél vezérlője 
(DestroyerAlienController, FighterAlienController, KamikazeAlienController). 
Ebben az osztályban található a számítógépes játékos logikája, több különböző metódus, 
amivel irányítani lehet az űrhajót. Az osztály gyerekei kiegészítik az 
AlienShipController-t viselkedéssel, azaz, hogy mikor mit csináljon a vezérlő (várás, 
üldözés, támadás, játékosba csapódás, visszavonulás). Hogy ne legyen túl hasonló az 
egyes ellenségek vezérlése, több helyen (viselkedést váltó távolságok, cél pozíció) 
véletlenszerű módosító kerül alkalmazásra. Ahol két játékos űrhajó (PlayerShipModel) a 
paraméter, a második lehet null, ugyanis egyjátékos módban nincs második játékos. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
aimAtPlayer PlayerShipModel  Célzás a megadott 
játékos űrhajóra. 
chasePlayer PlayerShipModel  A megadott játékos 
űrhajó üldözése. 
chasePlayerRandomModifier PlayerShipModel  A megadott játékos 
űrhajó üldözése, 
véletlenszerű 
módosítóval. 
distanceFromClosestPlayer PlayerShipModel, 
PlayerShipModel 
float Távolság a 
legközelebbi 
játékostól. 
distanceFromEntity EntityModel float Távolság a megadott 
EntityModel-től. 
distanceFromEntityCenter EntityModel float Távolság a megadott 
EntityModel közepétől. 
dodgeProjectiles PlayerShipModel boolean Lövedékek oldalirányú 
kikerülése. 
dodgeProjectilesOrBrake PlayerShipModel  Ha van a közelben 
lövedék, kikerüli, ha 
nincs, fékez. 
findTarget PlayerShipModel, 
PlayerShipModel 
 Célpont keresése. A 
célpont mindig a 
legközelebbi játékos. 
getClosestPlayerShipModel PlayerShipModel, 
PlayerShipModel 
PlayerShipModel Két játékos űrhajó 
közül visszaadja a 
közelebbit.  
getTargetedPlayerShip  PlayerShipModel Célpont játékos űrhajót 
adja vissza. 
retreatFromPlayer PlayerShipModel  Menekül a játékos 
felől. 
startShooting   Tüzelés a fegyverrel 
stopShooting   Fegyverrel tüzelés 
szüntetése. 
update float, 
PlayerShipModel, 
PlayerShipModel, 
List<AlienShipModel> 
 Frissíti a futási időt és a 
célpontot. Ezt írják 
felül a származtatott 
osztályok, viselkedést 
is frissíti. 
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Object  
 
com::simontamasmark::spacegame::entities::ships::aliens::controller:: 
AlienShipController  
Constants  
+ DODGE_PROJECTILE_DISTANCE : float 
+ PLAYER_CHASE_RAND_MODIFIER_MAX : int 
Fields  
+ ATTACK_DISTANCE : float 
+ DODGE_PROJECTILE_RAND_MODIFIER : float 
+ PROVOKE_DISTANCE : float 
- playerChaseRandomModifier : Vector2 
- provoked : boolean 
- targetedPlayerShip : PlayerShipModel 
Properties  
+ behavior : Behavior 
   «readOnly» 
+ runTime : float 
   «readOnly» 
+ shipModel : AlienShipModel 
Constructors  
+ AlienShipController( AlienShipModel ) : void 
Methods  
# aimAtPlayer( PlayerShipModel ) : void 
# chasePlayer( PlayerShipModel ) : void 
# chasePlayerRandomModifier( PlayerShipModel ) : void 
+ distanceFromClosestPlayer( PlayerShipModel, PlayerShipModel ) : float 
# distanceFromEntity( EntityModel ) : float 
# distanceFromEntityCenter( EntityModel ) : float 
# dodgeProjectiles( PlayerShipModel ) : boolean 
# dodgeProjectilesOrBrake( PlayerShipModel ) : void 
+ findTarget( PlayerShipModel, PlayerShipModel ) : void 
+ getClosestPlayerShipModel( PlayerShipModel, PlayerShipModel ) : PlayerShipModel 
# getTargetedPlayerShip( ) : PlayerShipModel 
# retreatFromPlayer( PlayerShipModel ) : void 
+ startShooting( ) : void 
+ stopShooting( ) : void 
+ update( float, PlayerShipModel, PlayerShipModel, List<AlienShipModel> ) : void 
3.50. ábra AlienShipController osztály 
entities.ships.aliens.controller.DestroyerAlienController 
AlienShipController leszármazottja, a Destroyer gépi játékos viselkedését írja le. 
entities.ships.aliens.controller.FighterAlienController 
AlienShipController leszármazottja, a Fighter gépi játékos viselkedését írja le. 
entities.ships.aliens.controller.KamikazeAlienController 
AlienShipController leszármazottja, a Kamikaze gépi játékos viselkedését írja 
le. 
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3.5.7. Ui osztályok 
Az ui csomag osztályai alkotják a felhasználói felületet. Működése és szerkezete 
hasonló az entities csomaghoz. 
Modell osztályok 
ui.model.UIElementModel 
Minden UI elem az UIElementModel osztályból származik. Bár nem az 
EntityModel osztályból származik, működésében másolata neki, azzal a különbséggel, 
hogy az UI elemekre nem érvényes tulajdonságok (pld. sebesség, gyorsulás, forgatás) el 
lettek távolítva, valamint külön adattagba menti el a megadott középpontot. Így a 
megfelelő nevű metódusok ugyanúgy működnek, mint az EntityModel esetén. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
recenter   Meghívja a setCenter metódust a 
legutoljára beállított középponttal. 
Méretbeli változás után meghívva újra a 
megadott középpontra illeszti az elemet.  
 
Object  
 
com::simontamasmark::spacegame::ui::model:: 
UIElementModel  
Fields  
# originalPosition : Vector2 
Properties  
+ assetDescriptor : AssetDescriptor<?> 
   «readOnly» 
+ assetHandler : AssetHandler 
+ center : Vector2 
+ height : int 
+ id : String 
   «readOnly» 
+ originalHeight : int 
   «readOnly» 
+ originalWidth : int 
+ position : Vector2 
+ renderer : UIElementRenderer 
   «readOnly» 
+ runTime : float 
+ scaleX : float 
+ scaleY : float 
+ visible : boolean 
+ width : int 
+ x : int 
+ y : int 
Constructors  
+ UIElementModel( AssetHandler ) : void 
Methods  
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+ matchSpriteSize( ) : void 
+ recenter( ) : void 
+ setAssetDescriptor( AssetDescriptor<?>, String, int ) : void 
+ setCenter( int, int ) : void 
+ setPosition( int, int ) : void 
+ setScale( float, float ) : void 
+ setSize( int, int ) : void 
+ update( float ) : void 
3.51. ábra UIElementModel osztály 
 
ui.model.HitboxedUIElementModel 
Az UIElementModel leszármazottja. A HitboxedUIElementModel absztrakt osztály 
leszármazottjai olyan UI elemek, amelyek rendelkeznek ütköző dobozzal (hitbox-al). Az 
EntityModel-el ellentétben ez a hitbox csak egy egyszerű alakzat (Shape2D), ugyanis csak 
egy ponttal (egérmutató) kell ütköztetni, valamint nem kell számolni elforgatással vagy 
bonyolult formával. 
Metódus 
neve 
Paraméterek Visszatérési 
érték 
Leírás 
isTouched int, int boolean Visszaadja, hogy a megadott pontot 
tartalmazza-e az egyszerű alakzat. 
moveHitBox Vector2  Absztrakt metódus, hitbox mozgatására 
szolgál. 
resizeHitBox int, int  Absztrakt metódus, hitbox átméretezésére 
szolgál. 
setHeight int  Modell magasság valamint hitbox magasság 
beállítása. 
setPosition int, int  Modell pozíció valamint hitbox pozíció 
beállítása 
setWidth int  Modell szélesség valamint hitbox szélesség 
beállítása 
 
UIElementModel  
 
com::simontamasmark::spacegame::ui::model:: 
HitboxedUIElementModel  
Properties  
+ hitBox : Shape2D 
Constructors  
+ HitboxedUIElementModel( AssetHandler ) : void 
Methods  
+ isTouched( int, int ) : boolean 
+ moveHitBox( Vector2 ) : void 
+ resizeHitBox( int, int ) : void 
+ setHeight( int ) : void 
+ setPosition( int, int ) : void 
+ setWidth( int ) : void 
3.52. ábra HitboxedUIElementModel osztály 
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ui.model.UIManagerModel 
UIElementController-eket tároló osztály. Minden tárolt UIElementController-
hez egy azonosító String tartozik, így azonosító alapján lehet elemeket lekérni. 
ui.model.ContainerModel 
UIElementModel leszármazottja, működésében megegyezik az UIManagerModel 
osztállyal. ContainerModel segítségével lehet csoportosítva hozzáadni elemeket az 
UIManagerModel-hez (ContainerModel-be kell az UI elemet berakni, majd a 
ContainerModel-t berakni az UIManagerModel-be.) 
ui.model.TextModel 
Kiegészíti a HitboxedUIElementModel-t szöveggel és betűtípus resource leíróval. 
ui.model.TextBoxModel 
TextModel leszármazottja, kiegészíti módosíthatósággal, háttér textúrákkal, 
automatikus szöveg hossz limitet is számol. 
ui.model.ButtonModel 
TextModel leszármazottja, kiegészíti hitbox-al és textúrákkal. 
ui.model.BarModel 
UIElementModel leszármazottja, minimum és maximum érték közötti megadott 
értéket reprezentál csík formájában. (Például: betöltőcsík, életpont, pajzs csíkok) 
ui.model.ChevronModel 
UIElementModel leszármazottja, kiegészíti szöveggel és elforgatottsági szöggel. A 
ChevronModel a nyíl, ami többjátékos módban a másik játékos űrhajójára mutat. Ha a 
másik játékos a képernyőn van, a nyíl láthatatlan. Az update metódus mozgatja a 
képernyőn a nyilat, az isOffScreen metódus pedig eldönti, hogy látható legyen-e a nyíl. 
ui.model.IconTextModel 
TextModel leszármazottja, képet rendel a szöveghez, valamint beállítható a kép és 
a szöveg közötti távolság. 
ui.model.ImageModel 
UIElementModel leszármazottja, csak képpel rendelkező UI elem egyszerű 
létrehozására szolgál, csak két egyszerű konstruktort tartalmaz. 
ui.model.TouchknobModel 
HitboxedUIElementModel leszármazottja. A TouchknobModel a virtuális joystick 
mozgatható gombja. Létrehoz egy kör hitboxot, aminek lekérhető a sugara. 
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ui.model.TouchpadModel 
A TouchpadModel osztály a virtuális joystick modellje. Tartalmaz egy 
TouchknobModel-t (mozgatható gomb), ennek a pozíciójából számolja ki az elforgatás 
szögét, a tengelyenkénti elmozgatás százalékát. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
calculateValues int, int  Kiszámolja a joystick elforgatottsági szögét, a 
tengelyenkénti elmozdítás százalékát. 
moveKnob int, int  Elmozgatja a gombot a megadott pozícióba, 
vagy a joystick szélére, ha a megadott pozíció 
a joysticken kívül esik. 
releaseKnob   Felengedi a gombot, középre állítja. 
resetValues   Lenullázza a kiszámolt értékeket. 
 
HitboxedUIElementModel  
 
com::simontamasmark::spacegame::ui::model:: 
TouchpadModel  
Fields  
- knobPercent : Vector2 
Properties  
+ keepValuesOnRelease : boolean 
   «readOnly» 
+ knobAngleDegrees : float 
   «readOnly» 
+ knobAxisDistanceFromCenter : Vector2 
   «readOnly» 
+ knobDistanceFromCenter : float 
   «readOnly» 
+ knobMaxDistanceFromCenter : float 
+ onRelease : Callback 
+ onTouch : Callback 
   «readOnly» 
+ percentX : float 
   «readOnly» 
+ percentY : float 
   «readOnly» 
+ radius : float 
   «readOnly» 
+ touchknobModel : TouchknobModel 
Constructors  
+ TouchpadModel( AssetHandler ) : void 
Methods  
- calculateValues( int, int ) : void 
+ moveHitBox( Vector2 ) : void 
+ moveKnob( int, int ) : void 
+ releaseKnob( ) : void 
- resetValues( ) : void 
+ resizeHitBox( int, int ) : void 
+ setPosition( int, int ) : void 
+ update( float ) : void 
3.53. ábra TouchpadModel osztály 
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Nézet osztályok 
ui.view.UIElementRenderer 
Működése megegyezik az EntityRender osztállyal, de nem származik le belőle. 
Minden UIElementModel-hez tartozik egy UIElementRenderer, ez az osztály a rajzolásért 
felelős. 
Object  
 
com::simontamasmark::spacegame::ui::view:: 
UIElementRenderer  
Fields  
# assetHandler : AssetHandler 
# model : UIElementModel 
# sprite : Sprite 
Properties  
   «readOnly» 
+ assetFromDescriptor : void 
   «readOnly» 
+ loadSuccessful : boolean 
   «readOnly» 
+ spriteHeight : int 
   «readOnly» 
+ spriteWidth : int 
Constructors  
+ UIElementRenderer( UIElementModel, AssetHandler ) : void 
Methods  
# adjustSpriteToModel( ) : void 
+ getAssetFromDescriptor( String, int ) : void 
+ render( SpriteBatch, Camera ) : void 
+ setColor( Color ) : void 
+ setColor( float, float, float, float ) : void 
+ setSprite( Sprite ) : void 
3.54. ábra UIElementRenderer osztály 
 
ui.view.UIManagerRenderer 
Kirajzol minden UI elemet, ami a UIManagerRenderer-hez rendelt 
UIManagerModel-ben található. Rajzolás előtt elmozdítja a kamerát az alapértelmezett 
pozícióba, kirajzolja az elemeket, ez után pedig visszaállítja a kamerát az eredeti 
pozícióba. Ez a megoldás azért szükséges, mert az UI elemek nem világbeli koordinátát 
kapnak pozíciónak, hanem virtuális képernyő koordinátát. 
ui.view.ContainerRenderer 
Kirajzol minden, a ContainerRenderer-hez tartozó ContainerModel-ben tárolt UI 
elemet. 
ui.view.TextRenderer 
UIElementRenderer leszármazottja, kiegészíti betűtípus betöltéssel és 
szövegméret számolással. Az adott betűtípusú szöveg méretét a LibGDX GlyphLayout 
osztálya számolja ki.  
 96 
 
ui.view.TextBoxRenderer 
TextRenderer leszármazottja, kiegészíti Sprite-ok betöltésével és rajzolásával. A 
TextBox egy külső textúrára rárajzol egy belső, kisebb textúrát. 
ui.view.ButtonRenderer 
TextRenderer leszármazottja, kiegészíti Sprite betöltéssel és rajzolással. Külön 
Sprite-ot kaphat a megnyomott gomb, így máshogy néz ki lenyomva. 
ui.view.IconTextRenderer 
TextRenderer leszármazottja, kiegészíti Sprite rajzolásával. 
ui.view.ChevronRenderer 
UIElementRenderer leszármazottja, kirajzolja a másik játékos űrhajójára mutató 
nyilat és a hozzá tartozó szöveget. A többi UI elemhez képest különbség, hogy a kamera 
itt elmozgatásra kerül az UIManagerRenderer-el megegyező módon, ugyanis kiemelt 
szerepe miatt a játékvilágban a nyíl nincs együtt kezelve a többi UI elemmel, így nem 
kerül be UIManagerModel-be. 
ui.view.TouchpadRenderer 
UIElementRenderer leszármazottja, kirajzolja a TouchpadModel textúráját valamint 
a hozzá tartozó TouchknobModel-ét is. 
Vezérlő osztályok 
ui.controller.InputController 
Egyszerű osztály, egy GestureListener-t és egy InputListener-t tárol, valamint 
ezekhez settereket és gettereket biztosít. 
ui.controller.UIElementController 
Az UI elemekhez tartozó vezérlő osztály, az InputController leszármazottja, 
minden UI vezérlő szülője. Tárolja a hozzá tartozó modellt, valamint letiltható és 
engedélyezhető a bemenet. 
InputController  
 
com::simontamasmark::spacegame::ui::controller:: 
UIElementController  
Fields  
- renderer : UIElementRenderer 
Properties  
+ inputEnabled : boolean 
   «readOnly» 
+ model : UIElementModel 
Constructors  
+ UIElementController( UIElementModel ) : void 
3.55. ábra UIElementController osztály 
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ui.controller.UIManagerController 
Minden, a hozzá tartozó UIManagerModel-ben tárolt UIElementController-nek 
átadja a bemenetet. Ha egy UIElementController egyik metódusa igaz értékkel tér vissza, 
az elveszi a bemenetet a listában következő UIElementControllerek-től. 
ui.controller.ContainerController 
UIElementController leszármazottja, működése megegyezik az 
UIManagerController-ével, csak ContainerModel-re. 
ui.controller.ButtonController 
Gomb megnyomását vezérli egér / ujj bemenet alapján. 
ui.controller.KeyboardMovementController 
Játékos űrhajót irányít billentyűzet bemenettel, egérrel pedig céloz. 
ui.controller.TextBoxController 
Billentyűzet bemenetet szűrve változtat a hozzá rendelt TextBoxModel szövegén. 
Csak az angol ABC betűi és a .-_: speciális karakterek megengedettek.  
ui.controller.TouchpadController 
Ujj bemenet alapján vezérli a TouchpadModel-t, egyszerre két ujjat is kezel. 
  
 98 
 
3.5.8. Utils osztályok 
Az utils csomag kisebb segédosztályokat tartalmaz, ezeket globálisan bármelyik 
osztály alkalmazhatja. 
utils.Callback 
Események létrehozását szolgáló egyszerű interfész. 
«interface» 
com::simontamasmark::spacegame::utils:: 
Callback  
Methods  
+ onEvent( ) : void 
3.56. ábra Callback interfész 
utils.MessageCallback 
Üzenettel rendelkező események létrehozását szolgáló egyszerű interfész. 
«interface» 
com::simontamasmark::spacegame::utils:: 
MessageCallback  
Methods  
+ onEvent( String ) : void 
3.57. ábra MessageCallback interfész 
utils.PlatformName 
Megadja a platform nevét, amin a játék fut. 
Object  
 
com::simontamasmark::spacegame::utils:: 
PlatformName  
Constants  
+ ANDROID : String 
+ APPLET : String 
+ DESKTOP : String 
+ IOS : String 
+ WEBGL : String 
Constructors  
+ PlatformName( ) : void 
Methods  
+ getPlatform( ) : String 
3.58. ábra PlatformName osztály 
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utils.Utilities 
Különböző statikus segéd metódusokat tartalmaz, mindegyik globálisan elérhető, 
sok osztály alkalmazza ezeket. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
angleDegreesToVector float Vector2 Fokban megadott szög átváltása 
normálvektorba. 
containsSpecialChar String boolean Visszaadja, tartalmaz-e a 
megadott String speciális 
karaktert. 
distance Vector2, Vector2 float Visszaadja a két pont közötti 
távolságot. 
generateVector2 int, int, int, int Vector2 Generál egy minimum és 
maximum X és Y értékek közötti 
pontot. 
isInAlphabet char boolean Visszaadja, hogy a megadott 
karakter benne van-e a 
megengedett karakterek között. 
randomFloat float, float float Generál egy minimum és 
maximum közötti float-ot. 
randomInt int, int int Generál egy minimum és 
maximum közötti int-et. 
rotatePointAroundPoint Vector2, float, 
Vector2 
Vector2 Elforgat egy pontot a megadott 
fokkal egy másik körül, és az 
eredményt visszaadja. 
toRadians float float Visszaadja a megadott fokot 
radiánba váltva. 
vectorToAngleDegrees Vector2 float Visszaadja egy vektor szögét 
fokban. 
 
Object  
 
com::simontamasmark::spacegame::utils:: 
Utilities  
Constants  
+ ALPHABET : char[] 
+ SPECIAL_CHARS : char[] 
Constructors  
+ Utilities( ) : void 
Methods  
+ angleDegreesToVector( float ) : Vector2 
+ containsSpecialChar( String ) : boolean 
+ distance( Vector2, Vector2 ) : float 
+ generateVector2( int, int, int, int ) : Vector2 
+ isInAlphabet( char ) : boolean 
+ randomFloat( float, float ) : float 
+ randomInt( int, int ) : int 
+ rotatePointAroundPoint( Vector2, float, Vector2 ) : Vector2 
+ toRadians( float ) : float 
+ vectorToAngleDegrees( Vector2 ) : float 
3.59. ábra Utilities osztály 
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3.5.9. Network osztályok 
A network csomag tartalmazza a szervert, a klienst. A szerver és a kliens hálózati 
parancsokkal, azaz Command-ok segítségével üzen egymásnak. A kommunikáció UDP 
csomagokkal történik, a minimális késleltetés érdekében. Mivel az UDP protokoll nem 
ad garanciát arra, hogy minden csomag megérkezik, bizonyos mértékű 
csomagveszteséget még kezel a játék, de nem garantálható rossz kapcsolat, nagyon sok 
elvesztett / meghibásodott csomag esetén a hibátlan működés. A játékos űrhajók és az 
ellenségek sebességét jósolja a játék az előzőleg beérkezett és a legfrissebb pozíció 
alapján, így nem akadoznak az űrhajók lassabb átvitel mellett. A sebzések lokálisan 
kezeltek, a távoli játékos üzenetet kap róluk. Ezzel a megoldással a kliens nem érzékel 
késleltetést vagy kimaradást az ütközésérzékelésben.  
A hálózati játék során: 
• az elveszett csomagok nem minden esetben detektáltak. Detektált csomagveszteség 
javításra kerül, ha lehetséges. 
• megváltozott, de értelmezhető csomag nem detektált 
• a beérkező csomagok sorrendhelyessége nem garantált, csak egyértelmű esetben 
kezelt 
• értelmezhetetlenül hibás csomagok detektáltak, de nem javíthatók 
 
  
 101 
 
Modell osztályok 
network.model.Command 
A szerver és a kliens közti kommunikáció Command osztályokkal történik. A 
Command osztály adatot tárol, valamint CommandSignature-t, ami alapján azonosítható a 
parancs célja, és hogy milyen adatot tárol. 
Object  
 
com::simontamasmark::spacegame::network::model:: 
Command  
Properties  
   «readOnly» 
+ boolean : boolean 
   «readOnly» 
+ booleanArray : boolean[] 
   «readOnly» 
+ commandSignature : CommandSignature 
   «readOnly» 
+ data : Object 
   «readOnly» 
+ float : float 
   «readOnly» 
+ floatArray : float[] 
   «readOnly» 
+ int : int 
   «readOnly» 
+ intArray : int[] 
   «readOnly» 
+ string : String 
   «readOnly» 
+ vector2 : Vector2 
Constructors  
+ Command( CommandSignature, boolean ) : void 
+ Command( CommandSignature, boolean[] ) : void 
+ Command( CommandSignature, Vector2 ) : void 
+ Command( CommandSignature, float ) : void 
+ Command( CommandSignature, float[] ) : void 
+ Command( CommandSignature, int ) : void 
+ Command( CommandSignature, int[] ) : void 
+ Command( CommandSignature, String ) : void 
Methods  
+ dataToString( ) : String 
+ equals( Object ) : boolean 
+ hashCode( ) : int 
+ toString( ) : String 
3.60. ábra Command osztály 
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network.model.CommandBuilder 
A CommandBuilder osztály több Command objektumot tárol. Hozzá lehet adni új 
Command-ot, illetve le lehet őket kérni, át lehet alakítani a Command-okat egy String-be. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
append Command…  Egy vagy több Command hozzáadása. 
append CommandBuilder  CommandBuilder-ben tárolt Command-ok 
hozzáadása. 
toInnerString  String A tárolt Command-okat átalakítja egy 
Command belső String-jévé (egy adatként 
kezeli a rendszer a több parancsot) 
toString  String Összeláncolja egy String-be a tárolt 
Command-okat. 
 
Object  
 
com::simontamasmark::spacegame::network::model:: 
CommandBuilder  
Fields  
- commands : List<Command> 
Properties  
   «readOnly» 
+ commands : Command[] 
   «readOnly» 
+ commandsList : List<Command> 
Constructors  
+ CommandBuilder( ) : void 
Methods  
   «transient» 
+ append( Command[] ) : void 
+ append( CommandBuilder ) : void 
+ toInnerString( ) : String 
+ toString( ) : String 
3.61. ábra CommandBuilder osztály 
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network.model.CommandSignature 
A CommandSignature egy enum, megadja az elérhető parancsok nevét és a tárolt 
adat típusát. Bizonyos parancsok tárolhatnak egy String-ként több másik beágyazott 
parancsot, de csak egy szintig, beágyazott parancsban nem lehet beágyazott parancs. A 
következő parancsokat tárolja (formátum: enum - cél; adat, …): 
• SESSION_START("JOIN", DataType.STRING) – Játékos csatlakozott; kliens játékos név String 
• JOIN_OK("JOINED", DataType.STRING) – Csatlakozás feldolgozva; szerver játékos név String 
• SHIP_POSITION("SHIP_POS", DataType.VECTOR2) – Játékos űrhajó pozíció; koordináta 
• SHIP_SHIELDS("SHIP_SHL", DataType.INT) – Játékos űrhajó pajzs; egész szám 
• SHIP_HP("SHIP_HP", DataType.INT) – Játékos űrhajó életpont; egész szám 
• SHIP_ROTATION("SHIP_ROT", DataType.FLOAT) – Játékos űrhajó forgásszöge; lebegőpontos szám 
• SHIP_SHOOT("SHIP_SHOOT", DataType.BOOLEAN) – Játékos űrhajó lő-e; logikai 
• SHIP_SCORE("SHIP_SC", DataType.INT) – Játékos űrhajó pontszáma; egész szám 
• ENTITY_DATA("ENT_DATA", DataType.STRING) – EntityModel adatai; ENTITY_UUID, ENTITY_TYPE, 
ENTITY_POSITION, ENTITY_ROTATION, ENTITY_SHOOT, ENTITY_HP 
• ENTITY_UUID("UUID", DataType.STRING) - EntityModel UUID-je; UUID String 
• ENTITY_TYPE("TYPE", DataType.STRING) – EntityModel típusa; String 
• ENTITY_POSITION("POS", DataType.VECTOR2) – EntityModel pozíciója; koordináta 
• ENTITY_ROTATION("ROT", DataType.FLOAT) – EntityModel forgásszöge; lebegőpontos szám 
• ENTITY_SHOOT("SHOOT", DataType.BOOLEAN) – EntityModel lő-e; logikai 
• ENTITY_HP("HP", DataType.INT) – EntityModel életpontja; egész szám 
• ENTITY_KILL("ENT_KILL", DataType.STRING) - EntityModel megölve; ENTITY_UUID, ENTITY_TYPE 
• ENTITY_DAMAGED("ENT_HIT", DataType.STRING) - EntityModel sebezve; ENTITY_UUID, ENTITY_TYPE, 
DAMAGE 
• DAMAGE("DMG", DataType.INT) – Sebzés; egész szám 
• GAME_RESTART("GM_RESTART", DataType.STRING) – Játék újraindítva; üres String 
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network.model.DataType 
A DataType egy enum, CommandSignature enumban használt típusokat írja le: 
BOOLEAN, INT, FLOAT, BOOLEANARRAY, INTARRAY, FLOATARRAY, VECTOR2, STRING. 
network.model.CommandUtils 
Segédosztály, Command-okat alakít String-be, valamint String-et alakít át 
Command-ra. Egymásba ágyazott és láncolt Command String-eket is oda-vissza tudja 
alakítani.  
Object  
com::simontamasmark::spacegame::network::model:: 
CommandUtils  
Constants  
+ COMMANDNAME_END : String 
+ COMMAND_DELIMITER : String 
+ COMMAND_PREFIX : String 
+ DATA_COMMAND_DELIMITER : String 
+ DATA_DELIMITER : String 
+ DATA_END : String 
+ DATA_START : String 
Constructors  
+ CommandUtils( ) : void 
Methods  
+ booleanArrayToData( boolean[] ) : String 
+ booleanToData( boolean ) : String 
   «transient» 
+ createCommands( Command[] ) : String 
   «transient» 
+ createInnerCommands( Command[] ) : String 
+ dataStringToBoolean( String ) : boolean 
+ dataStringToBooleanArray( String ) : boolean[] 
+ dataStringToFloat( String ) : float 
+ dataStringToFloatArray( String ) : float[] 
+ dataStringToInt( String ) : int 
+ dataStringToIntArray( String ) : int[] 
+ dataStringToVector2( String ) : Vector2 
+ floatArrayToData( float[] ) : String 
+ floatToData( float ) : String 
+ getCommandSignature( String ) : CommandSignature 
+ intArrayToData( int[] ) : String 
+ intToData( int ) : String 
+ isCommand( String ) : boolean 
+ parseCommand( String ) : Command 
+ parseCommandByName( String ) : CommandSignature 
+ parseCommands( String ) : Command[] 
+ parseInnerCommands( String ) : Command[] 
+ removePrefix( String ) : String 
+ stripDataString( String ) : String 
+ vector2ToData( Vector2 ) : String 
+ wrapDataString( String ) : String 
3.62. ábra CommandUtils osztály 
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network.model.UDPServerThread 
Az UDPServerThread osztályban indul el a szerver. Összekapcsolódást kezeli, 
csomagokat küld, elindítja a fogadó szálat. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
addTimeToMessage String String Elküldendő üzenethez hozzáadja a 
futási időt. 
cancelStart String  Megszakítja az indulási folyamatot, a 
paraméter a hibaüzenet. 
createSocket   Megpróbálja létrehozni a szerver 
socketet. 
dispose   Leállítja a szervert. 
isJoinMessage String boolean Visszaadja, hogy a megadott üzenet 
csatlakozási kísérlet-e. 
playerJoin String, 
InetAddress, int 
 Kezeli a játékos csatlakozását 
run   Elindítja a csatlakozás fogadó, kezelő 
szálat, ha létrejött a kapcsolat, elindítja 
a fogadó szálat.  
send Command…  Parancsok (Command) elküldése a 
kliensnek. 
send String  String küldése a kliensnek. 
startReceiving   Elindítja a fogadó szálat, beállítja az 
üzenet feldolgozót. 
update float  Frissíti a futási időt. 
 
Thread  
 
com::simontamasmark::spacegame::network::model:: 
UDPServerThread  
Constants  
+ TIME_BEGIN : String 
Fields  
- clientIpAddress : InetAddress 
- clientPort : int 
- msgHandler : HostCommandHandler 
- onJoin : Callback 
- onStartError : MessageCallback 
- onTimeout : Callback 
- otherPlayerName : String 
- receiveThread : ReceiveThread 
- receiving : boolean 
- runTime : float 
- serverSocket : DatagramSocket 
- startError : boolean 
- waiting : boolean 
Properties  
+ joinDisabled : boolean 
   «readOnly» 
+ joinedPlayerName : String 
   «readOnly» 
+ port : int 
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   «readOnly» 
+ waitingForPlayer : boolean 
Constructors  
+ UDPServerThread( int, HostCommandHandler ) : void 
Methods  
- addTimeToMessage( String ) : String 
- cancelStart( String ) : void 
+ createSocket( ) : void 
+ dispose( ) : void 
- isJoinMessage( String ) : boolean 
- playerJoin( String, InetAddress, int ) : void 
+ run( ) : void 
   «transient» 
+ send( Command[] ) : void 
+ send( String ) : void 
+ setOnJoin( Callback ) : void 
+ setOnStartError( MessageCallback ) : void 
+ setOnTimeout( Callback ) : void 
- startReceiving( ) : void 
+ update( float ) : void 
3.63. ábra UDPServerThread osztály 
 
network.model.UDPClientThread 
Az UDPClientThread osztály feladata a szerverhez csatlakozás kezelése, üzenetek 
küldése és üzenetfogadó szál indítása. 
Metódus neve Paraméterek Visszatéré
si érték 
Leírás 
addTimeToMessage String String Elküldendő üzenethez hozzáadja a futási időt. 
cancelStart String  Megszakítja az indulási folyamatot, a paraméter a 
hibaüzenet. 
createSocket   Megpróbálja létrehozni a kliens socketet. 
dispose   Leállítja a klienst. 
run   Küldi a csatlakozási kérelmet, elindítja a 
csatlakozás fogadó, kezelő szálat, ha létrejött a 
kapcsolat, elindítja a fogadó szálat és nem küld 
több csatlakozási kérelmet.  
send Command…  Parancsok elküldése a szervernek. 
send String  String küldése a szervernek. 
startReceiving   Elindítja a fogadó szálat, beállítja az üzenet 
feldolgozót. 
update float  Frissíti a futási időt. 
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Thread  
 
com::simontamasmark::spacegame::network::model:: 
UDPClientThread  
Constants  
+ TIME_BEGIN : String 
Fields  
- clientSocket : DatagramSocket 
- ipString : String 
- joinThread : ReceiveEventThread 
- msgHandler : ClientCommandHandler 
- onJoin : Callback 
- onStartError : MessageCallback 
- onTimeout : Callback 
- receiveThread : ReceiveThread 
- runTime : float 
- startError : boolean 
Properties  
   «readOnly» 
+ connected : boolean 
   «readOnly» 
+ connecting : boolean 
   «readOnly» 
+ ipAddress : InetAddress 
   «readOnly» 
+ otherPlayerName : String 
   «readOnly» 
+ port : int 
Constructors  
+ UDPClientThread( String, int, ClientCommandHandler ) : void 
Methods  
- addTimeToMessage( String ) : String 
- cancelStart( String ) : void 
+ createSocket( ) : void 
+ dispose( ) : void 
+ run( ) : void 
   «transient» 
+ send( Command[] ) : void 
+ send( String ) : void 
- startReceiving( ) : void 
+ update( float ) : void 
3.64. ábra UDPClientThread osztály 
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network.model.SendThread 
A SendThread egy egyszerű Thread, a konstruktorban megadott DatagramSocket-
tel a megadott címre küldi a megadott üzenetet. 
network.model.ReceiveThread 
A ReceiveThread egy Thread, ami ameddig fut, üzeneteket fogad és ad át a 
konstruktorban megadott üzenetkezelőnek. Kezeli az esetlegesen fellépő kivételeket. 
network.model.ReceiveEventThread 
Működésében megegyezik a ReceiveThread osztállyal, azzal a különbséggel, 
hogy a fogadott üzeneteket üzenetes eseménynek (MessageCallback) adja át. 
Vezérlő osztályok 
network.controller.CommandHandler 
A CommandHandler osztály felelős az érkezett Command-ok feldolgozásáért, 
végrehajtásáért. A szerver és a kliens közös Command-jainak végrehajtása található ebben 
az osztályban. Bizonyos parancsokat csak szerver/kliens kap meg, ezek külön gyerek 
osztályokban kerülnek végrehajtásra. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
handleEntityDamage String  DamageableModel sebzésének 
kezelése. 
handleEntityKill String  DamageableModel megölésének 
kezelése. 
handleIncomingMessage String  Absztrakt metódus, érkező üzenet 
kezelése.  
handlePickupConsumed String  PickupModel felvételének kezelése. 
handleShipHp int  Beállítja a másik játékos űrhajó 
életpontját. 
handleShipPosition Vector2, float  Beállítja a másik játékos űrhajó 
pozícióját, megjósolja a sebességét. 
handleShipRotation float  Beállítja a másik játékos űrhajó 
elforgatási szögét. 
handleShipScore int  Beállítja a másik játékos űrhajó 
pontszámát. 
handleShipShields int  Beállítja a másik játékos űrhajó 
pajzsát. 
handleStartShooting boolean  Beállítja, hogy a másik játékos 
űrhajó lő-e.  
messageOnly String String Idő levétele az üzenetről. 
timeOnly String float Csak az idő lekérése az üzenetből. 
 
Object  
 
com::simontamasmark::spacegame::network::controller:: 
CommandHandler  
Properties  
   «readOnly» 
+ controller : MultiplayerController 
   «readOnly» 
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+ playerName : String 
   «readOnly» 
+ world : MultiplayerWorld 
Constructors  
+ CommandHandler( MultiplayerController ) : void 
Methods  
+ handleEntityDamage( String ) : void 
+ handleEntityKill( String ) : void 
+ handleIncomingMessage( String ) : void 
- handlePickupConsumed( String ) : void 
+ handleShipHp( int ) : void 
+ handleShipPosition( Vector2, float ) : void 
+ handleShipRotation( float ) : void 
+ handleShipScore( int ) : void 
+ handleShipShields( int ) : void 
+ handleStartShooting( boolean ) : void 
+ messageOnly( String ) : String 
+ timeOnly( String ) : float 
3.65. ábra CommandHandler osztály 
 
network.controller.HostCommandHandler 
A HostCommandHandler szerver oldali Command végrehajtó, a CommandHandler 
leszármazottja, csak a handleIncomingMessage metódust implementálja. Átalakítja a 
kapott String-et Command osztályba, majd végrehajtja azt az örökölt metódusokkal. 
network.controller.ClientCommandHandler 
A ClientCommandHandler kliens oldali Command végrehajtó, a CommandHandler 
leszármazottja. Átalakítja a kapott String-et Command osztályba, majd végrehajtja azt. 
Metódus neve Paraméterek Visszatérési 
érték 
Leírás 
createEntity String EntityModel Osztálynév String-ből létrehoz 
egy megfelelő EntityModel 
objektumot és visszaadja. 
handleEntityData String, float  Beágyazott parancs String-ből 
Command-okat csinál, meghívja az 
updateEntity metódust. 
handleIncomingMessage String  Kezeli a beérkezett üzenetet, 
átalakítja Command objektummá. 
handleRestartGame   Újraindítja a játékvilágot. 
handleShipHp int  Beállítja a másik játékos 
életpontját, valamint ha azt 
észleli, hogy ez több mint 0, de 
vége a játéknak, újraindítja a 
játékvilágot, ugyanis elveszett az 
újraindítás csomag. 
setAlienModelProperties Command[], 
boolean, 
AlienShipModel, 
float 
 Beállítja parancsok alapján egy 
AlienShipModel adatait. 
setAsteroidModelProperties Command[], 
boolean, 
AsteroidModel 
 Beállítja parancsok alapján egy 
AsteroidModel adatait. 
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setPickupModelProperties Command[], 
boolean, 
PickupModel 
 Beállítja parancsok alapján egy 
PickupModel adatait. 
updateEntity String, String, 
Command[], 
float 
 Kapott parancsok alapján 
létrehoz vagy frissít egy adott 
típusú EntityModel-t. 
 
CommandHandler  
 
com::simontamasmark::spacegame::network::controller:: 
ClientCommandHandler  
Fields  
- controller : MultiplayerClientController 
- lastMsgTime : float 
Constructors  
+ ClientCommandHandler( MultiplayerClientController ) : void 
Methods  
- createEntity( String ) : EntityModel 
- handleEntityData( String, float ) : void 
+ handleIncomingMessage( String ) : void 
- handleRestartGame( ) : void 
+ handleShipHp( int ) : void 
- setAlienModelProperties( Command[], boolean, AlienShipModel, float ) : void 
- setAsteroidModelProperties( Command[], boolean, AsteroidModel ) : void 
- setPickupModelProperties( Command[], boolean, PickupModel ) : void 
- updateEntity( String, String, Command[], float ) : void 
3.66. ábra ClientCommandHandler osztály 
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3.6. Tesztelés 
A játék fontosabb osztályaihoz JUnit4-et [8] és Mockito-t [9] használó unit tesztek 
készültek. Nagyon összetett, programnyelven nehezen megfogalmazható eredményt adó, 
vizuális kimenetű metódusok, osztályokhoz nem készültek unit tesztek. Az ilyen 
metódusok, a játékmenet, az egy- és többjátékos mód és a kezelőfelület működése 
futtatva, manuálisan került tesztelésre, fekete doboz tesztesetekkel. 
3.6.1. Unit tesztek 
A unit tesztek JUnit4 és Mockito segítségével készültek el, a projekt mappában a 
./gradlew test paranccsal futtathatók. A teszt csomag szerkezete a következő: 
• com.simontamasmark.spacegame 
• controller 
 AIControllerTest.java 
 PlayerControllerTest.java 
• entities 
 model 
• DamageableModelTest.java 
• EntityModelTest.java 
• HitBoxTest.java 
 pickups 
• model 
o HealthPickupModelTest.java 
o ScorePickupModelTest.java 
o ShieldPickupModelTest.java 
o UpgradePickupModelTest.java 
o WeaponPickupModelTest.java 
 projectiles 
• model 
o ProjectileModelTest.java 
o ProjectileSystemModelTest.java 
 props 
• model 
o MineAsteroidModelTest.java 
 ships 
• aliens 
o AlienGeneratorModelTest.java 
o controller 
 AlienShipControllerTest.java 
o model 
 AlienShipModelTest.java 
 view 
• EntityRendererTest.java 
• main 
 player 
• model 
o PlayerTest.java 
• ui 
 model 
• UIElementModelTest.java 
• UIManagerModelTest.java 
• utils 
 UtilitiesTest.java 
• view 
 gfx 
• particles 
o model 
 EmitterModelTest.java 
 EmitterSystemModelTest.java 
 ParticleModelTest.java 
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3.6.2. Fekete doboz tesztelés 
Főmenü navigálása 
Esemény Várt eredmény Kapott 
eredmény 
A kezelőfelület megjelenése. Minden felhasználói felületi elem 
helyesen jelenik meg. 
Megegyezik a várt 
eredménnyel. 
Bármelyik gomb 
megnyomása. 
A gomb a felirattal jelzett funkciójának 
megfelelően működik. 
Megegyezik a várt 
eredménnyel. 
Speciális karakter megadása a 
játékos nevében. 
A megadott név nem kerül mentésre. Megegyezik a várt 
eredménnyel. 
Üres játékos név megadása. Üres név nem kerül mentésre. Megegyezik a várt 
eredménnyel. 
Rossz formátumú IP cím 
megadása (pl. egynél több 
kettőspont, vagy kettőspont 
után nincs szám) 
Nem próbál meg a hibás IP címre 
csatlakozni a játék. 
Megegyezik a várt 
eredménnyel. 
Rossz formátumú port 
megadása. 
Nem próbál meg szervert indítani a játék. Megegyezik a várt 
eredménnyel. 
ESC vagy Vissza gomb 
megnyomása.  
Főmenüben kilépés, többjátékos és 
szerver indítás menüben visszalépés az 
előző menübe. 
Megegyezik a várt 
eredménnyel. 
 
Egyjátékos mód 
Esemény Várt eredmény Kapott 
eredmény 
A kezelőfelület megjelenése. Minden felhasználói felületi elem 
helyesen jelenik meg. 
Megegyezik a várt 
eredménnyel. 
A kezelőfelület működése. Minden felhasználói felületi elem a 
funkciójának megfelelően működik. 
Megegyezik a várt 
eredménnyel. 
Játékvilág megjelenítése. Minden játékvilágbeli entitás helyesen 
jelenik meg. 
Megegyezik a várt 
eredménnyel. 
Szünet menü megnyitása. ESC / Vissza gombra megnyílik a szünet 
menü és megáll a játék, letiltódik az 
űrhajó irányítás. 
Megegyezik a várt 
eredménnyel. 
Szünet menü bezárása. Bezárul a szünet menü, folytatódik a 
játék, űrhajó irányítás engedélyezve lesz. 
Megegyezik a várt 
eredménnyel. 
Kilépés a játékból a szünet 
menüben. 
Megjelenik a főmenü. Megegyezik a várt 
eredménnyel. 
Célzás a játékos űrhajóval Egér / ujj irányítással a játékos űrhajó 
360°-ban forgatható. 
Megegyezik a várt 
eredménnyel. 
Mozgás a játékos űrhajóval. Billentyűzet / ujj irányítással a játékos 
űrhajó szabadon mozgatható 2D térben. 
Megegyezik a várt 
eredménnyel. 
Lövés a játékos űrhajóval. A játékos űrhajó a játék kezdetekor 
azonnal elkezd lőni. 
Megegyezik a várt 
eredménnyel. 
Két ütköztethető objektum 
ütközése. 
Az ütközés érzékelt, sebzés, felrobbanás 
helyesen végbemegy. 
Megegyezik a várt 
eredménnyel. 
Játékos sebzése.  Játékos sebzésekor először a pajzs sérül, 
az életpont csak akkor, ha nincs pajzs. 
Megegyezik a várt 
eredménnyel. 
Destroyer ellenség 
viselkedése. 
A Destroyer ellenség a játékos közelében 
támad, ha távol van, üldözi, ha kevés az 
Megegyezik a várt 
eredménnyel. 
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életpontja, a játékosba csapódik. Üldözés 
és támadás közben kikerüli a játékos 
lövedékeit. 
Fighter ellenség viselkedése. A Fighter ellenség üldözi a játékost és 
közben az irányába lő, ha elég közel ér, 
megállva folytatja a támadást. Ha kevés 
az életpontja, elmenekül a játékostól. 
Üldözés és támadás közben kikerüli a 
játékos lövedékeit. 
Megegyezik a várt 
eredménnyel. 
Kamikaze ellenség 
viselkedése 
A Kamikaze ellenség üldözi a játékost, 
véletlenszerű eséllyel megáll a közelében 
és lézerrel lő a játékosra. Ha elég közel 
kerül hozzá a játékos, megpróbál belé 
csapódni. 
Megegyezik a várt 
eredménnyel. 
Csomagok működése. A dobott csomagok fel-le mozognak, 
felvételkor eltűnnek, a játékosnak életet, 
pajzsot, fegyvert, űrhajót vagy pontot 
adnak. Felvenni egy csomagot nem lehet, 
ha már nem tud mit adni a játékosnak. 
Megegyezik a várt 
eredménnyel. 
Csomagok dobása. Halálkor az ellenségek, a nagy aszteroida 
és az akna véletlenszerű eséllyel 
véletlenszerű csomagot dob. 
Megegyezik a várt 
eredménnyel. 
Pont számlálása. Pont csomagok és megölt ellenségek 
pontot adnak a játékosnak 
Megegyezik a várt 
eredménnyel. 
Űrhajók és aknák 
felrobbanása. 
Mikor felrobban egy űrhajó vagy egy 
akna, rövid robbanás effekt jelenik meg. 
Megegyezik a várt 
eredménnyel. 
Játék vége. Megjelenik a játék vége képernyő, 
mentésre kerül a pontszám, ha megdönti 
a tárolt rekordot. 
Megegyezik a várt 
eredménnyel. 
Új játék indítása Elveszik minden űrhajó és fegyver 
fejlesztés, új világ generálódik, minden a 
kiinduló állapotba kerül. 
Megegyezik a várt 
eredménnyel. 
 
Többjátékos mód 
Minden egyjátékos módban szereplő teszteset érvényes itt is, kivéve ahol jelezve 
van eltérés. 
Esemény Várt eredmény Kapott 
eredmény 
A kezelőfelület megjelenése. Minden felhasználói felületi elem 
helyesen jelenik meg. 
Megegyezik a várt 
eredménnyel. 
A kezelőfelület működése. Minden felhasználói felületi elem a 
funkciójának megfelelően működik. 
Megegyezik a várt 
eredménnyel. 
Szerver indulása. Foglalt port esetén hibaüzenet jelenik 
meg, sikeres indulás után egy üzenetet 
jelenít meg a játékosra várásról. 
Megegyezik a várt 
eredménnyel. 
Kapcsolódás a szerverhez. Nem feloldható IP esetén, időtúllépés 
esetén hibaüzenet jelenik meg. Ha 
sikerült a kapcsolódás, eltűnik a 
csatlakozás üzenet. 
Megegyezik a várt 
eredménnyel. 
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Hálózati hiba történik. Üzenet jelenik meg a hibáról, a játék 
félbeszakad, megáll, letiltódik az űrhajó 
irányítás. 
Megegyezik a várt 
eredménnyel. 
Lassú a hálózat, akadozik a 
kliens vagy a szerver. 
Az ellenségek és a másik játékos űrhajó 
nem „teleportálva” mozognak, a játék 
próbál folyamatos mozgást imitálni, amit 
a kapott adatokkal korrigál. 
Megegyezik a várt 
eredménnyel. 
Játékvilág megjelenítése. Minden játékvilágbeli entitás helyesen 
jelenik meg. A másik játékos űrhajója 
zöld színű. A két játékosnál megjelenő 
világ szinkronban van. A játékvilág széle 
piros csíkkal van jelezve. 
Megegyezik a várt 
eredménnyel. 
Mozgás a játékos űrhajóval. Nem léphető át a játékvilág széle, 
egyébként megegyezik az egyjátékos 
mód játékos mozgásával. 
Megegyezik a várt 
eredménnyel. 
Szünet menü megnyitása. ESC / vissza gombra megnyílik a szünet 
menü, a játék nem áll meg, letiltódik az 
űrhajó irányítás. Ha vége a játéknak vagy 
hiba történik, eltűnik a szünet menü, 
megnyílik az esemény menüje. 
Megegyezik a várt 
eredménnyel. 
Szünet menü bezárása. Eltűnik a szünet menü, az irányítás 
engedélyezve lesz. 
Megegyezik a várt 
eredménnyel. 
Kilépés a játékból a szünet 
menüben, vagy a játék 
bezárása. 
Leáll a szerver / lekapcsolódik a kliens. A 
másik játékos időtúllépést észlel pár 
másodperc múlva. 
Megegyezik a várt 
eredménnyel. 
Játékmenet, irányítás, 
játékbeli entitások, játékos 
működése. 
Megegyezik az egyjátékos móddal. Megegyezik a várt 
eredménnyel. 
Két ütköztethető objektum 
ütközése. 
A távoli játékos űrhajóját figyelmen kívül 
hagyja az ütközésérzékelő rendszer, nem 
sebezheti meg lokálisan semmi. Ezen 
kívül megegyezik az egyjátékos mód 
ütközésérzékelésével. 
Megegyezik a várt 
eredménnyel. 
Játékos és ellenségek, 
aszteroidák, aknád sebzése. 
A lokális játékos elküldi a távoli 
játékosnak, mit sebzett meg és 
mennyivel, mit ölt meg.  
Megegyezik a várt 
eredménnyel. 
Csomagok működése. A csomagok felvétele lokálisan érzékelt, 
erről az eseményről üzenetet küld a távoli 
játékosnak. 
Megegyezik a várt 
eredménnyel. 
Csomagok dobása. Szerver oldalon jönnek létre a dobott 
csomagok, elküldi őket a kliensnek. 
Megegyezik a várt 
eredménnyel. 
Játék vége. Megjelenik a játék vége képernyő, a 
szerver új játékot indíthat. 
Megegyezik a várt 
eredménnyel. 
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3.6.3. Tesztelés több eszközön, kapott visszajelzések, skálázhatóság 
Még a program fejlesztésének elején bevontam családtagokat, ismerősöket a 
tesztelésbe. A kapott visszajelzések alapján változtattam a játék irányításán (precízebb 
űrhajó irányítás), nehézségén (kisebb sebzés), kinézetén (szebb világ háttér). 
Fontos volt, hogy a program minden mai hardveren jól fusson, ezért a teszteléshez 
használtam több különböző teljesítményű okostelefont és asztali számítógépet is. A több 
eszközön való tesztelés során szerzett tapasztalatok alapján optimalizáltam a programot: 
• Eleinte sok kicsi, különálló csillag entitás volt a világ háttere, ezt lecseréltem egy 
ismétlődő textúrára, így sokkal kevesebb lett az erőforrásigény. 
• Az entitások nem kerülnek kirajzolásra, ha nincsenek a képernyőn. 
• Csak a közeli aszteroidákat veszi figyelembe az ütközésérzékelés. 
• Lehető legkevesebb iteráció ütközésérzékelés során. 
Tesztelésnél a többjátékos mód közbeni FPS került mérésre. 60 FPS kiváló teljesítményt 
jelent. 
Tesztelt Androidos okostelefonok: 
• Sony Ericsson Xperia X10 (2009, Single-core 1.0 GHz) – 15-30 FPS 
• OnePlus One (2014, Quad-core 2.5 GHz) – 60 FPS 
• Motorola Moto X Play (2015, 4x1.7 GHz & 4x1.0 GHz) – 60 FPS 
• Motorola Moto X Style (2015, 4x1.4 GHz & 2x1.8 GHz) – 60 FPS 
• Asus Zenpad S 8.0 (2015, Quad-core) – 60 FPS  
• Motorola Moto Z Play (2016, Octa-core 2.0 GHz) – 60 FPS 
• ZTE Axon 7 (2016, 2x2.15 GHz & 2x1.6 GHz) – 60 FPS 
Tesztelt számítógépek: 
• Intel Core i5-5200U 2.7 GHz, Nvidia 940M, Windows 10 64 bit– 60 FPS 
• Intel Core i7-3770K 3.9 GHz, Nvidia 1080 Ti, Windows 10 64 bit – 60 FPS 
• Intel Core i7-3770K 3.9 GHz, Nvidia 1080 Ti, Ubuntu 16.04 10 64 bit – 60 FPS 
• Intel Core 2 Quad Q6600 2.4 GHz, Nvidia GT 640, Windows 10 64 bit – 60 FPS 
• AMD Ryzen 5 1500X 3.5 GHz, Nvidia GTX 750 Ti, Windows 10 64 bit – 60 FPS 
A teszteredményekből látható, hogy a játék megfelelően lett optimalizálva, 
akadozás nélkül fut akár 4 éves okostelefonon is, valamint még a 2009-es Sony Ericsson 
Xperia X10-en se játszhatatlanul lassú. 
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Skálázhatóság 
A program alacsony erőforrásigénye miatt a legtöbb ma használatban levő 
számítógépen és okostelefonon lassulás nélkül fut, ezért széles felhasználóköre lehet. 
3.7. A játékban használt textúrák, egyéb felhasznált 
programok 
Minden nem általam létrehozott felhasznált textúra és betűtípus CC0 1.0 Public Domain 
[10] licenccel rendelkezik. 
• A játékvilág legtöbb textúrája, betűtípus - Kenney.nl [11] 
• Játékvilág háttér - Westbeam [12] 
• Akna - CruzR [13] 
• Főmenü háttér - Sauer2 [14] 
Sprite sheetek létrehozásához használt program: TexturePacker, CodeAndWeb GmbH 
[15] 
Dokumentáláshoz felhasznált osztály diagram generáló program: Class Visualizer, 
Jonatan Kaźmierczak [16] 
  
3.67. ábra Erőforráshasználat ZTE Axon 7-en monitorozva az Android Studioban 
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4. Összefoglalás 
Mindig célom volt, hogy egy összetettebb, online többjátékos móddal rendelkező 
játékot fejlesszek, ezt a célt sikerült elérnem a szakdolgozatommal. Mivel kevés játék 
van, amit lehet többjátékos módban egyszerre asztali számítógépről és okostelefonról is 
játszani, úgy döntöttem, hogy a programom adjon erre lehetőséget. 
Az elkészített játék az elvárásaimnak megfelel, a tervezett funkciók 
implementálásra kerültek. A program elkészítése során sok tapasztalatot szereztem arról, 
hogyan lehet megtervezni és létrehozni összetett, de átlátható forráskódú játékot, valamint 
bevezetett a multiplatform és hálózati játékok fejlesztésének világába. 
4.1. Továbbfejlesztési lehetőségek 
További fejlesztési lehetőség a játékban több űrhajó, ellenség, fegyver, csomag 
bevezetése, újabb vizuális effektusok hozzáadása. Több tartalom által jobb lehetne a 
játékélmény, valamint akár elérhetővé lehetne tenni a Google Play áruházban is. A játékot 
el lehetne készíteni iOS platformra is, azonban ehhez egy Mac OS-t futtató számítógép 
és egy Apple iPhone szükséges. 
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