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Abstract
The notion of context has become very important in computer science, especially when mobility of users is in-
volved. For humans, it is instinctive to adapt to our environment, to the people around us, or to the situation. It
becomes less evident regarding our computational devices. If we consider handheld devices (e.g., smartphones) that
are available today, we can notice a wide choice of applications, some of which have started to take context into
account. But research in this domain is still very active, as deciding what information inﬂuences which application
is a complex problem. The work presented in this paper focuses on the transportation domain and more particularly
on applications designed to assist the user in transportation activities (e.g., driving, visiting a city, ...). As multiple
applications should react in a similar way to the context changes, we propose a framework for their execution and
context management. In this paper we present a case study related to the VESPA system, designed to assist drivers by
providing them diverse information (e.g., traﬃc information, available parking spaces, etc.), by showing how it can
help dealing with context issues.
1. Introduction
Considering the handheld mobile devices available today, we can notice the important number of technological
advances in the past decades. Most of the devices now have localization capabilities, for instance through a GPS
module, but can also communicate and transfer data thanks to wireless or mobile telephony networks (e.g., 3G).
These capabilities coupled to the sensors embedded on these devices (e.g., light, acceleration, noise, etc.), allow the
use of a wide range of applications, such as the localization of point of interests (POI), navigation, e-commerce, social
networks, traﬃc information and many others.
In terms of software architecture there is also a large choice, from legacy small applications, independent of each
other and of the context, up to various innovating applications that have started to consider the context. Moreover, there
are diﬀerent ways to adapt an application, either by changing its presentation, its content or its composition, according
to external elements. For us, it is obviously intuitive to react to the environment, and to change our behavior, based
on who we interact with, where we are or who is around us. For our software, this is today much harder, as the
adaptations depend on each situation and can have a real impact on the eﬃciency of the application.
Our work is focused on the way applications should adapt to the situation in which they are executed. Hereafter,
we focus on the transportation domain, referring to the movement of a person from one place to another, by walking
or by using a mean of transportation (e.g., their cars, buses, etc.). There are some common features and constrains
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in this domain: the users’ high mobility, unstable communications, frequent changes of the environment and of the
surrounding entities (e.g., neighboring devices). We consider applications that assist moving users, helping them to
receive diﬀerent types of events (e.g., accident, traﬃc congestions, location of available parking places, etc.). The user
can beneﬁt here from more than one application at a time, making it interesting to have a global and shared manage-
ment of the context. In this following, we present a case study related to the VESPA project [1]. This application uses
vehicle-to-vehicle (V2V) communication to share information about events on the road (e.g., emergency brakings,
accidents, etc.) between vehicles. Each vehicle equipped with VESPA therefore evaluates the relevance of the events
it receives and decides whether the driver should be informed or not. We will see in this article that event processing
is dependent on the context. Indeed, the application has to adapt to the changes in its environment to ensure eﬃciency.
The rest of this paper is structured as follows: Section 2 presents some related works. In Section 3 we introduce
the constraints considered. In Section 4, we present our framework and the VESPA application, which are evaluated
in Section 5. We conclude and present our perspectives in Section 6.
2. Related works
When considering the possible applications that can be used on mobile devices, we can see that many aspects
have to be considered. For instance, some applications must use the telephony network to transfer data and can not
work otherwise. Some of them, Locations Based Services, also need a GPS module, which is now embedded in most
smartphones. Other applications are meant to be used in an “ad-hoc” mode, providing services to a small community
of users who are at the same place at the same time. For the highly mobile users, the “ad-hoc” applications can bring
many advantages, such as the ability to have a fast access to relevant information (e.g., traﬃc accidents, intervention
vehicles, traﬃc jams). Another important aspect is the independence to the infrastructure, which means having as
much as possible “local” services. So, building services as small bricks is interesting to obtain faster downloads.
Some projects are concerned with the transportation domain and especially with car-to-car and car-to-infrastructure
communication and aim to improve safety. We can cite here the European PRE-DRIVE C2X project [2], concerned
with the speciﬁcation of a European architecture for cooperative systems based on the COMeSafety architecture de-
scription (http://www.comesafety.org).
A very important aspect in ubiquitous computing relates to understanding and using context as indicated in [3].
This is an important issue for our research too. [4] gives a rather general deﬁnition of context, basically including
“everything” that could inﬂuence the behavior of the applications, as context information. It is practically impossible
to eﬃciently model “all” the context, so usually applications limit themselves to particular elements or situations.
In our case, we also need to adapt the deﬁnition to our research domain, and to focus on the transportation related
elements like the high mobility of the devices, the need for localization or the large number of diﬀerent environments.
Regarding the architecture, it should be as modular as possible, providing an easy way of changing parts of an
application. We can cite [5], which proposes a Dynamic Software Product Line in order to create applications using
the most suited components, taking the context into consideration. They describe a context-aware framework using
sensors[6]. In their solution, applications have predeﬁned conﬁgurations that are chosen with respect to the execution
context. We would like to go a step further, by allowing to download and install new services while the application
is still running. This would provide much more ﬂexibility and adaptability to the applications. To the best of our
knowledge, there is no literature concerning the download and installation of application components (services) “on
the ﬂy” for mobile devices involved in transportation applications.
3. Circumstances of our work
Among the possible mobile applications for handheld devices, our work focuses on those designed for the trans-
portation domain. By transportation we mean the movement of people from one place to another. To get to her/his
destination, a person can indeed either walk, drive or take public transportation modes (or any combination of these).
Common features are mostly related to the trip - the environment and the neighboring devices change as the
person advances. Most of the transportation applications need positioning information at all time (preferably GPS
coordinates). Communication is also an important element, allowing applications to contact either an infrastructure
or surrounding devices. Moreover, the type of environment aﬀects the behavior of the applications (e.g., use in
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indoor/outdoor environments, in urban areas or on highways). The diﬀerences between applications (or between
the diﬀerent behaviors of the same application) are related to the considered mean of transportation. A pedestrian
indeed travels at low speed and will be able to look often at his/her device and make some adjustments if necessary.
Passengers can handle their devices, but move at a higher speed, what can sometimes lead to connection failures.
Drivers face the same connection problem but also need to be notiﬁed with traﬃc information and important events,
without being disturbed since they are driving.
Transportation applications. We consider applications designed for portable mobile devices (e.g., smartphones or
in-car devices). Most of the devices available today have GPS and Wi-ﬁ modules, which are essential for the type of
applications we are interested in. We indeed want to provide solutions that work in as many cases as possible. We
therefore can not rely on the telephony network as a guaranteed resource (i.e., the area may not be covered with 3G,
the user may be in a foreign country (no data roaming) or the device may not propose a 3G connectivity).
We saw that users evolve through the environment, using applications with common features and inﬂuenced in
similar manners by the context changes. It is so interesting to divide the applications into small blocks (services) so
that the common features can be implemented only once and used by diﬀerent application multiple times. We consider
this advantageous to manage similar applications and their adaptation to the context changes.
The VESPA use case. VESPA [1] is a project developed by our team over the last 4 years. It is a system using vehicle-
to-vehicle (V2V) communications for real time information sharing about events on the road: emergency brakings,
accidents, etc. The considered events may be mobile or stationary, direction-dependent (inﬂuence only cars driving
in a particular direction) or non direction-dependent. The basic functioning of VESPA consists of disseminating the
information using a speciﬁc algorithm to avoid ﬂooding the network and to adapt the dissemination process to the
type of information considered (e.g., a non direction dependent event like an available parking space is relevant for
all neighboring vehicles whereas only vehicles going to meet them should be informed by direction dependent events
like traﬃc congestions).
A lot of attention has been paid to the management of parking spaces in VESPA. In the ﬁrst version, their location
were disseminated like any other event, to inform all cars in a certain area. A later evolution [7] introduced a reser-
vation protocol to assign a place to only one car and to avoid competition between drivers. Both means of informing
drivers about parking places each have advantages. The reservation protocol brings an improvement in crowded areas
by optimizing the allocation of the resource. To do so, several messages are exchanged between the VESPA equipped
devices throughout the following steps: advertisement of the place, participation messages of all interested cars, se-
lection of the most adequate candidate, conﬁrmation. In an area with low traﬃc, it can be more eﬃcient to broadcast
the free parking places rather than loose time by exchanging 4 messages. Each of the two methods is thus adapted to
a speciﬁc context, and VESPA could switch between them as needed.
4. Proposition: Context-Aware Transportation Services (CATS) Framework
Our work relates to transportation-oriented applications for handheld mobile devices and their adaptation to con-
text. In this section we will go into detail about the approach we chose. We will introduce our proposition, the
creation of a framework for context-aware transportation services, starting by explaining the terms “context-aware”,
“transportation” and “service”. Then we will describe shortly the CATS Framework, which has been presented in our
previous work [8], and ﬁnally the adaptation of VESPA to our framework.
4.1. Context-Aware
To provide context-awareness for our applications, the ﬁrst issue was to determine what is context. [9] begins to
talk about context in the transportation domain. We took this as starting point for the context model and we identiﬁed
the elements that inﬂuence the execution of applications and the download of services in the particular situation of
highly mobile users. Our classiﬁcation of the context elements was presented in a previous work, [10, 11].
To provide adaptation to the changes that occur during the execution of an application, there are two things neces-
sary: the services must specify which behavior is speciﬁc to what context, and the context situations must be identiﬁed.
This is where our framework comes in, by providing framework-speciﬁc services to help manage the applications by
monitoring the context. We consider two kinds of adaptation. First, services can determine relationships between
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some parameters and values of certain context elements. The second way of adapting an application to context is
to change an entire service rather than having a service with much code, trying to cover several situations. Context
information is used: during execution, when one or more context elements change enough to justify a change in the
behavior of an application; at the download of a new service or application, to ensure compatibility with the device.
4.2. Transportation
We talk about transportation services, because we wish to provide solutions that take into consideration the spe-
ciﬁc constraints of this domaine. Our solution is based on a framework for applications with similar characteristics,
designed to accompany users throughout their evolution in diﬀerent environments. Among the services that our
framework must provide we include positioning and wireless communication. To respect the constraints of the trans-
portation domaine, our solution must react suﬃciently fast to the changes that occur. Moreover, services must be light
enough to be easily downloaded and installed “on the ﬂy”. A local service is not subject to network connection loss.
4.3. Services
Applications are composed of multiple functionalities, which can be divided in independent modules. First, we
can identify the functionalities that are common to most applications, like for example positioning. It is always more
interesting to have a single piece of code handling the localization, rather than having a lot of applications implement
similar code. Second, each part of an application providing a certain functionality can be implemented in more than
one way. So, for each computation we can choose the most appropriate way to get the result.
In order to achieve the separation of functionalities, we chose a Service-Oriented Architecture (SOA). We use
applications built out of services: a “main service” representing the core of the application and several other services
implementing diﬀerent functionalities, which are used by the “main service”. Like in [12], a service is an interface
representing the contract between the service providers and clients. The service providers are objects accessed via
direct method invocation. This way, we can have the same functionality with diﬀerent implementations, each one
adapted to a certain context situation. We call “equivalent services” the diﬀerent implementations of the same inter-
face. To work properly, the services (others than the main one) must be state-less. They provide a result which is valid
at the time when the service is called and is not based on previously calculated values.
4.4. Framework
Our framework (Figure 1) provides an uniﬁed environment with non-functional services that assure the continuous
and context-adapted execution of the applications. On one hand, the CATS Framework allows the execution of
three speciﬁc services (Context Manager, Execution Manager and Trader) which function continuously as long as the
framework is started. On the other hand, the framework is the environment where the applications are executed. Each
application is built of a “main service” and several other services (which can be used by multiple applications at once).
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Figure 1: VESPA in the CATS Framework architecture
The Trader. The applications framework we propose must be able to acquire new services when these are necessary.
The Trader sends a message in the ad-hoc network to demand the needed service. Neighboring devices able to provide
the service answer to the requesting device, which then chooses from whom to download. The service Trader handles
both outgoing and incoming requests. If infrastructure access is available, it will be preferred, as a centralized registry
is more likely to have a large number of services.
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The Execution Manager. The execution of the services in our framework must be monitored in order to detect fail-
ure. When a service stops working, the Execution Manager must react and take the necessary actions to correct the
situation. The simple solution is to search for an equivalent service that is already on the device and start it. If there is
no equivalent present locally, the Execution Manager must call the Trader to launch a search for the missing service
on the neighboring devices. Another type of problem occurs when services don’t function correctly because of an
external cause. A simple example is the loss of GPS signal; the service is still running, but unable to provide the
necessary information. The Execution Managers stops the service so that another one can be bound.
Context Manager. Based on the classiﬁcation we have for the context, the framework service called Context Manager
takes “snapshots” of the state of the environment and represents them in an XML ﬁle. An XML Schema is used to
validate the XML representation. The Context Manager can evaluate the state of the context on demand, but also on
a continuous basis, when certain elements need to be monitored.
CATS Framework execution. The goal of this work is to allow applications to be executed in our framework and pro-
vide management functionality. We use Java and OSGi for the development, deployment and installation of services
(and applications, which are built out of services). For the three parts of our framework (Context Manager, Trader
and Execution Manager) we have built one or more OSGi bundles. The user applications are also built out of services
exposed by the components and they are executed in the same environment as the management services. To help
managing service binding and automate as much as possible dynamic and adaptive bindings, we use the iPOJO [13]
service-component model (hosted by Apache) that is deployed on top of OSGi.
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Figure 2: Functioning of the CATS Framework
We present in Figure 2 a schematic of the functioning of our framework. First of all the user must start the runtime
environment consisting of the OSGi framework with the iPOJO runtime and the management services. Once this
is done, the user can launch the desired applications. Standard functioning is when all services launched on the
framework have their dependencies resolved and are giving results suited to the context. During standard functioning,
three types of events can occur, requiring the framework to react to them. These events are the starting of a new
application, the stopping of a service (that might cause an entire application to stop functioning) and a change in
context. For each application that is launched, the framework must resolve the dependencies between the services that
compose it. Some of the services could be already started while others not. Due to a context change, some services
might not have the necessary conditions to function properly any more (e.g., loss of GPS, loss of the 3G network, etc.).
A stopped services makes the applications depending on it stop as well. Our framework replaces the non-functional
service with an equivalent, which is not aﬀected by the condition that stopped the ﬁrst service. A context change can
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be an event that triggers adaptations. Services can have parameters that depend on the value of some context elements.
In this way, the behavior of a service can change and adapt to the context it has to run in by adapting the corresponding
parameters. Each service should subscribe to the Context Manager for the context elements it is interested in.
4.5. VESPA on the CATS Framework
We have adapted the VESPA [9] prototype to take advantage of the CATS Framework. A ﬁrst step has been to
reshape the architecture of VESPA. The new design allows it to use and share with other applications classic transport
services, including positioning, time or communication. A second step has been to make VESPA extensible and
capable of binding diﬀerent kind of services that could be met during execution time. As we present in Figure 1,
VESPA uses diﬀerent services, also connected by third party applications (here the localization one). To simplify,
in this picture VESPA is represented as a single component whereas it is constituted of multiple. For instance the
EP service (Encounter Probability) allows to estimate if data is pertinent to be processed/disseminated or not. As
the granularity could reach a ﬁne grain, and because this is not the purpose of the paper, only services related to
the experiments evaluated in the next section are shown. As we said previously, VESPA could manage free parking
places in two diﬀerent manners. One is done by the Dissemination service, broadcasting information, the second is the
responsibility of the Reservation Protocol. The Dissemination service can be replaced with the Reservation Protocol,
depending on the context in which the application is executed.
The service swap modiﬁes the architecture of the application and is the responsibility of the Execution Manager.
But the decision of implementing this change is done according to the context and the available services that the Trader
can reach. Those three components are illustrated on the right side of Figure 1. In the conﬁguration presented, the
dissemination service is about to be stopped and replaced by a reservation service which the trader can download and
install. The decision making and test scenario are described in detail in the next section which discusses the results
obtained by experimenting diﬀerent architecture evolutions within diﬀerent contexts.
5. Experimentation and evaluation
The goal of our experimentation is to evaluate the feasibility of changing a service for an application that is
running on our framework. We use the VESPA prototype on the CATS framework. As we explained at the end of
Section 3, there are two protocols for VESPA to handle the information about parking places. Each of the protocols
is represented as a service, so depending on the context, the more suitable one can be used. An environment where
only 3 or less users have VESPA running on their devices is considered to be more appropriate for disseminating the
information to all users. If there are 5 or more VESPA users, the application should switch to the Reservation Protocol
to ensure a more eﬃcient resource allocation. Our experimentation scenario consists of measuring the time necessary
to switch these services. In the best case, both the Dissemination service and the Reservation Protocol are started on
the Framework. In the worst case, one of the services is not available (for example the Reservation Protocol has never
been installed) and must be downloaded and installed ﬁrst.
Hardware and software used for the evaluations. We rely on the OSGi framework with the iPOJO runtime. For
the implementation we use Felix 3.0.3, which is a certiﬁed platform (http://www.osgi.org/Speciﬁcations/Certiﬁed),
conforming to the latest speciﬁcation release of OSGi, Release 4 Version 4.2 from 2010. We used 2 HTC Hero and 2
Samsung Galaxy 551 smartphones running Android 2.2 operating system.
Experimental approach. We have performed tests to measure on the one hand the time necessary for downloading a
service, and on the other hand for the complete process of changing a service, including downloading and installing the
service. When the Framework needs to download a service, it is dependent of the nearby devices. The download must
be suﬃciently fast, otherwise the devices could get too far away from each other to communicate. Once the download
is complete, there is still some time needed to install the service and start it. We have measured the complete time to
switch a service to evaluate the inﬂuence it would have on the user experience in using the application.
The evaluations were done indoors, with the phones 1.5 to 15 meters apart from each other, at ﬁxed distances, with
no walls between them. When trying to download a service, the Trader waits 5 seconds for an answer. After that, it
considers that no device is able to provide the service. For each of the results we present, we did 100 tries, excluded the
“false” results (where no device answered in time) and calculated the average on the ﬁrst 80 results. For 18 diﬀerent
tests we have performed, we have an average of 3, 66% cases where the devices were unable to communicate.
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Comparison between Samsung and HTC. We have done the same experiences between 2 Samsung Galaxy phones
and between 2 HTC Hero phones, to compare the performances of the models. The results presented in Figure 3 and
Figure 4 show as expected better performances for the Samsung thanks to its higher performances.
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Figure 3: Comparison of download time, Samsung vs. HTC
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Figure 4: Comparison of service switch, Samsung vs. HTC
In Figure 3 we present the download time of services with diﬀerent sizes, with the phones at a distance of approx-
imatively 1,5 meters from each other. The services sizes chosen where 4, 20 and 400kB. For the smaller services,
there is little diﬀerence, as most of the time is consumed by establishing the connection. We observe an increase in
time with the size, more important for the HTC than for the Samsung.
In Figure 4 we compare the total time to switch a service. We measure the time just before the Trader starts
searching for the service on neighboring devices and at the end, when the service is installed and ready to use. The
ﬁle used is the jar archive containing the VESPA service, with a size of 20kB. The measurements have been done
with the phones at distances of approximatively 1.5m, 4.5m and 15m. We observe that in each case, the total time to
switch services (including download) is almost double for the HTC. In Figure 3 we notice that the download time of
the 20kB ﬁle is very similar between the two types of phones, still due to the less eﬃcient processing for HTC.
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Figure 5: Download vs. complete service switch
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Figure 6: Download time variation with ﬁle size and distance
Further evaluations on Samsung Galaxy. We have done two further evaluations on the Samsung phones. They are
meant to evaluate the inﬂuence of service size and distance on the time to trade. The largest service chosen for
download is 400kB, representing an upper bound, as services should generally be smaller.
In Figure 5 we compare the total time to switch services with the time necessary only for the download. We observe
that the download takes up a large part of the total time. Once the new service is available on the device, further
switches will be considerably faster. As expected, the values increase with the distance, but remain in acceptable
limits: less than 2 seconds for the complete switch of a ﬁle at 15m.
In Figure 6 we evaluate the time to download services of diﬀerent sizes at diﬀerent distances. As one could expect,
the time grows with the distance and with the ﬁle size. The pattern seems similar at the diﬀerent distances, the 400kB
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ﬁle being around 600-700 ms slower to download than the 4kB one. The variation with the distance is of about 200-
300 ms between 1.5m and 15m for each of the ﬁles. The maximum average is of 2100 ms for a 400 kB ﬁle, with the
phones at 15m apart. The value remains acceptable, but further tests should be carried out in a mobile environment.
6. Conclusions
In this paper, we propose an embedded application framework called CATS. This framework is dedicated to
mobile devices, such as smartphones and in-car devices, oﬀering an execution environment for transportation-oriented
applications which conform to the SOA principles. The applications consist of loosely-coupled services. This allows
for a ﬂexible architecture, easily conﬁgurable and re-conﬁgurable if needed. We consider the context of execution for
our framework, in order to adapt the functioning to each situation. Our goal is to ensure continuity of the execution
for the applications despite unfavorable conditions of context by replacing or adapting services.
In this article, we present our evaluation of the VESPA prototype functioning on top of the CATS Framework.
Our evaluations allowed us to test the prototype on the framework and also a ﬁrst version of the Trader, enabling us
to look for and download services. If a service needs to be replaced “on the ﬂy”, the CATS Framework might need
to download it ﬁrst from nearby devices and then install it. For the VESPA service (represented by a 20 kB ﬁle), the
total time to do the switch is of about 2 seconds when downloading from a device at a distance of 15m.
For the tests we have done so far, the results show that it is feasible to change parts of an application, even when
they need to be downloaded. Further experimentations should be carried out to estimate the impact of mobility on the
download time, especially for vehicles traveling at high speed. Moreover, the number, and the complexity of rules
managed by the trader should also impact the eﬃciency, but this depends highly on the smartphone capabilities.
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