Automatische Generierung und Visualisierung einer triangulierten Oberfläche eines 3-D-Objektes aus digitalisierten parallelen Schnittdaten by Haller, Christian
Technische Universität Chemnitz
Fakultät für Informatik WS 2001/2002
Christian Haller Seite 1 von 70
Diplomarbeit
Thema: Automatische Generierung und Visualisierung
einer triangulierten Oberfläche eines
3-D-Objektes aus digitalisierten parallelen
Schnittdaten
Bearbeiter: Christian Haller
Betreuer: Prof. Dr. Guido Brunnett
Datum: 28.02.2002
Technische Universität Chemnitz
Fakultät für Informatik WS 2001/2002
Christian Haller Seite 2 von 70
Inhaltsverzeichnis
1. EINLEITUNG ...................................................................................................... 4
2. DEFINITIONEN................................................................................................... 6
2.1. Voronoi-Diagramme ..................................................................................................... 6
2.1.1. Definition (Voronoi-Bereich) ............................................................................. 6
2.1.2. Definition (Voronoi-Diagramm) ......................................................................... 6
2.2. Delaunay-Triangulierung.............................................................................................. 7
2.3. Kontur ........................................................................................................................... 7
2.4. Internes und externes Voronoi-Skelett ........................................................................ 8
2.5. Voraussetzungen für die Daten.................................................................................... 9
3. VOLUMENREKONSTRUKTION NACH BOISSONNAT ................................... 10
3.1. Aufbereitung der Schnittdaten................................................................................... 10
3.1.1. Konstruktion der Delaunay-Triangulierung...................................................... 11
3.1.1.1. Algorithmus ( Erzeuge Delaunay-Triangulierung )............................ 12
3.1.2. Konturkanten und Triangulierung ................................................................... 14
3.1.2.1. Algorithmus ( Pruefe_Konturkanten )............................................... 14
3.1.3. Bestimmung der Dreiecke innerhalb der Konturen.......................................... 15
3.2. Verfeinerung der Schnittdaten................................................................................... 15
3.2.1. Kontur und internes Voronoi-Skelett ............................................................... 15
3.2.1.1. Einfügen zusätzlicher Punkte .......................................................... 15
3.2.2. Kontur und externes Voronoi-Skelett des benachbarten Schnittes.................. 16
3.2.2.1. Einfügen zusätzlicher Punkte .......................................................... 17
3.3. Erzeugung der Tetraedrisierung................................................................................ 18
3.3.1. T1- und T2-Tetraeder..................................................................................... 18
3.3.2. T12-Tetraeder................................................................................................ 18
3.3.3. Bildung von Tetraedernachbarschaften .......................................................... 19
3.4. Eliminierung von Tetraedern...................................................................................... 20
4. KORREKTE OBERFLÄCHEN AUF BASIS DER TETRAEDRISIERUNG ........ 23
4.1. Vorverarbeitung der Schnittdaten ............................................................................. 25
4.1.1. Bestimmung benachbarter Konturen mittels Bounding-Box Verfahren ............ 25
4.1.2. Orientierung der Konturen.............................................................................. 25
4.1.3. Konturen innerhalb anderer Konturen............................................................. 27
4.2. Erweiterte Aufbereitung der Schnittdaten................................................................. 27
4.2.1. Einfügen innerer Konturkanten....................................................................... 31
4.2.1.1. Algorithmus ( Innere Konturkanten aus externem Voronoi-Skelett ) . 31
Technische Universität Chemnitz
Fakultät für Informatik WS 2001/2002
Christian Haller Seite 3 von 70
4.2.2. Voronoi-Skelett und Kontur ............................................................................ 36
4.2.2.1. Algorithmus ( Korrektur Voronoi-Skelett )......................................... 39
4.2.3. Zusammenfassung der Aufbereitung der Schnittdaten ................................... 40
4.3. Tetraedrisierung und Bestimmung von Oberflächenkonturen................................. 40
4.3.1. Erzeugung der T1- und T2-Tetraeder ............................................................. 40
4.3.2. Zuordnung zusammengehöriger Konturgebiete.............................................. 41
4.3.2.1. Algorithmus ( Zusammengehörige Konturgebiete ) .......................... 46
4.3.3. Aufbau von Oberflächenkanten und -konturen................................................ 48
4.3.3.1. Algorithmus ( Oberflächenkonturen ) ............................................... 49
4.4. Aufbau einer korrekten Oberfläche............................................................................ 51
4.4.1. Erzeugung der T12-Tetraeder ........................................................................ 51
4.4.2. Bildung von Tetraedernachbarschaften .......................................................... 51
4.4.3. Aufbau der korrekten Oberfläche.................................................................... 51
4.4.3.1. Algorithmus ( Aufbau korrekte Oberfläche ) ..................................... 56
4.5. Eliminierung von Tetraedern außerhalb der Oberfläche........................................... 59
4.5.1. Algorithmus ( Tetraedereliminierung )............................................................. 59
5. IMPLEMENTIERUNG ....................................................................................... 61
6. AUSBLICK UND VERBESSERUNGEN ........................................................... 65
7. ANHANG.......................................................................................................... 67
7.1. Datenformat für Eingabe- und Ausgabedateien........................................................ 67
7.2. Übersicht der Programm-Dateien .............................................................................. 68
7.3. Literaturverzeichnis.................................................................................................... 68
Technische Universität Chemnitz
Fakultät für Informatik WS 2001/2002
Christian Haller Seite 4 von 70
1. Einleitung
Im Rahmen einer Zusammenarbeit mit dem anatomischen Institut in Göttingen entstand die
Aufgabe zur grafischen Visualisierung von medizinischen Daten, die als Konturen in parallelen
Schnittebenen vorlagen.
 
Ausschnitt eines Schnittbildes und zugehörige Konturdaten
Abbildung 1.1
Aus diesen Konturdaten sollte eine triangulierte Oberfläche generiert werden, die gemeinsam mit
anderen Informationen anschaulich visualisiert werden kann.
Grafische Visualisierung des rekonstruierten 3-D-Objektes
Abbildung 1.2
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Als Grundlage für diese Arbeit dient ein Rekonstruktionsverfahren von Boissonnat [BG92], dass in
den parallelen Schnittebenen zunächst eine Delaunay-Triangulierung erzeugt und die Dreiecke
anschließend zu Tetraedern erweitert. Zwischen jedem Paar benachbarter Schnitte entsteht so
eine Tetraedrisierung, die die Oberfläche des zu rekonstruierenden Objektes nach Eliminierung
der sich außerhalb befindlichen Tetraeder ergibt. Dieses Verfahren wird im Kapitel 3 vorgestellt.
Bei der Überprüfung der rekonstruierten Oberfläche hat sich gezeigt, dass nach Eliminierung der
Tetraeder nicht immer eine korrekte Oberfläche, die aus einer konsistenten und zulässigen
Triangulierung besteht, gebildet werden konnte. Da die Korrektheit der Oberfläche jedoch sehr
wichtig für das erzeugte Modell und dessen Weiterverarbeitung ist, sollte im Rahmen dieser
Arbeit eine Erweiterung der Rekonstruktion von Boissonnat zur Gewährleistung dieser
Eigenschaft entwickelt werden. Im Kapitel 4 wird diese Erweiterung des Verfahrens von
Boissonnat umfassend dargestellt.
Das gesamte Verfahren wurde als Softwareprogramm implementiert und anhand der Daten des
anatomischen Instituts aus Göttingen erfolgreich getestet. Zur Analyse und vielfältigen grafischen
Visualisierung der resultierenden Oberflächen entstanden weitere Programmteile. Die
Programmstrukturen sowie Erläuterungen zur Implementierung werden im Kapitel 5 gegeben.
Abschließend werden im Kapitel 6 Einschränkungen sowie Ideen für die Weiterentwicklung des
hier vorgestellten Verfahrens aufgezeigt.
Technische Universität Chemnitz
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Gegeben sei eine Menge M= {P1, P2, ... , PN } ⊂  E2. Dann heißt für jedes Pi ∈ M die Menge
V ( Pi ) := { Q ∈ E2 | d ( Q, Pi ) ≤  d ( Q, Pj ) für j ≠ i }
der Voronoi- Bereich von Pi bezüglich M.
Voronoi-Bereich
Abbildung 2.1
Die Abbildung 2.1 zeigt den Voronoi-Bereich V(3) des Punktes P3 bezüglich der Beispielmenge M.
2.1.2. Definition (Voronoi-Diagramm)
Gegeben sei eine Menge M= {P1, P2, ... , PN } ⊂  E2. Dann heißt die Gesamtheit der Voronoi-
Bereiche V( i ) (i=1, ..., N) das Voronoi-Diagramm Vor(M) von M. Seine Ecken [Kanten] heißen
Voronoi-Knoten [Voronoi-Kanten] oder kurz V-Knoten [V-Kanten] von M.
Voronoi-Diagramm
Abbildung 2.2
Die Abbildung 2.2 zeigt das Voronoi-Diagramm Vor(M) bezüglich der Beispielmenge M.
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2.2. Delaunay-Triangulierung
Die Delaunay-Triangulierung ist der duale Graph zum Voronoi-Diagramm. Dabei gehört zu
jeder Voronoi-Kante VE(P,Q) die Delaunay-Kante DE(P,Q), die die Punkte P und Q verbindet. Die
Delaunay-Triangulierung lässt sich in der Zeit O(N) (N = Anzahl der Punkte der Menge M ) aus
dem Voronoi-Diagramm ableiten und besitzt folgende Eigenschaften:
• Jeder Voronoi-Punkt ist der Umkreismittelpunkt eines Delaunay-Dreiecks.
• Für jede Voronoi-Kante existiert eine duale Delaunay-Kante.
• Der Rand der Delaunay-Triangulierung ist die konvexe Hülle.
• Die Anzahl der Dreiecke in der Delaunay-Triangulierung ist maximal 2N - 5, wobei N die
Anzahl der Punkte in der Triangulierung darstellt.
• Der Umkreis eines jeden Delaunay-Dreiecks enthält im Inneren keinen weiteren Punkt
(Kreiskriterium).
Delaunay-Triangulierung und konvexe Hülle
Abbildung 2.3
2.3. Kontur
Eine Kontur besteht aus einer geordneten Menge von Punkten P1, P2, ... Pn. mit n+1 Kontur-
kanten. Dabei werden die Verbindungsstrecken je zweier aufeinanderfolgender Punkte (Pi –1, Pi)
für 1< i   n sowie die Verbindungsstrecke (Pn , P1) als Konturkanten bezeichnet. Die
Konturkanten sind gerichtet, wobei die Richtung vom Anfangspunkt zum Endpunkt festgelegt
wird. Die von den Konturkanten umschlossene Fläche wird als Inneres der Kontur bezeichnet.
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Kontur K1 = {P1 , P9 , P6 , P8 , P10 , P2 , P3 , P7 , P4 , P5 }
Abbildung 2.4
2.4. Internes und externes Voronoi-Skelett
Eine interne Delaunay-Kante ist die gemeinsame Kante zweier benachbarter Delaunay-Dreiecke,
die innerhalb einer Kontur liegen. Das interne Voronoi-Skelett besteht aus Voronoi-Kanten, die
im dualen Delaunay-Graph durch interne Delaunay-Kanten repräsentiert werden.
Internes und externes Voronoi-Skelett von drei Konturen
Abbildung 2.5
Eine externe Delaunay-Kante ist die gemeinsame Kante zweier benachbarter Delaunay-
Dreiecke, die außerhalb einer Kontur liegen. Das externe Voronoi-Skelett besteht aus Voronoi-
Kanten, die im dualen Delaunay-Graph durch externe Delaunay-Kanten repräsentiert werden.
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2.5. Voraussetzungen für die Daten
Die Grundlage bilden Konturdaten in jeweils parallelen Schnittebenen.
Ohne Einschränkung der Allgemeinheit müssen alle Konturen in einem Schnitt in einer zur x-z-
Ebene parallelen Ebene vorliegen. Anderenfalls werden die Ebenen zunächst rotiert, so dass sie
zur x-z-Ebene parallel sind.
Die Konturdaten zu jeweils einer Kontur bestehen aus einer geordneten Menge von Punkten P1,
P2, ... Pn. mit n+1 Konturkanten, wie im Kapitel 2.3 beschrieben. Die Konturen müssen
schleifenfrei sein und dürfen einander nicht schneiden bzw. berühren.
D.h. für alle k1 ∈ Kontur K1 und alle k2 ∈ Kontur K2 muss gelten: k1 ∩ k2 = ∅ und
für alle k1' ∈ Kontur K1 ∧ k1' ≠ k1 gilt: k1 ∩ k1' = ∅ oder k1 und k1' haben einen gemeinsamen
Anfangs- und Endpunkt [bzw. End- und Anfangspunkt].
Falls eine Kontur im Inneren einer anderen Kontur liegt, wird diese automatisch für einen
weiteren Arbeitsgang extrahiert.
Weiterhin müssen die Ebenen nach der y-Koordinate sortiert vorliegen.
Festlegungen über den Aufbau des Datenformates der Eingabedatei sind im Anhang dargestellt.
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3. Volumenrekonstruktion nach Boissonnat
Ein 3-D-Objekt wird mit einer Menge paralleler Ebenen geschnitten. In den dabei entstehenden
Schnitten werden die betreffenden Regionen durch Polygone, d.h. Konturdaten approximiert.
Man versucht nun diese Regionen so miteinander zu verbinden bzw. die Konturen so miteinander
zu verknüpfen, dass man die beste Approximation des zu rekonstruierenden Objektes erhält.
In der folgenden Abbildung ist zu sehen, dass zum Teil mehrere Möglichkeiten für die Lösung des
Rekonstruktionsproblems existieren. Um sich ohne Vorinformation über das Objekt für eine
Lösungsvariante zu festzulegen, ist eine Heuristik zur Entscheidungsfindung notwendig.
Abgesehen von den interaktiven Verfahren bedienen sich alle Rekonstruktionsmethoden solcher
heuristischen Annahmen.
  
    2 parallele Schnittebenen mit je 3 Konturen          Rekonstruktion nach vertikaler Heuristik
Abbildung 3.1a
  
Rekonstruktionsmöglichkeiten mit anderen Heuristiken.
Abbildung 3.1b
Im Gegensatz zu Methoden, die versuchen, die Oberfläche anhand der Konturen zu generieren
(siehe [Kep75] [FKU77] [CS78] [Sha81] [MSS91] [Toe89]), werden im Verfahren von Boissonnat die
Schnittdaten zunächst in Dreiecke eingeteilt. Diese werden in einem weiteren Bearbeitungsschritt
unter Verwendung einer weitestgehend vertikalen Heuristik zu Tetraedern in die benachbarten
Schnitte ausgedehnt.
Durch diese Tetraedrisierung erfolgt die direkte Generierung der polyhedralen Repräsentation
des 3-D-Objektes, aus der die Oberfläche extrahiert werden kann.
3.1. Aufbereitung der Schnittdaten
Im ersten Bearbeitungsschritt werden die Schnittdaten für die spätere Rekonstruktion vorbereitet.
Es erfolgt die Triangulierung, die Überprüfung spezieller Kriterien sowie die Bestimmung der
Dreiecke innerhalb und außerhalb der Konturdaten.
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3.1.1. Konstruktion der Delaunay-Triangulierung
Für die Konstruktion der Delaunay-Triangulierung existieren bereits verschiedene Algorithmen.
Die geringste Laufzeit benötigt ein Divdide-And-Conquer Algorithmus, der in [AS89] beschrieben
wird. Da dieser jedoch sehr hohe Anforderungen an die Implementierung stellt, wurde im
Softwareprogramm ein inkrementeller Edge-Flipping Algorithmus implementiert:
Gegeben ist die Punktmenge P = {P1, P2, ..., Pn}. Zu Beginn wird ein Dreieck (X,Y,Z) berechnet,
für das gilt: alle Punkte P1, ..., Pn liegen innerhalb des Dreiecks. Die Punkte X,Y und Z gehören
nicht zur Punktmenge P und werden bei den vorzunehmenden Tests speziell behandelt. Danach
werden alle Punkte schrittweise eingefügt und jeweils Dreiecke nach bestimmten Kriterien
erzeugt. Am Ende werden alle Dreiecke, die mit den Punkten X, Y und Z verbunden sind,
gelöscht.
Bildung des Ausgangsdreiecks (X, Y, Z)
mX := Ausdehnung der Punktmenge in X-Richtung
mY := Ausdehnung der Punktmenge in Y-Richtung
m := max(mX, mY)
skalier := Skalierungsfaktor des Ausgangsdreieck – dieser muss mindestens der Wert 3
annehmen, sollte aber größer gewählt werden
X := (skalier*m; 0)
Y := (-skalier*m; -skalier*m)
Z := (0; skalier*m)
Bildung des Ausgangsdreiecks (X, Y, Z) für die Delaunay-Triangulierung
Abbildung 3.2
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3.1.1.1. Algorithmus ( Erzeuge Delaunay-Triangulierung )
Prozedur ( Delaunay-Triangulierung ( S ) )
** S ist der betrachtete Schnitt
1. Initialisiere DT(P) mit dem Ausgangsdreieck (X, Y, Z)
2. Für alle Punkte Pr ∈ P aus Schnitt S
2.1. Füge Pr zu DT(P) hinzu
2.2. Finde das Dreieck in DT(P) das Pr enthält
A. Falls Pr im Inneren des Dreiecks (Pi, Pj, Pk) liegt
A.1. Teile (Pi, Pj, Pk) auf
A.2. Edge_Flipping (Pr, |PiPj|)
A.3. Edge_Flipping (Pr, |PjPk|)
A.4. Edge_Flipping (Pr, |PiPk|)
B. Falls Pr auf einer Kante |PjPk| liegt
B.1. Teile zugehörige Dreiecke (Pi, Pj, Pk) sowie (Pj, Pl, Pk) auf
B.2. Edge_Flipping (P, |PiPj|)
B.3. Edge_Flipping (P, |PiPk|)
B.4. Edge_Flipping (P, |PkPl|)
B.5. Edge_Flipping (P, |PjPl|)
3. Entferne alle Kanten, die mit X, Y oder Z verbunden sind
  
          P liegt im Inneren eines Dreiecks                                    P liegt auf einer Kante
Einfügen eines Punktes
Abbildung 3.3
Teilprozedur Edge_Flipping (Pr, |PiPj|)
** Pr ist betrachteter Punkt und |PiPj| dessen gegenüberliegende Seite, die überprüft werden soll
1. Falls Illegal ( |Pi,Pj| )
** Pm ≠ Pr ist der gegenüberliegende Punkt zu |PiPj|
1.1. Ersetze |PiPj| durch |PrPm|
1.2. Edge_Flipping (Pr, |PiPm|)
1.3. Edge_Flipping (Pr, |PjPm|)
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          Die Kante |PiPj| ist illegal.                                         Die Kante |PiPj| ist legal
In der linken Abbildung muss ein Kantenflip stattfinden und erneut geprüft werden.
Abbildung 3.4
Teilprozedure Illegal( |PiPj| )
1. result := false
2. Pm und Pk sind die gegenüberliegenden Punkte von |Pi,Pj|
3. α := Winkel im Punkt Pr
4. β := Winkel im Punkt Pj
5. γ := Winkel im Punkt Pm
6. δ := Winkel im Punkt Pi
7. Falls α + γ < β + δ, dann result := true
8. Falls α + γ = β + δ, dann Fehler **Kreiskriterium nicht erfüllt
9. return result
  
          Die Kante |PiPj| ist legal.                                         Die Kante |PiPj| ist illegal
Test, ob die Kante PiPj eine Delaunay-Kante ist.
Abbildung 3.5
Aus der Delaunay-Triangulierung kann das Voronoi-Diagramm direkt berechnet werden.
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3.1.2. Konturkanten und Triangulierung
Wie aus der folgenden Abbildung ersichtlich ist, können unter Umständen in den Konturdaten
Kanten enthalten sein, die nicht im Delaunay-Graph enthalten sind.
      
                      Kontur                       Kante |AB| nicht in DT(P)         Punkt C wird eingefügt.
Die Konturkante |AB| ist nicht Bestandteil von DT(P), da das Kreiskriterium nicht erfüllt ist.
Abbildung 3.6
Da die Dreiecke der Delaunay-Triangulierung später zu Tetraedern erweitert werden, würde das
Fehlen einer Konturkante und damit die falsche Einteilung der Dreiecke zu einem
Rekonstruktionsfehler führen.
Das Erkennen einer Konturkante, die nicht in der Delaunay-Triangulierung enthalten ist, erfolgt
durch Vergleich mit den Dreiecksseiten der Triangulierung. Falls eine Konturkante nicht in der
Delaunay-Triangulierung enthalten ist, wird deren Mittelpunkt als neuer Datenpunkt eingefügt, die
Konturkanten entsprechend geteilt und die Triangulierung aktualisiert. Für jede neue Konturkante
wird die Bedingung erneut geprüft.
3.1.2.1. Algorithmus ( Pruefe_Konturkanten )
Prozedur Pruefe_Konturkanten ( S )
** S ist der betrachtete Schnitt
1. Für alle Konturen K des Schnittes S
1.1. Für alle Konturkanten k der Kontur K
A. Pruefe_Kante(k)
Teilprozedur Pruefe_Kante( k )
1. A := Anfangspunkt(k)
2. B := Endpunkt(k)
3. Falls kein Dreieck in der Delaunay-Triangulierung existiert, das die Kante |AB| enthält
3.1. Füge einen neuen Punkt C ein, der den Mittelpunkt der Kante |AB| darstellt
A.1. lösche Konturkante k
A.2. Erstelle neue Konturkante k' := |AC|
A.3. Erstelle neue Konturkante k'' := |CB|
A.4. Aktualisiere die Delaunay-Triangulierung
A.5. Pruefe_Kante( |AC| )
A.6. Pruefe_Kante( |CB| )
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3.1.3. Bestimmung der Dreiecke innerhalb der Konturen
Für den Aufbau des externen und internen Voronoi-Skelettes wird die Information benötigt, ob ein
Dreieck der Delaunay-Triangulierung innerhalb oder außerhalb einer Kontur liegt. Zudem werden
bei der späteren Eliminierung der Tetraeder alle diejenigen entfernt, die sich außerhalb der
Konturen befinden.
Dazu wird für jedes Dreieck der Schwerpunkt PS berechnet und mit der Strahlenmethode geprüft,
ob PS innerhalb einer Kontur liegt. Diese Information wird direkt im zugehörigen Dreieck
gespeichert. Der Algorithmus für die Prüfung ist weiter hinten im Kapitel 4.1.2. beschrieben.
3.2. Verfeinerung der Schnittdaten
3.2.1. Kontur und internes Voronoi-Skelett
Das interne Voronoi-Skelett repräsentiert in gewisser Hinsicht die Kontur des Polygons. Jedoch
liegt nicht immer das interne Voronoi-Skelett vollständig im Konturpolygon. Konturen mit
unterschiedlicher Verteilung der Konturpunkte haben völlig verschiedene interne Voronoi-
Skelette, d.h. die Qualität der Repräsentation der Gestalt des Polygons ist nicht sehr gut.
Außerdem wird die spätere Erweiterung der Dreiecke zu Tetraedern auf Basis des
Umkreismittelpunktes erfolgen. Falls dieser außerhalb der Kontur liegen würde, kann unter
Umständen ein Zuordnungsfehler bei der Rekonstruktion auftreten.
3.2.1.1. Einfügen zusätzlicher Punkte
Zur Gewährleistung, dass das interne Voronoi-Skelett vollständig innerhalb einer Kontur liegt,
werden neue Punkte eingefügt. Falls eine Kante der Kontur gefunden wird, die zu einem Dreieck
gehört, in dem der gegenüberliegende Winkel > 90° ist, d.h. der Umkreismittelpunkt des Dreiecks
liegt außerhalb des Dreiecks, so wird der gegenüberliegende Punkt auf die Konturkante
senkrecht projiziert und dort ein neuer Punkt eingefügt. Dieser Punkt teilt das Dreieck in zwei
neue Dreiecke mit entsprechenden Winkeln < 90°. Dieser Schritt wird solange wiederholt werden,
bis kein Dreieck mehr gefunden wird, dessen Umkreismittelpunkt außerhalb liegt.
  
Das interne Voronoi-Skelett ist nicht vollständig innerhalb der Kontur.
Abbildung 3.7a
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Korrigiertes internes Voronoi-Skelett und zugehörige Delaunay-Triangulierung
Abbildung 3.7b
Durch Erhöhung der Anzahl der Punkte auf der Kontur wandert das interne Voronoi-Skelett in die
Mitte des Polygons, falls die Punkte gleichmäßig auf der Kontur verteilt werden. Falls die Anzahl
groß genug ist, erhält man mit diesem Verfahren eine Approximation der medialen Achse. Die
mediale Achse eines Polygons ist der geometrische Ort der Punkte, die gleichen Abstand zu
mindestens zwei Konturpunkten haben. Sie findet häufig Anwendung in der Bildverarbeitung für
Mustererkennung, da sie in hohem Maße die metrischen und topologischen Eigenschaften des
Objektes widerspiegelt (siehe [Blu67] und [KKOK89]).
3.2.2. Kontur und externes Voronoi-Skelett des benachbarten Schnittes
Bei komplizierteren Rekonstruktionen müssen sich Konturen eines Schnittes S im benachbarten
Schnitt S+1 zum Teil in mehrere Konturen verzweigen. Da die Erweiterung zu Tetraedern auf der
Einteilung der Dreiecke basiert, kann eine solche Verzweigung nur den Delaunay-Kanten
stattfinden. Da im Inneren der Konturen keine Punkte vorhanden sind, muss eine solche
Verzweigung stets an einer Delaunay-Kante stattfinden, deren Endpunkte direkt auf der Kontur
liegen. Bei komplizierten Verzweigungen führt das zu nur unbefriedigenden Ergebnissen in der
Rekonstruktion.
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3.2.2.1. Einfügen zusätzlicher Punkte
Eine Verbesserung kann durch Einfügen neuer Punkte im Inneren der Konturen des aktuellen
Schnittes S erfolgen. Dazu wird das externe Voronoi-Skelett des benachbarten Schnittes S+1
benutzt, da es in gewisser Hinsicht die Grenzlinie zwischen den dort vorhandenen Konturen
repräsentiert.
Falls der Anfangs- oder Endpunkt der orthogonalen Projektion einer externen V-Kante von S+1
auf S innerhalb einer Kontur liegt, wird dieser als neuer Datenpunkt eingefügt.
Analog geht man für den benachbarten Schnitt S-1 vor.
Im Anschluss wird die Delaunay-Triangulierung aktualisiert und die Prozeduren zum Prüfen der
Konturkanten und Bestimmen der Dreiecke innerhalb der Konturen erneut durchlaufen.
Orthogonale Projektion des externen Voronoi-Skelettes
Abbildung 3.9
Das Einfügen der Punkte wird an allen Paaren benachbarter Schnitte vorgenommen.
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3.3. Erzeugung der Tetraedrisierung
In jedem Schnitt liegen jetzt die Eingabedaten in Form von Delaunay-Triangulierung, Voronoi-
Diagramm und Markierung der Dreiecke, die innerhalb der Konturen liegen, vor.
Im folgenden werden für die beiden benachbarten Schnitte S1 und S2 Tetraeder erstellt und
Nachbarschaften gebildet. Damit findet die Erweiterung von 2D zu 3D statt. Schließlich wird diese
Methodik auf alle anderen Schnitte übertragen.
Wie in [Boi88] gezeigt wurde, ist die resultierende Triangulierung wirklich die dreidimensionale
Delaunay-Triangulierung der Punkte der Konturen der Schnitte S1 und S2.
3.3.1. T1- und T2-Tetraeder
Für jedes Dreieck t ∈ S1 wird derjenige Punkt Po ∈ S2 gesucht, der den kürzesten Abstand zur
orthogonalen Projektion des Umkreismittelpunktes von t nach S2 hat. Man erweitert das Dreieck t
zu einem Tetraeder vom Typ T1 durch die Verbindung der Eckpunkte von t mit Po ∈ S2.
Das gleiche Verfahren wird auf die Dreiecke r ∈ S2 angewendet und dort jeweils ein Tetraeder
vom Typ T2 gebildet, der zusätzlich zu den Eckpunkten von r den Punkt Pu ∈ S1 enthält, der den
kürzesten Abstand zur orthogonalen Projektion des Umkreismittelpunkt von r besitzt.
  
Erweiterung der Dreiecke zu Tetraedern – T1 und T2 Tetraeder
Abbildung 3.10
Die Tetraeder vom Typ T1 und T2 unterscheiden sich nur darin, ob sie eine Seitenfläche in dem
Schnitt S1 oder S2 haben.
3.3.2. T12-Tetraeder
Die dritte Form von Tetraedern wird durch den Typ T12 repräsentiert. Diese haben jeweils nur
eine Kante in den Schnitten S1 und S2 und werden mit Hilfe des Voronoi-Diagramms erstellt:
Man schneidet jede V-Kante vu aus S1 mit der orthogonalen Projektion jeder V-Kante vo aus S2
nach S1. Falls ein Schnittpunkt existiert, werden die Anfangs- und Enpunkte der dualen
Delaunay-Kanten zu vu und vo verbunden.
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                    T12 – Tetraeder                                 Gesamtdarstellung aller gebildeter Tetraeder
Abbildung 3.11
3.3.3. Bildung von Tetraedernachbarschaften
Nach der Erzeugung der Tetraeder erfolgt die Bildung der Nachbarschaften. Für jeden Tetraeder
werden dessen Nachbarn bestimmt. Zwei Tetraeder können maximal eine gemeinsame Fläche
besitzen.
In den folgenden zwei Abbildungen sind die auftretenden Möglichkeiten von Nachbarschaften
zwischen den Tetraedertypen dargestellt:
T1-T1-Nachbarschaft
Nachbarschaft an einer gemeinsamen Seitenfläche möglich.
T2-T2-Nachbarschaft
Nachbarschaft an einer gemeinsamen Seitenfläche möglich.
T1-T2-Nachbarschaft
Nachbarschaft an einer gemeinsamen Seitenfläche nicht möglich, da T1-Tetraeder und T2-
Tetraeder maximal eine gemeinsame Kante besitzen.
      
Nachbarschaften von Tetraedern (1)
Abbildung 3.12a
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T1-T12-Nachbarschaft
Nachbarschaft an einer gemeinsamen Seitenfläche möglich.
T2-T12-Nachbarschaft
Nachbarschaft an einer gemeinsamen Seitenfläche möglich.
T12-T12-Nachbarschaft
Nachbarschaft an einer gemeinsamen Seitenfläche möglich.
                
Nachbarschaften von Tetraedern (2)
Abbildung 3.12b
Verbleibende Seitenflächen von Tetraedern, die mit keinen anderen Tetraedern benachbart sind,
stellen die Oberfläche der Tetraedrisierung dar. Falls noch keine Tetraeder eliminiert wurden, ist
diese Oberfläche die konvexe Hülle der Tetraedrisierung.
3.4. Eliminierung von Tetraedern
Da die erzeugten Tetraeder insgesamt die polyhedrale Repräsentation der gesamten
Punktmenge darstellen, müssen zur exakten Rekonstruktion des 3-D-Objektes einige Tetraeder
entfernt werden.
  
Notwendigkeit zur Eliminierung von Tetraedern
Abbildung 3.13
T1- oder T2-Tetraeder, deren Grundfläche außerhalb einer Kontur liegt, können nicht zum
rekonstruierten Objekt gehören. Diese lassen sich sehr einfach identifizieren, da zu den
inzidenten Dreiecken in den entsprechenden Schnitten die Information gespeichert wurde, ob sie
innerhalb oder außerhalb einer Kontur liegen.
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Tetraeder mit Grundfläche außerhalb der Konturen
Abbildung 3.14
Weiterhin existieren T12-Tetraeder, die mindestens eine Delaunay-Kante besitzen, die ebenfalls
außerhalb einer Kontur liegt. Auch diese Tetraeder können sehr einfach ermittelt und eliminiert
werden.
Tetraeder mit einer Kante, die außerhalb einer Kontur liegt
Abbildung 3.15
Trotz der Entfernung der Tetraeder mittels zuvor genannter Kriterien können Tetraeder
verbleiben, die nicht zur Rekonstruktion des 3-D-Objektes gehören.
Weitere T12-Tetraeder außerhalb des 3-D-Objektes
Abbildung 3.16
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In erster Linie sind es T12-Tetraeder, die jeweils Konturkanten benachbarter Schnitte beinhalten,
die Konturen in der Rekonstruktion jedoch nicht zusammengehören.
Ein Teil dieser Tetraeder kann über die Anzahl der nicht benachbarten Seitenflächen ermittelt
werden. Falls ein T12-Tetraeder mehr als 2 nicht benachbarte Seitenflächen besitzt, kann dieser
sofort eliminiert werden. Dieser stellt eine singuläre Verbindung dar, da er mit einem
benachbarten Schnitt nur durch eine Kante verbunden ist und keine weiteren Nachbarn an den
mit dieser Kante inzidenten Seitenflächen hat.
Weiterhin existieren T12-Tetraederbündel, die nur aus T12-Tetraedern bestehen und keine
Nachbarschaften mit T1- oder T2-Tetraedern besitzen. Diese Tetraederbündel stellen ebenfalls
singuläre Verbindungen dar und müssen entfernt werden.
  
Singuläre Verbindungen durch T12-Tetraederbündel
Abbildung 3.17
Singuläre Verbindungen entstehen auch dann, falls ein Bündel aus benachbarten T1-Tetraedern
keine benachbarten T12-Tetraeder besitzt. Diese T1-Tetraederbündel sind im benachbarten
Schnitt nur mit einem Punkt verbunden. Analog gilt dies für T2-Tetraeder.
Singuläre Verbindungen durch T1-Tetraederbündel
Abbildung 3.18
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4. Korrekte Oberflächen auf Basis der Tetraedrisierung
Die Rekonstruktion von 3-D-Objekten dient prinzipiell der Erstellung ingenieurtechnischer
Modelle, die als Basis für die Analyse, Veränderung oder Weiterentwicklung des realen Objektes
benötigt werden. Für die meisten der bei dieser Weiterverarbeitung herangezogenen Algorithmen
wird vorausgesetzt, dass das zu Grunde liegende Modell die Eigenschaft der Konsistenz
aufweist. Für die Oberfläche eines triangulierten 3-D-Objektes bedeutet das, dass die
Triangulierung aus einer Menge von Dreiecken besteht, in der zwei Dreiecke entweder disjunkt
zueinander sind oder sich längs einer gemeinsamen Kante berühren. Weiterhin soll eine
Triangulierung unzulässig sein, falls an einer Konturkante der Ausgangsdaten mehr als ein
Oberflächendreieck des betrachteten Schnittpaares inzident ist. Ansonsten würde es sich um
eine Verzweigung handeln, die an dieser Stelle unerwünscht ist.
  
                   unzulässige Oberfläche                                            korrekte Oberfläche
Abbildung 4.1
Falls eine Oberfläche aus einer konsistenten und zulässigen Triangulierung besteht, wird sie als
eine korrekte Oberfläche bezeichnet. Die Eliminierung der Tetraeder durch die im Kapitel 3.4
genannten Kriterien konnte nicht garantieren, dass eine korrekte Oberfläche gebildet wird.
    
              Korrekte Oberfläche                        Zusätzliche T12-Tetraeder (unzulässig)
Abbildung 4.2
Das Ziel des im folgenden beschriebenen Verfahrens ist es, aus der Menge der Seitenflächen der
Tetraeder diejenigen auszuwählen, die eine korrekte Oberfläche zwischen den Konturen bilden.
Die Oberfläche wird dabei schrittweise entlang der Konturkanten und der zur Verfügung
stehenden Tetraeder aufgebaut. Da die Konturen geschlossen sind, grenzt das zuletzt gebildete
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Oberflächendreieck an das Ausgangsdreieck und schließt damit auch die Oberfläche. Tetraeder,
die außerhalb der gebildeten Oberfläche liegen, werden eliminiert.
Erzeugung einer korrekten Oberfläche
Abbildung 4.3
Natürlich muss ein solcher Algorithmus auch in der Lage sein, kompliziertere Strukturen
miteinander zu verbinden. Insbesondere dann, falls zu einer Kontur im Schnitt i im benachbarten
Schnitt i+1 zwei (bzw. mehrere) Konturen gehören. In dieser Situation müssen in der Regel zwei
(bzw. mehrere) separate Oberflächen gebildet werden. Dies kann allerdings durch den Aufbau
entlang einer Kontur im Schnitt i nicht erreicht werden, da dabei immer nur eine Oberfläche
gebildet werden würde.
  
Zuordnung von Konturgebieten und Oberflächenkonturen
Abbildung 4.4
Durch die Erkennung zusammengehöriger Konturgebiete und durch Einfügen zusätzlicher
Konturkanten an den Stellen, wo sich die Kontur aufspaltet, werden Oberflächenkonturen im
Schnitt i und im Schnitt i+1 erzeugt und einander zugeordnet.
Für jedes Paar zugeordneter Oberflächenkonturen erfolgt schließlich der schrittweise korrekte
Aufbau der Oberfläche auf Basis der Tetraedrisierung.
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4.1. Vorverarbeitung der Schnittdaten
Vor der eigentlichen Rekonstruktion muss man sicherstellen, dass die Daten prinzipiell für das
Rekonstruktionsverfahren geeignet sind. Die Voraussetzungen dafür wurden bereits im Kapitel
2.5 genannt. Allerdings können durch die gezielte Vorverarbeitung der Schnittdaten einige bei der
Rekonstruktion auftretenden Probleme eingeschränkt bzw. beseitigt werden.
4.1.1. Bestimmung benachbarter Konturen mittels Bounding-Box Verfahren
Vor dem Beginn des Algorithmus der Zuordnung von Konturgebieten und dem Aufbau der
Oberflächenkonturen, soll in diesem Vorverarbeitungsschritt eine Information gespeichert
werden, welche Konturen des Schnittes i sich in welche Konturen des Schnitt i+1 [bzw. i-1]
verzweigen könnten. Es kann auch durchaus vorkommen, dass das zu rekonstruierende 3-D-
Objekt Strukturen besitzt, die plötzlich enden oder beginnen. Diese Strukturen sollen erkannt und
nicht mit denen verbunden werden, die damit nicht in Zusammenhang stehen.
Bei der späteren Rekonstruktion wird die gespeicherte Vorinformation berücksichtigt,
insbesondere der Spezialfall, falls einer Kontur des Schnittes i keine Kontur des Schnittes i+1
[bzw. i-1] zugeordnet werden konnte.
Die Zuordnung der Verzweigung einer Kontur kann mit dem Bounding-Box-Verfahren realisiert
werden. Dazu bildet man einerseits das umgrenzende Rechteck R0 der betreffenden Kontur im
Schnitt i und andererseits die umgrenzenden Rechtecke R1-Rn der Konturen K1 bis Kn des
Schnittes i+1 [bzw. i-1].
Ergibt sich eine Überlappung zwischen R0 und der senkrechten Projektion der Rechtecke R1-Rn
in den Schnitt i, so sollen die betreffenden Konturen als potentielle Verzweigungsmöglichkeiten
gelten. Ergibt sich keine Überlappung so wird die Kontur nicht mit dem benachbarten Schnitt
verbunden.
4.1.2. Orientierung der Konturen
Für den schrittweise Aufbau der Oberflächen entlang der Konturkanten müssen diese den
gleichen Richtungssinn besitzen. Deshalb wird nach dem Einlesen der Konturdaten folgende
Operation durchgeführt:
Prozedur ( Orientierung Kontur )
1. Für alle Schnitte S
1.1. Für alle Konturen K von S
** k bezeichnet die aktuell betrachtete Konturkante von K
A. k := 0
B. kollinear := false
C. while not(kollinear)
C.1. k := k + 1
C.2. PA := Anfangspunkt von k
C.3. PB := Endpunkt von k = Anfangspunkt von k+1
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C.4. PC := Endpunkt Konturkante k+1
C.5. BN := Betrag der Flächennormale des Dreiecks(PA, PB, PC)
C.6. Falls BN := 0, setze kollinear := true, sonst kollinear := false
D. M := Schwerpunkt des Dreiecks (PA, PB, PC)
E. Falls (M innerhalb von K liegt und BN < 0) oder (M nicht innerhalb von K liegt und
BN > 0)
E.1. Für alle Konturkanten k von K
a. Tausche Anfangspunkt und Endpunkt von k
In den Fällen 3 und 4 muss die Konturrichtung gewechselt werden.
Abbildung 4.5
Prozedur ( Punkt innerhalb Kontur(P, K) )
1. Anzahl_S := 0
** Anzahl_S bezeichnet die Anzahl der Schnittpunkte eines Strahls beginnend im Punkt P mit der
Kontur K
2. Für alle Konturkanten k von K
2.1. Falls k den waagerechten Strahl beginnend bei Punkt P in positiver Richtung
schneidet
A. Anzahl_S := Anzahl_S + 1
3. Falls Anzahl_S mod 2 = 0, setze Innerhalb := false, sonst Innerhalb := true
4. Return Innerhalb
Test, ob der Punkt P innerhalb einer Kontur K liegt.
Abbildung 4.6
Technische Universität Chemnitz
Fakultät für Informatik WS 2001/2002
Christian Haller Seite 27 von 70
4.1.3. Konturen innerhalb anderer Konturen
Konturen, die innerhalb anderer Konturen liegen, werden in dem hier vorgestellten Verfahren
nicht betrachtet. Eine Grundidee zur Verarbeitung dieser Information wird als Lösungsansatz im
Kapitel 6 vorgestellt.
Bei der Vorverarbeitung der Daten werden die Innenkonturen für einen weiteren Arbeitsgang
extrahiert. Dazu wird jeweils beim ersten Konturpunkt geprüft, ob dieser innerhalb einer anderen
Kontur liegt. Falls dies zutrifft, wird die gesamte Kontur extrahiert.
Die Konturen K3 und K4 liegen innerhalb der Kontur K1.
Abbildung 4.7
4.2. Erweiterte Aufbereitung der Schnittdaten
Die Verbesserung des Rekonstruktionsergebnisses kann dadurch erzielt werden, dass das
externe Voronoi-Skelett des benachbarten Schnittes in den aktuellen Schnitt senkrecht projiziert
wird und anschließend an den Stellen Punkte eingefügt werden, wo externe V-Kanten im Inneren
einer Kontur liegen [siehe Boissonnat].
Für das hier vorgestellte Verfahren müssen nicht nur Punkte eingefügt werden, sondern
insbesondere auch die zugehörigen externen V-Kanten als zusätzliche Konturkanten
aufgenommen werden. Diese Kanten sind ebenfalls Grundlage für den Aufbau der Oberfläche
und werden jeweils in beide Richtungen durchlaufen. Gegebenenfalls kann sich dort die Kontur
spalten.
An dieser Stelle wird darauf hingewiesen, dass sich das Kriterium für eine zulässige
Triangulierung ausschließlich auf die Konturkanten der Ausgangsdaten bezieht, nicht auf die
zusätzlich eingefügten Konturkanten.
Projektion des externen Voronoi-Skelettes und Einfügen von Konturkanten
Abbildung 4.8
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Es hat sich jedoch gezeigt, dass man nicht jede externe V-Kante, deren senkrechte Projektion im
Inneren einer Kontur liegt, einfügen sollte. Die Anzahl der Punkte pro Schnitt vergrößert sich
dadurch erheblich und unter Umständen können unnatürliche Verbindungen entstehen.
Falls die einzufügenden externen V-Kanten wie in der folgenden Abbildung gezeigt, nur minimal
in die Kontur hineinragen, würden die Dreiecke innerhalb der dadurch eingegrenzten Gebiete mit





Diese unnatürliche Verbindung würde durch das Einfügen der externen V-Kanten erzwungen. Je
weiter die einzufügenden externen V-Kanten im Inneren der Kontur liegen, ist aber davon
auszugehen, dass sich an dieser Stelle die Kontur aufspaltet.
 
Komplexes Beispiel zur Entstehung vielfacher unnatürlicher Verbindungen, falls alle externen V-
Kanten eingefügt werden.
Abbildung 4.10
Das Problem ist eine geeignete Auswahl von externen V-Kanten zu finden, die eingefügt werden
sollen. Mit folgender Überlegung lassen sich diejenigen externen V-Kanten identifizieren, die
unbedingt eingefügt werden müssen:
Falls sich eine interne V-Kante iv des Schnittes S(i) und eine senkrecht projizierte externe V-
Kante ev des benachbarten Schnittes S(i+1) [bzw. S(i-1)] schneiden, wird später bei der
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Tetraedrisierung ein entsprechender T12-Tetraeder T erstellt, der in jedem Schnitt eine
Delaunay-Kante enthält. Im Schnitt S(i) ist es die Kante kid als duale Delaunay-Kante zu iv und
im Schnitt S(i+1) [bzw. S(i-1)] ist es die Kante ked als duale Delaunay-Kante zu ev.
Da die Kante ked im benachbarten Schnitt außerhalb einer Kontur liegt, kann der Tetraeder T
nicht zur Rekonstruktion des 3-D-Objektes gehören. Beim Herausnehmen von T entstehen
jedoch zwei neue Oberflächendreiecke an den mit der Kante kid benachbarten Tetraedern. Es ist
nicht sicher, ob genau diese Oberflächendreiecke zur Rekonstruktion gehören. Da aber an der
Kante kid letztlich die Grundflächen zweier T1-Tetraeder im Inneren der Kontur benachbart sind
und die T1-Tetraeder damit zwingend Bestandteil der Rekonstruktion sind, existieren auf jeden
Fall zwei Oberflächendreiecke an der Kante kid. D. h. die interne Delaunay-Kante kid müßte
Bestandteil der rekonstruierten Oberfläche sein.
Um genau an dieser Stelle die Rekonstruktion zu verbessern, ist es sinnvoll, hier die senkrecht
projizierte externe V-Kante ev als "innere" Konturkante einzufügen.
Im allgemeinen ist diese jedoch nicht direkt mit der "äußeren" Kontur verbunden. Für den Aufbau
der Oberfläche entlang von Konturkanten muss jedoch ein Weg von der "äußeren" Kontur zur
eingefügten "inneren" Konturkante und zurück hergestellt werden.
Dies wird realisiert, indem alle projizierten externen V-Kanten, die mit der Ausgangskante ev
direkt oder indirekt im Inneren der Kontur verbunden sind, als zusätzliche "innere" Konturkanten
eingefügt werden.
  
Weg von der "äußeren" Kontur zur "inneren" Konturkante
Abbildung 4.11
Für das Verständnis des Verfahrens ist es bedeutend anzumerken, dass externe V-Kanten
sowohl vom oberen benachbarten Schnitt als auch vom unteren benachbarten Schnitt eingefügt
werden.
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Wie die folgende Abbildung zeigt, können unter Umständen "innere" Konturkanten aus den
oberen und unteren Schnitten eingefügt werden, die sich schneiden. In diesem Fall muss auch
deren Schnittpunkt als neuer Datenpunkt eingefügt werden und beide "inneren" Konturkanten in
je zwei Teile aufgeteilt werden.
  
Die eingefügte Konturkanten schneiden sich.
Abbildung 4.12
Sämtlich eingefügte "inneren" Konturkanten eines Schnittes werden später bei der
Oberflächenbildung "nach oben" und "nach unten" betrachtet. Jedoch wird dabei zunächst
versucht, die Oberfläche ohne Verwendung der "inneren" Konturkanten zu bilden. Falls dies nicht
gelingt, wird schrittweise der Versuch unter Verwendung der "inneren" Konturkanten wiederholt.
Obiges Beispiel illustriert dies: Bei der Erstellung der Oberfläche nach oben wird nur ein
Konturzug aus "inneren" Konturkanten verwendet, bei der Erstellung der Oberfläche nach unten
wird der andere Konturzug aus "inneren" Konturkanten verwendet.
Schließlich ist an dieser Stelle noch darauf hinzuweisen, dass falls sich kein Schnittpunkt einer
senkrecht projizierten externen V-Kante aus dem benachbarten Schnitt mit einer internen V-
Kante ergibt, keine "inneren" Konturkanten aufgebaut werden. In diesem Fall wird die Oberfläche
ohne Nutzung der "inneren" Konturkanten gebildet.
  
Es werden keine "inneren" Konturkanten eingefügt.
Abbildung 4.13
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4.2.1. Einfügen innerer Konturkanten
Im folgenden wird der Algorithmus dargestellt, nachdem die zusätzlichen Punkte und
Konturkanten, die sich aus dem externen Voronoi-Skelett der benachbarten Schnitte i+1 bzw. i-1
ergeben, eingefügt werden.
4.2.1.1. Algorithmus ( Innere Konturkanten aus externem Voronoi-Skelett )
Prozedur ( Innere_Konturkanten (S) )
** S = betrachteter Schnitt
1. Initialisierung
1.1. Für alle externen V-Kanten ev von S+1
A. ev.markiert := false
1.2. Für alle externen V-Kanten ev von S-1
A. ev.markiert := false
** MiK = Menge der inneren Konturkanten
1.3. MiK := leer
2. repeat
** Auswahl der externen V_Kanten, die eingefügt werden müssen
2.1. M := Auswahl_externer_V_Kanten
** Aufbau der inneren Konturkanten und Einfügen der Punkte aus der Menge M
2.2. MiK := Aufbau_innere_Konturkanten(M)
** Einfügen der Schnittpunkte zweier innerer Konturkanten aus der Menge MiK
2.3. MiK := Schnitt_innere_Konturkanten(MiK)
** Korrekt_Voronoi-Skelett( S ) – Aktualisierung Delaunay-Triangulierung und Voronoi-
Skelett sowie Prüfung der Konturkanten
3. until (M = leer)
Zunächst werden die benötigten Daten initialisiert. Danach erfolgt die Auswahl externen V-Kanten
der benachbarten Schnitte, die eingefügt werden müssen. Anschließend werden dazu die
Einfügepunkte bestimmt und die inneren Konturkanten erzeugt. Falls sich zwei eingefügte innere
Konturkanten schneiden, wird anschließend der Schnittpunkt bestimmt und die inneren
Konturkanten geteilt.
Da sich durch das Einfügen von Punkten das interne Voronoi-Skelett von S verändert, kann es
passieren, dass weitere externen V-Kanten eingefügt werden müssen. Deshalb wird die Prozedur
(Innere_Konturkanten) solange wiederholt, bis keine neuen externen V-Kanten in der Menge M
entstehen. Dazu werden die bereits eingefügten externen V-Kanten markiert und diese bei den
folgenden Iterationen nicht in die Menge M aufgenommen. Dieser Prozess terminiert, da im
schlimmsten Fall sämtliche externen V-Kanten aus den benachbarten Schnitten eingefügt
werden.
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Teilprozedur ( Auswahl_externer_V_Kanten )
1. Miv := Menge aller internen V-Kanten iv in S
2. Falls die Nummer des aktuellen Schnittes S < maximale Anzahl der Schnitte
2.1. Mev := Menge aller externen V-Kanten ev in S+1, die nicht markiert sind
3. Falls S > 1
3.1. Mev := Mev + Menge aller externen V-Kanten ev in S-1, die nicht markiert sind
4. M1 := leer
5. Für alle Elemente ev aus Mev
5.1. proj(ev) := senkrechte Projektion von ev nach S
5.2. Für alle Kanten iv aus Miv
A. KNr := Nummer der Kontur, zu der iv gehört
B. Falls ( proj(ev) ∩ iv ≠ leer ) und (ev, KNr) noch nicht in M1 enthalten ist
B.1. M1 := M1 + { (ev, KNr) }
B.2. ev.markiert := true
** M1 enthält alle externen V-Kanten der benachbarten Schnitte S+1 und S-1, deren senkrechte
Projektion nach S eine interne V-Kante der Kontur KNr von S schneiden
6. M2 := leer
7. Für alle Elemente (ev,KNr) von M1
7.1. M2a := Bilde_Verbindungskanten( (ev, KNr) )
7.2. M2 := M2 + M2a
** M2 enthält alle externen V-Kanten der benachbarten Schnitte S+1 und S-1, die mit einer
externen V-Kante aus M1 durch einen Weg W verbunden sind, dessen senkrechte Projektion
nach S innerhalb einer Kontur von S liegt. Die Kanten von W sind die externen V-Kanten von S+1
bzw. S-1.
8. return M := M1 + M2
In dieser Prozedur erfolgt der Aufbau einer Menge M von externen V-Kanten aus den
benachbarten Schnitten S+1 und S-1, die später als innere Konturkanten in S eingefügt werden
sollen. Zunächst werden dabei die externen V-Kanten ev in einer Menge M1 bestimmt, deren
senkrechte Projektion nach S sich mit einer internen V-Kante aus der Kontur KNr schneidet.
Anschließend werden alle anderen V-Kanten des externen Voronoi-Skelettes hinzugefügt, deren
senkrechte Projektion innerhalb der Kontur KNr liegt und eine Verbindung zur Kante ev existiert,
deren sämtliche Verbindungspunkte ebenfalls innerhalb KNr liegen.
Teilprozedur ( Aufbau_innere_Konturkanten(M) )
1. Für alle Elemente E = (ev, KNr) aus M
1.1. A := Anfangspunkt von ev
1.2. IA := true, falls A im Inneren oder auf der Kontur KNr liegt, sonst IA := false
1.3. B := Endpunkt von ev
** B liegt im Unendlichen, falls ev eine Halbgerade ist
1.4. IB := true, falls B im Inneren oder auf der Kontur KNr liegt, sonst IB := false
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1.5. Falls A nicht in S enthalten ist und IA gilt
A. Erzeuge A in S
1.6. Falls B nicht in S enthalten ist, nicht im Unendlichen liegt und IB gilt
A. Erzeuge B in S
1.7. Für alle Konturkanten k der Kontur KNr
A. Falls A auf der Konturkante k liegt
A.1. Ak := Anfangspunkt von k
A.2. Bk := Endpunkt von k
A.3. Lösche k
A.4. Füge zwei neue Konturkanten k1 := (Ak, A) und k2 := (A, Bk) in der Kontur
KNr ein
B. Falls B auf der Konturkante k liegt
B.1. Ak := Anfangspunkt von k
B.2. Bk := Endpunkt von k
B.3. Lösche k
B.4. Füge zwei neue Konturkanten k1 := (Ak, B) und k2 := (B, Bk) in der Kontur
KNr ein
1.8. Falls IA gilt, setze Insert := true, sonst Insert := false
1.9. SP := BildeSchnittpunkte(ev, KNr)
** SP enthält die Schnittpunkte der externen V-Kante ev mit allen Kanten der Kontur KNr
nach aufsteigendem Abstand a mit 0 < a < |AB| von A sortiert. Die Anzahl der Schnittpunkte
wird in Anzahl_SP gespeichert.
1.10. Falls Anzahl_SP = 0 und Insert gelten
A. Füge die Konturkanten k1 := (A, B) und k2 := (B, A) als innere Konturkanten in S
ein
B. MiK := MiK + k1 + k2
1.11. Falls Anzahl_SP > 0
A. For i := 0 to Anzahl_SP
A.1. Falls i=0, setze P1=A, sonst P1=SP[i]
A.2. Falls i=Anzahl_SP setze P2=B, sonst P2=SP[i+1]
A.3. Falls Insert gilt
a. Füge die Konturkanten k1 := (P1,P2) und k2 := (P2,P1) als innere
Konturkanten in S ein
b. MiK := MiK + k1 + k2
A.4. Insert = not(Insert)
Beim Aufbau der inneren Konturkanten werden die in einer Menge M liegenden externen V-
Kanten mit den zugehörigen Konturen verschnitten. Die Endpunkte dieser Kanten werden als
neue Punkte im Schnitt S eingefügt und die zugehörigen Kanten als gerichtete innere
Konturkanten (jeweils in der Hin- und Rückrichtung) eingefügt. Beachtet werden muss dabei,
dass Schnittpunkte an den Kanten der Kontur diese in zwei neue Konturkanten aufteilen.
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Teilprozedur (Schnitt_innere_Konturkanten(MiK) )
1. Für alle inneren Konturkanten ka aus MiK
** Kante ka = (Aka, Bka)
1.1. Für alle inneren Konturkanten Kb aus MiK mit ka ≠ kb
** Kante kb = (Akb, Bkb)
A. Falls ka ∩ kb ≠ leer
A.1. SP := Schnittpunkt von ka un kb
A.2. Erzeuge SP in S
** Lösche Ka und Kb
A.3. MiK := MiK - ka - kb
** Erzeuge neue innere Konturkanten
A.4. k1 := (Aka, SP) und k2 := (SP, Akb)
A.5. k3 := (Akb, SP) und k4 := (SP, Bkb)
A.6. Mik := Mik + k1 + k2 + k3 + k4
Im letzten Teil wird geprüft, ob sich zwei eingefügte innere Konturkanten schneiden. Im positiven
Fall werden diese an ihrem Schnittpunkt in vier neue innere Konturkanten aufgeteilt.
Teilprozedur ( Bilde_Verbindungskanten( M1, (ev, KNr) )
1. M2a := leer
2. Sev := Schnitt in der die externe V_Kante ev liegt
3. Für alle externen V-Kanten ev* in Sev, die nicht markiert sind
3.1. Falls ev* mit ev durch einen Weg W verbunden sind, dessen senkrechte Projektion
nach S innerhalb der Kontur KNr liegt
A. M2a := M2a + (ev, KNr)
4. return M2a
Die Prozedur zum Aufbau der Verbindungskanten selektiert aus dem externen V-Skelett der
benachbarten Schnitte, diejenigen externen V-Kanten, die mit einer externen V-Kante ev direkt
oder indirekt über weitere externe V-Kanten verbunden sind und alle Verbindungspunkte
innerhalb einer Kontur KNr liegen.
Aufbau einer Menge aus projizierten externen V-Kanten, die mit einer Ausgangskante ev
innerhalb einer Kontur verbunden sind.
Abbildung 4.14
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Teilprozedur ( BildeSchnittpunkte(ev, KNr) )
1. ev = (Aev, Bev)
** externe V-Kante mit Anfangspunkt Aev und Endpunkt Bev
2. Anzahl_SP := 0
** Anzahl der Schnittpunkte
3. Für alle Konturkanten k der Kontur KNr in S
3.1. k = (Ak, Bk)
** Kante der Kontur KNr mit Anfangspunkt Ak und Endpunkt Bk
3.2. Falls ev ∩ k ≠ leer und ev und k liegen nicht auf einer Geraden
A. SPkt := Schnittpunkt(ev, k)
B. Falls SPkt nicht in S vorhanden
B.1. Erzeuge SPkt in S
C. Falls SPkt <> Ak und SPkt <> Bk
C.1. Lösche Konturkante k
C.2. Erzeuge neue Konturkanten k1 := (Ak, SPkt) und k2 := (SPkt, Bk)
D. Falls SPkt <> Aev und SPkt <> Bev und SPkt nicht in SP vorhanden
D.1. Anzahl_SP := Anzahl_SP + 1
D.2. Sortiere S in SP nach aufsteigendem Abstandswert von Aev
D.3. SP[Anzahl_SP] := S
Die Prozedur BildeSchnittpunkte generiert eine Liste SP mit Schnittpunkten sortiert nach
aufsteigendem Abstand von Punkt Aev. Mit der Strahlenmethode wird später entschieden, ob
eine Teilstrecke von ev innerhalb oder außerhalb der Kontur liegt.
Die externe V-Kante ev schneidet die Konturkanten ka, kb und kc der Kontur KNr an den
Schnittpunkten SP[1], SP[2] und SP[3].
Abbildung 4.15a
Die externe V-Kante sowie die Konturkanten werden an ihren Schnittpunkten geteilt, der
innerhalb der Kontur liegende Teil der externen V-Kante wird zur inneren Konturkante.
Abbildung 4.15b
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4.2.2. Voronoi-Skelett und Kontur
Das Einfügen der inneren Konturkanten erfordert die Veränderung des Algorithmus zum Einfügen
von Punkten, falls das interne Voronoi-Skelett über die Kontur hinausragt.
In diesen Fällen liegt zwar das betreffende Dreieck innerhalb der Kontur, sein Umkreismittelpunkt
jedoch außerhalb. Bei der späteren Tetraedrisierung werden die Umkreismittelpunkte in die
benachbarten Schnitte senkrecht projiziert und dort der Punkt mit dem kürzesten Abstand zur
Bildung eines Tetraeders benutzt. Falls der Umkreismittelpunkt außerhalb der Kontur liegt,
könnte dessen senkrechte Projektion in den benachbarten Schnitt und die Suche nach dem
nächstgelegenen Punkt dazu führen, dass ein nicht gewünschter Tetraeder gebildet wird und die
Rekonstruktion zu schlechten Ergebnissen führt.
Die eingefügten inneren Konturkanten sind wie auch die "äußeren" Konturkanten Teil der
Oberfläche. Daher dürfen auch die mit diesen Konturkanten inzidenten Dreiecke keine
Umkreismittelpunkte besitzen, die außerhalb der "inneren" Kontur liegen.
Der Algorithmus nach Boissonnat teilt die entsprechenden Dreiecke jeweils in zwei neue
rechtwinklige Dreiecke auf, dass sich deren Umkreismittelpunkte auf der dem rechten Winkel
gegenüberliegenden Seite befinden. Sie liegen demnach innerhalb der Kontur, können sich jetzt
aber auf einer Dreiecksseite befinden, die eine innere Konturkante darstellt.
  
Der Umkreismittelpunkt befindet sich auf einer innerer Konturkante.
Abbildung 4.16
Da eine innere Konturkante durch die senkrechte Projektion des externen Voronoi-Skelettes
gebildet wurde, gibt es im benachbarten Schnitt zwei Punkte mit gleichem Abstand zur Projektion
des Umkreismittelpunktes und es kann nicht entschieden werden, welcher für die Bildung eines
Tetraeders benutzt wird.
Aus diesen Gründen wurde nach einem Verfahren gesucht, was die Umkreismittelpunkte immer
innerhalb der Konturen bringen soll. D.h. die den Konturkanten gegenüberliegenden Winkel
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Das Dreieck ABC enthält neben der Konturkante |BC| auch die Konturkante |AB|. Falls der der
Kante |AB| gegenüberliegende Winkel BCA größer oder gleich 90 Grad ist, muss dieses Dreieck
in zwei neue zerlegt werden.
Das Dreieck ABC enthält die Konturkanten |AB| und |BC|.
Abbildung 4.18
Dabei wird die Länge der Kante |BC| im Punkt B angetragen, so dass ein gleichschenkliges
Dreieck CDB entsteht. Da der Winkel ABC kleiner 90 Grad ist und das Dreieck CDB
gleichschenklig ist, sind alle Innenwinkel des Dreiecks CDB kleiner 90 Grad, d.h. der
Umkreismittelpunkt liegt innerhalb.
Bildung eines gleichschenkligen Dreiecks CDB
Abbildung 4.19
Mit dem Dreieck ADC muss nur fortgesetzt werden, falls auch die Kante |AC| des
Ausgangsdreiecks ABC eine Konturkante darstellt. Da der Winkel ADC größer als 90 Grad ist,
muss der Umkreismittelpunkt außerhalb |AC| liegen. Man zerlegt das Dreieck ADC analog in ein
gleichschenkliges Dreieck EAD und ein Dreieck EDC, dessen Innenwinkel CED größer als 90
Grad ist. Da die Kante |CD| jedoch keine Konturkante darstellt, muss keine weitere Zerlegung
erfolgen.
Bildung eines gleichschenkligen Dreiecks EAD
Abbildung 4.20
Da das Einfügen der Projektion des externen Voronoi-Skelettes aus dem benachbarten Schnitt
entscheidenden Einfluss auf die Bildung der Tetraedrisierung hat, sollte auch hier keine Situation
entstehen, bei der dieses in eine Kontur hineinragt.
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Das bedeutet, dass auch Dreiecke betrachtet werden müssen, die außerhalb der Kontur auf einer
Konturkante liegen. Falls der gegenüberliegende Winkel der Konturkante größer 90 Grad ist,
muss hier wiederum eine Dreieckszerlegung stattfinden.
    
    
Korrektur des externen Voronoi-Skelettes durch Einfügen von Punkten
Abbildung 4.21
Im Ergebnis dieser beiden Schritte wird das externe Voronoi-Skelett vollständig außerhalb der
Kontur und das interne Voronoi-Skelett vollständig innerhalb der Kontur liegen.
   
Korrektur des internen Voronoi-Skelettes durch Einfügen von Punkten
Abbildung 4.22
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4.2.2.1. Algorithmus ( Korrektur Voronoi-Skelett )
Prozedur ( Korrketur_Voronoi-Skelett( S ) )
** S = betrachteter Schnitt
1. repeat
1.1. insert := false
** insert wird true gesetzt, falls Punkte eingefügt werden
1.2. Für alle Dreiecke D = ABC in S
A. Falls D eine Konturkante enthält
A.1. a := Kante |BC|
A.2. b := Kante |AC|
A.3. c := Kante |AB|
A.4. α := Winkel CAB, der Kante |BC| gegenüberliegend
A.5. β := Winkel ABC, der Kante |AC| gegenüberliegend
A.6. γ := Winkel BCA, der Kante |AB| gegenüberliegend
A.7. Falls a = Konturkante und α ≥ 90°
a. Korrekt_VS( B, C, A)
b. insert := true
A.8. Falls b = Konturkante und β ≥ 90°
a. Korrekt_VS( C, A, B)
b. insert := true
A.9. Falls c = Konturkante und γ ≥ 90°
a. Korrekt_VS( A, B, C)
b. insert := true
1.3. ** Delaunay (S) – Aktualisierung der Triangulierung
1.4. ** Pruefe_Konturkanten (S) – Prüfe, ob alle Konturkanten in der Triangulierung
enthalten sind
2. until (insert = false)
** die Prozedur wird solange wiederholt, bis keine weiteren Punkte eingefügt werden
Teilprozedur Korrekt_VS( A, B, C)
** stumpfwinkliges Dreieck ABC bei Punkt C
1. BN := Flächennormale(ABC)
2. Falls BN < 0 dann A' := B und B' := A, sonst A' := A und B' := B
** Punkt B' ist immer rechts, Punkt A' immer links gegenüber des Punktes C gelegen
3. l_BC := Länge von |B'C|
4. l_AB := Länge von |A'B'|
5. V_BA := normierter Richtungsvektor von Punkt B nach Punkt A
6. V_BD := l_BC/L_AB * V_BA
** V_BD ist der Vektor von B zum Einfügepunkt D
7. V_OB := Ortsvektor des Punktes B
8. D := V_OB + V_BD
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9. Erzeuge D in S
10. Lösche Konturkante |AB|
11. Füge neue Konturkanten |AD| und |DB| ein
4.2.3. Zusammenfassung der Aufbereitung der Schnittdaten
Nachfolgend soll der Algorithmus zur vollständigen Aufbereitung der Schnittdaten - auch mit den
im Kapitel 3 erwähnten Komponenten - dargestellt werden.
Aufbereitung der Schnittdaten
1. Für jeden Schnitt S
** Prüfung, ob alle Konturkanten in der Triangulierung enthalten sind
1.1. Pruefe_Konturkanten( S )
** Einfügen von Punkten, so dass externes Voronoi-Skelett außerhalb, internes Voronoi-
Skelett innerhalb der Konturen liegt
1.2. Korrektur_Voronoi-Skelett( S )
** Einfügen von Punkten und Aufbau innerer Konturkanten durch die senkrechte Projektion
der externen Voronoi-Skelette der benachbarten Schnitte S+1 und S-1
1.3. Innere_Konturkanten( S )
Wichtig dabei ist, dass innerhalb der Prozedur Korrektur_Voronoi-Skelett die Prozedur
Pruefe_Konturkanten aufgerufen wird und innerhalb der Prozedur Innere_Konturkanten die
Prozedur Korrektur_Voronoi-Skelett sowie Pruefe_Konturkanten aufgerufen wird.
4.3. Tetraedrisierung und Bestimmung von Oberflächenkonturen
Nach der Vorverarbeitung und erweiterten Aufbereitung der Schnittdaten kann die
Tetraedrisierung erfolgen. Sie setzt sich aus T1-Tetraedern, deren Grundfläche ein Dreieck im
Schnitt S bildet, T2-Tetraedern, deren Grundfläche ein Dreieck im Schnitt S+1 bildet, und T12-
Tetraedern, die jeweils nur eine Kante im Schnitt S  und S+1 besitzen, zusammen.
4.3.1. Erzeugung der T1- und T2-Tetraeder
Die Erzeugung der T1- und T2-Tetraeder erfolgt grundsätzlich wie bei Boissonnat. Sie wird
jedoch durch zusätzliche Einschränkungen aus der Vorverarbeitung modifiziert.
Dreiecke, die außerhalb der Kontur liegen, werden im Unterschied zu Boissonnat gar nicht erst
zu Tetraedern erweitert, da diese offensichtlich auch nicht zum rekonstruierten Objekt gehören.
Falls in der Vorverarbeitung der Schnittdaten festgestellt wurde, dass zu einer Kontur K im
Schnitt S keine benachbarte Kontur im Schnitt S+1 existiert, werden auch die Dreiecke innerhalb
von K nicht zu Tetraeder erweitert.
Durch diese Einschränkungen bei der Generierung der Tetraeder kann das spätere Entfernen
entfallen.
Technische Universität Chemnitz
Fakultät für Informatik WS 2001/2002
Christian Haller Seite 41 von 70
4.3.2. Zuordnung zusammengehöriger Konturgebiete
Durch die Bildung der T1- und T2-Tetraeder können zusammengehörige Konturgebiete der
benachbarten Schnitte zugeordnet werden.
Für jedes Dreieck d = {ABC}, dass zu einem T1- bzw. T2-Tetraeder erweitert wird, speichert man
zusätzlich die Information, in welcher Kontur im benachbartem Schnitt die Tetraederspitze liegt:
K_unten(d) := Kontur im Schnitt S-1, in der Punkt D' des T2-Tetraeders ABCD' liegt
K(d) := Kontur im Schnitt S, in der das Dreieck d liegt
K_oben(d) := Kontur im Schnitt S+1, in der Punkt D des T1-Tetraeders ABCD liegt
Da vorausgesetzt wurde, dass sich keine Konturen berühren dürfen, kann für jeden Datenpunkt P
im Schnitt S entschieden werden, in welcher Kontur P liegt.
Dazu werden alle mit P inzidenten Dreiecke überprüft. Liegt mindestens ein Dreieck davon
innerhalb einer Kontur K, so wird P zu K zugeordnet.
Punkt P gehört zur Kontur 1
Abbildung 4.23
Ein Konturgebiet KG_oben[S, Ka, Kb] = { Dreieck d ∈ S | K(d) = Ka ∧ K_oben(d) = Kb } ist eine
Menge von Dreiecken d des Schnittes S mit K(d) = Ka und K_oben(d) = Kb.
          
Konturen und Konturgebiete KG_oben
Abbildung 4.24
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Ein Konturgebiet KG_unten[S, Kc, Kd] = { Dreieck d ∈ S | K(d) = Kc ∧ K_unten(d) = Kd } ist eine
Menge von Dreiecken d des Schnittes S mit K(d) = Kc und K_unten(d) = Kd.
Jedes Dreieck d des Schnittes S gehört damit zu einem Konturgebiet nach oben KG_oben und
einem Konturgebiet nach unten KG_unten, wie die folgende Abbildung zeigt.
          
links: Konturgebiete KG_unten; rechts: Zuordnung KG_oben und KG_unten für jedes Dreieck d
Abbildung 4.25
Zwei Konturgebiete KG_oben[S, Ka, Kb] und KG_unten[(S+1), Kc, Kd] werden als





Falls zu einem Konturgebiet KG_oben[S, Ka, Kb] kein zusammengehöriges Konturgebiet
KG_unten in S+1 gehört, existieren zwar T1-Tetraeder mit Grundfläche in der Kontur Ka und
Tetraederspitze in der Kontur Kb des benachbarten Schnittes, jedoch keine T2-Tetraeder mit
Grundfläche in der Kontur Kb und Tetraederspitze in der Kontur Ka. Analog ist die Situation, falls
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zu einem Konturgebiet KG_unten[(S+1), Kc, Kd] kein zusammengehöriges Konturgebiet
KG_oben in S gehört. Es existieren zwar T2-Tetraeder mit Grundfläche in der Kontur Kc und
Tetraederspitze in der Kontur Kd des benachbarten Schnittes, jedoch keine T1-Tetraeder mit
Grundfläche in der Kontur Kd und Tetraederspitze in der Kontur Kc.
In diesen Fällen wird die Oberfläche nur aus T1-Tetraedern [T2-Tetraedern] und T12-Tetraedern
gebildet. Eine solche Verbindung wird singulär genannt. Sie deutet auf einen Zuordnungsfehler
hin und wird deshalb nicht in die Rekonstruktion aufgenommen.
Falls eine singuläre Verbindung existiert, müssen weitere Schritte für eine geeignete Zuordnung
oder eine Interaktion mit dem Benutzer durchgeführt werden.
 
Für das Konturgebiet f existiert kein zusammengehöriges Konturgebiet.
Abbildung 4.27a
 
Die singuläre Verbindung am Konturgebiet f deutet auf einen Zuordnungsfehler.
Abbildung 4.27b
Sicht von unten Sicht von oben
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Die Zuordnung der Konturgebiete ist die Ausgangsbasis für die Bildung der Oberfläche, da deren
Berandung genau die Kanten enthält, an denen die Oberfläche schrittweise aufgebaut werden
kann. Wie weiter hinten beschrieben wird, kann sich unter Umständen eine erneute Unterteilung
der Konturgebiete ergeben.
Die genaue Erläuterung der Generierung von Oberflächenkonturen sowie des korrekten Aufbaus
der Oberfläche erfolgt in den Kapiteln 4.3.3 und 4.4. Dies ist ein zweistufiger Prozess, indem
sowohl die inneren Konturkanten als auch die Berandung zusammengehöriger Konturgebiete
betrachtet werden.
Weitere Unterteilungen
In bestimmten Fällen entsteht eine Situation, bei der die Konturgebiete nicht zusammenhängend
sind. Es muss eine weitere Unterteilung stattfinden, um die Konturen eindeutig zuzuordnen.
 
Das Konturgebiet a ist im oberen Schnitt nicht zusammenhängend und wird in zwei
Komponenten aufgeteilt. Dadurch ergibt sich auf eine weitere Unterteilung von a in S.
Abbildung 4.28
Dazu wird das nicht zusammenhängende Konturgebiet a in seine Komponenten (a1, a2, ... an)
aufgeteilt und für alle Dreiecke innerhalb einer Komponente ai eine zusätzliche
Komponentennummer i vergeben.
Zusammenfassend werden jetzt für jedes Dreieck d = {ABC} folgende Informationen gespeichert:
K_unten(d) := Kontur im Schnitt S-1, in der Punkt D' des T2-T. ABCD' liegt
Komp_K_unten(d) := Komponente der Kontur K_unten, in der D' liegt
K(d) := Kontur im Schnitt S, in der das Dreieck d liegt
** da K unter Umständen in verschiedene Komponenten nach oben und nach unten zerfällt
Komp_unten(d) := Komponente nach unten von Kontur K
Komp_oben(d) := Komponente nach oben von Kontur K
K_oben(d) := Kontur im Schnitt S+1, in der Punkt D des T1-T. ABCD liegt
Komp_K_oben(d) := Komponente der Kontur K_oben, in der D liegt
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Für alle Dreiecke, die im zusammengehörigen Konturgebiet liegen wird die Zuordnung der
Tetraederspitzen aktualisiert und zusätzlich die Komponentenummer, in der die Tetraederspitze
im benachbarten Schnitt liegt, gespeichert.
Dabei kann sich auch wiederum eine Unterteilung des zusammengehörigen Konturgebietes
ergeben, falls die Tetraederspitzen eines Teils der Menge der Dreiecke des zusammengehörigen
Konturgebietes in die Komponente 1 und die Tetraederspitzen des anderen Teils in die
Komponente 2 fallen.
Zwei Konturgebiete
KG_oben[S, K1, Komp1, K2, Komp2] : =
{ Dreieck d ∈ S | K(d) = K1 ∧
Komp_oben(d) = Komp1 ∧
K_oben(d) = K2 ∧
Komp_K_oben = Komp2 }
und
KG_unten[(S+1), K3, Komp3, K4, Komp4] : =
{ Dreieck d ∈ S+1 | K(d) = K3 ∧
Komp_unten(d) = Komp3 ∧
K_unten(d) = K4 ∧
Komp_K_unten = Komp4 }
sind zusammengehörig, falls
K1 = K4 und Komp1 = Komp4 sowie K2 = K3 und Komp2 = Komp3.
Durch die zusätzliche Unterteilung in Komponenten können wiederum neue singuläre
Verbindungen erkannt werden, falls zusätzlich geprüft wird, ob die Tetraederspitze in der
richtigen Komponente der Kontur liegt.
Auch diese singulären Verbindungen deuten auf Zuordnungsfehler hin und werden deshalb nicht
in die Rekonstruktion aufgenommen. Diese müssen durch andere geeignete Zuordnungen oder
Interaktion mit dem Benutzer korrigiert werden.
 
Erkennung von singulären Verbindungen durch die zusätzlichen Unterteilungen.
Abbildung 4.29
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Falls beide zusammengehörige Konturgebiete nicht zusammenhängend sind, werden in beiden
Schnitten entsprechend neue Komponentennummern vergeben und die Zuordnung der
Tetraederspitzen aktualisiert.
 
Das Konturgebiet a ist in beiden Schnitten nicht zusammenhängend und wird jeweils in zwei
Komponenten aufgeteilt.
Abbildung 4.30
Für die Erzeugung der zusammengehörigen Konturgebiete ergibt sich folgender Algorithmus:
4.3.2.1. Algorithmus ( Zusammengehörige Konturgebiete )
Prozedur ( Zusammengehörige Konturgebiete )
1. Für alle Schnitte S
** Aufbau der T1- / T2-Tetraeder und Einteilung der Konturgebiete
1.1. BildeT1T2( S )
** Lösche Tetraeder, die nicht zu einem zusammengehörigen Konturgebiet gehören
1.2. Singuläre_Verbindung ( S )
** Aufteilung nicht zusammenhängender Konturgebiete in Komponenten und löschen der
Tetraeder, die nicht zu einer Komponente eines Konturgebiet gehören
1.3. Aufteilung_Komponenten( S )
Teilprozedur BildeT1T2( S )
1. Für alle Konturen K des Schnittes S
1.1. Für alle Dreiecke d innerhalb K des Schnittes S
A. K(d) := Kontur im Schnitt S, in der d liegt
B. Komp_oben (d) := 1
C. Komp_unten (d) := 1
D. Bilde den Umkreismittelpunkt UM von d
E. Falls das Bounding-Box Kriterium nach oben für K erfüllt ist, d.h. K mit
mindestens einer anderen Kontur im Schnitt S+1 benachbart ist
** Information aus der Vorverarbeitung
E.1. proj_o(UM) := Senkrechte Projektion des Punktes UM in den Schnitt S+1
E.2. Suche im Schnitt S+1 den Punkt D mit dem kleinsten Abstand zu
proj_o(UM)
E.3. K_oben(d) := Kontur im Schnitt S+1, zu der D gehört
Technische Universität Chemnitz
Fakultät für Informatik WS 2001/2002
Christian Haller Seite 47 von 70
E.4. Komp_K_oben (d) := 1
E.5. Bilde T1-Tetraeder(ABCD)
F. Falls das Bounding-Box Kriterium nach unten für K erfüllt ist, d.h. K mit
mindestens einer anderen Kontur im Schnitt S-1 benachbart ist
** Information aus der Vorverarbeitung
F.1. proj_u(UM) := Senkrechte Projektion des Punktes UM in den Schnitt S-1
F.2. Suche im Schnitt S-1 den Punkt D' mit dem kleinsten Abstand zu
proj_u(UM)
F.3. K_unten(d) := Kontur im Schnitt S-1, zu der D' gehört
F.4. Komp_K_unten(d) := 1
F.5. Bilde T2-Tetraeder ABCD'
Teilprozedur Singuläre_Verbindung( S )
1. Für alle Konturen K1 des Schnitt S
1.1. Für alle Konturen K2 des Schnittes S+1
A. Falls KG_oben(K1, K2) von S existiert und KG_unten(K2, K1) von S+1 nicht
A.1. Für alle T := T2-Tetraeder mit Grundfläche in der Kontur K2 in S+1
a. Markiere T als entfernt
B. Falls KG_unten(K2, K1) von S+1 exisitiert und KG_oben(K1, K2) nicht
B.1. Für alle T := T1-Tetraeder mit Grundfläche in der Kontur K1 in S
a. Markiere T als entfernt
Teilprozedur Aufteilung_Komponenten( S )
1. Für alle Konturen K1 des Schnittes S
1.1. Für alle Konturen K2 des Schnittes S+1
A. NeuBestimmen := false
B. Falls KG_oben(K1, K2) nicht zusammenhängend ist
B.1. Für alle Komponenten k von K1
** vergebe für alle Dreiecke in S, die innerhalb der einzelnen Komponenten
liegen, eine Komponentennummer der Kontur K1
a. Komp_oben (d) := k
b. NeuBestimmen := true
C. Falls KG_unten(K2, K1) nicht zusammenhängend ist
C.1. Für alle Komponenten k von K2
** vergebe für alle Dreiecke in S, die innerhalb der einzelnen Komponenten
liegen, eine Komponentennummer der Kontur K2
a. Komp_unten (d) := k
b. NeuBestimmen := true
D. Falls NeuBestimmen = true
D.1. Für alle Dreiecke d in K1, für die K_oben=K2
a. T := T1-Tetraeder mit Grundfläche d
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b. D := Tetraederspitze von T
c. Komp_K_oben(d) := Komponente von K2 in der D liegt
d. Falls Komp_K_oben(d) = 0, dann Markiere T als entfernt
D.2. Für alle Dreiecke d in K2, für die K_unten=K1
a. T := T2-Tetraeder mit Grundfläche in d
b. D' := Tetraederspitze von T
c. Komp_K_unten(d) := Komponente von K1 in der D' liegt
d. Falls Komp_K_oben(d) = 0, dann Markiere T als entfernt
4.3.3. Aufbau von Oberflächenkanten und -konturen
Ein Konturgebiet wird durch eine Menge von Kanten umschlossen. An diesen Kanten wird später
die Oberfläche gebildet. Deshalb sollen diese Kanten Oberflächenkanten heißen. Alle
Oberflächenkanten eines Konturgebietes werden dann zu einer Oberflächenkontur sortiert und
orientiert. Für zwei zusammengehörige Konturgebiete existieren zwei zusammengehörige
Oberflächenkonturen.
Damit sind insgesamt in der Rekonstruktionen folgende Konturen und Kanten verfügbar:
• Konturen der Ausgangsdaten
• eingefügte innere Konturkanten
• orientierte Oberflächenkonturen als Berandung zusammengehöriger Konturgebiete
Zur Bestimmung der Oberflächenkanten ermittelt man für jedes Dreieck d die Zugehörigkeit zu
Konturgebieten und Komponenten nach oben und nach unten mit Hilfe einer eindeutigen
Identifikationsnummer K_ID_oben(d) und K_ID_unten(d).
Die Kante AC ist Oberflächenkante für die Konturgebiete 5 und 1.
Abbildung 4.31
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Falls das benachbarte Dreieck dA an der Kante BC eine andere Identifikationsnummer besitzt,
d.h. K_ID_oben(d) <> K_ID_oben(dA), so wird die Kante BC in die Menge der Konturkanten, die
das Konturgebiet KG_oben mit der ID K_ID_oben(d) umschließen, und in die Menge der
Konturkanten, die das Konturgebiet KG_oben mit der ID K_ID_oben(dA) umschließen eingefügt.
Analog geht man für die anderen Nachbarschaften mit dB und dC jeweils nach oben und unten
vor.
Schließlich erhält man zu jedem Konturgebiet eine Menge von Oberflächenkanten, die dann
fortlaufend sortiert und mit gleichem Richtungssinn orientiert werden müssen. Es entsteht die
Oberflächenkontur. Dazu kann der bereits im Kapitel 4.1.2 beschriebene Algorithmus verwendet
werden.
Im letzten Schritt vor der Generierung der Oberfläche werden die inneren Konturkanten gelöscht,
die nun bereits durch eine Oberflächenkante repräsentiert werden.
4.3.3.1. Algorithmus ( Oberflächenkonturen )
Prozedur ( Oberflächenkonturen )
1. Für alle Schnitte S
1.1. Für alle Dreiecke d im Schnitt S, die nicht markiert wurden
A. Ermittle d_oben := K_ID_oben(d)
** dA ist das an der Kante BC benachbarte Dreieck
B. Ermittle dA_oben := K_ID_oben(dA)
** dB ist das an der Kante AC benachbarte Dreieck
C. Ermittle dB_oben := K_ID_oben(dB)
** dC ist das an der Kante AB benachbarte Dreieck
D. Ermittle dC_oben := K_ID_oben(dC)
E. Falls d_oben <> dA_oben
E.1. Insert_OK (B,C, d_oben)
E.2. Insert_OK (B,C, dA_oben)
F. Falls d_oben <> dB_oben
F.1. Insert_OK (A,C, d_oben)
F.2. Insert_OK (A,C, dB_oben)
G. Falls d_oben <> dC_oben
G.1. Insert_OK (A,B, d_oben)
G.2. Insert_OK (A,B, dC_oben)
H. Ermittle d_unten := K_ID_unten(d)
I. Ermittle dA_unten := K_ID_unten(dA)
J. Ermittle dB_unten := K_ID_unten(dB)
K. Ermittle dC_unten := K_ID_unten(dC)
L. Falls d_unten <> dA_unten
L.1. Insert_OK (B,C, d_unten)
L.2. Insert_OK (B,C, dA_unten)
M. Falls d_unten <> dB_unten
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M.1. Insert_OK (A,C, d_unten)
M.2. Insert_OK (A,C, dB_unten)
N. Falls d_unten <> dC_unten
N.1. Insert_OK (A,B, d_unten)
N.2. Insert_OK (A,B, dC_unten)
O. Markiere d als bereits betrachtetes Dreieck
1.2. Für alle Oberflächenkonturen im Schnitt S, die Oberflächenkanten enthalten
A. Sortiere die Oberflächenkanten fortlaufend
B. Orientiere die Oberflächenkontur im gleichen Richtungssinn
** Innere Konturkanten löschen, die jetzt bereits durch Oberflächenkanten repräsentiert
werden
1.3. Für alle Oberflächenkanten ok
A. Für alle inneren Konturkanten ik
A.1. Falls ok = ik lösche ik
Teilprozedur K_ID_oben ( d )
** K(d) := Kontur im Schnitt S, in der das Dreieck d liegt
** Komp_oben(d) := Komponente nach oben von Kontur K
** K_oben(d) := Kontur im Schnitt S+1, in der Punkt D des T1-Tetraeders ABCD liegt
** Komp_K_oben(d) := Komponente der Kontur K_oben, in der D liegt
** Max_Kontur = const ist die max. Anzahl der Konturen, die in einem Schnitt auftreten können
** Max_Komp = const ist die maximale Anzahl der Komponenten einer Kontur, die auftreten kann
1. K_ID := (K-1) * Max_Komp * Max_Kontur * Max_Komp
2. K_ID := K_ID + (Komp_oben-1) * Max_Kontur * Max_Komp
3. K_ID := K_ID + (K_oben-1) * Max_Komp
4. K_ID := K_ID + Komp_K_oben
5. return K_ID
Teilprozedur K_ID_unten ( d )
** K_unten(d) := Kontur im Schnitt S-1, in der Punkt D' des T2-Tetraeders ABCD' liegt
** Komp_K_unten(d) := Komponente der Kontur K_unten, in der D' liegt
** K(d) := Kontur im Schnitt S, in der das Dreieck d liegt
** Komp_unten(d) := Komponente nach unten von Kontur K
** Max_Kontur = const ist die max. Anzahl der Konturen, die in einem Schnitt auftreten können
** Max_Komp = const ist die maximale Anzahl der Komponenten einer Kontur, die auftreten kann
1. K_ID := (K-1) * Max_Komp * Max_Kontur * Max_Komp
2. K_ID := K_ID + (Komp_unten-1) * Max_Kontur * Max_Komp
3. K_ID := K_ID + (K_unten-1) * Max_Komp
4. K_ID := K_ID + Komp_K_unten
5. return K_ID
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Teilprozedur Insert_OK ( P1, P2, K_ID )
1. Füge die Kante von P1 nach P2 in der Menge K_ID der Oberflächenkanten ein
4.4. Aufbau einer korrekten Oberfläche
4.4.1. Erzeugung der T12-Tetraeder
Bei der Erzeugung der T12-Tetraeder wird abweichend von Boissonnat die Einschränkung
vorgenommen, dass diejenigen Tetraeder, die aufgrund eines Schnittes einer externen V-Kante
mit einer anderen V-Kante gebildet würden, nicht herangezogen werden.
Die durch die externe V-Kante im dualen Delaunay-Graph repräsentierte Konturkante liegt
außerhalb einer Kontur und kann daher kein Bestandteil der Rekonstruktion des Objektes sein.
4.4.2. Bildung von Tetraedernachbarschaften
Die Bildung der Tetraedernachbarschaften erfolgt wie im Verfahren von Boissonnat.
4.4.3. Aufbau der korrekten Oberfläche
Der Aufbau der korrekten Oberfläche erfolgt zwischen allen Paaren benachbarter Schnitte jeweils
an den vorhandenen zusammengehörigen Oberflächenkonturen.
Zusätzlich werden die inneren Konturkanten, die nicht bereits bei der Erstellung der
Oberflächenkonturen eliminiert wurden, herangezogen.
Im ersten Schritt soll eine Startsituation gewählt werden, die zur Bildung der Oberfläche geeignet
ist, d.h. zunächst soll ein geeignetes Oberflächendreieck als Startdreieck gefunden werden:
1. Dazu wird zunächst die erste Oberflächenkante ku der unteren Oberflächenkontur
ausgewählt.
2. Die Kante ku sollte weder selbst eine innere Konturkante sein, noch mit einer solchen
verbunden sein.
3. Danach werden alle T1- und T12-Tetraeder, betrachtet, die eine Seitenfläche dT
besitzen, die die Kante ku enthält und an der kein anderer Tetraeder benachbart ist. Die
Menge dieser Tetraeder sollen mit Tx bezeichnet werden. Falls nur ein Tetraeder in Tx
enthalten ist, kann mit Schritt 4 fortgefahren werden, ansonsten wird die Nachfolgekante
von ku ausgewählt und ab Schritt 2 wiederholt.
4. Die Kante ko soll die Konturkante im oberen Schnitt bezeichnen, an deren Anfangspunkt
die Seitenfläche dT des Tetraeders aus Tx mit dem oberen Schnitt verbunden ist. Falls
ko keine innere Konturkante darstellt und mit keiner solchen inzident ist, ist eine gültige
Startsituation gefunden, ansonsten wird die Nachfolgekante von ku ausgewählt und ab
Schritt 2 wiederholt.
Falls alle vier Schritte durchlaufen wurden, ist ein Dreieck START als Ausgangsdreieck für den
Aufbau einer Oberfläche bestimmt, das durch den Anfangspunkt und den Endpunkt von ku sowie
den Anfangspunkt von ko definiert wird.
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                      gültige Startsituation                                             ungültige Startsituation
Abbildung 4.32
Nach Auswahl der Kanten ku und ko wird ein rekursiver Algorithmus
Inzidentes_Oberflächendreieck gestartet, der als Eingabedaten die Kanten ku und ko sowie einen
Bezeichner erhält, welche der Kanten ku bzw. ko für ein Oberflächendreieck benutzt werden
sollen. Dieser Bezeichner wird "Ausrichtung" genannt. Im ersten Rekursionsschritt ist
Ausrichtung=unten, da das Startdreieck die Kante ku im unteren Schnitt enthält.
Der Algorithmus versucht bei jeder Rekursion geeignete Nachfolgekanten von ku bzw. ko so
auszuwählen, dass eine korrekte Oberfläche durch inzidente Dreiecke an den Konturkanten
aufgebaut wird. Dazu werden zunächst die möglichen Nachfolgekanten ku' und ko' der
Eingabedaten bestimmt. Dies können unter Umständen mehrere Konturkanten sein, falls innere
Konturkanten angrenzen. In diesem Fall werden zuerst die Kanten von Oberflächenkonturen
abgearbeitet. Falls der Algorithmus keine Oberfläche bildet, wird danach an dieser Stelle mit den
inneren Konturkanten fortgesetzt.
Bei der Rekursion wird als erstes geprüft, welches der mit dem Ausgangsdreieck inzidenten und
die entsprechenden Nachfolgekanten enthaltenden Fortsetzungsdreiecke für eine
Oberflächenbildung geeignet ist. Sämtliche Fortsetzungsfälle für die Bildung der Oberfläche
werden dazu mit Hilfe der Anzahl der Seitenflächen von Tetraedern, die mit dem
Fortsetzungsdreieck inzident sind, bewertet:
Falls Ausrichtung=unten:
1. u1 := Anzahl der existierenden Seitenflächen der Tetraeder in der Tetraedrisierung, die ku'
enthalten und oben den Startpunkt von ko'
2. u2 := Anzahl der existierenden Seitenflächen der Tetraeder in der Tetraedrisierung, die ko
enthalten und unten den Endpunkt der Kante ku'
Falls Ausrichtung=oben:
1. o1 := Anzahl der existierenden Seitenflächen der Tetraeder in der Tetraedrisierung, die ku
enthalten und oben den Startpunkt von ko'
2. o2 := Anzahl der existierenden Seitenflächen der Tetraeder in der Tetraedrisierung, die ko'
enthalten und unten den Endpunkt der Kante ku
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Möglichkeiten zur Bildung der Oberfläche, falls Ausrichtung = unten
Abbildung 4.33a
  
Möglichkeiten zur Bildung der Oberfläche, falls Ausrichtung = oben
Abbildung 4.33b
Die Bewertung eines möglichen Fortsetzungsfalls nimmt folgenden Wertebereich an:
0    –   es gibt keine Seitenfläche eines Tetraeder aus der Tetraedrisierung für
           einen speziellen Fortsetzungsfall,
1    –   es existiert genau ein Tetraeder, der das entsprechende Fortsetzungsdreieck enthält,
2    –   es existieren genau zwei Tetraeder, die je eine Seitenfläche besitzen,
           die mit dem Fortsetzungsdreieck übereinstimmt.
Nach Berechnung der Bewertungen u1, u2 [bzw. o1 und o2] muss festgelegt werden, welcher
Fortsetzungsfall weiter verfolgt wird. Falls eine Bewertung den Wert 0 besitzt, kann dieser
Fortsetzungsfall ausgeschlossen werden.
Die folgende Strategie zeigt die Verfahrensweise für den weiteren Aufbau der Oberfläche:
Falls Ausrichtung = unten
(u1 = 1 ∧ u2 = 0) oder (u1 = 2 ∧ u2 = 0)
⇒ Fortsetzungsfall unten: Inzidentes_Oberflächendreieck( ku', ko, unten)
(u1 = 0 ∧ u2 = 1) oder (u1 = 0 ∧ u2 = 2)
⇒ Fortsetzungsfall oben: Inzidentes_Oberflächendreieck( ku', ko, oben)
(u1 = 1 ∧ u2 = 1) oder (u1 = 1 ∧ u2 = 2) oder (u1 = 2 ∧ u2 = 2)
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⇒ Es existieren zwei Möglichkeiten für die Fortsetzung. Zunächst wird mit dem Fortsetzungsfall
unten versucht, die Oberfläche zu bilden. Falls dies nicht erfolgreich ist, wird anschließend der
Fortsetzungsfall oben ausgewählt.
1. Inzidentes_Oberflächendreieck( ku', ko, unten)
2. Inzidentes_Oberflächendreieck( ku', ko, oben)
(u1 = 2 ∧ u2 = 1)
⇒ Es existieren zwei Möglichkeiten für die Fortsetzung. Zunächst wird mit dem Fortsetzungsfall
oben versucht, die Oberfläche zu bilden, da nur ein inzidenter Tetraeder gefunden wurde. Falls
dies nicht erfolgreich ist, wird anschließend der Fortsetzungsfall unten ausgewählt.
1. Inzidentes_Oberflächendreieck( ku', ko, oben)
2. Inzidentes_Oberflächendreieck( ku', ko, unten)
(u1 = 0 ∧ u2 = 0)
⇒ Fehler, Abbruchbedingung
Falls Ausrichtung = oben
(o1 = 1 ∧ o2 = 0) oder (o1 = 2 ∧ o2 = 0)
⇒ Fortsetzungsfall unten: Inzidentes_Oberflächendreieck( ku, ko', unten)
(o1 = 0 ∧ o2 = 1) oder (o1 = 0 ∧ o2 = 2)
⇒ Fortsetzungsfall oben: Inzidentes_Oberflächendreieck( ku, ko', oben)
(o1 = 1 ∧ o2 = 1) oder (o1 = 1 ∧ o2 = 2) oder (o1 = 2 ∧ o2 = 2)
⇒ Es existieren zwei Möglichkeiten für die Fortsetzung. Zunächst wird mit dem Fortsetzungsfall
unten versucht, die Oberfläche zu bilden. Falls dies nicht erfolgreich ist, wird anschließend der
Fortsetzungsfall oben ausgewählt.
1. Inzidentes_Oberflächendreieck( ku, ko', unten)
2. Inzidentes_Oberflächendreieck( ku, ko', oben)
(o1 = 2 ∧ o2 = 1)
⇒ Es existieren zwei Möglichkeiten für die Fortsetzung. Zunächst wird mit dem Fortsetzungsfall
oben versucht, die Oberfläche zu bilden, da nur ein inzidenter Tetraeder gefunden wurde. Falls
dies nicht erfolgreich ist, wird anschließend der Fortsetzungsfall unten ausgewählt.
1. Inzidentes_Oberflächendreieck( ku, ko', oben)
2. Inzidentes_Oberflächendreieck( ku, ko', unten)
(o1 = 0 ∧ o2 = 0)
⇒ Fehler, Abbruchbedingung
Falls mehrere Möglichkeiten der Bildung der Oberfläche existieren, wird wie zunächst in der
Strategie vorgeschlagen, fortgesetzt. Falls sich jedoch keine Oberfläche bildet, wird an dieser
Stelle entsprechend mit der zweiten Möglichkeit verfahren.
Der Algorithmus wird solange fortgesetzt, bis der erneute Aufruf zur Bildung eines
Oberflächendreiecks gestartet wird, der genau das Ausgangsdreieck beschreibt. Da dies bereits
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am Anfang gebildet wurde, kann an der Stelle der Algorithmus beendet werden. Die Oberfläche
schließt korrekt an das Ausgangsdreieck an.
Unter Umständen kann es dennoch vorkommen, dass keine Oberfläche gebildet wird. Es ist
möglich, dass das Ausgangsdreieck in der Startsituation zwar zunächst an der Oberfläche der
Tetraedrisierung lag, jedoch offensichtlich nicht geeignet war, die Oberfläche korrekt aufzubauen.
  
                    korrekte Oberfläche                                   zusätzliche benachbarte Tetraeder
Abbildung 4.34a
  
          Nachbarschaft an der Ausgangskante                           falsche Startsituation
Abbildung 4.34b
  
          Möglichkeit 1 für Bildung Oberfläche                    Möglichkeit 2 für Bildung Oberfläche
Für beide Möglichkeiten existiert kein Tetraeder.
Abbildung 4.34c
In diesem Fall wird mit der Nachfolgekante ku' der Ausgangskante ku die Startsituation überprüft
und bei Erfüllung der Startbedingungen erneut versucht, die Oberfläche korrekt am neuen
Ausgangsdreieck aufzubauen.
Sollte dies ebenfalls nicht gelingen, wird der Prozess solange fortgesetzt, bis alle Kanten der
Oberflächenkontur im unteren Schnitt betrachtet wurden. Konnte dennoch keine Oberfläche
gebildet werden, wird an dieser Stelle eine Fehlermeldung ausgegeben.
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4.4.3.1. Algorithmus ( Aufbau korrekte Oberfläche )
Prozedur ( Aufbau korrekte Oberfläche )
1. Für alle Paare P(S, S') benachbarter Schnitte
1.1. Für alle zusammengehörenden Oberflächenkonturen OK_unten und OK_oben aus P




a. Falls ku = leer, wähle die erste Kante von OK_unten, sonst die auf ku
folgende Kante
b. Falls bereits alle Kanten von OK_unten betrachtet wurden
**Fehler: Oberfläche zwischen OK_unten und OK_oben konnte nicht
gebildet werden
c. ANZ_T := Finde_Tetraeder( ku, ko, P)
** die Kante ko wird von der Funktion Finde_Tetraeder übergeben
B.2. until (Anz_T = 1) und not( IKK(ku) ) und not( IKK(ko) )
** die Funktion IKK prüft, ob eine Kante innere Konturkante ist oder mit einer
solchen verbunden ist
C. Ausrichtung := unten
D. O := Bilde_Oberflaeche( ku, ko, Ausrichtung, P)
E. until O <> leer
Teilprozedur Finde_Tetraeder( ku, ko, P )
1. Anzahl := 0
2. Für jeden T1- und T12-Tetraeder T der Tetraedrisierung aus P, der mit ku inzident ist
2.1. Für jede Seitenfläche dS von T, die mit ku inzident ist
A. Falls dS nicht die Grundfläche des T1-Tetraeders T ist
A.1. Falls dS mit keinem anderen Tetraeder benachbart ist
a. Anzahl := Anzahl + 1
b. ko := Kante der Oberflächenkontur OK_oben, deren Anfangspunkt mit
ds verbunden ist
3. return Anzahl, ko
Teilprozedur IKK ( k )
** Ist die Kante k innere Konturkante oder mit einer solchen verbunden ?
1. Falls k eine innere Konturkante ist
1.1. return true, exit
2. Falls k keine innere Konturkante ist
2.1. Falls die Nachfolgekante k' von k eine innere Konturkante ist
A. return true, exit
2.2. Falls die Vorgängerkante k'' von k eine innere Konturkante ist
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A. return true, exit
3. return false
Teilprozedur Bilde_Oberflaeche ( ku, ko, Ausrichtung, P)
1. Falls Abbruch = false
1.1. N_U := Liste der Nachfolgekanten(ku)
** N_U enthält alle mit ku inzidenten Kanten, die am Endpunkt von ku beginnen; Aufgrund
von inneren Konturkanten können dies mehrere sein
1.2. N_O := Liste der Nachfolgekanten(ko)
** N_O enthält alle mit ko inzidenten Kanten, die am Endpunkt von ko beginnen; Aufgrund
von inneren Konturkanten können dies mehrere sein
1.3. Falls Ausrichtung = unten, dann N := N_U, sonst N:=N_O
1.4. k := leer
1.5. while N nicht leer und not(Abbruch)
A. Falls k = leer, dann k := erste Kante von N, sonst k := nächste Kante von N
B. Fehler := false
C. Falls Ausrichtung = unten
C.1. uA := Anfangspunkt(k)
C.2. uB := Endpunkt(k)
C.3. uC := Anfangspunkt(ko)
C.4. oA := Anfangspunkt(ko)
C.5. oB := Endpunkt(ko)
C.6. oC := Anfangspunkt(k)
D. Falls Ausrichtung = oben
D.1. uA := Anfangspunkt(ku)
D.2. uB := Endpunkt(ku)
D.3. uC := Anfangspunkt(k)
D.4. oA := Anfangspunkt(k)
D.5. oB := Endpunkt(k)
D.6. oC := Anfangspunkt(ku)
** das Dreieck (uA, uB, uC) bzw. (oA, oB, oC) sind die beiden Möglichkeiten, die
Oberfläche O korrekt auzubauen
E. u := Inzidente_Tetraeder (uA, uB, uC, Ausrichtung, P)
F. o := Inzidente_Tetraeder (oA, oB, oC, Ausrichtung, P)
** u [bzw. o] enthält die Anzahl der mit dem Dreieck (uA, uB, uC) [bzw. (oA, oB, oC)]
inzidenten Seitenflächen von Tetraedern
G. try_Weg1 := leer
H. try_Weg2 := leer
** try_Weg1 und try_Weg2 enthalten die Möglichkeiten zur weiteren korrekten Bildung
der Oberfläche O
I. Case [u,o] of
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I.1. [1,0] oder [2,0], dann try_Weg1 := unten
I.2. [0,1] oder [0,2], dann try_Weg1 := oben
I.3. [1,2] oder [1,1] oder [2,2], dann try_Weg1 := unten und try_Weg2 := oben
I.4. [2,1], dann try_Weg1 := oben und try_Weg2 := unten
I.5. [0,0], dann Fehler := true
J. Falls try_Weg1 <> leer
J.1. Falls Ausrichtung = unten
a. Bilde_Oberflaeche (k, ko, try_Weg1, P)
** hier erfolgt der rekursive Aufruf der Prozedur; falls dieser erfolgreich war,
wird die Variable Fehler auf false gesetzt und die Variable Abbruch auf true
und das Dreieck (uA, uB, uC) in die korrekte Oberfläche O aufgenommen
b. Falls Abbruch = true und not(Fehler), dann O := O + (uA, uB, uC)
J.2. Falls Ausrichtung = oben
a. Bilde_Oberflaeche (ku, k, try_Weg1, P)
** hier erfolgt der rekursive Aufruf der Prozedur; falls dieser erfolgreich war,
wird die Variable Fehler auf false gesetzt und die Variable Abbruch auf true
und das Dreieck (oA, oB, oC) in die korrekte Oberfläche O aufgenommen
b. Falls Abbruch = true und not(Fehler), dann O := O + (oA, oB, oC)
K. Falls try_Weg2 <> leer und Fehler = true und not(Abbruch)
** Falls die gewählte Möglichkeit 1 nicht erfolgreich war (Fehler=true und
Abbruch=false) wird die Möglichkeit 2 herangezogen
K.1. Fehler := false
K.2. Falls Ausrichtung = unten
a. Bilde_Oberflaeche (k, ko, try_Weg2, P)
** analog oben
b. Falls Abbruch = true und not(Fehler), dann O := O + (uA, uB, uC)
K.3. Falls Ausrichtung = oben
a. Bilde_Oberflaeche (ku, k, try_Weg2, P)
** analog oben
b. Falls Abbruch = true und not(Fehler), dann O := O + (oA, oB, oC)
1.6. If not(Fehler) then Abbruch := true
2. return O, Fehler, Abbruch
Es muss zusätzlich sichergestellt werden, dass das zuletzt gebildete Dreieck korrekt an das
Ausgangsdreieck anschließt.
Teilprozedur Inzidente Tetraeder ( A, B, C, Ausrichtung, P)
1. Anzahl := 0
2. Für alle Tetraeder T des benachbarten Schnittpaares P
2.1. Falls Ausrichtung = unten
A. Schnitt1 := unterer Schnitt
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B. Schnitt2 := oberer Schnitt
2.2. Falls Ausrichtung = oben
A. Schnitt1 := oberer Schnitt
B. Schnitt2 := unterer Schnitt
2.3. Falls T eine Seitenfläche mit den Eckpunkten A, B ∈ Schnitt1 und C ∈ Schnitt2 besitzt
A. Anzahl := Anzahl + 1
3. return Anzahl
4.5. Eliminierung von Tetraedern außerhalb der Oberfläche
Wenn die Oberfläche gebildet wurde, können anschließend alle Tetraeder eliminiert werden, die
außerhalb der Oberfläche liegen.
Dazu wird für jeden Tetraeder der Tetraedrisierung, der eine Seitenfläche besitzt, die mit keinen
anderen Tetraeder benachbart ist (ein potentieller Tetraeder, der die Oberfläche bildet), geprüft,
ob diese Seitenfläche in der Menge der Dreiecke enthalten ist, aus denen die korrekte Oberfläche
besteht.
Falls sie nicht enthalten ist, liegt dieser Tetraeder außerhalb der korrekten Oberfläche und kann
entfernt werden. Nach der Entfernung müssen ebenfalls dessen benachbarte Tetraeder überprüft
und gegebenenfalls entfernt werden.
Schließlich verbleiben nur noch diejenigen Tetraeder, die innerhalb der korrekten Oberfläche
liegen.
4.5.1. Algorithmus ( Tetraedereliminierung )
Prozedur Tetraedereliminierung
1. Für alle Paare P(S, S') benachbarter Schnitte
1.1. Für alle Tetraeder T die als T1-Tetraeder in P enthalten sind
A. T_Entfernen( T )
1.2. Für alle Tetraeder T die als T12-Tetraeder in P enthalten sind
A. T_Entfernen( T )
1.3. Für alle Tetraeder T die als T12-Tetraeder in P enthalten sind
A. T_Entfernen( T )
Teilprozedur T_Entfernen( T )
1. Falls T noch nicht entfernt wurde
1.1. Entfernen := false
1.2. Für alle Seitenflächen dS von T
A. Falls dS nicht die Grundfläche eine T1 oder T2-Tetraeders ist
A.1. Falls dS mit keinem anderen Tetraeder inzident ist und kein Element aus
der Menge der Dreiecke ist, die die korrekte Oberfläche bilden
a. Entfernen := true
1.3. Falls Entfernen = true
A. Lösche T
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B. Für alle Tetraeder T', die innerhalb des betrachteten Schnittpaares P mit T
verbunden waren
B.1. Entfernen( T' )
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5. Implementierung
Die Softwareprogramme "Rekonstruktion" und "Visualisierung" wurden in BorlandDelphi 5 für
Windows98, 95 und NT implementiert. Die grafische Ausgabe und Visualisierung erfolgte mit
OpenGL.
Beide Programme bieten eine grafisch orientierte Benutzeroberfläche. Dem Anwender stehen
neben den beschriebenen Algorithmen auch Funktionen zum Verändern der Lage und der Größe
des zu betrachtenden Objektes zur Verfügung. Es wird eine Art Schrittfolge für die Ausführung
der einzelnen Operationen durch Aktivierung bzw. Deaktivierung der einzelnen Schaltflächen
vorgegeben. D.h. das z.B. die Berechnung der T1- und T2-Tetraeder erst dann erfolgen kann,
wenn das Voronoi-Diagramm bzw. Delaunay-Triangulierung berechnet wurde. Weiterhin sind
einige Datenbeispiele vorhanden, die ins Programm eingelesen und verarbeitet werden können.
Das Programm bietet auch die Möglichkeit, die berechnete Oberfläche des Objektes als Datenfile
wieder auszugeben. Die Konventionen für das Datenformat sind dafür im Anhang aufgelistet.
Die Anwendung liegt neben dem Source-Code auch als *.exe Datei vor und kann von einem
beliebigen Verzeichnis ausgeführt werden, in dem der Anwender ein Lese- und Schreibzugriff
besitzt. Die Bedienerschnittstelle erscheint auf zwei separaten Fenstern, das linke Fenster dient
zur Visualisierung des Objektes, das rechte Kontrollfenster dient zum Ausführen der Operationen
und Einstellung der Parameter. Nach dem Start des Programms wird der maximal zur Verfügung
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Im rechten Kontrollfenster findet man im oberen Teil die Steuerung der Anzeige des Objektes, im
mittleren Teil die Einstellungen zur Darstellung der Schnittdaten, zur Anzeige eines
Koordinatensystems usw. sowie für die Anzeige der erzeugten Objekte.
Im unteren Bereich befindet sich links ein Informationsfenster zur Anzeige eines Protokolls über
Ergebnisse und eventuelle Probleme, die bei der Rekonstruktion auftraten. Rechts sind die
Hauptschaltflächen zur Ausführung der einzelnen Algorithmierungsschritte angelegt. Schließlich
gibt es die Möglichkeit der Rücksetzung der Berechnungen in den Anfangszustand sowie die
Möglichkeit die einzelnen Punktdaten anzusehen und zu verändern. Am unteren Fensterrand
befindet sich die Fortschrittsanzeige für die einzelnen Prozeduren. Die Funktionen zum
Importieren und Exportieren von Daten sind in der Menüleiste im Menü Datei enthalten.
Das Programm wurde erfolgreich auf einem WindowsNT sowie auf einem Windows98 getestet.
Die minimale Bildschirmauflösung sollte bei 1024x768 Pixel liegen.
Konturdaten eines 3-D-Objektes (auszugsweise)
Abbildung 5.2a
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Voronoi-Diagramm eines einzelnen Schnittes
Abbildung 5.2b
Rekonstruierte Oberfläche des 3-D-Objektes
Abbildung 5.2c
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Zur Visualisierung der erzeugten Oberflächen wurde das Programm "Visualisierung" erstellt. Dort
lassen sich mehrere rekonstruierte Oberflächen gleichzeitig einblenden. Mit Hilfe von Parametern
für Farbe und Transparenz der einzelnen Oberflächen lassen sich die rekonstruierten Daten
anschaulich darstellen. Desweiteren sind zusätzliche Informationen zur Diagnose und Analyse
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6. Ausblick und Verbesserungen
Im hier vorgestellten Verfahren werden Konturen nicht behandelt, die innerhalb von anderen
Konturen liegen. Sollten solche Konturdaten als Eingangsdaten vorliegen, werden sie extrahiert
und in einem weiteren Bearbeitungsschritt rekonstruiert.
Auf diese Art und Weise lassen sich Körper, die innerhalb der äußeren Oberfläche des 3-D-
Objektes liegen, getrennt rekonstruieren und nach der Rekonstruktion wieder zusammensetzen.
Extrahierung von innenliegenden Konturen
Abbildung 6.1
Ein Beispiel dafür wäre ein Schlauch. In jedem Schnitt sind zwei Konturen vorhanden – eine
Kontur repräsentiert das Äußere, die andere das Innere des Schlauchs. Die Rekonstruktion findet
in zwei Schritten statt: zunächst wird das Äußere rekonstruiert, anschließend das Innere. Danach
werden beide Oberflächen gemeinsam dargestellt.
Extrahierte Konturen werden getrennt rekonstruiert und zusammengesetzt
Abbildung 6.2
Falls die innenliegenden Konturen einen topologisch gesehen separaten Körper darstellen,
funktioniert diese Methode auch bei komplizierteren Strukturen. In der folgenden Abbildung ist
das "Hosenbeinproblem" dargestellt, in dessen äußerer Oberfläche ein weiteres "Hosenbein"
eingebettet ist.
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Verzweigende Strukturen innerhalb der äußeren Oberfläche.
Abbildung 6.3
Natürlich sind innenliegende Konturen nicht immer Bestandteil eines separaten Körpers. Durch
Einbuchtungen der Oberfläche können innenliegende Konturen entstehen, die topologisch zu
dem gleichen Körper gehören.
Falls der erste und der letzte Schnitt jeweils nur eine Kontur enthält, und zwischenliegende
Schnitte jeweils innenliegende Konturen, so ist davon auszugehen, dass hier der gleiche
topologische Körper beschrieben wird.
      
Innenliegende Konturen repräsentieren einen topologischen Körper
Abbildung 6.4
Um den gesamten Körper in einem Bearbeitungsschritt zu rekonstruieren, werden für jede
innenliegende Kontur Hilfskanten eingeführt werden, mit denen von der äußeren zur inneren
Kontur und zurück gelangt werden kann. D.h. beide Konturen, die zu dem gleichen Körper
gehören, werden durch zwei Hilfskanten so miteinander verbunden, dass sie zu einer Kontur
verschmelzen.
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7. Anhang
7.1. Datenformat für Eingabe- und Ausgabedateien
Die Konturen werden in zwei getrennten Dateien für Punktkoordinaten und Konturkanten
gespeichert. In der Datei Konturkanten existieren nur Verweise auf die Punkte der Datei
Punktkoordinaten. Beim Einlesen der Daten werden automatisch beide Dateien herangezogen.
Die Eingabedatei der Punktkoordinaten muss folgendem Aufbau entsprechen:
Fileformat: *.dat (Textfile)
0: shape1 // Schnitt 1
1: X11;Y11;Z11; // Koordinaten des 1.Punktes im Schnitt 1
2: X21;Y21;Z21; // Koordinaten des 2.Punktes im Schnitt 1
...
n: Xn1;Yn1;Zn1; // Koordinaten des n-ten Punktes im Schnitt 1
n+1:
n+2: shape2 // Schnitt 2
n+3: X12;Y12;Z12; // Koordinaten des 1.Punktes im Schnitt 2
...
n+m: // leer - letzte Zeile der Datei
// Ende
Die Eingabedatei der Konturkanten muss folgendem Aufbau entsprechen:
Fileformat: *.knt (Textfile)
0: shape1 // Schnitt 1
1: kontur1 // Beginn der ersten Kontur
2: Pn1 // Anfangspunkt der ersten Konturkante der ersten Kontur
// = Endpunkt der letzten Konturkante
// Pn1 ist der n1-te Punkt aus Schnitt 1
// der zugehörigen Datei der Punktkoordinaten
3: Pn2 // Anfangspunkt der zweiten Konturkante
// = Endpunkt der ersten Konturkante
// Pn2 ist der n2-te Punkt aus Schnitt 1
// der zugehörigen Datei der Punktkoordinaten
...
n: Pnm // Anfangspunkt der letzten Konturkante der Kontur 1
// Pnm ist der nm-te Punkt aus Schnitt 1
// der zugehörigen Datei der Punktkoordinaten
n+1: // leer - Ende der ersten Kontur
n+2: kontur2 // Beginn der zweiten Kontur
n+3: Pn1 // Anfangspunkt der ersten Konturkante der zweiten Kontu
...
n+r+2: Pnr // Anfangspunkt der letzten Konturkante
n+r+3: kont_end // Ende der Konturen
n+r+4: // leer
n+r+5: shape2 // Schnitt 2
n+r+6: kontur1 // erste Kontur des zweiten Schnittes
...
m: kont_end
m+1: // leer – letzte Zeile der Datei
// Ende
Das Ausgabefile zur Speicherung der rekonstruierten Oberfläche hat folgenden Datei-Aufbau:
Fileformat: *.dat (Textfile)
0: DATENTYP DREIECKE
1: N M // N ... Anzahl der Punkte, M ... Anzahl der Dreiecke
2: x1 y1 z1
3: x2 y2 z2
...
n: xn yn zn
n+1: I11 I12 I13 // Iij ... Indizes der Eckpunkte des Dreiecks
n+2: I21 I22 I23
...
n+m: Im1 Im2 Im3
// Ende
Technische Universität Chemnitz
Fakultät für Informatik WS 2001/2002
Christian Haller Seite 68 von 70
Im Ausgabefile sind alle Punkte und Dreiecke gespeichert, die an der Oberfläche des
rekonstruierten Objektes liegen.
7.2. Übersicht der Programm-Dateien
Folgende Dateien sind zur Compilierung des Softwareprogramms "Rekonstruktion" mit
BorlandDelphi 5 notwendig:
Name Beschreibung
Anzeige.dfm // Formular zur Unit Anzeige
Anzeige.pas // Quellcode für Unit Anzeige
Daten.dfm // Formular zur Unit Daten
Daten.pas // Quellcode für Unit Daten
Daten_Steuerung.dfm // Formular zur Unit Daten_Steuerung
Daten_Steuerung.pas // Quellcode für Unit Daten_Steuerung
RE_func.pas // Quellcode für Unit RE_func
Geometry.pas // Quellcode für OpenGL-Implementation
OpenGL.pas // Quellcode für OpenGL-Implementation
Project1.cfg // Konfiguration zum Delhpi-Projekt "Rekonstruktion"
Project1.dof // Konfiguration zum Delhpi-Projekt "Rekonstruktion"
Project1.dpr // Delphi-Projekt "Rekonstruktion"
Project1.res // Ressourcen für Delphi-Projekt "Rekonstruktion"
Folgende Dateien sind zur Compilierung des Softwareprogramms "Visualisierung" mit
BorlandDelphi 5 notwendig:
Name Beschreibung
Anzeige.dfm // Formular zur Unit Anzeige
Anzeige.pas // Quellcode für Unit Anzeige
Daten.dfm // Formular zur Unit Daten
Daten.pas // Quellcode für Unit Daten
Daten_Steuerung.dfm // Formular zur Unit Daten_Steuerung
Daten_Steuerung.pas // Quellcode für Unit Daten_Steuerung
Geometry.pas // Quellcode für OpenGL-Implementation
OpenGL.pas // Quellcode für OpenGL-Implementation
DTDView.cfg // Konfiguration zum Delhpi-Projekt "Visualisierung"
DTDView.dof // Konfiguration zum Delhpi-Projekt "Visualisierung"
DTDView.dpr // Delphi-Projekt "Visualisierung"
DTDView.res // Ressourcen für Delphi-Projekt "Visualisierung"
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