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Insinöörityön tarkoituksena oli tutkia verkkokauppateeman toteutusta käyttäen React-
Javascript-kirjastoa ja sen sovittamista Django-pohjaiseen verkkokauppa-alustaan. 
Tutkimustyötä käytettiin hyväksi uuden Shuup-sovelluksen luomisessa, jossa 
Reactilla rakennettu teema toimisi lisäosan tavoin. 
Tutkinnassa perehdyttiin ensimmäisenä kehitysympäristön pystyttämiseen ja 
käytettyjen teknologioiden asettamiin vaatimuksiin ympäristön suhteen. Seuraavaksi 
perehdyttiin Reactin ja Djangon tyypillisimpiin ominaisuuksiin, minkä jälkeen pyrittiin 
käyttämään molemmista teknologioista niiden parhaita ominaisuuksia erilaisissa 
tilanteissa. Työn edetessä selvisi, että kaikki Reactin kirjastot eivät toimineet 
toivotulla tavalla Djangon kanssa ja ratkaisuja jouduttiin soveltamaan. Tarkoituksena 
oli syventyä vielä käytettyyn verkkokauppa-alustaan, mutta ongelmien takia siihen 
pisteeseen ei vielä tässä projektissa ehditty. Tyylejä tulevaan teemaan luotiin 
suuntaa-antaviksi. 
Insinöörityön lopputuloksena todettiin projektin olevan haasteellinen ja liian laaja 
saatettavaksi loppuun asti alkuperäisessä aikataulussa. Vielä tulee tutkia, miten 
Shuupin alkuperäiset Jinja2-funktiot saadaan toimimaan yhdessä React-kielen 
kanssa. Myös tyylit tulee suunnitella ja viimeistellä loppuun. 
Työtä tehdessä todettiin, että Reactin liittäminen tulevaisuuden Shuup-projekteihin 
olisi järkevää, sillä se saattaisi nopeuttaa verkkokaupan selaamista huomattavasti ja 
näin parantaa käyttäjien käyttökokemusta. Todettiin, että teeman pohjan tulisi olla 
yksinkertainen ja laadukas, jotta sen jatkokehitysmahdollisuudet säilyisivät 
mahdollisimman hyvin. 
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The goal of this project was to study and research how to develop a theme for a 
Django based e-commerce platform by using React. This study was used to create a 
Shuup application in which the React theme would work as an expansion. The first 
task was to setup a development environment fulfilling the requirements that used 
technologies set for it. The next step was to take a look at the basic features of React 
and Django. The aim was to try to use each one of the best features in different situa-
tions. 
According to this study, some of the React libraries did not work as they were suppo-
sed to while using Django within a same project. The final step was to concentrate on 
the used e-commerce platform, but unfortunately that point has not been reached 
yet, because of several problems. Styles were created to give direction to the final 
design. 
To conclude, the project turned out to be challenging and too large to finish within the 
original schedule. Yet some more research needs to be done, such as how the 
Shuups original Jinja2 functions work with React. Also, the design needs to be plan-
ned and finalized. The end results also indicate that implementing React into a future 
projects would be a smart thing to do, because it would shorten the loading times 
and therefore, improve user experience. It was discovered than the base for the the-
me should be simple and of good quality to enable future development. 
Keywords React, Javascript, Django, Python, Shuup, framework, e-
commerce
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Lyhenteet 
XHP PHP-ohjelmointikielen XML-tyyppinen lisäosa. 
PHP Hypertext Preprocessor. Ohjelmointikieli, jota käytetään web-kehityksen 
palvelinpuolella. 
JSX XML-tyyppinen ECMAScript-syntaksin laajennus. Käytetään React-ele-
menttien toteuttamiseen ja syntaksin selkeyttämiseen. 
DOM Document Object Model. Puumalliin rakennettu hierarkkinen dokumentti 
oliomalli. 
npm Paketinhallintajärjestelmä Javascript-projekteissa. 
pip Paketinhallintajärjestelmä Python-projekteissa. 
XML Extensible Markup Language. Tietynlaisten merkintäkielien standardi. 
CSS Cascading Style Sheets. Tiedosto, jonka avulla pystytään määrittelemään 
WWW-dokumentin esitystapa. 
HTML Hypertext Markup Language. Hypertekstin merkintäkieli, joka on avoimes-
ti standardoitu kuvauskieli. 
URL Uniform Resource Locator. Merkkijono, jonka avulla pystytään kertomaan 
yksilöllisen tiedon paikka. Käytetään osoittamaan WWW-sivuja. 
SVG Scalable Vector Graphics. XML-merkintäkielellä toteutettu skaalautuva 
grafiikka. 
Javascript Komentosarjakieli, jota käytetään dynaamisten verkkosivujen toteutuk-
sessa. 
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1    Johdanto 
Viimeisen kymmenen vuoden aikana ohjelmistokehitys on ottanut suuria kehitysaskelia 
erilaisissa teknologioissa ja toteuttamistavoissa. Erilaiset kirjastot ja ohjelmistokehykset 
ovat yleistyneet jokapäiväisissä ohjelmistokehityksen tuotantoprosesseissa. Näiden 
kehysten tarkoitus on nopeuttaa ja helpottaa työnkulkua sekä mahdollistaa projektin 
helppo jatkokehitys tulevaisuudessa, mikäli sellaiselle on tarvetta. 
Hyödyt tulevat esiin myös laajemmissa projekteissa, jotka sisältävät paljon koodia, ku-
ten esimerkiksi sosiaalisen median verkkosovellukset. Nykypäivänä on tärkeää, että 
sovellukset toimivat mahdollisimman tehokkaasti ja parantavat näin loppukäyttäjien 
käyttökokemusta. Valmiit ohjelmistokehykset ja kirjastot on optimoitu toimimaan mah-
dollisimman nopeasti ja tehokkaasti. Niistä suosituimpia parannellaan ja kehitetään jat-
kuvasti. 
Verkkosivustojen ja sovellusten teemojen toteuttamiseen on olemassa useita eri työka-
luja. Varsinaisesti yhtä tiettyä tapaa tai sääntöä ei ole olemassa. On hyvin paljon itse 
kehittäjästä kiinni, mitkä nykypäivän työkalut ovat tarpeellisia työn alla olevan projektin 
kannalta.  
Vaikkakin ohjelmistokehysten ja kirjastojen pääasiallinen tarkoitus on nopeuttaa kehi-
tysprosessia, jos niitä käytetään useampia yhtäaikaisesti samassa projektissa, ne voi-
vat aiheuttaa odottamattomia haasteita. Niitä ei ole välttämättä suunniteltu alun perin 
käytettäväksi keskenään. 
Insinöörityössä tutkitaan verkkokaupan teeman toteuttamista käyttäen ReactJS-tekno-
logiaa. Tarkoituksena on saada yhdistettyä React-ominaisuudet jo olemassa olevaan 
verkkokauppa-alustaan, joka on rakennettu Python-pohjaista Django-ohjelmistokehystä 
käyttäen. Alustan kehittäminen painottuu hyvin vahvasti Djangoon. Lähtökohtana on 
selvittää, onko koko idea jatkokehityksen arvoinen, ja samalla opiskella React-teknolo-
giaa mahdollisimman perinpohjaisesti. 
Syntaksiltaan React on hyvin samankaltainen kuin Python. Molemmat ovat hyvin yk-
sinkertaistettuja. Odotuksena on, että nämä kaksi kieltä toimisivat helposti ja tehok-
kaasti yhdessä.  
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2    ReactJS-kirjasto yleisesti 
2.1    Reactin synty ja asema nykypäivänä 
React on Facebookin luoma Javascript-kirjasto. Alkuperäisen idean takana oli henkilö 
nimeltä Jordan Walke [1]. Hän sai inspiraationsa XHP:sta, joka on PHP-laajennus, joka 
selkeytti syntaksia niin, että se oli muun muassa helppolukuisempaa [2]. React sai al-
kunsa Javascript-porttina XHP:lle, mutta dynaamiset verkkosovellukset käyvät monia 
vaiheita läpi saadakseen yhteyden palvelimelle, eikä XHP pystynyt ratkaisemaan tätä 
ongelmaa [3]. 
Myöhemmin kirjastosta julkaistiin avoimen lähdekoodin versio myös muiden siitä kiin-
nostuneiden käyttöön. Ensimmäisten kiinnostuneiden joukkoon kuului Pete Hunt, joka 
halusi ottaa Reactin käyttöön myös Instagramissa. Tämä toteutui vuonna 2012. [4.] 
Nykyään moni muukin tunnettu palvelu on ottanut Reactin käyttöönsä, kuten esimer-
kiksi Netflix, Airbnb, BBS ja monet muut [5]. 
Viime vuosina erilaiset Javascript-kirjastot ja ohjelmistokehykset ovat nousseet hyvin 
suosituiksi teknologioiksi web-kehityksessä. Onkin sanottu, että Javascript tulisi ole-
maan web-kehityksen tulevaisuus [6]. GitHub-tilastojen mukaan Javascript on nykyään 
eniten käytetty ohjelmointikieli GitHub-projektien perusteella (kuva 1). 
Kuva 1.     Suosituimmat käytetyt ohjelmointikielet GitHubissa [7].  
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Tämä on tarjonnut markkinaraon myös Reactille. Verrattuna muihin tämän päivän sa-
manhenkisiin teknologioihin React on kuitenkin Javascript-kirjasto eikä ohjelmistokehys 
niin kuin esimerkiksi hyvin suosittu Googlen kehittämä AngularJS.  
Verrattuna ohjelmistokehykseen kirjaston etuna on muun muassa se, että se on huo-
mattavasti helpompi lisätä jo olemassa olevaan sovellukseen ilman, että koko sovellus-
ta tarvitsee kirjoittaa uudestaan alusta alkaen. Kirjaston kanssa työskentely on myös 
vapaampaa kehittäjälle kuin ohjelmistokehysten kanssa, koska niillä on omia rajoitteita, 
joiden mukaan tulee työskennellä. 
Yksi ohjelmistokehysten yleinen ongelma on myös se, että niitä käyttäessään kehittäjä 
ei opi itse kieltä vaan valitun ohjelmistokehyksen luonteen [8]. Reactin kanssa kehittä-
jän tulee kuitenkin palauttaa mieleensä perinteistä Javascriptiä, sillä vaikka React tar-
joaakin selkeytettyjä ja yksinkertaistettuja sille tyypillisiä ominaisuuksia, toimivat Java-
script ja sen tyypillisimmät metodit sellaisenaan Reactin kanssa, koska Reactin logiikka 
on toteutettu Javascriptillä, eikä ”template”-malleilla [9]. React on ikään kuin uusi sel-
keämpi tyyli kirjoittaa Javascriptiä. 
2.2     Reactin ominaisuudet 
React-sovellus koostuu niin sanotuista komponenteista, jotka puolestaan voivat koos-
tua pienemmistä komponenteista. Jokaista luotua komponenttia voidaan käyttää uu-
destaan tarpeen mukaan. Datan tai sisällön vaihtuessa sovelluksessa vain yksittäisen 
muutosta koskevan komponentin tila muuttuu, eli koko sivua ei tarvitse päivittää. Tämä 
ominaisuus tekee Reactista tehokkaan ja nopean käyttöliittymän toteutuksessa. Ku-
vassa 2 havainnollistetaan, miten komponentteja voitaisiin käyttää. 
Kuva 2.     React-komponenttien rakenteen perusidea sovelluksessa. 
<isompi_osio />
<osio /> <osio /> <osio />
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Jokainen komponentti on ikään kuin Javascript-luokka, joka suorittaa ’render()’-meto-
din. Metodi ottaa vastaan dataa ja palauttaa halutun esityksen. Yksinkertaisessa koo-
diesimerkissä 1 on käytetty Javascriptin syntaksi-laajennusta nimeltä JSX, joka on hy-
vin samankaltainen kuin XML. JSX:n käyttö ei kuitenkaan ole välttämätöntä Reactin 
toimivuuden kannalta [9], mutta se helpottaa syntaksin lukemista ja sillä pystytään 
luomaan Reactin niin sanotut elementit. 
  class MyMessage extends React.Component {                                   
.   render() {                                                       
.     return <div>My message: {this.props.msg}</div>;                
.   }                                                               
. } 
  ReactDOM.render(<MyMessage msg=”Hi!” />, mountNode);  
Koodiesimerkki 1.     Yksinkertaisin React-komponentti [9]. 
Komponentteja voi olla niin sanotusti sekä tilallisia että tilattomia. Tilallinen komponentti 
sisältää sille yksilöllistä muuttuvaa dataa. Datan tilan muuttuessa suoritetaan ’render()’-
metodi uudestaan. Tilallinen komponentti voisi esimerkiksi olla kellokomponentti, jossa 
kellonaika muuttuu reaaliajassa. 
Mikäli komponentin tila muuttuu, se päivittyy ensimmäiseksi niin sanottuun virtuaali-
seen DOM:iin. Tämä mahdollistaa vain muuttuneen komponentin tai elementin päivit-
tämisen ilman, että varsinaista DOM:a tarvitsee päivittää kokonaisuudessaan. Käytän-
nössä muutokset tapahtuvat ensisijaisesti virtuaalisessa DOM:ssa, minkä jälkeen sitä 
verrataan varsinaiseen DOM:iin ja päivitetään vain muuttuneet osat [10]. Tämän katso-
taan olevan yksi Reactin vahvimmista ominaisuuksista, sillä se parantaa verkkosivujen 
nopeutta huomattavasti ja näin ollen myös käyttäjien käyttökokemusta. 
Erittäin tärkeä ja huomioon otettava asia Reactin kanssa työskennellessä on, että sen 
elementit eivät käytä perinteistä attribuuttiluokkaa ’class’. React käyttää sen sijasta 
’className’-nimistä attribuuttia. Se pätee kaikkiin perinteisiin DOM- ja SVG-element-
teihin, kuten ’<div>’, ’<a>’ ja moniin muihin. [11.] 
2.3     Reactin vaatimukset ja lisäkirjastot 
Niin kuin on luvussa 2 mainittiin, mikäli jo olemassa olevaan projektiin tai sovellukseen 
halutaan tehdä toteutuksia käyttäen Reactia, se voidaan ujuttaa mukaan helposti il-
man, että koko sovellusta tarvitsisi kirjoittaa täysin uudestaan. Onkin suositeltavaa, että 
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aloittaa sovelluksen pienestä osasta ja katsoo, kuinka se sopii haluttuun käyttötarkoi-
tukseen. 
Vaikka Reactia voidaan käyttää ilman niin sanottua ”pipelinea”, on sen rakentaminen 
kuitenkin suositeltavaa sujuvan kehityksen takaamiseksi. Pipeline voidaan rakentaa 
esimerkiksi seuraavilla työkaluilla:  
• Package manager (pakettien järjestelijä), npm. Helpottaa pakettien tal-
lennusta ja hallintaa. 
• Bundler (pakkaaja), webpack. Pakkaa kirjoitetun koodin ja näin ollen pa-
rantaa latausaikaa. 
• Compiler (kääntäjä), babel. Mahdollistaa modernin Javascriptin, joka toi-
mii  myös vanhemmilla selaimilla. 
Näiden pakettien lisäksi itse React, ReactDOM, tulee muistaa myös asentaa erikseen 
esimerkiksi terminaalin kautta. Nämä kirjastot kannattaakin asentaa ensimmäiseksi, 
kun kehitysympäristö on saatu pystytettyä. Tällöin virheiden määrä minimoidaan ja ai-
kaa säästyy. 
Reactin kanssa työskentelyn helpottamiseksi on myös kehitetty erilaisia muita kirjasto-
ja, jotka korvaavat Reactin puutteita. Tästä hyvä esimerkki on Radium. Se mahdollistaa 
tyylien toteutuksen ilman CSS-tyylitiedostoa ja laajentaa ’inline’-tyylittelyn ominaisuuk-
sia. React ei itsessään tue ’media-query’-ominaisuuksia tai selaimen tilaa, kuten esi-
merkiksi usein linkeissä käytettäviä ’:hover’- ja ’:active’-ominaisuuksia [12]. Radium 
korjaa kaikki edellä mainitut ongelmat. Sen käyttöönotto on hyvin helppoa, ja pienillä 
muutoksilla Radiumia voi käyttää missä tahansa halutussa React-komponentissa. Ra-
diumin voi asentaa helposti ’npm’:n avulla terminaalin kautta. 
Redux on myös suosittu kirjasto, jota on käytetty Reactin kanssa. Redux pyrkii teke-
mään selaimen tilanmuutokset ennustettaviksi ja ennen kaikkea kontrolloitaviksi. Se 
helpottaa toimintojen luomista ja nopeuttaa kehitysprosessia .[13.] Reduxilla on kolme 
periaatetta. Ensimmäinen on, että koko sovelluksen tila säilytetään yhdessä niin sano-
tusta objektipuussa nimeltä ’store’. Toinen periaate on, että ainoa tapa muuttaa tilaa on 
vaikuttaa ’action’-nimiseen objektiin. Tämä on ainoa tapa päästä käsiksi ’storen' sisäl-
tämään dataan ja näin ollen muuttaa tilaa. Kolmantena ovat niin sanotut vähentäjäfunk-
tiot eli ’redurers’, joiden avulla voidaan määritellä halutut muutokset [14]. 
React-Router on kokoelma navigaatiollisia komponentteja, jotka helpottavat kehitystä, 
kun halutaan esimerkiksi toteuttaa single-page-verkkosovellus, jossa ei ole erillisiä ala-
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sivuja [15]. Kokoelma on helppo asentaa ja ottaa käyttöön missä tahansa toteutukses-
sa, jossa käytetään Reactia käyttöliittymän toteutukseen. 
React ei itsessään mahdollista AJAX-ominaisuuksia, mutta on olemassa kirjasto, jolla 
kutsut on mahdollista saada toimimaan. Yksi hyvä esimerkki kehitetystä työkalusta on 
Axios, joka helpottaa AJAX-kutsujen toteuttamisen React-sovelluksessa, ja se on hel-
posti integroitavissa haluttuun projektiin [16]. 
On kuitenkin mahdollista tehdä toteutuksia ilman näitä kirjastoja, koska React välittää 
vain sivuston näkyvästä osasta. Mikäli tietoa ja ohjelmointitaitoa on tarpeeksi, voi 
Reactille kirjoittaa itse uusia lisäkirjastoja.  
3    Verkkokaupan teknologiat ja työkalut 
3.1     Single-page-verkkokauppa 
Single-page-sovellus eli lyhyemmin SPA tarjoaa käyttäjälle dynaamisen interaktion yh-
dellä sivulla. Pääasiallisesti se on rakennettu verkkosovellukseksi, ja sen tarkoitus on 
vähentää selaimen uudelleenlatauksia. Toteuttamiseen on käytetty hyvin paljon AJAX-
teknologiaa [17], mutta nykypäivänä SPA-sovelluksia voidaan toteuttaa muillakin tavoil-
la. React on oivallinen teknologia tämänkaltaisen sovelluksen toteutuksessa sen kom-
ponenttien tiloihin perustuvan toiminnan takia. 
Verkkokauppoja on paljon erilaisia. Yhtä ja oikeaa tyyliä tai tapaa ei ole olemassa. Tär-
keintä on, että verkkokauppa täyttää sille annetut vaatimukset ja käytettävyys säilyy 
niin, että kuluttaja pystyy sitä käyttämään ilman ongelmia. 
Yksinkertaisimmillaan verkkokauppa voidaan kuitenkin toteuttaa niin sanotulla ’single-
page’-tyylillä, joka tarkoittaa kirjaimellisesti, että kaikki tarvittava on asetettu yhdelle 
sivulle niin, että alasivut eivät ole tarpeellisia. Toinen tyypillinen ominaisuus tällaiselle 
sivulle on, että esimerkiksi linkkiä klikkaamalla koko sivu ei vaihdu vaan tietty osio si-
vusta vaihtuu [17]. Vaihtoehtoinen tapa toteuttaa tämä on käyttää niin sanottuja ankku-
ripisteitä sivustolla. Ne mahdollistavat automaattisen vierityksen sivun haluttuun koh-
taan, missä sisältö on jo olemassa. 
React soveltuu teknologiana tällaisen sivuston toteuttamiseen erittäin hyvin sen omi-
naisuuksien ansiosta. Esimerkiksi React-Router-kirjasto helpottaa tämänkaltaisessa 
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toteutuksessa huomattavasti, koska se tarjoaa valmiiksi komponentteja navigoinnin 
helpottamiseksi sovelluksessa. 
3.2     Django-ohjelmistokehys 
Django on korkeatasoinen avoimen lähdekoodin Python-ohjelmistokehys, jonka avulla 
on nopea ja helppo toteuttaa tyylikkäitä ja käytännöllisiä verkkokokonaisuuksia [18]. 
Sen alkuperäinen tarkoitus on helpottaa ohjelmoinnin työnkulkua tekemällä siitä kette-
rää, joustavaa ja ennen kaikkea miellyttävää kehittäjille.  
Djangon avulla kehittäjän on mahdollista toteuttaa verkkosivut tai sovellus hyvin no-
peasti. Kehittäjä pystyy keskittymään kehitykseen ja näin ollen säästyy aikaa, kun tois-
tuvia toiminnallisuuksia ei tarvitse kirjoittaa alusta alkaen uudestaan [19].  
Jos kehittäjä haluaa luoda esimerkiksi verkkosivut, hänen tulee aloittaa luomalla Djan-
go-projekti. Djangon komento ’startproject’ luo projektikansion, joka sisältää ’manage.-
py’-tiedoston, joka mahdollistaa interaktion Django-projektin kanssa erilaisilla tavoilla 
[19]. Luodaan myös kansio, joka sisältää kolme kriittistä tiedostoa: ’__init__.py’, ’set-
tings.py’ ja ’urls.py’. Näissä tiedostoissa määritellään muun muassa sivujen polut ja 
keskeiset asetukset.  
Perusideana on, että mikäli käyttäjä haluaa verkkosivuilleen esimerkiksi foorumin ja 
blogin, nämä osiot kannattaa toteuttaa sivulle erillisinä Django-sovelluksina [20]. Näitä 
sovelluksia voidaan käyttää sitten uudestaan muissakin projekteissa, tai vaihtoehtoi-
sesti ne voidaan jakaa muiden kehittäjien käytettäväksi. 
Jokaisella Django-sovelluksella on oma ’models.py’- sekä ’views.py’-tiedosto, joihin 
määritellään vain kyseistä sovellusta koskevat ominaisuudet. ’urls.py’-tiedosto tulee 
luoda erikseen, mikäli sovelluksella tulee olemaan vain sen toiminnalle tärkeitä polkuja. 
Mikäli projektissa on useita sovelluksia käytössä, jokaisella niistä on omat versiot mai-
nituista tiedostoista. Kuva 3 havainnollistaa mainittua esimerkkiä kahdella sovelluksel-
la. 
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Kuva 3.     Django-sovellukset [21]. 
Huomioitava seikka on, että Django-sovelluksen luomisen yhteydessä ei luoda 
’urls.py’-tiedostoa automaattisesti, vaan kehittäjän tulee luoda ne itse käsin. Näitä tie-
dostoja käytetään, mikäli sovellus sisältää omia vain sovelluksen toimivuuden kannalta 
tärkeitä linkkejä. 
3.3     Shuup-verkkokauppa-alusta 
Shuup on moderni avoimen lähdekoodin verkkokauppa-alusta, joka julkaistiin kesä-
kuussa 2016 [22]. Sen tarkoitus on helpottaa yritysten ja yrittäjien verkkokaupan hallin-
nointia. Shuup tarjoaa laajat ominaisuudet pienille ja suuremmille yrityksille, ja se on 
täysin muokattavissa. Se on rakennettu Django-ohjelmistokehyksen päälle, minkä an-
siosta Shuupin kehitys ja muokattavuus helpottuu huomattavasti. Mikäli kehittäjä on jo 
ennestään tuttu Djangon kanssa, on Shuupin muokkaaminen suhteellisen helppoa.  
Pelkän teeman muokkaamiseen perusymmärrys HTML- ja CSS-tekniikoista riittää. 
Shuupin nykyinen oletusteema on rakennettu Jinja2:lla, joka on ’template’-moottori 
Pythonille. Se on hyvin samankaltainen kuin Djangon templatekielen kanssa. Teema 
käyttää myös hyväkseen Bootstrap3-ohjelmistokehystä, jonka periaatteiden mukaan 
HTML-rakenne on toteutettu ja CSS-luokat määritelty [23]. 
Verkkosivu        
urls.py
Blogi-sovellus       
urls.py             
models.py         
views.py
Foorumi-sovellus       
urls.py             
models.py        
views.py
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4    Verkkokauppateeman suunnittelu ja toteutus 
4.1     Vaatimukset ja lähtökohta 
Insinöörityön lähtökohtana oli toteuttaa yksinkertainen ’single-page’-verkkokauppatee-
ma, jota pystyttäisiin käyttämään runkona tulevissa projekteissa, joissa halutaan käyt-
tää Reactia perinteisen toteutuksen sijasta. Tarkoituksena on käyttää Bootstrap3-oh-
jelmistokehystä myös tässä projektissa helpottamaan responsiivista toteutusta. 
Tarkoituksena on luoda Django-sovellus, joka voitaisiin ottaa käyttöön tarpeen tullen 
tulevaisuuden projekteissa määrittämällä se projektin ’settings.py’-tiedostossa. Käytän-
nössä teema olisi ikään kuin lisäosa tai ominaisuus Shuupille. Huomion arvoinen seik-
ka on myös se, että teemaa ei lähdetä toteuttamaan niin kuin Shuupin ohjeistuksessa 
suositellaan, eli toisin sanottuna projektia lähdetään toteuttamaan ilman aiempien tee-
mojen pohjaa.  
Teeman kohderyhmä tulee olemaan pienet verkkokaupat, joilla ei ole laaja tuotevali-
koima, sekä mahdolliset startup-yritykset, jotka haluavat jo heti alkuvaiheessa panos-
taa digitaaliseen kaupankäyntiinsä. Tarkoituksena on saada aikaiseksi kokonaisuus, 
joka palvelee mahdollista kohderyhmää parhaiten yksinkertaisella ja visuaalisesti es-
teettisellä ulkoasulla. 
4.2     Graafinen suunnittelu 
Valmista graafista suunnitelmaa käyttöliittymästä projektissa ei ollut, joten ulkoasu tuli 
miettiä samalla sitä toteutettaessa. Yksinkertaisia referenssisivustoja käytettiin havain-
nollistamaan haluttua tyylisuuntaa. Lopulta lähdettiin toteuttamaan yksinkertaista väri-
teemaa, joka sisälsi muutamaa eri harmaan sävyä. Ideana oli pitää minimalistinen tyyli, 
joka sopisi mahdollisimman moneen käyttötarkoitukseen ja jonka muokattavuus säilyi-
si. 
Referenssisivuksi annettiin kuvassa 4 näkyvä sivusto, joka on tyyliltään hyvin seestei-
nen ja värimaailmaltaan monokromaattinen. Yhtä korostusväriä on käytetty tehosta-
maan muun muassa toimintoja, kuten painikkeita ja linkkejä. Sivustolla on myös käytet-
ty erilaisia animointeja, jotka parantavat sivuston käyttökokemusta selkeästi. Ne myös 
luovat käyttäjälle mielikuvan laadukkaasta ja modernista sivustosta. 
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Kuva 4.     Valitun tyylin referenssisivu [24]. 
Tämän referenssin pohjalta suunniteltiin alustavasti muutaman värin väripaletti (kuva 
5), jota käytetään toteutuksessa. Väreiksi valittiin harmaa-asteikolta tumman harmaa, 
vaalean harmaa ja valkoinen. Korostusväriksi otettiin alustavasti sama turkoosi väri, 
jota Shuup käyttää esimerkiksi logossaan, jotta teema istuu sen tarjontaan ja näin ollen 
toteutus sopii sen tyyliin. Mikäli toteutuksen edetessä tulee tarve saada enemmän sä-
vyjä, on mahdollista lisätä harmaa-asteikolta palettiin harmaansävyjä. 
Kuva 5.     Alustavaksi sunniteltu väripaletti.  
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Referenssistä otettiin huomioon myös rakenne, joka toimii pohjana tulevalle toteutuk-
selle. Ideana on toteuttaa etusivulle osioita, joilla jokaisella on oma käyttötarkoitus, ku-
ten esimerkiksi tuoteosio ja erillisiä informaatio-osioita. Mahdollisesti toteutetaan myös 
muutama alasivu, mikäli se katsotaan tarpeelliseksi. 
Tämä on alustava suunnitelma teeman tyylille. Erillistä graafista suunnitelmaa ei vielä 
tässä vaiheessa tehdä valmiiksi, koska tekninen toteutus menee sen edelle, ja näin 
ollen se asettaa mahdollisesti rajoitteita lopulliseen ulkoasuun. Kunhan tekninen toteu-
tus saadaan kuta kuinkin valmiiksi ja toimimaan halutulla tavalla, teeman loppuun luo-
minen on seuraava prioriteetti projektissa. 
4.3     Shuupin asentaminen ja projektin pystyttäminen 
Shuup-dokumentaatio kehittäjille olettaa, että henkilö on tuttu pip- ja setuptools-
Python-pakettien kanssa sekä eri Python-versioiden kanssa. 
Lähtökohtaisesti on suositeltavaa minkä tahansa projektin alkuvaiheessa pystyttää en-
simmäiseksi virtuaaliympäristö. Mikäli tulevaisuudessa aikoo tehdä useampia projekte-
ja, jokaisella projektilla on näin oikeat versiot asennetuista lisäkirjastoista ja paketeista. 
Ensimmäiseksi avataan terminaali ja päivitetään pip ja setuptools suorittamalla komen-
toesimerkin 1 komennot. 
 pip install -U pip                                         
 pip install -U setuptools 
Komentoesimerkki 1.     pip- ja setuptoolsin päivittäminen terminaalissa [25]. 
Seuraavaksi luodaan uusi kehitysympäristö komentoesimerkin 2 komennolla ja anne-
taan sille haluttu nimi. 
 virtualenv myenvname 
Komentoesimerkki 2.     Virtuaaliympäristön luominen [25]. 
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Komentoesimerkissä 3 aktivoidaan virtuaaliympäristö. 
 . myenvname/bin/activate 
Komentoesimerkki 3.     Virtuaaliympäristön aktivoiminen [25]. 
Kun kehitysympäristö on luotu ja aktivoitu, on käyttäjä valmis asentamaan Shuupin 
komentoesimerkin 4 komennolla. 
 pip install Shuup 
Komentoesimerkki 4.     Shuupin asentaminen [25]. 
Shuup vaatii toimiakseen myös tietokannan. Sen voi luoda komentoesimerkin 5 ko-
mennolla. 
 python manage.py migrate 
Komentoesimerkki 5.     Tietokannan luominen [25]. 
Tämän jälkeen kaikki tarpeellinen Shuupin kannalta on asennettu ja voidaan luoda en-
simmäinen Django-projekti [9]. Itse Django-ohjelmistokehystä ei tarvitse erikseen asen-
taa, sillä tässä tapauksessa se tulee Shuupin mukana. 
Tässä vaiheessa voidaan luoda uusi Django-projekti ja nimetä se halutulla tavalla ko-
mentoesimerkin 6 komennolla. 
 django-admin startproject myDjangoProject 
Komentoesimerkki 6.     Django projektin luominen [26]. 
Seuraava kriittinen asia on määritellä ’settings.py’-tiedostoon halutut Shuupin sovelluk-
set. Vähimmäismäärä kuitenkin on ’shuup.core’. Nämä määritellään kohtaan ’INSTAL-
LED_APPS’. Tätä projektia varten sovelluksia tuli kuitenkin olla huomattavasti enem-
män, niin kuin koodiesimerkissä 2 näkyy. 
 INSTALLED_APPS = [                                           
.           …                                                             
.           ’shuup.core’,                                              
.           ’shuup.admin’,                                             
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.           ’shuup.api’,                                              
.           ’shuup.addons’,.                                          
.           ’shuup.default_tax’,                                      
.           ’shuup.notify’,                                           
.           ’shuup.simple_cms’,                                        
.           ’shuup.customer_group_pricing’,                           
.           ’shuup.campaigns’,                                        
.           ’shuup.simple_supplier’,                                  
.           ’shuup.order_printouts’,                                  
.           ’shuup.testings’,                                         
.           ’shuup.utils’,                                            
.           ’shuup.xtheme’,                                           
.           ’shuup.reports’,                                           
.           ’shuup.default_reports’,                                  
.           ’shuup.regions’,                                          
.           ’shuup.importer’,                                         
.           ’shuup.default_importer’,                                     
.           …                                                           
. ] 
Koodiesimerkki 2.     Shuupin tarvitsemat sovellukset projektissa. 
Uuden Django-projektin juurikansion sisälle, joka on samanniminen kuin itse projekti-
kansio, luodaan uusi Django-sovellus, johon lähdetään rakentamaan React-teemaa. 
Sovellus kannattaa luoda samaan kansioon, jossa sijaitsee ’manage.py’-tiedosto. 
Django-sovellus luodaan ja nimetään suorittamalla komentoesimerkin 7 komento ter-
minaalissa. 
 python manage.py startapp myApplication 
Komentoesimerkki 7.     Django-palvelimen luominen [26]. 
Tämä juuri luotu sovellus tulee lisätä ’setting.py’-tiedostoon ’INSTALLED_APPS’-koh-
taan käyttäen sille annettua nimeä. Ilman tätä lisäystä se ei toimi. Sovelluskansion si-
sälle on suositeltavaa jo heti alkuvaiheessa luoda ulkoasun tiedostoille oma ”templa-
tes”-niminen kansio, jotta tiedostojen organisointi pysyisi mahdollisimman loogisena. 
Vaikka Shuupin ohjeistus kertoo, kuinka sen tapauksessa tulisi käynnistää palvelin ja 
rakentaa niin sanottu Shuup-työpöytä, jotta sovellusta voi tarkastella selaimen kautta, 
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tässä projektissa käytetään Djangon tarjoamaa palvelinta, jonka voi suorittaa syöttä-
mällä komentoesimerkin 8 komento terminaaliin. 
 python manage.py runserver 
Komentoesimerkki 8.     Django serverin käynnistys [26]. 
Palvelimen tulisi olla käynnissä kehityksen aikana, jotta tuloksia pääsee tarkastele-
maan ja sen mukaan tekemään tarpeellisia muutoksia. 
4.4     React-kehitysympäristön pystyttäminen 
Kun Django-projekti on pystytetty ja Shuup on asennettu, voidaan siirtyä asentamaan 
Reactia projektiin ja kokoamaan sille tarvittavia työkaluja. Ensimmäiseksi lähdetään 
liikkeelle niin sanotusta pakkaajasta. Tässä tapauksessa käytetään Webpackia. Tämä 
on mitä ilmeisimmin haasteellisin vaihe, ja kehittäjät antavat periksi, koska Webpack on 
monimutkainen työkalu ja se saattaa olla vaikea ymmärtää ja konfiguroida [27]. 
Webpack asennetaan Django-projektiin kirjoittamalla komentoesimerkin 9 komento 
terminaaliin. 
 pip install django-webpack-loader 
Komentoesimerkki 9.     Webpackin asennus [27]. 
Seuraavaksi webpack-loader tulee lisätä Djangon INSTALLED_APPS-osioon tiedos-
tossa ’settings.py’ samalla tavalla kuin Shuupin sovellukset lisättiin (koodiesimerkki 3). 
 INSTALLED_APPS = [                                           
.           …                                                         
.           ’webpack_loader’                                          
.         ] 
Koodiesimerkki 3.     Webpackin asentaminen [27]. 
Tässä projektissa käytettiin hyödyksi npm-pakettien järjestelijää, joka helpotti huomat-
tavasti muun muassa pakettien asentamista. Helpoin tapa asentaa järjestelijä oli käyt-
tää apuna terminaalia. Asentaminen onnistuu komentoesimerkin 10 komennolla. 
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 npm install 
Komentoesimerkki 10. npm:n asentaminen. 
Komento luo projektiin ’node_modules’-nimisen kansion, jonne tallentuvat kaikki npm:l-
lä asennetut kirjastot ja paketit. ’npm’-etuliitettä käytettiin kaikkien haluttujen kirjastojen 
asentamiseen terminaalissa. Koodiesimerkissä 4 näkyvät paketit ja kirjastot lisättiin tä-
hän projektiin. 
 {                                                                                                              
   "name": ”shuup_front_reactjs",                               
   "version": ”1.0.0",                                        
   "description": "Singlepage theme”,                        
   "main": ”index.js",                                          
   "dependencies": {                                      
     "radium": ”^0.18.1",                         
     "react-dom": ”^15.4.2",                       
     "react-redux": ”^5.0.2",                      
     "react-router": ”^3.0.2",                        
     "redux": ”^3.6.0",                              
     "redux-thunk": ”^2.2.0"                             
   },                                               
   "devDependencies": {                                  
     "babel": ”^6.23.0",                            
     "babel-core": ”^6.23.1",                        
     "babel-eslint": ”^7.1.1",                       
     "babel-loader": ”^6.3.2",                       
     ”babel-plugin-transform-decorators-legacy": 
”^1.3.4",                                                    
     "babel-preset-es2015": ”^6.22.0",               
     "babel-preset-react": ”^6.23.0",               
     "babel-preset-stage-0": ”^6.22.0",             
     "eslint": ”^3.15.0",                             
     "react": ”^15.4.2",                           
     "react-hot-loader": ”^1.3.1",                  
     "webpack": ”^2.2.1",                           
     "webpack-bundle-tracker": ”^0.2.0",             
     "webpack-dev-server": ”^2.3.0"                     
 } 
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Koodiesimerkki 4.     package.json-tiedosto projektista. 
Tämän jälkeen pitäisi olla mahdollista käyttää webpackia. Vielä tulee kuitenkin luoda 
konfigurointitiedostot. Webpack-konfigurointi oli varsin haasteellista. Tässä projektissa 
tiedosto jaettiin kahteen osaan jättäen varaa toteuttaa myös tuotannollinen konfiguroin-
titiedosto. Ensin luotiin pohja, joka sisältää oleellisimmat konfigurointitiedostoissa tois-
tuvat tekijät nimeltä ’webpack.base.config.js’. Koska tässä projektissa työtä työstettiin 
lokaalisti, luotiin ’webpack.local.config.js’-tiedosto, joka määrittelee muun muassa, mitä 
tiedostoja pakataan ja minne ne pakataan. Se käyttää ’CommonChunksPlugin’-meto-
dia, joka varmistaa, että ReactJS tallennetaan omaan tiedostoonsa, jotta luodun sovel-
luksen pakattu tiedosto ei kasvaisi liian suureksi. 
Seuraava vaihe on asentaa niin sanottu kääntäjä, joka pystyy kääntämään pakatut pa-
ketit sellaiseen muotoon, että selain pystyy niitä tulkitsemaan oikein. Tässä projektissa 
käytettiin Babelia, koska sitä suositellaan muun muassa Reactin omissa ohjeistukses-
sa. 
Ensimmäisenä tarvitaan ’.babelrc’-tiedosto (koodiesimerkki 5), jossa aktivoidaan Babel 
käyttöön. Tämä on toimivuuden kannalta hyvin tärkeä tiedosto. Se on piilotettu, eikä se 
näy perinteisessä graafisessa käyttöliittymässä, ja siksi se on helppo unohtaa. 
 {                                                      
.           ”presets”: [”es2015”, ”react”, ”stage-0”],                                                        
.           ”plugins”: [                                             
.             [”transform-decorators-legacy”],                      
.           ]                                                       
.         } 
Koodiesimerkki 5.     ’.babelrc’-tiedoston määrittäminen projektissa. 
Tämän jälkeen kaikki tarpeellinen on asennettu ja konfiguroitu yksinkertaisen React-
sovelluksen toimivuuden takaamiseksi. Mikäli sovellus ei toimi, kannattaa pitää silmällä 
terminaalia mahdollisten virheilmoituksien varalta. Niitä seuraamalla saa hyvin mahdol-
liset ongelmakohdat korjattua. Seuraavaksi voidaan ’template’-kansioon luoda ensim-
mäinen React-komponentti, joka on ensimmäinen pakattava kohde. Tälle komponentil-
le tulee määritellä paikka, mihin sen tulisi renderöityä näkymässä. 
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Webpackin voi suorittaa terminaalissa komentoesimerkin 11 komennolla. Sen tulisi 
luoda pakattuja tiedostoja ’static/bundles’-tiedostoon, kun ensimmäinen komponentti on 
luotu. 
  node_modules/.bin/webpack --config webpack.local.config.js 
Komentoesimerkki 11.     Webpackin manuaalinen käynnistys terminaalissa [27]. 
Jotta Webpack-komentoa ei tarvitsisi joka muutoksen jälkeen suorittaa uudestaan ter-
minaalissa, on suositeltavaa luoda erilinen ’server.js’-tiedosto. Tämä tiedosto voidaan 
määritellä suorittamaan komento esimerkiksi aina selaimen uudestaan latauksen yh-
teydessä.  
Koko kehitysprosessin aikana molempien palvelimien tulisi olla samaan aikaan käyn-
nissä, sekä ’server.js’:n että Djangon palvelimen. Tämä on tärkeä seikka, joka saattaa 
helposti unohtua, kun projektin pariin palaa esimerkiksi päivän tauon jälkeen. 
On myös hyvä ottaa huomioon ’settings.py’-tiedostossa oleva ’template’-moottori. Pe-
rinteistä Django-projektia varten riittää, että moottorina käyttää oletusmoottoria ’Djan-
goTemplate’. React toimii sen kanssa ilman mitään ongelmia. Mutta Shuupille tämä ei 
riitä, koska sen hallintapaneeli on rakennettu käyttäen Jinjaa. Se ei toimi käyttäen ky-
seistä moottoria. Se tarvitsee toimiakseen eri moottorin eli ’Jinja2’-moottorin. Sen 
kanssa React taas ei kykene toimimaan. Ongelman parissa kului hyvin paljon aikaa, 
koska samankaltaista ongelmaa ei tullut vastaan laajan etsinnän ja tutkimisen jälkeen. 
Ongelma ratkaistiin tässä vaiheessa vain lisäämällä molemmat moottorit ’settings.py’-
tiedostoon. Ratkaisu toimi, eikä virheilmoituksia enää tullut. Tähän tulee vielä palata 
uudestaan, mikäli on olemassa parempi ratkaisu ongelman selvittämiseen.  
4.5     Komponentit 
Django-sovellukseen luotuun ’template’-kansioon luodaan ’base.html’-tiedosto, joka 
sisältää kaikki sivustolla toistuvat HTML-elementit sekä mahdolliset linkitykset ulkopuo-
lisiin fontteihin ja ohjelmistokehyksiin. ’Body’-elementin sisälle on tarkoitus tuoda sisäl-
töä eri näkymistä käyttäen Djangolle ominaista merkintätapaa, joka toimii moiteetto-
masti HTML-koodin kanssa (koodiesimerkki 6). 
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  {% block body %}{% endblock %} 
Koodiesimerkki 6.     Djangon blokki-merkintä projektissa. 
Tämän blokkimerkinnän sisälle voidaan renderöidä haluttua sisältöä, joka on tässä ta-
pauksessa nimetty ’body’:ksi. Itse sisältö on niin sanotun lapsitiedoston vastuulla, jonka 
tulee jatkua ’base.html’-tiedostosta. Sen tulee sisältää samanniminen blokki, jonka si-
sälle on asetettu haluttu sisältö [28]. Samanlaisia lapsitiedostoja voi olla useampia, ja 
niiden välillä pystytään muun muassa navigoimaan sivulta toiselle. 
Tässä vaiheessa ensimmäiseen lapsitiedostoon luodaan ’<div>’-elementit sekä yläna-
vigaatiolle että sivun alanavigaatiolle. Niiden on tarkoitus pysyä jokaisella mahdollisella 
alasivulla samana, joten niitä ei kannata sijoittaa seuraavaan lapsielementtiin ollenkaan 
uudelleen latautumisen estämiseksi. Niiden sisälle luodaan uusi Djangon blokki-mer-
kintä, johon sijoitetaan muu sivun sisältö. 
Toiseen lapsitiedostoon ei luoda mitään muuta kuin yksi <div> -elementti, jonka id:ksi 
tulee asettaa ensimmäisen luodun komponenttiluokan nimi, jotta React-komponentti 
tunnistaa, mihin sisältö renderöidään. Aiemmin luodut kääntäjä ja pakkaaja tulee linkit-
tää tiedostoon koodiesimerkin 7 tavalla. 
  {% extends ”body.html” %}                               
.          {% load render_bundle from webpack_loader %}          
.          {% block main %}                                      
.             <div id=”Index”></div>                                                                      
.          {% render_bundle ’vendors’ %}                         
.          {% render_bundle ’Index’ %}                             
.          {% endblock %} 
Koodiesimerkki 7.     HTML-lapsitiedosto projektista. 
Lapsiblokki sisältää pohjan tulevalle etusivulle. Mallia käytetään pohjana aina yhdelle 
sivupohjalle, jotta navigointi voidaan toteuttaa käyttäen Djangon omia navigointiominai-
suuksia. Tämä ei tosin ole pakollinen tapa toteuttaa kyseistä asiaa, mutta tässä projek-
tissa katsottiin järkeväksi hyödyntää molempien teknologioiden tarjoamia ominaisuuk-
sia.  
Alasivuja toteutettiin kaiken kaikkiaan tässä vaiheessa neljä, sen mukaan, minkä ver-
ran navigaatiossa oli linkkejä. Mahdollisia alasivuja luotiin näin alustavasti koti-, kaup-
!19
pa-, informaatio- ja yhteystiedotsivut. Navigaatioita on helppo hallinnoida, koska siitä 
on tehty kokonaan oma React-elementti. Samaiseen tiedostoon ylänavigaation kanssa 
luotiin alanavigaatio-elementti, jotta tiedostojen rakenne pysyisi loogisena tulevaisuu-
den hallinnoinnin kannalta. 
Sivusto jaettiin erilaisiin komponentteihin niin kuin perinteisissä React-projekteissa on 
tarkoituksena tehdä. Tässä projektissa etusivu jaettiin omiin suurempiin komponenttei-
hin, joita jaettiin pienempiin komponentteihin tarpeen mukaan. Isompia osioita toteutet-
tiin muun muassa tuoteosio, informaatio-osio ja erillisiä pienempiä tekstiosiota, jotka 
eroavat asetteluiltaan informaatio-osiosta. Ajatuksena tässä on se, että komponentit 
voidaan tarpeen tullen sommitella uudelleen sivulle eri järjestyksessä. 
Toistaiseksi etusivulle toteutettiin kolme tyyliltään erilaista komponenttia. Ideana oli, 
että samaa komponentin tyyliä pystyisi käyttämään useaan eri käyttötarkoitukseen si-
vulla. Tällä voidaan myös varmistaa, että sivun tyyli pysyy yhtenäisenä jatkossakin. 
Kuvassa 6 on käytetty samaa komponenttia luomaan kaksi erilaista osiota etusivulle. 
Esimerkissä ne ovat allekkain havainnollistamisen helpottamiseksi. Käytännössä tyyli 
ja asettelu pysyy samanlaisena molemmissa. Sisällön, otsikot ja taustakuvan pystyy 
määrittämään erikseen yksittäiselle komponentille. Näin saadaan kaikki elementit soin-
tumaan asetteluiltaan yhteen. 
Kuva 6.     Komponenttiesimerkki eri käyttötarkoituksessa projektissa. 
Komponentit sijoitetaan perinteiseen sivupohjaan käyttäen Reactin omia ominaisuuk-
sia. Jokainen osiokomponentti sisältää itsessään oman ’container’-elementin, joka ni-
too osion sisällä olevat elementit yhteen. Ilman tätä elementtiä React ei pysty rende-
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röimään irrallisia elementtejä. Itse osiokomponentit sijoitetaan etusivun suurempaan 
komponenttiin, joka renderöidään näkyviin etusivulle tarkoitettuun ’<div>’-elementtiin. 
Lopulta päädyttiin toteuttamaan yksinkertainen sivupohja myös muutamaa alasivua 
varten. Tästä hyvä esimerkki on yksittäinen tuotesivu, joka käyttää samaa tuotekompo-
nenttia kuin etusivu, mutta sen tyylittely on toteutettu eri tavalla. 
4.6     Datan periytyminen 
Datan periyttäminen React-komponentilta toiselle on mahdollista ’props’:ien avulla. 
Komponentti pystyy perimään dataa vanhempikomponentilta lapsikomponentille ja toi-
sinpäin. ’Props’:eja on mahdollista käyttää muutamalla eri tavalla. Kehittäjä pystyy 
luomaan omia periytyviä ominaisuuksia, tai vaihtoehtoisesti on myös mahdollista käyt-
tää vallitsevampaa datan periytymistä niin sanottujen ’lasten’ avulla. Tämä tarkoittaa 
käytännössä kaikkea sitä, mitä React-elementin sisälle on sijoitettu.  
React-elementtejä pystyy käyttämään kahdella eri tavalla, joko sulkumerkin kanssa tai 
ilman. Koodiesimerkissä 8 on luotu ’TextSection’-niminen osio, jolla on omia attribuutte-
ja, ja sen sisälle on sijoitettu tekstiä. Mikäli elementin sisälle on sijoitettu dataa, tulee 
käyttää sulkumerkintää. Attribuutteja ja tekstiä pystytään periyttämään käyttämällä hy-
väksi Reactin tarjoamia ’props’-ominaisuuksia. 
<div style={styles.fullWidthElement, styles.baseImg.second}>                                   
. <div className="container">                                                       
.   <TextSection mainTitle="Got interested?" title=”Contact us   
.    via email" buttonText="Contact" buttonLink="contact">               
.     Aliquam sodales lacus non lacus lacinia condimentum.                                                     
.   </TextSection>                                               
. </div>                                                       
</div> 
Koodiesimerkki 8.     React-elementin attribuutit projektissa. 
Tätä esimerkkiä käytettiin itse projektissa muun muassa etusivun yhteystiedot- ja in-
formaatio-osioissa. Koska ’TextSection’-elementtiä voi käyttää uudestaan, ovat sen att-
ribuutit ja sisältö vaihdettavissa. Ne ovat perinnöllisiä elementiltä toiselle ja määrittävät, 
mitä osiossa tulee näkymään. Tämän elementin data periytyy koodiesimerkin 9 mukai-
sesti. 
<div style={styles.padding} className="col-sm-10 col-sm          
.offset-1”>                                                     
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.   <div style={styles.titles}>                                     
.     <h2 style={styles.center}>{this.props.mainTitle}</h2>       
.     <h4 style={styles.center}>{this.props.title}</h4>          
.   </div>                                                        
.   <p style={styles.p}>{this.props.children}</p>                                                           
.   <a href={this.props.link} style={styles.button}              
.    className=”btn btn-primary”>{this.props.buttonText}</a>                                                       
</div> 
Koodiesimerkki 8.     Props-esimerkki projektista. 
Elementille on annettu kolme eri attribuuttia, jotka määräävät muun muassa osion otsi-
kon, alaotsikon, painikkeen tekstin ja linkin sivustolle, mihin sen halutaan ohjaavan. 
Nämä kaikki attribuutit määritellään elementtikohtaisesti, niin kuin on jo aiemmin mai-
nittu. Niiden periyttäminen tehdään perinteisten ’props’:ien avulla sijoittamalla ’{this.-
props.myAtribute}’ kohtaan, johon halutaan ’myAtribute’-attribuutin sisällön sijoittuvan. 
Mikäli itse elementin sisälle on sijoitettu tekstiä tai muuta dataa, voidaan periyttämiseen 
käyttää ’{this.props.children}’-merkintää. Tämä tapa ottaa huomioon kaiken, mitä ele-
mentin sisälle on sijoitettu. 
Sivuston linkit ja painikkeiden linkit tuottivat aluksi ongelmia. Alkuperäisenä ideana olisi 
ollut käyttää React-Router-kirjastoa apuna koko sivun toteutuksessa. Jostain syystä 
kirjasto ei toiminut odotetulla tavalla Djangon kanssa. Ongelma ratkaistiin jättämällä 
React-Router kokonaan pois toteutuksesta ja linkitykset sovellettiin käyttämällä Djan-
gon tarjoamia URL-ominaisuuksia. 
Sivujen polut määriteltiin ’urls.py’-tiedostoon perinteisellä Djangon tavalla. Niihin linki-
tettiin jokaisen halutun sivun ’template’-pohja sen mukaan, minkä sivun haluttiin rende-
röityvän selaimeen linkkiä painamalla. Tämän jälkeen tulee lisätä sama polku haluttuun 
elementtiin, joka lopulta laukaisee esimerkiksi sivun vaihdon. Linkit toimivat komponen-
teissa perinteisillä HTML ’href’-attribuuteilla. Perinteisen polun sijasta tulee kuitenkin 
käyttää merkintätapaa, joka on toimivampi Reactin kanssa eli Javascriptiä. Koodiesi-
merkissä 10 on kaksi erilaista tapaa määritellä polut. Ensimmäinen polku on asetettu 
niin sanotusti kiinteäksi, ja toinen polku peritään toiselta elementiltä. Molemmat merki-
tään ’urls.py’-tiedostossa kuitenkin samalla tavalla kohdassa ’urlpatterns’ (koodiesi-
merkki 11). 
 <div>                                                           
   <a href={’/yoururl’}>                              
   <a href={this.props.yoururl}>                            
 <div> 
Koodiesimerkki 10.     Polun määrittäminen projektissa. 
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urlpatterns = [                                                  
.    …                                                             
.    url(r’^yoururl’, generic.TemplateView.as_view(                
.        template_name=’yourtemplate.html’)),                                                               
.    …                                                           
] 
Koodiesimerkki 11.     Polun määrittäminen projektin ’urls.py’-tiedostossa. 
Huomioitava ero näissä on se, että mikäli polku on periytyvä, se ei tarvitse erillisiä heit-
tomerkkejä. Näiden molempien menetelmien avulla Django ymmärtää, mitä polkua 
haetaan, ja pystyy sen mukaan vaihtamaan sivustolta halutun osion. Näitä tapoja pys-
tytään käyttämään lähes kaikissa sivuston muutoksissa, koska toteutuksen on tarkoitus 
olla mahdollisimman yksinkertainen. 
4.7     Tyylin luominen 
Projektin edetessä havaittiin, että tapoja toteuttaa tyylejä on muutamia erilaisia. Tekijät 
jakaantuivat tässä kohtaa kahtia. Toisten mielestä React mahdollisti ja joissain tapauk-
sissa jopa poisti kokonaan niin sanottuja vanhanaikaisia ongelmia, joihin moni alan te-
kijä on törmännyt varmasti useammin kuin kerran tyylejä toteuttaessa.  
Varmasti moni ohjelmistokehittäjä on uransa aikana törmännyt suuriin ja pitkiin tyylitie-
dostoihin, joihin muutosten tekeminen tuntuu pelottavalta ja ehkä mahdottomalta aja-
tukselta. Vaikka todellisuudessa haluttu muutos olisikin pieni, sen toteuttaminen tekni-
sellä tasolla saattaa olla paljon monimutkaisempi kuin mitä osaisi ajatella. Tämä johtuu 
yksinkertaisesti siitä, että useat elementit saattavat käyttää samoja luokkien nimityksiä. 
Kehittäjän tulee siis varmistaa muutosta tehdessään, että mitään muuta ei rikkoudu 
ulkoasussa. 
Reactin ansiosta on mahdollista päästä eroon pitkistä tyylitiedostoista kokonaan 
’inline’-tyylittelyn ansioista. Tämä tarkoittaa sitä, että jokaisen yksittäisen komponentin 
tyylit sijaitsevat samassa tiedostossa komponentin kanssa.   Tulee kuitenkin muistaa, 
että koodi on Javascriptiä. Näin ollen erillistä tyylitiedostoa ei tarvitse luoda ollenkaan. 
On kuitenkin suositeltavaa, että yleisimmät tyylit, kuten esimerkiksi fontit ja muut glo-
baalit tekijät, sijoitettaisiin yhteen tiedostoon niin, että se on helposti liitettävissä jokai-
seen komponenttiin. Näin ollen kuka tahansa projektiin uutena tullut kehittäjä pystyy 
arvioimaan ja päättämään, onko haluttu muutos turvallista tehdä [29].  
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On mahdollista käyttää perinteistäkin CSS-tyylittelymenetelmää, mikäli syystä tai toi-
sesta inline-tyylittely ei ole vaihtoehto. Tässä kohtaa voidaan argumentoida ja käydä 
keskustelua siitä, menevätkö tässä tapauksessa Reactin tarjoamat mahdollisuudet 
hukkaan. 
Tässä projektissa päätettiin käyttää komponenttikohtaisia tyylejä, koska tarkoituksena 
oli opiskella Reactia mahdollisimman laajasti sen tuomia hyötyjä käyttäen. Globaalit 
tekijät listattiin perinteisellä CSS-tyylimäärittelyllä ’base.html’-tiedoston alkuun, ja näin 
ollen erillistä Javascript-tiedostoa ei tarvinnut toteuttaa eikä sitä tarvinnut lisätä jokai-
sen komponentin alkuun erikseen. 
Jokaisella osiokomponentilla on omat vakiotyylinsä, kuten esimerkiksi otsikkojen koot 
ja tekstin asettelut. Värit, kuvat ja yksilökohtaiset tyylit asetettiin etusivun kokoavaan 
komponenttiin. Näin yksilöllisiä tyylejä ei tarvitse etsiä irrallisista tiedostoista, vaan nii-
den kaikkien hallinnointi tapahtuu yhdessä ja samassa tiedostossa. Tätä toteutustapaa 
on tarkoitus käyttää koko projektissa. 
Tyylien määrittelyt luodaan Javascript-objektiin, josta niitä pystyy referoimaan haluttuun 
elementtiin. Lähes kaikki perinteiset CSS-ominaisuudet toimivat luotaessa ’inline’-tyyle-
jä. Ainoa merkittävä ero on, että ominaisuudet, jotka käyttävät yhdysmerkkiä, kuten 
esimerkiksi ’background-color’, tulee kirjoittaa niin sanotussa ’CamelCase’-muodossa 
eli tässä tapauksessa yhdysmerkki poistetaan ja oikea merkintätapa olisi ’background-
Color’. 
Tyyleihin referoiminen tapahtuu Reactille ominaisella tavalla. Koodiesimerkissä 12 
kaikki komponentin tyylit sijaitsevat ’jsObject’-nimisessä objektissa. Tämän ’<div>’-ele-
mentin yksilölliset tyylit on määritetty objektin sisällä lapsiobjektiin ’myStyle’, joka sisäl-
tää tyylin määrittelyt nimettyinä arvoina. On myös mahdollista referoida kahteen eri tyy-
lejä sisältävään objektiin samassa elementissä. Tällöin aaltosulkeiden sisälle merkitään 
kaksi eri tyyliä samaan tapaan ja ne tulee erottaa toisistaan pilkulla. 
    <div style={jsObject.myStyle, jsObject.scndStyle}> 
Koodiesimerkki 12.     Tyylin linkittäminen elementtiin projektissa. 
Projektissa otettiin myös Radium-kirjasto käyttöön osassa komponenteissa, missä se 
katsottiin tarpeelliseksi. Tämän kirjasto on helppo ottaa käyttöön sen jälkeen, kun se on 
saatu asennettua. Kirjasto tulee linkittää haluttuun komponenttiin samalla tavalla kuin 
esimerkiksi React. Tämän jälkeen lisätään komponentin luokan edelle ’@Radium’-ko-
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riste, minkä jälkeen tyylien luomista voi jatkaa tavalliseen tapaan [12]. Näin saatiin 
käyttöön muun muassa ’media-queryt’. 
Osa tyylillisistä ominaisuuksista tulee suoraan Bootstrap-ohjelmistokehykseltä, kuten 
esimerkiksi osa painikkeiden tyyleistä. Niistä tosin osa kumottiin, jotta tyyli ei olisi ident-
tinen alkuperäisten Bootstrapin tarjoamien tyylien kanssa. Painikkeista poistettiin muun 
muassa niiden reunukset ja väri, ja fontti vaihdettiin istumaan paremmin haluttuun tyy-
liin. Kokonaisuudessaan sivu käyttää vain pienen osan Bootstrapin alkuperäisistä tyy-
leistä, mutta sen olemassaolo projektissa nopeuttaa tyylien luomista mainittavasti. Se 
tarjoaa myös responsiiviset ominaisuudet valmiiksi, mikä on sen pääasiallinen käyttö-
tarkoitus koko projektissa. 
Koska valmista suunnitelmaa ei projektilla ollut, tyylien toteuttaminen jäi vielä kesken ja 
loppulliseen valmiiseen lopputulokseen tyylillisesti ei vielä tässä vaiheessa päästy. 
Koodin rakenne ja toiminnallisuuksien toteuttaminen meni tässä projektissa tyylittelyn 
edelle. Kunhan kaikki tekninen ja rakenteellinen on saatu valmiiksi, tyyleihin keskity-
tään täysipäiväisesti. Toistaiseksi tyylillisesti tärkeitä seikkoja ovat olleet tekstin asettelu 
sekä sivuston ja elementtien marginaalit.  
4.8     Haasteet 
Projektin edetessä haasteita tuli vastaan enemmän, kuin alun perin osattiin odottaa. 
Koska jo itsessään Reactin käyttäminen ei ole itsestäänselvä asia, oli sen  sovittami-
nen Djangon kanssa yhteen vähintäänkin täynnä haasteita. Puhumattakaan Shuupista, 
jonka oma sisällönhallintajärjestelmä käyttää eri teknologioita hyväkseen. Tämä aiheut-
ti muun muassa ajoittain konflikteja työn edetessä. 
Ongelmiin oli vaikea varautua, koska käytetyt teknologiat olivat itselleni suhteellisen 
uusia ja teknisesti tuntemattomia. Kokemattomuus kaikista teknologioista aiheutti pal-
jon haasteita, ja ajoittain huomasin keskittyväni vain yhteen teknologiaan, eikä koko-
naisuuden hahmottaminen ollut helppoa. Ratkaisujen arvioiminen vaikeutui myös sa-
masta syystä. Aiempi kokemus olisi ollut tarpeen. Silloin olisi ollut helpompi tehdä hyviä 
teknisiä ratkaisuja ja ottaa projektissa käyttöön jokaisen käytetyn teknologian vahvuu-
det ja korostaa niitä lopullisessa toteutuksessa. 
Haasteita aiheutti kokemattomuuden lisäksi materiaalin vähyys aiheesta. Jonkin verran 
löytyi esimerkkejä, joissa oli yhdistetty Django ja React, mutta vain muutamia. Ilmeises-
ti aihe on vielä sen verran uusi, että siihen ei ole vielä pureuduttu kunnolla. Tästä syys-
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tä ratkaisuja tuli vain testata. Monet niistä saatiin aikaiseksi kokeilemisen ja monien 
erehdyksien kautta. Tähän kului aivan turhan paljon aikaa. 
Graafisen suunnitelman puuttuminen hidasti projektia huomattavasti. Kun varsinaista 
suunnitelmaa ei ollut, oli ratkaisujen tekeminen hitaampaa ja aiheutti ajoittain ylimää-
räistä pohdintaa. Toisekseen kun varsinaista asiakasta ei projektilla ollut, oli vaikea ar-
vioida, mitkä komponentit olisivat oikeasti tarpeellisia ja mitkä tarpeettomia. Tästä syys-
tä esimerkiksi navigaation määrittäminen jäi hieman ympäripyöreäksi ja projektissa to-
teutettiin vain muutama erillinen alasivu. 
Ajoittain komponenttien rakentamisessa Bootstrap aiheutti ylimääräistä päänvaivaa, 
koska sillä on omat suosituksensa, kuinka sivusto tulisi rakentaa käyttäen sen ominai-
suuksia. Koska React-komponentti ei toimi, mikäli sillä ei ole yhtä sisältöä sitovaa ul-
koista elementtiä, oli ajoittain haastavaa hahmottaa, mikä Bootsrapin tukema attribuutti 
olisi ollut sopivin uloimmalle elementille. Eri attribuuttivaihtoehdot vaikuttivat omalla ta-
vallaan asetteluun, ja joissakin tilanteissa lisäsi ylimääräisiä marginaaleja, jotka eivät 
olleet toivottuja. Vaikka ne saa aina tarpeen tullen kumottua määrittämällä uuden tyylit 
elementeille, se aiheuttaa helposti ylimääräisiä koodirivejä ja asettaa tiettyjä rajoitteita. 
Bootstrapin tyylien kumoaminen ei aina ole järkevin vaihtoehto, ja mikäli on mahdollis-
ta, sitä tulisi mieluiten välttää. 
Projekti oli kokonaisuudessaan hyvin laaja. Mitä pitemmälle projektissa edettiin, sitä 
enemmän sen vaativuus ja laajuus selkeni. Reactin ja Djangon käyttäminen samassa 
projektissa ei ole ollenkaan niin itsestäänselvää, kuin voisi toivoa. Esimerkkiratkaisuja 
ei juurikaan löytynyt, mikä aiheutti niin sanotun hiekkalaatikkoefektin kehitystyössä. 
Virheitä sai tehdä paljon, ja niistä myös oppi paljon. 
4.9     Jatkokehitys 
Projekti jäi vielä kesken, koska se osottautui hyvin haastavaksi. Monia asioita tulee vie-
lä toteuttaa tulevaisuudessa. Keskeisimpiä asioita on muun muassa, miten Shuupin 
käyttämät Jinja-funktiot saadaan toimimaan Reactin kanssa samassa tiedostossa.  
Yksi mahdollinen tapa käsitellä Reactia ja Jinjan ominaisuuksia samassa tiedostossa 
voisi olla Nunjuck-kirjaston käyttö. Se imitoi hyvin vahvasti Jinjan syntaksin tyyliä, ja 
näin ollen ne saattaisivat toimia yhdessä. Tässäkin tulee varautua mahdollisiin ongel-
miin, koska syntakseissa on myös pieniä eroja. Nunjuckiin ei ole vielä toistaiseksi to-
teutettu kaikkia Jinjan tukemia työkaluja, kuten kuva 7 havainnollistaa. 
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Kuva 7.     Nunjuckista puuttuvat Jinjan ominaisuudet [30]. 
Myös kaikki mukautetut Python-suodattimet ja laajennukset tulee kirjoittaa käyttäen 
Javascriptiä [30]. Mahdollisiin komplikaatioihin ja ongelmiin tulee varautua, koska 
Shuup käyttää Jinjaa jo valmiiksi, eikä sitä ole rakennettu kunnioittamaan Nunjuckin 
puutteita. On hyvin mahdollista, että tähän käytetään jotain toisenlaista toteutustapaa. 
Jää tulevaisuudessa nähtäväksi, mikä toteutus ja tekniikka saadaan toimimaan Shuu-
pin kanssa parhaiten. 
Koska teeman tyylittely jäi selkeästi kesken, kun tekniset seikat priorisoitiin tärkeäm-
miksi, se toteutetaan myöhemmin loppuun. Tarkoituksena on käyttää samaa tapaa to-
teuttaa tyylejä, kuin projektissa jo aloitettiin. Ideana on luopua lähes täysin perinteisistä 
tyylitiedostoista ja käyttää ’inline’-tyylejä. Kun jokaisella komponentilla on omat yksittäi-
set tyylinsä, on niiden muokkaaminen turvallisempaa. Näin säästytään myös niin sano-
tulta kuolleelta koodilta, joka ei vaikuta mihinkään. Mikäli jatkossa halutaan tehdä suu-
rempia muutoksia teeman tyyliin, se voi olla tavallista pidempi prosessi, mikäli kompo-
nentteja on paljon. Komponenttien järkevän organisoinnin tärkeys korostuu tässäkin 
kohtaa. 
Tyylien jälkeen on järkevintä keskittyä erillaisiin animointeihin sivustolla. Niillä pyritään 
parantamaan käyttökokemusta. Animoinnit on suotavaa toteuttaa käyttäen Javascrip-
tiä, mikä tässä tilanteessa ei tule olemaan ongelma, koska React-komponentteihin on 
erittäin helppo lisätä komponenttikohtaisia toiminnallisuuksia käyttäen perinteistä Ja-
vascriptiä. Ajatuksena on muun muassa helpottaa sivustolla navigointia käyttäen niin 
sanottuja ankkuripisteitä. Toisin sanoen, esimerkiksi linkkiin asetetaan ominaisuus, joka 
laukaisee vierityksen etusivulla ja asettaa selaimen ikkunan sivuston haluttuun koh-
taan. Toinen ominaisuus tulee olemaan navigaation piilottaminen vieritettäessä ja sen 
ilmestyminen takaisin näkyviin vierityksen loppuessa. 
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Viimeiseksi projektissa keskitytään siihen, miten toteutettu sovellus saadaan toimimaan 
Shuupissa halutulla tavalla lisäämällä se projektin ’INSTALLED_APPS’-osioon. Tähän 
ei ole olemassa missään suoranaisia ohjeita, joten se mitä ilmeisimmin toteutetaan yh-
teistyössä Shuupin kehittäjien kanssa. 
4.10     Analyysi 
Kokonaisuudessaan Reactin ja Djangon yhdistäminen on mielestäni erittäin hyvä idea, 
koska React ja Python muistuttavat etäisesti toisiaan syntakseiltaan. Vaikka näiden 
teknologioiden yhdistäminen ei ole yksinkertaista, alkuvaiheen vaikeuksien ja pakettien 
asentamisen jälkeen työskentely oli huomattavasti kevyempää ja mutkattomampaa. 
Reactin kanssa työskentely oli miellyttävää ja nopeaa. Komponenttien rakenne kannat-
taa suunnitella valmiiksi, jotta koodi pysyy mahdollisimman loogisena ja yhtenäisenä 
koko projektissa. Komponentit voi rakentaa niin monella erilaisella tavalla, että hyvä 
suunnitelma on tärkeä. Jokaisen komponentin kohdalla kannattaa miettiä niiden käyttö-
tarkoitusta jo ennen toteutusta ja sen mukaan suunnitella niiden yksityiskohtaisempaa 
rakennetta. Mielessä on myös hyvä pitää niiden uusiokäyttö. Mikäli komponentteja aio-
taan käyttää uudestaan, ne tulisi rakentaa niin, että ne toimivat halutuissa käyttötarkoi-
tuksissa mahdollisimman monipuolisesti. 
Aina ajoittain huomasin keskittyväni vain yhteen teknologiaan kerralla ja kokonaisuu-
den ajattelu unohtui helposti. Django jo itsessään on laaja työkalu, joka tarjoaa valmiik-
si hyvät ominaisuudet kehittäjille. Voidaan argumentoida, onko Reactin käyttö välttä-
mättä tarpeellista projekteissa, jotka on rakennettu Django-ohjelmistokehyksen päälle. 
Tuoko React lopulta niin paljoa hyötyä kehittäjälle, että vaiva pakettien asentamiseen 
kannattaa nähdä, vaikka Django jo itsessään tarjoaa  hyvinkin samankaltaisia ominai-
suuksia? Ehkä tähänkin saadaan vastaus tulevaisuudessa, mikäli Django- ja React-
projektit yleistyvät kehittäjien keskuudessa.  
Ehkä järkevämpi lähestymistapa olisi ollut teeman luominen ensin perinteisellä Shuu-
pin tavalla ja lisätä siihen Reactilla toteutettuja komponentteja pikku hiljaa, kuin aloittaa 
koko projekti alusta alkaen pelkällä Reactilla. Selkeä määritelmä halutulle lopputulok-
selle olisivat helpottanut toteutuksen suunnittelua ja antaneet selkeämmän suunnan 
edetä projektin kanssa. Ratkaisuja olisi mielestäni tullut punnita sen mukaan, olisiko 
Reactin lisääminen tuonut mukanaan huomattavia hyötyjä kussakin käyttöskenaarios-
sa verrattuna Shuupin valmiisiin ominaisuuksiin. 
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Ehdottomasti käytännöllisin käyttöskenaario verkkokaupan toteutuksessa Reactilla olisi 
tuotesivun ja tuotteiden selaaminen sen nopeuden takia. Muissa perinteisemmissä si-
vupohjissa, joissa ei tapahdu raskaita muutoksia, voitaisiin käyttää Shuupiille ominai-
sempaa toteutustapaa. Ei välttämättä ole järkevintä yrittää tehdä toteutusta alusta al-
kaen sillä tarkoituksena ei ole keksiä pyörää uudestaan. Shuup kuitenkin tarjoaa jo it-
sessään suhteellisen laajan valikoiman työkaluja sekä toimivan pohjan mille tahansa 
verkkokauppa projektille. Näin ollen React olisi viisainta ottaa käyttöön sellaisissa koh-
dissa sivustoa, missä siitä on selkeää hyötyä muun muassa nopeutensa ansiosta. 
Projektia olisi voinut ja ehkä jopa pitänyt rajata vieläkin enemmän, koska siinä käytettiin 
niin montaa eri kirjastoa ja ohjelmistokehystä. Ne saivat sen paisumaan todella paljon 
ja kasvattivat sen työmäärää huomattavasti. Olisi mahdollisesti järkevää, että tämän-
kaltaisessa projektissa olisi mukana vähintäänkin kaksi kehittäjää, jotta työmäärä ja-
kaantuisi tasaisemmin ja aikaa säästyisi huomattavasti. Tiimissä työskentely olisi anta-
nut myös eri näkökulmia, miten toteutukset olisi järkevintä tehdä ja ongelmat olisivat 
ratkenneet paljon nopeammin. 
5    Yhteenveto 
Insinöörityössä perehdyttiin React-kirjaston ominaisuuksiin ja siihen, miten sillä olisi 
mahdollista toteuttaa ’single-page’-verkkokauppateema Shuup-verkkokauppa-alustalle. 
Tarkoituksena oli saada Djangon perusominaisuudet toimimaan ensimmäiseksi sa-
massa projektissa React-kirjaston kanssa, minkä jälkeen oli tarkoitus vielä perehtyä 
yksityiskohtaisemmin Shuupin ominaisuuksien tuomiseen projektiin. Ideana oli saada 
käyttöön kaikkien teknologioiden vahvuudet lopputuloksessa.  
Mikäli halutaan pysyä mahdollisimman kilpailukykyisinä tämän päivän verkkokauppa-
kehityksessä, todettiin järkeväksi ratkaisuksi ottaa React käyttöön tulevaisuuden pro-
jekteissa. Verkkokaupat saattavat olla hyvin raskaita, esimerkiksi laajan tuotevalikoi-
man takia, mikä huonontaa asiakkaan käyttökokemusta. React on mahdollinen ratkaisu 
käyttökokemuksen parantamiseksi sen virtuaalisen DOM:n ansioista. 
Niin kuin alun perin oli odotettavissa, ei projektissa säästytty ongelmilta. Todettiin, että 
kaikki käytetyt teknologiat eivät aina toimineet keskenään, niin kuin olisi toivottu, ja 
ajoittain jouduttiin soveltamaan ratkaisuja. Tämä kuitenkin tarjosi hyvän ja laajan perus-
tuntemuksen kaikkiin käytössä oleviin kirjastoihin ja ohjelmistokehyksiin. Shuupin kehi-
tystä työstetään jatkuvasti, ja on mahdollista, että siihen saadaan räätälöityjä muutok-
sia, jotta React saadaan toimimaan siinä mahdollisimman tehokkaasti. 
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Myös koodin organisoinnin tärkeys korostui, ja komponentteja pyrittiin rakentamaan 
niin, että niitä pystyisi käyttämään useammassa kuin yhdessä käyttötarkoituksessa. 
Erillinen tyylitiedosto katsottiin järkeväksi jättää pois kokonaan, ja käyttöön otettiin 
Reactin tukema ’inline’-tyylittely, jossa komponenttien tyylit määritettiin niiden kanssa 
samassa tiedostossa. Katsottiin myös järkeväksi ottaa osa Django-ohjelmistokehyksen 
ominaisuuksia käyttöön, koska mahdollisuudet siihen olivat jo olemassa. 
Insinöörityössä todettiin, että perusteellinen suunnitelma ja vaatimusten määrittely jo 
ennen projektin alkamista olisi säästänyt kehitysvaiheessa huomattavasti aikaa. Hyvä 
ja tarkka suunnitelma on kriittinen osa mitä tahansa projektia. Sillä pystytään vaikutta-
maan suoraan työn kulkuun, ja kehittäjällä ei mene turhaan aikaa ratkaisujen punnit-
semiseen. Erillinen tiimi olisi myös mahdollisesti voinut helpottaa projektissa, koska 
vastaavanlaisia toteutuksia ei ole juurikaan tehty. 
Nykyään ja varmasti tulevaisuudessakin useiden teknologioiden risteyttäminen keske-
nään on arkipäivää avoimen lähdekoodin yleistyttyä huomattavasti. On hyvin mahdol-
lista, että samankaltaisten projektien yleistyttyä yleisimpiin ongelmiin löytyy järkeviä 
ratkaisuja. React on jo saavuttanut hyvän ja vankan aseman sen omilla markkinoilla. 
Kokonaisuudessaan projekti oli hyvin mielenkiintoinen, mutta hyvin haastava ja laaja. 
Vaikka valmiiseen ja toimivaan lopputulokseen ei vielä päästy, kehitystä jatketaan vielä 
tulevaisuudessa Reactin suosion kasvun takia ja sen helppojen jatkokehitysmahdolli-
suuksien takia. Mikäli tulevaisuudessa saadaan aikaiseksi yksinkertainen ja toimiva 
runko haluttuun käyttötarkoitukseen, sen kehittäminen on helppoa ja nopeaa. 
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