Bring CS2013 Recommendations into c Programming Course  by Zhao, Lingling et al.
 Procedia - Social and Behavioral Sciences  176 ( 2015 )  194 – 199 
Available online at www.sciencedirect.com
1877-0428 © 2015 The Authors. Published by Elsevier Ltd. This is an open access article under the CC BY-NC-ND license 
(http://creativecommons.org/licenses/by-nc-nd/4.0/).
Peer-review under responsibility of the Sakarya University.
doi: 10.1016/j.sbspro.2015.01.461 
ScienceDirect
IETC 2014 
Bring cs2013 recommendations into c programming course 
Lingling Zhaoa*, Xiaohong Sua, Tiantian Wanga 
aSchool of Computer Science and Technology, Harbin Institute of Technology, P. R. China 
Abstract 
Computer Science Curriculum 2013 has become the guidance of computing education since it was released in 2013by the 
ACM/IEEE-Computer Society. This paper analyzes the CS curriculum development trend, trying to dig the programming-related 
core from CS2013 with respect to the knowledge areas, topics, organization of teaching, and the building of students’ capability. 
Considering the characteristic of our local institution and undergraduates, we present an updated teaching curriculum and lab 
curriculum for C Programming Language course in relation to CS2013 recommendations, which highlight the development of the 
students’ abilities on programming, problem-solving, self-regulated learning, and computational thinking. Finally, we present and 
assess the implementation of the resulting curriculum. 
© 2015 The Authors. Published by Elsevier Ltd. 
Peer-review under responsibility of the Sakarya University. 
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1. Introduction 
The ACM and IEEE Computer Society jointly sponsored the development of Computer Science Curriculum 2013 
(CS2013) (http://ai.stanford.edu/users/sahami/CS2013, 2012). Since released, it has become the guidance of 
computer science major and received the widespread attention. With the sequential publication of the strawman, the 
ironman and the final version, researchers, educators and teachers have made a wide range of discussion on its 
guiding ideology and content (Mehran Sahami, Steve Roach, Ernesto Cuadros-Vargas, Richard LeBlanc, 2013). To 
follow this advanced education principle and bring it into C programming course for Chinese undergraduate CS 
majors, we design a lab syllabus for C programming course to meet the requirement of undergraduates.  
As an important part of CS major, programming course is always being concerned about how it trains students to 
solve problems using a programming language in practice. This is again emphasized in CS 2013, but it’s still lack of 
concrete and practical guidance for practice stage. Therefore, how to make the practice and the knowledge units in 
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the CS2013 match is a key challenge. This paper discusses the problem and gives some recommendations and 
examples for other instructors to use as references in developing and teaching similar courses in the CS curriculum. 
2.  Program design courses in cs2013 
In CS2013, the body of knowledge in computer science has been updated and divided into 18 Knowledge areas 
(http://ai.stanford.edu/users/sahami/CS2013, 2012), including˖ 
x Algorithms and Complexity (AL) 
x Architecture and Organization (AR) 
x Computational Science (CN) 
x Discrete Structures (DS) 
x Graphics and Visual Computing (GV) 
x Human-Computer Interaction (HC) 
x Information Assurance and Security (IAS) 
x Information Management (IM), Intelligent Systems (IS) 
x Networking and Communications (NC) 
x Operating Systems (OS) 
x Platform-Based Development (PBD) 
x Parallel and Distributed Computing (PD) 
x Programming Languages (PL) 
x Software Development Fundamentals (SDF) 
x Software Engineering (SE) 
x System Fundamentals (SF) 
x Social and Professional Issues (SP) 
From the perspective of knowledge units, programming Language and Software Development Fundamentals are 
related to the programming courses. The detailed knowledge units composing these two knowledge areas are listed 
in table 1. 
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Table1. Knowledge areas and their knowledge units related to programming design course 
Knowledge area Knowledge unit hours 
Software Development 
Fundamentals 
Algorithms and Design Core(11,0) 
Fundamental Programming Concepts Core(10,0) 
Fundamental Data Structures Core(12,0) 
Development Methods Core(9,0) 
Programming Languages Object-Oriented Programming Core(4,6) 
Functional Programming Core(3,4) 
Event-Driven and Reactive Programming Core(0,2) 
 
3. Objective and requirement of “c programming” lab syllabus 
By being familiar with the basic syntax and programming practice in a type of programming language (such as C 
or C++), help students to understand the process of software design and development, master the basic methods of 
constructional and object-oriented programming, and in-depth understand the computational thinking on how to 
describe and solve specific problems by computers, as well as the foundational methodologies of software system 
design and implementation.  
Students are required to be familiar with some types of integrated development environment (IDE) as well as the 
common algorithms when solving problems by computers. Furthermore, it is necessary for students to utilize 
constructional and object-oriented programming methods to solve some practical problems, which cultivates their 
program analysis, design, coding and debugging abilities and helps them to get into a habit of good programming 
style. 
4. Organizations of labs 
In our syllabus, we provide 5 required labs and 2 elective labs as well as 2 projects. For required labs, we put 
emphasis on the training of students’ fundamental programming skills, such as debugging, common algorithms and 
problem-solving strategies. For elective labs, higher requirements are brought in so that students need to flexibly 
apply their knowledge to solve some complex problems, additionally, they will face some new methods in software 
development such as incremental testing, which enhances their programming skills as well as computational thinking 
(Jeannette M. Wing, 2006). Here we list the main content of labs and projects designed for undergraduates. 
4.1. Labs 
Lab 1: Basic control structures (required) 
Design and implement a number-guessing game step by step to master how to program by sequence, selection 
and loop structures. 
(1)A user guesses an integer between 1 to 100 which is randomly chosen by a computer, if the user gives the right 
answer, the computer outputs “Right!” , otherwise, it outputs “Wrong!” and reports that the hidden number is higher 
or lower than the number that was guessed, then the game is over; (2) Based on task(1), modify the program to allow 
the user to continue to guess until he/she offers a correct number; (3) Based on task(2), limit the times that the user 
can repeat(for instance, the user can guess 10 numbers at most). Furthermore, if the user hasn’t provided the correct 
number within the given times, the game is over; (4) Based on task(3), modify the program to enable it to offer 
multiple numbers at one running, and the game continues until the user inputs ‘Y’ or ‘y’; if the user hasn’t guessed 
the correct number in the given times, then skip the current number and make the user continue to guess the next 
number.   
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Lab 2: Functions (required) 
Calculate the greatest common divisor (GCD) of two integers by exhaustion, iteration and recursion respectively 
to master how to define and call functions and how to pass parameters into and return values from functions. 
Comprehend the process of function invocation, especially the recursive function invocation. Master problem-
solving strategies and the defensive programming methodology. 
Lab 3: Arrays and pointers (Required) 
Design and implement a menu-driven student score management system to master how to use one-dimension 
arrays, two-dimension arrays or pointers as function parameters and some common algorithms related to arrays, such 
as sorting and searching algorithm. Furthermore, comprehend the role of algorithms in the problem-solving process, 
apply the module programming methodology and debug programs using a modern IDE. 
Assume there are m students who take n examinations(the value of m and n are from user’s keyboard input), write 
a program to realize the following functions: (1)Record student ID, name and all courses’ scores for each 
student;(2)Calculate total scores and average score of each course and each student; (3)Sort by total scores of all 
students in descending order and ascending order respectively; (4) Sort by student ID in ascending order and by 
name in lexicographic order respectively; (5) Search a student’s ranking and scores by student ID and name. 
Lab 4: Structs and files (Required) 
Based on Lab 3, employ structure arrays or singly linked list to rewrite the code of Lab 3 and introduce the file 
processing (write each student’s score table into a file; or read and print each student’s score table from the file). 
Through this lab, master how to use the structure arrays or structure pointers as function parameters, and observe the 
advantages of structure arrays and linked lists in the field of database management instead of arraysof primitive 
types. At the same time, grasp the basic file operations, master in-depth module programming methodology, unit 
testing and incremental testing methodology.  
Lab 5: Object-oriented programming 
Rewrite the code of Lab 3 or 4 in the way of object-oriented programming. In this lab, understand the essential 
differences between object-oriented programming and structured programming, meanwhile observe the advantages 
of object-oriented programming. Further master the fundamental concepts of object-oriented programming, such as 
the definition and implementation of classes, and the creation as well as the application of objects. Be familiar with 
some modern IDEs. 
Lab 6: Grand prix grading system (Elective) 
Design and implement a grading system for Grand Prix to master in depth the application of some common sort 
and search algorithms and how to choose the appropriate data structure to solve practical problems by 
programming.Assume that there are n athletes participating in the grand prix and m (m>2) judges grading all 
athletes. The grading rules include: delete the highest and the lowest score from every athlete’s m scores graded by 
judges, take the average score of the rest scores as the final grade of the athlete. Sort the final grades of all athletes in 
descending order to determine the awards list and assess the accuracy of each judger’s grading. 
Lab 7 A survey system for quality of food and beverage service (Elective) 
Design and implement a survey system for quality of food and beverage service to master in depth the application 
of some common sort and search algorithms and how to choose the appropriate data structure in order to solve 
practical problems by coding. 
Assume that one university invites some students to assess the food and service quality offered by campus 
restaurant; the range for access marking includesome levels; meanwhile they can propose their comments and 
suggestions. Implement the following functions: (1) Show the survey result in the form of histogram with respect to 
each marking level; (2) Given a specific marking level, find and output the number of students grading this marking 
level; (3) Calculate the average mean, median and mode of the total marking levels; (4) Keep records of the 
comments and suggestions in a file for future use. 
4.2. Projects 
Project 1: Contacts system 
Implement a menu-driven contacts system by programming to master the top-down and stepwise refinement 
modularity programming methodology. In this project students should be able to utilize multiple knowledge units 
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including functions, arrays, pointers, structs, files, and some common sorting and searching algorithms. Furthermore, 
this project trains students to improve their abilities of system analysis, design, programming and debugging.  
Project 2: Gluttonous snake game 
Utilize the basic knowledge on object-oriented programming and realize an extended gluttonous snake game 
which could help users to learn English and recite words. This project contributes to help students to master the 
methods of object-oriented programming, and enhance their abilities of system analysis, design, coding and 
debugging.  
(1)User’s account management 
(2)Game management 
(3) Word-reciting management 
Table 2. Knowledge coverage 
Knowledge 
area Knowledge unit Topics covered Lab/Project 
SDF Algorithms and Design 
The concept and properties of algorithms (Informal comparison of 
algorithm efficiency, e.g., operation counts); The role of algorithms 
in the problem-solving process; Problem- solving strategies(Iterative 
and recursive mathematical functions, iterative and recursive 
traversal of data structures, divide-and-conquer strategies); 
Fundamental design concepts and principles (abstraction,program 
decomposition , encapsulation and information hiding, separation of 
behavior and implementation) 
Lab 2, Lab 3, Lab 4, 
Lab 5, Lab 6, Lab 7, 
Project1, Project 2 
SDF Development Methods 
Program correctness; Debugging strategies; Documentation and 
program style 
Lab1, Lab 2, Lab 3, 
Lab 4, Lab 5, Lab 6, 
Lab 7, 
Project1, Project 2 
SDF 
Fundamental 
Programming 
Concepts 
Development 
Methods 
Basic syntax and semantics of a higher-level language; Variables and 
primitive data types; Expressions and assignments; Conditional and 
iterative control structures; Simple I/O. 
Testing fundamentals. 
Lab1 
SDF 
Fundamental 
Programming 
Concepts; 
Development 
Methods 
Functions and parameter passing; The concept of recursion. 
Defensive programming. 
Lab 2 
SDF 
Fundamental Data 
Structures; 
Development 
Methods 
Arrays; Strings and string processing; Pointers (References and 
aliasing). 
Debugging strategies. 
Lab 3, Lab 6, Lab 7,  
Project 1 
SDF 
Fundamental Data 
Structures; 
Development 
Methods 
Records/structs; Linked list;Strategies for choosing the appropriate 
data structure; file I/O. 
Unit testing. 
Lab 4, Lab 6, Lab 7, 
Project 1 
PL 
SDF 
Object-Oriented 
Programming; 
Development 
Methods 
Object-oriented design; Definition of classes: fields, methods, and 
constructors.  
Unit testing; Debugging strategies;Modern programming 
environments. 
Lab 5, Lab 6, Lab 7, 
Project 2 
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5. Conclusion 
Based on the analysis of the CS curriculum development trend, we firstly extract the programming-related core of 
CS2013 with respect to the knowledge areas, topics, organization of teaching, and the building of students’ 
capability. Considering the characteristic of our local institution and undergraduates, we reorganized and redesigned 
the lab curriculum for Program design course, which highlights the development of the students’ abilities on 
programming, problem-solving, and computational thinking.  
Acknowledgements 
The paper was supported by “The Project of Computer Course Reformation for Undergraduate of China’s 
Ministry (Num. 2-2-ZXM-01)” and “The Project of Teaching Reformation in Higher Education of Heilongjiang 
(Num. JG2013010260). 
References 
Computer Science Curricula 2013, http://ai.stanford.edu/users/sahami/CS2013  
Mehran Sahami, Steve Roach, Ernesto Cuadros-Vargas, Richard LeBlanc (2013). ACM/IEEE-CS computer science curriculum 2013: reviewing 
the ironman report.SIGCSE '13 Proceeding of the 44th ACM technical symposium on Computer science education,USA,13-14. 
Jeannette M. Wing(2006). Computational thinking. Communications of the ACM, 49, 33-35 
 
 
 
