The use of whole-cell models in research has the potential to be a powerful tool for scientific discovery, allowing researchers to test hypotheses faster than using in vitro or in vivo methods. Such models can be considered the equivalent of Computer Aided Design for Biology. However, given their complexity, it is still difficult to employ them as an instrument in investigations. In order to solve this problem, we are developing a framework with the purpose to guide and help scientists through the process of creating whole-cell models faster, enabling them to use these tools as part of their research. This paper brings details of the early stages of the framework's development process.
Introduction and Objectives
Whole-cell models are computational models that aims to simulate the behavior of living cells by representing all the intracellular biochemical processes, as well as the function of most (or all) genes in the cell. Even though the current models are not perfect, they have proved to be powerful tools with the potential to enable scientist to explore new methods for scientific discoveries in fields such as medicine, biology and bioengineering [Covert, 2014] .
The first whole-cell model to consider the role of genes in the lifecycle of the cell was created as part of the E-CELL project [Tomita et al., 1999] . Initiated in 1996, soon after the release of the full genome sequence of Mycoplasma genitalium, the team developed a computer model of this bacterium using 127 of the 525 genes, which was enough to simulate a cell capable of performing the basic processes necessary for survival. The model was also capable of reproducing some of the behaviors of the cell, such as the peak for intracellular ATP, followed by a sharp decline, when a starvation process begins.
The most comprehensive whole-cell model to date was presented in 2012, and represents all the 525 genes and most of the molecules in the M. genitalium [Karr et al., 2012; Goldberg et al., 2016] . The model was able to predict relevant cell behavior, such as the impact of nonessential single-gene disruption in the growth rate of the cell [Sanghivi et al., 2013] . These observations were important to ratify the possibility of using such models to accelerate research and guide in vitro or in vivo experiments.
Despite the aforementioned successes in the creation of whole-cell models, developing new ones remains a challenge. The first reason is the large amount of data necessary to represent a cell with acceptable accuracy. For instance, one needs to model the proteins and their functions, the metabolic pathways, the compartments, the extracellular environment, etc. Another challenge is the high computational cost for running simulations of increasingly complex models. That is the case of the Mycoplasma genitalium's model, which needs approximately 1 core day of an Intel E5520 CPU to complete the simulation [Goldberg et al., 2016] .
Moreover, to create and simulate a whole-cell model, one needs to have a strong background in both biology and computer science, which limits the amount of scientists that can use them as a tool for research and prediction. This also restricts the possibility of other uses for whole-cell models, such as in education. To make models accessible to biologists and physicians with average computational knowledge, it would be necessary to simplify the computational part, and one of the ways to do that is to create a software with a user-friendly graphic user interface.
Our goal with this project is to develop a tool that will help the construction of accurate whole-cell models that can be used in research. Therefore, we are creating a framework with graphical user interface that aims to guide the user through the steps of a simplified methodology for model creation. This way, we hope to provide researchers, who otherwise wouldn't be able to build and use whole-cell models, with the possibility of using them as way to accelerate their investigations.
Methodology
Bearing in mind that the main objective is to simplify and expedite the creation of accurate whole-cell models, the first step was to define the requirements and specifications for the framework and its GUI. This was done by analyzing two of the most successful models [Karr et al. 2012; Tomita, 2001] , their biochemical background and current techniques and paradigms for developing biological models [Fall et al., 2002; Karr et al., 2015; Freddolino and Tavazoie, 2012] .
One way to build a whole-cell model is by describing it as a function of chemical species and reactions. By assigning concentrations to each species and rates for each reaction, and creating conditions that determine whether the reaction occurs it is possible to apply a simple ordinary differential equation solver to simulate the behavior of the system. The model can further be refined by adding the function of each gene, protein and organelle. It is possible to do that is by defining each of these components as objects and assigning their behavior to methods associated with them. The complexity, and accuracy of the model can be increased by creating separate compartments or regions within the cell, link reactions to model metabolic pathways, account for the function and structure of the plasma membrane, define the extracellular environment (in terms of concentrations, pH, temperature, osmotic pressure, luminosity, etc.) With all the above information, we established a simplified model creation methodology, and the framework's interface was built reflecting such procedure and taking into account the need for user-friendliness and versatility. The open source version of Qt Creator was the software used to develop the framework's GUI and its basic functionalities were implemented in Python, due to its versatility and simplicity.
The simulation algorithm used by the most recent model was single-threaded and slow [Goldberg et al., 2016] . In order to remove this bottleneck we are developing a parallel version of two simulation algorithms, which are ODE and Gillespie's method (for stochastic simulation). To ensure that the model runs in the most efficient way, C language is being used to implement these algorithms. This choice serves a double purpose: enhancing the efficiency of the code, and enabling easier parallel processing techniques that will be done using the Open MP and MPI standards.
In order to validate the framework, a model of the bacterium M. genitalium will be created and simulated. The results will be compared to experimental data from the literature as well as to the simulation results from the model developed by Karr et al. (2012) as a benchmark.
Framework's specifications and requirements
The input information needed for creating a whole-cell model is diverse and scattered through different databases. For instance, the user will find annotated genome sequences and metabolic pathway maps in KEGG database, but will need to look elsewhere for some specific reaction information. While some organism specific databases, such as WholeCellKB can facilitate the work of the user, they are still not common and, most of the time, incomplete. In order to assist the user in the analysis and selection of data, the framework needs to be able import, organize and display information from different databases that can complement each other.
In cases where the available data is not sufficient to create a comprehensive model, the frameworks must allow the user to create reduced models, using only the information available, to simulate part of the processes involved in a cell, such as a single metabolic pathway or a set of reactions. Another important option the framework must provide is to use prediction tools to estimate the missing values and variables, and thus, assist the user in completing the model.
A living cell can behave in a myriad of ways that makes it difficult to describe its behavior using only one algorithm. For this reason, the framework has to offer the choice to use different types of simulation algorithms. In the first version, three choices are available: partial differential equation, ordinary differential equation, and Gillespie's method algorithm for stochastic simulation. The user must also have the possibility of defining compartments or regions of the cell and assign a specific simulation algorithm to each one of them, provided a clear set of inputs and outputs is possible from each compartment.
The framework is being developed to be versatile regarding the cells that can be modelled, meaning that the user can build models for different organisms, not only for the M. genitalium. However, because of the added complexity present in eukaryotic cells, such as the presence of internal membranes and the occurrence of splicing and other more sophisticated events, the initial goal is to enable the creation of prokaryote cell models only.
Bearing in mind the high computational demand reported in the current models, the support for parallel processing and use of GPU as coprocessor must be implemented. Figure 1 shows details of the framework's architecture and operation. Note that the parallelization occur in the "Model processing" phase, where simulations in different compartments are run by different threads. 
First results
The first stage of the framework's development process, which is the design of its graphic user interface, is complete. The GUI was designed to reflect the methodology that must be followed to build a whole-cell model that takes into account the genetic information, the molecules inside the cell and the reactions they are involved in, the extracellular environment, and the structure of the cell. To allow the user to go through these steps, the framework is divided into five modules: "Import data", "Model configuration", "Simulation configuration", "Technology definitions" and "Results".
The "Import data" module is implemented and functional, and is currently capable of fetching data from KEGG and WholeCellKB databases. The user can define the data to be imported and used for the model building. Figure 2 shows a preview of how the framework's first module works. It is possible to select the repository from which the data should be imported, the cell/organism, the variant (if more than one is available in the repository), and the data type, which can be the genome sequences, chemical species, reactions or metabolic pathways. The framework creates a separate file containing classes corresponding to every type of information that is allowed to be used for model creation in the framework, and each entry in the table in figure 2 is written in the same file as an object of the corresponding class (data type). These objects will be used alongside the reactions, concentration and positional information (if available) as inputs to the simulation algorithm.
The "Model configuration" module is where the user will use the data imported previously to build the mode and define other important information and parameters for the cell, such as its shape and size, the extracellular environment, membrane structure and composition, concentrations of each species and (optionally) define regions of the cell that has a different behavior (i.e. assign a different simulation algorithm or different concentrations for one or more species). The user is also allowed to manually input new data from other sources (papers, experimental data, information from other databases, etc.), and determine or change the reactions and interactions between each component. Each new piece of information given by the user is also stored as an object in the same file as the imported data, and a new python script is created with the remaining definitions. The module also allows the user to save the model with all the definitions and inserted data at any time.
Figure 2. A preview of the "Import data" module of the framework
The Simulation configuration module allows the user to choose the simulation algorithm, what information should be monitored and displayed, the desired results output and to be used. In short, this module will allow the user to opt for a simpler simulation for faster results, or a more complete study.
In the Technology definitions module, the user can decide whether parallelization of the model should occur, and what resources should be used. For instance, the user can turn on the use of graphic card as a coprocessor and select which clusters will be used to run the simulation.
The Results module is designed to show the results of the simulation through graphics in real time. It also provides the option to abort the simulation in the event of unexpected model behavior. Once the simulation is complete, the user will have access to a report containing the main results, simulation definitions used and simulation logs.
With the exception of the data importation module, all the other sections of the framework are currently under development and have either partial functionality or no functionality yet.
