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Implementacija algoritma Adding-Doubling v programskem jeziku
Python
Izvleček
Adding-Doubling je analitična metoda, ki se uporablja za opis transporta svetlobe
v homogenih in prečno neskončnih plasteh. Zaradi natančnosti in hitrosti metoda
predstavlja velik potencial pri simulaciji bioloških tkiv v biomedicini. S poznavanjem
spektrov odbojnosti in prepustnosti tkivnih vzorcev se lahko namreč dokopljemo do
pomembnih informacij o optičnih lastnostih tkiv, ki so pomembne tako za diagno-
stično kot za terapevtsko rabo.
V okviru diplomske naloge skušamo metodo Adding-Doubling implementirati v
programskem jeziku Python in jo optimizirati z uporabo ustreznih knjižnic za upo-
rabo tako na grafični kot na glavni procesni enoti. V nalogi predstavimo teoretično
ozadje samega algoritma in pomembnih svetlobnih interakcij. Opišemo implemen-
tacijo in strukturo algoritma. V nadaljevanju primerjamo natančnost in hitrost
algoritma z metodo Monte Carlo in že obstoječim Adding-Doubling algoritmom v
programskem jeziku Matlab. S spreminjanjem parametrov raziščemo optimalne na-
stavitve algoritma za željeno natančnost. Algoritem uporabimo pri oceni nasičenosti
kisika v kožnem tkivu. V zaključku predstavimo ugotovitve in možne izboljšave.
Ključne besede: Python, Adding-Doubling, modeliranje transporta svetlobe

Implementation of the Adding-Doubling algorithm in Python
programming language
Abstract
Adding-Doubling is an analytical method used for the description of light transport
in homogeneous and transversely infinite layers. Due to its accuracy and speed,
the method presents a great potential for the simulation of biological tissues in
biomedicine. By measuring the spectra of reflectance and transmittance of the
tissue, we can obtain crucial information about its optical properties, which are
beneficial in diagnostic and therapeutic use.
As part of this thesis, we implemented the Adding-Doubling algorithm in Python
programming language and optimized it using suitable libraries for use on both the
GPU and the CPU. We present the theoretical background of the said algorithm
and important light interactions. We describe the implementation and the structure
of the algorithm. Furthermore, we compare the accuracy and the speed of the al-
gorithm with the Monte Carlo method and the currently existing Adding-Doubling
algorithm in the Matlab programming environment. By varying the parameters, we
investigate the optimal algorithm settings for the desired accuracy. The algorithm
is used to assess oxygen saturation of human skin. In conclusion, we present the
findings and possible improvements.
Keywords: Python, Adding-Doubling, modeling of light transport
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V biomedicini se z izboljšanjem računalniških orodij in slikovnih tehnik poleg usta-
ljenih metod ultrazvoka, računalniške tomografije in magnetne resonance pojavljajo
tehnike, ki izkoriščajo uporabo vidne svetlobe. Ena izmed takih metod je hiper-
spektralno slikanje, ki zaradi cenovne dostopnosti in neinvazivnosti predstavlja velik
diagnostični in terapevtski potencial. Ker je svetloba v tkivu podvržena različnim
pojavom kot sta sipanje in absorpcija, nam spektri odbite in prepuščene svetlobe
pri slikanju predstavljajo pomemben vir informacij o patoloških pojavih. Pri pre-
učevanju in boljšem razumevanju interakcije svetlobe s snovjo so zato ključnega
pomena simulacije transporta svetlobe. Poleg stohastičnih modelov, kot je na pri-
mer Monte Carlo, poznamo tudi analitične metode, kot sta difuzna aproksimacija
in Adding-Doubling metoda.
V zaključni nalogi nas je zanimala slednja, saj zaradi svoje izvrstne natančno-
sti in hitrosti predstavlja dober model za simulacijo svetlobe v prečno neskončnih
plastnih medijih (na primer v koži). Tekom diplomske naloge bomo skušali me-
todo implementirati v programskem okolju Python. Ta postaja vse bolj priljubljeno
programsko orodje zaradi enostavne sintakse, ogromne uporabniške baze, proste do-
stopnosti in kopice knjižnic. Algoritem bi z implementacijo v jeziku Python lahko
doživel nadaljnji razvoj in širšo, dostopnejšo uporabo. Implementacijo bomo skušali
dodatno nadgraditi z uporabo CUDA knjižnic, ki omogočajo rabo na grafični kartici.
V poglavju Teoretično ozadje bomo predstavili plastno strukturo kože in glavne
načine interakcije svetlobe s tkivom. Opisali bomo ključne absorberje in sipalce
ter glavne optične količine, pomembne za naš algoritem. Poglavje Adding-Doubling
algoritem in Monte Carlo bo namenjeno opisu dvojega: vsesplošno uporabljene sto-
hastične metode Monte Carlo ter analitčnega modela Adding-Doubling. V sklopu
poglavja bomo navedli glavne predpostavke obeh modelov, njune prednosti in sla-
bosti ter samo izvedbo. V 3. poglavju bomo opisali strukturo implementiranega
modela in način uporabe programa. Opisali bomo tudi glavne funkcije programa
in ustrezne optimizacije. V naslednjem poglavju bomo naredili primerjavo z Monte
Carlo algoritmom in že implementiranim Matlab algoritmom pri različnih optičnih
lastnostih. Raziskali bomo vpliv parametrov na natančnost metode in določili opti-
malne vrednosti za ujemanje z Monte Carlo na 1% natančnosti. Proti koncu poglavja
bomo preverili razliko v hitrosti med Monte Carlo in Matlab Adding-Doubling za
dano natančnost. V zadnjem poglavju bomo enoplastni model uporabili na izmer-
jenih spektrih kože, iz katerih bomo pridobili informacije o deležu oksigenirane in






Za postavitev matematičnega modela moramo najprej razumeti fizikalno ozadje pro-
blema. V našem primeru sežemo v področje tkivne optike, ki se ukvarja z opisom
potovanja svetlobe v tkivu. Tipično so biološka tkiva nehomogena in lahko vsebu-
jejo raznovrstne celične strukture, ki se med seboj razlikujejo po velikosti, obliki in
tudi gostoti. Prav tako se tkiva posameznikov razlikujejo po vsebnosti vode, krvi,
količini kolagena in razvejanosti vlaken, ki se lahko spreminjajo skozi čas [1]. Ravno
zaradi te kompleksnosti in raznolikosti moramo velikokrat privzeti poenostavitve,
saj bi bil drugače opis transporta svetlobe zelo zahteven. Pri diagnostični in tera-
pevtski uporabi nas zanimajo predvsem optične lastnosti tkiv pri različnih valovnih
dolžinah. Običajno nas zanimajo količine, kot so prepustnost in odbojnost svetlobe,
absorpcijski in sipalni koeficient, kotna odvisnost sipanja ter lomni količnik.
2.1 Struktura kože
V diplomskem delu smo z algoritmom simulirali transport svetlobe skozi kožo, zato
naj jo na kratko predstavimo. Kožo sestavljajo tri glavne plasti.
Slika 2.1: Struktura kože. Slika povzeta po [2].
Vrhnjo neprekrvavljeno plast imenujemo epidermis, ki je v večini sestavljena iz
keratinocitov in melanocitov. Slednji vsebujejo posebne organele - melanosome,
ki vsebujejo pigment melanin [3] [4]. Ta ima zaščitno vlogo, saj absorbira veliko
količino škodljive UV svetlobe, ki bi lahko poškodovala notranje celice. Količina
svetlobe, ki jo melanin absorbira, je odvisna od volumskega deleža melanocitov v
epidermisu, ki lahko sega tudi do 43 % pri bolj temnopoltih osebkih [5]. Epidermis
je neprekrvavljen, njegova debelina pa znaša okoli 100–150 µm.
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Pod epidermisom se nahaja 1–4 mm debela plast prekrvavljenega dermisa, kjer
se med drugim nahajajo lasni mešički, limfne in krvne žile ter različne žleze. Glavni
absorberiji v vidnem spektru so oksigeniran in deoksigeniran hemoglobin, β karoten
in bilirubin, v IR spektru pa voda. Volumski delež krvi v tkivu se giblje med 0.2 %
in 4 %, volumski delež vode pa okoli 70 % [5]. V dermisu ločimo dve podplasti – re-
tikularni in papilarni dermis. Sipalne lastnosti določa predvsem lamelasta struktura
prisotnih kolagenskih vlaken. V papilarnem dermisu je sipanje zaradi manjših ko-
lagenskih vlaken močno usmerjeno nazaj, nasprotno pa velja za retikularni dermis,
kjer je sipanje zaradi večjih vlaken usmerjeno naprej.
Zadnjo plast kože predstavlja podkožje, ki je debeline okoli 1–6 mm, kar pa se
razlikuje od lokacije tkiva na telesu in zgradbe posameznika. Tu glavnino svetlobe
absorbirajo lipidi v maščobnih celicah, voda in hemoglobin.
2.2 Absorpcija
Ko svetloba potuje po tkivu, se del energije atenuira zaradi absorpcije. Verjetnost,
da se foton abosrbira v mediju na enoto dolžine, opišemo z absorpcijskim koeficien-
tom µa [m−1]. V bioloških tkivih je reprezentativna vrednosti 0.1 cm−1. Atenuacijo
svetlobe nam opiše Beer-Lambertov zakon, ki se za medij z zgolj absorpcijo glasi
I(x) = I0 exp(−µa x), (2.1)
pri čemer je I0 jakost vpadle svetlobe [W/m2], x pa debelina plasti [6]. Vidimo torej,
da se z večanjem absorpcijskega koeficienta poveča atenuacija svetlobe, ko ta prehaja
skozi medij. V tkivu so najpomembnejši absorberji melanin, voda in hemoglobin.
Hemoglobin, ki ga najdemo v krvi, je lahko oksigeniran ali deoksigeniran.
Slika 2.2: Absorpcijski spekter obeh vrst hemoglobinov, melanina in vode v območju
vidnega in IR spektra. Povzeto po [7].
Najbolj opazno razliko med dvema lahko opazimo z absorpcijskih spektrov (slika
2.2). Prva vrhova se nahajata v območju med 400 in 500 nm in sta med seboj rahlo
zamaknjena. Bolj očitno razliko opazimo v območju rumeno-zelene svetlobe med 500
in 600 nm. Tu ima oksigeniran hemoglobin dva vrhova, deoksigeniran hemoglobin
pa enega. Vidimo tudi, da absorpcija pada po vrednosti 600 nm. Voda v vidnem
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delu nima znatnega vpliva pri apsorbciji, se pa vpliv povečuje, ko se pomikamo k
vrednostim v infrardečem predelu. Melanin ima pri majhnih valovnih dolžinah veliko
absorpcijo, kar ustreza dejstvu, da absorbira veliko UV svetlobe. Absorpcija nato z
valovno dolžino pada. V nasprotju s hemoglobinom je melanin zaradi kompleksne
zgradbe in raznolikosti še vedno tema debat, zato lahko v literaturi naletimo na
različne vrednosti melanina v absorpcijskih spektrih [8].
2.3 Lom svetlobe
Svetloba se lomi na meji dveh snovi z različnima lomnima količnikoma. Lomni
količnik n nam pove razmerje med hitrostjo elektromagnetnega valovanja v vakumu





Lomni količnik je odvisen od valovne dolžine, velikokrat pa tudi od polarizacije
svetlobe. Povezava med vpadnimi koti in lomnim količnikom dveh snovi povezuje
lomni zakon
n1 sin θ1 = n2 sin θ2, (2.3)
pri čemer sta θ1, θ2 kota med žarkoma in vpadno pravokotnico, n1 in n2 pa lomna
količnika snovi 1 in 2 [9]. Kadar imamo prehod svetlobe iz optično gostejše snovi
v redkejšo snov, pride pri mejnem kotu θc do popolnega odboja. Mejni kot sledi iz





Slika 2.3: Lom žarkov na meji dveh snovi z različnima lomnima količnikoma. Ker je
lomni kot θ2 manjši od vpadnega kota θ1, lahko iz lomnega zakona sklepamo, da je
n2 > n1.
Ko svetlobni žarek prispe do meje dveh snovi, lahko pride do delnega odboja. Raz-
merje med intenziteto vpadne in odbite svetlobe označimo z odbojnostjo R, delež
svetlobe, ki vstopi v snov, pa kot prepustnost T , ki je definirana tudi kot T = 1−R. V
matematičnih modelih pogosto privzamemo, da je površina kože popolnoma gladka,
zato se lahko odbojnost izračuna po Fresnelovih enačbah (glej enačbo (3.24) v po-
glavju 3.2), kjer se predpostavi, da svetloba ni polarizirana. Polarizacija je v bio-
loških tkivih še posebej pomembna pri dvolomnih snoveh, kot so recimo kolagen,
mišična vlakna in keratin, kjer sprememba v polarizaciji pomeni tudi spremembo
15
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v lomnem količniku [6]. Poskusi, narejeni in vitro, kažejo, da se vrednosti lomnega
količnika za dermis gibljejo med 1.36 in 1.41, za epidermis pa med 1.41 in 1.49 v
območju valovnih dolžin med 325 nm in 1557 nm [8].
2.4 Sipanje
Del atenuacije svetlobe, ko potuje skozi tkivo, pripišemo tudi sipanju. Sipanje je
proces, pri katerem svetloba interagira s snovjo (v našem primeru s tkivom) in pri
tem spremeni smer. Če obravnavamo elastično sipanje, potem se valovna dolžina po
interakciji s snovjo ne spremeni. V tkivu do sipalnih dogodkov pride na mestih, kjer
pride do fluktuacij lomnega količnika [10]. Ta območja – sipalci – so lahko večja ali
manjša od valovne dolžine svetlobe.
V primeru, ko so sipalci veliko manjši od valovne dolžine vpadne svetlobe (r ≪
λ), obravnavamo Rayleighevo sipanje, pri čemer sipalni presek pada z λ−4. V pri-
meru, da so delci veliko večji od valovne dolžine svetlobe (r ≫ λ), preidemo v režim
Miejeve teorije sipanja. Miejevo sipanje je v primerjavi z Rayleighevim sipanjem bolj
usmerjeno naprej. Odvisnost sipalnega preseka od valovne dolžine ni trivialna in jo
dobimo z zapletenim reševanjem Maxwellovih enačb za elektromagnetno valovanje,
ki se siplje na homogenem krogelnem sipalcu. V koži pride tako do Rayleighevega
kot do Miejevega sipanja. Glavni sipalci so vlaknasti proteini – npr. kolagen in
kreatin – in celični organeli – melanosomi, celična jedra, celične stene, itd.
Ena izmed glavnih vrednosti, ki jo podajamo ob opisu sipanja, je sipalni koefici-
ent µs [m−1], ki podobno kot µa predstavlja verjetnost na enoto dolžine, da se foton
v mediju siplje. V bioloških medijih je reprezentativna vrednost 100 cm−1. Atenua-
cijo vpadle svetlobe zaradi sipanja lahko podobno kot pri absorpciji za sipajoč medij
opišemo z
I(x) = I0 exp(−µs x). (2.5)
Skupni prispevek sipanja in absorpcije lahko opišemo z atenuacijskim koeficientom
µt = µa + µs. (2.6)
Svetloba se pred vstopom v tkivo delno odbije na površini, prepuščeni del pa se
atenuira po Beer-Lambertovem zakonu kot
I(x) = I0(1−Rs) exp(−µt x), (2.7)
pri čemer je Rs zrcalna odbojnost, izračunana po Fresnelovih enačbah.
V splošnem so tkiva anizotropna, kar pomeni, da so njihove optične lastnosti
odvisne od orientacije snovi. Sipanje opišemo s fazno funkcijo p(s, ŝ), ki nam pred-
stavlja verjetnostno gostoto sipanja iz smeri s v smer ŝ. Pri tem predpostavimo,
da je fazna funkcija odvisna samo od kota θ med enotskima vektorjema s in ŝ. Po-
membna količina, ki nam služi kot mera za anizotropnost, je faktor anizotropije g.
Ta je definiran kot povprečna vrednost kosinusa sipalnega kota
g = cos θ =
∫︂
4π
p(s, ŝ)(s · ŝ) dΩ, (2.8)
ki lahko zavzame vrednosti med 1 in -1 [10]. Pri tem vrednost 1 opiše naprej usmer-
jeno sipanje, vrednost 0 izotropno sipanje in vrednost -1 sipanje nazaj.
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Za opis sipanja v tkivu poznamo več faznih funkcij, kot so recimo Henyey-
Greensteinova fazna funkcija (glej (3.17)), modificirana Henyey-Greensteinova fa-
zna funkcija in Delta-Eddington aproksimacija [10]. Za potrebe naše naloge smo
uporabili Henyey-Greensteinovo in Gegenbauerjevo fazno funkcijo.
Količina, ki se pogosto uporablja v literaturi, je reducirani sipalni koeficient
µ′s = µs(1 − g). Na grafu 2.4 opazimo, da je µ′s funkcija valovne dolžine, pri čemer
imamo pri krajših valovnih dolžinah večji prispevek Reyleighevega sipanja, pri dalj-
ših pa večji prispevek Miejevega sipanja. Skupni prispevek obeh nam precej dobro
aproksimira sipalni spekter kože, kjer sipalni koeficient z valovno dolžino pada.
Slika 2.4: Prikaz sipalnega spektra, kjer je z modro črto prikazano Rayleighevo
sipanje, z zeleno pa Miejevo sipanje. Z rdečo črto je prikazan sipalni spekter kože, ki
se dobro ujema s skupnim prispevkom obeh sipanj, označenim s črno črtkano črto.
Slika je povzeta po [11].
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Poglavje 3
Adding-Doubling algoritem in Monte
Carlo
3.1 Monte Carlo
Fotonski transport v tkivu lahko simuliramo na več načinov. Ena od metod, ki
jo lahko uporabimo, je Monte Carlo metoda. V tem poglavju opišemo metodo,
ki sta jo opisala Wang in i Wu [6]. Pri tem simuliramo naključen hod fotonov,
kjer naključno določimo velikost in smer koraka fotona, pri tem pa upoštevamo,
da so vsi koraki odvisni od prejšnjih. Z večjo količino simuliranih fotonov lahko
določimo optične lastnosti, kot sta recimo difuzivna odbojnost in prepustnost. Pri
tem obravnavamo fotone kot valovanje pri sipanju, povsod drugod pa kot delce. V
tem modelu zanemarimo koherenco, polarizacijo in strukturno anizotropijo medija
(recimo v mišicah zaradi orientacije vlaken). Prednost metode je, da lahko simulacije
naredimo na poljubni geometriji, a za zanesljive rezultate potrebujemo veliko število
fotonov.
3.1.1 Potek simulacije
V našem modelu ustrelimo neskončno ozek žarek fotonov v izbran medij z večimi,
neskončno širokimi plastmi, kjer ima vsaka sledeče parametre: debelino d, lomni
količnik n, absorpcijski koeficient µa, sipalni koeficient µs in sipalno anizotropijo g.
Shema je prikazana na sliki 3.1. Vsak fotonski paket ima na začetku utež W = 1,
od katere se pri vsakem absorpcijskem dogodku del odšteje.
Slika 3.1: Plasti in žarek fotonov v Monte Carlo simulaciji.
Po pripravi geometrije sledi tvorjenje naključne spremenljivke ξ, ki ima enako-
merno porazdelitev med 0 in 1. Nato z IDM (metodo inverzne porazdelitve) tvorimo
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naključno spremenljivko χ, porazdeljeno na intervalu (a, b). Velikost koraka dolo-
čimo iz eksponentnega zakona, ki nam pove, da je verjetnost proste poti vpadnih
fotonov porazdeljena eksponentno. Posledično dobimo za večplasten model enačbo∑︂
i
µtisi = − ln(ξ), (3.1)
kjer je µti absorpcijski koeficient medija in si brezdimenzijski korak. Fotoni potujejo
v smereh
x −→ x+ µxsi, y −→ y + µysi, z −→ z + µzsi (3.2)
µx = sin θ cosϕ, µy = sin θ sinϕ, µz = cos θ,
kjer θ predstavlja polarni, ϕ pa azimutalni kot. Začetni lom svetlobe zaradi pra-
vokotnega vpada izračunamo po enačbi za zrcalni odboj in izračunano odbojnost
odštejemo od uteži W . Ko fotoni pridejo do mesta interakcije, se jih del absorbira,
del pa sipa. Pri tem moramo odšteti delež uteži W zaradi absorpcije. Za sipanje
tvorimo naključni vpadni polarni θ in azimutalni kot ϕ. Verjetnostna porazdelitev
za cos θ je podana s Henyey-Greensteinovo sipalno funkcijo.
p(cos θ) =
1− g2
2(1 + g2 − 2g cos θ)3/2
, (3.3)
kjer g predstavlja povprečno vrednost kosinusa. Porazdelitev nato uporabimo v
metodi IDM, da izračunamo naključen polarni kot. Azimutalni kot izračunamo še
z enim naključnim številom od 0 do 2π. Na podlagi novih kotov spremenimo smer
fotonov. Ko ti pridejo do meje trenutne plasti, se izračuna odbojnost po uravnoteženi












kjer je αi = cos−1 µz in predstavlja vpadni kot. Lomni kot αt je izračunan iz lo-
mnega zakona (glej (2.3)). Nato se uporabi naključno spremenljivko ξ, enakomerno
porazdeljeno med 0 in 1, da se odloči ali bodo fotoni odbiti ali prepuščeni. Če je
vrednost odbojnosti večja od naključne spremenljivke, se zgodi notranji odboj, v na-
sprotnem primeru pa fotoni zapustijo plast. Kot fotonov, ki jim je uspelo zapustiti
plast, se izračuna po lomnem zakonu. Fotonski paket je avtomatično terminiran z
absorpcijo v mediju. Ob mnogih interakcijah izgubi veliko količino uteži W in zato
njegova nadaljna obravnava ni potrebna, saj nam ne bi prinesla dodatnih koristnih
informacij. Ohranitev energije fotonskega paketa pri terminaciji, ko W pade pod
izbrano mejo, npr. Wth = 0.0001, upoštevamo s tehniko ruske rulete. Paket ima
možnost preživetja 1
m
(recimo m = 10) in v primeru uspeha utež dobi novo vrednost
W → mW , v primeru neuspeha pa utež postavimo na nič. Tako uničimo fotone na
nepristranski način in še vedno ohranimo celotno energijo. Na koncu se vse vrednosti
po mrežnih elementih sešteje in izračuna končne vrednosti odbojnosti, prepustnosti
in absorbance.
3.1.2 Natančnost metode
Natančnost algoritma je preveril Prahl et al. [12], kjer je primerjal že znane rezultate
svetlobnega transporta od van de Hulsta [13] in Giovanellija [14]. Dobro ujemanje
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z rezultati je dosegel že pri vrednosti 50 000 fotonov. Po centralnem limitnem
izreku standardna deviacija količin pada s korenom števila fotonov, tako da za bolj
natančne rezultate potrebujemo veliko število simulacij, kar pa je časovno potratno.
3.2 Metoda Adding-Doubling
Cilj metode Adding-Doubling je bil razviti algoritem, ki bi bil hiter in natančen, obe-
nem pa bi produciral enake rezultate kot preverjena Monte Carlo metoda. Ker bi se
metoda uporabljala v biomedicinske namene, bi morali pokriti velik nabor valovnih
dolžin, saj valovne dolžine svetlobe, uporabljene v medicini, variirajo, s tem pa tudi
razmerja med sipanjem in absorpcijo. Ravno tako bi tehnika morala vključiti notra-
nje odboje na mejnih plasteh. Pri tej metodi zanemarimo kakršnekoli valovne pojave
svetlobe (npr. interferenca) zaradi kompleksnosti reševanja transportne enačbe in
privzamemo, da
• je transportna enačba časovno neodvisna,
• ima simulirana geometrija plasti s končno debelino in neskončno širino (kot
pri večplastnem Monte Carlo),
• imamo po celotni plasti enotne sipalne in absorpcijske lastnosti,
• je osvetljenost vzorca enakomerna [15].
Privzamemo tudi, da je svetloba nepolarizirana. Slabosti metode so, da je omejena
na plastno geometrijo, vsaka plast tkiva pa mora imeti homogene optične lastnosti.
Prav tako je računanje notranjih energijskih gostot nerodno, a na srečo v našem
primeru ni potrebe po tovrstnem računanju. Ker je metoda osnovana na plastni
geometriji, obenem pa nam ponuja vrednosti skupne odbojnosti in prepustnosti,
ki sta pomembni pri diagnostičnih aplikacijah svetlobe, nam bi tovrsten algoritem
dobro služil pri simulacijah svetlobe v bioloških tkivih.
3.2.1 Teoretična osnova algoritma
V tem poglavju predstavimo ozadje algoritma, ki je potrebno za boljše razumevanje
implementiranega algoritma v naslednjih poglavjih.
Stožec svetlobe, ki vpada na poljubno ravno ploskev, bo prepustil in odbil raz-
lično količino svetlobe glede na kot žarka. Vpeljemo oznako za kosinus poljubnega
kota ν = cos(θ). Funkcija R(ν ′, ν) nam definira odbojnost v smeri ν za vpadno
svetlobo, vpadajočo iz smeri ν ′. Naš vpadni in odbit svetlobni tok lahko razdelimo
na m stožcev, kar je predstavljeno na sliki 3.2. Če označimo vpadni svetlobni tok z
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Slika 3.2: Razdelitev sevalnega toka na m segmentov.
Analitično je integral odbitega ali prepuščenega svetlobnega toka (za prepuščen




I+(ν ′)R(ν ′, ν)2ν ′ dν ′, (3.6)
kjer sta kota ν1 in ν2 robna kota vpadnega toka. I− in I+ imata oba enote moči
na prostorski kot. Za primer pravokotnega vpadnega žarka in polovice prostorskega








R(ν ′, ν)2ν ′dν ′2νdν =
∫︂ 1
0
R(1, ν)2ν dν. (3.7)
Integral je potrebno diskretizirati, da ga lahko prevedemo v matrično obliko. To
naredimo z vpeljavo kvadrature. Integral funkcije f(x) na intervalu (a, b) z utežjo






Točke xi si lahko izberemo na enakomerno razdeljenem intervalu, lahko pa iz-
beremo specifične točke, kot so recimo ničle Legendrovih polinomov. To je tudi
izhodišče Gaussove in Radaujeve kvadrature. Integral 3.7 lahko nato izračunamo
kot ∫︂ 1
0




kjer so ν vrednosti kosinusov, w pripadajoče uteži, R pa matrika odbojnosti. V
našem algoritmu razbijemo integral 3.7 na dva integrala - prvega na intervalu (0,
νc), drugega pa na intervalu (νc, 1], pri čemer je νc kosinus kritičnega kota. Za prvi




R(1, ν)2ν dν +
∫︂ 1
νc
R(1, ν)2ν dν (3.10)
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Razlika v kvadraturah je, da pri Gaussovi kvadraturi ne upoštevamo robnih točk,
medtem ko pri Radaujevi kvadraturi upoštevamo le eno robno točko. Z neupošte-
vanjem prve robne točke ν = 0 se izognemo potencialni singularnosti in ohranimo




P ′n−1(xi) = 0, (3.11)
pri čemer je Pn−1(x) Legendrov polinom n−1. stopnje, P ′n−1(x) pa prvi odvod po x
Legendrovega polinoma n− 1. stopnje. Pri tem n označuje število pretokov m
2
, saj
polovico vseh pretokov določimo prvemu integralu, polovico pa drugemu. Ustrezne











Postopka z Gaussovo kvadraturo se lotimo podobno. Najprej izračunamo ničle Le-
gendrovega polinoma
Pn(xi) = 0,












Vrednosti kosinusov na koncu uredimo po naraščajočih vrednostih, vrstni red uteži
pa ustrezno uredimo po vrstnem redu pripadajočih kosinusov.
Naslednji postopek je računanje sipalnih faznih funkcij. Pri tem konstruiramo
dve sipalni matriki dimenzij m ×m. Eno za sipanje naprej, P+, in eno za sipanje
nazaj, P−. Vpeljemo nove oznake, in sicer νi, ki označuje kosinus kota vstopnega
toka, in νj, ki označuje kosinus kota sipanega toka. Elemente matrik dobimo s











1− ν2j cos(ϕ)) dϕ. (3.14)
Če sta νi in νj oba bodisi pozitivna bodisi negativna, dobimo sipalno matriko P+,
sicer P−. Na koncu moramo izpolniti pogoj, da je utežena vsota čez vpadne kote i





i,j)wi = 2. (3.15)
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Analitični izračun P+ in P−: v algoritmu uporabimo Henyey-Greensteinovo





(1 + g2 − 2gν) 32
, (3.17)
pri čemer je −1 ≤ g ≤ 1 in označuje pričakovano vrednost kosinusa sipalnega kota
(pri izotropnem sipanju je g = 0). Sipalno matriko lahko dobimo z izračunom izraza











w± = 1 + g
2 − 2g (A±B) ,




1− ν2j . E0(x) je eliptični integral druge vrste.
Sipalno funkcijo iz enačbe (3.17) bi lahko izračunali tudi z razvojem Legendrovih
polinomov, vendar se ta metoda izkaže za počasno.
Uporaba integracije za izračun P+ in P−: drugi način pridobitve elementov






p(A+B cos (z)) dz, (3.19)




1− ν2j . Za sipalno funkcijo v tem primeru
uporabimo Gegenbauerjevo sipalno funkcijo, ki je definirana kot
p(ν, g, α) = 2αg
(1− g2)2α
(1 + g)2α − (1− g)2α
1
(1 + g2 − 2gν)1+α
. (3.20)
Engler je pokazal, da se z uporabo trapezne metode eksponentno bližamo pravim
rešitvam sipalne matrike, če povečujemo število integracijskih točk, kar naredi to
metodo precej uporabno [16].
Naslednji korak algoritma je simulacija tanke plasti z optično debelino τ , albedom
a in sipalnimi matrikami P+ ter P−. Optična debelina se izračuna kot τ = (µa+µs)d
in a = µs/ (µa + µs), kjer d predstavlja debelino celotne plasti, µs in µa pa sipalni in
absorpcijski koeficient plasti. Za inicializacijo uporabimo diamantno inicializacijo, ki
temelji na reševanju časovno neodvisne, enodimenzionalne, azimutalno povprečene
transportne enačbe [15]. Začetne matrike so določene kot
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G = (I + A−B(I + A)−1B)−1
R0 = 2GB(I + A)
−1
T0 = 2G− I.
Z I smo označili identiteto, z diag() pa diagonalizacijo elementov vektorja dolžine
m v matriko velikosti m×m. Parameter dτ izračunamo kot dτ = τ/2nd , kjer je nd
število podvojitvenih korakov, izračunanih kot
nd = floor(log(τ/ν1)/log(2) + 1), (3.22)
kjer ν1 predstavlja prvi kosinus porazdelitve svetlobe po stožcih. Da dobimo ma-
triko prepustnosti in odbojnosti celotne plasti iz matrik za tanke plasti, vpeljemo
iterativni postopek, ki se glasi [17]:
Gk = (I −R2k)−1 (3.23)
Rk+1 = TkGkRkTk +Rk
Tk+1 = TkGkTk.
S k označimo korak, ki teče od 0 do nd − 1. Končni matriki označimo s Tt in Rt.
Po dobljenih matrikah prepustnosti in odbojnosti za našo snov moramo upoštevati
še lom svetlobe na meji zunanjega medija in snovi. Ker imamo za mejo ravno plast,
















t = 1− r.
Pri tem rs in rp predstavljata odbojnosti različno polariziranih svetlob, vendar v na-
šem modelu predpostavimo, da je svetloba nepolarizirana, zato vzamemo povprečje
obeh vrednosti, označeno z r. Preden se lotimo računanja matirk prepustnosti in
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Za izračun kotov, manjših od kritičnega kota θc, lahko vrednosti kosinusov ν1 vpa-









Robne matrike lahko izračunamo po
R01i,j =
{︄
r(ν2)δi,j, ν2 > νc
δi,j, ν2 ≤ νc
(3.27)
R01 = R10
T 01 = 1−R01
T 10 = T 01.
Smeri prepustnih in odbitih žarkov, ki jih popisujejo matrike iz enačbe 3.27, so
prikazane na sliki 3.3.
Slika 3.3: Shema mejne plasti dveh snovi z različnima lomnima količnikoma.
Zgornjo mejno plast dodamo našemu vzorcu, temu pripadajoče matrike odboj-
nosti in prepustnosti pa smo izračunali po enačbi (3.23) na sledeč način:
γ1 = (E −R10Rt)−1 (3.28)




γ2 = (E −RtR10)−1
T 20 = T 10γ2Tt
R02 = T 10γ2RtT
01.
V našem modelu za spodnjo robno plast določimo več primerov. V prvem pri-
meru je spodnja plast zrcalna, zato je matrika odbojnosti RL enaka
RL =
⎡⎢⎢⎢⎢⎢⎢⎣
R0 0 . . . 0
0 R0 . . . 0
... . . .
...




R0 predstavlja odbojnost spodnje površine, ki ima vrednost med 0 in 1, ta pa je
odvisna od medija. V drugem primeru je spodnja plast Lambertova površina, ki si




ν1w1 ν2w2 . . .
... . . .
ν1w1 νmwm
⎤⎥⎥⎥⎦ . (3.30)
V tretjem primeru predpostavljamo, da je spodnja plast enaka zunanjemu mediju,
zato uporabimo že izračunane matrike odbojnosti in prepustnosti iz enačbe (3.27).
Matrike odbojnosti R30, R03 in prepustnosti T 30, T 03 izračunamo po zvezah
γ1 = (E −R20R23)−1 (3.31)
T 03 = T 23γ1T
02
R30 = T 23γ1R
20T 32 +R32
γ2 = (E −R23R20)−1
T 30 = T 20γ2T
32
R03 = T 20γ2R
23T 02 +R02.
V primeru, da je spodnja plast enaka zunanjemu mediju, so robni pogoji na zgornji
in spodnji robni plasti enaki, zato velja, da je R01 = R32, R10 = R23, T 01 = T 32
in T 10 = T 23. V primeru, da je spodnja plast zrcalna ali Lambertova, je matrika
R23 = RL, zanima pa nas samo R03, saj so vse ostale vrednosti R30, T 03 in T 30 enake
nič. Ko dobimo vse matrike odbojnosti in prepustnosti – označili jih bomo z M –,





Končne odbojnosti in prepustnosti za vzorec v primeru pravokotnega vpada in de-
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Poglavje 4
Prevod algoritma v Python okolje in
optimizacija z delovanjem na GPU
Za osnovo nam je služil predhodno spisan algoritem dr. Milaniča v okolju Matlab.
Pri implementaciji sta nam večkrat v pomoč prišli knjižnici NumPy [21] in SciPy
[22]. Z uporabo dotičnih knjižnic smo tako prihranili ogromno časa pri pisanju ma-
tričnih operacij in posebnih funkcij. Algoritem smo implementirali v obliki razreda,
imenovanega AD1L, vsebovanega v datoteki singleCPU. S strukturiranjem v razred
smo pridobili predvsem na preglednosti in dostopnosti algoritma. Da bi lahko al-
goritem poračunal nabor vrednosti odbojnosti in prepustnosti pri različnih valovnih
dolžinah, smo algoritem strukturirali tako, da optične lastnosti lahko vnašamo v
obliki vektorjev. Pri začetni implementaciji smo se osredotočali predvsem na na-
tančnost izračunov, posledično pa smo program s kasneje opisanimi optimizacijami
pohitrili. Ker je prvotni algoritem singleCPU dokaj neoptimiziran in časovno potra-
ten, se v tem poglavju osredotočamo na optimizirano verzijo programa, imenovanega
singleGPU. Največja razlika je v tem, da lahko singleGPU izračune izvaja tako na
ustrezni grafični enoti (GPU) kot na centralni procesni enoti (CPU), medtem ko smo
s singleCPU omejeni samo na izračune na procesorju. V poglavju opišemo različne
funkcije singleGPU algoritma in razložimo ustrezne pohitritve.
Program singleGPU je namenjen uporabi na novejših Nvidia grafičnih karticah,
ki uporabljajo CUDA tehnologijo. Ker je dostopnost do računalnikov s tovrstno gra-
fično podporo omejena, smo program tvorili z možnostjo računanja tako na ustrezni
grafični kartici kot na procesorju. S tem smo odpravili potrebo po dveh različnih
algoritmih in uporabi prvotnega neoptimiziranega singleCPU programa.
Za pohitritev na GPU smo uporabili knjižnico PyTorch [23]. Ta ima namreč
podporo batched funkcij, s katerimi lahko izvedemo paralelno računanje več manjših
matrik. Za izvajanje algoritma na grafični enoti za samo inicializacijo CUDA knji-
žnice porabimo okoli 3 sekunde, kar nam sicer ne predstavlja velikega problema, saj
je inicializacijo potrebno izvesti samo enkrat. Po začetni alokaciji spomina (takrat
se izvede tudi inicializacija) imamo pri vseh naslednjih alokacijah spomina pričako-
vane časovne zakasnitve. Najprej smo se lotili optimizacije funkcij, kjer se izvaja
največ matričnih operacij. Zaradi spoznanja, da množenje matrik v skupkih zahteva
drugačno ureditev dimenzij kot prvotni algoritem, smo se lotili celostne preuredi-
tve kode. Pri tem smo skušali odpraviti potrebo po for zankah in kodo prevesti
na računanje z večjimi matrikami, na katerih so operacije s prej opisanimi knjižni-
cami bistveno bolj optimizirane. S tem se izognemo problemu upočasnitve, ki se
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nam zgodi pri računanju majhnih matrik na grafični kartici. V algoritmu imamo
namreč največ opravka z matrikami velikosti ≈ 10, kar bi pomenilo, da bi bil čas
izvajanja matričnih operacij v primerjavi s časom prenosa podatkov med grafično
kartico in procesorjem primerljiv, kar pa bi nam kvečjemu prineslo upočasnitve. V
nadaljevanju bomo opisali posamezne dele razreda AD1L.
4.1 Konstruktor
def __init__(self, lam , dtype = 1, GPU = True):
Konstruktor kličemo pri tvorbi objekta, primer uporabe bi bil:
lam = np.array ([200 ,300 ,400])
solver = singleGPU.AD1L(lam , dtype=1, GPU = True).
Glavni vhodni parameter je vrstični vektor l valovnih dolžin velikosti 1 × l, ki se
zapiše v atribut razreda self.lam. Vsi vhodni parametri v obliki vektorjev v preo-
stanku programa zahtevajo tip numpy.array. Prvi je dtype s privzeto vrednostjo 1, s
čimer algoritmu določimo natančnost. Vrednost parametra 1 predstavlja enojno na-
tančnost, s katero povemo algoritmu, naj imajo naše necele vrednosti 32-bitni zapis.
Z nastavitvijo argumenta dtype na vrednost 2 dobimo dvojno natančnost oziroma
64-bitni zapis števil. Argument GPU lahko zavzame vrednost True ali False. Če
izberemo vrednost True, bo algoritem preveril, ali imamo ustrezno grafično kartico
in račune izvedel na grafični kartici. V primeru, da ustrezne grafične kartice ne bo
našel, bo računanje še vedno izvedel na procesorju. Informacije o napravi in na-
tančnosti shranimo v spremenljivki self.device in self.prec. To da računalniku
vedeti lokacijo in velikost spomina novo dodeljenim matrikam.
4.2 Inicializacija
Algoritem inicializiramo z metodo initPR. Glava funkcije v kodi je videti tako:
def initPR(self, g, alpha = None, SPF = False,
R0L = None, nE = None, nS = None, m = 20, Nsam = 1, BottomType = 0)
Uporabnik kliče metodo in vnese različne parametre, na primer:
g = 0.81* np.ones (3)
Alpha = 1.051* np.ones (3)
solver.init(g, alpha = Alpha , SPF = True, m = 30).
Parameter g je vektor anizotropij tkiva, alpha je vektor eksponentov v Gegen-
bauerjevi sipalni funkciji, R0L pa je vektor odbojnosti spodnjega substrata, če se
razlikuje od snovi okolice. Parametra nE in nS sta vektorja lomnih količnikov oko-
lice in vzorca. Vsi vektorji so dolžine l. Vektorja nE in nS sta ponastavljena na
vrednosti 1 in 1.4. Vrednosti vektorja R0L so ponastavljene na 1. Z nastavitvijo
SPF na True povemo programu, naj uporabi Gegenbauerjevo sipalno funkcijo. Pri
tem moramo navesti vektor eksponentov alpha. V nasprotnem primeru računamo s
Henyey-Greensteinovo sipalno funkcijo. S parametrom m določimo število pretokov,
kjer je m sodo število v razponu vrednosti 4 ≤ m ≤ 60. Parameter BottomType lahko
zavzame vrednosti 0, 1 ali 2. Vrednost 0 nam za spodnjo plast predpostavi zuna-
nji medij, vrednost 1 Lambertovo površino in vrednost 2 zrcalno plast. V vektor
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self.nuC shranimo vrednosti kritičnega kota, izračunanega po relaciji (3.25) za l
optičnih lastnostih.
V metodi kličemo getGauss in getRadau, kjer uporabimo kvadrature, v metodah
getP in getBoundary pa izračunamo sipalne in robne matrike. V kodi poleg praznih
sipalnih matrik, matrik odbojnosti, itd., kamor shranimo rezultate kasnejših funkcij,
dodelimo še ‚začasne‘ matrike, ki jih uporabimo z namenom varčevanja spomina in
ponovne uporabe. Izračunamo tudi matrike, s katerimi izvedemo normalizacijo po
van de Hulstu, opisano v sekciji 4.8.3. Na koncu metode izračunamo še zrcalno
odbojnost po formuli (3.34) in jo shranimo v spremenljivko self.Rs z namenom
prihranka časa v solveAD metodi.
4.3 Radau in Gauss integracija
4.3.1 Gaussova kvadratura
Gaussovo kvadraturo, opisano v teoriji, vpeljemo v funkciji getGauss. V funkciji iz-
računamo ustrezne vrednosti kosinusov in uteži. Ničle enačb Legendrovih polinomov
in vrednosti Legendrovega polinoma stopnje m+1 v ničlah Legendrovega polinoma
m kompaktno shranimo v datoteko Integration.npz, ki ima v obliki slovarja za-
pisane vektorje ničel in izračunanih točk za različno število pretokov m. Vrednosti
iz slovarja glede na vhodno vrednost m zapišemo v ustrezno spremenljivko. Tako
prihranimo čas računanja vrednosti s SciPy modulom in prenašanjem podatkov v
druge objekte (recimo torch.Tensor, ki nam služi kot osnovni objekt tekom izva-
janja programa). Ker imamo za vhodni podatek vektorje dolžin l, konstruiramo
matriko kosinusov nuG in matriko integracijskih uteži wG dimenzije l × m/2. Pri
tem so vrednosti vsake vrstice izračunane po relaciji (3.13). Računanje elementov
matrike zahteva uporabo for zank, ki pa lahko v Python okolju precej upočasnijo
delovanje programa. Temu se lahko izognemo z vektorizacijo. Pri tem skušamo
našo prvotno for zanko pretvoriti na matrične operacije z Numpy metodo prenaša-
nja (angleško broadcasting). Z metodo prenašanja se operacije med posameznimi
elementi matrik v ozadju izvedejo v veliko bolj optimizirani C kodi [24]. Prenašanje
se lahko izvede, če imajo matrike med seboj ustrezne dimenzije. Dimenzije matrik
morajo biti enake velikosti ali pa velikosti 1. Primer uporabe prenašanja je prikazan
na sliki 4.1.
Slika 4.1: Če želimo vsaki vrstici matrike A dodati vrednosti vektorja B, ju z upo-
rabo Numpy matrik ali v našem primeru PyTorch tenzorjev preprosto seštejemo.
Opazimo lahko, da so istoležne osi enake velikost ali velikosti 1.
For zanki pri izračunu elementov matrike nuG se izognemo tako, da vektor x0,
ki predstavlja ničle Legendrovih polinomov, in vektor nuC, ki predstavlja kosinuse
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kritičnih kotov vzorcev, prevedemo na matrike ustreznih dimenzij, na katerih izve-
demo prenašanje. S funkcijo unsqueeze(1) smo vektorju nuC dodali eno dimenzijo
in izvedli ustrezne aritmetične operacije z vektorjem x0. Podoben postopek smo
naredili pri izračunu matrike wG. Pri številu l = 100 nam ta metoda v primerjavi s
klasičnimi for zankami prinese okoli 30-kratno pohitritev, pri številu l = 10, 000 pa
kar 250-kratno pohitritev.
4.3.2 Radaujeva kvadratura
Funkcija getRadau je analogna funkciji getGauss, prav tako vektorje ničel in točk
kličemo iz datoteke Integration.npz. Izračun matrike integracijskih uteži wR in
matrike kosinusov nuR podobno optimiziramo z vpeljavo dodatnih dimenzij in pre-
našanja. Dimenziji obeh izhodnih matrik sta l ×m/2.
4.4 Združevanje uteži in sortiranje
Iz funkcij getGauss in getRadau dobimo matrike kosinusov in uteži dimenzij l ×
m/2. Združimo jih tako, da uporabimo funkcijo torch.cat, ki vzame več matrik
in jih zlepi po poljubni dimenziji - v našem primeru po dimenziji 1 (ničta bi nam
matrike zlepila vertikalno). Novo matriko kosinusov self.nu, dimenzije l × m po
vrsticah sortiramo po velikosti s funkcijo torch.sort, ki nam vrne matriko indeksov
iste dimenzije in sortirano matriko po željeni dimenziji. Matriko indeksov nato
uporabimo kot argument funkcije torch.gather, s katero matriko uteži self.w
uredimo tako, da ustreza pripadajočim elementom matrike kosinusov.
4.5 Odboji
Odboje računamo v metodi getBoundary, ki vsebuje različne ugnezdene metode.
Za računanje Fresnelovega odboja uporabimo metodo getRTfresnel, za računanje
odbojev na zrcalni ali Lambertovi površini pa računamo z metodama getRLambert
in getRspecular.
4.5.1 Fresnelov odboj
Vektorjema lomnih količnikov zunanjega medija self.nE in substrata self.nS naj-
prej dodamo dimenzijo za potrebe prenašanja, potem pa GPU/CPU dodelimo ma-
triki Rs in Rp, ki predstavljata S in P polarizaciji. Odbojnosti računamo po enačbah
(3.24). Pri tem upoštevamo, da so vrednosti odbojnosti pri kotih, večjih od kritič-
nega kota θc, enake Rs = Rp = 1. Odbojnost Rs in Rp lahko posledično izračunamo
samo za m/2 vrednosti. Iz matrik Rs in Rp izračunamo efektivno odbojnost r in
prepustnost t, ki sta matriki velikosti l ×m. S funkcijo torch.diag_embed m vre-
dnosti vsake vrstice matrike r ali matrike t pretvorimo v m×m diagonalno matriko.




4.5.2 Odboj na Lambertovi površini
Pri računanju matrike odbojnosti iz enačbe (3.30) smo ponovno uporabili metodo
prenašanja. Matriki self.w in self.nu, dimenzij l × m smo preprosto zmnožili z
dvakratnikom vektorja R0L dolžine l, ki smo ga definirali v incializaciji. Posledično
dobimo matriko dimenzije l ×m, imenovano tem. Matriko dodatno preoblikujemo
v želeno obliko, tako da z ukazom unsqueze_(-1) ustvarimo dodatno dimenzijo
in vsako vrstico zapišemo na ustrezno ‚stran‘. S funkcijama torch.expand ter
transpose matriko tem razširimo tako, da se vrstica iz prvotne l × m matrike na
vsaki ‚strani‘ ponovi m-krat in tvori l×m×m matriko. Tako dobimo l 2D matrik.
Optimizacija s prenašanjem nam pri l = 1000 prinese 200-kratno pospešitev.
Slika 4.2: Prikaz tvorbe končne self.RL matrike in vmesnih korakov. Najprej
zmnožimo ustrezne vektorje in matrike. Nato vrstice matrike postavimo vsako na
svojo stran. Nazadnje vsako vrstico kopiramo m-krat, da dobimo končno obliko.
4.5.3 Zrcalni odboj
Računanje zrcalnega odboja kličemo s funkcijo getRspecular. Znotraj funkcije
zmnožimo predhodno definirano matriko self.E, ki predstavlja l matrik identitete
dimenzije m × m, z vektorjem R0L, ki mu dodamo dimenzijo. Na koncu funkcije
zapišemo matriko v self.RL objekt. S tem se znebimo potrebe po vračanju matrike
iz funkcije in prepisovanju v novo matriko.
4.6 Sipalne matrike
Za računanje sipalnih matrik smo implementirali dva algoritma, enega za računanje
Henyey-Greensteinove fazne funkcije, drugega pa za računanje Gegenbauerjeve fa-
zne funkcije. Izbiro določimo s SPF argumentom v inicializaciji. Oba algoritma se
nahajata v metodi getP.
4.6.1 Henyey-Greensteinova fazna funkcija
Najprej iz vektorja self.nu ustvarimo m × m veliko mrežo vseh možnih parov
(νi, νj) za l vzorcev. Sipalni matriki P+ in P− izračunamo po formuli (3.18). Za
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izračun P+ uporabimo vrednosti νi, νj ≥ 0, za izračun P− pa vrednosti νi ≤ 0 ∧
νj ≥ 0. Vrednosti A in B za P+ shranimo v spremenljivke AP in BP, za P− pa
v spremenljivke AM in BM. Ker žal PyTorch nima funkcije za računanje eliptičnih
integralov, moramo naše matrike začasno poslati na procesor, kjer lahko uporabimo
SciPy funkcijo ellipe za izračun eliptičnega integrala. Zopet operacije izvajamo
na matrikah, da se izognemo for zankam. Na koncu matrike P+ in P− ponovno
prenesemo na grafično kartico in jih normaliziramo ter simetriziramo po formulah
(3.15) in (3.16).
4.6.2 Gegenbauerjeva fazna funkcija
Tukaj tako kot v HG algoritmu vrednosti A in B shranimo v spremenljivke AP, BP,
AM in BM. Elemente sipalnih matrik izračunamo po integralu (3.19). Za izračun inte-
grala uporabimo trapezno metodo, pri čemer naše integracijsko območje razdelimo
na Nint = 2m− 1 točk. Integracijske točke shranimo v vektor z. Integral numerično
izračunamo za l×m×m vrednosti. V kodi bi se običajno postopka lotili sledeče: v
zanki dolžine l bi dostopali do vrednosti α in g, znotraj še dveh zank dolžine m pa
bi dostopali do vseh možnih kombinacij νi in νj, potrebnih za ovrednotenje sipalne
funkcije (3.20) v izbranih integracijskih točkah. Ker je standardni postopek časovno
zahteven, se ponovno lotimo optimizacije z vektoriziranjem. Celoten račun preve-
demo na računanje matrik dimenzije l×m×m×Nint. Koncept večdimenzionalnih
matrik si lahko zamislimo kot l matrik dimenzije m×m, njihovi elementi pa vsebu-
jejo vrednosti fazne funkcije v Nint integracijskih točkah. Za numerično integracijo
uporabimo funkcijo torch.trapz, ki za argument sprejme tudi večdimenzionalne
matrike. Sipalne matrike na koncu normaliziramo ter simetriziramo po enačbah
(3.15) in (3.16).
4.7 Metoda setOP
Znotraj te metode določimo optične lastnosti in debelino plasti ter izračunamo al-
bedo a. Prav tako izračunamo začetno optično debelino dτ in število iteracijskih
korakov po enačbi (3.22). Uporabnik mora vnesti vektor sipalnih in absorpcijskih
koeficientov muS in muA (vektorja dolžine l) ter debelino vzorca d (float). Primer:
muS = np.array ([10 ,20 ,100]
muA = np.array ([0.5, 1, 2]
d = 1.5
solver.setOP(muA , muS , d).
Ker se lahko številov korakov po posameznih vzorcih razlikuje, določimo tudi
maksimalno število korakov self.maxtau. Število korakov za podvojevanje je od-
visno od posameznih optičnih lastnosti snovi, zato lahko za različne vzorce dobimo
več različnih vrednosti. Če imamo v vektorju self.ntau, ki vsebuje informacijo
o številu korakov za l vzorcev, med seboj zelo različne vrednosti, lahko z iteracijo
po maksimalni vrednosti vektorja hitro naberemo numerično napako za izračune,
ki zahtevajo manjše število korakov. Zato znotraj algoritma spišemo del kode, ki
iterira po self.maxtau in ob vsakem koraku pogleda, če je kakšen vzorec že dosegel
ustrezno število iteracij, njegov indeks pa zapiše v posebno listo. Če je vzorcev, ki
so dosegli ustrezno število iteracij, več, zapiše več indeksov v obliki PyTorch ten-
zor objekta. Če pa ob določenem koraku ni vzorcev, ki bi dosegli ustrezno število
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iteracij, nam algoritem v listo shrani prazen PyTorch tenzor objekt. Listo indeksov
uporabimo pozneje v metodi doubleRTini.
4.8 Metoda solveAD
V metodi solveAD kličemo ugnezdene metode, v katerih se izvede inicializacija,
podvojitev plasti in sestavljanje plasti. Uporabnik po tvorbi objekta in vnosu vseh
optičnih lastnosti kliče funkcijo kot
solver.solveAD (),
ki v AD1L objekt zapiše vrednosti odbojnosti in prepustnosti.
4.8.1 Metoda getRTini
V tej metodi izvedemo inicializacijo plasti po enačbi (3.21). Matrične operacije izve-
demo z vgrajenimi PyTorch funkcijami, ki v ozadju izvajajo posebne cuBLAS rutine
(če račune izvajamo na GPU), ki lahko delujejo na skupkih 2D matrik. V našem
programu so skupki shranjeni v obliki 3D matrik dimenzije l ×m×m, kjer l ozna-
čuje število skupkov. Razlog za dosledno upoštevanje vrstnega reda dimenzij vseh
3D matrik tiči v sami stukturi vhodnih parametrov. Če pogledamo dokumentacijo,
vidimo, da imajo vhodni parametri funkcij – v tem primeru PyTorch tenzorji – do-
ločen vrstni red dimenzij. Matrične operacije, ki so sposobne delovati na skupkih, so
za hitrost algoritma bistvene, saj lahko izvedejo več paralelnih operacij na manjših
matrikah, kar pa nam bistveno zmanjša časovno zahtevnost programa. Pri velikih
matrikah nam lahko na grafični kartici zmanjka spomina, zato po svojih zmožnostih
recikliramo že prej definirane GPU matrike. Za vmesne izračune zato uporabimo že
prej definirane funkcije self.Temp1M in self.Temp2M. Matriki začetne odbojnosti
R0 in prepustnosti T0 shranimo v spremenljivki self.R0 in self.T0.
4.8.2 Metoda doubleRTini
Tu izvedemo iteracijski postopek, opisan v enačbi (3.23). Izračun naredimo v for
zanki dolžine self.maxtau, izračunane v metodi setOP. Nato program iterativno
izvaja matrične operacije na 3D matrikah – torej za vse vzorce naenkrat. Ob vsaki
iteraciji preverimo, če so podmatrike dosegle zadovoljivo število iteracij in jih pre-
pišemo na ustrezno mesto znotraj prazne 3D matrike.
4.8.3 Metoda addRTbound
Znotraj te metode sestavimo zgornjo in spodnjo robno plast k notranji plasti, pri
tem pa uporabimo vgrajene PyTorch funkcije za matrične operacije. Zgornjo plast
izračunamo po enačbi 3.28. Spodnjo plast izračunamo glede na izbrano spodnjo
površino po enačbi 3.31. Pridobljene matrike odbojnosti R03, R30 in prepustnosti
T03, T30 normaliziramo po enačbi (3.32). Na koncu vrednosti odbojnosti R03n in
prepustnosti T 03n za l vzorcev izračunamo po enačbi (3.33), ki jih zapišemo v vektorja
self.Rn in self.Tn. Do končnih izračunanih vrednostih difuzne odbojnosti in
difuzne prepustnosti lahko dostopamo s klicem
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Primerjave z Matlab algoritmom in
Monte Carlo
Algoritem je bil povzet po algoritmu, ki je bil že predhodno spisan v Matlabu in
ocenjen v primerjavi z Monte Carlo metodo; ta velja kot standard za natančnost.
V prvem delu poglavja primerjamo ujemanje vrednosti ob istih vhodnih podatkih
simulacij svetlobnega transporta. Raziščemo, kako se vrednosti z večanjem števila
pretokov približujejo vrednosti Monte Carla in ocenimo optimalno število pretokov
za Henyey-Greensteinovo in Gegenbaurjevo sipalno funkcijo. Naredimo tudi časovno
primerjavo pri različni vrednostih dolžine vhodnih vektorjev za Python algoritem,
računan na CPU in GPU. Nazadnje časovno zahtevnost primerjamo z Matlabovim
algoritmom in Monte Carlo metodo. Vse sledeče izračune Adding-Doubling algorit-
mov izvajamo pri enojni natančnosti.
5.1 Ujemanje vrednosti: Gegenbauer SPF
Najprej primerjamo vrednosti za različne absorpcijske in sipalne koeficiente v algo-
ritmu, ki uporablja Gegenbauerjevo sipalno funkcjo. Za debelino vzorca vzamemo
vrednost 1 cm, lomni količnik vzorca nS = 1.4 in lomni količnik zunanjega medija
nE = 1; ta sovpada z lomnim količnikom zraka. Pri tem nastavimo zunanji medij
na zgornjo in na spodnjo stran vzorca. Faktor anizotropije g nastavimo na vrednost
0.851, vrednost eksponenta v Gegenbauerjevi sipalni funkciji αGB pa na 1.051. Po
izračunu primerjamo ujemanje pri številu pretokov m = 8, 12, 16 in 20. Opazujemo
rešitve pri absorpcijskih koeficientih µa = 0.1, 0.5 in 1 cm−1 ter sipalnih koeficientih
µs = 25, 50, 100, 150 cm−1. Nato preverimo ujemanje odbojnosti pri različnih vre-
dnostih m v tabeli 5.2, potem pa še ujemanje prepustnosti v tabeli 5.3. V tabeli 5.1
so zapisane vrednosti odbojnosti, prepustnosti in zrcalne odbojnosti, pridobljene s
Cuda MCML [25] Monte Carlo metodo pri številu fotonov 107. V tabelah 5.2 in 5.3
so z rumeno barvo označene vrednosti, ki odstopajo od Monte Carlo vrednosti na
drugem decimalnem mestu.
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Tabela 5.1: Tabela odbojnosti, prepustnosti in zrcalne odbojnosti za različne ab-
sorpcijske in sipalne koeficiente (v cm−1) z Monte Carlo metodo.
Monte Carlo
Zrcalna odbojnost = 2.78 %
Odbojnost Prepustnost
µa
µs 25 50 100 150 25 50 100 150
0.1 0.26 0.36 0.48 0.54 0.42 0.31 0.2 0.14
0.5 0.09 0.15 0.24 0.31 0.18 0.11 0.05 0.03
1 0.04 0.08 0.15 0.20 0.08 0.04 0.01 0.01
Tabela 5.2: Tabela odbojnosti za različne absorpcijske in sipalne koeficiente (v cm−1)
v Matlab in Python algoritmu.
Matlab
m = 8 m = 12
µa
µs 25 50 100 150 25 50 100 150
0.1 0.28 0.43 0.68 0.96 0.27 0.37 0.50 0.59
0.5 0.07 0.13 0.25 0.34 0.08 0.15 0.24 0.31
1 0.03 0.06 0.13 0.19 0.03 0.08 0.15 0.2
m = 16 m = 20
µa
µs 25 50 100 150 25 50 100 150
0.1 0.26 0.36 0.48 0.55 0.26 0.36 0.48 0.54
0.5 0.09 0.15 0.24 0.31 0.09 0.15 0.24 0.31
1 0.04 0.08 0.15 0.20 0.04 0.08 0.15 0.20
Python
m = 8 m = 12
µa
µs 25 50 100 150 25 50 100 150
0.1 0.28 0.43 0.68 0.96 0.27 0.37 0.50 0.59
0.5 0.07 0.13 0.25 0.34 0.08 0.15 0.24 0.31
1 0.03 0.06 0.13 0.19 0.03 0.08 0.15 0.2
m = 16 m = 20
µa
µs 25 50 100 150 25 50 100 150
0.1 0.26 0.36 0.48 0.55 0.26 0.36 0.48 0.54
0.5 0.09 0.15 0.24 0.31 0.09 0.15 0.24 0.31
1 0.04 0.08 0.15 0.20 0.04 0.08 0.15 0.20
Vidimo, da sta tabeli identični za vse vrednosti µa in µs. Seveda so tukaj vrednosti
zaokrožene na dve decimalki natančno, vendar se dejanske vrednosti skladajo na več
mest natančno. Preverimo še vrednosti za prepustnost.
Tabela 5.3: Tabela prepustnosti za različne absorpcijske in sipalne koeficiente (v
cm−1) v Matlab in Python algoritmu.
Matlab
m = 8 m = 12
µa
µs 25 50 100 150 25 50 100 150
0.1 0.59 0.5 0.47 0.55 0.45 0.34 0.23 0.17
0.5 0.28 0.17 0.1 0.07 0.2 0.11 0.05 0.03
1 0.14 0.07 0.03 0.02 0.09 0.04 0.02 0.01
m = 16 m = 20
µa
µs 25 50 100 150 25 50 100 150
0.1 0.42 0.32 0.2 0.14 0.42 0.31 0.2 0.14
0.5 0.18 0.11 0.05 0.03 0.18 0.11 0.05 0.03
1 0.09 0.04 0.01 0.01 0.08 0.04 0.01 0.01
Python
m = 8 m = 12
µa
µs 25 50 100 150 25 50 100 150
0.1 0.59 0.5 0.47 0.55 0.45 0.34 0.23 0.17
0.5 0.28 0.17 0.1 0.07 0.2 0.11 0.05 0.03
1 0.14 0.07 0.03 0.02 0.09 0.04 0.02 0.01
m = 16 m = 20
µa
µs 25 50 100 150 25 50 100 150
0.1 0.42 0.32 0.2 0.14 0.42 0.31 0.2 0.14
0.5 0.18 0.11 0.05 0.03 0.18 0.11 0.05 0.03
1 0.09 0.04 0.01 0.01 0.08 0.04 0.01 0.01
Tudi te vrednosti so si med seboj povsem skladne. V natančnosti med obema
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implementacijama ni opaznih razlik. Razlike pa so vidne v sami natančnosti med
Adding-Doubling algoritmoma in Monte Carlo metodo. Vrednosti pri številu preto-
kov m = 16 so že precej primerljive, pri m = 20 pa dobimo že izvrstno ujemanje.
5.2 Ujemanje vrednosti: Henyey-Greenstein SPF
Parametri pri preizkusu algoritma s Henyey-Greensteinovo sipalno funkcijo so bili:
• d = 1 cm
• nS = 1.4
• nE = 1
• g = 0.8
• µa = 0.1, 0.5 in 1 cm−1
• µs = 25, 50, 100, 150 cm−1.
Ujemanje preverimo pri številu pretokov m = 8, 12, 20. Ujemanje vrednosti
odbojnosti pri različnih vrednostih m je prikazano v tabeli 5.5, ujemanje prepustno-
sti pa v tabeli 5.6. V tabeli 5.4 so prikazane vrednosti Monte Carlo simulacije. V
tabelah 5.5 in 5.6 so z rumeno barvo označene vrednosti, ki odstopajo od Monte
Carlo vrednosti na drugem decimalnem mestu.
Tabela 5.4: Tabela odbojnosti, prepustnosti in zrcalne odbojnosti za različne ab-
sorpcijske in sipalne koeficiente (v cm−1) z Monte Carlo metodo v primeru Henyey-
Greenstein SPF.
Monte Carlo
Zrcalna odbojnost = 2.78 %
Odbojnost Prepustnost
µa
µs 25 50 100 150 25 50 100 150
0.1 0.48 0.59 0.69 0.73 0.19 0.10 0.04 0.02
0.5 0.25 0.36 0.47 0.53 0.05 0.01 2.8e-3 7.50e-4
1 0.16 0.25 0.36 0.42 0.01 2.9e-3 2.9e-4 5.0e-5
Pri vrednostih odbojnosti za izbrane parametre ne opazimo razlik med algorit-
moma. Vrednosti prepustnosti se začnejo med Python in Matlab algoritmoma raz-
likovati za velike vrednosti µs pri m = 20. Opazimo lahko, da z večanjem m pride
do večjih odstopanj vrednosti prepustnosti od Monte Carla. Pri večjem številu pre-
tokov (m > 20) je v primerjavi z Monte Carlo bolj natančen Python algoritem. Pri
Matlab algoritmu je odstopanje prisotno pri več vrednostih. To je verjetno posledica
tega, da algoritem ob podvojitvi korakov uporablja največjo vrednost podvojitvenih
korakov nd, ki pa se za več vhodnih podatkov lahko bistveno razlikuje (glej 4.7 za
naš popravek problema). Ujemanje z Monte Carlo je pri številu pretokov m = 20
za odbojnost izvrstno. Za enako število pretokov je ujemanje prepustnosti dobro,
še vedno pa je opazno odstopanje pri majhnem deležu vrednosti. Ujemanje vredno-
sti prepustnosti lahko znatno izboljšamo tako, da algoritem nastavimo na dvojno
natančnost, kar pa poveča spominsko zahtevnost programa.
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Tabela 5.5: Tabela odbojnosti za različne absorpcijske in sipalne koeficiente (v cm−1)
v Matlab in Python algoritmu.
Matlab
m = 8 m = 12 m = 20
µa
µs 25 50 100 150 25 50 100 150 25 50 100 150
0.1 0.5 0.62 0.71 0.76 0.48 0.6 0.69 0.74 0.48 0.59 0.69 0.73
0.5 0.26 0.37 0.49 0.55 0.25 0.36 0.47 0.53 0.25 0.36 0.47 0.53
1 0.16 0.26 0.37 0.44 0.16 0.25 0.36 0.43 0.16 0.25 0.36 0.42
Python
m = 8 m = 12 m = 20
µa
µs 25 50 100 150 25 50 100 150 25 50 100 150
0.1 0.5 0.62 0.71 0.76 0.48 0.6 0.69 0.74 0.48 0.59 0.69 0.73
0.5 0.26 0.37 0.49 0.55 0.25 0.36 0.47 0.53 0.25 0.36 0.47 0.53
1 0.16 0.26 0.37 0.44 0.16 0.25 0.36 0.43 0.16 0.25 0.36 0.42
Tabela 5.6: Tabela prepustnosti za različne absorpcijske in sipalne koeficiente (v
cm−1) v Matlab in Python algoritmu.
Matlab
m = 8 m = 12 m = 20
µa
µs 25 50 100 150 25 50 100 150 25 50 100 150
0.1 0.21 0.11 0.04 0.02 0.20 0.10 0.04 0.02 0.19 0.10 0.04 0.02
0.5 0.05 0.02 3.1e-03 8.6e-04 0.05 0.01 2.8e-03 7.6e-04 0.05 0.01 2.7e-03 7.2e-04
1 0.02 3.2e-03 3.3e-04 5.8e-05 0.01 2.9e-03 2.9e-04 5.0e-05 0.01 2.8e-03 2.9e-04 4.8e-05
Python
m = 8 m = 12 m = 20
µa
µs 25 50 100 150 25 50 100 150 25 50 100 150
0.1 0.21 0.11 0.04 0.02 0.20 0.10 0.04 0.02 0.19 0.10 0.04 0.02
0.5 0.05 0.02 3.1e-03 8.6e-04 0.05 0.01 2.8e-03 7.6e-04 0.05 0.01 2.7e-03 7.3e-04
1 0.02 3.2e-03 3.3e-04 5.8e-05 0.01 2.9e-03 3.0e-04 5.0e-05 0.01 2.9e-03 2.9e-04 4.9e-05
5.3 Optimalna vrednost m za različne vhodne pa-
rametre
V nadaljevanju preučimo, kako občutljivi so različni parametri na število pretokov
m. Za osnovni set parametrov določimo vrednosti
• a = 0.9
• g = 0.8
• nE = 1
• nS = 1.4
• τ = 1.
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5.3.1 Albedo a
µa fiksiramo na vrednost 10 cm −1. Debelino plasti d izračunamo z vrednostjo µs,
tako da τ fiksiramo na 1. Vhodne parametre za različne albede vnesemo v Monte
Carlo program in izračunamo odbojnosti in prepustnosti. Odstopanja od Monte
Carlo primerjamo pri različnih albedih in številu pretokov. Pri tem uvedemo rela-




Pri tem RMC in TMC označujeta odbojnost in prepustnost v Monte Carlo simulaciji.
RAD in TAD označujeta odbojnost in prepustnost v Adding-Doubling algoritmu.






































































(b) Pogled od blizu. Rdeči črtkani črti naka-
zujeta relativno razliko 1%.
Slika 5.1: Relativna razlika odbojnosti v odvisnosti od števila pretokov za različne
parametre albeda a= 0–1.








































































(b) Pogled od blizu. Rdeči črtkani črti naka-
zujeta relativno razliko 1%.
Slika 5.2: Relativna razlika prepustnosti v odvisnosti od števila pretokov za različne
parametre albeda a= 0–1.
Vidimo, da se število pretokov za željeno natančnost pod 1 % pri različnih vredno-
stih albeda ne razlikuje bistveno. Iz slik 5.1b in 5.2b lahko razberemo, da je potrebno
število pretokov, da zajamemo vse vrednosti znotraj 1% natančnosti, m = 10.
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5.3.2 Optična debelina τ
Vpliv optične debeline opazujemo za vrednosti v razponu 0.1–100. Pri tem upora-
bimo parametre na začetku poglavja 5.3. Ob nastavitvi fiksnega µs in µa za izračun
albeda vrednosti τ določimo s spreminjanjem debeline vzorca.





































































(b) Pogled od blizu. Rdeči črtkani črti naka-
zujeta relativno razliko 1%.
Slika 5.3: Relativna razlika odbojnosti v odvisnosti od števila pretokov za različne
parametre τ = 0. 1–100.
Iz grafa 5.3b je razvidno, da pri večjem številu τ potrebujemo manjšo število
pretokov za željeno natančnost.





































































(b) Pogled od blizu. Rdeči črtkani črti naka-
zujeta relativno razliko 1%.
Slika 5.4: Relativna razlika prepustnosti v odvisnosti od števila pretokov za različne
parametre τ = 0. 1–100.
Pri prepustnosti se zgodi ravno nasprotno. Za večji faktor τ potrebujemo večje
število pretokov za željeno natančnost. Pri večjih vrednostih τ imamo več sipalnih
dogodkov. Če izberemo premalo pretokov za opis sipalne funkcije – zlasti pri velikem
g – se z večanjem sipalnih dogodkov povečuje tudi napaka. Optimalna vrednost
pretokov v danem razponu parametrov je za izračun odbojnosti m = 10, za izračun
prepustnosti pa m = 14.
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5.3.3 Faktor anizotropije g
Meritve odstopanja Adding-Doubling algoritma od Monte Carlo simulacije določimo
za faktorje anizotropije g v razponu od 0.5 do 0.96.






































































(b) Pogled od blizu. Rdeči črtkani črti naka-
zujeta relativno razliko 1%.
Slika 5.5: Relativna razlika odbojnosti v odvisnosti od števila pretokov za različne
parametre anizotropije g= 0. 5–0. 96.









































































(b) Pogled od blizu. Rdeči črtkani črti naka-
zujeta relativno razliko 1%.
Slika 5.6: Relativna razlika prepustnosti v odvisnosti od števila pretokov za različne
parametre anizotropije g= 0. 5–0. 96.
Vidimo, da se nam število potrebnih pretokov z večanjem g povečuje. Z grafa
5.5b vidimo, da število potrebnih pretokov dokaj enakomerno narašča z g, potem pa
se pri vrednosti 0.96 drastično poveča. Razlog tiči v obnašanju H-G fazne funkcije,
ki se pri velikih g obnaša kot δ funkcija okoli 0. Posledično moramo za boljšo
natančnost poračunati več elementov sipalne matrike, kar pa direktno vpliva na
izračun začetne odbojnosti R0 in prepustnosti T0 iz enačbe (3.21). Na grafih 5.6a in
5.6b opazimo, da potrebne vrednosti m za enakomerno rastoče vrednosti g rastejo
nelinearno. Optimalne vrednosti m pri g = 0.96, da pridemo v območje natančnosti
1%, so za odbojnost m = 52 in za prepustnost m = 48.
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5.3.4 Lomni količnik vzorca nS
Na koncu preverimo vpliv lomnega količnika vzorca na potrebno število pretokov.
Razpon vrednosti smo določili na intervalu od 1.3 do 1.5.




























































(b) Pogled od blizu. Rdeči črtkani črti naka-
zujeta relativno razliko 1%.
Slika 5.7: Relativna razlika odbojnosti v odvisnosti od števila pretokov za različne
parametre lomnega količnika vzorca nS = 1. 3–1. 5.






























































(b) Pogled od blizu. Rdeči črtkani črti naka-
zujeta relativno razliko 1%.
Slika 5.8: Relativna razlika prepustnosti v odvisnosti od števila pretokov za različne
parametre lomnega količnika vzorca nS = 1. 3–1. 5.
Z grafov 5.7 in 5.8 lahko opazimo, da se število potrebnih pretokov za odbojnost in
prepustnost ne spreminja bistveno z lomnim količnikom. Optimalno število pretokov




Največja prednost Adding-Doubling je njegova hitrost. V tem podpoglavju pri-
merjamo hitrosti Monte Carlo simulacije za izbrane parametre s hitrostjo Adding-
Doubling algoritma v Pythonu. Preverimo tudi, če je hitrost primerljiva z že spi-
sanim Matlab algoritmom. Za izračune je bila uporabljena grafična kartica Nvidia
Geforce 940M.
5.4.1 Henyey-Greenstein SPF
Pri Monte Carlo simulaciji je bilo uporabljenih 107 fotonov, nastavitve vhodnih
parametrov pa so bile enake opisanim na začetku poglavja 5.2.





µs 25 50 100 150
1.5 1.5 1.7 3.1 7.3
0.5 0.8 1.5 2.6 3.4
1 0.8 1.3 2 2.6
Preden preverimo časovne zahtevnosti Matlab in Python algoritma na GPU,
se vprašamo, kakšne velikosti vektorjev vhodnih parametrov N je smiselno izbrati.
Z nastavitvami na začetku poglavja 5.2 s fiksnima µa = 0.1 in µs = 25 in števi-
lom pretokov m = 20 poženemo algoritem na GPU in CPU. Zanima nas povezava
med časovno zahtevnostjo na vzorec in številom vzorcev, zato merimo čas funkcije
solveAD. Da čim bolj odpravimo vpliv drugih procesov na čas reševanja, metodo
poženemo 100-krat in za vrednosti vzamemo povprečja časov.
Slika 5.9: Odvisnost časovne zahtevnosti na vzorec v odvisnosti od števila vzorcev
v Python programu, računano na GPU, pri m = 20.
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Slika 5.10: Odvisnost časovne zahtevnosti na vzorec v odvisnosti od števila vzorcev
v Python programu, računano na CPU, pri m = 20.
S slike 5.9 lahko razberemo, da časovna zahtevnost za GPU doseže minimum okoli
N = 1000. Za razliko od računanja na GPU se čas na vzorec pri računanju na CPU
ne spreminja bistveno s številom vzorcev, kar je razvidno s slike 5.10. Računanje
na GPU nam za isti algoritem na večjem številu vzorcev prinese približno 10-kratno
pospešitev. Odločimo se testirati časovno zahtevnost za algoritme pri različnem
številu vzorcev: 100, 1000 in 3000 za pretoke 12 in 20. V tabele vnesemo čase na
vzorec za Matlab in Python algoritma.
Tabela 5.8: Vrednosti povprečnih časov na vzorec za Python algoritem za 100 klicev
funkcije pri m = 12. Vrednosti µa in µs so v (cm−1).
Čas na vzorec(s), N = 100
µa
µs 25 50 100 150
1.5 2.4e-04 2.5e-04 2.7e-04 2.7e-04
0.5 2.4e-04 2.5e-04 2.7e-04 2.7e-04
1 2.4e-04 2.5e-04 2.7e-04 2.7e-04
Čas na vzorec(s), N = 1000
µa
µs 25 50 100 150
1.5 5.0e-05 5.3e-05 5.7e-05 5.7e-05
0.5 5.0e-05 5.3e-05 5.7e-05 5.7e-05
1 5.0e-05 5.4e-05 5.7e-05 5.7e-05
Čas na vzorec(s), N = 3000
µa
µs 25 50 100 150
1.5 4.9e-05 5.2e-05 5.5e-05 5.5e-05
0.5 4.9e-05 5.2e-05 5.5e-05 5.5e-05
1 4.9e-05 5.2e-05 5.5e-05 5.5e-05
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Tabela 5.9: Vrednosti povprečnih časov na vzorec za Matlab algoritem za 100 klicev
funkcije pri m = 12. Vrednosti µa in µs so v (cm−1).
Čas na vzorec(s), N = 100
µa
µs 25 50 100 150
1.5 1.2e-03 1.0e-03 1.1e-03 1.0e-03
0.5 9.6e-04 1.0e-03 1.0e-03 1.1e-03
1 9.5e-04 1.1e-03 1.0e-03 1.0e-03
Čas na vzorec(s), N = 1000
µa
µs 25 50 100 150
1.5 1.9e-04 2.1e-04 2.5e-04 1.9e-04
0.5 2.0e-04 2.2e-04 1.9e-04 1.8e-04
1 2.1e-04 2.1e-04 1.8e-04 1.8e-04
Čas na vzorec(s), N = 3000
µa
µs 25 50 100 150
1.5 1.3e-04 1.3e-04 1.4e-04 1.4e-04
0.5 1.3e-04 1.3e-04 1.4e-04 1.4e-04
1 1.3e-04 1.3e-04 1.4e-04 1.5e-04
Tabela 5.10: Vrednosti povprečnih časov na vzorec za Python algoritem za 100
klicev funkcije pri m = 20. Vrednosti µa in µs so v (cm−1).
Čas na vzorec(s), N = 100
µa
µs 25 50 100 150
1.5 3.7e-04 3.8e-04 4.1e-04 4.3e-04
0.5 3.7e-04 3.9e-04 4.1e-04 4.3e-04
1 3.7e-04 3.9e-04 4.1e-04 4.3e-04
Čas na vzorec(s), N = 1000
µa
µs 25 50 100 150
1.5 1.6e-04 1.7e-04 1.8e-04 1.9e-04
0.5 1.6e-04 1.7e-04 1.8e-04 1.9e-04
1 1.6e-04 1.7e-04 1.8e-04 1.9e-04
Čas na vzorec(s), N = 3000
µa
µs 25 50 100 150
1.5 1.6e-04 1.6e-04 1.7e-04 1.8e-04
0.5 1.6e-04 1.6e-04 1.7e-04 1.8e-04
1 1.6e-04 1.6e-04 1.7e-04 1.8e-04
Tabela 5.11: Vrednosti povprečnih časov na vzorec za Matlab algoritem za 100 klicev
funkcije pri m = 20. Vrednosti µa in µs so v (cm−1).
Čas na vzorec(s), N = 100
µa
µs 25 50 100 150
1.5 1.1e-03 1.2e-03 1.2e-03 1.2e-03
0.5 1.1e-03 1.1e-03 1.2e-03 1.2e-03
1 1.1e-03 1.1e-03 1.2e-03 1.2e-03
Čas na vzorec(s), N = 1000
µa
µs 25 50 100 150
1.5 2.9e-04 3.1e-04 3.3e-04 3.4e-04
0.5 3.0e-04 3.1e-04 3.2e-04 3.4e-04
1 2.9e-04 3.1e-04 3.2e-04 3.4e-04
Čas na vzorec(s), N = 3000
µa
µs 25 50 100 150
1.5 2.5e-04 2.6e-04 2.7e-04 2.9e-04
0.5 2.5e-04 2.6e-04 2.7e-04 2.9e-04
1 2.5e-04 2.6e-04 2.7e-04 2.9e-04
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Iz meritev je razvidno, da je za večje število pretokov m potrebno več računskega
časa na vzorec, kar je pričakovano, saj algoritem s povečanjem pretokov računa večje
matrike. Pri večjem številu vzorcev N se računski čas na vzorec zmanjša (približno
2-krat za m = 20 in 10-krat za m = 12), vendar se vrednosti pri 1000 in 3000
vzorcih bistveno ne razlikujejo, kar smo že videli na grafu 5.9. Python algoritem
je nekoliko bolje optimiziran kot Matlab algoritem, saj pri m = 12 vidimo okoli
2–5-kratno pospešitev, pri m = 20 pa okoli 2-kratno pospešitev glede na Matlab.
Časovne vrednosti na vzorec za Monte Carlo simulacijo so reda sekund, kar nam
nakazuje, da je algoritem Adding-Doubling bistveno hitrejši za dano natančnost.
Pri m = 20, kar je že zadovoljiva natančnost (glej poglavje 5.3), dobimo 5000–40
000-krat hitrejše izračune na vzorec.
5.4.2 Gegenbauer SPF
Časovno zahtevnost Monte Carlo metode za 107 fotonov primerjamo še z Adding-
Doubling algoritmom, ki za izračun uporablja Gegenbaurjevo sipalno funkcijo. Čase
primerjamo pri številu pretokov m = 16, 20.





µs 25 50 100 150
1.5 1.5 1.7 3.1 7.3
0.5 0.8 1.5 2.6 3.4
1 0.8 1.3 2 2.6
Tabela 5.13: Vrednosti povprečnih časov na vzorec za Matlab algoritem, za 100
klicev funkcije pri m = 20. Vrednosti µa in µs so v (cm−1).
Čas na vzorec(s), N = 100
µa
µs 25 50 100 150
1.5 1.1e-03 1.1e-03 1.2e-03 1.2e-03
0.5 1.1e-03 1.1e-03 1.2e-03 1.2e-03
1 1.1e-03 1.1e-03 1.2e-03 1.2e-03
Čas na vzorec(s), N = 1000
µa
µs 25 50 100 150
1.5 3.0e-04 3.1e-04 3.3e-04 3.4e-04
0.5 2.9e-04 3.1e-04 3.2e-04 3.4e-04
1 3.0e-04 3.1e-04 3.3e-04 3.4e-04
Čas na vzorec(s), N = 3000
µa
µs 25 50 100 150
1.5 2.4e-04 2.5e-04 2.7e-04 2.9e-04
0.5 2.4e-04 2.5e-04 2.7e-04 2.9e-04
1 2.3e-04 2.6e-04 2.7e-04 2.9e-04
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Tabela 5.14: Vrednosti povprečnih časov na vzorec za Matlab algoritem za 100 klicev
funkcije pri m = 16. Vrednosti µa in µs so v (cm−1).
Čas na vzorec(s), N = 100
µa
µs 25 50 100 150
1.5 8.7e-04 8.9e-04 9.6e-04 1.6e-03
0.5 8.6e-04 9.0e-04 1.3e-03 1.4e-03
1 8.6e-04 9.0e-04 1.3e-03 1.2e-03
Čas na vzorec(s), N = 1000
µa
µs 25 50 100 150
1.5 2.1e-04 2.2e-04 2.3e-04 2.4e-04
0.5 2.1e-04 2.2e-04 2.4e-04 2.4e-04
1 2.1e-04 2.2e-04 2.3e-04 2.4e-04
Čas na vzorec(s), N = 3000
µa
µs 25 50 100 150
1.5 1.5e-04 1.6e-04 1.7e-04 1.8e-04
0.5 1.5e-04 1.6e-04 1.7e-04 1.8e-04
1 1.5e-04 1.6e-04 1.7e-04 1.8e-04
Tabela 5.15: Vrednosti povprečnih časov na vzorec za Python algoritem za 100
klicev funkcije pri m = 20. Vrednosti µa in µs so v (cm−1).
Čas na vzorec(s), N = 100
µa
µs 25 50 100 150
1.5 3.7e-04 3.9e-04 4.1e-04 4.3e-04
0.5 3.7e-04 3.9e-04 4.1e-04 4.3e-04
1 3.6e-04 3.9e-04 4.1e-04 4.3e-04
Čas na vzorec(s), N = 1000
µa
µs 25 50 100 150
1.5 1.6e-04 1.7e-04 1.8e-04 1.9e-04
0.5 1.6e-04 1.7e-04 1.8e-04 1.9e-04
1 1.6e-04 1.7e-04 1.8e-04 1.9e-04
Čas na vzorec(s), N = 3000
µa
µs 25 50 100 150
1.5 1.5e-04 1.6e-04 1.7e-04 1.8e-04
0.5 1.5e-04 1.6e-04 1.7e-04 1.8e-04
1 1.5e-04 1.6e-04 1.7e-04 1.8e-04
Tabela 5.16: Vrednosti povprečnih časov na vzorec za Python algoritem za 100
klicev funkcije pri m = 16. Vrednosti µa in µs so v (cm−1).
Čas na vzorec(s), N = 100
µa
µs 25 50 100 150
1.5 2.5e-04 2.6e-04 2.8e-04 2.9e-04
0.5 2.4e-04 2.6e-04 2.7e-04 2.9e-04
1 2.4e-04 2.6e-04 2.7e-04 2.9e-04
Čas na vzorec(s), N = 1000
µa
µs 25 50 100 150
1.5 5.3e-05 5.6e-05 5.9e-05 6.2e-05
0.5 5.3e-05 5.6e-05 5.9e-05 6.2e-05
1 5.3e-05 5.6e-05 5.9e-05 6.2e-05
Čas na vzorec(s), N = 3000
µa
µs 25 50 100 150
1.5 5.1e-05 5.4e-05 5.8e-05 6.1e-05
0.5 5.1e-05 5.4e-05 5.8e-05 6.1e-05
1 5.1e-05 5.4e-05 5.8e-05 6.1e-05
Tudi tu pridemo do podobnega spoznanja kot v prejšnjem poglavju. Iz tabel 5.13
in 5.15 je razvidno, da je Python algoritem pri m = 20 od 1.5 do 3-krat hitrejši od
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Matlab algoritma. V primerjavi z Monte Carlo so tudi časovne zahtevnosti algoritma
z Gegenbauerjevo sipalno funkcije bistveno manjše. Pospešitev pri m = 20 je za
število vzorcev N = 3000 v primerjavi z Monte Carlo ponovno med 5000 in 40
000-kratna. Časovne zahtevnosti se za različne sipalne funkcije ne razlikujejo, saj je
število elementov v matriki še vedno enako.
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Uporaba modela na meritvah
V zadnjem delu naloge smo naš algoritem uporabili za oceno količine kisika v krvi.
Ideja je bila, da na grafe spektra odbojnosti prilagodimo modelsko funkcijo, ki jo
dobimo s pomočjo Adding-Doubling algoritma. Koža, razen v vrhnji plasti, vsebuje
krvne žile, po katerih se pretaka kri z določenim deležem oksigeniranega in deoksi-
geniranega hemoglobina. Spremembo deleža obeh vrst hemoglobina lahko zaradi
različnih absorpcijskih spektrov (glej sliko 2.2) zaznamo tudi na spektru odbojnosti.
Slika 6.1: Shema hiperspektralnega (HSI) slikovnega sistema. Sistem je sestavljen
iz linearnega vodila a), monokromatske kamere b), spektrografa c), svetlobnega vira
d) in mizice za vzorec e).
Za zajem spektrov smo uporabili hiperspektralni sistem, shematsko prikazan na
sliki 6.1. Ob slikanju vzorca zajemamo spektre z eno tanko prostorsko črto naen-
krat, celotno sliko pa dobimo s pomikanjem po linearnem vodilu (8MT195, Standa,
Litva). Svetloba se v spektrografu (Imspector V10E, Specim, Finska) razdeli na
več valovnih dolžin, ki jih zajamemo z monokromatsko kamero (Blackfly S, FLIR,
Kanada). Vzorec, postavljen na mizico, osvetljujemo z LED svetili (OSRAM Oslon
Black, Roithner LaserTechnik) s spektrom valovnih dolžin 400–1000 nm. Pred svetili
so postavljeni polarizatorji za zmanjšanje vpliva zrcalnega odboja. Zajete slike so
shranjene kot hiperkocke z dvema prostorskima dimenzijama in eno spektralno di-
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menzijo [26]. Spektralna ločljivost sistema je 0.5 nm, velikost slikovnih točk pa 0.24
mm. Integracijski čas naprave je 100 ms. Spektre odbojnosti za različne koncen-
tracije oksi- in deoksihemoglobina smo pridobili s slikanjem spodnje strani podlakti
v različnih fazah manšetnega preizkusa. Ta je potekal v treh fazah. Najprej smo
okoli nadlakti ovili manšeto, ki se uporablja za merjenje krvnega tlaka. V prvi fazi
manšeta še ni bila stisnjena, zato je bil pretok krvi normalen. V drugi fazi smo man-
šeto stisnili na 200 mmHg in počakali 2 minuti, da se je pretok krvi zaustavil, kar je
prispevalo k zmanjšanju oksigenacije krvi. V tretji fazi smo manšeto popustili in s
tem ponovno povečali pretok krvi v roko. Sliko v tretji fazi smo opravili 30 sekund
po spuščeni manšeti. Za pridobitev pravih vrednosti odbojnosti smo morali spektre
normalizirati s spektrom, pridobljenim z odbojem od spektralnega standarda s sko-






kjer Ri,j in Rrawi,j predstavljata normaliziran in neobdelan spekter v krajevni
koordinati (i,j). Wi, j predstavlja spekter, pridobljen z odbojem od spektralnega
standarda [26]. Di,j označuje predhodno izmerjen karakterističen spekter detektorja.
Slika 6.2: Vrednosti odbojnosti R za del podlakti pred manšetnim testom pri valovni
dolžini 500 nm. S številkami so označene lokacije točk, v katerih smo izbrali spektre
odbojnosti.
Sliko odbojnosti smo si pogledali pri valovni dolžini 500 nm, da smo lahko določili
točke x in y na ravnem delu podlakti, za katerega bi bilo smiselno uporabiti naš
algoritem. V vsaki točki slike imamo namreč podatek o spektru odbojnosti pri
valovnih dolžinah 400–1000 nm. Za prilagajanje smo uporabili spektre, izmerjene na
mestih, označenih na sliki 6.2. V vsakem izmed treh označenih območij smo si izbrali
10 točk. Ker je premer območja le nekaj točk, so poteki izbranih spektrov znotraj
območja praktično enaki. Vrednosti izbranih spektrov smo med seboj povprečili, da
smo spekter zgladili. Vsaki točki spektra smo določili ustrezno napako, ki smo jo
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(xi − x̄)2, (6.2)
pri čemer so xi izmerjene vrednosti odbojnosti v posameznih slikovnih točkah pri
določeni valovni dolžini, x̄ pa njihove povprečne vrednosti.
Slika 6.3: Spektri odbojnosti na območju 400–1000 nm za vse faze manšetnega testa.
Na sliki 6.3 v območju 500–600 nm opazimo razliko v obliki in višini vrhov med
različnimi fazami testa. Spektra pred stiskom in po stisku sta si precej podobna.
Lokalna minimuma po stisku sta bolj izrazita zaradi večje količine krvi v tkivu. Ker
se absorpcija kože s količino krvi veča, lahko po stisku opazimo znižanje vrednosti
odbojnosti v območju 400–600 nm. Na spektru med stiskom v območju 500–600 mm
opazimo le en lokalni minimum, ki je posledica večje koncentracije deoksigenirane
krvi (glej absorpcijski spekter hemoglobina, slika 2.2).
Izmerjenemu spektru smo prilagajali enostaven optični model kože, ki predposta-
vlja eno ravno optično homogeno plast. Faktor anizotropije je v splošnem funkcija
valovne dolžine, za naše spektralno območje pa ga opišemo kar s konstanto [27]
g = 0.82. (6.3)
Lomni količnik tkiva opišemo z relacijo
n(λ) = 1.309 + 4.346 · 102 · λ−2 + 1.6065 · 109 · λ−4 − 1.2811 · 1014 · λ−6, (6.4)
pri čemer je λ izražena v enotah nm [5]. Absorpcijski koeficient določimo kot linearno
kombinacijo prispevkov absorpcijskih koeficientov melanina µa,mel, oksigeniranega
µa,HbO2 in deoksigeniranega hemoglobina µa,Hb, obteženih z volumskimi deleži f , ki
jih kasneje iščemo. Zraven prištejemo še absorpcijo zaradi neprekrvavljenega tkiva,
ki je v približku konstanta in znaša µa, baza = 25 cm−1 [28].
µa(λ) = fmel µa,mel + fHb µa,Hb + fHbO2 µa,HbO2 + µa,baza (cm
−1) (6.5)
Vrednosti µa,Hb in µa,HbO2 so pridobljene iz članka Friebel et al. [29]. Absorpcijski
koeficient melanina opišemo z
µa,mel(λ) = 6.6 · 1011 λ−3.33 (cm−1), (6.6)
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pri čemer je µ′s reduciran sipalni koeficient, λ valovna dolžina v nm, a in b pa
koeficienta, ki ju prilagajamo [1].
V konstruktor našega algoritma smo vnesli vektor vrednosti valovnih dolžin med
400 in 1000 nm. Vhodni parametri inicializacijske funkcije in metode setOP so bili
vektorji g, µs, µa in n, ki so vsebovali od λ odvisne vrednosti. Naslednji korak je
bil parametre fmel, fHb, fHbO2 , a in b prilagoditi tako, da bi se vrednosti odbojnosti
Rn, pridobljene iz modela, čim bolj ujemale z realnimi vrednostmi. Pri prilagajanju
nam je služila metoda Levenberg–Marquadt, ki smo jo spisali v Pythonu po članku
[30]. Metode, spisane v SciPy in drugih knjižnicah, namreč niso imele podprtih
mej za parametre in zato niso konvergirale proti smiselnim rešitvam. Kljub boljši
konvergenci smo še vedno naleteli na problem: sistem je bil preobčutljiv na začetne
pogoje in območje prilagajanja. S fiksiranjem volumskega deleža melanina fmel na
vrednost 0.5 % in omejitve območja na 450–650 nm smo dosegli zadovoljive rezultate.
Metodi luščenja parametrov smo podali začetne vrednosti iskanih parametrov in jim
določili fiziološko smiselne meje (tabela 6.1). Pri vsakem prilagajanju meritev smo
izračunali reduciran χ2 po enačbi
χ2red =
1






kjer N predstavlja število merskih točk, M pa število parametrov. y predstavljajo
meritve odbojnosti s standardno deviacijo σ, ŷ pa predstavljajo odbojnosti, prido-
bljene iz prilagajanja na model. Pri optimalnem prilagajanju je vrednost χ2red ≈ 1.
Tabela 6.1: Začetne vrednosti iskanih parametrov pinit v metodi inverznega AD.
pmax, pmin predstavljajo spodnje in zgornje meje parametrov.
fmel[−] fHb[−] fHbO2 [−] a[cm−1] b[−]
pmax 0.005 0.1 0.1 200 3
pmin 0.005 1e− 7 1e− 7 1e− 7 1e− 7
pinit 0.005 0.01 0.01 10 0.1





Vrednosti, pridobljene s prilagajanjem, so vpisane v tabelo 6.2. Iz tabele je razvi-
dno, da smo pri večini izračunov dobili ustrezne vrednosti χ2red. Na sliki 6.4 lahko
vidimo, da je prilagajanje zadovoljivo. Vidna neujemanja bi lahko odpravili z bolj-
šim modelom sipanja in večplastno strukturo kože ter bolj doslednim upoštevanjem
drugih absorberjev. Skupni volumski delež oksigeniranega in deoksigeniranega he-
moglobina bt = fHb + fHbO2 je na vseh lokacijah v prvi fazi okoli 2–3 %. Delež se
na vseh lokacijah poveča v tretji fazi, ko sprostimo manšeto in se pretok krvi v roko
nenadoma poveča. Tu beležimo skupne volumske deleže od 5–8 %. Opazimo lahko,
da se nasičenost s kisikom S v drugi fazi testa zaradi oviranega pretoka zmanjša, po
relaksaciji pa se ponovno poveča z dotokom oksigenirane krvi.
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Tabela 6.2: Tabela izračunanih parametrov, njihovih asimptotskih standardnih na-
pak ter statističnih vrednosti.
Mesto: 1
Faza fHb[−] fHbO2 [−] S[%] a[cm−1] b[−] R2 χ2red
1. 0.009± 3e-4 0.019± 3e-4 68± 03 99.2± 0.1 0.011± 1.3e-3 0.9895 1.203
2. 0.0208± 5e-4 0.0033± 4e-4 14± 2 90.4± 0.64 0.175± 3.6e-3 0.9882 0.8792
3. 0.0046± 4e-4 0.0509± 3e-4 92± 2 105± 0.5 0.065± 1e-3 0.9927 1.655
Mesto: 2
Faza fHb[−] fHbO2 [−] S[%] a[cm−1] b[−] R2 χ2red
1. 0.004± 3e-4 0.018± 2e-4 82± 3 109± 0.4 0.13± 2.7e-3 0.9846 1.525
2. 0.017± 1.5e-4 0.0063± 1e-4 27± 1 107.5± 0.2 0.069± 0.001 0.9906 1.0922
3. 0.0034± 4e-4 0.0436± 7e-4 93± 2 107.8± 0.7 0.222± 6e-3 0.986 2.552
Mesto: 3
Faza fHb[−] fHbO2 [−] S[%] a[cm−1] b[−] R2 χ2red
1. 0.00352± 1.5e-5 0.0253± 1e-4 87± 1 108.0± 0.1 0.014± 9e-4 0.9881 1.4813
2. 0.0205± 2e-4 0.0071± 1e-4 26± 1 107± 0.1 0.122± 1e-3 0.9909 1.468
3. 0.0005± 1e-4 0.0798± 4e-4 99± 1 158± 0.2 0.287± 2e-4 0.989 3.447
Rezultate primerjamo s člankom [32], kjer avtorji uporabijo 4-plastni optični
model kože z epidermisom, papilarnim in retikularnim dermisom ter podkožjem. S
pomočjo manšetnega preizkusa in prilagajanja podatkov na meritve pridobijo vre-
dnosti nasičenosti krvi in volumskih deležev krvi v epidermisu, papilarnem in reti-
kularnem dermisu. Vrednosti pridobijo iz meritev kože 28-letne prostovoljke svetle
polti. V 1. fazi manšetnega preizkusa izmerijo nasičenost v papilarnem dermisu
Spap = 58% ter nasičenost v retikularnem dermisu Sret = 75%, kar je manj od vre-
dnosti, izluščenih iz našega enoplastnega modela S = 68, 82, 87%. Krvni deleži v 1.
fazi manšetnega preizkusa iz našega modela bt = 0.028, 0.022, 0.029 se precej dobro
skladajo z vrednostmi iz članka, kjer je delež krvi v papilarnem dermisu bpap = 0.025
in v retikularnem dermisu bret = 0.014. Avtorji navedejo tudi vrednosti v 2. fazi
manšetnega testa, in sicer Spap = 26%, Sret = 17% ter bpap = 0.089 in bret = 0.023.
Nasičenosti iz našega modela S = 14, 27, 26% se dobro ujemajo z vrednostmi iz
članka. Ujemanja krvnih deležev bt = 0.024, 0.023, 0.028 so zadovoljiva ob upošte-
vanju dejstva, da papilarni dermis, z navedeno debelino iz članka dpap = 0.1 mm,
zavzema bistveno manjši delež celotnega dermisa z debelino iz fita dder = 0.7 mm.
Pri obeh eksperimentih z obstrukcijo krvnega obtoka opazimo znižanje nasičenosti
kisika v krvi. Odstopanje opazimo med koeficienti a, ki nastopajo v enačbi za sipa-
nje (6.7). Koeficienti a iz članka so za dermis pred in po manšetnem testu 66 cm−1
ter 82 cm−1. Koeficienti a iz našega modela se gibljejo okoli vrednosti 100 cm−1.
Odstopanje je najverjetneje posledica enoplastnega modela kože, kar je precejšnja
poenostavitev glede na resnično geometrijo.
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(a) Pred stiskom, lokacija 1. (b) Med stiskom, lokacija 1.
(c) Po stisku, lokacija 1.
Slika 6.4: Rdeče krivulje ponazarjajo rešitve, pridobljene iz enoplastnega Adding-





Z razvojem optičnih metod v medicini, tako za terapevtsko kot za diagnostično rabo,
se je povečala potreba po simulacijah transporta svetlobe v tkivu. S prilagajanjem
ustreznih modelov lahko iz optičnih lastnosti izluščimo ključne informacije o tkivni
sestavi in potencialnih patoloških spremembah. V tkivih pogosto zasledimo plastno
strukturo, kar omogoča rabo Adding-Doubling algoritma. Sprva smo algoritem im-
plementirali za rabo na centralni procesni enoti, napredek v tehnologiji grafičnih
kartic in dostopnosti knjižnic (ki izkoriščajo računsko učinkovitost paralelnega raču-
nanja) pa nam je omogočil relativno enostavno implementacijo algoritma na grafični
kartici.
Prvotni algoritem smo v Python okolje implementirali s pomočjo algoritma v
Matlab okolju in ustrezne literature. Algoritem smo v naslednjem koraku posku-
sili optimizirati z vektorizacijo, recikliranjem spremenljivk in uporabo knjižnic, ki
izkoriščajo paralelizacijo. Natančnost rezultatov simulacij našega algoritma smo pri-
merjali s CUDAMCML Monte Carlo metodo in Adding-Doubling metodo, spisano
v Matlabu. Primerjavo smo izvedli za nabor optičnih lastnosti pri različnih natanč-
nostih Adding-Doubling algoritma. Ugotovili smo, da se Adding-Doubling metodi,
implementirani v Pythonu in Matlabu, po natančnosti dobro ujemata. Z rezultati
iz Monte Carlo simulacije se Adding-Doubling metoda dobro ujema pri številu pre-
tokov m ≥ 20. V nadaljevanju smo za različne parametre ocenili število potrebnih
pretokov m za ujemanje z Monte Carlo metodo v okviru 1 % napake. Ugotovili
smo, da na število potrebnih pretokov najbolj vpliva izbira faktorja anizotropije g,
in sicer večja anizotropija zahteva večje m. Hitrost GPU algoritma smo primerjali
z Matlab algoritmom in Monte Carlo simulacijo. Ugotovili smo, da je naš algoritem
pri m = 20 v povprečju 2-krat hitrejši od Matlab algoritma in od 5000—40 000-
krat hitrejši od Monte Carlo metode. Ugotovili smo tudi, da se povprečni časi na
vzorec GPU algoritma nasičijo okoli števila vzorcev N = 1000. V zadnjem sklopu
smo algoritem uporabili za prilagajanje fizioloških lastnosti kožnega tkiva z uporabo
poenostavljenega enoplastnega modela kože. Z metodo inverznega Adding-Doubling
smo uspeli izluščiti okvirno oksigenacijo krvi v koži v različnih fazah manšetnega
testa.
Algoritem smo uspešno implementirali v Python okolju. Algoritem je fleksiblen
in ga lahko uporabimo na procesni enoti ali grafični kartici. V primerjavi z Matlab
algoritmom je hitrejši in teče v prosto dostopnem okolju, zato predstavlja dobro
orodje za simulacijo transporta v tkivih.
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Poglavje 7. Zaključek
Algoritem bi lahko nadgradili z možnostjo večplastnih geometrij in razširitvijo
sipalnih modelov, saj bi takšen model bolj natančno popisal strukturo kože. Prav
tako bi lahko razširili število možnih pretokov m, ki je trenutno omejeno na m = 60.
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