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Abstract
This thesis is the result of the project that I was working on during my appren-
ticeship at Möhlenhoff GmbH in Salzgitter, Germany. The topic of the thesis is
the smart home system in general with a special focus on the Möhlenhoff GmbH’s
idea of it. The thesis presents the development process of an embedded device
intended for use in a smart home system. The main goal of the project was to
create a USB device with wireless capabilities to enable the integration of 3rd
party devices with their proprietary smart home system.
First, the thesis gives some background information on how smart systems
work, where their rising popularity originates from and what the components
needed to build one are. It also talks about the Internet of Things and how the
devices within a smart home environment are able to communicate with each
other.
In its main part, the thesis presents the development process behind creat-
ing the USB-Wireless prototype device. It focuses on the general idea and the
desired functionalities of the device. It elaborates on both, the hardware and
software requirements needed for the prorotype device, of which the most signif-
icant are USB emulation and the implementation of wireless connectivity. The
development tools used during the project are presented along with their abilities,
strengths and weaknesses while tackling such a task.
Next, the thesis presents the hardware used for the prototype device, the issues
I had while working on it and the solutions I applied. However, as hardware
cannot work without accompanying software, this is also elaborated on in the
thesis. From the prototype firmware to the simulation software for testing, the
development process behind is also explained.
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Finally, some examples of use and ideas for future development are provided.
The project at its current stage has also been evaluated.
Key words: Smart home, USB, serial communication, wireless communication,
prototype, STM32
Razširjen povzetek
Ta diplomska naloga je nastala iz projekta, na katerem sem delal med opra-
vljanjem obvezne študijske prakse v podjetju Möhlenhoff GmbH v Salzgitterju v
Nemčiji.
Möhlenhoff GmbH je podjetje, ki se že več kot 30 let ukvarja z izdelavo sis-
temov za ogrevanje prostorov. Njihovi glavni produkti so ventili za krmiljenje
sistema za talno ogrevanje, zadnjih nekaj let pa se ukvarjajo tudi z razvojem
sistemov pametnih domov. Cilj projekta, iz katerega izvira to delo je bil razviti
napravo z USB priključkom in zmožnostjo brezžične povezave, ki bo omogočala
integracijo različnih naprav v sistem pametnega doma.
Na začetku diplomska naloga predstavi idejo pametnega doma in njegove pred-
nosti pred tradicionalnim tipom doma. Ker trg za takšno tehologijo raste, se na
njem tudi pojavlja vedno več različnih produktov, ki opravljajo različne naloge.
Med njimi je največ pametnih senzorjev, npr. za temperaturo, vlago, svetlobo,
dež, vrata ..., ter aktuatorjev, npr. grelcev, ventilov, ključavnic, prezračevalnih
sistemov ..., ki komunicirajo med seboj ter z raznimi krmilniki, da uravnavajo
bivalne pogoje na način, ki je človeku najbolj prijeten. Vse to omogočajo pred-
vsem nizke cene elektronskih komponent, katere vodijo v hiter razvoj tehnologije
ter veliko novih idej o sistemih pametnih domov. Predvsem v zadnjih letih se
internet stvari razvija tako hitro, kot še nikoli. Po predstavitvi osnovne ideje so
predstavljeni še različni načini komunikacije, ki so bili uporabljeni v projektu.
V glavnem delu se diplomska naloga posveti opisovanju razvoja naprave in
celotnega projekta. Najprej je predstavljen cilj, zadan na začetku projekta. Pro-
totipna naprava je mogla v prvi vrsti omogočati povezljivost preko USB priključka
ter brezžično povezljivost, hkrati pa je mogla s pomočjo programske opreme ko-
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ordinirati komunikacijo med priključeno napravo in omrežjem naprav v sistemu
pametnega doma. Kot prva testna naprava, ki naj bi komunicirala s sistemom
je bil izbran krmilnik za prezračevanje bivalnih prostorov. Integracija takšne
naprave je za podjetje pomembna, saj so z združitvijo njihovegih sistemov za
krmiljenje talnega ogrevanja ter ostalih senzorjev in aktuatorjev zmožni ponuditi
celotno rešitev za nadzor klimatskih pogojev v prostorih (HVAC).
Komunikacija prek USB vodila je potekala z uporabo USB communications
device class (CDC), ki je eden izmed razredov USB naprav. Komunikacija med
krmilnikom prezračevalnega sistema ter razvijanim prototipom je potekala s hi-
trostjo 9600 bitov na sekundo, kar je bilo več kot dovolj za potrebe delovanja
sistema. Brezžično komunikacijo je omogočala uporaba industrijskega, znanstve-
nega ter medicinskega (ISM) pasu v frekvenčnem območju okrog 868MHz. Ta
frekvenca je bila uporabljena, saj jo je dovoljeno uporabljati brez licence in ima
dovolj velik doseg za dobro delovanje sistema.
Po opisu splošnih tehnoloških zahtev se diplomska naloga osredotoči na po-
tek razvoja prototipne naprave. Najprej so predstavljena programska orodja,
uporabljena pri delu. Prvi program, ki je imel veliko vlogo pri razvoju je
STM32CubeMX, ki deluje kot konfiguracijsko okolje za krmilnike STM32. Keil
µVision je integrirano razvojno okolje, ki je bilo uporabljeno tako za prevajanje
programske kode iz jezika C v strojni jezik kot za razhroščevanje delovanja mi-
krokrmilnika. Predstavljena sta tudi dva različna programatorja, katera sta bila
uporabljena med razvojem: Segger J-Link ter STMicroelectronics ST-LINK.
Diplomska naloga nato prestopi v svet strojne opreme in začne z predstavitvijo
glavnih strojnih komponent, potrebnih za razvoj prototipne naprave. Sestavljena
je iz dveh glavnih delov: mikrokrmilnǐska plošča (STM Nucleo), ki služi kot
glavni krmilnik ter radiofrekvenčna plošča, ki omogoča komunikacijo s sistemom
pametnega doma. Glavni mikrokrmilnik na prototipni napravi je STM32L073RZ,
ki je bil izbran zaradi nizke porabe energije, visoke zmogljivosti ter zmožnostjo
emulacije USB vodila. Izbrana radiofrekvenčna plošča je bila plošča STEVAL-
FKI868V2, ki omogoča enostaven priklop na Nucleo ploščo ter uporabo brezžične
komunikacije v frekvenčnem pasu okrog 868MHz.
Po opisu strojne opreme sledi še predstavitev programske opreme, ki je bila
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napisana tekom projekta. Koda, ki poganja glavni mikrokrmilnik, je bila napi-
sana v programskem jeziku C z uporabo STM32Cube ogrodja. Kot operacijski
sistem je bil uporabljen FreeRTOS, saj je implementacija brezžičnega protokola
za pravilno delovanje zahtevala časovno zelo natančno izvajanje določenih funkcij.
Potrebna je tudi implementacija USB sklada, ki pa je v ogrodju STM32Cube zelo
enostaven za konfiguracijo in uporabo. Komunikacija med glavnim mikrokrmilni-
kom ter ploščo za brezžično komunikacijo je potekala prek protokola SPI. Opisan
je tudi simulacijski program, ki je bil napisan z namenom nadomestitve dejanske
prezračevalne naprave, ker med časom razvoja še ni bila na voljo. Po predstavitvi
strojne opreme sledi še nekaj možnih scenarijev za uporabo prorotipne naprave.
Na koncu je bil projekt tudi testiran ter ocenjen kot uspešen, v podjetju pa
nadaljujejo z razvojem USB komunikacijske naprave.
Ključne besede: Pametni dom, USB, serijska komunikacija, brezžična komuni-
kacija, prototip, STM32
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1 Introduction
Lately, more and more residential buildings are being equipped with Home Au-
tomation and Smart Home systems. Be it a simple Internet of Things (IoT)-
connected light switch or a sophisticated system of sensors and actuators, work-
ing harmoniously to provide comfortable living conditions, the popularity of such
concepts has been rising steadily for the last few years and is projected to rise
for the foreseeable future. This is the reason why many home appliance com-
panies are upgrading their product lineup with the ability to connect to each
other and their user as part of a Smart Home system. Möhlenhoff GmbH is one
of the companies looking to diversify, going from producing radiator and floor
heating valve drives to creating a whole IoT-enabled Smart Home environment,
consisting of many components, such as advanced climate control systems, wall
sockets with integrated power consumption measuring capabilities, home security
and life-safety systems.
As part of my practical training at Möhlenhoff GmbH, I was tasked with
creating a USB-wireless bridge device, primarily intended for use with a 3rd
party ventilation device. The main idea behind it was enabling the 3rd party
device to be integrated into an existing smart home environment, which was
still in development at the time. USB was the interface of choice because the
ventilation device had a USB port and it was possible to implement it on the
STM32 microcontroller with relative ease.
The firmware development stage was the first part of the project which was
done on an STM32L07 microcontroller and included the implementation of USB
communication, command parsing and sending the necessary data via an 868MHz
wireless protocol. It also had to work the other way around - receiving data
1
2 Introduction
wirelessly and sending the corresponding commands via USB. Meanwhile, it had
to keep track of the current state of the ventilation device, so that appropriate
actions could be taken depending on the commands received.
The second part of the project was the development of the ventilation device
simulation software. This was necessary for testing since the actual device had
not yet been available at the time of working on the project.
In the end, the product was tested to make sure that the implementation was
robust, that it worked as intended and had a minimal delay.
2 The concept and theoretical
background
2.1 The smart home environment
For most people, a home is the place where they spend most of their time. Con-
sequently, the comfort experienced while spending time in their home plays a
major role in their quality of life. A smart home seeks to provide just that, but it
is not the only thing it can do. Another feature of it is home safety, for example,
turning off the stove automatically if the user accidentally forgets to do so upon
leaving the house. Another important aspect of the smart home environment is
lowering energy consumption while also providing comfortable climate control by
dynamically adjusting the heating, ventilation and cooling systems throughout
the day.
In short, the main idea behind transforming a home into a smart home is
making its user’s everyday life easier, more comfortable, safer and more energy
efficient.
2.1.1 Smart home market
The smart home market has been growing steadily in recent years with the highest
growth recorded and revenue generated in the United States. With smart home
devices becoming more and more accessible to consumers, the smart home is
beginning to penetrate the market now more than ever. According to Statista
[4], smart home revenue in Europe in 2019 is projected to be almost double of
3
4 The concept and theoretical background
that in 2017 and is expected to grow to up to three times the current value in
the following five years.
2.1.2 Components
For a smart home system to make decisions on how to control the environment,
the main requirement is to have a lot of data, provided by sensors. There are
many different kinds of sensors, including:
• temperature sensors,
• humidity sensors,
• light sensors,
• movement sensors,
• door/window sensors, and
• power consumption meters.
These are just some of the basic environmental sensors. There are more
complex ones such as in-mattress body sensors, which can detect not only whether
or not a person is in the bed, but can identify the person, know when they are
asleep and even tell which stage of sleep they are in, so that the smart home
system can wake them up at the best time possible. [5]
The more sensors a smart home system includes, the more data it has to make
decisions on what actions to take. In order to take those actions, actuators are
necessary. Some of these are:
• radiator and floor heating valve drives,
• blind and shade motors,
• electronic home appliance and light switches, and
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• ventilation and air conditioning units.
With these, the smart home system can adjust many variables in the environ-
ment to the user’s liking.
2.1.3 Internet of Things
The Internet of Things refers to everyday devices that are connected to the In-
ternet. It has only recently become more popular due to lower cost of Internet
connectivity. Nowadays, things like cars, refrigerators, coffee machines, light
switches, security cameras, garage and front doors can be controlled and moni-
tored remotely with our smart phones, which have also been an integral part of
the IoT expansion.
Before IoT became an everyday thing, smart home systems had already ex-
isted, but, in addition to being out of reach for most people, they were also limited
in terms of connectivity. In the beginning, those systems were operating in closed
environments, since connecting them to the Internet was not really necessary or
possible in some cases. With the expansion of the Internet and the technologies
around it, IoT is rapidly becoming a part of our lives and Internet- connected
smart homes are quick to follow. [6]
2.2 Types of communication
While home automation devices can certainly operate on their own, communica-
tion between them is the main feature of smart home systems which makes them
smart. Being able to communicate with each other enables different sensors to be
connected within a network to a central controller which aggregates the data and
makes the best possible decisions according to its algorithms. The results of the
algorithm are then sent to the actuators in the smart home system. This way, a
closed-loop feedback system is established within the environment, which enables
better control, efficiency, cost savings and, most importantly, the comfort of the
user.
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On a physical level, communication can be split by medium into two main
types: wired and wireless. Both of them were used in the project and will be
described in more detail in the following sections.
2.2.1 Wired
The first and simpler type of communication is wired communication. In the most
basic form, it can be represented by a voltage source and a voltage sensor with
an electrical connection between them. The source provides a ’low’ and ’high’
voltage (usually 0V and the supply voltage). The sensor can detect whether the
voltage is over or under a certain threshold. This way it can decide whether a
single bit is set (1) or reset (0). Some common interfaces which transfer data this
way are SPI, I2C and RS-232.
Another common way of communicating through wires is using a pair of wires,
often a twisted pair, with differential signals. Instead of comparing the voltage
level on a line to a reference voltage, the voltage difference between the two wires
is polled. This allows for faster switching and a higher tolerance for noise. Using
twisted pairs is also beneficial since the electromagnetic interference caused by
the rapid transmission of data is canceled out due to the voltages inside the wires
being the exact opposite of each other. Because of these features, differential
logic cabling can be used to cover larger distances and transmit data faster. [7]
However, transmitting data through copper cables is not the only form of
wired communication. First developed in 1970 by Corning Glass Works, the
optical fiber cable is the next step in wired communication. It is a system which
usually uses light-emitting diodes or lasers to transfer bits of data in the form
of light through a glass fiber cable. On the other side, there is a sensor which
detects the light and, similarly to the voltage sensor from above, detects whether
the received bit is set or reset. [8]
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2.2.2 Wireless
Wireless communication refers to transferring data between two devices without
them being connected with a wire. Although there are other ways of doing it,
usually, electromagnetic radiation is taken advantage of when wireless transmis-
sion of data occurs. The technologies which we use on a daily basis and make
use of wireless communication are car keys, garage door openers, mobile phones,
GPS devices, car radios, Wi-Fi and Bluetooth devices and also most smart home
systems.
Wireless communication can be divided into four different modes:
• radio,
• free-space optical,
• sonic, and
• electromagnetic induction.
Radio communication refers to transferring data wirelessly using electromag-
netic wave modulation and is the most common mode of wireless communica-
tion. This technology is used in FM radio, Wi-Fi, Bluetooth, cellular networks,
car keys and many other similar applications. Modulation schemes range from
simple ones like on-off keying to more complex ones, such as different types of fre-
quency, amplitude and phase-shift keying. Each of them have different strengths
and weaknesses and are therefore used in different applications.
Free-space optical communication is a type of optical communication which
uses light propagating in free space in order to transmit data. It is similar to
transmitting data using light via an optical fiber, but instead using the air as
a medium. A typical application for free-space optical communication is a TV
remote control, which uses infrared light to transmit data from the remote to the
TV.
Sonic communication is a type of communication which uses sound (usually
ultrasound) to transmit data.
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Electromagnetic induction communication is mostly used in medical and
RFID applications. It is a short-range type of communication and can transmit
small amounts of power as well, which allows for RFID or NFC tags to function
without an external power supply. [9]
2.3 Serial communication
In the world of computing, communication can be done in two different ways:
serial and parallel. While parallel communication can be faster, it requires more
dedicated hardware pins and is, therefore, more expensive (price and space-wise)
to implement. That is why, when parallel communication is not a requirement
for a certain application, serial communication is usually preferred. It can be
clocked at higher speeds and crosstalk is less of an issue since there are not as
many conductors lying next to each other.
Serial communication refers to the process of sending data bit by bit over a
communication channel between two devices or chips on a circuit board. It is
used in many communication protocols, such as Ethernet, SATA, SPI, I2C, USB,
etc. [10]
Serial communication can be synchronous or asynchronous. This division
refers to whether the communication protocol implements clock synchronization
between the communicating devices or not. Synchronous communication relies
on the clock signal being the same on both ends of the channel. Usually, it is
implemented in a way that a bit is read from the data line depending on an
event on the clock line: either on a rising edge, a falling edge, or both. The most
commonly used synchronous communication protocols used in embedded systems
are SPI and I2C.
Asynchronous serial communication does not rely on a mutual clock signal
to know when to read data. Instead, most of the time it uses a start bit or bit
sequence to know when a packet of data is incoming. The length of the packet and
the baud rate are set by the user and must be agreed upon by both communicating
devices. Baud rate is the unit of measure used for different purposes, usually for
serial communications. It is measured in symbols per seconds and its unit is Baud
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[Bd]. Usually, an entire word (8 bits) is read and followed by a stop bit and an
optional parity bit used for error detection. The baud rate used in embedded
systems is 9600Bd in most applications, although there are many alternative
options, such as 300Bd, 600Bd, 1200Bd, 19200Bd, 57600Bd, 115200Bd etc. Baud
rate is the rate at which the symbols are transmitted. For simple communications
with only two symbols this translates directly to the effective bit rate of the
transmission. [11]
fs =
1
Ts
(2.1)
Where fs is the symbol (baud) rate in units of symbols per second and Ts
is the symbol duration. The most common parameters used with asynchronous
serial communication are labeled as 9600/8N1, which stands for 9600 baud, eight
data bits, no parity and one stop bit.
When choosing which type of serial communication is best suited for a certain
application, there are a few things to be considered. Synchronous serial commu-
nication has a higher price and a larger PCB footprint, since it usually requires
an additional clock line to be implemented, although this can be circumvented
to a certain degree by implementing clock data recovery. For the same reason,
it requires a master/slave configuration. Its maximum data throughput is higher
than asynchronous serial communication. Asynchronous serial communication
does not have the aforementioned requirements, but is, in return, slower, mainly
due to the synchronization and error detection overhead. It is usually used in
applications where data transfer occurs sporadically and high-bandwidth data
streams are not necessary. [12]
2.3.1 Universal Serial Bus
Universal Serial Bus (USB) is a standard, describing specifications for wired com-
munication between devices, giving specifications for connectors, cables, commu-
nication protocols and the supply of power. USB works on a master/slave basis,
with the master addressing the slave devices. Peripheral devices cannot com-
municate with one another without a host between them. This limitation was
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later lifted to an extent with the introduction of USB On-The-Go. So far, three
major revisions of the specifications have been released and the fourth one will
be released soon. The standards are being maintained by the USB Implementers
Forum, which includes representations from many major electron- ics manufac-
turers, including Apple, IBM, Microsoft, STMicroelectronics, Texas Instruments
and more.
USB 1.0 was first released in 1996, specifying data transfer rates of 1.5Mb/s
and 12Mb/s, labeled Low Speed and Full Speed, respectively. It was not widely
available until the release of USB 1.1 in 1998 which was the first widely adopted
version of the currently standard communication interface.
Even though USB 1.1 was being installed in increasingly more devices, the
big popularity jump occurred in 2000, when USB 2.0 came out. It supported
data transfer rates of up to 480Mb/s and was dubbed High Speed. USB 2.0 also
added the Mini-B connector which has been widely used in electronics to this
day. Later on, USB-IF added a USB On-The-Go supplement, which allows for
communication between two USB devices without a host and is still used on some
smart phones for communicating with peripheral devices. Both USB 1 and 2 use
cables with four conductors. A differential pair (D+ and D-) for data transfer,
power and ground. The power rail voltage for regular devices is specified at 5V
and the data transmission lines use 3.3V differential logic.
USB 3.0 increases the conductor count from four to nine. Modified Type-A
and Type-B connectors are used to enable full-duplex mode of communication,
increasing the data transfer rate considerably - up to 4.8Gb/s. Since 2017, both
Type-A and Type-B connectors have been deprecated. USB 3.2, which is the
latest revision at the time of writing, only supports Type-C connectors. [13]
A new USB specification called USB4 was announced in March 2019 as an
answer to Intel’s Thunderbolt 3 interface, which can carry data with speeds of up
to 40 gigabits per second. The specification is expected to be published in mid
2019.
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2.3.1.1 USB device classes
USB devices can perform several tasks – from simple communication to power de-
livery, human-machine interfacing, mass storage, audio/video streaming, wireless
communications and similarly.
The functionality of a USB device is determined by a class code which is sent
from the device to the host, enabling the host device to load up drivers, required
for communication between the devices. The most commonly used device classes
in industrial applications are Communications Device Class (CDC), Mass Storage
Class (MSC) and Device Firmware Upgrade (DFU). USB CDC is one of the most
commonly used device classes since it is used for general communication between
two devices. It is comprised of two classes: CDC Control and CDC Data Class.
USB CDC can be used in many telecommunications and networking applications
such as PSTN modems, ISDN devices, Ethernet and ATM networking devices,
DSL modems and wireless communications devices. [14]
2.3.2 Serial Peripheral Interface
Serial peripheral interface (SPI) is a four-wire synchronous serial communication
interface, mostly used for connecting microcontrollers to peripherals in embed-
ded systems. The communication mode between SPI devices is full-duplex, which
means that the devices use two dedicated wires with set flow directions for com-
municating with each other. These wires are called MOSI (Master Out, Slave In)
and MISO (Master In, Slave Out) and they are the main data transmission wires
used by SPI. In addition to these two wires, another pair is required for commu-
nicating via SPI, one of them is the clock wire, labeled SCLK or SCK and the
other one is the slave select (SS) wire. The clock wire is needed for synchroniza-
tion because SPI is a synchronous protocol. There can be more than one slave
connected to the same SPI bus and the slave select wire is used to specify which
slave the master is currently talking to. Obviously, the communicating devices
need a common ground reference, but since the devices are usually on the same
circuit board, this requirement is satisfied by default. [15]
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Figure 2.1: Typical SPI bus: master and three independent slaves [1]
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3.1 Prototype objective
Möhlenhoff GmbH is currently in the development stage of their new smart home
environment. At the moment of writing, it is made up of four core devices:
• floor heating relay board, ’the Base’,
• room control unit, ’the RBG’,
• door/window contact, ’the TFK’, and
• motorized valve drive, ’the eTRV’.
The communication between them is wireless, making use of the 868MHz un-
licensed frequency band, which is one of the bands within the industrial, scientific
and medical band (ISM).
The main objective of the project is to make a proof-of-concept prototype
device, capable of communicating with other devices in the environment, while
also providing a USB interface and the software needed to translate between the
serial protocol and the wireless communication protocol. The device must be able
to listen for incoming data from the room control unit and relay it via USB. It
should also listen for data coming through the USB port and relay it to the room
control unit wirelessly.
The device is going to be used for integrating a ventilation device into an
existing smart home environment and should do it seamlessly. The core firmware
13
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Figure 3.1: USB-wireless device diagram
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should be mostly hardware independent, allowing it to be used on different mi-
crocontrollers without major changes.
The microcontroller used for the prototype device is STM32L073RZ, an ultra-
low-power ARM Cortex M0 microcontroller made by the company STMicroelec-
tronics. It was chosen mainly because it has an integrated USB controller and
an adequate amount of flash storage to be able to store libraries required by the
USB and wireless communication stacks to operate properly.
3.2 Technical requirements
3.2.1 USB communications device class
USB communications device class (USB CDC) is one of the most used USB
device classes, especially in the world of microelectronics. It is used for serial
communication between two devices such as an embedded device and a PC. In
embedded systems, USB CDC can be implemented by emulating a virtual serial
communication port which eliminates the need for using a USB-TTL converter
like an FTDI chip to save on component and production costs, and to have a
smaller PCB footprint.
In the USB bridge, USB CDC is used to transfer commands for setting ven-
tilation levels either from the simulator to the device or vice versa. The commu-
nication parameters are pretty much standard:
• baud rate: 9600 b/s,
• data bits: 8,
• parity: none,
• stop bits: 1, and
• flow control: none
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The 9600 b/s rate is fast enough since the commands are short and the trans-
fers occur sporadically, so there is no need for higher bit rates.
3.2.2 Wireless communication
The prototype device is capable of wireless communication owing to the STE-
VAL - FKI868V2 RF module. It enables the device to send and receive any kind
of data, most of it being properties and property values of other devices in the
smart home environment. Additionally, it allows for over-the-air firmware up-
dates which are necessary when it comes to smart homes since the user cannot
be expected to walk from device to device with a computer in hand in order to
reprogram them.
3.2.3 Ventilation device simulation
When I was working for Möhlenhoff GmbH as part of my practical training, the
ventilation device for which I had created the USB - wireless bridge prototype was
still in development and I did not have access to the real device. That means that
it could not be used for testing the prototype. Since it is next to impossible to
develop a communication device without having another device to communicate
with, I decided that the best course of action was to create a simulator which
would send out and respond to the data received via USB.
The simulator implementation had a couple of requirements. The first and
most important requirement was that it had to be acting as close as possible
to the real device. This meant having a GUI with buttons to set ventilation
levels and a display of the current level. The second requirement was having to
implement a serial communication protocol equivalent to the one used in the real
device.
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3.3 Development tools
During development, multiple different tools were used. In this section, I will
describe some of the ones that I used the most.
3.3.1 STM32CubeMX
STM32CubeMX is a graphical tool used for configuring STM32 microcontrollers.
It is a part of the STM32Cube development framework and allows for easy con-
figuration of GPIO pins, clocks and phase-locked loops, interrupts and more. A
conflict solver for GPIOs and clock issues is also included.
It also allows for the configuration of hardware APIs. The two choices in-
cluded are the hardware abstraction layer (HAL) driver API and the low layer
(LL) driver API. The hardware abstraction layer drivers are focused on high-level
functions and are more feature-oriented and mostly portable between microcon-
trollers. They offer an easy way of interaction between the hardware and appli-
cation layers. The microcontroller unit and peripheral complexity remain hidden
from the user, which results in easier programming and a more robust code. On
the other hand, the low layer drivers are closer to the hardware and therefore offer
more optimization by allowing the user to have access to register-level functions.
They are not as portable as HAL driver functions and require a deeper knowledge
of how the microcontroller works and interacts with its peripherals to use. [16]
I used LL drivers for every peripheral available since the program memory on
these microcontrollers is limited. The USB and wireless stack libraries already
took up a lot of the space, so I had to use it sparingly. There is no LL driver for
USB because of the protocol’s complexity, so HAL drivers were used instead.
After the project configuration is complete, the initialization code required by
the framework is generated and space for the user code is allocated. [17]
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Figure 3.2: Screenshot of the pinout view in STM32CubeMX
The main features configurable by STM32CubeMX are:
• GPIO pins [3.2],
• clocks and phase-locked loops [3.3],
• NVIC - Nested vectored interrupt controller,
• DMA - Direct memory access,
• ADC - Analog to digital converter,
• DAC - Digital to analog converter,
• timers,
• RTC - Real time clock,
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• communication interfaces (I2C, UART, SPI, USB, I2S),
• LCD drivers,
• random number generator,
• CRC calculator, and
• middleware (FreeRTOS, USB, touch sensing).
I will describe a few of the most used ones below.
3.3.1.1 GPIO pins
In the GPIO view, the user can adjust pin assignments with a graphical interface.
Selecting a pin shows a drop-down menu of all the possible assignments. It also
takes care of any conflicts that might occur when diff t peripherals are added to
the project.
Clocks and phase-locked loops
The clock window is presented with an intuitive view and allows for easy graphical
configuration of system clock frequencies. It also allows for the assignment of
different frequency sources or oscillators to be used for diff t peripherals. The
oscillators offered by the Nucleo board are:
• low-speed internal - LSI,
• medium-speed internal - MSI,
• high-speed internal - HSI,
• low-speed external - LSE, and
• high-speed external - HSE.
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Figure 3.3: Screenshot of the clock configuration view in STM32CubeMX
The oscillators can be configured with different prescalers in order to achieve
diff t clock speeds needed by the peripherals. Both of the high-speed oscillators
can also be fed into the PLL included in the microcontroller which can be adjusted
with the multiplier and divisor parameters to achieve the desired frequency. The
PLL output can then be used for the system clock or the USB and RNG clocks.
3.3.1.2 Nested vectored interrupt controller
An interrupt controller is a part of an embedded system which handles interrupts.
The Nested Vectored Interrupt Controller (NVIC) is a special type of interrupt
controller and is available on the ARM Cortex-M series of microcontrollers. It
supports up to 240 external interrupts with dynamic prioritization. The NVIC
also takes care of saving and restoring the processor state during interrupt func-
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tion execution. [18]
3.3.1.3 Direct memory access
Direct memory access is a functionality of microcontrollers which allows for pe-
ripherals to access the RAM of the microcontroller directly, regardless of what
the CPU is doing at the time of access. It can work both ways, for reading from
and writing to RAM. This increases the speed at which the read/write operations
occur and lets the CPU do something else in the meantime. In the USB bridge
device, DMA over SPI is used for communication between the microcontroller
and the RF module.
3.3.2 Keil µision IDE
µVision is an integrated development environment developed by the Keil com-
pany, which was founded in 1982 in Germany, and is currently owned and con-
trolled by ARM Holdings.
The IDE contains a complete tool set used for developing applications for
ARM-based microcontrollers including a text editor, debugger, flashing and ver-
ification tools, a project manager and a run-time environment. [19]
µVision was only used for building the firmware and flashing the microcon-
troller because its text editor is not as refined as some of the more modern com-
petitors.
3.3.3 Debugging tools
J-Link and ST-Link are two different tools used for flashing and debugging em-
bedded hardware. Both of them were used in the project and are described in
this section.
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3.3.3.1 J-Link
J-Link is a hardware programming and debugging tool, created by Segger GmbH.
It is compatible with many different kinds of microprocessors like ARM Cortex
cores, ARM legacy cores (ARM7/9/11), Microchip PICs, RISC-V processors and
more. [20]
J-Link support is integrated into µVision and works out of the box.
Figure 3.4: EFM32 Lepoard Gecko board with integrated J-Link
J-link was used to flash and debug the room control unit (RBG) because it was
a finalized hardware product and there was no on-board debugger unlike on the
Nucleo board which carries an ST-link. The programmer clock was set to 12MHz.
The J-link I used was integrated in an EFM32 Lepoard Gecko development board
from Silicon Lab [3.4] since that is what I had on hand at the time.
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3.3.3.2 ST-LINK
ST-LINK is another way to flash and debug STMicroelectronics’ microcontrollers
and it supports the STM32 and STM8 series units. Every Nucleo board comes
with an ST-LINK attached to it, so that external programmers are not needed
for development. The included ST-LINK can also be used as an external pro-
grammer by clearing some bridges and using a JTAG interface to connect to
another board. This method is usually more economical than buying a dedicated
ST-LINK programmer but it does require a little bit of soldering.
3.4 Hardware
Two main pieces of hardware were used in this project. The first one was the
microcontroller unit and the second one was the RF board. I will describe both
of them in detail in this section.
3.4.1 Microcontroller unit
The development board used in the prototype was STMicroelectronics’ Nucleo-
L073RZ board. It is a Nucleo-64 form factor board carrying an STM32L073RZ
microcontroller. STM32CubeMX is used to configure and initialize it with the
STM32Cube development framework.
3.4.1.1 STM32 Nucleo board
The Nucleo board is one of the development board types available from
STMicroelectronics. It comes in three flavors: Nucleo-144, Nucleo-64 and Nucleo-
32. The Nucleo-32 board comes in an Arduino Nano form factor and its pinout is
compatible with the Nano add-on boards. The Nucleo-64 [3.5] has two types of
headers. It is compatible with Arduino UNO V3 and ST morpho-style add-ons.
The Nucleo-144 is even bigger, offering an extended Arduino UNO V3 header,
called ST Zio.
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Figure 3.5: STM32 Nucleo-64 board [2]
The Nucleo-64 board consists of two parts. The upper part of the board has
an ST-LINK programmer and everything needed to make it work. It has an
STM32F1 microcontroller, which serves as the brain of the ST-LINK, an 8MHz
crystal oscillator, a red-and-green LED indicator, a JTAG header and a mini USB
port. The ST-LINK is connected directly to the lower part of the Nucleo board,
where the main microcontroller resides. It is designed so that it can be broken
off easily when the prototype is finished to make it fit into a smaller case.
The lower part of the board is the main part. It hosts the microcontroller in
a low profile quad flat package (LQFP64) and other components needed to make
it work, as well as some peripherals to make development and debugging easier.
There is also a crystal oscillator clocked at 32768Hz, which serves as a low-speed
external clock source used for real-time clock and some other applications. Next
to it there are two empty pin slots, capable of accepting an 8MHz crystal oscillator
to serve as a high-speed external clock source. [21]
Nucleo-64 boards are commonly used for prototyping purposes since they are
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cost-efficient, offer a nice set of features and the ability to attach peripherals with
ease using the provided headers.
3.4.1.2 STM32L073RZ
The main processor that the prototype was made on and is at the center of the
Nucleo board is the STM32L073RZ. It is an ultra-low-power ARM Cortex-M0
32-bit RISC microprocessor. It boasts a 32 MHz maximum frequency and 192
kilobytes of program memory space. In addition to many of the standard features
that most modern-day microprocessors include, such as the 12-bit ADCs, DACs,
an LCD driver and touch-sensing capacitive pins, its main and most important
features are the included USB 2.0 crystal-less support and low power consump-
tion. It can use up less than 1µA in stop mode with RTC and RAM retention
and can use as little as 300nA in standby mode. [22]
3.4.1.3 Clock problem
While working on the project, not many microcontroller-related problems arose,
but the one I had the most problems with was the ’clock problem’. It happened
when I was trying to configure the USB clock in STM32CubeMX. Since USB
requires a 48MHz clock to operate, I first tried setting it up with the RC 48MHz
oscillator. Even after doing calibrations for the clock, I could not detect a serial
connection between the computer and the prototype device. After that, I tried
running it off of the high-speed internal oscillator clocked at 16MHz and used a
phase-locked loop in order to bring the frequency up to 48MHz. Even though
now the serial port was detected, it was in error state and no matter what, I
could not get it to work.
Lastly, I tried setting it up with a high-speed external oscillator clocked at
8MHz. Like in the previous case, a phase-locked loop was used to bring the
frequency up to 48MHz. The parameters used in this configuration were x12
PLL multiplier and /2 PLL division. Depicted in [3.6], the lower branch was used.
This eliminated the problem but posed another one, which is that an 8MHz HSE
oscillator is not included on the main portion of the development board. At first
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Figure 3.6: Screenshot of the phase-locked loop configuration for 48MHz in
STM32CubeMX
this seemed like a problem, but by scrolling through STM32CubeMX, I quickly
discovered that there was one on the ST-LINK side of the Nucleo board and as
it was possible to bypass it to the main microcontroller, I could get it to work at
least in the development stage.
3.4.2 RF board
Since the Nucleo board does not come with wireless communications on board,
I had to use an external RF board. The board of choice was the STEVAL -
FKI868V2. STEVAL - FKI868V2 is an RF module made by STMicroelectron-
ics and intended for evaluation use. Using the 860-940MHz frequency band, its
output power is rated for up to 16dBm (40mW) and the data transfer rate is
maxed at 500kbps. It supports the most-used modulation schemes such as dif-
ferent types of frequency-shift keying, on-off keying and amplitude-shift keying.
Serial peripheral interface is used for communication with the main controller
board. [23]
At the heart of the board lies an S2-LP chip, which is an ultra-low-power
RF transceiver operating in the sub-1GHz band. It supports frequencies from
413MHz up to 1055MHz, but the FKI868V2 board is laid out and optimized
for 868MHz communications so in my case it would be inefficient to use it with
different frequencies. The S2-LP also supports the wireless M-bus, which is a
protocol used for many applications, especially for reading data off of power
meters and other measurement equipment in living spaces. [24]
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Figure 3.7: STEVAL-FKI868V2 board on top of a Nucleo-64 board [3]
3.5 Software
Two pieces of software were written during the development stage: the first one
is the prototype device firmware and the other one a ventilation device simulator
intended for testing. The firmware for the room control unit was also adapted
in a way that some features were added to it to enable communication with the
USB bridge and setting the ventilation level. In this section, I will describe the
software part of the project.
3.5.1 Prototype firmware
The main idea behind the prototype firmmware is relaying commands for setting
the fan level device property. Commands received via USB have to be sent
wirelessly to the room control unit and commands received from the room control
unit have to be sent via a USB back to the simulator. Meanwhile, the USB bridge
must remember the properties of both, the simulator and the room control unit.
The fan level device property can also be changed by pressing the button on the
USB bridge. When this is done, both the simulator and the room control unit
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must be notified of the change.
The prototype firmware has two main features. The primary task that had
to be done was implementing the USB CDC stack. Since this is a smart home
device in a wireless system, wireless communication also had to be implemented.
FreeRTOS was used to carefully coordinate the tasks, making sure that the system
resources at hand were readily available for when a task needed them.
The firmware consists of three main files: application.c, usb cdc if.c and device
model.c. Application.c is the main file and represents the application layer of the
device. It includes the FreeRTOS main loop, a few setup functions and helper
functions, mostly for unit and data type conversions. Usb cdc if.c is the heart of
the USB CDC driver. It includes functions for receiving and sending data and
some setup functions for the CDC interface. Device model.c is the main smart
home integration file. It consists of device property mapping s for the ventilation
and other devices which it can connect to, as well as setter and getter functions
for the properties of these devices.
3.5.1.1 FreeRTOS
FreeRTOS is a real-time operating system (RTOS) kernel, designed for use in
embedded systems. The main goal of an RTOS is making sure that certain tasks
are completed within a certain time frame. This is achieved by scheduling tasks
and executing the ones with higher priority levels preemptively, thus ensuring the
timely execution of important tasks.
FreeRTOS includes support for mutexes, semaphores, tasks and timers. The
operation of FreeRTOS can be tickless, which is mostly intended for low-power
applications. Operating ticklessly is operating in such a manner that the system
tick interrupt is disabled for FreeRTOS, which means that it only wakes up when
needed. This lowers power consumption anywhere from a little to a consider-
able amount, depending on the frequency of task execution and its complexity.
Tickless mode was not really a requirement for the prototype device since it is ex-
pected to be connected to a power source at all times of operation, but a decision
to use it was made, because it follows the general design concept of the whole
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smart home environment and allows for better code reusability in the future. [25]
The following piece of code shows the main program loop implemented with
FreeRTOS:
1 for (;;) {
2 if (xQueueReceive(_event_queue , &notify_value , portMAX_DELAY)
== pdTRUE) {
3 switch (notify_value) {
4 case _TRANSMIT_EVENT:
5 // transmit device properties
6 _transmit_props ();
7 break;
8 case _RETRANSMIT_EVENT:
9 // retransmit properties due to previous
transmission error
10 _retransmit_props ();
11 break;
12 case _TRANSMIT_CLOUD_EVENT:
13 // transmit device properties to cloud gateway
14 _transmit_props_cloud_only ();
15 break;
16 case _TICK_EVENT:
17 // gets triggered every second
18 _tick_event ();
19 break;
20 case _PERSISTENT_DATA_SAVE_EVENT:
21 // save persistent data to EEPROM
22 _save_pers_data ();
23 break;
24 }
25 }
26 }
3.5.1.2 USB stack implementation
The implementation of the USB stack was the primary task of this project.
Other than the clock problem (3.4.1.3), no significant issues were encountered.
STM32CubeMX took care of setting up the correct pins and initializing the USB
HAL drivers as well as creating the needed .c and .h files for using USB CDC.
30 Prototype design and realization
When USB data is received by the microcontroller, the
CDC Receive FS(uint8 t* Buf, uint32 t* Len) function is called and allows
for data parsing within the function. The two arguments passed into the
function are *Buf , the pointer to the first character of the data buffer and *Len,
the pointer to the length value of the data received. Both of them are used for
parsing the data and acting according to the commands received. The following
piece of code shows the CDC Receive FS function:
1 static int8_t CDC_Receive_FS(uint8_t* Buf , uint32_t* Len) {
2
3 // Create USB message buffer
4 char message [50] = {0};
5
6 // Compile the message
7 strcat(message , cmd_received);
8 strcat(message , (char*)Buf);
9
10 // Transmit the message back over USB
11 CDC_Transmit_FS (( uint8_t *)message , strlen(message));
12
13 // Get desired fan level from buffer
14 uint8_t to_set = atoi(Buf);
15
16 // Set fan level property
17 fan_level_set(to_set);
18
19 // Clean up and get ready for new data input
20 USBD_CDC_SetRxBuffer (& hUsbDeviceFS , &Buf [0]);
21 USBD_CDC_ReceivePacket (& hUsbDeviceFS);
22 return (USBD_OK);
23 }
With this function, I was able to easily implement USB data transfer in both
directions.
3.5.1.3 Wireless communications implementation
To implement wireless communications, I used the functions provided by the
smart home environment framework. The function fan level set(uint8 t level) is
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comprised of an ’if statement’ and two function calls. Firstly, it checks if the fan
level it is trying to set is different from the current fan level. If true, the fan level
is set using the setter function from device model.c and then queues a transmit
event for the property to be sent via the wireless protocol. The following piece
of code is used for setting the fan level:
1 void fan_level_set(uint8_t level) {
2 if(level != fan_level_get ()) {
3
4 // Set device property value declared in device_model.c
5 set_prop_value_fan_level(level);
6
7 // Queue transmission event with FreeRTOS
8 _queue_tx_event(_TRANSMIT_EVENT);
9 }
10 }
3.5.2 Ventilation device simulation software
In order to test the prototype device, I needed a target ventilation device to test
it with. Unfortunately, the device was still in development, which meant I had to
get creative. I made a Python script with a simple GUI which was acting as if it
were the target device. The result was very good and it helped me a lot during
development.
3.5.2.1 Python 3.7.2
Python 3.7.2 was used for the development of the simulation software because it
is easy to use and versatile, and there are many packages readily available to use.
Python is an easy-to-learn programming language. It is dynamically typed,
interpreted, object-oriented language and most modern-day operating systems
can run it. Pip is the Python’s package manager that is used for installing
packages from the Python Package Index or other repositories. The external
packages used in this project were pySerial and PyQt5. [26]
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3.5.2.2 Serial communication implementation
The serial communication is implemented using the pySerial module, which en-
ables serial port connectivity with Python. All of the serial communication op-
tions such as baudrate, parity, stop bits, etc. are configurable. Device discovery
is achieved by first getting a list of all connected devices and then looking for one
with the specific vendor and product ID. STM32’s virtual COM port VID is 5000
and PID is 22336. Device discovery is taken care of with the following piece of
code.
1 def get_stm_port ():
2
3 # Get all available serial ports
4 available_ports = list(serial.tools.list_ports.comports ())
5
6 active_port = None
7
8 # Loop through ports and find the correct one
9 for port in available_ports:
10 if port.vid == 5000 and port.pid == 22336:
11 active_port = port.device
12 break
13
14 return active_port
The sending and receiving of data is implemented within a separate thread,
so that the main program thread does not get blocked. This is done by using the
threading module included with Python.
The loop is called ten times per second. At the beginning, the command queue
is checked to see if there is a command waiting to be sent. If true, the command
is sent and removed from the queue. This is repeated for every command in
the queue. Once the command queue is empty, the program checks if there is
data ready to be read from the serial port. If there is any, it gets passed to the
command parser.
The following piece of code represents the main loop.
1 while state and not stop_event.isSet ():
2 if(len(self.command_list) > 0): # Commands waiting to be sent
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via serial
3 for command in self.command_list:
4
5 # Send command
6 self.port.write(command.encode(’utf -8’))
7
8 # Remove it from queue
9 self.command_list.remove(command)
10 try:
11 if(self.port.in_waiting): # Data ready on serial port
12
13 # Read the data
14 d = self.port.readline ()
15
16 # Pass it to the parser
17 self.parse_data(d)
18 except: # Serial port disconnected , do cleanup
19 self.port.close()
20 self.connected = False
21 break
22 sleep (0.1)
3.5.2.3 GUI
In order to simulate a realistic scenario, the graphical user interface is designed to
have the same functionalities as the actual remote control used for the ventilation
system. In the simplest of forms, this is achieved by having two buttons for
increasing and lowering the fan speed and a bar to show the current state of
the device. For debugging purposes, it also has buttons for connecting to and
disconnecting from the serial port. The GUI is shown in figure (3.8).
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Figure 3.8: Screenshot of the ventilation device simulator GUI
3.6 Other device use cases
The ventilation device scenario is not the only possible use case for the USB
bridge. Two other possible device use cases are described in this section.
3.6.1 Connecting 3rd party devices with a smart home environment
While the main function of the USB bridge is integration of the ventilation device
into the smart home environment, it is not limited to it. The idea is that, with
minor firmware modifications, any 3rd party device capable of serial communi-
cation could be integrated into the smart home environment. This could enable
many of the already installed devices to become ’smart’ and enable wireless con-
trol of them. An example of this application is a water heater for which there
is no need to be on at all times but only when the system anticipates the user
will need it. It can be turned off when on holiday and turned back on a couple
of hours before returning home. Another possible scenario is a 3rd party security
system that can be controlled remotely using the USB bridge.
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3.6.2 Wireless configuration and diagnostics utility
There is another use of the USB bridge planned for the future and that is using it
as a wireless configuration and diagnostics utility. Since the smart home system
is mainly OEM-distributed, it is usually installed while a building is being built.
There is no internet access to connect all of the smart home gateways so installers
need a different way of configuring the devices. This is where the USB bridge
comes in. Plugging it into the computer enables connectivity to the devices being
installed and allows the OEM personnel to configure them.
There are also some who strongly oppose the idea of their smart home being
connected to the cloud and since advanced end-user configuration is only possible
within the mobile app, there is no way for them to configure preferences and
programs such as heating profiles. The USB bridge, paired with a PC application
solves this problem.
36 Prototype design and realization
4 Final evaluation
In the end, the final evaluation of the product was done. The tests conducted
were:
• fast and reliable USB communication,
• fast and reliable wireless communication,
• setting the fan level property using the button on the Nucleo board,
• setting the fan level property using the +/- buttons in the simulator, and
• setting the fan level property using the menu on the room control unit,
Firstly, the USB communication was tested. It was working smoothly and the
response time of both the bridge and simulator were very fast. The robustness of
the communication protocol was tested by deliberately sending wrong commands
in both ways. After a few bug fixes, the protocol worked flawlessly.
The wireless communication also had to be tested. The two main parameters
tested were the range and the latency. The range of the device was a bit low, but
this was attributed to the fact that it was tested in a factory where there is a lot
of interference from other devices operating on the same frequency. The latency
was under one second, which was more than satisfactory for the application.
The button on the Nucleo board was working as intended. Since there is
only one button on the board, it is implemented in a way that a button press
increments the fan level by one. If the button is pressed when the fan level was
already at its maximum value, it gets reset to 0. This results in a cyclic effect
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and since there are only five (0-4) fan levels, it does not require too many clicks
to get it to the desired value.
The simulator buttons were also tested but were implemented in a slightly
different way. Since there are two buttons for increasing and decreasing the fan
level, pressing the + button when at max power or pressing the - button when
at zero, power does nothing.
On the room control unit, the procedure to set the fan level is a bit longer.
There is only a rotary encoder with a button available for interfacing with the unit
and therefore, to change the fan level, the following procedure must be executed:
press the button once to get into the menu. The display should now say FAN.
Press the button again to enter the fan level setting menu. The display should
now say FAN SET. Use the rotary encoder to set the desired fan level and press
the button again to confirm. The fan level is now set and the device property is
transmitted to the USB bridge wirelessly. If the property remains unchanged, no
wireless transmission occurs upon pressing the button.
All in all, the project is considered a success so far, although it is not in
its final form yet. The last challenge for it will be porting the firmware from
the prototype board to an actual device. With this, the project evaluation is
concluded.
5 Conclusion
The thesis presented the process of developing a USB bridge device prototype,
which, in its final form, will enable wireless connectivity and integration into
Möhlenhoff GmbH’s smart home system for a 3rd party ventilation device. The
prototype device is considered a successful project since it does everything that
was set as a goal when the project began. It works quickly and reliably and its
functionalities can be expanded in the future.
Obviously, the device is still in prototype state. The final test will be porting
the firmware to a production PCB layout. There are a few problems that could
arise when doing so, the biggest one being the clock problem (3.4.1.3), which I
believe can be solved by implementing an appropriate crystal oscillator correctly.
I learned a lot while working on this project, from project management to
embedded programming, freeRTOS and the inner works of an ARM microcon-
troller unit. I believe the experience gained will prove invaluable in my future
endeavors.
As for the future of the prototype device, I believe it has a lot of potential
in that it is provides an easy way of integrating many different devices into the
existing smart home environment without the need for hardware and/or major
firmware modifications. I am pleased to know that the company will continue to
develop it.
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