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vRe´sume´
Plusieurs travaux de recherche ont mis en e´vidence la ne´cessite´ de la prise en charge de
la qualite´ des informations de contexte pour les applications mobiles sensibles aux contextes.
Diffe´rentes architectures permettant la gestion de la qualite´ du contexte (QdC) ont e´te´ pro-
pose´es. Bien que ces solutions identifient les me´triques de QdC les plus pertinentes, proposent
des me´thodes de quantification pour ces me´triques, ou encore expliquent comment exploiter
les donne´es sur la QdC, peu abordent l’interface entre les sources d’information de contexte
et leurs destinataires. En effet, lorsque deux sources sont disponibles pour la meˆme informa-
tion de contexte, il est utile de disposer d’un me´canisme permettant de de´terminer la source
offrant la QdC ade´quate.
Dans ce me´moire, nous proposons une mode´lisation de la qualite´ de contexte ainsi que
la spe´cification et l’imple´mentation d’une architecture offrant un me´canisme de se´lection
d’un fournisseur de contexte garantissant le respect des besoins en qualite´ de contexte des
consommateurs. Nos principaux objectifs sont la minimisation de la charge des fournisseurs
et consommateurs et la minimisation de la signalisation.
Notre solution se caracte´rise par la mise en place d’un syste`me de courtage entre les
fournisseurs d’information de contexte et leurs consommateurs. Le courtier, entite´ centrale,
prend en charge la gestion de la qualite´ de contexte. Le consommateur se re´fe`re au courtier
afin de se voir attribuer un fournisseur re´pondant a` ses besoins. Il peut alors envoyer ses
requeˆtes de contexte. Notre mode`le de qualite´ de contexte suppose une formulation simple
de celle-ci par les consommateurs et fournisseurs.
Au final, la spe´cification de notre architecture suppose le respect de nos deux premiers
objectifs. De plus, les tests mene´s sur notre imple´mentation du courtier en qualite´ de contexte
confirme que nous les avons atteint. Afin de mesurer notre contribution a` la recherche nous
avons compare´ nos travaux a` ceux d’autres chercheurs et constate´ une ame´lioration des
possibilite´s de mise a` l’e´chelle offert par notre architecture.
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Abstract
Research has already highlighted the need to support quality of context information in
context-aware mobile applications. Various architectures enabling the management of quality
of context (QoC) has been proposed. Although these solutions identify the most relevant
metrics of QoC, offer methods of quantification for these metrics, or explain how to use data
on QoC, only a few consider the interface between the sources of context and their recipients.
Actually, when two sources are available for the same context information, it becomes useful
to have a mechanism to determine the source offering suitable QoC.
In this thesis, we propose a model of quality of context, the specification and imple-
mentation of an architecture providing a mechanism for selecting a context provider which
ensure that the quality of context offered by the provider complies the consumer needs. Our
main objectives are the minimization of the providers and consumers workload, and the
minimization of the overhead.
Our solution is to set up a brokerage system between context information providers and
their consumers. The broker, central element, supports the management of the quality of
context. The consumer refers to the broker to be assigned a provider that meets its needs.
It can then send context queries. Our model of quality of context offer a simple formulation,
which is beneficial to the reduction of consumers and suppliers workload.
Finally, the specification of our architecture predicate the respect of our first two ob-
jectives. Moreover, experiments conducted on our implementation of the quality of context
broker confirms that we have achieved our objectives. To measure our contribution to the
research we have compared our work with other research and found that our architecture
offer better opportunities for scaling.
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1Chapitre 1
INTRODUCTION
Les applications mobiles se veulent de plus en plus riches et complexes. Elles offrent
toujours plus de fonctionnalite´s et permettent d’acce´der a` de plus en plus de sources d’in-
formations. Cependant, afin que ces applications mobiles soient utilisables, il est ne´cessaire
qu’elles soient en accord avec l’environnement dans lequel elles e´voluent, afin que leur utili-
sation soit plus aise´e et efficace. Il serait par exemple difficile de lire une page internet sur
un te´le´phone intelligent tout en marchant dans la rue, si le texte affiche´ ne peut eˆtre agrandi
a` une taille confortable pour la lecture dans ces conditions.
D’autre part, les dernie`res avance´es technologiques ont permis l’introduction d’appareil
de mesure tre`s pre´cis dans les terminaux mobiles tels que les modules de localisation par
satellite ou encore des capteurs de luminosite´ ambiante. De plus, les infrastructures les plus
modernes se voient de plus en plus e´quipe´es de syste`mes offrants une multitude d’informations
a` propos de leur e´tat et des fonctionnalite´s qu’elles proposent. Par exemple, de nos jours, la
domotique propose de commander une ple´iade d’e´quipements, tels les stores e´lectriques d’un
logement, ou` de consulter des variables physiques environnementales, telle la tempe´rature, a`
l’aide de tout terminal configure´ afin de communiquer avec les instruments ad-hoc.
L’ide´e est donc d’utiliser ces ressources afin de permettre aux applications mobiles de
s’adapter aux pre´misses dans lesquels elles sont exe´cute´es. C’est ce qu’on appelle la sensibi-
lite´ au contexte. Plus ge´ne´ralement, la sensibilite´ au contexte permet d’adapter un syste`me
a` son environnement. C’est en collectant des donne´es sur le contexte d’utilisation de ce
syste`me et en les traitant que l’on peut avoir une image de ce qu’est l’environnement d’uti-
lisation. Un syste`me sensible au contexte peut alors s’adapter au contexte de´tecte´, fournir
des informations en rapport avec le contexte donne´, adapter des interfaces utilisateur, etc.
21.1 E´le´ments de la proble´matique
Afin d’offrir des applications mobiles plus puissantes il est important de prendre en compte
l’environnement d’utilisation. Comme nous l’avons expose´, cela est rendu possible par la
sensibilite´ au contexte. Cependant le terme “mobile” suppose un environnement en constant
changement. Ce changement peut eˆtre une source d’erreur pour la sensibilite´ au contexte.
Par exemple, si une application mobile ne´cessite de connaˆıtre la localisation du terminal
afin d’offrir un service donne´ et qu’elle ne conside`re pas que le mobile est en mouvement,
l’e´loignant alors de la position pre´alablement conside´re´e, le service qu’elle proposera ne sera
jamais adapte´ a` la situation. Comme nous l’exposerons dans la revue de litte´rature, certains
travaux proposent la gestion de la qualite´ de contexte pour pre´venir ces erreurs.
De plus, si l’on veut se faire une image plus pre´cise du contexte, il est ne´cessaire de
multiplier les sources de contexte. D’une part la multiplicite´ des sources de contexte dans
diffe´rents domaines permet une vue plus pragmatique de l’environnement. Afin de cerner les
conditions d’utilisation d’une application mobile donne´e, il pourrait eˆtre utile de connaitre
plusieurs donne´es comme la localisation du terminal, la tempe´rature ambiante, la luminosite´
ambiante ou encore la disponibilite´ d’une ressource. D’autre part la multiplicite´ des sources
de contexte informant sur un seul et meˆme type de contexte permet une vision plus raffine´e
a` propos d’un aspect donne´. Il est possible de trouver la localisation d’un terminal mobile
en conside´rant plusieurs sources d’information sur sa position, comme un module GPS, la
localisation d’un re´seau sans-fil a` porte´e ou le lieu d’un rendez-vous inscrit dans l’agenda de
l’utilisateur du mobile par exemple.
La volonte´ de concevoir des applications mobiles de nouvelle ge´ne´ration (sensibles au
contexte), suppose donc la prise en compte de la qualite´ de contexte ainsi que la multiplication
des sources de contexte. Cependant, la caracte´ristique meˆme d’une application dite mobile
est qu’elle doit s’adapter aux (relativement) faibles ressources du terminal au sein duquel
elle s’exe´cute et prendre en compte les diffe´rents risques que la mobilite´ entraine. La mise en
relation avec une multitude de fournisseurs de contexte couple´e avec la gestion de la qualite´
de contexte pose donc un proble`me de mise a` l’e´chelle. Supposons qu’il existe une population
donne´e de consommateurs de contexte, une autre de fournisseurs de contexte et que chaque
consommateur souhaite trouver le fournisseur qui lui convient. Dans ce cas, si aucune entite´
ne se place entre ces deux parties, il va alors eˆtre ne´cessaire pour chaque consommateur
de connaˆıtre l’ensemble de la population des fournisseurs et de communiquer avec chacun
d’entre eux afin de trouver celui qui offrira une qualite´ de contexte suffisante.
31.2 Objectifs de recherche
Ce me´moire a pour objectif principal la spe´cification et l’imple´mentation d’une architec-
ture permettant la gestion de la qualite´ de contexte pour la mise en relation de consomma-
teurs avec des fournisseurs de contexte. De plus, certaines contraintes dues a` la caracte´ris-
tique mobile des applications vise´es seront prises en compte dans ce me´moire. Nous mettrons
l’emphase le fait que les ressources des diffe´rentes entite´s de l’architecture sont potentielle-
ment limite´es. Dans un soucis d’e´conomie et de rentabilite´ des e´changes d’informations, nous
veillerons a` la minimisation de la signalisation. Il est a` noter que nous ne visons pas ici les
proble´matiques de mobilite´ des terminaux.
Notons plus pre´cise´ment, que ce me´moire vise :
– la mode´lisation de la qualite´ de contexte.
– la spe´cification de´taille´e d’une architecture offrant un me´canisme de se´lection d’un
fournisseur de contexte re´pondant aux besoins en qualite´ de contexte exprime´s par des
consommateurs.
– l’imple´mentation de l’architecture susmentionne´e.
De plus, nous nous fixons comme objectif la validation de cette architecture, avec notam-
ment les deux principaux requis suivants :
– L’architecture doit minimiser la charge des fournisseurs et consommateurs.
– La signalisation doit eˆtre re´duite graˆce a` l’entremise d’une entite´ tierce centrale.
1.3 Contenu du me´moire
Ce me´moire est organise´ de la manie`re suivante. Dans le deuxie`me chapitre, nous pre´-
sentons une revue de litte´rature sur la sensibilite´ au contexte et la qualite´ de contexte. Puis,
au troisie`me chapitre, nous proposons une spe´cification de´taille´e de notre architecture. Dans
le quatrie`me chapitre, nous de´taillons notre imple´mentation et proce´dons a` la validation de
notre architecture. Enfin, la conclusion sera pre´sente´e dans le cinquie`me chapitre.
4Chapitre 2
E´TAT DE L’ART SUR LA QUALITE´
DE CONTEXTE
Dans ce chapitre nous proposons une revue de litte´rature sur la qualite´ de contexte. Nous
commenc¸ons par une revue sur la sensibilite´ au contexte dans les applications mobiles, puis
nous expliquons en quoi la qualite´ de contexte est ne´cessaire. Enfin nous exposons une revue
de litte´rature sur la qualite´ de contexte.
2.1 Gestion du contexte dans les applications mobiles
Nous proposons, dans cette section, un revue de litte´rature sur la gestion du contexte
dans les applications mobiles. Nous commenc¸ons par une revue ge´ne´rale sur la sensibilite´ au
contexte pour ensuite voir en de´tails la mode´lisation, repre´sentation et gestion du contexte.
2.1.1 La sensibilite´ au contexte
La sensibilite´ au contexte est un domaine de recherche ne´ dans les anne´es 90. Elle est
apparue pour la premie`re fois en informatique pervasive au sein du PARC de Xerox et c’est
en 1994 que Schilit et Theimer (1994) utilisent le terme de “syste`mes sensibles au contexte”
pour la premie`re fois dans leur article Disseminating Active Map Information to Mobile Host.
Ils y expliquent comment leur architecture permet a` des utilisateurs d’interagir avec une mul-
titude de terminaux mobiles et fixes. Dans leurs travaux, il qualifient les syste`mes sensibles
au contexte d’architectures pouvant s’adapter a` leur localisation d’emploi, l’ensemble des
personnes et biens aux alentours ainsi qu’aux changements pre´sente´s dans le temps par ces
e´le´ments.
C’est a` partir des anne´es 2000 qu’elle devient re´ellement active lorsque Dey (2000) propose
5une de´finition tre`s ge´ne´rale du contexte qui est la suivante : Le contexte est toute information
qui peut eˆtre utilise´e afin de caracte´riser la situation d’une entite´. Une entite´ e´tant une
personne, un lieu, ou un objet qui est conside´re´ comme ayant rapport a` l’interaction entre
un utilisateur et une application, utilisateur et application inclus. Le mot “contexte”, lui
meˆme, peut eˆtre interpre´te´ diffe´remment en fonction du domaine concerne´. Cependant, la
de´finition pre´ce´dente est la plus commune´ment accepte´e dans le domaine de la sensibilite´ au
contexte, a` ce jour.
Bien qu’au de´but le contexte n’ait e´te´ relie´ qu’a` des notions de localisation, tel qu’en parle
Dey (2001) , il a ensuite e´te´ reconside´re´ de manie`re plus sophistique´e ainsi que l’exposent
Schmidt et al. (1998) dans “There is more to Context than Location”. Ainsi, plusieurs me´-
thodes de mode´lisation du contexte ont e´te´ de´veloppe´es afin de permettre aux applications
sensibles au contexte :
– d’adapter leurs interfaces et de permettre une meilleur interaction homme machine,
en reconnaissant par exemple des mouvements comme l’inclinaison d’un terminal ainsi
que les travaux de Rekimoto (1996)) le proposent ;
– de se´lectionner un ensemble de donne´es les plus pertinentes (Bolchini et al. (2006)) ;
– d’ame´liorer la recherche d’information (Aleman-Meza et al. (2003), Gui et al. (2009)) ;
– de de´couvrir des services (Ye et Song (2007)) ;
– ou encore construire des environnements intelligents. (Dey et al. (1999)).
Un exemple conside´rant plus que la localisation pour application mobile pourrait eˆtre un
te´le´phone mobile sensible au contexte qui pourrait rejeter un appel entrant qu’il conside`re
comme non de´sirable dans la situation pre´sente. Conside´rons que le terminal est e´quipe´ d’un
agenda e´lectronique indiquant que l’utilisateur a bientoˆt un rendez-vous, d’un mode main
libre actuellement connecte´ au ve´hicule de l’utilisateur, d’un module GPS le positionnant
sur une autoroute et d’un acce´le´rome`tre indiquant une tre`s forte de´ce´le´ration. De`s lors, le
terminal pourrait de´duire que l’utilisateur est au volant de sa voiture en route vers son
rendez vous et qu’il est en train de freiner fortement. Il pourrait par conse´quent infe´rer que
l’utilisateur est en situation de freinage d’urgence et donc en danger. Ainsi il pourrait prendre
la de´cision de rejeter un appel qui surviendrait a` ce moment.
La sensibilite´ au contexte permet donc l’ave`nement de syste`mes et d’applications mobiles
plus intelligentes et sophistique´es. Ne´anmoins, l’inte´reˆt que porte la communaute´ scientifique
a` ce domaine est certainement due au fait que la sensibilite´ au contexte semble eˆtre une
solution de choix a` un ensemble de proble`mes souleve´s par l’utilisation de terminaux mobiles
dans un environnement en contant changement ainsi que l’expliquent Strang et Linnhoff-
Popien (2004)
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utilisateur e´quipe´ d’un terminal mobile peut utiliser un programme informatique ne´cessitant
la connaissance de certaines informations sur son environnement actuel. Par exemple, un
logiciel d’itine´raire routier ne´cessite la position ge´ographique afin de conseiller sur l’itine´raire
le plus court. De plus, un seul et meˆme environnement peut voir ses caracte´ristiques changer.
En reprenant notre pre´ce´dant exemple, notre logiciel peut ainsi prendre en compte le trafic
actuel que suppose diffe´rents itine´raires possibles, en consultant une base de donne´e propose´e
par diffe´rents fournisseurs de service, et par conse´quent conseiller non pas le plus court mais
le plus rapide.
Pour aller plus loin dans notre exemple, nous pourrions citer le projet dont Google a` fait
part re´cemment sur leur blog officiel (Google (2009)). Les utilisateurs de mobiles de dernie`re
ge´ne´ration e´quipe´s d’un module GPS, de l’application Google Maps pour Mobile et ayant
active´ “Ma Position” envoient re´gulie`rement et anonymement des informations au sujet de
leur vitesse a` Google. Il est ainsi possible de de´terminer la vitesse globale du trafic dans lequel
les utilisateurs se trouvent. Ces informations de trafic sont ensuite mises a` disposition des
utilisateurs. Les terminaux se comportent alors comme un re´seau de capteurs (du point de
vue de la dispersion et de la mobilite´ de ceux-ci et non pas d’un point de vue communication).
On constate ici que la sensibilite´ au contexte se place comme levier dans la volonte´ de rendre
l’informatique ubiquitaire.
2.1.2 Mode´lisation, repre´sentation et gestion du contexte
De nombreuses approches ont e´te´s propose´es dans la litte´rature afin de mode´liser, repre´-
senter et ge´rer des informations de contexte. Commenc¸ons, tout d’abord, par expliquer ces
trois termes :
– Mode´lisation - La mode´lisation du contexte consiste en la de´finition de concepts, de
relations entre ces concepts et des contraintes sur ces concepts. En d’autres termes,
c’est donner une structure abstraite du contexte.
– Repre´sentation - La repre´sentation du contexte consiste en la de´finition d’une syn-
taxe, dans le cas textuel, ou plus ge´ne´ralement d’une structure concre`te permettant
d’organiser une information de contexte donne´e.
– Gestion - La gestion du contexte consiste en l’ensemble des me´thodes et moyens mis
en oeuvre dans la manipulation et la gestion des informations de contexte.
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contexte tournent principalement autour de mode`les base´s sur des couples cle´-valeur, de
techniques base´es sur des langages de balisage (de type XML pour la plupart), de mode`les
de graphe, de techniques oriente´es objet, de mode`les base´s sur des bases de re`gles et de
mode`les base´s sur des ontologies. Voici quelques exemples regroupe´s par type de mode`le de
contexte :
– Mode`les base´s sur des couples cle´-valeur :
– le mode`le propose´ par Schilit et al. (1994) ;
– le framework pour services distribue´s Capeus de Samulowitz et al. (2001) ;
– l’architecture multi-agents pour le support de syste`mes d’informations sensibles au
contexte pour la coope´ration de consommateurs et fournisseurs en entreprise de
Xiang (2007).
– Mode`les base´s sur des langages de balisage :
– le mode`le sous forme de profils Comprehensive Structured Context Profiles (CSCP)
de Buchholz et al. (2004a) ;
– le Centaurus Capability Markup Language (CCML) de Kagal et al. (2001) ;
– le ConteXtML de Ryan (1999).
– Mode`les de graphe :
– le mode`le base´ sur UML de Bauer (2003) ;
– celui pre´sente´ par Henricksen and Indulska Henricksen et al. (2003) visant a` e´tendre
le Obect-Role Modeling (ORM) au contexte ;
– le Cocograph de Buchholz et al. (2004b).
– Mode`les base´s sur des techniques oriente´es objet :
– le mode`le objet pre´sente´ par Cheverst et al. (1999) ;
– l’approche oriente´e objet propose´ par Bouzy et Cazenave (1997).
– Mode`les base´s sur des bases de re`gles :
– la mode´lisation propose´e par Giunchiglia et al. (2001) ;
– le mode`le de contexte capte´ (SCM) propose´ par Gray et Salber (2001).
– Mode`les base´s sur des ontologies :
– le syste`me CoBrA propose´ par Chen et al. (2004) ;
– le projet SOCAM de Gu et al. (2005) ;
– Le mode`le de controˆle d’acce`s pre´sente´ par Filho et Martin (2008a) ;
– L’approche haut niveau des services web sensibles au contexte pour le partage d’in-
formations de Hu et Li (2009).
Une e´valuation comparative sur de tels mode`les a e´te´ faite par Strang et Linnhoff-Popien
(2004). Ils expliquent que les principaux challenges du domaine de la sensibilite´ au contexte
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identifie´s que les mode`les base´s sur des ontologies sont, selon eux, les plus prometteurs, dans
le cas de syste`mes ubiquitaires.
Cependant d’autres techniques ont e´te´s aborde´es dans la litte´rature. De la meˆme ma-
nie`re que l’e´tude de l’inte´raction homme-machine et les sciences cognitives ont be´ne´ficie´ de
la the´orie de l’activite´ dans la conception d’un framework pour l’e´valuation de designs (Kap-
telinin et Nardi (2006)), Kaenampornpan et O’Neill (2005) ont tire´ parti de cette meˆme
the´orie afin de permettre a` leur mode`le de contexte de ge´rer les ambigu¨ıte´s. Mettant en
e´vidence les influences de diffe´rents e´le´ments sur les activite´s et intentions d’une personne,
ils appliquent ensuite des techniques de raisonnement et affirment rendre les informations de
contexte produites non ambigu¨es et ainsi pleinement utilisables.
Dans cette partie, nous avons discute´ de plusieurs termes que nous souhaitons e´claircir.
Ces deux termes sont tous deux issus de la proble´matique de l’agre´gation de donne´es et
connaissances. Il s’agit de ”ambigu¨ıte´” dans le contexte et ”incomple´tude” du contexte.
Conside´rons un sujet : un utilisateur mobile ; e´quipons-le d’un terminal et supposons
qu’il est situe´ dans un environnement intelligent. Nous souhaitons adapter la tempe´rature
de la pie`ce au confort de l’utilisateur conside´re´. Nous avons a` notre disposition un capteur
de position dans le terminal (couple´ avec le re´seau sans-fil des locaux par exemple), un
thermostat sur un mur de la pie`ce et une came´ra thermique dont le champ couvre l’inte´gralite´
de la pie`ce. Trois sources d’information de contexte sont alors disponible (si chaque dispositif
est dans la capacite´ de fournir une information de contexte) nous informant sur la position
de l’utilisateur, la chaleur de l’arrive´e d’air dans la pie`ce et de la tempe´rature en tout point
de la pie`ce. Afin de re´guler la tempe´rature de la pie`ce, il va eˆtre ne´cessaire de coupler les
diffe´rentes informations de contexte afin de former une information de plus haut niveau, qui
permettra au syste`me de de´cider d’augmenter ou d’abaisser la tempe´rature en sortie de l’air
climatise´.
Cependant, imaginons que l’agre´gation de l’information de position et celle donne´e par
la came´ra thermique nous indique l’information de contexte suivante : La tempe´rature aux
environs de l’utilisateur est de 21◦C ; et le thermostat indique une alimentation de la pie`ce
en air a` 21◦C. Il y a alors ambiguite´, car la tempe´rature aux environs de l’utilisateur devrait
eˆtre supe´rieure (vu que la tempe´rature corporelle est de 37.5◦C environ et que la salle est
de´ja` a` 21◦C). Une information supple´mentaire pourrait, par exemple nous montrer qu’en fait
l’utilisateur est absent et que seul le terminal est dans la pie`ce. Finalement, dans le cas d’un
syste`me qui voudrait s’assurer que le terminal est bien avec l’utilisateur afin de re´guler la
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aucun e´le´ment d’information peut nous permettre d’affirmer que l’utilisateur est pre´sent ou
absent.
Plus simplement, l’ambiguite´ de contexte se manifeste lorsque plusieurs sources d’infor-
mation sur une caracte´ristique d’une entite´ diffe`rent et l’incomple´tude se caracte´rise par un
manque d’information sur une caracte´ristique donne´e.
On a vu qu’une multitude de solutions ont e´te´ propose´es afin de re´pondre aux proble´-
matiques de mode´lisation et de repre´sentation du contexte. Nous allons maintenant montrer
qu’il en va de meˆme pour la gestion des informations de contexte. La gestion du contexte
consiste en trois principales ope´rations : l’agre´gation (collecte incluse), la gestion (au sens de
stockage et maintient), et la disse´mination. L’agre´gation vient du fait de la collection de mul-
tiples informations venant de diffe´rentes sources ayant diffe´rentes proprie´te´s et de la volonte´
de former des informations de contexte de haut niveau. La gestion est une proble´matique
classique en sciences informatiques qui ressort du bon maintient d’une base d’informations.
Enfin, la disse´mination est, dans un syste`me sensible au contexte, l’ope´ration permettant aux
diffe´rentes entite´s consommatrices d’informations de contexte de recevoir ces informations
en bonne et due forme.
Une approche classique de l’agre´gation consiste en la centralisation de toutes les infor-
mations de contexte en un point de demande. Les requeˆtes des consommateurs de contexte
passent alors par des interfaces de cette base unique d’information de contexte. Parmi les
syste`mes a` agre´gation de contexte centralise´e, on peut citer CAMUS de Kofod-Petersen et
Mikalsen (2005), MADAM de Mikalsen et al. (2006) ou encore CMF de van Kranenburg
et al. (2006).
Karypidis et Lalis (2006) proposent une approche distribue´e applique´e a` un re´seau per-
sonnel ou PAN (Personal Area Network). Les e´le´ments de contexte sont stocke´s dans les
appareils du PAN. De plus chacun de ces e´le´ments est date´ et se voit attribue´ une dure´e de
validite´ ou TTL (Time-To-Live). Ils sont alors re´gulie`rement collecte´s par une entite´ centrale
qui les conservent en fonction de leur actualite´ et de leur dure´e de vie restante.
Henricksen et Indulska (2004b) proposent un framework permettant aux applications de
consommer des informations de contexte de manie`re asynchrone par l’envoi de requeˆtes a`
un gestionnaire de contexte. Ce dernier agre`ge les informations de contexte en provenance
de capteurs et interpre`tes. Un interpre`te est une entite´ regroupant plusieurs informations de
contexte et qui fournit donc une agre´gation interme´diaire.
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Bu et al. (2006), quant a` eux regroupent des informations de contexte brutes dans un
de´poˆt d’archives, puis appliquent des me´canismes de raisonnement base´s sur des ontologies
pour re´soudre les contradictions et produire des informations de contexte de plus haut niveau.
Une approche diffe´rente est expose´e par Choi et al. (2008), qui eux proposent d’implanter
l’e´tape de raisonnement dans le mobile lui-meˆme. Ils conside`rent l’aspect limite´ des ressources
a` disposition et expliquent notamment que leur repre´sentation des re`gles de raisonnement
sous forme XML est plus efficace que l’utilisation de scripts, dans ce contexte. Conside´rant
la proble´matique entreprise, Anagnostopoulos et al. (2005) offrent une solution a` base de
courtiers.Ils proposent alors de diviser la collecte d’informations de contexte au sein d’une
entreprise en plusieurs domaines, chacun ayant son propre courtier. En plus d’assurer la
fonction d’agre´gation, les courtiers permettent d’assurer la communication inter-domaines.
Dans The Context Toolkit, Salber et al. (1999) proposent l’utilisation de services ayant
pour but la collecte, l’approvisionnement et l’encapsulation des informations de contexte. Par
analogie avec les widgets en interfaces utilisateur graphiques qui encapsulent les applications
dans un environnement graphique donne´, ils utilisent des widgets de contexte afin de passer
a` un niveau d’abstraction supe´rieur.
L’ide´e d’imple´menter des services de contexte pour la disse´mination des informations
de contexte a` des applications est assez re´pandue dans la litte´rature. Par exemple Mitchell
(2002) propose une architecture a` base de services de contexte permettant la cre´ation d’ap-
plications mobiles sensibles au contexte. Ces dernie`res font alors appel a` un fournisseur de
service de contexte CSP (Context Service Provider). Lei et al. (2002) proposent, quant a` eux
d’imple´menter les services de contexte en tant qu’intergiciel pour la diffusion d’informations
de contexte aux applications.
Judd et Steenkiste (2003) proposent encore une autre approche d’imple´mentation d’un
service de contexte avec leur Service d’Information de Contexte CIS. Celui ci permet a` des
clients de formuler et d’envoyer des requeˆtes complexes a` ce service. Cela implique que les
applications ont moins de traitement a` faire quant au raffinage du contexte. Leurs travaux
mentionnent aussi une approche ”`a la demande” de l’acquisition du contexte. Le service a`
alors la possibilite´ de retarder la collecte d’une information de contexte conside´re´e comme
extreˆmement volatile jusqu’au moment ou` un client envoie une requeˆte dont le traitement
ne´cessite cette information.
Enfin, nous terminons par les techniques a` bases de publication-souscription. Elles aussi
sont populaires pour l’agre´gation et la disse´mination des informations de contexte. Antollini
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et al. (2006) nous offrent un framework a` bases de raisonnement sur des ontologies permet-
tant a` des consommateurs de souscrire a` des informations de contexte en rapport avec un
concept donne´, choisi par le consommateur. Le syste`me CAPNET permet la disse´mination
d’informations de contexte par l’interme´diaire d’un me´canisme dit ”push”. Les consomma-
teurs s’inscrivent a` des e´ve`nements de contexte offerts par des fournisseurs par l’interme´diaire
du gestionnaire de contexte, une entite´ centrale. Enfin, ce gestionnaire transfe`re les mises a`
jour sur les informations de contexte auxquelles les consommateurs se sont enregistre´s.
2.2 Ne´cessite´ de la qualite´ du contexte
Comme nous l’avons vu pre´ce´demment, la sensibilite´ au contexte permet d’adapter un
syste`me a` son environnement. C’est en collectant des donne´es sur le contexte d’utilisation
de ce syste`me et en les traitant que l’on peut avoir une image de ce qu’est l’environnement
d’utilisation. Un syste`me sensible au contexte peut alors s’adapter au contexte de´tecte´, four-
nir des informations en rapport avec le contexte donne´, adapter des interfaces utilisateur,
etc.
2.2.1 La multiplicite´ des sources de contexte
Plac¸ons nous dans le cas d’une application mobile. S’il est de notre volonte´ d’apporter la
sensibilite´ au contexte a` une application donne´e, il peut eˆtre utile de connaˆıtre la localisation
du terminal l’exe´cutant ou bien l’emploi du temps de l’utilisateur ou encore la tempe´rature
ambiante par exemple. Il serait ainsi possible d’adapter le comportement de cette application
ou bien de filtrer un ensemble d’informations pour n’en afficher que les plus pertinentes. La
figure 2.1 illustre cet exemple.
Afin d’e´tendre ces capacite´s d’adaptation au contexte, d’une part, il est utile d’avoir une
connaissance toujours plus comple`te de l’environnement d’utilisation de l’application. Cepen-
dant, pour se donner une image la plus comple`te d’un environnement, il devient ne´cessaire
de multiplier les sources de contexte, de partager et de combiner les connaissances sur cet
environnement. Ainsi il est possible de couvrir un maximum d’aspects comme par exemple
diffe´rentes grandeurs physiques (tempe´rature, pression acoustique, luminosite´, etc.) et par
extension il devient possible de produire des applications sensibles au contexte de classe su-
pe´rieure (on entend ici une application ayant des capacite´s d’adaptation qui vont au-dela` du
simple re´glage de la luminosite´ du re´tro-e´clairage de l’appareil en fonction de la luminosite´
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Figure 2.1 Adaptation d’une application mobile au contexte
ambiante, par exemple).
D’autre part, il est inte´ressant d’avoir plusieurs sources d’informations de contexte concer-
nant un seul et meˆme aspect, dans le but d’avoir une connaissance plus fine de l’environne-
ment conside´re´. Par exemple, meˆme en faisant abstraction du fait que deux capteurs re´els
d’une grandeur physique donne´e ne donneront jamais exactement la meˆme valeur, ils ne
donneront pas la meˆme information s’ils sont installe´s a` des positions diffe´rentes.
2.2.2 Les sources d’erreur sur le contexte
Cependant, l’utilisation meˆme d’informations de contexte est sujette a` plusieurs sources
d’erreur et ce d’autant plus si on conside`re un environnement mobile. En effet, d’une part
si on reprend ce qu’expliquent Krause et Hochstatter (2005), on constate que ces sources
d’erreur sont de plusieurs ordres et qu’elles ont un impact incontestable sur la qualite´ des
informations de contexte :
– Une source d’information de contexte donne´e, rendue ne´cessaire dans un syste`me consi-
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de´re´, peut s’ave´rer indisponible. Pourtant, un environnement mobile suppose des in-
terruptions de connectivite´.
– Une information de contexte peut eˆtre pe´rime´e (temporellement parlant) et par la
meˆme occasion ne plus eˆtre repre´sentative de la situation actuelle. Ce point est parti-
culie`rement critique dans un environnement ou` le sujet du contexte est constamment
en mouvement.
– La pre´cision des senseurs est sujette aux contraintes physiques et aux effets temporaires.
Dans un environnement en mouvement, les contraintes changent tout le temps et sont
peu pre´visibles dans la plupart des cas.
– Les me´canismes de raisonnement e´tant souvent base´s sur des re`gles probabilistes, ils ne
peuvent pas s’appliquer a` toutes les situations et donc donner de faux re´sultats dans
certains cas. Il est commun qu’un module GPS inte´gre´ dans un cellulaire indique une
position errone´e lorsqu’il est situe´ a` l’inte´rieur d’un baˆtiment.
– Un syste`me sensible au contexte pourrait eˆtre induit en erreur par des sources ma-
licieuses simulant de fausses donne´es de contexte. Le fait d’eˆtre mobile suppose qu’il
est probable de traverser des domaines e´trangers auxquels on ne pourrait se fier. Il
se pourrait qu’une entite´ de ce domaine tente d’induire en erreur notre mobile et son
application sensible au contexte, dans le but de voler des informations par exemple.
En effet, Manzoor et al. (2009) exposent, eux aussi, l’inte´reˆt de la qualite´ de contexte
dans la re´solution des conflits pouvant se produire dans les syste`mes sensibles au contexte.
Ils expliquent que diffe´rents proble`mes peuvent survenir pendant l’exe´cution de toute la
chaˆıne d’approvisionnement du contexte. Ils donnent ces exemples :
Acquisition du contexte : La collecte de la position d’un mobile par l’interme´diaire d’un
syste`me GPS et d’un re´seau GSM peut offrir des niveaux de pre´cision diffe´rents.
Traitement des donne´es : Les donne´es en provenance de capteurs peuvent montrer que
la meˆme personne se situe a` deux endroits diffe´rents.
Distribution du contexte : Des donne´es atteignant un point donne´ de l’architecture en
ayant emprunte´ des routes diffe´rentes peuvent s’ave´rer redondantes et incohe´rentes.
Application : Les pre´fe´rences de deux personnes pre´sentes dans les meˆmes pre´misses
peuvent diverger.
D’autre part, Henricksen et al. (2002) et Henricksen et Indulska (2004a) ont identifie´ ce
qui selon eux sont les quatre principaux e´tats d’imperfection des informations de contexte et
quelles en sont les causes.
Voici les quatre principaux e´tats d’imperfection du contexte sur une proprie´te´ de l’entite´
cible, qu’ils ont identifie´s :
14
– inconnu - lorsqu’aucune information n’est disponible sur la proprie´te´ ;
– ambigu¨e - lorsque plusieurs rapports diffe`rent sur la proprie´te´ ;
– impre´cis - lorsque l’e´tat rapporte´ est juste mais que l’approximation faite de la re´alite´
n’est pas assez fine ;
– errone´ - lorsque que le rapport sur l’e´tat d’une proprie´te´ est en de´saccord avec l’e´tat
re´el.
Finalement les causes sont de trois ordres :
– Les capteurs approximatifs et les releve´s a` forte granularite´ ;
– Les de´lais excessifs entre la production et la consommation des informations de contexte ;
– Les de´connexions intempestives entre fournisseurs et consommateurs.
2.2.3 Prise en compte de la qualite´ de contexte
En se plac¸ant dans un contexte de mobilite´, on constate donc un fort risque d’erreur lors
de l’utilisation d’informations de contexte. C’est a` dire que sans me´canisme compensant ces
pre´ce´dentes imperfections, il est facilement possible de se faire une image du contexte re´el
fortement biaise´e. Par exemple, si l’on veut guider un usager mobile par l’interme´diaire de
sa position ge´ographique, alors que celui-ci se de´place en voiture et que l’on ne conside`re pas
le de´lais entre la de´tection de la position et l’utilisation de cette information, il y a un fort
risque de donner une mauvaise indication a` l’usager.
De plus, Buchholtz et al. Buchholz et al. (2003) font remarquer que “Les informations
de contexte pre´sentent une certaine qualite´. Deux informations de contexte relatives a` une
meˆme entite´ [ (le sujet que l’information de contexte caracte´rise) ] qui sont de meˆme type
et qui ont e´te´ produites en meˆme temps peuvent diffe´rer en terme de pre´cision, probabilite´
d’exactitude, fiabilite´ 1 , etc.”
Notons que, par exemple, les travaux de Filho et Martin (2008a) sur les applications
ubiquitaires ont profite´ de l’usage de la qualite´ de contexte. En effet, ils proposent de baser
l’autorisation ou l’interdiction d’acce`s a` des ressources graˆce a` des indicateurs de qualite´
de contexte, dans un environnement ubiquitaire. Ils expliquent notamment que l’utilisation
seule du contexte n’est pas suffisante, dans ce contexte. Ils exposent aussi ces explications
dans un autre article (Filho et Martin (2008b)), ou` ils abordent aussi l’acce`s a` des ressources
mais dans un environnement pervasif. Ils insistent sur l’importance de prendre en compte des
indicateurs de qualite´ de contexte et proposent une me´thode permettant d’e´tablir le degre´ de
1. au sens de cre´dibilite´
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qualite´ de tout couple (information de contexte, indicateur de qualite´ de contexte). Ce degre´
de qualite´ mesure la pertinence de ce couple aux besoins d’un consommateur de contexte.
Il est donc absolument ne´cessaire de conside´rer la qualite´ des informations de contexte
dans un environnement mobile, sans quoi il est fort probable que la repre´sentation que l’on
se fait de la re´alite´ soit errone´e et donc inutilisable
2.3 Synthe`se sur la qualite´ de contexte
Dans cette partie, nous faisons une revue de la litte´rature dans le domaine de la qualite´ de
contexte, en deux temps. Nous commencerons par regrouper les de´finitions de la qualite´ de
contexte propose´es par diffe´rents auteurs. Puis nous exposerons un panorama non-exhaustif
des mode`les et me´canismes existants dans la litte´rature.
2.3.1 De´finition
Plusieurs articles s’efforcent de de´finir le concept de “qualite´ de contexte”. Celui e´crit
par Buchholz et al en 2003 est a` notre connaissance, le premier a` mentionner ce terme.
Ils en proposent une de´finition tre`s ge´ne´rale au meˆme titre que Dey (2000) propose une
de´finition assez ge´ne´rale de l’information de contexte : “La Qualite´ de Contexte (QdC) est
toute information qui de´crit la qualite´ des informations qui sont utilise´es comme informations
de contexte. [...]”. Ils discutent ensuite de la relation que la qualite´ de contexte entretient
avec la qualite´ de service et la qualite´ de dispositif (appareil) et montrent notamment que
ces trois notions sont inde´pendantes et expliquent comment elles s’influencent entre elles. Ils
expliquent que la qualite´ de service qu’ils conside`rent se de´finit par toute information qui
de´crit dans quelle mesure un service fonctionne bien, alors que la qualite´ de dispositif se
caracte´rise par toute information a` propos des proprie´te´s techniques et des capacite´s d’un
appareil. Selon eux, la QdC consiste en un ensemble de parame`tres. Ils identifient d’ailleurs
lesquels sont les plus importants selon eux : la pre´cision, la probabilite´ de correction, la
confiance, la re´solution et la fraicheur.
Dans leurs travaux Krause et Hochstatter (2005) font la distinction entre la qualite´ de
contexte inhe´rente a` l’information elle meˆme et la qualite´ en tant que“valeur”de l’information
de contexte du point de vue spe´cifique a` une application donne´e. En d’autre termes, ils
expliquent qu’il y a deux points de vue sur la qualite´ de contexte. D’un coˆte´, on peut juger
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de la qualite´ d’une information de par la valeur de certains parame`tres de qualite´. D’un
autre coˆte´ il y a l’approche qu’ils pre´conisent en parlant de valeur qu’a une information du
point de vue de l’application qui va l’utiliser, soit la valeur d’une information de contexte
de´pend de l’application la consommant. De ce point de vue, ils proposent une de´finition
diffe´rente de la qualite´ de contexte : “La Qualite´ de Contexte (QdC) est toute information
implicite qui de´crit une information de contexte et qui peut eˆtre utilise´e pour de´terminer
la valeur de l’information pour une application spe´cifique. Cela inclut toute information
a` propos du processus d’approvisionnement qu’a subi l’information (’historique’, ’aˆge’) et
exclut les estimations sur les e´tapes d’approvisionnement futures auxquelles elle pourrait eˆtre
sujette.”
On remarque qu’ils opposent leur point de vue a` la vision objective de la qualite´ de
contexte, tel qu’expose´ par Buchholz et al. (2003) et ensuite par Zimmer (2006). Ce dernier
propose lui aussi une de´finition de la qualite´ de contexte : “La qualite´ de contexte est de´fi-
nie par des attributs de contexte. Les attributs de contexte sont des attributs ge´ne´riques de
donne´es de contexte qui s’appliquent a` tout contexte en ge´ne´ral. De ce fait, les attributs de
contexte sont inde´pendant de l’interpre´tation se´mantique des donne´es de contexte. Cepen-
dant, ces attributs forment une ontologie minimale qui permet une interpre´tation commune
du contexte sur un aspect important : la qualite´.” Il proˆne notamment une se´paration entre
la gestion de la qualite´ de contexte et le traitement des informations de contexte elle-meˆmes,
en expliquant que cela permet de choisir un mode`le de contexte inde´pendant de la me´thode
de gestion de la qualite´ de contexte.
2.3.2 Mode´lisation et me´canismes
Plusieurs me´canismes ont e´te´ e´labore´s afin de permettre la prise en compte de la qualite´
de contexte dans les syste`mes sensibles au contexte. Dans leur article, Lei et al. (2002)
proposent un me´canisme de transfert d’information sur la qualite´ de contexte directement
des fournisseurs de contexte aux consommateurs. Ils parlent de qualite´ d’information et
utilisent deux me´triques : un estampillage et la confiance de la source en son information.
Ils proposent que ce soit aux consommateurs de contexte de collecter et traiter ces donne´es
de qualite´, pour qu’ils puissent ensuite prendre des de´cisions et effectuer des actions en
conse´quence. L’ajout de me´tadonne´es sous forme de paires cle´-valeur aux informations de
contexte est certainement la me´thode la plus populaire. Ainsi que Judd et Steenkiste (2003)
le mentionnent dans leurs travaux, le consommateur en information de contexte peut utiliser
l’information de QoC passe´e en me´tadonne´es de deux manie`res :
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– Soit interpre´ter le re´sultat d’une requeˆte en information de contexte en analysant les
valeurs de qualite´ de contexte rec¸ues avec les informations de contexte (tel que vu
pre´ce´demment) ;
– Soit spe´cifier des exigences en qualite´ de contexte au service d’information de contexte
pour garantir que les donne´es rec¸ues re´pondent a` ces exigences. Ainsi le traitement de
la qualite´ de contexte, le tri ou la se´lection en d’autres termes, se fait en amont de
l’utilisation des informations de contexte.
Leur mode`le de qualite´ de contexte se constitue de quatre me´triques : exactitude, confiance,
date de mise a` jour et intervalle d’e´chantillonnage de la mesure. Ces attributs sont utilise´s
comme me´tadonne´es, tout comme le pre´sentent Ho¨nle et al. (2005) dans leur travaux sur la
plateforme Nexus. De leur coˆte´ ils offrent une ple´iade de types de me´tadonne´es a` attacher
aux objets de contexte, a` leurs attributs et fournisseurs aussi. Ils utilisent un formalisme de
type XML pour l’e´change d’informations de contexte accompagne´es des me´tadonne´es. Ka-
rypidis et Lalis (2006) utilisent le meˆme type de mode`le (paires cle´-valeur pour former des
me´tadonne´es). Cependant, ils mettent en relief ce qui selon eux sont les me´triques les plus
importantes : dure´e de vie (TTL), estampille de cre´ation et champ de validite´. Ce dernier
parame`tre permet de de´finir l’e´tendue de la validite´ de l’information de contexte. Se plac¸ant
dans le contexte d’un re´seau personnel (PAN) ils expliquent que graˆce a` cette me´tadon-
ne´e, qui qualifie de locale, d’e´tendue ou globale l’information de contexte, il est possible de
controˆler sa diffusion dans le re´seau.
Une autre approche populaire pour la gestion de la qualite´ de contexte serait celle usant
d’ontologies ou de bases de re`gles. Henricksen et Indulska (2004a) proposent un mode`le
ou` les parame`tres de qualite´ sont repre´sente´s sous forme d’un graphe. Un raisonnement
associe´ a` des re`gles de´termine alors si un ensemble donne´ d’informations de contexte pre´sente
une qualite´ suffisante. Dans leur architecture SOCAM, Gu et al. (2004) proposent d’utiliser
les ontologies afin de mode´liser le contexte. Ils expliquent qu’ainsi ils peuvent inclure des
informations de qualite´ et les associer a` des parame`tres de contexte. Les travaux de Tang
et al. (2007) se basent eux aussi sur les ontologies afin de mode´liser la qualite´ de contexte.
Ils expliquent qu’ils ont construit leur mode`le en e´tablissant un lien entre la qualite´ de
contexte, la situation et le domaine d’application. Kim et Choi (2008) adoptent encore une
fois cette approche des ontologies pour mode´liser le contexte. Ils forment une ontologie de la
qualite´ base´e sur des annotations OWL associe´e a` un syste`me d’agre´gation, afin d’ame´liorer
la certitude, la fraˆıcheur et la compre´hension des informations de contexte. Bu et al. (2006)
proposent finalement un me´lange entre graphes et ontologies. Ils utilisent les graphes afin de
caracte´riser les relations entre entite´s (cibles des informations de contexte) et ils usent d’un
me´canisme de raisonnement base´ sur des ontologies pour juger de la qualite´ des informations
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de contexte.
McKeever et al. (2009) proposent un mode`le de qualite´ de contexte pour le support de
raisonnements transparents lors de contextes incertains. Leur mode´lisation se pre´sente sous
forme de classes UML et vise a` appre´hender la qualite´ des capteurs, des contextes abstraits
et des situations. Ils exposent le fait qu’ils souhaitent appliquer des raisonnements base´s sur
la the´orie de Dempster et Shafer dans la suite de leurs recherches.
Une approche base´e sur l’UML est aussi adopte´e par Neisse et al. (2008)Ils mettent
l’emphase sur la confiance comme me´trique de qualite´ de contexte. Ils expliquent que la
confiance se repre´sente comme la mesure subjective de l’opinion d’une entite´ par rapport au
comportement d’une autre entite´, et ce en fonction d’un aspect de confiance donne´.
Dans leurs travaux sur une architecture sensible au contexte base´e sur une base de don-
ne´es de contexte, pour l’informatique mobile, ? proposent une approche un peu diffe´rente.
En effet, ils de´montrent le concept d’inde´pendance du contexte, comprenant l’inde´pendance
du contexte physique et l’inde´pendance du contexte logique. Ces deux types d’inde´pen-
dance de contexte sont utilise´s comme mesures de qualite´ de contexte. Ainsi, l’inde´pendance
du contexte physique permet, selon eux, de pre´venir les mauvaises interpre´tations des in-
formations de contexte de bas niveau, fournies par des terminaux mobiles de diffe´rentes
technologies. L’inde´pendance du contexte logique permet, de son coˆte´, aux applications de
comprendre et utiliser les informations de contexte correctement.
Finalement, Huebscher et McCann (2005) proposent un middleware a` qui les consomma-
teurs de contexte de´le`guent la se´lection des sources de contexte. Leur approche suppose la
mise en place d’une entite´ tierce entre consommateurs et fournisseurs de contexte. Ils consi-
de`rent des situations ou` de multiples sources du meˆme type de contexte sont disponibles. Ils
introduisent alors un niveau d’abstraction supple´mentaire pour les consommateurs, le service
de contexte, leur cachant ainsi les de´tails de l’approvisionnement. Leur service choisit donc
un fournisseur pour chaque requeˆte de contexte d’une application donne´e. Ce fournisseur se
doit d’eˆtre le plus approprie´ parmi l’ensemble des sources disponibles. Le service de contexte
doit eˆtre capable de ge´rer les changements de configuration tels qu’une modification des be-
soins clients ou l’ajout ou retrait d’une source. Ils conside`rent que la notion de qualite´ de
fournisseur de contexte est spe´cifique a` chaque application cliente. C’est ainsi que les clients
doivent spe´cifier leurs besoins sous forme d’une fonction d’utilite´. Cette dernie`re prend en
entre´e des attributs de qualite´ de contexte et donne un nombre en sortie qui quantifie la
satisfaction qu’aurait le client par rapport a` un fournisseur donne´. La fonction est applique´e
a` chaque fournisseur disponible et le meilleur est choisi. Le middleware se charge enfin de
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re´cupe´rer l’information de contexte et la livre au client.
Nous constatons alors certains proble`mes a` re´soudre dans leurs travaux par rapport a`
notre proble´matique de sensibilite´ au contexte dans un environnement mobile.
Le premier inconve´nient de leur architecture concerne la mise a` l’e´chelle. En effet si l’on
utilise une entite´ devant centraliser toutes les requeˆtes de contexte (en plus de celles de qualite´
de contexte) dans un environnement mobile a` grande e´chelle, ou` se produit de nombreuses de´-
connexions et changements de configurations, on risque de saturer notre middleware et de ne
pas pouvoir offrir une qualite´ de service suffisante. L’ide´e serait de laisser les consommateurs
de contexte contacter eux-meˆme les fournisseurs choisis par notre entite´ tierce.
Ensuite nous avons vu que certains travaux (Zimmer (2006)) conseillent de se´parer la
gestion de la qualite´ de contexte et le traitement des informations de contexte elle-meˆmes,
en expliquant que cela permet de choisir un mode`le de contexte inde´pendant de la me´thode
de gestion de la qualite´ de contexte. Cependant, bien qu’ils ne conside`rent qu’un type de
contexte donne´, ils font le choix de me´langer les deux aspects. Nous proposons que la gestion
du contexte en elle-meˆme soit offerte par un framework le plus approprie´ a` l’utilisation vise´e
de ce contexte. Quant a` la gestion de la qualite´ de contexte, nous souhaitons la proposer par
l’interme´diaire d’une entite´ tierce, cette dernie`re faisant par conse´quent abstraction du type
d’information de contexte.
Enfin, un autre inconve´nient de leur architecture est la ne´cessite´ pour les consommateurs
de fournir une fonction d’utilite´. Cela suppose que l’application mobile doit eˆtre capable de
produire de telles fonctions (en plus de valeurs hypothe´tiques sur la qualite´ de contexte) a`
la vole´e en fonction des changements de son environnement d’utilisation. Nous pensons que,
dans une solution viable pour la mobilite´, les consommateurs de contexte (et les fournisseurs,
dans la mesure du possible) devraient eˆtre sujet au minimum de traitement possible de leur
part. C’est a` dire qu’il faut minimiser la participation des consommateurs au me´canisme de
gestion de la qualite´ de contexte.
Nous avons, par conse´quent, fait le choix de porter notre recherche sur une entite´ tierce
permettant de faire le lien entre les consommateurs et les fournisseurs d’informations de
contexte, qui ne pre´sente pas ces inconve´nients.
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Chapitre 3
ARCHITECTURE DU COURTIER
EN QUALITE´ DE CONTEXTE
Afin de re´duire le risque d’erreur que suppose la gestion du contexte dans un environ-
nement mobile, nous souhaitons offrir, dans notre e´tude, une solution permettant a` des
applications mobiles sensibles au contexte de tenir compte de la qualite´ de contexte. C’est
pourquoi, dans ce chapitre, nous proposons une architecture permettant la mise en relation
entre fournisseurs et consommateurs d’information de contexte, tout en ge´rant la qualite´ de
ces informations. De plus, nous souhaitons tenir compte des contraintes des environnements
mobiles. Nous nous sommes donc fixe´s les objectifs de conception suivants : permettre une
mise a` l’e´chelle, soit un grand nombre de fournisseurs et de consommateurs ; se´parer la ges-
tion des informations de contexte et celle de la qualite´ de ces meˆmes informations ; et imposer
le minimum de participation de la part des sources et clients de contexte.
Si nous conside´rons un syste`me ou` n’existent que fournisseurs et consommateurs de
contexte, chaque consommateur se doit de connaˆıtre un sous-ensemble non-nul de l’ensemble
des fournisseurs de contextes 1. Cependant, si l’on veut ge´rer la qualite´ du contexte, il va eˆtre
ne´cessaire pour chaque consommateur de connaˆıtre le plus grand nombre de fournisseurs
possible, afin de maximiser ses chances de trouver une information de contexte de qualite´
suffisante. En outre, dans le pire des cas, il faudrait que chaque client communique, a` chaque
requeˆte de contexte, avec toutes les sources qu’il connait. De ce point de vue, la gestion de la
qualite´ de contexte impliquerait une sur-signalisation dans notre re´seau mobile. Ainsi nous
proposons l’entremise d’une entite´ tierce assurant le recensement des sources de contexte. Elle
permettrait une baisse de travail pour les clients, puisque ces derniers n’ont plus a` de´couvrir
et maintenir une population de fournisseurs, et elle re´duirait la signalisation.
Cette entite´ tierce se base sur un mode`le de courtage et centralise donc les offres des
diffe´rents fournisseurs en matie`re de qualite´ de contexte. Chaque consommateur va alors
pre´ciser ses besoins pour se voir attribuer un contrat de qualite´ de contexte. Ce contrat
1. un au minimum
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va le lier a` un fournisseur dont l’offre correspond aux besoins exprime´s, pendant une plage
temporelle donne´e. Enfin le client va pouvoir, en accord avec son contrat de qualite´ de
contexte, directement contacter son fournisseur afin que ce dernier lui envoie une information
de contexte. Nous pouvons remarquer que la conception de ce me´canisme permet une bonne
se´paration entre la gestion de la qualite´ de contexte, centralise´e au niveau de notre entite´
tierce, et celle des informations de contexte, qui est laisse´e au soin des consommateurs et
fournisseurs. Il est ainsi possible d’utiliser un framework existant pour la gestion du contexte
et y adjoindre notre solution pour ajouter la qualite´ de contexte.
Enfin dans notre architecture, nous imposons aux clients uniquement de fournir un certain
nombre de valeurs nume´riques correspondant a` leurs besoins et de se re´fe´rer a` un contrat de
qualite´ de contexte. Quant aux fournisseurs de contexte, ils n’ont qu’a` suivre un me´canisme
de publication de leur offre. Ainsi, nous nous assurons que l’imple´mentation d’un tel syste`me
est viable dans un environnement mobile, que ce soit pour les clients ou les sources de
contexte.
Dans un premier temps nous exposerons le cadre de l’e´tude et les suppositions que nous
faisons. Nous situerons ensuite notre travail dans une architecture fonctionnelle ge´ne´rale de
gestion du contexte. Puis nous proposerons un mode`le de qualite´ de contexte, dont nous
de´taillerons les diffe´rentes me´triques. Nous expliciterons ensuite notre me´canisme de raison-
nement sur ces me´triques. Nous finirons par une explication de´taille´e des trois roˆles qu’oc-
cupent les entite´s conside´re´es dans notre architecture, a` savoir le fournisseur de contexte, le
consommateur de contexte et le courtier en qualite´ de contexte.
3.1 Cadre de l’e´tude et suppositions
Dans cette partie, nous proposons de donner le cadre de l’e´tude et nos suppositions de
travail.
Tout d’abord nous conside´rons comme acquis le re´seau qu’utilisent les diffe´rentes entite´s
de notre architecture. Nous ne conside´rons pas les de´connexions pendant les envois de mes-
sages dues au re´seau par exemple. Cependant nous prenons en compte le fait qu’une source
puisse ne plus eˆtre disponible a` un moment donne´. Les latences syste`me et re´seau pouvant
survenir ne sont pas non plus prises en compte dans notre de´marche.
Nous conside´rons que toutes les entite´s peuvent acce´der les unes aux autres. Les proble´-
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matiques de domaines, de re´seaux distants, de restriction d’acce`s, etc. ne font pas partie de
l’e´tude. Nous supposons aussi que toutes les entite´s utilisent le meˆme protocole entre elles
pour l’e´change d’informations de contexte. Dans nos travaux, nous assurerons celui d’e´change
d’informations de qualite´ de contexte uniquement.
En ce qui concerne l’aspect mobile des applications concerne´es, nous supposons que tout
ce qui a trait a` la gestion de la mobilite´ est ge´re´ soit en amont, en ce qui concerne la
gestion des transferts d’information et d’acce`s au re´seau mobile, soit en aval pour tout ce
qui vise la gestion de la mobilite´ des applications. En d’autres termes, c’est a` l’application
d’imple´menter la logique a` adopter quant a` la mobilite´ du terminal. Ici, nous nous assurons
que la gestion de la qualite´ de contexte soit adapte´e a` une utilisation avec des applications
mobiles, donc supposant les contraintes e´nonce´es auparavant.
Nous ne couvrons pas non plus les aspects de de´couverte de services en conside´rant que
les fournisseurs de contexte ainsi que les consommateurs connaissent et peuvent joindre le
courtier. D’un point de vue plus ge´ne´ral, l’aspect de´couverte de service de contexte est ge´re´
par d’autres entite´s dans la chaˆıne d’approvisionnement en contexte. Nous exposerons ce
point dans la section suivante.
Nous ne conside´rons pas les proble´matiques lie´es a` la se´curite´. Dans le cadre de notre
e´tude, nous conside´rons que les entite´s se font confiance, dans le sens ou` il est conside´re´ comme
acquis qu’aucune d’entre elles ne tentera de tromper ou de mettre en erreur quiconque.
Nous supposons ensuite la conside´ration d’un seul type de contexte. Nous re´duisons la
gestion du contexte a` la transmission d’une information de type donne´, afin d’en faire abs-
traction.
3.2 Architecture fonctionnelle ge´ne´rale
Nous allons, dans cette section situer nos travaux dans une architecture fonctionnelle
ge´ne´rale, qui repre´sente les composants logiques ne´cessaires aux traitement des informations
de contexte ainsi qu’aux raisonnements faits sur celles-ci et leur disse´mination, dans les
applications sensibles au contexte. Nous mettrons en valeurs les e´le´ments qui permettent
la prise en compte de la qualite´ des informations de contexte. Nous ne de´taillerons pas
la complexite´ des me´canismes de gestion des sources de contexte et conside´rons que les
interactions entre entite´s se font de manie`re transparente pour notre architecture.
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Le tout est repre´sente´ dans une architecture en couches, telle que montre´e dans la fi-
gure 3.1. Les informations de contexte de bas niveau (pre´sence, tempe´rature, altitude, bande
passante disponible, etc.) sont tout d’abord forme´es dans la premie`re couche par diffe´rents
types de sources de contexte. Dans la deuxie`me couche, les sources offrant une qualite´ d’infor-
mation de contexte ade´quat sont se´lectionne´es afin qu’en troisie`me couche les informations
recueillies soient interpre´te´es et structure´es en information de contexte de plus haut ni-
veau. Les fonctions de de´couverte de services sont ge´ne´ralement situe´es dans cette troisie`me
couche qui permet de faire le lien entre les applications mobiles, par exemple, et les informa-
tions de contexte forme´es dans la couche de de´tection. Les services de contexte peuvent eˆtre
alors invoque´s par des applications et services en quatrie`me couche, ou` les informations de
contexte sont enfin disse´mine´es pour eˆtre utilise´es a` de multiple fins. Les flux d’informations
de contexte sont indique´s par des fle`ches blanches alors que les flux de qualite´ de contexte
sont repre´sente´s sous forme de fle`ches noires.
Alors que la plupart des architectures propose´es dans la litte´rature sur le contexte se
situent en troisie`me couche (comme dans les travaux de Chien et al. (2009)), et que celles
prenant en compte la qualite´ de contexte me´langent les couches deux et trois (comme le
supposent l’article de Li et Feng (2009)), notre travail se concentre sur la deuxie`me couche.
Celle-ci a pour but d’assurer que les besoins en qualite´ de contexte de la troisie`me couche
soient satisfaits dans la mesure ou` la premie`re couche est capable de fournir une qualite´
suffisante. C’est par l’interme´diaire d’une certaine repre´sentation de la qualite´ de contexte,
de sa gestion et d’un me´canisme de courtage que cette ope´ration est assure´e. Du point
de vu de notre couche de service de qualite´ de contexte,la couche de service de contexte
repre´sente les consommateurs d’information de contexte et la couche de de´tection de contexte
repre´sente les fournisseurs d’information de contexte. Par la suite nous faisons abstraction
de ces couches pour nous concentrer les consommateurs, les fournisseurs et notre courtier.
En d’autres termes, ce sont les trois seuls types d’entite´s que nous conside´rons ensuite dans
nos travaux.
Nous nous somme fixe´s comme objectifs de re´duire la signalisation due a` la gestion de la
qualite´ de contexte, de se´parer la gestion du contexte en lui-meˆme et celle de sa qualite´ et
enfin de minimiser la charge des fournisseurs et consommateurs d’informations de contexte.
Le premier objectif est assure´ par notre service de courtage qui permet aux consomma-
teurs de faire abstraction de toute l’offre disponible et ainsi de ne pas avoir a` communiquer
avec chacun des fournisseurs pour choisir le meilleur.
Le second est atteint graˆce a` notre repre´sentation du contexte qui se´pare la qualite´ de
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Figure 3.1 Repre´sentation de la gestion du contexte sous forme de couches
contexte de la structure ou de la gestion des informations de contexte elles-meˆmes en faisant
abstraction de ces dernie`res.
Enfin, le troisie`me objectif est assure´ par notre me´thode de gestion de la qualite´ de
contexte implique´e par notre courtier. Tout d’abord, les clients et fournisseurs formulent de
manie`re simple leurs besoins et offres. Puis, suite a` une ne´gociation entre le courtier et le
consommateur, ce dernier se voit attribue´ un contrat de qualite´ de contexte lui permettant
de rejoindre le fournisseur pre´sentant une offre ade´quate.
3.3 Gestion de la qualite´ de contexte
Dans cette section, nous commenc¸ons par expliquer notre mode`le de qualite´ de contexte
et ses me´triques. Puis nous verrons comment nous raisonnons sur ces me´triques afin de juger
de la qualite´ d’une information de contexte. Nous expliciterons ensuite notre architecture et
notamment les trois roˆles qu’elle implique. Enfin nous de´taillerons le courtier en qualite´ de
contexte que nous proposons.
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3.3.1 Notre mode`le de qualite´ de contexte
Nous avons vu que la litte´rature proposait une de´finition assez ge´ne´rale de la qualite´
de contexte : “La Qualite´ de Contexte (QdC) est toute information qui de´crit la qualite´ des
informations qui sont utilise´es comme informations de contexte. [...]” [Buchholz et al. 4 dans
article]. Ainsi, on peut dire que tout type de me´trique, comme la pre´cision, ou combinaison
de me´triques est utilisable afin de de´finir (partiellement) la qualite´ d’une information de
contexte. En parcourant la litte´rature, on s’aperc¸oit que malgre´ le grand nombre de me´triques
imagine´es, un certain nombre d’entre elles reviennent syste´matiquement. Nous avons donc
base´ notre choix sur quatre me´triques 2 populaires :
– la pre´cision - precision, [0 - maxPrec]
– la probabilite´ d’exactitude - probExactitude, [0 - maxProbExactitude]
– la fraˆıcheur - fraicheur, [0 - maxFraicheur]
– la confiance - confiance, [0 - maxConfiance]
Notre mode`le de qualite´ de contexte est donc forme´ du quadruplet suivant :
(precision, probExactitude, fraicheur, confiance)
Chaque variable est sans unite´ et posse`de son propre champ de valeurs allant de ze´ro a` un
maximum donne´ (exemple : variable - var, champ [0 - maxVar]). Nous avons choisi que les
meˆmes champs de valeurs soient partage´s entre toutes les entite´s pour une variable donne´e.
Sinon, il serait ne´cessaire de concevoir un me´canisme ou` les consommateurs et fournisseurs
communiqueraient au courtier les champs qu’ils conside`rent, afin que ce dernier puisse faire
une mise a` l’e´chelle de toutes les valeurs lui arrivant.
Le triplet (precision, probExactitude, fraicheur) est fourni par les sources d’informations
de contexte (les fournisseurs). Il s’agit de leur offre en qualite´ de contexte et il leur revient
de l’e´valuer elles-meˆme. Il leur revient aussi de mettre ces valeurs a` jour puisque ces valeurs
doivent eˆtre en accord avec l’information de contexte courante. Ce triplet doit accompagner
toute information de contexte fournie par une source. Il est aussi le principal e´le´ment de la
publication des fournisseurs (que nous expliquerons plus tard).
Pour formuler ses besoins, le consommateur les communique au courtier sous la forme
d’un triplet identique a` celui que fournissent les sources. La quatrie`me valeur du quadruplet,
confiance, est e´value´e au sein meˆme du courtier.
2. parame`tre
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Afin de formaliser notre mode`le, nous avons constitue´ une ontologie de ce que nous
conside´rons eˆtre le contexte et la qualite´ de contexte, dans notre e´tude. Notre ontologie
du contexte est constitue´e d’une information de contexte, elle-meˆme constitue´e d’un type
d’information (altitude, tempe´rature, proximite´, etc.) et d’une valeur, et de notre ontologie
de la qualite´ de contexte. Voir a` la figure 3.2.
Figure 3.2 Ontologie du Contexte
Notre ontologie de la qualite´ de contexte est associe´e a` quatre parame`tres de qualite´, ceux
de´taille´s plus haut. A` chacun d’eux sont associe´ un type de valeur (nombre entier, nombre
a` virgule flottante, etc.), un intervalle (champs de valeur discute´ plus haut) et une valeur,
comme expose´ en en figure 3.3.
L’exemple pre´sente´ a` la figure 3.4, quant a` lui, illustre l’utilisation de notre mode`le pour
associer une qualite´ de contexte a` une information de contexte informant sur l’altitude d’un
appareil.
Cette formalisation sous forme d’ontologies montre que nous assurons une se´paration
entre la gestion de la qualite´ de contexte et celle du contexte lui meˆme. En effet, l’ontologie
du contexte que nous proposons est minimale, puisqu’elle n’associe a` la qualite´ de contexte
qu’une information simple. Il est alors possible d’utiliser n’importe quelle structure pour
cette information de contexte et ainsi n’importe quel me´canisme.
De plus notre mode`le ne demande que peu de traitement de la part des consommateurs et
fournisseurs, ces derniers n’ont qu’a` communiquer un triplet de valeurs afin de faire connaitre
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Figure 3.3 Ontologie de la Qualite´ de Contexte
Figure 3.4 Exemple d’ontologie d’une information d’altitude
respectivement leurs besoins et offres.
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3.3.2 Les me´triques de qualite´
Nous explicitons ici les quatre parame`tres que nous avons choisi afin de de´finir la qualite´
de contexte.
La pre´cision
La pre´cision, au sens de pre´cision de l’information fournie par la source, permet de de´finir
la finesse d’une information. Cette donne´e va, lors de l’utilisation d’un senseur par exemple,
eˆtre lie´e a` la technologie employe´e pour mesurer une grandeur physique. Prenons le cas d’une
sonde de tempe´rature. Celle-ci indique une tempe´rature capte´e, par exemple 23◦C, ainsi que
la pre´cision sur cette mesure, +/- 0.5◦C.
Cette information, la pre´cision, est tre`s importante lors de la confrontation de plusieurs
sources d’information. Conside´rons deux sondes place´es au meˆme endroit. La premie`re fournit
comme information et pre´cision : 15◦C (+/- 3◦C) et la deuxie`me : 17.5◦C (+/- 0.2◦C). Au
vu des valeurs obtenues, il est facile de faire un choix judicieux, que serait la deuxie`me sonde
(celle-ci ayant une plus grande pre´cision, elle nous donne une information plus proche de la
re´alite´).
La pre´cision est donne´e par le fournisseur de contexte et transmise avec chaque infor-
mation de contexte. Cette me´trique est aussi utilise´e par le consommateur, qui donne une
estimation de ses besoins en terme de pre´cision au courtier.
La probabilite´ d’exactitude
La probabilite´ d’exactitude de´finit la confiance qu’une source attribue a` l’information
qu’elle fournit. Cette notion diffe`re de la pre´cision de l’information, vue pre´ce´demment. Elle
de´finit la probabilite´ que l’information fournie soit correcte.
Suivant les conditions de collecte de l’information (capture d’une grandeur physique, fu-
sions d’informations provenant de diffe´rentes sources, etc.), le fournisseur d’information de
contexte peut de´finir le niveau de confiance qu’il accorde aux donne´es qu’il produit. Si, par
exemple, un fournisseur construit ses informations de contexte a` partir d’un re´seau de cap-
teurs, il est probable que les donne´es issues des capteurs soient errone´es a` cause de pannes de
capteurs ou meˆme de de´connexion de ces capteurs. Il lui revient alors la responsabilite´ d’e´va-
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luer la probabilite´ que l’information fournie au consommateur soit juste, faisant abstraction
des de´tails internes de la collecte de donne´es.
La probabilite´ d’exactitude est du ressort du fournisseur de contexte, qui joint cette
information a` tout contexte. Le consommateur, quand a` lui, envoie au courtier son besoin
en terme de probabilite´ d’exactitude.
Comme nous l’avons expose´ dans la revue de litte´rature, Brgulja et al. (2009) proposent
une me´thode base´e sur la the´orie des probabilite´s baye´siennes afin d’e´valuer la probabilite´
d’exactitude des informations de contexte. Cependant, nous pensons que cette valeur doit-
eˆtre fournie par la source de l’information de contexte et non calcule´e par notre courtier.
Nous choisissons donc de laisser libre choix au fournisseur de contexte de juger de la pro-
babilite´ d’exactitude de ses informations. Cela n’exclue pas la possibilite´ que le fournisseur
imple´mente les travaux de Brgulja et al. (2009) afin de fournir une valeur de probabilite´
d’exactitude.
La fraˆıcheur
La fraˆıcheur est souvent de´crite dans la litte´rature, tel qu’en parlent Buchholz et al.
(2003) dans leurs travaux, comme l’aˆge de l’information de contexte. Elle est principalement
mate´rialise´e par l’ajout d’une estampille (ou date de cre´ation) a` l’information. Une deuxie`me
me´thode souvent utilise´e propose l’ajout d’un TTL (Time To Live - dure´e de validite´) a`
l’information, ce qui permet de savoir si l’information est toujours propre a` utilisation, en
plus de connaˆıtre son aˆge.
Cependant, nous pensons plutoˆt que la fraˆıcheur doit caracte´riser l’actualite´ d’une in-
formation de contexte pre´ce´demment e´mise. Par exemple, en conside´rant une approche par
pourcentage, une fraˆıcheur de 95% repre´senterait une donne´e tre`s actuelle. Connaissant le
sujet de la donne´e, la me´thode d’acquisition, et d’autres e´le´ments, il est possible de de´finir
un profil de validite´ temporelle pour l’information de contexte produite.
La figure 3.5 montre deux exemples de profils de validite´ temporelle pour un meˆme sujet :
pre´sence d’une personne dans une salle de re´union. Le premier fournisseur (ligne continue)
utilise un de´tecteur de puces RFID dans la salle en question (le sujet posse`de un badge
e´quipe´ d’une de ces puces), le deuxie`me (ligne pointille´e) utilise l’agenda e´lectronique du
sujet. L’instant 1 de´finit le de´but de la re´union sur l’agenda, alors que le sujet arrive dans la
salle a` l’instant 2. Le sujet s’absente ente 3 et 4. La re´union se termine en 5 sur l’agenda et le
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sujet quitte la salle en 6. On observe des pics de mesures pour le fournisseur 1 repre´sentant
les dates d’e´chantillonnages, un pic repre´sente a` lui seul le profil temporel, puisque chaque
pic repre´sente un nouveau releve´ d’information.
....
...
...
...
...
...
...
...
...
...
...
...
...
...
.. .......................................................................................
Fraicheur
Proﬁl du fournisseur 1 (présence)
Proﬁl du fournisseur 2 (agenda)
Temps1 2 3 4 5 6
Figure 3.5 Exemple de profils temporels
La fraˆıcheur d’une information est renseigne´e par son fournisseur. Cette me´trique est aussi
utilise´e par le consommateur de contexte pour exprimer ses besoins en qualite´ de contexte.
La confiance
La fiabilite´, au sens de cre´dibilite´ de la source est une me´trique qui repre´sente la confiance
que les usagers portent a` un fournisseur donne´. Par conse´quent elle est relative au consom-
mateur ou a` un groupe de consommateurs ayant e´te´ mis en relation avec le fournisseur en
question.
La fiabilite´ d’une source de contexte va augmenter lorsque notre expe´rience de celle ci
aura e´te´ bonne et, inversement, elle diminuera lorsque notre expe´rience aura montre´ des
insatisfactions. Nous accorderons plus de cre´dit aux fournisseurs qui pre´senteront une forte
fiabilite´ et nous laisserons de coˆte´ un fournisseur de faible fiabilite´.
Dans notre mode`le, une baisse de fiabilite´ est motive´e par des mesures de qualite´ de
contexte infe´rieures aux attentes (base´es sur des mesures pre´alables). Alors qu’une augmen-
tation de fiabilite´ est base´e sur une stabilite´ ou une ame´lioration des mesures de qualite´ de
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contexte. Il est alors pre´fe´rable de choisir un fournisseur pre´sentant une qualite´ de contexte
bonne et stable a` un fournisseur ayant de tre`s bonnes valeurs de qualite´ de contexte enre-
gistre´es mais sujet a` de nombreux me´contentements de consommateurs du fait de baisses
intempestives de qualite´ de contexte.
La confiance est calcule´e par le courtier. Cette information n’est utilise´e qu’en interne
par ce dernier.
3.3.3 Les trois roˆles
Nous de´taillons, dans cette section, les trois roˆles occupe´s dans notre architecture : le
fournisseur de contexte, le consommateur et le courtier.
Le Fournisseur de Contexte
Un fournisseur de contexte peut prendre plusieurs formes. Il peut s’agir d’un capteur
physique, mesurant une grandeur physique donne´e, d’un capteur logique, de´tectant un e´tat
logique donne´, d’un capteur logiciel, re´cupe´rant des donne´es informatiques, d’un agre´gateur
d’informations de contexte, regroupant plusieurs donne´es de contexte en une information de
plus haut niveau, ou bien de tout autre type de source de contexte que l’on peut rencontrer
dans un environnement sensible au contexte.
Le fournisseur de contexte a pour unique but de fournir une information de contexte a`
qui lui demande.
Dans notre architecture, nous lui ajoutons le roˆle d’e´valuateur de qualite´ de contexte.
Il doit alors ajouter a` l’information de contexte produite le triplet de qualite´ de contexte :
pre´cision, probabilite´ d’exactitude et fraˆıcheur. Il lui incombe aussi la responsabilite´ de pu-
blier une offre en qualite´ de contexte afin de se faire connaˆıtre du courtier pour, a` terme,
eˆtre choisi comme source d’informations de contexte. Cette offre en qualite´ de contexte est
compose´e des trois champs pre´ce´dents. Sa publication contient une signature qui servira au
courtier. Ce dernier en aura besoin pour re´diger un contrat de qualite´ de contexte (voir plus
loin). En effet, le fournisseur de contexte de´le`gue au courtier le taˆche de mise en relation
entre consommateurs et fournisseurs. Ainsi, en apposant sa signature dans la publication, il
autorise le courtier a` signer en son nom un contrat de qualite´ de contexte. Par conse´quent, le
fournisseur fait confiance au courtier quant a` l’utilisation de sa signature et le courtier n’a pas
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besoin de contacter le fournisseur lors de la signature d’un contrat avec un consommateur.
Nous faisons ce choix dans un soucis de le´ge`rete´ de protocole, sachant que nous supposons
que les diffe´rentes entite´s sont fiables.
Nous avions pour objectif de ne pas surcharger les fournisseurs de contexte. C’est ainsi que
dans la conception de notre architecture, nous ne lui imposons que d’e´valuer trois parame`tres
de qualite´ ,par l’ajout de valeurs nume´riques simples, d’envoyer de ces valeurs en tant que
publication de son offre et finalement de re´pondre aux requeˆtes de contexte.
On observe que notre objectif de se´parer gestion du contexte et gestion de la qualite´
du contexte est assure´ puisque le fournisseur est libre en ce qui concerne l’information de
contexte elle meˆme.
Le Consommateur de Contexte
Le consommateur de contexte est une entite´ qui peut prendre plusieurs formes. Il peut
s’agir d’une simple application sensible au contexte tout comme il peut s’agir aussi d’une ar-
chitecture sensible au contexte plus complexe. On peut aussi imaginer que le consommateur
soit lui meˆme fournisseur de contexte, dans le cas par exemple d’un agre´gateur d’informations
de contexte. En effet, ce dernier se place en tant que client puisqu’il ne´cessite l’apport d’infor-
mations de contexte. Mais il peut aussi eˆtre fournisseur pour quiconque souhaite consommer
ses agre´gats d’informations de contexte (ou informations de plus haut niveau).
Le roˆle principal du consommateur est de demander une information de contexte.
Notre architecture suppose qu’il souhaite recevoir des informations de contexte ayant
une certaine qualite´. Il doit donc quantifier ses besoins en qualite´ de contexte (pre´cision,
probabilite´ d’exactitude et fraˆıcheur requises). Le consommateur est libre de formuler ses
besoins tant qu’il respecte notre mode`le. Comme nous l’avons explique´ plus haut, il est
recommande´ que toutes les entite´s partagent les meˆmes e´chelles de valeurs. Il pourrait eˆtre
possible de mettre en place un me´canisme de normalisation. Cependant cette ope´ration
supple´mentaire alourdirait le traitement de la qualite´ de contexte.
Ses requeˆtes vont eˆtre faites sur la base d’un contrat de qualite´ de contexte, que nous
de´taillerons plus tard. Il doit respecter ce contrat qui a e´te´ pre´alablement e´dite´ et envoye´
par un courtier. S’il n’a pas de contrat ou que celui-ci a expire´, il adresse alors une requeˆte
au courtier en spe´cifiant ses besoins en qualite´ de contexte. Il lui sera alors possiblement
33
ne´cessaire de ne´gocier avec le courtier si sa requeˆte ne peut-eˆtre entie`rement satisfaite. Si le
contrat est toujours valide, il adresse alors une requeˆte de contexte a` la source indique´e sur
le contrat en cours.
Enfin, il lui est possible de donner ses impressions au courtier quant a` son expe´rience avec
le fournisseur utilise´ (feed-back). Dans ce cas, le consommateur utilise le contrat de qualite´
de contexte concerne´ par son expe´rience pour transmettre sa bonne expe´rience ou non au
courtier. Cela permettra au courtier de juger de la fiabilite´ du fournisseur en question.
On voit ici que notre objectif de libe´rer le consommateur de la charge de recenser et
connaˆıtre tous les fournisseurs (ou un ensemble tout au moins) ainsi que celui d’offrir une
manie`re simple de communiquer ses besoins sont atteints. En effet, il lui suffit de fournir un
triplet de valeurs nume´riques puis de stocker un unique contrat de qualite´ de contexte afin de
savoir a` quel fournisseur se re´fe´rer. Lorsque le contrat n’est plus valide, ou que les besoins du
consommateur changent, il n’a qu’a` en redemander un nouveau au courtier. Il peut supprimer
l’ancien. Le client communique donc une fois avec le courtier pour lui exprimer son besoin,
une autre fois pour ne´gocier si ne´cessaire, et fait ensuite sa requeˆte de contexte aupre`s du
fournisseur.
Le Courtier
Le courtier est l’entite´ centrale de notre architecture. Il centralise le traitement de la
qualite´ de contexte. Il est responsable de la recherche de correspondances entre les offres des
fournisseurs et les demandes des consommateurs.
Ses roˆles sont multiples :
– Recevoir les publications des fournisseurs de contexte et de les conserver (pour une
e´tude a` long terme des offres de qualite´ de contexte) ;
– Mettre a` jour les valeurs de qualite´ de contexte de toutes les sources ayant publie´.
Comme les valeurs de qualite´ de contexte risquent de varier dans le temps, il reviendra
au courtier de questionner re´gulie`rement les fournisseurs quant aux nouvelles valeurs.
Cette taˆche s’effectue par l’interme´diaire d’une simple requeˆte de contexte, puisqu’un
fournisseur doit accompagner chaque information de contexte de sa qualite´. Aucune
fonction supple´mentaire n’est donc ne´cessaire du coˆte´ du fournisseur ;
– Recevoir les requeˆtes de consommateurs et trouver le fournisseur re´pondant aux besoins
e´nonce´s. La recherche du fournisseur se base alors sur un historique (plusieurs releve´s
dans le temps) de la qualite´ de contexte des fournisseurs. Cette qualite´ de contexte est
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constitue´e du quadruple´ de parame`tres tel que propose´ par notre mode`le de qualite´ de
contexte ;
– Ne´gocier avec le consommateur, si aucun fournisseur ne re´pond aux besoins exprime´s
par le consommateur. Plusieurs me´canismes seront employe´s : le courtier ayant base´
sa recherche sur plusieurs releve´s (pour un meˆme fournisseur) va re´duire sa recherche
sur le dernier releve´ de qualite´ de contexte pour chaque fournisseur. Si aucune offre ne
re´pond aux besoins du consommateur au bout de cette deuxie`me recherche, le cour-
tier va identifier le meilleur fournisseur a` long terme (analyse base´e sur un historique
des releve´s de qualite´ de contexte) et celui a` court terme (analyse uniquement base´e
sur les derniers releve´s). Dans un processus de ne´gociation, il va ensuite proposer au
consommateur d’en choisir un ou de de´cliner l’offre ;
– E´diter les contrats de qualite´ de contexte. Il y appose son identite´, celle du destinataire
(le consommateur) et celle de la source choisie (le fournisseur). Il y ajoute la qualite´ de
contexte contractuelle ainsi que la dure´e de validite´ du contrat. Cette dure´e de validite´
de´pend de l’offre trouve´e. Si l’offre a e´te´ choisie a` l’issue d’une recherche a` long terme,
la dure´e de validite´ sera plus longue que si l’offre a` e´te´ trouve´e pendant une recherche
a` court terme. Ainsi, le consommateur est lie´ moins longtemps a` un fournisseur donne´
si ses besoins n’ont e´te´ satisfaits qu’a` partir de releve´s re´cents. En effet ces derniers ne
donnent aucune assurance que le fournisseur en question pourra assurer le meˆme niveau
de qualite´ dans le temps. Il est alors pre´fe´rable de laisser le consommateur demander
une nouvelle e´tude de l’offre ;
– Recevoir les feed-back des consommateurs. Ce roˆle est capital dans la gestion de me´-
trique de fiabilite´. Partant d’une fiabilite´ maximale, un fournisseur voit sa valeur bais-
ser lorsqu’un client indique une mauvaise expe´rience (en rapport avec une requeˆte de
contexte donne´e). Inversement, sa fiabilite´ augmente a` chaque fois qu’un consommateur
exprime sa satisfaction.
On observe que notre objectif d’offrir une abstraction de l’offre en matie`re de qualite´
de contexte au consommateur est satisfait, puisqu’au final le consommateur ne s’adresse
qu’au courtier et se voit attribue´ un fournisseur de contexte qu’il peut questionner ensuite.
Le courtier ayant choisi un fournisseur ade´quat, le consommateur consommateur est donc
libe´re´ de la taˆche de recenser les diffe´rentes offres et de communiquer avec une multitude de
fournisseurs.
De plus la se´paration entre la gestion du contexte et celle de la qualite´ de contexte est bien
assure´e encore une fois. Il est inutile pour le courtier de connaˆıtre le contenu des informations
de contexte ou leur structure. La qualite´ de contexte seule lui suffit.
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Nous souhaitions enfin limiter les taˆches a` effectuer par les consommateurs et fournisseurs.
C’est pourquoi, par exemple, nous avons choisi que le courtier effectue lui meˆme la mise a`
jour des offres en qualite´ de contexte des fournisseurs en envoyant de simples requeˆtes de
contexte (auxquelles est attache´e la qualite´ de contexte).
Exemple de requeˆte de contexte
La figure 3.6 re´sume notre architecture dans un cas simple (sans ne´gociation, ni feedback).
Premie`rement (1), les fournisseurs publient leurs valeurs de qualite´ de contexte aupre`s du
courtier. Puis (2), un consommateur envoie une requeˆte de fournisseur de contexte au coutier
accompage´e de besoins en qualite´ de contexte. Le courtier confronte ensuite (3) les besoins du
consommateur avec les offres en qualite´ de contexte des fournisseurs. Une fois un fournisseur
ade´quat trouve´, le courtier e´dite un contrat de qualite´ de contexte puis l’envoie au consom-
mateur (4). Le consommateur peut enfin (5) envoyer sa requeˆte de contexte au fournisseur
se´lectionne´ et en recevoir une information de contexte. Il continuera de questionner celui-ci
jusqu’a` expiration de son contrat, apre`s quoi il devra renvoyer une requeˆte de fournisseur au
courtier (2).
Figure 3.6 Architecture et Signalisation
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3.3.4 Le courtier en qualite´ de contexte
Dans cette partie, nous allons de´crire le courtier en de´tail. Dans la section pre´ce´dente,
nous avons vu les diffe´rents roˆles qu’il occupe. Nous allons a` pre´sent expliquer les me´canismes
qui lui permettent d’assumer ces roˆles.
Pour exposer le fonctionnement de notre courtier en qualite´ de contexte, nous le de´-
composons en un ensemble de modules. Chacun de ces modules assurent une fonction du
courtier. Nous montrons alors comment ces modules interagissent entre eux et comment ils
communiquent avec consommateurs et fournisseurs afin de re´aliser l’ope´ration ge´ne´rale de
courtage.
Figure 3.7 Repre´sentation Modulaire du Courtier en Qualite´ de Contexte
La figure 3.7 montre l’ensemble des modules composant le courtier. Ce dernier en com-
porte huit :
Le module de traitement des requeˆtes - Il est en charge de recevoir les requeˆtes des
consommateurs, de faire le lien entre les modules lors du traitement des requeˆtes et de
re´pondre au consommateurs.
La base des offres - Elle contient les offres actuelles des fournisseurs et en conserve un
historique.
Le module de gestion des publications - Il transmet les publications des fournisseurs
a` la base des offres et traite les demandes de retraits de la part des fournisseurs.
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Le module de mise a` jour - Il assure la mise a` jour de la base des offres en questionnant
les fournisseurs inscrits dans la base.
Le classifieur - Il est en charge de la classification des offres et des besoins en qualite´ de
contexte. Il les traduit en un niveau donne´ de qualite´ de contexte. Il est ainsi possible
de comparer offres et besoins.
Le module de ne´gociation - Il assure la ne´gociation entre courtier et consommateur,
dans le cas ou` aucun fournisseur ne peut entie`rement combler ses besoins.
Le module de contractualisation - Il est en charge de re´diger le contract de qualite´ de
contexte liant consommateur et fournisseur.
Le module de gestion des feed-back - Il rec¸oit les feed-back des consommateurs et met
a` jour les informations de confiance contenues dans la base des offres.
Dans les sous-sections qui suivent, nous reprenons chaque roˆle du courtier en exposant
les interactions entre modules.
Gestion des publications
La gestion des publications est sche´matise´e a` la figure 3.8. Les fournisseurs envoient
leurs offres au courtier, par l’interme´diaire d’une publication. C’est le module de gestion
des publications qui les re´ceptionne et les enregistre dans la base des offres. A` leur offre,
est ajoute´e une confiance a` 100%. Si ce meˆme module rec¸oit une demande de retrait, il fait
supprimer les informations concerne´es de la base. De plus, les signatures des fournisseurs
sont re´cupe´re´es afin d’eˆtre utilise´es lors de l’e´tape de contractualisation.
Mise a` jour du courtier
La mise a` jour du courtier est de´crite sche´matiquement a` la figure 3.9. De manie`re au-
tonome, le module consulte la base des offres et envoie une requeˆte de contexte a` chaque
fournisseur y e´tant inscrit. Les fournisseurs re´pondent par une information de contexte ac-
compagne´e de sa qualite´ de contexte. Le module met alors a` jour la base en conse´quence.
Les nouveaux releve´s de qualite´ de contexte sont ajoute´s pour chaque fournisseur. Si la base
a atteint un quota maximal de releve´s, les plus anciens sont supprime´s.
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Figure 3.8 Gestion des publications
Figure 3.9 Mise a` jour du courtier
Traitement des requeˆtes des consommateurs
Le sche´ma du traitement des requeˆtes des consommateurs est fourni a` la figure 3.10. Tout
commence avec l’envoi, par un consommateur, d’une requeˆte au courtier (1). Le module de
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traitement des requeˆtes rec¸oit ainsi les besoins en qualite´ de contexte du consommateur. Il
les fait traduire par le classifieur (2) en niveau de qualite´ de contexte (3). Puis il va extraire
les offres de chaque fournisseur de la base des offres (4) et les envoyer (5), pour traduction,
au classifieur. Ainsi, il va eˆtre possible de comparer les niveaux de qualite´ de contexte des
fournisseurs rec¸us (6) avec le niveau du consommateur. Enfin, dans le cas d’une recherche
fructueuse, l’offre choisie est envoye´e au module de contractualisation (7) pour e´diter un
contrat (voir plus loin). Une fois le contrat rec¸u (8), le module de traitement des requeˆtes
envoie au consommateur son contrat de qualite´ de contexte(9).
Figure 3.10 Processus de traitement des requeˆtes des consommateurs
Le diagramme de´cisionnel (figure 3.11) explicite le me´canisme qui compare le niveau
de besoin du consommateur avec le niveau des offres des fournisseurs, pour aboutir aux
fonctions d’e´dition de contrat dans le cas d’une correspondance ou de ne´gociation dans le
cas contraire.
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Figure 3.11 Me´canisme de comparaison des offres et besoins
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On commence par traduire les besoins du consommateur et on fait de meˆme pour les
offres des fournisseurs. Cependant on e´tudie les niveaux de qualite´ des offres a` long terme.
Cela signifie que l’on e´tudie la qualite´ des offres en s’assurant d’une certaine stabilite´ dans le
temps. Pour ce faire, on e´value les niveaux de qualite´ des offres sur plusieurs releve´s dans le
temps. Par exemple on prend les dix derniers releve´s pour chaque fournisseurs et on e´value
le niveau moyen sur ces dix offres (que l’on nomme niveau de l’offre a` long terme).
On compare ensuite ite´rativement les niveaux des offres a` long terme avec celui des
besoins jusqu’a` trouver une offre a` long terme supe´rieure ou e´gale a` la demande, tant qu’il
reste des offres a` comparer. Si une offre est suffisante, on choisit un temps de validite´ que
l’on conside´rera comme long (par rapport a` une dure´e de validite´ coute) que l’on transmet
ensuite avec le fournisseur choisi au module de contractualisation. Un rapport de 1 pour
10 peut par exemple eˆtre applique´ entre les dure´es de validite´ courte et longue. Ces dure´es
doivent eˆtre choisies en fonction du cas d’utilisation re´el de l’architecture.
Dans le cas ou` il ne reste plus d’offre a` long terme a` comparer, signifiant qu’aucune
ne re´pond a` la demande, on lance un processus identique sur les offres a` court terme des
fournisseurs. Ainsi on re´e´value les offres des fournisseurs, mais sur un seul releve´ pour chacun
d’entre eux. On obtient ainsi pour chaque fournisseur leur niveau d’offre a` court terme.
De manie`re similaire au processus pre´ce´dent, on compare ensuite ite´rativement les ni-
veaux des offres a` court terme avec celui des besoins jusqu’a` trouver une offre a` court terme
supe´rieure ou e´gale a` la demande, tant qu’il reste des offres a` comparer. Si une offre est
suffisante, on choisi un temps de validite´ que l’on conside´rera comme court que l’on transmet
avec le fournisseur choisi au module de contractualisation.
Finalement, si cette fois ci non plus, aucune offre a` court terme ne re´pond a` la demande,
la meilleure offre a` long terme ainsi que celle a` court terme sont transmises au module de
ne´gociation afin de trouver une solution avec le consommateur.
Ne´gociation
La ne´gociation est sche´matise´e a` la figure 3.12. Comme nous l’avons expose´ pre´ce´dem-
ment, une ne´gociation est ne´cessaire entre le courtier et le consommateur, lorsqu’aucun four-
nisseur n’a e´te´ juge´ apte a` fournir des informations de contexte pre´sentant une qualite´ de
contexte suffisante pour re´pondre aux besoins du consommateur. De`s lors, le module de trai-
tement des requeˆtes sollicite celui de ne´gociation afin que ce dernier constitue une proposition
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a` faire au consommateur. Celle ci comporte trois choix possibles pour le consommateur :
– Soit, le consommateur juge que la meilleure offre de qualite´ de contexte a` long terme
trouve´e est satisfaisante, bien qu’elle ne re´ponde pas aux besoins qu’il avait premie`re-
ment exprime´.
– Soit, le consommateur choisit d’accepter la meilleure offre a` court terme trouve´e.
– Soit, le consommateur de´cline la proposition, puisqu’aucune offre ne le satisfait.
Cette proposition est alors envoye´e au consommateur. Les valeurs de qualite´ de contexte
de ces deux offres y sont incluses afin de permettre au consommateur de les analyser. Nous
ne proposons pas de me´canisme particulier de traitement qui me`ne le consommateur a` faire
un choix. C’est a` la personne imple´mentant notre architecture de gestion de la qualite´ de
contexte qu’il reviendra de concevoir un me´canisme propre a` ses besoins et contraintes.
Cependant, nous pourrions proposer par exemple d’accepter a` tous les coups la meilleure
offre des deux, par exemple, ou de re´e´valuer une nouvelle fois les besoins du consommateur
et de faire un choix ensuite.
Figure 3.12 Ne´gociation
Suivant la re´ponse du consommateur, l’offre se´lectionne´e est envoye´e au module de
contractualisation. La dure´e de validite´ du contrat est e´tablie de manie`re analogue a` celle
explicite´e lors de la pre´sentation du traitement des requeˆtes. A` la re´ception du contrat, le
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module de ne´gociation le transmet au module de traitement des requeˆtes qui l’envoie au
consommateur. Enfin si la proposition est refuse´e, cela est signale´ au module de traitement,
qui renvoie un contrat vide indiquant au consommateur qu’aucun fournisseur ne peut ac-
tuellement combler ses besoins.
E´dition des contrats de qualite´ de contexte
L’e´dition des contrats de qualite´ de contexte est repre´sente´ par un sche´ma a` la figure 3.13.
Le module de contractualisation est sollicite´ soit par le module de traitement des requeˆtes,
soit par le module de ne´gociation. Il recueille les informations qui lui sont fournies sur le
consommateur concerne´, le fournisseur choisi, la qualite´ contractuelle, le niveau de qualite´
e´value´, et la dure´e de validite´ du contrat. Il traduit la dure´e de validite´ en un terme de
contrat, par rapport a` la date actuelle. Puis il re´dige un contrat de qualite´ de contexte graˆce
a` ces informations, appose la signature du fournisseur, celle du consommateur et celle du
courtier. Enfin il transmet le contrat re´dige´ au module qui en a fait la requeˆte. Comme nous
l’avons expose´ pre´ce´demment, le fournisseur concerne´ par le contrat n’est pas consulte´ lors de
l’e´tape de contractualisation, dans la mesure ou` il a pre´alablement donne´ son accord quant
a` l’apposition de sa signature.
Figure 3.13 E´dition des contrats de qualite´ de contexte
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Re´ception des feed-back
Un sche´ma repre´sentant la re´ception des feed-back est disponible en figure 3.14. A` tout
moment, un consommateur peut envoyer un feed-back au courtier afin de te´moigner de son ex-
pe´rience avec un fournisseur donne´. C’est le module de gestion des feed-back qui re´ceptionne
ces messages. Il re´cupe`re alors, dans la base des offres, la valeur courante de la confiance sur
le fournisseur concerne´ et l’augmente si le consommateur est satisfait, inversement si il ne
l’est pas.
Figure 3.14 Re´ception des feed-back
Le contrat en qualite´ de contexte
Le contrat en qualite´ de contexte est l’outil central de notre gestion du contexte. En effet
c’est sur lui que se base un consommateur pour effectuer sa requeˆte de contexte au pre`s
d’un fournisseur. Ce contrat garanti que le fournisseur questionne´ pre´sente une qualite´ de
contexte qui re´pond aux besoins du consommateur. Le consommateur ne peut questionner un
fournisseur de contexte sans avoir un contrat de qualite´ de contexte valide en de´signant un.
Si le consommateur n’a pas de contrat ou qu’il en a un ayant expire´, il ne peut plus obtenir
d’information de contexte. Il doit alors demander au courtier de lui fournir un nouveau
contrat en lui pre´cisant ses besoins en qualite´ de contexte. Se basant sur les besoins du
consommateur et l’offre en qualite´ de contexte de l’ensemble des fournisseurs (avec qui il est
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en contact), le courtier e´dite le contrat et l’envoie au consommateur. Ce dernier peut enfin
envoyer des requeˆtes de contexte au fournisseur stipule´ par le contrat tant que celui-ci n’a pas
atteint sa date limite de validite´. Le consommateur est donc tenu de conserver et respecter
ce contrat pendant sa dure´e de validite´.
Un contrat en qualite´ de contexte valide, doit contenir les six e´le´ments suivants :
– La signature de l’auteur du contrat, le courtier. Cet e´le´ment lie le courtier au contrat ;
– L’identite´ du signataire, le consommateur. Cet e´le´ment lie le consommateur au contrat ;
– La signature du fournisseur de contexte choisi, qui est extraite de sa publication. Cet
e´le´ment lie le fournisseur au contrat ;
– La qualite´ de contexte contractuelle, autrement dit, la qualite´ assure´e par le contrat.
Il s’agit en fait de la qualite´ de contexte spe´cifie´e par les besoins qui avaient e´te´s
exprime´s par le consommateur. Cet e´le´ment indique les termes du contrat et peut
servir au consommateur de re´fe´rence par rapport aux besoins qu’il pourrait exprimer
dans le futur ;
– Le niveau de qualite´ e´value´ par le courtier. Cet e´le´ment fait partie des termes du contrat
et peut servir au courtier pour de plus amples e´valuations de qualite´ de contexte dans
de possibles me´canismes supple´mentaires (non traite´s dans nos travaux) ;
– Le terme du contrat, sous forme d’une date. Cet e´le´ment fait partie des termes du
contrat et indique au consommateur si le contrat est toujours valide.
3.3.5 Me´canisme de raisonnement sur la qualite´ de contexte
Nous avons employe´ un module dans la section pre´ce´dente, que nous avons nomme´ “clas-
sifieur”. Ce module a` pour but d’associer a` toute qualite´ de contexte donne´e un niveau de
qualite´ de contexte. Nous nous en somme servi pre´ce´demment pour “traduire” les besoins et
les offres de qualite´ de contexte pour pouvoir les comparer.
Cependant, comme notre mode`le de qualite´ de contexte le suppose, la comparaison de
donne´es de qualite´ de contexte ne peut eˆtre faite comme elle pourrait l’eˆtre entre deux
nombres entiers par exemple. En d’autres termes, on ne peut pas trivialement comparer
deux offres en qualite´s de contexte et choisir celle pre´sentant la meilleure qualite´. De plus,
il serait difficile de trouver un formalisme mathe´matique permettant de dire qu’un releve´ de
qualite´ de contexte pre´sentant tel ou tel aspect serait de haut niveau de qualite´ alors qu’un
autre serait de niveau bas.
Afin de comparer deux offres de qualite´ de contexte, il faudrait juger de la valeur de chacun
46
des parame`tres, puis en les combinant, de´finir un classement de qualite´ ge´ne´rale. Cette taˆche
n’est pas simple. En effet, par exemple, qui peut dire si la fraˆıcheur d’une information est plus
importante que la pre´cision d’une information ? Et ainsi, qui peut dire si une information avec
une faible valeur de fraˆıcheur et une haute pre´cision pre´sente une meilleure qualite´ qu’une
autre avec une faible pre´cision et une grande fraˆıcheur ? De plus, comment quantifier une
fraˆıcheur donne´e ? Regrouper une plage de valeurs en sous-ensembles est une bonne me´thode
afin de cate´goriser les valeurs de fraˆıcheur.
Ainsi, l’ide´e revient a` associer une se´mantique aux valeurs pouvant eˆtre prises par nos
variables. Ainsi un parame`tre pre´senterait plusieurs niveaux, comme “faible”, “moyen” et
“fort” par exemple. Il serait ainsi possible d’e´crire des re`gles de raisonnement comme : “Si le
vent est fort et que le store est sorti, rentrer le store”, pour un automate ge´rant la rentre´e
automatique d’un store e´lectrique. Il est alors possible de classer notre information de qualite´
de contexte graˆce a` des re`gles de raisonnement. Par exemple, une des re`gles pourrait eˆtre :
“Si la pre´cision est faible et que la probabilite´ d’exactitude est faible et que la fraˆıcheur est
faible et que la confiance est faible, alors le niveau de qualite´ de l’information est faible”
Cependant un autre proble`me survient. La de´finition des seuils entre les diffe´rents ni-
veaux prend une importance capitale. Illustrons nos propos par un exemple. Supposons une
information de tempe´rature. Nous souhaitons savoir si cette information indique une tempe´ra-
ture froide. Construisons les ensembles : tempe´rature froide, tempe´rature tie`de, tempe´rature
chaude. Il suffit alors de placer notre information dans l’ensemble qui lui correspond. Cepen-
dant cette taˆche n’est pas simple et peut s’ave´rer discriminatoire. Une tempe´rature de 20.5◦C
pourrait eˆtre classe´e comme froide, alors qu’une autre de 21◦C pourrait eˆtre classe´e comme
tie`de. Ce proble`me est d’autant plus complexe dans notre syste`me ou` plusieurs variables sont
prises en comptes.
Notons que la valeur “froide” est relative au contexte d’utilisation de l’information. Le
terme “froid” ne traduit pas les meˆmes tempe´ratures quand il s’agit de la tempe´rature d’une
pie`ce ou de la tempe´rature ambiante en haute montagne, par exemple.
Il serait inte´ressant de pouvoir alors ge´rer la certitude en ce qui concerne l’appartenance
a` telle ou telle classe. De pouvoir dire qu’une valeur donne´e de tempe´rature est 0,7 chaude,
0,2 tie`de et 0,1 froide. Par exemple, il pourrait alors eˆtre infe´re´ que “la tempe´rature n’est
assure´ment pas froide” ce qui permettrait un raisonnement plus fin.
La logique floue e´tant base´e sur une the´orie mathe´matique permettant de prendre en
compte la certitude d’appartenance a` diffe´rents ensembles, nous allons l’utiliser afin de com-
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parer nos qualite´s de contexte.
La logique floue
Le concept de logique floue fut introduit par Zadeh (1965) dans le but de repre´senter
des classes dont les limites sont non-de´finies ou flexibles. Cela est permis par l’utilisation de
fonctions qui font correspondre a` une valeur, qui pourrait appartenir a` un ensemble donne´,
un nombre compris entre ze´ro et un. Ce dernier indique, en fait, le degre´ d’appartenance
de cette valeur a` cet ensemble. Un degre´ de ze´ro signifie que cette valeur n’appartient pas
a` l’ensemble, un degre´ de un signifie que la valeur appartient comple`tement a` l’ensemble.
Entre ces deux degre´s d’appartenance peut exister une infinite´ de degre´s d’appartenance ou`
la valeur n’appartient pas comple`tement a` l’ensemble.
L’utilisation d’un me´canisme de raisonnement base´ sur la logique floue dans notre clas-
siffieur suppose trois e´tapes :
– Fuzzifier ou composer les parame`tres de qualite´ de contexte de l’offre ou des besoins a`
classifier ;
– Appliquer des re`gles aux ensembles flous ;
– De´fuzzifier ou de´composer pour obtenir un niveau de qualite´ de contexte en re´sultat.
Les ensembles conside´re´s
Cependant, avant de pouvoir fuzzifier nos variables, il faut tout d’abord cre´er nos en-
sembles flous. Nous avons quatre variables d’entre´e prenant leurs valeurs de 0.0 a` 100.0
(nous rappelons d’abord le nom de la variable tel qu’indique´ dans notre mode`le puis, entre
parenthe`ses le nom pouvant eˆtre utilise´ dans les figures) :
– precision (Precision) - la pre´cision ;
– probExactitude (Probability) - la probabilite´ d’exactitude ;
– fraicheur (Freshness) - la fraˆıcheur ;
– confiance (Trust) - la confiance.
Pour cre´er un vocabulaire simple, nous de´cidons de donner cinq classes ou niveaux pour
chaque variable. Ceux-ci sont (les noms entre parenthe`ses peuvent eˆtre utilise´s dans les
figures) ;
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– TRES HAUTE (VeryHigh) ;
– HAUTE (High) ;
– MOYENNE (Medium) ;
– BASSE (Low) ;
– TRES BASSE (VeryLow).
A priori, nous pouvons de´couper l’ensemble de de´finition de chaque variable de manie`re
e´gale. Ainsi, chaque niveau occupe une plage couvrant un cinquie`me de la plage totale de sa
variable.
Ensuite il faut rendre ces ensembles flous. Nous avons de´cide´ de les re´partir comme la
figure 3.15 le montre.
Min. Max.
0.50.5
1.0 1.0
Figure 3.15 Ensembles flous
Chaque classe est rendue floue par la de´finition d’un trape´zo¨ıde. Ainsi, les classes contigue¨s
s’encheveˆtrent. On peut alors connaˆıtre l’appartenance d’une valeur a` diffe´rentes classes. Par
exemple, une valeur de 59 appartient a` 74% a` la classe MOYENNE et a` 26% a` la classe
HAUTE. Tandis qu’une valeur de 50 appartient entie`rement a` la classe MOYENNE. On
remarque qu’en aucun point la somme des appartenances aux classes est supe´rieure a` 1.
La fuzzification
Elle consiste en la mise en ensembles flous des variables d’entre´e. On compose alors les
ensembles flous sur lesquels notre me´canique de raisonnement va travailler.
Pour en revenir a` nos variables, nous pouvons maintenant placer les valeurs de qualite´
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de contexte que le classifieur rec¸oit dans des ensembles flous. Si on rec¸oit, par exemple, le
quadruplet suivant :
(89.0, 81.0, 39.0, 44.0)
Signifiant que l’offre que nous souhaitons classifier pre´sente une pre´cision de 89.0%, une
probabilite´ d’exactitude de 81.0%, une fraˆıcheur de 39.0% et une confiance de 44.0%, on
peut alors trouver que cette offre appartient aux classes pre´ce´demment mentionne´es avec un
degre´ diffe´rent. Voici ce que nous obtenons :
– la pre´cision est a` 100% TRES HAUTE
– la probabilite´ d’exactitude est a` 34% TRES HAUTE et a` 66% HAUTE
– la fraˆıcheur est a` 50% BASSE et a` 50% MOYENNE
– la confiance est a` 100% MOYENNE
On remarque que la confiance est juge´e a` 100% comme MOYENNE bien qu’elle ne soit
que de 44.0%. Ceci est duˆ au fait qu’une confiance de 44.0% est entie`rement situe´e dans
notre classe MOYENNE. Ce jugement est donc de´pendant des ensembles flous conside´re´s.
Si nous les avions construits sous forme de triangles, une appartenance de 100% a` la classe
MOYENNE supposerait une valeur exactement de 50.0% en entre´e.
Les Re`gles utilise´es
Nous allons utiliser une se´rie de propositions conditionnelles (ou encore assertions condi-
tionnelles). Elles prennent la forme suivante :
Si (x est A) et (y est B) alors z est C
Nous avons choisi ne pas e´crire des re`gles prenant en compte nos quatre variables a` la
fois. En effet, il nous revient d’e´crire nous-meˆme ces re`gles et pour ce faire nous devons juger
de la logique a` appliquer (par exemple dire qu’une faible fraicheur implique un bas niveau de
qualite´). Cependant, il serait fastidieux de produire toutes les re`gles pour prendre en compte
nos quatre variables d’entre´e sur cinq niveaux chacune. Si nous avions conside´re´ l’e´criture de
toutes ces re`gles, nous aurions 54 soit 625 re`gles a` e´crire. De plus, il est difficile de se faire
une ide´e pre´cise de la valeur de quelque chose si on augmente le nombre de dimensions a`
conside´rer.
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Par contre, il devient moins fastidieux de trouver une logique afin de lier deux par deux les
variables. C’est pourquoi nous avons de´cide´ de mode´liser notre me´canisme de raisonnement
tel que sche´matise´ a` la figure 3.16. Nous avons divise´ le me´canisme de raisonnement en trois
modules : le ponde´rateur de probabilite´, le ponde´rateur de pre´cision et le classifieur, en tant
que tel.
Figure 3.16 Sous modules du me´canisme de raisonnement
Le ponde´rateur de probabilite´ prend la probabilite´ d’exactitude et la confiance en entre´e.
Nous nous en servons, comme son nom l’indique pour ponde´rer les valeurs de probabilite´s
d’exactitude que l’on nous fourni, par la confiance que le courtier a en la source de cette
information. Nous avons donc en sortie une probabilite´ ponde´re´e par une confiance.
Notons que dans le cas d’un besoin en qualite´ de contexte, le consommateur ne fourni
pas d’information sur la confiance. Comme nous l’avons explique´ cette donne´e est interne au
courtier. Dans ce cas, le courtier ajoute une confiance de 100.0% aux besoins du consomma-
teur pour y appliquer notre raisonneur.
La figure 3.17 3, de´taille les assertions conditionnelles utilise´es pour raisonner sur la proba-
bilite´ d’exactitude et la confiance au sein du ponde´rateur de probabilite´. Citons et expliquons
deux d’entre elles :
1. Si (probExactitude est MOYENNE) et (confiance est BASSE)
alors probExactitudePonderee est BASSE
3. Diagramme produit par le logiciel Xfuzzy 3.0 - Moreno-Velo et al. (2001)
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2. Si (probExactitude est BASSE) et (confiance est TRES HAUTE)
alors probExactitudePonderee est BASSE
La premie`re assertion stipule que si une probabilite´ d’exactitude est dite MOYENNE et que
la confiance est BASSE, la probabilite´ ponde´re´e est alors BASSE. Dans un cas plus ge´ne´ral,
notre mode`le du ponde´rateur de probabilite´ abaissera toujours la classe d’une probabilite´ si
la confiance est infe´rieure a` TRES HAUTE.
La deuxie`me assertion e´nonce que si la probabilite´ en entre´e est BASSE et que la confiance
est TRES HAUTE, alors la probabilite´ en sortie est BASSE. Ce raisonnement est constant
dans notre ponde´rateur de probabilite´. Aussi haute soit la confiance que l’on a dans la source
de l’information, la probabilite´ ne s’en verra jamais augmente´e. Le contraire n’aurait que peu
de sens logique. En effet, ce n’est pas parce que l’on fait entie`rement confiance a` quelqu’un
que l’on va augmenter la certitude sur une information qu’il nous communique avec une
certitude moyenne (tout en nous ayant donne´ sa certitude).
Figure 3.17 Re`gles d’infe´rence du ponde´rateur de probabilite´
Un autre manie`re de repre´senter les re`gles est illustre´e a` la figure 3.18 4. Il s’agit d’un
tableau dont les cases repre´sentent la classe de sortie. Les lignes et colonnes repre´sentent les
classes d’entre´e.
4. Diagramme produit par le logiciel Xfuzzy 3.0 - Moreno-Velo et al. (2001)
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Figure 3.18 Re`gles d’infe´rence du ponde´rateur de probabilite´ (forme matricielle)
Le ponde´rateur de pre´cision, quant a` lui, prend pre´cision et fraˆıcheur en entre´e. De la
meˆme manie`re que le ponde´rateur de probabilite´ le fait pour la probabilie´ d’exactitude par la
confiance, le ponde´rateur de pre´cision ponde`re une pre´cision donne´e par la fraˆıcheur applique´e
en entre´e. La logique utilise´e pour e´crire les re`gles veut que plus l’aˆge d’une donne´e est grand
(plus la fraˆıcheur est basse) plus sa pre´cision diminue. De plus, peu importe qu’une fraˆıcheur
soit tre`s haute, la pre´cision ne peut eˆtre augmente´e. La figure 3.18 5 expose les re`gles utilise´es.
Citons en deux assertions :
1. Si (precision est TRES HAUTE) et (fraicheur est BASSE)
alors precisionPonderee est MOYENNE
2. Si (precision est BASSE) et (confiance est TRES HAUTE)
alors precisionPonderee est BASSE
Figure 3.19 Re`gles d’infe´rence du ponde´rateur de pre´cision (forme matricielle)
Enfin, notre dernier module, le classifieur prend en entre´e la probabilite´ d’exactitude
ponde´re´e et la pre´cision ponde´re´e et donne une classe de qualite´ de contexte en sortie. Cette
sortie prend la forme d’un singleton : la classe de qualite´ de contexte, qui peut prendre
5. Tableau produit par le logiciel Xfuzzy 3.0 - Moreno-Velo et al. (2001)
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cinq valeurs discre`tes : CLASSE 1, CLASSE 2, CLASSE 3, CLASSE 4 ou CLASSE 5. Dans
la figure 3.20 6 nous observons le classement effectif en fonction des niveaux des variables
d’entre´e. Notons que “Precision” repre´sente une pre´cision et, dans notre cas, il s’agit de la
pre´cision ponde´re´e. Il en va de meˆme pour “Probability” qui repre´sente, dans notre cas,
la probabilite´ ponde´re´e. ( En fait, dans cette figure les termes “Precision” et“Probability”
repre´sentent les types de variables d’entre´e). Citons quelques re`gles composant le classifieur :
1. Si (precisionPonderee est BASSE)
et (probExactitudePonderee est BASSE)
alors classeQdC est CLASSE 1
2. Si (precisionPonderee est MOYENNE)
et (probExactitudePonderee est MOYENNE)
alors classeQdC est CLASSE 3
3. Si (precisionPonderee est TRES HAUTE)
et (probExactitudePonderee est MOYENNE)
alors classeQdC est CLASSE 4
Figure 3.20 Re`gles d’infe´rence du classifieur (forme matricielle)
La defuzzification
La logique floue veut que toutes ces propositions soient utilise´es en paralle`le (contraire-
ment aux syste`mes de raisonnement base´s sur la connaissance). Elles sont alors e´value´es afin
de mesurer leur degre´ de ve´rite´. Celles pre´sentant une ve´rite´ non-nulle participeront a` l’e´tat
6. Tableau produit par le logiciel Xfuzzy 3.0 - Moreno-Velo et al. (2001)
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de sortie final de l’ensemble des variables de la solutions. En d’autres termes, on a plusieurs
ensembles de de´part et l’application de toutes nos re`gles va nous faire aboutir a` un ensemble
de re´sultats.
En sortie du classifieur (sous module) nous obtenons un re´sultat flou, qui se pre´sente
sous la forme d’un ensemble d’appartenances aux diffe´rentes classes de qualite´ (CLASSE 1,
CLASSE 2, etc.). Ainsi l’ensemble flou re´sultant prend la forme suivante :
Classe floue = { α CL1, β CL2, γ CL3, δ CL4, ε CL5}
ou` CL1, ..., CL5 repre´sentent les diffe´rentes classes vues pre´ce´demment.
Nous avons besoin de traduire ce re´sultat en une valeur non floue, pour pouvoir l’utiliser
dans notre architecture. En effet, cette valeur doit eˆtre envoye´e au module de traitement
des requeˆtes qui s’occupera de comparer diffe´rentes offres aux besoins du consommateur.Ce
module a besoin d’une valeur exploitable. C’est pourquoi il faut “de´fuzzifier” notre re´sultat
avant de lui envoyer.
La de´fuzzification permet d’obtenir une valeur repre´sentative d’un ensemble flou. Cette
ope´ration constitue l’e´tape finale du processus d’infe´rence de la logique floue. Il existe plu-
sieurs me´thodes de de´fuzzification et nous en avons choisi une qui s’appliquait spe´cialement
au type d’ensembles que nous avons en sortie : les singletons.
Notre me´thode de de´fuzzification prend le re´sultat flou (de la forme explicite´e plus haut)
et calcule le singleton pre´dominant. A` la sortie de notre syste`me d’infe´rences floues, nous
avons donc un singleton unique : le niveau de qualite´ de contexte re´sultat. Ce niveau de
qualite´ de contexte peut prendre cinq valeurs : CLASSE 1, ..., CLASSE 5.
Au final, l’ensemble de ces trois modules nous permettent de raisonner sur la qualite´ de
contexte. Avec le quadruple´ de qualite´ de contexte (explique´ plus haut) nous obtenons une
classe de qualite´ de contexte en sortie. Nous pouvons enfin comparer les offres et besoins de
qualite´ de contexte au sein du module de traitement des requeˆtes (de´taille´ plus haut).
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Chapitre 4
IMPLEMENTATION ET
VALIDATION
Dans ce chapitre nous exposons une imple´mentation de notre architecture. En premie`re
partie nous exposerons une analyse de la conception technique de notre architecture. Puis,
nous de´taillerons l’imple´mentation de chaque entite´ de notre architecture, a` savoir : le four-
nisseur d’informations de contexte, le consommateur d’informations de contexte et le courtier
en qualite´ de contexte.
Dans une deuxie`me partie, nous tentons de valider la conception de notre architecture.
Nous commencerons par ve´rifier que notre architecture re´pond a` une liste donne´e de requis,
puis nous comparerons nos travaux avec des travaux similaires aux noˆtres afin de mettre en
valeur notre apport a` la recherche.
4.1 Imple´mentation
Dans cette section nous traitons de l’imple´mentation de notre architecture. Nous exposons
d’abord notre analyse de la conception technique puis nous de´taillons l’imple´mentation des
diffe´rentes parties prenantes de notre syste`me.
4.1.1 Analyse de la conception technique
Dans cette section, nous pre´sentons notre analyse pour concevoir nos entite´s constituant
notre architecture. Nous exposerons notre analyse par l’interme´diaire de diagrammes. Nous
commencerons par les cas d’utilisation, puis nous exposerons nos diagrammes d’activite´.
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Cas d’utilisation
Un cas d’utilisation repre´sente un ensemble d’actions exe´cute´es par un syste`me en re´ponse
a` l’action d’un acteur. Toute entite´ externe au syste`me peut eˆtre qualifie´e d’acteur. Chaque
cas d’utilisation spe´cifie une manie`re diffe´rente d’interagir avec le syste`me. L’ensemble des
cas d’utilisation de´finit les fonctionnalite´s du syste`me ainsi que les exigences sur les acteurs.
Conside´rons donc notre courtier comme le syste`me de notre analyse, tandis que les
consommateurs et fournisseurs constituent des acteurs. De´taillons les diffe´rents cas d’uti-
lisation, d’abord ceux concernant les fournisseurs de contexte, puis ceux concernant les
consommateurs. Nous nous concentrerons sur le courtier en tant que syste`me. Par conse´-
quent, nous ne traiterons pas les cas d’utilisation ou` le courtier se pre´sente comme usager
envers le fournisseur ou le consommateur, comme pour obtenir une information de contexte
a` des fins de mise a` jour de la base des offres de qualite´ de contexte, par exemple. Nous ne
conside´rons pas non plus, ici, le cas ou` le consommateur effectue une requeˆte de contexte
aupre`s du fournisseur.
Cas d’utilisation nume´ro 1 :
Nom : Publication
Description : Le fournisseur publie sa qualite´ de contexte aupre`s du courtier.
Acteurs : Le fournisseur.
Pre´alables : courtier ope´rationnel, donne´es de qualite´ de contexte disponibles.
Conse´quents : Le fournisseur est re´pertorie´ par le courtier et participe a` l’ensemble
de l’offre en qualite´ de contexte que traite le courtier. Le fournisseur va pouvoir eˆtre
sollicite´ afin de fournir une information de contexte.
Se´quence d’e´ve´nements :
– Le fournisseur e´value la qualite´ de son information de contexte (pre´cision, probabilite´
d’exactitude et fraˆıcheur).
– Le fournisseur publie son offre en qualite´ de contexte aupre`s du courtier.
– Le courtier rec¸oit la publication du fournisseur et stocke l’offre. Il ajoute le fournisseur
a` sa base de fournisseurs disponibles.
– Le fournisseur se met en attente d’une requeˆte de contexte
Exceptions :
– Le fournisseur essaye de publier alors qu’il avait de´ja` publie´. Le courtier utilise cette
nouvelle publication pour mettre a` jour sa base d’offre en qualite´ de contexte.
Cas d’utilisation nume´ro 2 :
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Nom : Retrait de l’offre
Description : Le fournisseur souhaite se retirer de la base des offres en qualite´ de
contexte du courtier.
Acteurs : Le fournisseur.
Pre´alables : courtier ope´rationnel, publication du fournisseur de´tenue par le courtier.
Conse´quents : Le fournisseur n’est plus re´pertorie´ par le courtier et ne participe plus
a` l’ensemble de l’offre en qualite´ de contexte que traite le courtier. Le fournisseur ne
devrait plus eˆtre appose´ dans aucun contrat de qualite´ de contexte. Il peut, cependant
avoir a` finir d’honorer les contrats encore valides et recevoir encore des requeˆtes de
contexte.
Se´quence d’e´ve´nements :
– Le fournisseur soumet une demande de retrait au courtier.
– Le courtier rec¸oit la demande de retrait du fournisseur. Il supprime alors le fournis-
seur de sa base de fournisseurs disponibles ainsi que les offres relatives.
Exceptions :
– Le courtier ne posse`de aucune publication concernant ce fournisseur. Le courtier
ignore alors la demande de retrait.
Cas d’utilisation nume´ro 3 :
Nom : Demande de fournisseur
Description : Le consommateur effectue une demande de fournisseur de contexte aupre`s
du courtier.
Acteurs : Le consommateur.
Pre´alables : Courtier ope´rationnel, besoins en qualite´ de contexte formulables, le consom-
mateur n’a pas de contrat de qualite´ de contexte valide (il ne peut s’adresser a` aucun
fournisseur).
Conse´quents : Le consommateur posse`de un contrat de qualite´ de contexte valide. Le
consommateur va pouvoir demander une information de contexte au fournisseur spe´cifie´
par le contrat en question.
Se´quence d’e´ve´nements :
– Le consommateur ve´rifie qu’il n’a pas de contrat de qualite´ de contexte valide en
cours.
– Le consommateur e´value ses besoins en qualite´ de contexte (pre´cision, probabilite´
d’exactitude et fraˆıcheur).
– Le consommateur envoie sa demande de fournisseur de contexte accompagne´e de ses
besoins en qualite´ de contexte au courtier.
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– Le courtier rec¸oit la demande du consommateur. Il parcourt sa base des fournisseurs
disponibles et trouve une offre qui re´pond a` la demande du consommateur.
– Le courtier constitue un contrat de qualite´ de contexte (comprenant l’adresse d’un
fournisseur ade´quat) et l’envoie en re´ponse au consommateur.
Exceptions :
– Le courtier ne trouve pas d’offre re´pondant aux besoins exprime´s par le consomma-
teur. Le courtier entre en phase de ne´gociation avec le consommateur afin de trouver,
en accord avec ce dernier, un fournisseur ade´quat.
– Le courtier ne posse`de aucune offre de qualite´ de contexte. Il l’indique alors au
consommateur. Ce dernier re´ite´rera sa requeˆte ulte´rieurement.
Cas d’utilisation nume´ro 4 :
Nom : Feed-back
Description : Le consommateur envoie un feed-back au courtier a` propos de son expe´-
rience avec un fournisseur donne´.
Acteurs : Le consommateur.
Pre´alables : Courtier ope´rationnel, le consommateur se souvient du fournisseur en ques-
tion.
Conse´quents : La qualite´ de contexte associe´e a` un fournisseur est change´e. La confiance
du courtier en ce fournisseur a e´te´ modifie´e en fonction de la satisfaction du consom-
mateur. Les prochaines demandes de fournisseur de contexte rec¸ues par le courtier
prendront en compte cette modification.
Se´quence d’e´ve´nements :
– Le consommateur a fini ses requeˆtes de contexte aupre`s d’un fournisseur .
– Le consommateur e´value sa satisfaction quand a` son e´change avec le fournisseur.
– Le consommateur envoie un feed-back au courtier, lui indiquant sa satisfaction a`
propos de ses e´changes avec le fournisseur en question.
– Le courtier traite le feed-back et met a` jour la qualite´ de contexte associe´e au four-
nisseur en question. Il augmente la valeur de sa confiance si le consommateur est
satisfait et la diminue s’il ne l’est pas.
Exceptions :
– Le fournisseur en question a demande´ d’eˆtre retire´ de la base des offres, avant que le
feed-back n’arrive. Le courtier ignore donc le feed-back.
Les diagrammes de cas d’utilisation sont des diagrammes UML (Unified Modeling Lan-
guage) utilise´s pour donner une vision globale du comportement fonctionnel d’un syste`me.
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Les figures 4.1 et 4.2 re´sument ces cas d’utilisation.
Figure 4.1 Interactions du fournisseur avec le courtier
Diagramme d’activite´
Le formalisme UML propose un moyen de formaliser les activite´s re´sumant l’ensemble
des traitements effectue´s dans un syste`me e´tudie´, il s’agit des diagrammes d’activite´s. Dans
cette section nous exposons les quatre diagrammes d’activite´s (figures 4.3, 4.4, 4.5, 4.6)
correspondants aux quatre cas d’utilisation de´taille´s plus haut.
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Figure 4.2 Interactions du consommateur avec le courtier
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Figure 4.3 Diagramme d’activite´s pour le cas d’utilisation nume´ro 1
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Figure 4.4 Diagramme d’activite´s pour le cas d’utilisation nume´ro 2
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Figure 4.5 Diagramme d’activite´s pour le cas d’utilisation nume´ro 3
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Figure 4.6 Diagramme d’activite´s pour le cas d’utilisation nume´ro 4
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4.1.2 Imple´mentation de l’architecture
Dans cette partie, nous allons pre´ciser les de´tails de notre imple´mentation. Nous nous
baserons sur l’analyse expose´e dans la section pre´ce´dente et sur l’expose´ de l’architecture
pre´sente´ au chapitre pre´ce´dant. Notons tout d’abord que nous avons choisi d’imple´menter
notre architecture a` l’aide du couple (Java / Java RMI), car il nous offrait un haut niveau
d’abstraction et de robustes me´canismes permettant la transmission de messages entre nos
entite´s. Nous n’exposerons ici que du pseudo-code dans un soucis de simplicite´ de lecture.
Des e´le´ments du code source sont joints en annexe a` ce me´moire.
Imple´mentation du fournisseur
Abordons tout d’abord le fournisseur de contexte. Le sche´ma de la classe ContextProvider
(fournisseur de contexte) est repre´sente´ a` la figure 4.7. Il s’agit d’un diagramme de classe
simplifie´ repre´sentant les classes ContextProvider, ContextProviderInterface et ContextPro-
viderHardware. Notons qu’un code source simplifie´ du fournisseur est fourni en annexe A.
Figure 4.7 Diagramme de classe du fournisseur de contexte
Puisque nous conside´rons qu’un fournisseur de contexte peut prendre plusieurs formes
(capteur physique, capteur logique, capteur logiciel, agre´gateur d’informations de contexte,
etc.) nous avons choisi de se´parer le fournisseur en deux parties :
– Le fournisseur logique, qui se charge de communiquer avec le courtier et les consomma-
teurs. Il imple´mente le roˆle de´crit par notre architecture, hormis la collecte du contexte.
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– Le fournisseur physique, qui imple´mente le capteur re´el. Il est en charge de collecter
les informations de contexte ainsi que les parame`tres de qualite´ de contexte.
Le fournisseur physique peut eˆtre imple´mente´ inde´pendamment du fournisseur logique.
Cela est particulie`rement inte´ressant si l’on veut utiliser plusieurs types de capteurs, car il
suffit d’imple´menter cette partie de manie`re diffe´rente tout en conservant le capteur logique
tel qu’il est imple´mente´ ici. Le fournisseur logique est imple´mente´ par la classe ContextPro-
vider elle meˆme et le capteur logique est incarne´ par la sous-classe ContextProviderHardware
(de la classe ContextProvider).
Nous avons choisi d’utiliser les me´canismes de Java RMI pour la communication entre
nos entite´s. Cette API ne´cessite que chaque entite´ pre´sente une interface de communica-
tion recensant les me´thodes qui peuvent eˆtre appele´es aupre`s de cet objet. Le fournisseur
imple´mente donc son interface RMI ContextProviderInterface. Cette interface re´sume les me´-
thodes qui peuvent eˆtre appele´es chez le fournisseur. Ici, une seule me´thode est disponible :
getContext(). Aucun argument n’est ne´cessaire et elle retourne le contexte le plus re´cent que
posse`de le fournisseur. Cette me´thode est appele´e par tout consommateur de´sirant obtenir
une information de contexte ainsi que par le courtier lors de sa mise a` jour.
Comme nous l’avons explique´ dans le chapitre sur notre architecture, le principal but de
tout fournisseur d’informations de contexte est de fournir un contexte a` qui le lui demande.
Il doit, de plus, publier son offre en qualite´ de contexte au courtier.
Nous avons donc imple´mente´ deux me´thodes principales :
getContext() retourne le contexte courant du fournisseur. Cette me´thode est appele´e par
qui souhaite obtenir une information de contexte ainsi que la qualite´ de contexte cou-
rante du fournisseur.
publish() permet de publier aupre`s du courtier. Cette me´thode appe`le la me´thode de pu-
blication imple´mente´e par le courtier.
Le fournisseur doit aussi capturer une information de contexte ainsi qu’e´valuer sa qualite´
de contexte. Nous avons de´le´gue´ ces taˆches au fournisseur physique (ContextProviderHard-
ware). Elles sont propres au cas d’utilisation propose´ par un sce´nario qui serait choisi par une
personne imple´mentant un syste`me sensible au contexte. L’imple´mentation du fournisseur
physique est donc laisse´e a` la discre´tion de cette personne. Les seuls requis sont de fournir
un contexte courant ainsi que trois parame`tres de qualite´ de contexte (pre´cision, probabilite´
d’exactitude et fraˆıcheur) au fournisseur logique, et de renouveler ces valeurs re´gulie`rement.
De notre coˆte´ nous proposons une imple´mentation exemple, dont nous nous sommes servis
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pour tester l’architecture. Notre sous-classe ContextProviderHardware imple´mente la classe
runnable, permettant de se´parer le fil d’exe´cution de la partie physique de celui de la partie
logique, si bien que ces deux parties soient asychrones. Elle commence par lire un fichier de
donne´es regroupant un certain nombre de releve´s de contexte et de qualite´ de contexte, par
l’interme´diaire de la me´thode de chargement de fichier de mesures (mesurementDataFile-
Loading()). Puis le fil d’exe´cution est lance´ par un “run()” qui met a` jour le contexte et les
parame`tres de qualite´ en bouclant sur les releve´s pre´alablement charge´s en me´moire. Cette
imple´mentation ne permet pas le releve´ en temps re´el de ve´ritables valeurs en provenance de
capteurs, par exemple. Elle a pour seul but le test de l’architecture.
Imple´mentation du consommateur
Comme nous l’avons expose´ au chapitre pre´ce´dant, le principal roˆle du consommateur
de contexte est de demander une information de contexte a` un fournisseur. Ceci se fait par
l’interme´diaire de la me´thode getContext() disponible chez le fournisseur. Il doit de plus
spe´cifier ses besoins en qualite´ de contexte afin de re´cupe´rer des informations de qualite´ de
contexte ade´quate, nous laissons ici libre imple´mentation de cette partie (nous initialisons,
pour notre part, le consommateur de contexte avec des besoins fixes par l’interme´diaire de
la me´thode setQoCNeeds(double, double, double)). Le consommateur doit enfin se re´fe´rer a`
un contrat de contexte pour e´mettre une requeˆte de contexte vers un fournisseur donne´. Si le
contrat est pe´rime´ ou inexistant le consommateur en demande un au courtier et ce en accord
avec ses besoins en qualite´ de contexte. Tout ceci, est pris en charge par la me´thode re-
questForContext(). Lorsque cette me´thode est appele´e, le consommateur compare la date de
pe´remption du contrat (s’il en posse`de un) avec la date actuelle. Puis si le contrat est toujours
valide, la me´thode getContext() du fournisseur spe´cifie´ par le contrat est appele´e, sinon (ou si
aucun contrat n’est disponible) la me´thode requestForContextProvider() est appele´e. Cette
dernie`re envoie une requeˆte au courtier afin d’obtenir un contrat valide. Le courtier re´pondra
par l’envoi d’un contrat de qualite´ de contexte en appelant la me´thode setQoCContract() du
consommateur. Le pseudo-code suivant re´sume la me´thode requestForContext() :
requestForContext() DEBUT
SI contrat == null ALORS
requestForContextProvider();
SINON SI dateActuelle > contrat.termeDuContrat ALORS
requestForContextProvider();
SINON
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fournisseurDuContrat.getContext();
evaluateQoCProvided();
FIN_SI
FIN
Enfin il incombe au consommateur de contexte de choisir un fournisseur dans le cas
d’une ne´gociation avec le courtier, ce qui est imple´mente´ par la me´thode evaluateProposi-
tion(QoCProposition), appele´e par le courtier. De plus, il a pour responsabilite´ d’e´valuer sa
satisfaction quant a` la qualite´ perc¸ue d’un fournisseur donne´, apre`s lui avoir demande´ une
information de contexte. Ceci est mate´rialise´ par la me´thode evaluateQoCProvided(). Nous
recommandons l’appel syste´matique de cette me´thode apre`s chaque requeˆte de contexte.
L’ensemble de ces me´thodes est re´sume´ a` la figure 4.8 pre´sentant le diagramme de classe
simplifie´ du consommateur ContextComsumer de contexte muni de son interface Context-
ConsumerInterface.
Figure 4.8 Diagramme de classe du consommateur de contexte
Notons que nous avons imple´mente´ le consommateur de contexte de manie`re ge´ne´rique.
Il revient au de´veloppeur voulant utiliser notre architecture d’adapter cette imple´mentation
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a` ses besoins. Il devra notamment porter attention au me´canisme d’appel de setQoCNeeds()
pour mettre a` jour les besoins du consommateur et de la me´thode requestForContext() pour
reque´rir une information de contexte. Il devra de plus adapter les me´thode evaluateProposi-
tion(QoCProposition) pour choisir une offre de qualite´ de contexte et evaluateQoCProvided()
pour e´mettre un feed-back.
Ainsi que nous l’avons explique´ pour le fournisseur de contexte, le consommateur pre´sente
lui aussi une interface servant a` l’appel de me´thodes a` distance. Elle regroupe l’ensemble des
me´thodes accessibles au courtier (le fournisseur n’appelle aucune me´thode chez le consom-
mateur). Le code source simplifie´ du consommateur est fourni en annexe B.
Imple´mentation du courtier
Notre imple´mentation du courtier en qualite´ de contexte est re´sume´ par le diagramme de
classe simplifie´ pre´sente´ a` la figure 4.9. Dans ce dernier, il apparait quatre classes : l’interface
RMI du courtier, le courtier, le classifieur et le module de mise a` jour.
Notons que les de´tails de l’imple´mentation du classifieur ont e´te´s omis, puisque son im-
ple´mentation a e´te´ entie`rement produite par le programme Xfuzzy 3.0 (Moreno-Velo et al.
(2001)). Ne´anmoins, le code source du courtier est fourni en annexe C dans sa quasi totalite´.
Reprenons la liste des modules expose´s au chapitre 3 (Architecture), section 3.3.4 (Le
courtier en qualite´ de contexte), figure 3.7 et de´taillons ce qui mate´rialise chacun de ces
modules dans notre imple´mentation :
Le module de traitement des requeˆtes - La me´thode findAProvider() l’imple´mente. Elle
commence par e´valuer les besoins du consommateur (en faisant appel a` la classe QoC-
Classifier) puis invoque la me´thode matchProviderToConsumer() le niveau des besoins
e´value´s pre´ce´demment. C’est cette me´thode matchProviderToConsumer() qui va cher-
cher le fournisseur ade´quat par l’interme´diaire des deux me´thodes evaluateQualityOf-
Context(), sans quoi elle invoquera la me´thode negociate() pour ensuite appeler la
me´thode editContract(). Elle retourne enfin le contrat a` la me´thode findAProvider()
qui se charge d’envoyer le contrat a` son destinataire (appel de la me´thode setQoC-
Contract() imple´mente´e par le consommateur cible). Nous de´taillons ceci par le pseudo
code suivant :
findAProvider(consommateur, besoins) DEBUT
niveauBesoins = QoCClassifier.evaluer(besoins);
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Figure 4.9 Diagramme de classe du courtier en qualite´ de contexte
contrat = matchProviderToConsumer(consommateur, niveauBesoins,
besoins);
consommateur.setQoCContract(contrat);
FIN
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matchProviderToConsumer(consommateur, niveauBesoins, besoins) DEBUT
niveauDesOffresDesFournisseursALongTerme
= evaluateQualityOfContext(longTerme);
TANT_QUE niveauDesOffresDesFournisseursALongTerme
.aUnAutreFournisseur() ET fournisseurAdequatTrouve == faux
FAIRE
fournisseur = fournisseurSuivant;
SI niveauFournisseur > meilleurNiveauALongTermeTrouve´
ALORS
meilleurFournisseurALongTermeTrouve´
= fournisseur;
meilleurNiveauALongTermeTrouve´
= niveauFournisseur;
FIN_SI
SI niveauFournisseur >= niveauBesoins ALORS
fournisseurAdequat = fournisseur;
fournisseurAdequatTrouve = vrai;
contrat = editContract(consommateur,
fournisseurAdequat, besoins, niveauBesoins,
longTerme);
FIN_SI
FIN_TANT_QUE
SI fournisseurAdequatTrouve == faux ALORS
niveauDesOffresDesFournisseursACourtTerme
= evaluateQualityOfContext(courtTerme);
TANT_QUE niveauDesOffresDesFournisseursACourtTerme
.aUnAutreFournisseur() ET
fournisseurAdequatACourtTermeTrouve == faux FAIRE
fournisseur = fournisseurSuivant;
SI niveauFournisseur
> meilleurNiveauACourtTermeTrouve´ ALORS
meilleurFournisseurACourtTermeTrouve´
= fournisseur;
meilleurNiveauACourtTermeTrouve´
= niveauFournisseur;
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FIN_SI
SI niveauFournisseur >= niveauBesoins ALORS
fournisseurAdequat = fournisseur;
fournisseurAdequatACourtTermeTrouve
= vrai;
contrat = editContract(consommateur,
fournisseurAdequat, besoins,
niveauBesoins, courtTerme);
FIN_SI
FIN_TANT_QUE
FIN_SI
SI fournisseurAdequatACourtTermeTrouve == faux ALORS
SI baseDesOffres.estVide() ALORS
contrat = contratVide();
SINON
proposition =
meilleurFournisseurALongTerme.parametresQdC
+ meilleurFournisseurACourtTerme.parametreQdC;
contrat = negociate(proposition ,consommateur,
besoins, niveauBesoins);
FIN_SI
FIN_SI
retourner contrat;
FIN
evaluateQualityOfContext(nombreReleves) DEBUT
niveauDesOffresDesFournisseurs = null;
TANT_QUE baseDesOffres.aUnAutreFournisseur() FAIRE
fournisseur = fournisseurSuivant;
niveauFournisseur =
evaluateQualityOfContext(fournisseur,
nombreReleves);
niveauDesOffresDesFournisseurs.ajouter(fournisseur,
niveauFournisseur)
FIN_TANT_QUE
retourner niveauDesOffresDesFournisseurs;
FIN
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evaluateQualityOfContext(fournisseur, nombreReleves) DEBUT
resultat = 0;
POUR i DE 1 A nombreReleves FAIRE
resultat += QoCClassifier.evaluer(
baseDesOffres.getOffre(fournisseur, i));
FIN_POUR
resultat = resultat / nombreReleves;
retourner resultat;
FIN
La base des offres - (non repre´sente´e dans le diagramme de classe) Elle est mate´rialise´e
par un table de hachage associant a` chaque fournisseur enregistre´ une matrice contenant
l’historique des releve´s de qualite´ de contexte de ce fournisseur.
Le module de gestion des publications - il est imple´mente´ par les me´thodes publish()
et unpublish(). Ces me´thodes ajoutent et retirent respectivement l’enregistrement des
fournisseurs de contexte de la base des offres.
Le module de mise a` jour - La classe ContextBrokerUpdater prend en charge le roˆle de
mettre a` jour la base des offres du courtier, en appelant re´gulie`rement la me´thode
updateContextProviderTable(). C’est cette dernie`re qui parcourt l’ensemble de la base
des offres et envoie une requeˆte de contexte a` chacun des fournisseurs enregistre´s.
Notons, que cette classe imple´mente la classe Thread et posse`de donc son propre fil
d’exe´cution. La mise a` jour de la base des offres se fait donc de manie`re inde´pendante
et asynchrone.
Le classifieur - La classe QoCClassifier imple´mente le classifieur de notre architecture.
Chaque courtier imple´mente une instance de cette classe QoCClassifier. Pour toute
requeˆte constitue´e des quatre parame`tres de qualite´ de contexte, cette classe fournit
un nombre de´cimal, image du niveau de qualite´ de contexte e´quivalent aux parame`tres
fournis.
Le module de ne´gociation - La me´thode negociate() l’imple´mente en regroupant l’offre
a` long terme et l’offre a` court terme dans une proposition d’offres et l’envoyant ensuite
au consommateur cible en appelant sa me´thode evaluateProposition().
Le module de contractualisation - La me´thode editContract() re´dige les contrats de
qualite´ de contexte tel que spe´cifie´ par notre architecture.
Le module de gestion des feed-back - Il est pris en charge par la me´thode feedback()
qu’appellent les consommateurs pour exprimer leur satisfaction ou insatisfaction.
74
Structure de donne´es du contexte
Pour eˆtre en accord avec notre mode`le de contexte pre´sente´ au chapitre pre´ce´dent, nous
avons forme´ notre structure de donne´es du contexte de la manie`re illustre´e a` la figure 4.10.
Il s’agit d’un diagramme de classe simplifie´, repre´sentant les classes Context, ContextInfor-
mation et QoCParameters.
Figure 4.10 Diagramme de classe du contexte
La classe Context est compose´e de deux classes : ContextInformation et QoCParame-
ters. La premie`re contient deux chaˆınes de caracte`res : contextType et information ; qui
repre´sentent respectivement le type de l’information de contexte et l’information de contexte
elle-meˆme. La deuxie`me classe contient trois nombres de´cimaux : freshness, precisionOf-
Measurement et probabilityOfCorrectness ; ces trois variables repre´sentent respectivement la
fraˆıcheur de l’information de contexte, sa pre´cision et sa probabilite´ d’exactitude.
4.2 Validation de l’architecture
Dans cette section nous allons valider notre architecture. Nous proposons une approche
en deux temps.
Premie`rement, nous allons e´noncer une liste de requis auxquels nous souhaitions re´pondre
par la conception de notre architecture. Nous validerons la re´alisation de nos objectifs. Nous
proposons notamment une comparaison succincte entre un syste`me imple´mentant notre ar-
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chitecture et un autre de´pourvu du syste`me de courtage que nous proposons dans nos travaux,
ou` la gestion de la qualite´ de contexte sera faite au niveau du consommateur.
Puis, dans un second temps, nous allons comparer nos travaux avec ceux de Huebscher et
McCann (2005) sur plusieurs points importants dans la gestion du contexte. Nous pourrons
ainsi cerner notre apport au domaine de recherche.
4.2.1 Validation des requis
Validation the´orique
En introduction nous avons e´nonce´ ce qui se pre´sentait comme nos principaux objectifs, a`
savoir la minimisation de la charge de travail impose´e par notre architecture aux fournisseurs
et consommateurs et la minimisation de la signalisation due a` la gestion de la qualite´ de
contexte par l’entremise d’une entite´ tierce.
Tout au long de ce me´moire nous avons apporte´ des e´le´ments de re´ponse a` ces proble´-
matiques. Nous re´sumons ici une liste de requis sur notre architecture ainsi que les e´le´ments
qui permettent a` notre architecture de satisfaire a` ces requis :
Minimiser la charge des fournisseurs et consommateurs - Ceci est assure´ par la for-
mulation simple de la qualite´ de contexte (triplet de valeurs nume´riques), associe´ au
fait que le me´canisme de gestion de l’offre en qualite´ de contexte est pris en charge
par le courtier. Cela permet de faire abstraction de cette gestion graˆce a` un service de
courtage. Ainsi, le fournisseur n’a qu’a` publier son offre et re´pondre aux requeˆtes de
contexte. De son coˆte´, le consommateur n’a qu’a` se re´fe´rer a` son contrat en qualite´ de
contexte afin d’effectuer ses requeˆtes. Il ne lui sera demande´ que de choisir entre deux
offres lors d’une possible ne´gociation et de renvoyer un feed-back re´gulie`rement.
Minimiser la signalisation - Ce requis est satisfait par l’entremise d’un courtier en qualite´
de contexte. Nous le montrerons dans une validation expe´rimentale
Permettre la mise a` l’e´chelle - La mise a` l’e´chelle est facilite´e par l’ajout du courtier.
En effet, le fait de ne pas centraliser les requeˆtes de contexte, lier le consommateur
a` un fournisseur par le courtier et les laisser communiquer ensuite, permet de re´duire
la signalisation ge´ne´rale et la charge demande´e aux diffe´rentes entite´s, tout en ne sur-
chargeant pas le courtier.
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Se´parer la gestion des informations de contexte et celle de la QdC - Ce dernier re-
quis est valide´ par notre ontologie du contexte (repre´sente´ a` la figure 3.2) se´parant ces
deux aspects. Elle permet une prise en charge des informations de contexte par un
framework spe´cialise´.
Validation expe´rimentale
Nous proposons dans cette partie une comparaison expe´rimentale entre une imple´menta-
tion de notre architecture et de l’imple´mentation d’un syste`me de´pourvu de notre courtier
en qualite´ de contexte.
Pre´sentons les deux syste`mes :
Quality of Context Broker (QoCB) - Il s’agit d’une imple´mentation de notre architec-
ture. Celle-ci pre´sente un consommateur, un courtier et un ensemble de fournisseurs,
tels que de´crits dans ce me´moire. Notons que l’imple´mentation de certaines me´thodes
du consommateur on e´te´ pre´cise´es (notamment les me´thodes evaluateProposition() et
evaluateQoCProvided() respectivement appele´es lors de la ne´gociation et lors d’un feed-
back). En d’autres termes, nous avons imple´mente´ le consommateur avec un certain
comportement, que nous de´taillerons plus loin.
Quality of Context Aware Context Consumer (QoCACC) - il s’agit d’un consom-
mateur de contexte sensible au contexte. Base´ sur le consommateur du QoCB, celui
du QoCACC est comple´te´ d’un syste`me de gestion de la qualite´ de contexte. D’autre
part, une population de fournisseurs identique a` celle du QoCB est imple´mente´e.
Le consommateur du QoCACC et celui du QoCB partagent le meˆme comportement quant
a` leur jugement sur la qualite´ de contexte offerte par les fournisseurs. Ils se conside`rent tous
deux satisfaits quand une offre re´pond a` 90% a` leurs besoins, comparaison faite parame`tre par
parame`tre de qualite´ de contexte. Pour illustrer cela, de´taillons notre imple´mentation de la
me´thode evaluateQoCProvided() du consommateur du QoCB : le consommateur se de´clare
satisfait, si et seulement si, tous les parame`tres de qualite´ de contexte obtenus lors de la
requeˆte de contexte pre´ce´dente valent chacun au moins 90% des parame`tres correspondants
aux besoins du consommateur. L’e´quivalent en pseudo-code serait :
SI fraicheurOfferte >= 0.9*fraicheurBesoin
ET precisionOfferte >= 0.9*precisionBesoin
ET probabiliteOfferte >= 0.9*probabiliteBesoin
ALORS
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satisfait = vrai;
Et de la meˆme manie`re, le consommateur du QoCACC va choisir un fournisseur avec les
meˆmes conditions.
A des fins de concision, nous ne de´taillerons pas l’imple´mentation du QoCACC, cepen-
dant son code source se trouve en annexe D. Pre´cisons cependant que l’ensemble des classes
du QoCB sont reprises a` l’exception de certaines, telle la classe courtier. Comme nous l’avons
e´nonce´, la classe fournisseur reste inchange´e. Par contre, la classe consommateur a e´te´ modi-
fie´e. Les principales modifications sont la suppression des me´thodes permettant la gestion du
contrat de qualite´ de contexte, la demande de fournisseur aupre`s du courtier, la ne´gociation
et le feed-back. La classe se voit attribuer une nouvelle variable : une base de fournisseurs, a`
laquelle les fournisseurs s’enregistrent (tel que dans le QoCB avec le courtier). La me´thode
requestForContext() devient principale. Elle se compose d’un algorithme de parcourt de la
base des fournisseurs qui s’arreˆte au premier fournisseur pre´sentant une qualite´ de contexte
satisfaisante pour enfin en re´cupe´rer le contexte. Si aucun fournisseur n’offre une qualite´
suffisante, le meilleur fournisseur est alors choisi.
Hypothe`ses et sce´narii
Nous faisons l’hypothe`se que notre architecture pre´sentera un taux de signalisation moins
e´leve´ que le syste`me de´pourvu de courtage. De plus nous faisons l’hypothe`se que la charge
demande´e au consommateur sera moins e´leve´e graˆce a` l’utilisation de notre architecture.
Pour notre expe´rimentation, nous avons choisi d’exe´cuter dix sce´narii identiques, afin
de se libe´rer des ale´as des fonctions de randomisation et de pourvoir analyser des re´sultats
repre´sentatifs.
Chaque sce´nario se compose de cinq cents (500) fournisseurs de contexte, d’un consom-
mateur, dont les besoins sont fixe´s a` 95,0 - 95,0 - 95,0 1 et d’un courtier dans le cas du QoCB.
Chaque fournisseur se voit attribue´ cent (100) releve´s de contexte et de qualite´ de contexte,
pre´alablement ge´ne´re´s par un simulateur de qualite´ de contexte (code fourni en annexe E).
Les fournisseurs chargent tout d’abord ces releve´s en me´moire,puis un a un ces releve´s de-
vienent le releve´ actuel de son fournisseur. Nous simulons donc un ale´a dans les valeurs de
qualite´ de contexte par fournisseur et entre fournisseurs. Le consommateur va faire cinquante
1. {fraicheur, pre´cision de mesure et probabilite´ d’exactitude}
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(50) requeˆtes de contexte espace´es par des intervalles de temps ale´atoires (compris entre 1ms
et 1sec.).
Un sce´nario commence par la simulation de donne´es de qualite´ de contexte. Pour un
fournisseur donne´, chacun des trois parame`tres de qualite´ de contexte (fraicheur, pre´cision
de mesure et probabilite´ d’exactitude) est choisi ale´atoirement entre 0,0 et 100,0. Puis les
cent releve´s sont ensuite cre´e´s en ajoutant ale´atoirement de 0 a` 25% a` leur valeur initiale.
Un exemple de releve´s simule´s est fourni en annexe F.
Dans un second temps, le registre RMI, le consommateur et le courtier (le cas e´che´ant)
sont lance´s. Puis les cinq cents fournisseurs sont lance´s. Il chargent leurs releve´s en me´moire
et commencent a` les lire ite´rativement.
La simulation du sce´nario commence ensuite par le de´clenchement du consommateur de
contexte. Ce dernier produit alors ses cinquante requeˆtes de contexte. Lorsqu’il a rec¸u les
cinquante re´ponses a` ses requeˆtes, la simulation du sce´nario est termine´e.
Lors de chaque requeˆte de contexte, le consommateur rele`ve le nombre de messages qu’il
a du transmettre ainsi que la me´moire qu’il utilise 2. Ainsi, nous obtenons deux e´le´ments de
comparaison, la premie`re caracte´risant le taux de signalisation et la seconde la charge du
consommateur.
L’ensemble des dix sce´narii est exe´cute´ par les deux architectures, se´quentiellement.
Environnement de test
Le tableau 4.1 qui suit re´sume les caracte´ristiques de l’environnement de test
Tableau 4.1 Caracte´ristiques de l’environnement de test
Caracte´ristique de´termination
Machine MacBook Pro 5,1
Syste`me d’exploitation Mac OS X ver. 10.6.2
Processeur 2.4GHz Intel Core 2 Duo
Me´moire 4 Go 1067MHz DDR3
Version de Java 1.6.0 17
2. me´moire mesure´e sous Java par la diffe´rence :
usedMemory = Runtime.getRuntime().totalMemory() - Runtime.getRuntime().freeMemory() ;
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Re´sultats et analyse
Comme nous l’avons expose´ pre´ce´demment, nous avons exe´cute´ dix sce´narii pour chaque
architecture, que nous avons ensuite regroupe´s pour constituer la moyenne des dix simula-
tions. Nous allons donc comparer ces moyennes afin de mettre en e´vidence les e´carts entre le
QoCACC et le QoCB quant a` la signalisation et la charge du consommateur.
Un exemple de re´sultat obtenu par le QoCACC est fourni en annexe G. Idem pour le
QoCB en annexe H.
Les graphiques fournis aux figures 4.11, 4.12 et 4.13 re´sument les re´sultats obtenus.
Analysons, tout d’abord, le premier graphique. Celui-ci nous donne l’e´volution de la
signalisation par requeˆte. Pour mettre en valeur les re´sultats, nous avons choisi de pre´senter
la signalisation par l’interme´diaire d’une e´chelle logarithmique. L’e´cart entre le QoCACC et
le QoCB est manifeste. En effet, a` chaque requeˆte, le QoCACC a besoin d’envoyer plus de
100 messages en moyenne afin d’obtenir une information de contexte dont la qualite´ respecte
ses besoins, alors que le QoCB n’en ne´cessite que deux. La diffe´rence entre la signalisation
pre´sente´e a` chaque requeˆte est donc de l’ordre de 1 pour 50. Notre architecture pre´sente
donc l’avantage de diminuer fortement la signalisation. En ce qui concerne le QoCB, on peut
remarquer une valeur de trois (3) messages lors de la premie`re requeˆte. Ceci est provoque´
par la demande d’un fournisseur au courtier, alors qu’ensuite les seuls messages existants a`
chaque requeˆte de contexte sont la requeˆte elle-meˆme et le feed-back.
Le deuxie`me graphique (figure 4.12) reprend les meˆme donne´es et y ajoute le cumul
de la signalisation. Meˆme constat que pre´ce´demment, l’apport du courtier est grandement
be´ne´fique quant a` la signalisation et permet donc la mise a` l’e´chelle du de´ploiement d’un
ensemble de fournisseurs et de consommateurs de contexte.
Nous avons choisi d’analyser la mise a` l’e´chelle en incluant cinq cents fournisseurs mais
seulement un seul consommateur. Nous avons base´ notre choix sur le fait que rien ne lie deux
consommateurs a priori et que de ce fait, ajouter un autre consommateur ne changerait en
rien la taˆche de trouver un fournisseur pre´sentant une qualite´ de contexte ade´quate. D’un
autre coˆte´, il y a concurrence entre fournisseurs et plus il y a de fournisseurs plus la taˆche
de se´lection devient critique.
Cependant, notre expe´rimentation n’illustre pas la signalisation provoque´e par l’e´tape de
mise a` jour de la base des offres. Ceci est duˆ au fait que nous supposons que la fre´quence de
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Figure 4.11 Evolution de la signalisation par requeˆtes (moyenne sur dix simulations)
mise a` jour est bien infe´rieure a` celle des requeˆtes issues d’une population de consommateurs
(voir d’un consommateur unique). La part de signalisation a` imputer a` la mise a` jour est
donc, selon nous, ne´gligeable face a` celle provoque´e par un ensemble de consommateurs. Au
final, comme notre expe´rimentation ne comprend qu’un consommateur, nous avons choisi de
ne pas de´clencher de mise a` jour du courtier pendant les sce´narii.
D’autre part, il est a` noter que nous n’avons pas pris en compte le fait qu’un fournisseur
pouvait eˆtre sature´. Ceci risque notamment de concerner les fournisseurs offrant des quali-
te´s de contexte particulie`rement e´leve´es. Par conse´quent, dans le cas d’une population de
consommateur de grande taille, il se peut que quelques fournisseurs soient souvent choisis et
arrivent potentiellement a` saturation. Par conse´quent, dans l’absolu. la qualite´ du contexte
baisserait pour ces fournisseurs. E´tant sature´s, ils ne pourraient pas re´pondre aux requeˆtes de
contexte a` temps. La fraˆıcheur des informations ne serait alors plus garantie. L’ide´al serait de
mettre en place un syste`me permettant de pre´venir la saturation des fournisseurs, comme par
exemple un me´canisme a` base de jetons pour mate´rialiser la capacite´ des fournisseurs. Une
ide´e plus pousse´e viserait a` adopter un syste`me de paiement, ou` chaque requeˆte supposerait
re´tribution. Ne´anmoins, cette approche ne´cessiterait de plus amples recherches.
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Figure 4.12 Evolution de la signalisation par requeˆtes et cumul (moyenne sur dix simula-
tions)
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Le dernier graphique (figure 4.13) pre´sente l’usage me´moire ne´cessite´ par le consomma-
teur tout au long de la simulation. Dans les deux cas, le consommateur voit sa me´moire
re´gulie`rement augmenter. Ne´anmoins, cette e´volution se fait dans des proportions tout a` fait
diffe´rentes :
– De`s le de´part, le consommateur du QoCACC consomme plus de quatre fois la me´moire
consomme´e par celui du QoCB environ.
– La croissance de l’usage me´moire est plus forte du coˆte´ du QoCACC.
Il ressort de ce graphique que la charge demande´e au consommateur est bien plus grande
dans le cas du QoCACC comparativement avec le cas du QoCB.
De cette e´tude expe´rimentale, on peut conclure que notre architecture atteint ses objectifs
quant a` la re´duction de la signalisation et celle de la charge du consommateur, nos hypothe`ses
sont donc confirme´es.
4.2.2 Comparaison des travaux
Nous allons comparer, ici, sur quelques points, nos travaux avec ceux de Huebscher et
McCann (2005) que nous avons pre´sente´s a` la fin de la revue de litte´rature.
Nous n’avons pas pu imple´menter leurs travaux par manque de de´tails sur leur architec-
ture et une absence d’informations sur leur imple´mentation, dans les documents mis a` notre
disposition. C’est pourquoi nous avons opte´ pour une comparaison faite sur la base de cri-
te`res soit que nous jugeons important soit juge´s importants par la litte´rature (tel qu’expose´
dans le chapitre sur la revue de litte´rature).
Le tableau 4.2 re´sume ce comparatif. D’une part, nous de´signons les travaux de Hueb-
scher et McCann par le sigle AM reprenant les mots Adaptive Middleware de leur Adaptive
Middleware Framwork for Context-Aware Applications. D’autre part nous nous re´fe´rerons a`
nos travaux par l’usage du sigle QoCB pour Quality of Context Broker, ceux-ci s’intitulant
Courtier en Qualite´ de Contexte Pour les Applications Mobiles.
Expliquons-nous point par point :
– Les deux me´canismes ne´cessitent l’ajout d’une entite´ tierce entre les fournisseurs et les
consommateurs de contexte : l’ AM un intergiciel sous forme d’un service de contexte et
le QoCB un courtier.
– L’AM et le QoCB offrent tous deux aux consommateurs une abstraction du choix des
fournisseurs. Notons que, de plus, l’AM et son service de contexte offre une abstraction
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Figure 4.13 Evolution de la me´moire utilise´e par le consommateur par requeˆtes et re´gression
line´aire (moyenne sur dix simulations)
comple`te de tout ce qui se situe avant le service (i.e. les fournisseurs), alors que le
QoCB ne´cessite une communication directe entre le consommateur et son fournisseur
“attitre´”.
– Comme nous l’avons vu dans le chapitre sur la revue de litte´rature, Zimmer (2006)
explique la ne´ce´ssite´ de se´parer la gestion du contexte et celle de la qualite´ de contexte.
Nous avons vu que notre architecture le permet. Cependant l’AM suppose un traitement
centralise´ de la qualite´ de contexte et du contexte lui-meˆme, puisque le service de
contexte qu’il suppose offre une abstraction totale des sources de contexte.
– Les deux architectures prennent en compte les changements de qualite´ qui peuvent
subvenir au niveau des fournisseurs de contexte.
– Le fait de centraliser tous les flux d’informations de contexte entre consommateurs
et fournisseur au niveau du service de contexte suppose la formation d’un “goulot
d’e´tranglement” au niveau de celui-ci. Ceci va, par conse´quent, poser proble`me lors de
la mise a` l’e´chelle de l’imple´mentation de l’AM. En effet, le service de contexte risque
fortement d’eˆtre sature´ s’il centralise toutes les informations (de contexte et de qualite´
de contexte). C’est pour cette raison que nous avons de´cide´ de laisser les consommateurs
communiquer directement avec leurs fournisseurs, une fois ces derniers mis en relation
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Tableau 4.2 Comparatif entre AM et QoCB
Crite`re AM QoCB
Entite´ tierce Oui Oui
Abstraction du choix d’approvisionnement Oui Oui
Se´paration entre gestion du contexte et
gestion de la QdC
Non Oui
Adaptation aux changements de qualite´ Oui Oui
Mise a` l’e´chelle Non Oui
Me´trique de QdC Fonction d’utilite´ Triplet de valeurs
Me´thode d’e´valuation de la QdC Fonction d’utilite´ Logique floue
Extensibilite´ Oui Oui
par l’interme´diaire du courtier. Ainsi les flux transitants par le courtier ne concernent
que la qualite´ de contexte et l’utilisation d’un contrat a` dure´e de´termine´e permet de
diminuer les requeˆtes aux courtier.
– L’AM ne´cessite que les clients du service de contexte spe´cifient leurs besoins sous forme
d’une fonction d’utilite´. Comme nous l’avons expose´ dans la revue de litte´rature, cette
fonction prend en entre´e des attributs de qualite´ de contexte fournis par un fournis-
seur donne´ et retourne un nombre qui quantifie la satisfaction qu’aurait le client par
rapport a` ce fournisseur. Du coˆte´ du QoCB, les consommateurs n’ont a` fournir qu’un
triplet de valeurs (nombres de´cimaux) pour exprimer leurs besoins. Nous conside´rons
ici que la formulation des besoins propose´e par nos travaux est moins complexe, surtout
si les besoins du consommateur changent dans le temps. En effet, une fonction d’uti-
lite´ propose´e est la distance euclidienne. Cependant, afin de l’adapter a` de nouveaux
besoins, il faut soit e´tablir un syste`me de ponde´ration des coefficients de la mesure,
soit de´velopper une autre fonction et l’adapter aux probables changements des besoins.
Par conse´quent nous en de´duisons qu’elle est moins demandeuse en traitement pour le
consommateur de contexte.
– Comme explique´ au point pre´ce´dent, dans l’AM, la qualite´ des fournisseurs est juge´e par
l’interme´diaire d’une fonction d’utilite´ exprime´e par le consommateur. Cependant nous
avons vu qu’il e´tait complexe de juger de la qualite´ d’une information de contexte (et
par extension de son fournisseur) par l’interme´diaire d’un formalisme mathe´matique tel
qu’une fonction (voir “Me´canisme de raisonnement sur la qualite´ de contexte”, dans le
chapitre sur l’architecture). Ainsi que nous l’avons explique´, nous avons choisi de juger
de la qualite´ de contexte par l’interme´diaire d’une logique base´e sur les ensembles flous.
Cette dernie`re doit e´videmment eˆtre pre´alablement e´tablie par un expert du domaine.
– Les deux syste`mes n’opposent rien a` l’extension de la de´finition de la qualite´ de
contexte. En d’autre termes, il est possible de changer les parame`tres de qualite´ de
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contexte utilise´s ou d’en ajouter. Dans le cas du AM, il est alors ne´cessaire d’adapter les
fonctions d’utilite´ fournies par les consommateurs ainsi que les parame`tres de qualite´
issus des fournisseurs. Pour ce qui est du QoCB, il faut modifier la logique utilise´e pour
raisonner sur la qualite´ de contexte fournie sous forme de n-uplet (ou` n repre´sente le
nombre de parame`tres du nouveau mode`le de qualite´ de contexte).
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Chapitre 5
CONCLUSION
L’utilisation des informations de contexte est un atout pour la cre´ation d’applications
mobiles e´volue´es. Cependant elle pre´sente un risque d’erreur si la qualite´ du contexte n’est
pas prise en compte. Dans ce me´moire, nous nous sommes inte´resse´s a` la gestion de la qualite´
de contexte. Nous avons propose´ une architecture offrant un service de courtage en qualite´ de
contexte afin de faire le lien entre consommateurs et fournisseurs d’informations de contexte,
tout en prenant en compte la qualite´ de ces informations. En conclusion, nous ferons une
synthe`se de nos travaux, puis nous expliciterons leurs limitations pour terminer par l’e´nonce´
de travaux futurs.
5.1 Synthe`se des travaux
Tout d’abord, nous avons pre´sente´ la sensibilite´ au contexte et ses usages dans les ap-
plications mobiles. Cela nous a amene´ a` nous questionner sur la ne´cessite´ de la qualite´ de
contexte. La gestion de celle ci se pre´sentant comme solution aux erreurs occasionne´es par
la gestion du contexte, nous avons alors pre´sente´ diffe´rents me´canismes et mode´lisations
existantes sur la qualite´ de contexte. Nous avons alors identifie´ plusieurs faiblesses dans les
travaux trouve´s dans la litte´rature et nous avons de´cide´ de proposer une architecture ge´rant
la qualite´ de contexte ayant pour but de combler ces faiblesses.
Dans un second temps, nous avons fait la spe´cification comple`te de notre architecture
base´e sur le principe de courtage de qualite´ de contexte. Nous avons commence´ par proposer
un mode`le de contexte base´ sur des ontologies permettant la se´paration entre la gestion de
la qualite´ de contexte et des informations de contexte elles-meˆmes. Nous avons aussi pre´cise´
notre mode`le de qualite´ de contexte. Puis nous avons spe´cifie´ les diffe´rents roˆles des entite´s
prenant part a` notre architecture, a` savoir : le consommateur, le fournisseur et le courtier.
Le consommateur effectue ses requeˆtes de contexte en accord avec son contrat de contexte
qui le lie avec un fournisseur donne´. Si le contrat est e´chu, il en demande un nouveau au
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courtier qui s’assure que ses besoins en qualite´ de contexte sont respecte´s par le fournisseur
de´signe´ par le nouveau contrat. Nous avons de´taille´ l’ensemble des me´canismes ne´cessaires au
fonctionnement du courtage et notamment notre me´canisme de raisonnement sur la qualite´
de contexte base´ sur la logique floue.
Nous avons ensuite imple´mente´ et valide´ notre architecture. Nous avons expose´ notre
analyse de la conception technique de notre architecture puis de´taille´ son imple´mentation.
La validation s’est faite en deux temps : tout d’abord nous avons ve´rifie´ que nos travaux
re´pondaient a` un certain nombre de requis et nous avons notamment exe´cute´ une validation
expe´rimentale de notre imple´mentation ; puis nous avons compare´ nos travaux avec ceux
qui nous semblaient les plus proches des noˆtres. Notre e´tude comparative a montre´ notre
apport a` la recherche, a` savoir une architecture permettant de faire le lien entre fournisseurs
et consommateurs d’informations de contexte garantissant les besoins en qualite´ de contexte
des consommateurs et assurant : la se´paration entre gestion de la qualite´ de contexte et celle
des informations de contexte et la mise a` l’e´chelle.
5.2 Limitations de la solution propose´e
Comme dans tout travail de recherche, nos travaux pre´sentent certaines limitations. La
principale reste que nous ne ge´rons pas le type de contexte dans notre architecture. Nous
avons fait le choix de se´parer la gestion du contexte de celle de la qualite´ de contexte en
proposant que d’autres frameworks se chargent des types de contexte, mais notre architecture
ne permet pas, a priori, l’inte´gration aise´e de me´canismes de gestion du contexte dans notre
architecture.
Ensuite, notre spe´cification des me´canismes de gestion de la confiance et des feed-back,
n’est pas a` l’e´preuve des entite´s malicieuses, entre autres. Nous n’avons pas non plus mis en
e´vidence les be´ne´fices re´els de ces me´canismes.
Enfin une dernie`re critique sur nos travaux porterait sur l’imple´mentation des sce´narii
et des tests. Bien que nos sce´narii tentent d’imiter la re´alite´ des sources de contexte, il ne
permettent pas d’affirmer que les re´sultats seraient identiques dans un environnement re´el.
En effet, nous avons simule´ des valeurs de qualite´ de contexte et non un environnement
peuple´ de fournisseur pre´sentant des qualite´s de contexte.
88
5.3 Ame´liorations futures
En accord avec les limitations de la solution que nous proposons, il serait opportun de
poursuivre les recherches suivant plusieurs axes. Tout d’abord, il serait judicieux d’e´tudier
l’inte´gration d’un framework permettant la gestion du contexte dans notre architecture et
ainsi de mettre en place des me´canismes permettant une inte´gration guide´e et efficace.
Ensute, il parait raisonnable de poursuivre les investigations sur la gestion de la confiance
et des feed-back. Il serait certainement be´ne´fique de s’inspirer des recherches faite dans le
domaine des avis utilisateurs et questionnaires de satisfaction.
Finalement, il serait inte´ressant d’e´tudier le comportement de notre architecture dans
des situations et sce´narii re´alistes, graˆce au de´veloppement d’un simulateur d’environnement
e´quipe´ de fournisseurs de contexte, permettant la gestion de la qualite´ de contexte.
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Annexe A
Classe - ContextProvider.java
public class ContextProvider implements ContextProv ider Inte r face , S e r i a l i z a b l e
{
private Context currentContext ;
private QoCBrokerInterface stubContextBroker ;
private Reg i s t ry r e g i s t r y ;
stat ic private int PORT = 3000 ;
private int providerID ;
private St r ing identityName ;
private stat ic boolean impres s ion = true ;
public ContextProvider ( int number ) {
this . providerID = number ;
this . identityName = ” [ Provider #”+number+” ] ” ;
this . currentContext = new Context ( ) ;
this . r e g i s t r y = null ;
this . stubContextBroker = null ;
this . initRMI ( ) ;
ContextProviderHardware providerHardware = new ContextProviderHardware (
this . providerID ) ;
try {
this . pub l i sh ( ) ;
} catch ( RemoteException e ) {
e . pr intStackTrace ( ) ;
}
}
private void initRMI ( ) {
try {
this . r e g i s t r y = LocateReg i s t ry . g e tReg i s t ry ( ” 1 2 7 . 0 . 0 . 1 ” , 5000) ;
} catch ( RemoteException e ) {
}
try {
this . stubContextBroker = ( QoCBrokerInterface ) this . r e g i s t r y . lookup ( ”
Broker ”) ;
} catch ( AccessExcept ion e ) {
} catch ( RemoteException e ) {
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} catch ( NotBoundException e ) {
}
int port = ContextProvider .PORT+this . providerID ;
try {
UnicastRemoteObject . exportObject ( this , port ) ;
} catch ( RemoteException e ) {
}
}
public Context getContext ( ) {
return this . currentContext ;
}
private void pub l i sh ( ) throws RemoteException{
this . stubContextBroker . pub l i sh ( this , this . currentContext ) ;
}
private class ContextProviderHardware implements Runnable{
Thread runner ;
L i s t<Double> f reshData ;
L i s t<Double> prec iData ;
L i s t<Double> probaData ;
L i s t<Str ing> contextData ;
public ContextProviderHardware ( int hardwareNb ) {
runner = new Thread ( this , ”context prov ider hardware ”+hardwareNb ) ;
f reshData = new ArrayList<Double>() ;
prec iData = new ArrayList<Double>() ;
probaData = new ArrayList<Double>() ;
contextData = new ArrayList<Str ing >() ;
this . mesurementDataFileLoading ( hardwareNb ) ;
runner . s t a r t ( ) ;
}
private void mesurementDataFileLoading ( int f i l e N b ) {
St r ing f i l ename = ”. / mesurements/mesurements ”+f i l e N b ;
F i l e f i l e = new F i l e ( f i l ename ) ;
Fi le InputStream f i s = null ;
BufferedInputStream b i s = null ;
DataInputStream d i s = null ;
try {
f i s = new Fi leInputStream ( f i l e ) ;
b i s = new BufferedInputStream ( f i s ) ;
d i s = new DataInputStream ( b i s ) ;
while ( d i s . a v a i l a b l e ( ) != 0) {
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St r ing dataStr ing = d i s . readLine ( ) ;
S t r ing [ ] dataStringTab = dataStr ing . s p l i t ( ” , ”) ;
f reshData . add ( Double . parseDouble ( dataStringTab [ 0 ] ) ) ;
prec iData . add ( Double . parseDouble ( dataStringTab [ 1 ] ) ) ;
probaData . add ( Double . parseDouble ( dataStringTab [ 2 ] ) ) ;
contextData . add ( dataStringTab [ 3 ] ) ;
}
f i s . c l o s e ( ) ;
b i s . c l o s e ( ) ;
d i s . c l o s e ( ) ;
} catch ( FileNotFoundException e ) {
} catch ( IOException e ) {
}
}
public void run ( ) {
boolean cond i t i on = fa l se ;
int increment = 0 ;
while ( ! c ond i t i on ) {
currentContext . se tContext In format ion ( contextData . get ( increment ) ) ;
currentContext . setQoCParameters ( f reshData . get ( increment ) ,
prec iData . get ( increment ) , probaData . get ( increment ) ) ;
increment++;
i f ( increment==freshData . s i z e ( ) ) increment = 0 ;
try {
Thread . s l e e p (100) ;
} catch ( Inter ruptedExcept ion e ) {
e . pr intStackTrace ( ) ;
}
}
}
}
public stat ic void main ( St r ing [ ] a rgs ) {
ContextProvider myCP = new ContextProvider ( I n t e g e r . decode ( args [ 0 ] ) .
intValue ( ) ) ;
}
}
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Annexe B
Classe - ContextConsumer.java
public class ContextConsumer implements ContextConsumerInterface , S e r i a l i z a b l e
{
private QoCBrokerInterface stubContextBroker ;
private Context myContext ;
private Reg i s t ry r e g i s t r y ;
stat ic private int PORT = 5100 ;
private int consumerID ;
private boolean s a t i s f i e d ;
private int c l i e n t S t a t e ;
private QoCParameters qoCNeeds ;
private QoCContract qocContract ;
SimpleDateFormat dateformat = new SimpleDateFormat ( ”dd/MM/yyyy hh :mm: s s ”) ;
public int mesureS i gna l i s a t i onTota l e ;
public ContextConsumer ( int id ) {
this . myContext = null ;
this . consumerID = id ;
this . s a t i s f i e d = fa l se ;
this . c l i e n t S t a t e = 0 ;
this . qoCNeeds = new QoCParameters ( ) ;
this . qocContract = new QoCContract ( ) ;
me su r eS i gna l i s a t i onTota l e = 0 ;
this . initRMI ( ) ;
}
private void initRMI ( ) {
try {
this . r e g i s t r y = LocateReg i s t ry . g e tReg i s t ry ( ” 1 2 7 . 0 . 0 . 1 ” , 5000) ;
} catch ( RemoteException e2 ) {
}
try {
this . stubContextBroker = ( QoCBrokerInterface ) this . r e g i s t r y . lookup ( ”
Broker ”) ;
} catch ( AccessExcept ion e ) {
} catch ( RemoteException e ) {
} catch ( NotBoundException e ) {
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}
int port = ContextConsumer .PORT+this . consumerID ;
try {
UnicastRemoteObject . exportObject ( this , port ) ;
} catch ( RemoteException e ) {
}
}
public ContextProv ide r In te r f ace getCurrentContextProvider ( ) {
return this . qocContract . getContextProvider ( ) ;
}
public Context getContext ( ) {
return this . myContext ;
}
public void setQoCNeeds (double f r e shne s s , double p r e c i s i o n , double
probOfCorrectness ) {
this . qoCNeeds . s e tFre shne s s ( f r e s h n e s s ) ;
this . qoCNeeds . setPrec is ionOfMesurement ( p r e c i s i o n ) ;
this . qoCNeeds . s e tP r o ba b i l i t yO fC o r r e c t ne s s ( probOfCorrectness ) ;
}
private void endContract ( ) {
this . qocContract = new QoCContract ( ) ;
}
private void requestForContext ( ) throws RemoteException{
int precedanteMesureS igna l i s a t i onTota l e = this . me su r eS i gna l i s a t i onTota l e
;
boolean pr in tS igna l i s a t i onRedondant = fa l se ;
Calendar currentTime = Calendar . g e t In s tance ( ) ;
S t r ing cTIME = dateformat . format ( currentTime . getTime ( ) ) ;
i f ( this . qocContract . getContextProvider ( ) == null ) {
this . requestForContextProvider ( ) ;
p r in tS igna l i s a t i onRedondant = true ;
}
else i f ( this . qocContract . getTermOfContract ( ) . b e f o r e ( currentTime ) ) {
St r ing currTime = dateformat . format ( currentTime . getTime ( ) ) ;
S t r ing toc = dateformat . format ( this . qocContract . getTermOfContract ( ) .
getTime ( ) ) ;
this . requestForContextProvider ( ) ;
p r in tS igna l i s a t i onRedondant = true ;
}
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else {
St r ing currTime = dateformat . format ( currentTime . getTime ( ) ) ;
S t r ing toc = dateformat . format ( this . qocContract . getTermOfContract ( ) .
getTime ( ) ) ;
this . myContext = this . qocContract . getContextProvider ( ) . getContext ( ) ;
this . me su r eS i gna l i s a t i onTota l e++;
this . evaluateQoCProvided ( ) ;
}
i f ( p r in tS igna l i s a t i onRedondant ) {
System . out . p r i n t l n ( ” ! ! ! ! i g n o r e r l e r e l e v e precedant ! ! ! ! \n”) ;
}
int mesureS igna l i sa t ionRequete = this . me su r eS i gna l i s a t i onTota l e −
precedanteMesureS igna l i s a t i onTota l e ;
System . out . p r i n t l n ( ”COMPTEUR = ”+mesureS igna l i sa t i onRequete+” − ”+ this .
me su r eS i gna l i s a t i onTota l e ) ;
this . memoryUsage ( ) ;
}
private void requestForContextProvider ( ) throws RemoteException{
this . stubContextBroker . f indAProvider ( this , this . qoCNeeds ) ;
this . me su r eS i gna l i s a t i onTota l e++;
}
synchronized public void setQoCContract ( QoCContract cont rac t ) throws
RemoteException {
this . qocContract = cont rac t ;
this . requestForContext ( ) ;
}
synchronized public QoCParameters eva lua t ePropo s i t i on ( QoCProposition o f f e r )
throws RemoteException {
QoCParameters shortTermOffer = o f f e r . getShortTermOffer ( ) ;
QoCParameters longTermOffer = o f f e r . getLongTermOffer ( ) ;
QoCParameters s e l e c t e d O f f e r = null ;
double lowerBound = 0 . 9 0 ;
QoCParameters qoCNeedsLowerBound = new QoCParameters ( this . qoCNeeds .
ge tFreshnes s ( ) ∗( lowerBound ) , this . qoCNeeds . getPrecis ionOfMeasurement
( ) ∗( lowerBound ) , this . qoCNeeds . g e tProbab i l i t yOfCor r e c tne s s ( ) ∗(
lowerBound ) ) ;
i f ( shortTermOffer . ge tFreshnes s ( ) < qoCNeedsLowerBound . ge tFreshnes s ( )
| | shortTermOffer . getPrecis ionOfMeasurement ( ) < qoCNeedsLowerBound .
getPrecis ionOfMeasurement ( )
| | shortTermOffer . g e tProbab i l i t yOfCor r e c tne s s ( ) <
100
qoCNeedsLowerBound . ge tProbab i l i t yOfCor r e c tne s s ( ) ) {
s e l e c t e d O f f e r = longTermOffer ;
}
else {
s e l e c t e d O f f e r = shortTermOffer ;
}
return s e l e c t e d O f f e r ;
}
private void evaluateQoCProvided ( ) throws RemoteException {
double lowerBound = 0 . 9 0 ;
QoCParameters qoCNeedsLowerBound = new QoCParameters ( this . qoCNeeds .
ge tFreshnes s ( ) ∗( lowerBound ) ,
this . qoCNeeds . getPrecis ionOfMeasurement ( ) ∗( lowerBound ) ,
this . qoCNeeds . g e tProbab i l i t yOfCor r e c tne s s ( ) ∗( lowerBound ) ) ;
i f ( this . myContext . ge tFreshnes s ( )<qoCNeedsLowerBound . ge tFreshnes s ( )
| | this . myContext . getPrecis ionOfMeasurement ( )<qoCNeedsLowerBound .
getPrecis ionOfMeasurement ( )
| | this . myContext . g e tProbab i l i t yOfCor r e c tne s s ( )<qoCNeedsLowerBound .
ge tProbab i l i t yOfCor r e c tne s s ( ) ) {
this . s a t i s f i e d = fa l se ;
}
else { this . s a t i s f i e d = true ;}
this . stubContextBroker . feedback ( this . getCurrentContextProvider ( ) ,
s a t i s f i e d ) ;
this . me su r eS i gna l i s a t i onTota l e++;
}
private void pr intContract ( ) {
Calendar currentTime = Calendar . g e t In s tance ( ) ;
S t r ing currTime = dateformat . format ( currentTime . getTime ( ) ) ;
S t r ing endOfContract = null ;
i f ( this . qocContract . getTermOfContract ( ) !=null ) {
endOfContract = dateformat . format ( this . qocContract . getTermOfContract
( ) . getTime ( ) ) ;
}
}
public stat ic void main ( St r ing [ ] a rgs ) {
ContextConsumer myCC = new ContextConsumer ( ) ;
myCC. setQoCNeeds ( 9 5 . 0 , 95 . 0 , 9 5 . 0 ) ;
myCC. requestForContext ( ) ;
}
}
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Annexe C
Classe - QoCBroker.java
public class QoCBroker implements QoCBrokerInterface , S e r i a l i z a b l e {
private Hashtable<ContextProv ider Inte r face , QoCTable> contextProv iderTable ;
private Reg i s t ry r e g i s t r y ;
private stat ic int PORT = 5999 ;
private stat ic St r ing IP = ” 1 2 7 . 0 . 0 . 1 ” ;
private QoCClas s i f i e r qual i tyOfContextEvaluator ;
public QoCBroker ( ) {
this . contextProv iderTable = new Hashtable<ContextProv ider Inte r face ,
QoCTable>() ;
this . qua l i tyOfContextEvaluator = new QoCClas s i f i e r ( ) ;
this . initRMI ( ) ;
ContextBrokerUpdater updater = new ContextBrokerUpdater ( ) ;
}
private void initRMI ( ) {
try {
this . r e g i s t r y = LocateReg i s t ry . g e tReg i s t ry ( ” 1 2 7 . 0 . 0 . 1 ” , 5000) ;
} catch ( RemoteException e ) {
e . pr intStackTrace ( ) ;
}
QoCBrokerInterface stubQoCBroker ;
try {
stubQoCBroker = ( QoCBrokerInterface ) UnicastRemoteObject . exportObject
( this , QoCBroker .PORT) ;
this . r e g i s t r y . bind ( ”Broker ” , stubQoCBroker ) ;
} catch ( RemoteException e ) {
e . pr intStackTrace ( ) ;
} catch ( AlreadyBoundException e ) {
e . pr intStackTrace ( ) ;
}
}
synchronized public void pub l i sh ( ContextProv ide r In te r f ace stubProvider ,
Context currentContext ) {
i f ( ! this . contextProv iderTable . containsKey ( stubProvider ) ) {
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this . contextProv iderTable . put ( stubProvider , new QoCTable ( ) ) ;
this . contextProv iderTable . get ( s tubProvider ) . addReading ( currentContext
) ;
this . contextProv iderTable . get ( s tubProvider ) . s e tTrus twor th ine s s ( this .
contextProv iderTable . get ( s tubProvider ) . getNbOfReadings ( )−1,
100 . 0 ) ; // con f iance de depar t a 100%
}
else {
this . contextProv iderTable . get ( s tubProvider ) . addReading ( currentContext
) ;
}
}
synchronized public void unpubl i sh ( ContextProv ide r In te r f a ce stubProvider ) {
i f ( ! this . contextProv iderTable . containsKey ( stubProvider ) ) {
this . contextProv iderTable . remove ( stubProvider ) ;
}
}
public void r e s e t ( ) {
this . contextProv iderTable . c l e a r ( ) ;
}
synchronized public void f indAProvider ( ContextConsumerInterface
stubConsumer , QoCParameters cNeeds ) {
double [ ] in = {cNeeds . ge tFreshnes s ( ) , cNeeds . getPrecis ionOfMeasurement ( )
, cNeeds . g e tProbab i l i t yOfCor r e c tne s s ( ) , 1 0 0 . 0} ;
double [ ] consumerNeededQoCLevel = this . qua l i tyOfContextEvaluator .
c r i s p I n f e r e n c e ( in ) ;
QoCContract cont rac t = this . matchProviderToConsumer ( stubConsumer ,
consumerNeededQoCLevel [ 0 ] , cNeeds ) ;
try {
stubConsumer . setQoCContract ( cont rac t ) ;
} catch ( RemoteException e ) {
e . pr intStackTrace ( ) ;
}
}
private QoCContract matchProviderToConsumer ( ContextConsumerInterface
stubConsumer , double consumerQoCLevel , QoCParameters cNeeds ) {
QoCContract cont rac t = null ;
ContextProv ide r In te r f ace matchingProvider = null ;
int nbOfReadings = 10 ;
int shortTerm = 1 ;
Hashtable<ContextProv ider Inte r face , Double> eva lua t i on = this .
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evaluateQual i tyOfContext ( nbOfReadings ) ;
Enumeration enumeration = eva lua t i on . keys ( ) ;
Object key ;
boolean found = fa l se ;
ContextProv ide r In te r f ace bestProviderFound = null ;
double bestProviderFoundQoCLevel = 0 . 0 ;
while ( enumeration . hasMoreElements ( )&&!found ) {
key=enumeration . nextElement ( ) ;
i f ( eva lua t i on . get ( key ) . doubleValue ( ) > bestProviderFoundQoCLevel ) {
bestProviderFound = ( ContextProv ide r In te r f ace ) key ;
bestProviderFoundQoCLevel = eva lua t i on . get ( key ) . doubleValue ( ) ;
}
i f ( eva lua t i on . get ( key ) . doubleValue ( ) >= consumerQoCLevel ) {
matchingProvider = ( ContextProv ide r In te r f a ce ) key ;
found = true ;
c ont rac t = this . ed i tContrac t ( stubConsumer , matchingProvider ,
cNeeds , consumerQoCLevel , nbOfReadings ) ;
}
}
i f ( ! found ) {
nbOfReadings = shortTerm ;
Hashtable<ContextProv ider Inte r face , Double> shortTermEvaluation =
this . eva luateQual i tyOfContext ( shortTerm ) ;
Enumeration shortTermEnumeration = shortTermEvaluation . keys ( ) ;
Object stKey ;
boolean stFound = fa l se ;
ContextProv ide r In te r f ace stBestProviderFound = null ;
double stBestProviderFoundQoCLevel = 0 . 0 ;
while ( shortTermEnumeration . hasMoreElements ( )&&!stFound ) {
stKey=shortTermEnumeration . nextElement ( ) ;
i f ( shortTermEvaluation . get ( stKey ) . doubleValue ( ) >
stBestProviderFoundQoCLevel ) {
stBestProviderFound = ( ContextProv ide r In te r f ace ) stKey ;
stBestProviderFoundQoCLevel = shortTermEvaluation . get ( stKey ) .
doubleValue ( ) ;
}
i f ( shortTermEvaluation . get ( stKey ) . doubleValue ( ) >=
consumerQoCLevel ) {
matchingProvider = ( ContextProv ide r In te r f a ce ) stKey ;
stFound = true ;
c ont rac t = this . ed i tContrac t ( stubConsumer , matchingProvider ,
cNeeds , consumerQoCLevel , nbOfReadings ) ;
}
}
i f ( ! stFound ) {
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i f ( this . contextProv iderTable . isEmpty ( ) ) {
cont rac t = new QoCContract ( ) ;
}
else {
int shortTermIndice = this . contextProv iderTable . get (
stBestProviderFound ) . getNbOfReadings ( ) −1;
QoCParameters shortTermQoCOffer = new QoCParameters (
this . contextProv iderTable . get ( stBestProviderFound ) .
ge tFreshnes s ( shortTermIndice ) ,
this . contextProv iderTable . get ( stBestProviderFound ) .
getPrecis ionOfMesurement ( shortTermIndice ) ,
this . contextProv iderTable . get ( stBestProviderFound ) .
g e tProbab i l i t yOfCor r e c tne s s ( shortTermIndice ) ) ;
int longTermIndice = this . contextProv iderTable . get (
bestProviderFound ) . getNbOfReadings ( ) −1;
QoCParameters longTermQoCOffer = new QoCParameters (
this . contextProv iderTable . get ( bestProviderFound ) .
ge tFreshnes s ( longTermIndice ) ,
this . contextProv iderTable . get ( bestProviderFound ) .
getPrecis ionOfMesurement ( longTermIndice ) ,
this . contextProv iderTable . get ( bestProviderFound ) .
g e tProbab i l i t yOfCor r e c tne s s ( longTermIndice ) ) ;
QoCProposition p r o p o s i t i o n = new QoCProposition ( this ,
stubConsumer , shortTermQoCOffer , longTermQoCOffer ,
stBestProviderFound , bestProviderFound ) ;
cont rac t = this . n e g o t i a t e ( propos i t i on , cNeeds , consumerQoCLevel
) ;
}
}
}
return cont rac t ;
}
private QoCContract n e g o t i a t e ( QoCProposition propos i t i on , QoCParameters
cNeeds , double consumerQoCLevel ) {
QoCParameters s e l e c t e d O f f e r = null ;
ContextProv ide r In te r f ace s e l e c t e d P r o v i d e r = null ;
int se lectedTerm = 0 ;
try {
s e l e c t e d O f f e r = p r o p o s i t i o n . getTarget ( ) . eva lua t ePropo s i t i on (
p r o p o s i t i o n ) ;
} catch ( RemoteException e ) {
e . pr intStackTrace ( ) ;
}
i f ( s e l e c t e d O f f e r . equa l s ( p r o p o s i t i o n . getShortTermOffer ( ) ) ) {
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s e l e c t e d P r o v i d e r = p r o p o s i t i o n . getShortTermProvider ( ) ;
se lectedTerm = 1 ;
}
else i f ( s e l e c t e d O f f e r . equa l s ( p r o p o s i t i o n . getLongTermOffer ( ) ) ) {
s e l e c t e d P r o v i d e r = p r o p o s i t i o n . getLongTermProvider ( ) ;
se lectedTerm = 10 ;
}
else i f ( s e l e c t e d O f f e r==null ) {
s e l e c t e d P r o v i d e r = null ;
se lectedTerm = 0 ;
}
QoCContract negot ia tedContract = this . ed i tContract ( p r o p o s i t i o n . getTarget
( ) , s e l e c t edProv ide r , cNeeds , consumerQoCLevel , se lectedTerm ) ;
return negot ia tedContract ;
}
private QoCContract ed i tContrac t ( ContextConsumerInterface cConsumer ,
ContextProv ide r In te r f ace s e l e c t edProv ide r , QoCParameters qoCOffered ,
double qoCLevelOffered , int term ) {
int durat ion = term ∗ 10 ;
SimpleDateFormat dateformat = new SimpleDateFormat ( ”dd/MM/yyyy hh :mm: s s ”
) ;
Calendar c a l = Calendar . g e t In s tance ( ) ;
S t r ing cALEND = dateformat . format ( c a l . getTime ( ) ) ;
c a l . add ( Calendar .MINUTE, durat ion ) ;
Calendar termOfContract = c a l ;
S t r ing tOC = dateformat . format ( c a l . getTime ( ) ) ;
QoCContract newContract = new QoCContract ( termOfContract , this ,
cConsumer , s e l e c t edProv ide r , qoCOffered , qoCLevelOffered ) ;
return newContract ;
}
public void f eedback ( ContextProv ide r In te r f a ce stubProvider , boolean
s a t i s f i e d ) {
i f ( this . contextProv iderTable . containsKey ( stubProvider ) ) {
synchronized ( this . contextProv iderTable ) {
this . contextProv iderTable . get ( s tubProvider ) . s e tTrus twor th ine s s (
this . contextProv iderTable . get ( s tubProvider ) . getNbOfReadings ( )
−1, this . eva luateTrus twor th ine s s ( this . contextProv iderTable . get
( s tubProvider ) , s a t i s f i e d ) ) ;
}
}
}
synchronized private void updateContextProviderTable ( ) throws
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RemoteException{
i f ( ! this . contextProv iderTable . isEmpty ( ) ) {
Enumeration enumeration = this . contextProv iderTable . keys ( ) ;
Object key ;
while ( enumeration . hasMoreElements ( ) ) {
key=enumeration . nextElement ( ) ;
contextProv iderTable . get ( ( ContextProv ide r In te r f ace ) key ) . addReading
( ( ( ContextProv ide r In te r f a ce ) key ) . getContext ( ) ) ;
}
}
}
private Hashtable<ContextProv ider Inte r face , Double>
evaluateQual i tyOfContext ( int numberOfReadings ) {
Hashtable<ContextProv ider Inte r face , Double> r e s = new Hashtable<
ContextProv ider Inte r face , Double>() ;
Enumeration enumeration = this . contextProv iderTable . keys ( ) ;
Object key ;
while ( enumeration . hasMoreElements ( ) ) {
key=enumeration . nextElement ( ) ;
double tempd = this . eva luateQual i tyOfContext ( (
ContextProv ide r In te r f ace ) key , numberOfReadings ) ;
Double tempD = new Double ( tempd ) ;
r e s . put ( ( ContextProv ide r In te r f ace ) key , tempD) ;
}
return r e s ;
}
private double evaluateQual i tyOfContext ( ContextProv ide r In te r f ace
stubProvider , int numberOfReadings ) {
QoCTable tab = this . contextProv iderTable . get ( s tubProvider ) ;
i f ( numberOfReadings>tab . getNbOfReadings ( ) ) {
numberOfReadings=tab . getNbOfReadings ( ) ;
}
double r e s = 0 ;
int j = tab . getNbOfReadings ( ) −1;
for ( int i =0; i<numberOfReadings ; i++){
double [ ] in = new double [ 4 ] ;
in [ 0 ] = ( tab . ge tFreshnes s ( j ) ) ;
in [ 1 ] = ( tab . getPrecis ionOfMesurement ( j ) ) ;
in [ 2 ] = ( tab . g e tProbab i l i t yOfCor r e c tne s s ( j ) ) ;
in [ 3 ] = ( tab . ge tTrustworth ines s ( j ) ) ;
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double [ ] c r i s p = this . qua l i tyOfContextEvaluator . c r i s p I n f e r e n c e ( in ) ;
r e s += c r i s p [ 0 ] ;
j = j −1;
}
r e s = r e s / numberOfReadings ;
return r e s ;
}
private double eva luateTrus twor th ine s s (QoCTable QCT, boolean s a t i s f i e d ) {
double tempTrust = QCT. getTrustworth ines s (QCT. getNbOfReadings ( )−1) ;
i f ( s a t i s f i e d ) {
tempTrust += 1 . 0 ;
}
else {
tempTrust −= 1 . 0 ;
}
i f ( tempTrust>100.0){
tempTrust = 1 0 0 . 0 ;
}
i f ( tempTrust<0.0){
tempTrust = 0 . 0 ;
}
return tempTrust ;
}
private class ContextBrokerUpdater implements Runnable{
Thread runner ;
int i n t e r v a l ;
public ContextBrokerUpdater ( ) {
this . i n t e r v a l = 10 ;
runner = new Thread ( this ) ;
runner . s t a r t ( ) ;
}
public ContextBrokerUpdater ( int i n t e r v a l ) {
this . i n t e r v a l = i n t e r v a l ;
runner = new Thread ( this ) ;
runner . s t a r t ( ) ;
}
public void run ( ) {
int counter = 0 ;
boolean cond = fa l se ;
while ( ! cond ) {
try {
updateContextProviderTable ( ) ;
} catch ( RemoteException e1 ) {
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e1 . pr intStackTrace ( ) ;
}
counter++;
try {
Thread . s l e e p ( this . i n t e r v a l ∗1000) ;
} catch ( Inter ruptedExcept ion e ) {
e . pr intStackTrace ( ) ;
}
}
}
}
public stat ic void main ( St r ing [ ] a rgs ) {
QoCBroker myCB = new QoCBroker ( ) ;
}
}
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Annexe D
Classe - QoCACC.java
public class ContextConsumer implements ContextConsumerInterface , S e r i a l i z a b l e
{
private Context myContext ;
private Reg i s t ry r e g i s t r y ;
stat ic private int PORT = 5100 ;
private stat ic St r ing IP = ” 1 2 7 . 0 . 0 . 1 ” ;
private int consumerID ;
private QoCParameters qoCNeeds ;
private ContextProv ide r In te r f ace currentContextProv ider ;
public int mesureS i gna l i s a t i onTota l e ;
Hashtable<ContextProv ider Inte r face , Boolean> contextProv iderTable ;
public ContextConsumer ( int id ) {
this . myContext = null ;
this . consumerID = id ;
this . qoCNeeds = new QoCParameters ( ) ;
this . currentContextProv ider = null ;
this . contextProv iderTable = new Hashtable<ContextProv ider Inte r face ,
Boolean>() ;
this . me su r eS i gna l i s a t i onTota l e = 0 ;
this . initRMI ( ) ;
}
private void initRMI ( ) {
try {
this . r e g i s t r y = LocateReg i s t ry . g e tReg i s t ry ( ” 1 2 7 . 0 . 0 . 1 ” , 5000) ;
} catch ( RemoteException e2 ) {
}
ContextConsumerInterface stubConsumer ;
int port = ContextConsumer .PORT+this . consumerID ;
try {
stubConsumer = ( ContextConsumerInterface ) UnicastRemoteObject .
exportObject ( this , port ) ;
this . r e g i s t r y . bind ( ”Consumer ” , stubConsumer ) ;
} catch ( RemoteException e ) {
System . out . p r i n t l n ( ”Probleme de RMI, v e u i l l e z a j o u t e r l ’ argument : −
110
Djava . rmi . s e r v e r . codebase=f i l e : / . . . [ path ] . . . /
QoCAwareContextConsumer/ r e l e a s e /QoCACC. j a r ; a l a commande java ”)
;
} catch ( AlreadyBoundException e ) {
}
}
public Context getContext ( ) {
return this . myContext ;
}
public void setQoCNeeds (double f r e shne s s , double p r e c i s i o n , double
probOfCorrectness ) {
this . qoCNeeds . s e tFre shne s s ( f r e s h n e s s ) ;
this . qoCNeeds . setPrec is ionOfMesurement ( p r e c i s i o n ) ;
this . qoCNeeds . s e tP r o ba b i l i t yO fC o r r e c t ne s s ( probOfCorrectness ) ;
}
private void requestForContext ( ) throws RemoteException{
Enumeration enumeration = this . contextProv iderTable . keys ( ) ;
Object key ;
boolean found = fa l se ;
ContextProv ide r In te r f ace bestProviderFound = null ;
ContextProv ide r In te r f ace matchingProvider = null ;
QoCParameters bestProviderQoCParams = null ;
double lowerBound = 0 . 9 0 ; // borne i n f e r i e u r e des be so in s : 90% des
be so in s de depar t
QoCParameters qoCNeedsLowerBound = new QoCParameters ( this . qoCNeeds .
ge tFreshnes s ( ) ∗( lowerBound ) ,
this . qoCNeeds . getPrecis ionOfMeasurement ( ) ∗( lowerBound ) ,
this . qoCNeeds . g e tProbab i l i t yOfCor r e c tne s s ( ) ∗( lowerBound ) ) ;
int mesureS igna l i sa t ionRequete = 0 ;
while ( enumeration . hasMoreElements ( )&&!found ) {
key=enumeration . nextElement ( ) ;
ContextProv ide r In te r f ace targetedContextProv ider = (
ContextProv ide r In te r f ace ) key ;
QoCParameters qoCOffered = targetedContextProv ider . getContext ( ) .
qoCParams ;
this . me su r eS i gna l i s a t i onTota l e++;
mesureS igna l i sa t i onRequete++;
i f ( qoCOffered . ge tFreshnes s ( )<qoCNeedsLowerBound . ge tFreshnes s ( )
| | qoCOffered . getPrecis ionOfMeasurement ( )<qoCNeedsLowerBound .
getPrecis ionOfMeasurement ( )
| | qoCOffered . g e tProbab i l i t yOfCor r e c tne s s ( )<qoCNeedsLowerBound .
ge tProbab i l i t yOfCor r e c tne s s ( ) ) {
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// l ’ o f f r e e s t i n f e r i e u r e aux beso in
// s i c ’ e s t l a me i l l e u r e o f f r e jusqu ’ a pre sen t on l ’ e n r e g i s t r e
i f ( bestProviderQoCParams == null ) {
bestProviderFound = targetedContextProv ider ;
bestProviderQoCParams = qoCOffered ;
}
i f ( qoCOffered . ge tFreshnes s ( )<bestProviderQoCParams . ge tFreshnes s ( )
| | qoCOffered . getPrecis ionOfMeasurement ( )<
bestProviderQoCParams . getPrecis ionOfMeasurement ( )
| | qoCOffered . g e tProbab i l i t yOfCor r e c tne s s ( )<
bestProviderQoCParams . g e tProbab i l i t yOfCor r e c tne s s ( ) ) {
// o f f r e e t ud i e e i n f e r i e u r e a l ’ o f f r e e n r e g i s t r e e
}
else {
bestProviderFound = targetedContextProv ider ;
bestProviderQoCParams = qoCOffered ;
}
}
else {
matchingProvider = targetedContextProv ider ;
bestProviderQoCParams = qoCOffered ;
found = true ;
}
}
i f ( ! found ) {
matchingProvider = bestProviderFound ;
}
i f ( bestProviderFound !=null ) {
this . currentContextProv ider = matchingProvider ;
this . myContext = currentContextProv ider . getContext ( ) ;
}
else {
System . out . p r i n t l n ( ”aucun f o u r n i s s e u r n ’ o f f r e une q u a l i t e s u f f i s a n t e ”
) ;
}
System . out . p r i n t l n ( ”COMPTEUR = ”+mesureS igna l i sa t i onRequete+” − ”+ this .
me su r eS i gna l i s a t i onTota l e ) ;
this . memoryUsage ( ) ;
}
synchronized public void r e g i s t e r ( ContextProv ide r In te r f ace stubProvider )
throws RemoteException {
i f ( ! this . contextProv iderTable . containsKey ( stubProvider ) ) {
this . contextProv iderTable . put ( stubProvider , true ) ;
}
}
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public stat ic void main ( St r ing [ ] a rgs ) {
ContextConsumer myCC = new ContextConsumer ( I n t e g e r . decode ( args [ 0 ] ) .
intValue ( ) ) ;
myCC. setQoCNeeds ( 9 5 . 0 , 95 . 0 , 9 5 . 0 ) ;
myCC. requestForContext ( ) ;
}
}
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Annexe E
Classe - SimulateurDeQdC.java
public class SimulateurDeQdC {
Random genera to r ;
public SimulateurDeQdC ( ) {
Random seed = new Random( ) ;
int in tSeed = seed . next Int ( ) ;
System . out . p r i n t l n ( ”seed ”+intSeed ) ;
this . g ene ra to r = new Random( intSeed ) ;
}
private void mesurementDataFileLoading ( int f i l e N b ) {
St r ing f i l ename = ”. / mesurements/mesurements ”+f i l e N b ;
F i l e f i l e = new F i l e ( f i l ename ) ;
FileOutputStream f o s = null ;
PrintStream ps ;
double tendanceFresh = this . g enera to r . nextDouble ( ) ∗100 ;
double tendancePrec i = this . g enera to r . nextDouble ( ) ∗100 ;
double tendanceProba = this . g enera to r . nextDouble ( ) ∗100 ;
try {
f o s = new FileOutputStream ( f i l e ) ;
ps = new PrintStream ( f o s ) ;
S t r ing out = ”” ;
for ( int i =1; i <=100; i++){
double ampl i tudeVar iat ion = this . g enera to r . nextDouble ( ) ∗10 ; //
ampl i tude des v a r i a t i on (nombre a l e a t o i r e en t re 0 e t 10)
double va r i a t i onFre sh = this . g enera to r . nextDouble ( ) ∗2 .5∗
ampl i tudeVar iat ion ; // va r i a t i on de l a f r a i c h eu r (nombre
a l e a t o i r e en t re 0 e t 25)
double v a r i a t i o n P r e c i = this . g enera to r . nextDouble ( ) ∗2 .5∗
ampl i tudeVar iat ion ; // va r i a t i on de l a p r e c i s i on (nombre
a l e a t o i r e en t re 0 e t 25)
double var ia t ionProba = this . g enera to r . nextDouble ( ) ∗2 .5∗
ampl i tudeVar iat ion ; // va r i a t i on de l a p r o b a b i l i t e ( nombre
a l e a t o i r e en t re 0 e t 25)
double f r e s h = var i a t i onFre sh+tendanceFresh ;
double p r e c i = v a r i a t i o n P r e c i+tendancePrec i ;
double proba = var ia t ionProba+tendanceProba ;
i f ( f r e sh >100.0) f r e s h = 1 0 0 . 0 ; else i f ( f r e sh< 0 . 0 ) f r e s h = 0 . 0 ;
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i f ( prec i >100.0) p r e c i = 1 0 0 . 0 ; else i f ( prec i< 0 . 0 ) p r e c i = 0 . 0 ;
i f ( proba >100.0) proba = 1 0 0 . 0 ; else i f ( proba< 0 . 0 ) proba = 0 . 0 ;
S t r ing freshData = Double . t oS t r i ng ( f r e s h ) ;
S t r ing prec iData = Double . t oS t r i ng ( p r e c i ) ;
S t r ing probaData = Double . t oS t r i ng ( proba ) ;
S t r ing data =” i n f o ”+f i l e N b+”−”+i ;
out = freshData+” , ”+prec iData+” , ”+probaData+” , ”+data ;
ps . p r i n t l n ( out ) ;
}
ps . c l o s e ( ) ;
f o s . c l o s e ( ) ;
} catch ( IOException e ) {
System . e r r . p r i n t l n ( ”Error wr i t i ng to f i l e ”) ;
}
}
public stat ic void main ( St r ing args [ ] ) {
SimulateurDeQdC sdc = new SimulateurDeQdC ( ) ;
int i ;
for ( i = 1 ; i< I n t e g e r . decode ( args [ 0 ] ) . intValue ( ) ; i++){
sdc . mesurementDataFileLoading ( i ) ;
}
}
}
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Annexe F
Exemple de releve´s simule´s
97.28209735335113, 69.29083948151487, 83.41130759322671, info5-1
95.84677372586864, 70.03582770859046, 76.16217682516319, info5-2
96.84757092187793, 72.0595593823123, 77.11290864988827, info5-3
98.69685892748792, 79.61772679866688, 72.68643163682479, info5-4
94.12088922441876, 62.759701926066, 72.24685459242178, info5-5
98.80407741110338, 76.10551835535394, 73.04338287919482, info5-6
100.0, 80.84371065411712, 73.99975136147849, info5-7
97.52959737272992, 70.77805808394098, 83.84306520127703, info5-8
92.78110443186256, 61.079082131842284, 72.88284398066291, info5-9
...
98.37099504717663, 61.613485020647985, 79.23059770572127, info5-98
100.0, 69.17144048508965, 93.87982667584465, info5-99
95.97651211708057, 65.73910034309108, 72.70544716879601, info5-100
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Annexe G
Exemple de re´sultat pour le QoCACC
Le Consomateur #1 est en route IP: 127.0.0.1 port: 5101
Besoins : Fresh: 95.0, Prec: 95.0, Prob:95.0
start
COMPTEUR = 100 - 100
Memoire utilisee : 22432800 Octets = 21907 Ko = 21 Mo
COMPTEUR = 421 - 521
Memoire utilisee : 18815584 Octets = 18374 Ko = 17 Mo
COMPTEUR = 308 - 829
Memoire utilisee : 22921680 Octets = 22384 Ko = 21 Mo
COMPTEUR = 100 - 929
Memoire utilisee : 24329336 Octets = 23759 Ko = 23 Mo
COMPTEUR = 130 - 1059
Memoire utilisee : 26123896 Octets = 25511 Ko = 24 Mo
COMPTEUR = 127 - 1186
Memoire utilisee : 27788576 Octets = 27137 Ko = 26 Mo
COMPTEUR = 100 - 1286
Memoire utilisee : 14891104 Octets = 14542 Ko = 14 Mo
...
COMPTEUR = 100 - 8642
Memoire utilisee : 17880384 Octets = 17461 Ko = 17 Mo
COMPTEUR = 127 - 8769
Memoire utilisee : 19798312 Octets = 19334 Ko = 18 Mo
fin du cycle (50 iterations)
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Annexe H
Exemple de re´sultat pour le QoCB
Le Consomateur #1 est en route IP: 127.0.0.1 port: 5101
Besoins : Fresh: 95.0, Prec: 95.0, Prob:95.0
start
COMPTEUR = 3 - 3
Memoire utilisee : 3891040 Octets = 3799 Ko = 3 Mo
COMPTEUR = 2 - 5
Memoire utilisee : 3891040 Octets = 3799 Ko = 3 Mo
COMPTEUR = 2 - 7
Memoire utilisee : 3891040 Octets = 3799 Ko = 3 Mo
COMPTEUR = 2 - 9
Memoire utilisee : 3891040 Octets = 3799 Ko = 3 Mo
COMPTEUR = 2 - 11
Memoire utilisee : 3891040 Octets = 3799 Ko = 3 Mo
COMPTEUR = 2 - 13
Memoire utilisee : 3891040 Octets = 3799 Ko = 3 Mo
COMPTEUR = 2 - 15
Memoire utilisee : 3891040 Octets = 3799 Ko = 3 Mo
...
COMPTEUR = 2 - 99
Memoire utilisee : 4875328 Octets = 4761 Ko = 4 Mo
COMPTEUR = 2 - 101
Memoire utilisee : 4875328 Octets = 4761 Ko = 4 Mo
fin du cycle (50 iterations)
