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Resumen 
 
La evolución de la telefonía móvil ha permitido la aparición de los llamados 
“teléfonos inteligentes”. Dichos terminales son un ejemplo de cómo la 
tecnología avanza permitiéndonos disponer de  gran capacidad de 
almacenamiento, cámara de fotos y vídeo, conexión a internet o  señalización 
mediante GPS entre otras características. 
 
Con estas características al alcance de la mano aparecen nuevas posibilidades 
de creación. Para ello la mayoría de plataformas actuales disponen de 
plataformas para la descarga de aplicaciones. 
 
En este proyecto trabajaremos sobre una de esas aplicaciones ofertadas, en 
concreto Layar. Diseñaremos un servidor que nos permita añadir puntos 
geolocalizados con información adicional proporcionada por el usuario. 
 
Siguiendo el concepto de la aplicación Layar, uniremos los puntos añadidos por 
el usuario en una capa que podremos visualizar de diversos modos como una 
lista con los puntos de información, unos puntos repartidos en un mapa o una 
superposición de información digital sobre la imagen real captada por el visor 
de la cámara. 
 
Este último concepto se llama Realidad Aumentada, y supone una tecnología 
reciente sobre la cual se puede evolucionar para ofrecer aplicaciones múltiples 
que a través de las tiendas virtuales tienen un enorme mercado de forma muy 
sencilla. 
 
Este proyecto aúna recursos existentes y desarrollo propio para que cada 
usuario pueda agrupar generar de forma totalmente independiente su propio 
conjunto de puntos de interés y lo pueda llevar fácilmente en su bolsillo. 
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Overview 
 
 
 
Mobile phone development has made Smartphones possible. These 
terminals are a clear example of how technology develops, allowing the 
user to enjoy of great storage capacity, camera, Internet connection or 
GPS signal, amongst other features. 
 
Having all these new features at hand, new creation possibilities become 
available and this is why most of current platforms support application 
downloading. 
 
This Project will deal with one of these available applications: Layar. 
We will create a server that will allow us to add geolocalized places with 
additional information provided by the user. 
 
Following Layar concept, we will link these user added places in a layer 
that can be viewed by different means, such as a list with all information 
points, spread points in a map or an overlap of digital information on an 
actual, real image taken by the camera viewer. 
 
This last concept is known as Augmented Reality and it is a quite recent 
technology that allows to develop multiple applications to be offered on 
virtual stores, which actually is their main market, in an easy way. 
 
This Project joins both existing resources and my own developments in 
order to allow users to create and group their own Points of Interest in a 
totally independent manner and, of course, carry them in their pocket. 
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INTRODUCTION 
 
During the last years Europe is living a hard economical situation. In this 
context, it is difficult to find an area that is growing in market volume, but the 
figures of the mobile apps are incredible: more than 6 billion applications 
downloaded in Google Play (Android Market) and more than 500.000 apps 
approved in App Store. These values encourage developers to create new apps 
and bring fresh ideas. 
 
Moreover, hardware developers have increasingly improved devices up to the 
point that now they are closer to a personal computer than a classical phone. 
This allows to implement new ideas creating new applications. One of these 
ideas is the Augmented Reality, that mixes reality with information creating a 
new “improved reality” in our camera visor.  
 
In the different Application stores there are a lot of applications to manage the 
Augmented Reality. These applications provide a defined structure to the 
developer in order to create his own service. One of the most popular is Layar. 
Layar is available on iPhone and Android and structures the information in 
superposed layers. 
 
In general, the information used to create the Augmented Reality is previously 
stored by the developer. This project aims to develop a user made layer that 
can be modified dynamically to add information. Also, another important 
functionality is to provide the user with the possibility to view all the summarized 
information that he has added. 
 
The structure of this master thesis starts with a brief description of the project, 
explaining the main concepts and taking a look to Layar application and its 
capabilities. 
 
The second chapter explains the possible functions of the application and what 
is offered to the user. 
 
The next chapter talks about the platform architecture taking into account all the 
involved components. This chapter also shows the defined transitions to the 
different functionalities. 
 
The fourth chapter describes the implementation of the concepts talking about 
the different technologies or tools applied to provide the solution to each 
trouble. 
 
In the fifth chapter, this thesis presents the work planning, giving a detailed 
description of all the tasks to do (not only the technical ones), a schedule and 
finally an estimated cost of this process. 
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Finally, the extracted conclusions of the project are commented. These 
conclusions include a technical section to talk about the implementation of the 
application and the different technologies applied, the estimated environmental 
impact that may result of the application of this project, the future 
implementations and personal conclusions too. 
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CHAPTER 1. Project description 
 
The aim of this project is to create a service that allows the user to manage 
geolocated information through Layar mobile application. This main goal will be 
achieved by completing three different functionalites. The first one is to provide 
the user with the capability to add and remove POIs in the specified layer. The 
second one is to be able to link information to these POIs, such as text or 
images. And finally, the third objective is to create a summarized view of all the 
information stored in the layer that can also be filtered by different parameters, 
such as dates or creator. 
 
These functional objectives are expected to have an impact on the app 
popularity, which leads us to establish a secondary goal: a certain level of 
acceptance among the users. We will assess this by conducting some surveys 
on Beta phase of the app, where participants can evaluate all pros and cons of 
the app, helping us to make some conclusions and consider different 
improvements for the app. 
 
Layar application uses some smartphone features, like GPS position and 
orientation obtained by accelerometers to offer Augmented Reality. In this 
section these main concepts will be explained.  
 
1.1. Main Concepts 
 
1.1.1. Augmented Reality 
 
The first time that the Augmented Reality appeared was in 1992, when Tom 
Caudell created the first prototype, KARMA, so it is a pretty young technology. 
 
Augmented Reality has become a trendy technology in mobile phones or other 
portable devices and it has a lot of definitions. One of the most accepted is 
given by R.T. Azuma and says that “Augmented Reality (AR) is a variation of 
Virtual Environments (VE), or Virtual Reality as it is more commonly called. VE 
technologies completely immerse a user inside a synthetic environment. While 
immersed, the user cannot see the real world around him. In contrast, AR 
allows the user to see the real world, with virtual objects superimposed upon or 
composited with the real world.” 
 
This concept can be applied in very different fields such art, entertainment or 
medicine and can be implemented in different ways too.  
 
However, the main issue of the AR is to know when and where digital 
information should be added to the real world. There are different ways to 
achieve it: using markers, GPS position and orientation and object recognizing. 
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1.1.1.1. AR by markers 
 
A marker is an image or a pattern that will be substituted by a virtual object in 
the AR application. This technology provides the user with possibility of placing 
a virtual object in a very accurate position. On the other hand, if this marker has 
been deteriorated or partially hidden, the software will not be able to recognize it 
and hence will no construct the virtual object. 
 
This technology is used in the Invizimals PSP videogame with pretty good 
results.  
 
Figure 1 - Invizimals using AR by markers 
 
1.1.1.2. Object recognizing AR 
 
The evolution of the AR based on markers is to use any object as a marker. In 
this case the software must evaluate the objects included in the screen and add 
different virtual objects if necessary. 
 
This technique has the same cons as the marker one, but it does not need any 
additional physical component to work properly. This is possible because the 
current devices have more computational power, but the application may run 
slower in less powerful devices. 
 
An example of this technique could be an application that shows extra 
information, such as author or creation date, when a museum painting is on the 
screen. 
1.1.1.3. Geoposition based AR 
 
The current devices have GPS receptor and accelerometers that can determine 
the position of the user and the orientation of the terminal. With this information, 
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the application can place virtual objects in the real world. To implement this 
technique, the application only needs a database with all the virtual objects.  
 
The main weakness of this technique is the fact that the GPS position does not 
work in covered locations, and has lower accuracy than the marker’s option. In 
order to improve this accuracy issue, the definition of geoposition gives us the 
possibility of emphasize the context, as V. Paelke, T. Dahinden, D. Eggert and 
J. Mondzech explain in their paper.  
 
The main idea is to apply filters in order to obtain a wider range where the user 
is considered to be at the same position, avoiding the blurring in the app. The 
information of the filters depends in the context of the user action. Hence, if the 
user is driving a car, the position must be related to a street, as the terminal in 
the roof of a building would be useless. 
 
One of the applications that uses this technique is Layar, and  more information 
will be provided in the following chapters. 
 
1.1.2. Layar 
 
Layar is one of the main concepts of this project and it is important to know the 
possibilities that this application offers and how it works. 
1.1.2.1. What is Layar? 
 
In his own Web page, Layar is defined as: “an industry-leading company at the 
forefront of the rapidly emerging medium of augmented reality (AR). AR is a 
way viewing digital information which has been superimposed – or augmented – 
onto a live view of the physical, real-world environment around you.” 
 
Layar, as an enterprise offers three utilities: Layar App, Layar Creator and Layar 
Platform. The Layar Creator is used to add digital content to static print and it is 
has not been used in this project. 
1.1.2.2. The Layar App 
 
Layar App is an iPhone and Android available application that uses GPS 
position, Internet connection and compass to overlay a virtual layer with extra 
digital information. All the individual points of the layer are called Point Of 
Interest or POI.  
 
In general, Layar can be understood as a content manager that searches the 
POIs of a layer and shows the results depending on the user position. It shows 
the results in two different ways: a 2D map or using the device camera visor. 
Only the second one that can be called AR, as it merges real and virtual 
information like in Figure 2 
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Figure 2 - Layar App interface example. 
 
All the POIs have some extra information that can be consulted when the user 
taps the point. The Layar App adds a new concept, called POI action, that can 
be used to launch different process in the terminal, such as making a call or 
opening a web page.  
 
These are only a few functionalities existing in the Layar app and some new 
possibilities will be explained in the upcoming chapters. 
1.1.2.3. The Layar Platform 
 
The Layar Platform allows developers to create and publish layers. This web 
interface configures parameters such as the access point of the content server, 
the icon of the layer, the pricing or dynamism degree of the content. 
 
It also includes a lot of information, tutorials and a very useful Layer test tool. 
The test tool is a webpage (Figure 3) that allows the developers to simulate 
different user positions and evaluate the loaded POIs and some of the actions 
associated to them.  
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Figure 3 - Layer test tool map 
 
Another useful utility of the test tool is the console, that shows the requested 
URL, parses the results and informs the developer in case that any error is 
found.  
 
 
Figure 4 - layer test tool console and Poi List 
Finally, the Layar Platform also has a developer forum where solution to 
common errors can be found, as well as suggestions about new features to be 
implemented in following versions of the different Layar utilities. 
 
Technical Architecture  9 
 
 
CHAPTER 2. Functional Specification 
 
As stated before, the aim of this project is to create an application that allows 
the users to create a layer of POIs dynamically. This chapter details the 
different functionalities included in this project. 
2.1. Functionalities 
 
In order to explain the features and its functionalities, let’s imagine that this 
dynamical user layer is created in a journey made by Alice. 
2.1.1. Login 
 
Alice is an Android user that has just started a trip and remembers that her 
friend Bob talked to her about Layar and the possibility to create her own AR 
layer. She then downloads the Layar App from the Play Store, as she wants to 
try it. 
 
In the first version, this project does not include a social component and only 
the POIs added by the current user are shown, which means that the POIs 
viewed trough Layar must be somehow controlled by the developer. 
 
As explained before, in order to show the different POIs the Layar mobile 
application will be used, and Layar includes a unique device identifier, called 
“userID”, that will be used to differentiate users. 
 
2.1.2. Adding a POI 
 
When Alice arrives to the hotel she wants to start setting her layer. She takes a 
photo of the reception hall and uploads it to Layar. She also wants to add a 
short text explaining that she is tired.  
 
Hours later, she goes for a walk and finds a beautiful cake shop. She then eats 
a delicious cupcake. When she leaves the cake shop, she decides that she 
wants to remember that moment and uploads a few lines talking about it. 
 
This example shows that there are two types of Points of interest in our layers: 
the photo POIs and the text ones. As it will be explained in following chapters, 
these can be uploaded by a web form through the Layar Application  
2.1.3. Viewing a POI 
 
It is getting late and Alice wants to go back to the hotel, but she does not 
remember where the hotel is. She opens the Layar app in her mobile phone and 
starts turning around until she can see the POI added in the hotel door. The POI 
extra information shows that it is just 700 meters away, and she decides to 
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change to the map view to find the shortest way to get back and rest until 
tomorrow. 
 
As it is explained in the previous chapter, Layar mobile app manages two 
different POI views. One of them uses Augmented Reality and shows the 
information mixed with reality, and the second one shows a 2D map. 
 
2.1.4. Deleting a POI 
 
One night when Alice is revising her day, she finds a POI that no longer has 
interest for her. She wants to delete this POI and one of the actions provides 
this option to her, one click and the POI disappears. 
 
Users very often change their preferences, and it is important to provide them 
with the possibility of changing the information that they have stored. These 
POIs will be deleted and no more information remains in the server. 
2.1.5. Viewing a summary 
 
Few days later, when Alice gets back home, she wants to explain Bob all she 
did. To do that she opens her web browser and enters her mobile userID, 
selects the start and end dates and a map with all the POIs created and the 
photos and comments related is shown. 
 
The objective of this functionality is to provide the user with the option of 
consulting POIs selected by date. This option can be consulted in other 
platforms and future versions new views may be implemented. 
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CHAPTER 3.
 
This chapter explains the technical architecture 
taking a look at the different application
3.1 Client 
 
The client architecture can be div
as some functionalities can be used from both
only accessed by mobile terminal.
 
The mobile client of this application must be able to use Layar
POI manager. As explained 
and Android. The high fragmentation degree of A
to specify the minimum features 
properly. The rest of the requirements 
be summarized in Internet connection and geoposition system.
 
Regarding computer terminal
web browser and Internet connection 
3.1.1 Android 
 
Android has been selected as 
because it is the open operative system 
world, and the statistics foresee
the end of the 2012 will also be Android. The complete statistics is shown in 
Figure 5. 
 
Figure 5 - Smartphone sales estimate
 
Although Layar runs both on iOS an Android, this project will only be tested with 
an android device. Android is also a good option because applications that 
manage POIs as an alternative to Layar can be developed without any license 
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used as a based
s used. 
ided in mobile terminal and computer terminal
 devices, but some 
 
 
before, Layar mobile application is available for 
ndroid devices makes difficult 
required for an Android phone 
have been already commented and can 
 
, there are no significant requirements and only a 
are needed. 
the mobile operative system for
that counts with more 
 that around 50% of all the smartphones sold at 
 by operating system on Q2 of 2011
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 in this project 
, 
others can be 
Application as 
iOS 
to use Layar 
 this project 
of users in the 
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cost, which can be advantageous in case of needing a more specific POI 
manager. 
3.1.2 Layar Application 
 
According to Android Play Store, Layar is installed in
Android terminal mobiles, with a
these values with the main competitor, WIKITUDE
decreases to 10 thousand
 
In parallel to this project, other teams
to geolocation and AR using Layar
department as this project
Layar was selected for this implementation.
3.1.3 Web browser
 
The Summary functionality was added to this project to 
possibilities to access the POI dynamically created information
reason, the computer terminal access
make it as simple as possible.
 
PHP and Javascript technologies are used for this functionality and
supported by the current 
3.2 Server 
 
As it happens in the whole project,
open source based.  
 
XAMPP is a cross-platform web server solution stack pac
of the Apache HTTP server, MySQL, and PHP and PERL interpreters. This 
solution works in Windows (WAMPP), L
Mac OS (MAMPP). 
 
 
3.2.1 Apache HTTP
 
In 2009, the Apache HTTP Server became
100 million website milestone and 
performance” web servers. This high performance is possible because Apache 
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 more than 61
n average mark of 3.3 over 5. If we compare 
, the number of installations 
, but the average mark grows to 4. 
 are developing some applications oriented 
. Some of them are deployed in the same 
 and due to compatibility and integration 
 
 
 
 will be included, and this project tries to 
 
web browsers versions.  
 all the selected server applications 
kage consisting mainly 
inux (LAMPP), Solaris (SAMPP) and 
Figure 6 - XAMPP logo 
 Server 
 the first web server to surpass th
it has a similar performance
 
 thousand 
possibilities, 
provide more 
layer. For this 
 are widely 
are free 
 
e 
 to “high-
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provides a variety of MultiPr
architecture. 
 
MPM allows Apache to work in a hy
threads and provides a very high configuration degree to adapt the resources to 
the desired performance.
Figure 
3.2.2 MySQL 
 
MySQL is the most used open source relational database management system 
and runs as a server providing multi
Enterprise Server for the f
open source MySQL Community Server.
 
This open source version en
developer with a high number of tools to manage all the tables of the database
such MySQL Administrator or MySQL Query Browser or alse
options, such as phpMyAdmin.
 
 
3.2.3 PHP 
 
PHP is server-side scripting langua
Typically, PHP interpreter use
that will be used to show the web page. 
 
PHP can be used in other ways like command
interface aplications. In this project, the most important feature is
connection with relational database management system like MySQL
 
 
ocesing Modules or MPM instead of
brid configuration using processes
 
 
7 - Apache HTTP Server logo. 
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Figure 8 - MySQL logo. 
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On 2007, over 20 million I
and nowadays it is used on 75% of all web sites as server
language. 
 
 
3.2.4 Google Maps API
 
Some functionalities of this project 
a user friendly way. In June 2005
integrate Google Maps into t
 
Google Maps API seems a good solution because
Maps in an external website and provide
documentation about the use cases.
 
In June 2010, over 350.000 web sites use
developers’ Google documentation page have over 390.
per day. 
 
 
3.3 General diagram.
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Figure 9 - PHP logo. 
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heir websites as a free service. 
 it makes possible to embed 
s a high number of sample codes and 
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Figure 10 - Google maps logo. 
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Taking into account all the mentioned requirements, the general diagram of the 
final structure of the project could be as follows in Figure 11: 
 
 
 
 
 
Figure 11 - Entire system diagram 
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CHAPTER 4. Implementation 
 
Implementation is the tasks that took more hours in the project. This chapter 
explains the procedure followed to implement each functionality, divided in 
concept and screen flow, the database structure used and the work scenario.  
4.1 Work scenario 
 
In the preview chapter all the components are described but now it is the time to 
explain the implementation and test environment in detail. 
 
In the mobile client, the project needs to support Layar Application. In this case, 
the project already has an HTC Desire S phone that complies with this 
specification, as it counts with Android 2.3.5 (Gingerbread) with Layar 
application downloaded and installed from Google Play Store. 
 
4.2 Database structure 
 
After understanding and implementing the Layar tutorials, the database 
structure has been designed. The tutorials suggest a structure with some tables 
such as POI, POIAction, Transform, Icon, Object, Layer and LayerAction. Some 
of them are defined in the tutorials and are not important for this project, like 
Object or Icon, but some others are essential to the correct work of the 
application. 
 
The table where the new POIs are added is the POI Table. The primary Key of 
this table is the incremental integer field called Id. This field also joins other 
tables like Archivos and POIaction. The lat and lon columns store the necessary 
information to geolocate the POI.  
 
The varchar footnote, title and description columns store the user written 
information related to the POI that will be shown in the different views of the 
POI. The transformed column, that is related to Transform table is used to 
implement the POI position related to the user that will be explained in next 
sections. RelativePOI column indicates whether this POI is user position related 
or not. 
 
UserID field stores the user Id that uploads the POI and the fecha column 
stores a date timestamp used to filter the POIs in different views. Foto field can 
be 1 or 0 and indicates if this POI has a related photograph uploaded. 
 
As explained before each POI can have elements of POIAction joined. This 
table contains the poiID column, associated to the id field from POI table. The 
autoTrigger values can be used to execute this action automatically when the 
user is near to any position instead of requiring the user action. The label field 
will be shown at Layar graphical interface and the uri will be the destination of 
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the action. In this project the uri is an http link but it is not mandatory, as it can 
be a telephone number that the user can call automatically, for example. 
 
The method field indicates how the http link will add the parameters included in 
the params column. The showActivity column indicates if this action must be 
shown in the Layar GUI. 
 
The Archivos table is added specifically to this project and stores the binary files 
associated to the POIs using the same id that the POI table. 
 
Finally the Figure 12 shows the relational database model used in the Layar 
application. 
 
 
Figure 12 - Layar database structure. 
 
4.3 Layar Platform  
 
Layar Platform is used to configure the relationship between our XAMPP server 
and Layar mobile application.  
 
To acces to Layar platform, it is necessary to become a developer and go to 
www.layar.com. As said before, in Layar platform all users can find tutorials to 
develop a single layer, and the first step is to create a Layer that have a lot of 
parameters to configure it. 
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Figure 13 - General tab layer configuration 
 
The General tab (Figure 13Figure 13) shows the general information of the 
selected layer. The configurable parameters in this screen are Layer type, and 
enable Layar vision. 
The Layer type option refers to the possibility to include 3D models to mark 
POIs or to use 2D icons only. 
 
Layar Vision is a new feature that Layar presents as follows: “Layar Vision uses 
detection, tracking and computer vision techniques to augment objects in the 
physical world. We can tell which objects in the real world are augmented 
because the fingerprints of the object are preloaded into the application based 
upon the user’s layer selection. When a user aims their device at an object that 
matches the fingerprint, we can quickly return the associated AR experience”. 
 
A sample video can be viewed at: 
http://www.youtube.com/watch?feature=player_embedded&v=8KFjlpnMhmw. 
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Figure 14 - API endpoint tab. 
 
The Second tab is API endpoint (Figure 14). This tab establishes the URL 
where the Layar server is deployed. In our case, it is the XAMPP server. 
Actually, the URL must point to the page that will manage what POIs are 
sending, depending on some factors, as distance between the user and the POI 
or the user creator. 
 
 
Figure 15 - Listing & indexing tab. 
 
The Listing & indexing tab contains different sections. The first one (Figure 15) 
allows to upload an icon to the layer in different resolutions. These resolutions 
are used depending on the screen and the mobile terminal. This tab also allows 
to upload an screenshot of the layer that will be shown in the description Layar 
page. 
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Figure 16 - Listing & indexing tab (II). 
 
Under the icon and screenshot upload options, the user can modify the title, 
category, description and tags that will be used in description screen to explain 
what the application does.  
 
The tag values are used for the search layer option. Selecting properly the 
included tags makes easier to find the layer. 
 
 
 
Figure 17 - Listing & indexing tab (III) 
 
The last options contained in this tab (Figure 17) contains are the minimum API 
version, the POI indexing, the expiration date and the time to live.  
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The minimum API version defines which versions of the Layar App are 
supported by the created layer. Next to the API version, Layar explains what 
features are included in each version. 
 
The POI indexing is a feature that allows Layar to store the POI table results 
minimizing the number of calls to the server. In this case, this feature is not 
used because the main objective is to create a dynamical layer and the POI 
information will be changed with a high frequency.  
 
The expiration date and the time to live settings are related with to the POI 
indexing option, and modify the validity of the stored data, in a not valid after the 
expiration date and the time to refresh the POI table. 
 
 
Figure 18 - Look and feel tab. 
 
This tab controls the appearance of the application. The first part (Figure 18) 
can be used to define the different color of each part of the screen. In order to 
guide the user, Layar provides a link in the upper-right part of the screen 
explaining the relationship between the colors and the different configurable 
parameters. 
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Figure 19 - Look & Feel tab. 
 
There is another option to configure the appearance of the layer called Custom 
POI indicator Widgets (CIW).This option is not used in this project and if more 
detailed information is needed, Layar provides a detailed documentation.  
 
 
Figure 20 - Coverage tab. 
 
Next tab in the Layar configuration page is Coverage tab and lokks like Figure 
20. This tab defines where the application is available. This application is tested 
only in Spain and nowadays it is only available for this coverage, but this can be 
easily expanded to other countries by using the upper box whenever needed. 
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Figure 21 - Filters tab. 
 
Layar allows to set several distance filters. These filters are used to control the 
number of POIs that will be displayed in the mobile screen. This configuration 
can be modified by the user by a slider. The parameter of this slider can be 
changed in this screen.  
 
 
 
Figure 22 - Permision tab. 
 
The permission tab (Figure 22) is useful to manage the developing phase. This 
tab defines the publisher name and the publisher email. It also includes an 
option to add viewers to the Layar. These viewers can be used as betatesters 
and help in the development phase of the project. 
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Figure 23 - Additional settings tab. 
 
Finally, the Layar platform provides some other settings divided in two groups. 
The first checkbox controls whether a “take me here” option is visible in the POI 
actions. In this case, a true value has been selected because it is a plus value 
for the user. 
 
The second group of options requires a new access point and allows the 
developing team to add session parameters, such as authentication. 
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Figure 24 - Stats & error reporting. 
 
 
The Layar platform also provides a management option including contact data 
or a Stats & Error reporting to control the availability of the application. 
 
4.4 Adding a POI 
 
Now it is time to explain the different functionalities of the project. The first one 
is how to add a POI.  
 
To implement this feature, the project uses the relative POI position concept. 
This relative position places a POI always at the same distance and orientation 
to the user. In past chapters, the project assumes that Layar works with 
geopositoned POIs, but in this case, the latitude and longitude values of the POI 
are not stored. 
 
Instead of this, the main access point of the application changes the stored 
parameters by the processed user latitude and longitude using the transform 
table shown before. With this action, Layar Application shows a POI located 
near to the user when refreshing the information. 
 
The aim of this functionality is to provide the user with an easy way to insert 
information. One simple way to achieve this, is linking a “POI action” Layar 
concept that calls a PHP form with the Latitude, Longitude and userId 
parameters in a user transparent way to this relative POI. 
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This form also includes different text boxes that the user can modify to include a 
description, text or title associated to the POI. 
 
The interface defined for the PHP script for this feature as follows: 
 
Parameter Description Values 
lat User latitude  GPS pos 
lon User longitude GPS pos 
userId Unique user identifier Provided by Layar 
Title Title of the POI User written 
footnote Little footnote User written 
Description Description of the POI User written 
Table 1 - Adding a POI input interface.  
This script does not have return to the Layar Application, only shows a web 
page that informs the user about the POI insertion execution. 
 
4.4.1 Screen flow 
 
The developing phase screen flow is shown in the screenshot below. The user 
must tap the relative POI to view the different POI actions and select the “Añadir 
POI” option. This action shows a form with textbox options to complete the 
information. 
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Figure 25 - Relative POI actions screenshot 
  
 
 
 
 
Figure 26 - Adding a POI 
formscreenshot 
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Figure 27 - Confirmation screenshot 
 
4.5 Adding a photo POI 
 
Another similar feature is adding a photo type POI. The procedure is the same 
as the one explained in the previous section, adding a different treatment in the 
PHP form.  
 
In this case, it is necessary to add a file selector to provide the user with the 
possibility to choose the picture to upload. In addition to this form, the PHP 
script must parse and store the image file in the database. The process also 
changes control parameter to distinguish which POI entry contains an 
associated image and which one does not. 
 
The interface used in this functionality is very similar to the previous one. The 
only difference is that now there is a new field with the binary data of the picture 
selected. 
 
Parameter Description Values 
lat User latitude  GPS pos 
lon User longitude GPS pos 
userId Unique user identifier Provided by Layar 
Title Title of the POI User written 
footnote Little footnote User written 
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Description Description of the POI User written 
File Binary photography data Provided by the user 
Table 2 - Adding a photo POI input interface. 
 
 
 
4.5.1 Screen flow 
 
Figure 29 - 2D relative position screenshot Figure 28 - Add photo Poi form screenshot 
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Figure 30 - File selector screenshot 
 
4.6 Viewing POIs 
 
The viewing POIs functionality was the first one tested, because it is necessary 
to view the relative POI in order to add a new POI. The main complexity of this 
functionality is in the terminal phone and it is controlled by Layar Application.  
 
The access point of the server receives the Latitude, Longitude, userId and 
maximum distance parameters from the mobile terminal and uses them to make 
an SQL query to the database that returns the POIs placed nearer than 
maximum distance to the defined user latitude and longitude that have the 
same userId. 
 
This query also includes the POI actions associated to each POI, and a process 
that distinguishes the POIs on static or relative POIs. 
 
The inputs for this service are defined in the following input interface: 
 
Parameter Description Values 
lat User latitude  GPS position 
lon User longitude GPS position 
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userId Unique user identifier Provided by Layar 
radius  Maximum distance to show 
POIs  
Float distance in meters 
LayerId  Layer identifier Alphanumeric 
parameter. 
Table 3 - Viewing POIs input interface. 
In this case, the page must return an array of POIs with their associated POI 
actions. 
 
Parameter Description Values 
lat POI latitude  Anchor position 
lon POI longitude Anchor position 
Id Unique POI identifier Incremental integer 
title  Title of the POI text 
description  POI description text 
footnote POI footnote text 
actions Actions of the POI Raw array 
iconId Icon identifier. Raw data 
Table 4 - Viewing POIs output interface. 
 
4.6.1 Screen flow 
 
 
Figure 31 - Viewing photo sccreenshot 
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4.7 Deleting a POI 
 
In order to delete a POI, a POI action is should be associated to it in the insert 
query. This POI Action points to a PHP page that deletes the references to the 
specified POI. The user can delete it only by tapping the action associated to 
the POI. 
 
The interface designed for this functionality is as simple as an identifier that 
establishes the relationship between the different tables. 
 
Parameter Description Values 
Id Unique POI identifier. Integer 
Table 5 - Deleting POIs input interface. 
The PHP page only returns a visual message explaining whether the delete 
action has been properly performed or not. 
 
4.7.1 Screen flow 
 
 
Figure 32 - Deleting POI process screenshots 
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Figure 33 - Deleting POI result screenshot 
4.8 Viewing summary 
 
The last feature is the viewing summary one. This feature needs different 
parameters provided by the user and can be used from different platforms. 
 
On previous chapters the use of Layar userId is explained, and this parameter 
is important in this feature to divide all the POIs created by different users. 
 
Other filter parameter is the creation date. The user can specify a starting and 
ending date to export the data that would be shown in the summary view. 
 
In this first version, only two views are available. The first one is a list with all 
the POIs comprised between the selected data and the second one is a map 
with distributed points that contains information shown after a click action. 
 
In general, the input interface can be defined as: 
 
Parameter Description Values 
userId User unique identifier. Alphanumeric value. 
startData Date inserted by form Date 
endData Date inserted by form Date 
Table 6 - Viewing summary input interface 
The output of this functionality is a web page that shows to the user the 
specified features. 
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4.8.1 Screen flow 
 
 
Figure 34 - Date selection form 
 
 
Figure 35 - Calendar input date screen. 
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Figure 36 - Map summary view without POI detailed info. 
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Figure 37 - Map summary view with POI detailed info. 
 
 
 
Figure 38 - Mobile summary view screenshots 
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CHAPTER 5. Work Planning 
 
This chapter shows the different tasks performed during the project. These 
tasks include both a previous study and documentation, and the implementation 
of the application. The tasks their time estimation have been calculated at the 
beginning of the project and a 10% margin will be added to cover any possible 
deviation. 
 
5.1 Tasks 
 
The table below shows the previous analysis of the tasks and their estimated 
cost in hours. 
 
Description Type Time (h) 
Initial study and objective definition Previous study 30 
Study of Layar platform  Previous study 20 
Study of Layar mobile application Previous study 5 
Study of Google Maps API Previous study 20 
Study of XAMPP (existing previous experience) Previous study 1 
Installation of the test environment Implementation 5 
Test environment testing Test  2 
Design screen flows for functionalities Design 2 
Tutorials and Layar functionalities Implementation 35 
Database structure design Design 10 
Adding POI implementation Implementation 35 
Adding POI individual testing Test 3 
Adding POI actions implementation Implementation  50 
Adding POI actions individual testing Test  10 
Removing POI implementation Implementation 10 
Removing POI individual testing Test 2 
Summary view implementation Implementation  60 
Summary view individual testing Test  10 
Publishing content Implementation 15 
Graphical design Design  5 
Graphical implementation Implementation 10 
Graphical test Test  5 
Global tests Test 20 
Thesis document Reporting 100 
Table 7 - Estimated tasks and cost in hours 
The total amount of hours is 465, which is close to the PFC recommendation of 
450 hours.  
 
These same data has been represented in a chart divided by type of tasks in 
order to provide visual information. 
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Figure 39 - Estimated time by type of tasks chart 
 
As shown in Figure 39, almost 50% of the time has been spent in the 
implementation tasks. 
 
This time estimate chart shows that only a 4% of total time has been spent on 
design part. This is a very low percentage. These tasks have been simplified by 
the fact that the structures and parameters used with Layar are clearly defined. 
However, at the end of the project, became clear that more should had been 
spent in design tasks in order to prevent later corrections and issues. 
5.2 Time Planning 
 
The time assigned to this project will be spent by one developer only. This 
circumstance forces to design a sequential planning. The total amount of hours 
dedicated to the project is the one recommended by the by the UPC. 
 
The first tasks must correspond to the previous study in order to evaluate the 
state of art, select the different technologies to be used and divide the whole 
project into smaller tasks. 
 
Once the tasks have been identified, and all the previous study has been 
performed is time to design how the different functionalities will work and what 
structures will be used in the implementation. 
 
Taking into account the design phase results, a little loop of implementation and 
test tasks will be the next step. These loops are separated conceptually by 
functionalities but in fact some code or idea could probably be re-used. 
 
Finally, when all the functionalities have been tested and work properly, it is 
time to proceed with the final implementation. At this stage all functionalities 
should be merged in order to test them and publish the final application. 
  
16%
4%
47%
11%
22%
Prevoius study
Design
Implementation
Test
Report
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The report task is not included on this planning because it is performed in 
parallel. It is useful to take some time to report the different tasks and think 
twice about the different possibilities. 
5.3 Cost Estimation 
 
The estimated cost of the project can be calculated as the price of an engineer 
in teaching practices multiplied by the dedication time plus the price of the tools, 
licenses and material used. 
 
In previous chapters, it has been mentioned that this project is not the only one 
that uses Layar, which means that all the necessary physical architecture to 
maintain this project is working, and no additional cost of tools must be 
calculated. In addition to this, all the development and testing tools have free 
licenses that don not increase the price of the project. 
 
The only possible material needed for this project is a mobile terminal that 
supports Layar. In this case, the mobile testing operations are done with an 
HTC Desiree S, with an estimated cost of EUR 350. 
 
The estimated hours to develop this project is 465, and the rate per hour 
corresponding to and engineer on teaching practices is, according to the UPC 
agreement, EUR 8 per hour. 
 
Applying the parameters above, the total cost of this project can be estimated 
as: 
Human effort: 465 hour x EUR 8per hour = EUR 3720. 
Material: EUR 350  
Total project cost: EUR 4070. 
 
 
5.4 Competitors 
 
There are several similar applications available in the market that could have 
been be used as an alternative to Layar. Some of the most known applications 
have been evaluated and a study is presented below to support our proposal. 
5.4.1 Instagram 
 
Social networks are continuously growing, both in terms of volume and number, 
and they are expanding in several areas. Instagram is one of the most popular 
apps used to share images. 
 
Instagram was born as an iOS application on 6 October 2010 and it became 
available also for Android, on 2012. Its volume had grown up to 27 million users 
before April, when Facebook bought it.  
  
Although Instagram quick success is mainly due to the use of filters, to be 
applied to the images, several functionalities have been also included. 
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One of these functionalities, the photography map, is very similar to the 
summaries included in this project. Instagram geolocates the photos if 
requested by the user and then it allows to view a map with the images from the 
location where they were took. Instagram is clearly focused on image sharing 
and our strength here is that our application can also share POIs. This is 
important because a POI can include more information, such as text, photo or 
even a quick acces to the navigator. Moreover our application uses AR 
providing it a more attractive look and feel. 
 
5.4.2 Ingress 
 
One of the applications that is causing a stir in Augmented Reality field is 
Ingress, from Google. It is a game for mobile terminals that is in Beta phase 
right now.  
 
Ingress is a team game consisting on using user geolocalization to achieve 
goals only visible through Augmented Reality. 
 
This is an application quite away from our project, but taking into account the 
importance of the videogames market and the great drive of Google 
innovations, this can be the Augmented Reality take off. 
 
However, there are also some other game alternatives based on geolocalization 
and Augmented Reality, such as Zombie, RUN!. But a game using AR is 
nothing new. Our application uses AR as something that gives an added value 
to sharing information functionality, going beyond the fun and making it usefull 
for daily situations. 
5.4.3 Panoramio 
 
Panoramio was released on 2005 and contained more than 5 million photos at 
the end of 2007. After being bought by Google on 2007, it has exceeded the 
figure of 71.800.000 photos.  
 
Panoramio was created based on the idea of creating a net to share 
georeferenced images in order to allow the users to view remote places. This 
means that Panoramio has a social concept that rewards the number of views 
of the images. 
 
There are several ways of viewing and uploading pictures in Panoramio net. In 
this case, there is a functionality that allows to view the images from a Layar 
application layer for free and in Augmented Reality. 
 
The first difference between Panoramio layers and our proposal is visually 
evident. Panoramio, when using Augmented Reality, shows all points of interest 
with the published images. Although this can be an attractive view at first, it can 
become very noisy when the number of pictures increases, making difficult to 
find the desired image. 
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Another main difference id that Panoramio cannot publish edit pictures from 
Layar layer, which means that it needs another supportive application to 
manage new additions. 
 
5.4.4 OpenLayers 
 
OpenLayers is a library that allows to view maps via Web. It is an API javascript 
with objects that permits to manage all kind of layers (kml, geoJSON, wms, etc.) 
and work with events by clicking on the map. 
 
It was initially developed by MetaCarta in June 2009 but from November 2007 it 
is part of the Open Source Geospatial Foundation projects. The collaborators 
community performs development and support nowadays. 
 
OpenLayers allows to work with maps in a developer level, while our project 
tries to offer a more functional interface, user-oriented. Moreover, OpenLayers 
does not have its own interface to manage these maps from mobile terminals, 
nor with nor without Augmented Reality. 
 
5.4.5 Wikitude myWorld 
 
Wikitude myWorld is, without a doubt, the most similar application to the 
functionalities described in this Project. Wikitude is a freeware mobile 
application created in 2008 by Wiitude GmbH. 
 
Wikitude, from myWorld, uses the Facebook associated account to identify the 
user, who can perform all actions described in this Project from the application, 
also adding the possibility to integrate it to the social network. 
 
myWorld is in beta phase now, open to all users and, according to Facebook, it 
registers 20.000 entries per month. 
 
myWorld launching took place in Februrary 2012, with the following video: 
http://www.youtube.com/watch?v=HDWv_BYfe6s&feature=player_embedded 
 
The main difference in this case is not in the user side but in the developers 
side. While myWorld is a close project that cannot be evolved, Layar provides 
all the necessary tools to enhance the application and personalize it in order to 
meet the developer needs. 
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CHAPTER 6. Conclusions 
 
The objectives evaluation, future improvements to the application, the 
environmental impact study and brief personal conclusions are put together in 
this final chapter. 
6.1 Objectives 
 
The initial project description presents the main objective of the project: “To 
create a geolocated points dynamically into a layer”. Finally, at the end of the 
process, this objective has been totally achieved. Other functional objectives 
are to offer the possibility to upload a photograph linked to one POI and to view 
a summary. The visualization objective is also achieved, but in the “future work 
section” the fact that other visualization type can be implemented is 
commented. 
 
Some difficulties, however, appeared with the Layar architecture when trying to 
achieve the upload photograph to POIs functionality. This was solved by posting 
several suggestions through the developer’s forum. Final solution was to add a 
link to open the default Android web browser. 
  
6.2 Customer survey 
 
In order to evaluate the current status of the application and know about future 
improvements, a customer survey was performed. 
 
This survey was made individually to 9 people that altough they are 
Smartphone users, they belong to different age ranges.Complete data about the 
participants of the survey can be consulted on ANNEX 3. Customer Survey.  
 
The first conclusion, even before starting the survey questions, is that any of the 
users knew about Layar. It means that they didn’t know what the application 
was for and how to use it. 
 
Once briefly explained, they were asked to try to insert a POI with or without 
photography and to try to get a summery of the Layar POIs. They were invited 
to browse the application freely. 
  
After this process the application obtains the rating shown in Table 8 - Survey 
average rate. 
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 1 2 3 4 5 6 7 8 9 Average (over 10) 
USABILITY 4 4 1 3 3 4 2 2 3 5,78 
APPEARENCE 4 3 3 4 3 3 3 3 4 6,67 
NOVELTY 5 3 5 5 4 5 5 4 4 8,89 
UTILITY 3 3 3 4 2 2 3 3 3 5,78 
RECOMMENDED 4 3 1 3 3 2 2 3 3 5,33 
Table 8 - Survey average rate. 
  
The lowest rate was for the recommendation field: only one out of nine would 
recommend the application with 4 (being 5 the maximum rate), and the average 
was only 5.33 points out of 10. The novety of the application however was the 
best valorated field. Although some participants knew about alternative 
applications they felt that this project had additional features that made the 
application different. 
 
Regarding the utility the average mark is 5.78. Assuming that this is a spare 
time application the result can be considered as satisfactory. Talking about 
usability, the application obtained a 5.78, but we already knew that the 
application was very limited in this aspect by Layar application nature. 
 
One of the aspects to improve in this application is the user inteface wich has 
obtained a 6.67 mainly due to the web forms used, that can be indeed 
enhanced to make the application more attractive and user friendly. But no 
major efforts have been dedicated to this aspect of the application. 
 
Regarding the different views available in Layar, users considered that the most 
useful one is the 2D map, but they also admitted that the AR view was the most 
powerful one.  
 
Finally and linked with the next section in the project, the participants suggested 
some new functionalities that could be interesting to add to our project. Some of 
these suggestions will be considered as future work in this project, but some 
others, like GPS signaling improvement or Layar Application changes, cannot 
be considered as real future work, mainly because these are beyond our 
possibilities. 
 
6.3 Future work 
 
During all the thesis development, some new ideas appeared and some others 
were provided by the survey results. Before considering some of them, it is 
important to include them in this section. 
 
• Uploading different multimedia file like voice or video in addition to text 
and photo. 
 
• Adding a new design to the POI in the AR visualization that includes the 
uploaded photo. 
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• Adding photo files taking the picture in the very moment that the user 
wants to upload it. 
 
• Adding a photo sharing way from the gallery without open Layar 
application previously. 
 
• Implementing an Android native application that can complement Layar 
and interact with the database to manage POIs. 
 
• Adding different summary visualizations including solutions to different 
devices like tablet, smartphones or personal computers. 
 
• Publishing content on social networks like Facebook, Twitter or similar 
applications.  
 
6.4 Environmental impact 
 
Although this kind of projects do not necessarily have a direct impact on the 
environment, it is very important to study the project to evaluate all the possible 
repercussions. Nowadays, this is very important not only in the green concept, 
but also in the decision to approve or deny one project. 
 
In general, the use of Internet in smartphones implies more electrical 
consumption (nowadays users usually charge the full battery once a day 
instead of once every three or four days).  
 
Also the application server must be consuming 24 hours and this means an 
increase in power consumption, but it is too hard to evaluate how much of this 
increase is to our app because this same server also provides services to other 
applications. 
 
The same fact applies to mobile phones because the terminal would be charged 
once a day with or without running the application developed in this project. 
 
But not everything is drawbacks, because if we present a photography album in 
such a user friendly way, and with additional information, it is possible to 
imagine that the use of printed photography and physical formats will be 
replaced saving paper and other resources. 
 
6.5 Personal conclusion 
 
From my personal point of view, this project has shown me some of the 
capabilities from Augmented Reality. AR is able to merge all type of contents 
with real life providing with a very amazing appearance to this information. This 
can be very important in some markets, like videogames or leisure time related 
applications.  
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In fact, these markets are probably the most interesting ones nowadays. The 
videogame industry is growing very quickly. For example, in 2010 “Call of Duty 
Blak Ops” got 650$ millions in the opening week, more than “IronMan 2”, ”Harry 
Potter and the Deathly Hallows” and “Inception” together (315.9$ million). 
 
Continuing with the example of the first chapter, Invizimals sold more than 
70,000 units in 2009 Christmas only in Spain and it grew to more than 120,000 
in April 2010.  
 
Another way to get some benefits in apps and videogames is in-game 
advertising. In this case, it is a pretty good option because with AR you can 
merge this advertising into the real world or, if you are using geolocated AR, 
you can select what advertise has to be shown depending on the user position. 
 
All this capabilities are possible because terminal phones have evolved being 
now nearest tova personal computer than a classical mobile phone. It would be 
hard to imagine that people used this application if they needed to carry at least 
three devices with them (a camera, a GPS receiver that stores some GPS 
positions and a personal computer connected to the Internet). Instead of this, 
the users only need a device that is smaller than her hand. 
 
Once the deployment of the project is done, it is easy to analyze errors and find 
some solutions. In this case, the planning was not correct. Some constructed 
and tested code has been reworked several times due to design errors implying 
a lot of time spent in tasks that were not planned.  
 
Finally, I would also like to remark that one of the most important things I 
learned during this project is to identify the useful information in a document. 
Internet is a very important tool to learn, but often the information is found in a 
chaotic way. During these months I tried to get used to this and selected the 
desired information in the minimum possible time. 
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https://developers.google.com/maps/articles/phpsqlajax?hl=es-ES 
 
• Api Dashboard URL http://www.programmableweb.com/apis 
 
• Aplication store History URL http://www.aplicacionesmovil.com/wp-
content/uploads/AppStoreHistory1.jpg 
 
• Layar Home Web Page URL https://www.layar.com/ 
 
• API layar Platform URL http://www.layar.com/documentation/browser/ 
 
• Apache License, URL http://en.wikipedia.org/wiki/Apache_License  
 
• Eclipse License, URL http://en.wikipedia.org/wiki/Eclipse_Public_License 
 
• Eclipse, Java program environment, URL http://www.eclipse.org/  
 
• Location based context awareness. URL 
http://www.isprs.org/proceedings/XXXVIII/part2/Papers/79_Paper.pdf 
 
• PHP eclipse URL http://phpeclipse.sourceforge.net/ 
 
• Layar introduction slides URL http://www.slideshare.net/layarmobile/layar-
code-examples-for-developers 
 
• Phpmyadmin home webpage URL 
http://www.phpmyadmin.net/home_page/index.php 
 
• PHP examples and documentation URL http://www.php.net/ 
 
• MySQL home webpage URL http://www.mysql.com/ 
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• Forbes smartphone sales information URL 
http://www.forbes.com/sites/canaccordgenuity/2012/04/02/samsung-takes-
bite-from-apple/ 
 
• Layar developers support URL 
http://devsupport.layar.com/categories/20034531-layer-development-
platform 
 
• Wiki OpenStreetMap 
http://wiki.openstreetmap.org/wiki/OpenLayers_Dynamic_POI 
 
• OpenStreetMap blog 
 http://blog.pucp.edu.pe/item/85309/empezando-con-openlayers 
 
• Panoramio UserBlog 
http://blog.panoramio.com/2007/10/1-million-registered-users-and-5.html 
 
• Panoramio wikipedia webPage 
http://es.wikipedia.org/wiki/Panoramio#cite_note-5 
 
• Panoramio webpage 
http://www.panoramio.com/help/#same 
 
• Informe VI Jornadas SIG Libre 
http://www.sigte.udg.edu/jornadassiglibre2012/uploads/articulos_12/art4
5.pdf 
 
• Ingress Google Game information  
http://despiertaalfuturo.blogspot.com.es/2012/12/videojuego-ingress-de-
google-obra.html 
 
• Wikipedia Instagram webPage 
http://es.wikipedia.org/wiki/Instagram 
 
• Ingress Google Game information  
http://www.urgente24.com/208001-ingress-la-realidad-aumentada-de-
google-puesta-en-un-juego 
 
• Play Store Zombie Run! information 
https://play.google.com/store/apps/details?id=net.peterd.zombierun&feat
ure=search_result#?t=W251bGwsMSwyLDEsIm5ldC5wZXRlcmQuem9t
YmllcnVuIl0. 
 
• Facebook my World wikitude page 
http://apps.facebook.com/wikitude/?fb_source=search&ref=ts&fref=ts  
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ANNEX 1. SQL GENERATION SCRIPT 
 
-- phpMyAdmin SQL Dump 
-- version 3.4.5 
-- http://www.phpmyadmin.net 
-- 
-- Servidor: localhost 
-- Tiempo de generaciÃ³n: 19-12-2012 a las 20:14:45 
-- VersiÃ³n del servidor: 5.5.16 
-- VersiÃ³n de PHP: 5.3.8 
 
SET SQL_MODE="NO_AUTO_VALUE_ON_ZERO"; 
SET time_zone = "+00:00"; 
 
 
/*!40101 SET @OLD_CHARACTER_SET_CLIENT=@@CHARACTER_SET_CLIENT 
*/; 
/*!40101 SET @OLD_CHARACTER_SET_RESULTS=@@CHARACTER_SET_RESULTS 
*/; 
/*!40101 SET @OLD_COLLATION_CONNECTION=@@COLLATION_CONNECTION 
*/; 
/*!40101 SET NAMES utf8 */; 
 
-- 
-- Base de datos: `Layar` 
-- 
 
-- -------------------------------------------------------- 
 
-- 
-- Estructura de tabla para la tabla `archivos` 
-- 
 
CREATE TABLE IF NOT EXISTS `archivos` ( 
  `id` int(10) unsigned NOT NULL, 
  `archivo_binario` longblob NOT NULL, 
  `archivo_nombre` varchar(255) NOT NULL DEFAULT '', 
  `archivo_peso` varchar(15) NOT NULL DEFAULT '', 
  `archivo_tipo` varchar(25) NOT NULL DEFAULT '' 
) ENGINE=InnoDB DEFAULT CHARSET=latin1; 
 
-- 
-- Volcado de datos para la tabla `archivos` 
-- 
-- -------------------------------------------------------- 
 
-- 
-- Estructura de tabla para la tabla `Icon` 
-- 
 
CREATE TABLE IF NOT EXISTS `Icon` ( 
  `id` int(11) NOT NULL AUTO_INCREMENT, 
  `url` varchar(255) DEFAULT NULL, 
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  `type` int(11) DEFAULT '0', 
  PRIMARY KEY (`id`) 
) ENGINE=InnoDB  DEFAULT CHARSET=utf8 AUTO_INCREMENT=5 ; 
 
-- 
-- Volcado de datos para la tabla `Icon` 
-- 
 
INSERT INTO `Icon` (`id`, `url`, `type`) VALUES 
(1, 
'http://maomao.fixedpoint.nl/temp/layar_images/2dimage_icon_64.p
ng', 1), 
(2, 'http://eltejon.dyndns.org/layar/icons/icono_foto.jpg', 1), 
(3, 'http://eltejon.dyndns.org/layar/icons/relativo.png', 1), 
(4, 'http://eltejon.dyndns.org/layar/icons/restoPOI.jpg', 1); 
 
-- -------------------------------------------------------- 
 
-- 
-- Estructura de tabla para la tabla `Layer` 
-- 
 
CREATE TABLE IF NOT EXISTS `Layer` ( 
  `layer` varchar(255) NOT NULL, 
  `refreshInterval` int(10) DEFAULT '300', 
  `refreshDistance` int(10) DEFAULT '100', 
  `fullRefresh` tinyint(1) DEFAULT '1', 
  `showMessage` varchar(255) DEFAULT NULL, 
  `id` int(11) NOT NULL AUTO_INCREMENT, 
  `biwStyle` enum('classic','collapsed') DEFAULT 'classic', 
  PRIMARY KEY (`id`), 
  UNIQUE KEY `layer` (`layer`) 
) ENGINE=InnoDB  DEFAULT CHARSET=utf8 AUTO_INCREMENT=2 ; 
 
-- 
-- Volcado de datos para la tabla `Layer` 
-- 
 
INSERT INTO `Layer` (`layer`, `refreshInterval`, 
`refreshDistance`, `fullRefresh`, `showMessage`, `id`, 
`biwStyle`) VALUES 
('layername', 300, 100, 1, NULL, 1, 'classic'); 
 
-- -------------------------------------------------------- 
 
-- 
-- Estructura de tabla para la tabla `LayerAction` 
-- 
 
CREATE TABLE IF NOT EXISTS `LayerAction` ( 
  `layerID` int(11) NOT NULL, 
  `label` varchar(30) NOT NULL, 
  `uri` varchar(255) NOT NULL, 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `contentType` varchar(255) DEFAULT 
'application/vnd.layar.internal', 
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  `method` enum('GET','POST') DEFAULT 'GET', 
  `activityType` int(2) DEFAULT NULL, 
  `params` varchar(255) DEFAULT NULL, 
  `closeBiw` tinyint(1) DEFAULT '0', 
  `showActivity` tinyint(1) DEFAULT '1', 
  `activityMessage` varchar(255) DEFAULT NULL, 
  PRIMARY KEY (`id`), 
  KEY `layerID` (`layerID`) 
) ENGINE=InnoDB  DEFAULT CHARSET=utf8 AUTO_INCREMENT=3 ; 
 
-- 
-- Volcado de datos para la tabla `LayerAction` 
-- 
 
INSERT INTO `LayerAction` (`layerID`, `label`, `uri`, `id`, 
`contentType`, `method`, `activityType`, `params`, `closeBiw`, 
`showActivity`, `activityMessage`) VALUES 
(1, 'layer level action', 'http://layar.com', 2, 
'application/vnd.layar.internal', 'GET', NULL, NULL, 0, 1, 
NULL); 
 
-- -------------------------------------------------------- 
 
-- 
-- Estructura de tabla para la tabla `Object` 
-- 
 
CREATE TABLE IF NOT EXISTS `Object` ( 
  `id` int(11) NOT NULL AUTO_INCREMENT, 
  `contentType` varchar(255) NOT NULL, 
  `url` varchar(255) NOT NULL, 
  `reducedURL` varchar(255) DEFAULT NULL, 
  `size` float(15,5) NOT NULL, 
  PRIMARY KEY (`id`) 
) ENGINE=InnoDB  DEFAULT CHARSET=utf8 AUTO_INCREMENT=6 ; 
 
-- 
-- Volcado de datos para la tabla `Object` 
-- 
 
INSERT INTO `Object` (`id`, `contentType`, `url`, `reducedURL`, 
`size`) VALUES 
(1, 'image/vnd.layar.generic', 
'http://maomao.fixedpoint.nl/temp/layar_images/2dimage_icon_64.p
ng', NULL, 100.00000), 
(2, 'model/vnd.layar.l3d', 
'http://maomao.fixedpoint.nl/temp/layar_l3d/music.l3d', NULL, 
0.20000), 
(3, 'image/vnd.layar.generic', 
'http://eltejon.dyndns.org/layar/images/camara1icono.png', NULL, 
20.00000), 
(4, 'image/vnd.layar.generic', 
'http://eltejon.dyndns.org/layar/icons/relativo.png', NULL, 
10.00000), 
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(5, 'image/vnd.layar.generic', 
'http://eltejon.dyndns.org/layar/images/restoPOI2.png', NULL, 
20.00000); 
 
-- -------------------------------------------------------- 
 
-- 
-- Estructura de tabla para la tabla `POI` 
-- 
 
CREATE TABLE IF NOT EXISTS `POI` ( 
  `id` int(255) NOT NULL AUTO_INCREMENT, 
  `footnote` varchar(150) DEFAULT NULL, 
  `title` varchar(150) NOT NULL, 
  `lat` decimal(13,10) NOT NULL, 
  `lon` decimal(13,10) NOT NULL, 
  `imageURL` varchar(255) DEFAULT NULL, 
  `description` varchar(150) DEFAULT NULL, 
  `biwStyle` enum('classic','collapsed') DEFAULT 'classic', 
  `alt` int(10) DEFAULT NULL, 
  `doNotIndex` tinyint(1) DEFAULT '0', 
  `showSmallBiw` tinyint(1) DEFAULT '1', 
  `showBiwOnClick` tinyint(1) DEFAULT '1', 
  `poiType` enum('geo','vision') NOT NULL DEFAULT 'geo', 
  `iconID` int(11) DEFAULT NULL, 
  `objectID` int(11) DEFAULT NULL, 
  `transformID` int(11) DEFAULT NULL, 
  `referenceImage` varchar(255) NOT NULL, 
  `relativePoi` enum('yes','no') NOT NULL DEFAULT 'no', 
  `layerID` int(11) NOT NULL, 
  `userId` varchar(255) NOT NULL COMMENT 'usuario que aÃ±adio el 
POI', 
  `foto` tinyint(1) NOT NULL DEFAULT '0', 
  `fecha` datetime NOT NULL, 
  PRIMARY KEY (`id`), 
  KEY `iconID` (`iconID`), 
  KEY `objectID` (`objectID`), 
  KEY `transformID` (`transformID`), 
  KEY `layerID` (`layerID`) 
) ENGINE=InnoDB  DEFAULT CHARSET=utf8 AUTO_INCREMENT=64 ; 
 
-- 
-- Volcado de datos para la tabla `POI` 
-- 
 
INSERT INTO `POI` (`id`, `footnote`, `title`, `lat`, `lon`, 
`imageURL`, `description`, `biwStyle`, `alt`, `doNotIndex`, 
`showSmallBiw`, `showBiwOnClick`, `poiType`, `iconID`, 
`objectID`, `transformID`, `referenceImage`, `relativePoi`, 
`layerID`, `userId`, `foto`, `fecha`) VALUES(2, 'Test1 de 
puntorelativo', 'posicion del user', 41.3815900000, 
2.0540540000, 'http://eltejon.dyndns.org/layar/images/upc.png', 
'mi relativo', 'classic', NULL, 0, 1, 1, 'geo', 3, 4, 1, '', 
'yes', 1, '', 0, '0000-00-00 00:00:00'), 
 
-- 
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-- Disparadores `POI` 
-- 
DROP TRIGGER IF EXISTS `fecha`; 
DELIMITER // 
CREATE TRIGGER `fecha` BEFORE INSERT ON `POI` 
 FOR EACH ROW BEGIN 
 SET NEW.`fecha` = NOW(); 
END 
// 
DELIMITER ; 
 
-- -------------------------------------------------------- 
 
-- 
-- Estructura de tabla para la tabla `POIAction` 
-- 
 
CREATE TABLE IF NOT EXISTS `POIAction` ( 
  `poiID` int(255) NOT NULL, 
  `label` varchar(30) NOT NULL, 
  `uri` varchar(255) NOT NULL, 
  `autoTriggerRange` int(10) DEFAULT NULL, 
  `autoTriggerOnly` tinyint(1) DEFAULT '0', 
  `id` int(11) NOT NULL AUTO_INCREMENT, 
  `contentType` varchar(255) DEFAULT 
'application/vnd.layar.internal', 
  `method` enum('GET','POST') DEFAULT 'GET', 
  `activityType` int(2) DEFAULT NULL, 
  `params` varchar(255) DEFAULT NULL, 
  `closeBiw` tinyint(1) DEFAULT '0', 
  `showActivity` tinyint(1) DEFAULT '1', 
  `activityMessage` varchar(255) DEFAULT NULL, 
  `autoTrigger` tinyint(1) NOT NULL DEFAULT '0', 
  PRIMARY KEY (`id`), 
  KEY `Index 2` (`poiID`) 
) ENGINE=InnoDB  DEFAULT CHARSET=utf8 AUTO_INCREMENT=91 ; 
 
-- 
-- Volcado de datos para la tabla `POIAction` 
-- 
 
INSERT INTO `POIAction` (`poiID`, `label`, `uri`, 
`autoTriggerRange`, `autoTriggerOnly`, `id`, `contentType`, 
`method`, `activityType`, `params`, `closeBiw`, `showActivity`, 
`activityMessage`, `autoTrigger`) VALUES 
(1, 'Layar Website', 'http://layar.com', NULL, 0, 1, 
'application/vnd.layar.internal', 'GET', 1, 
'lat,lon,alt,lang,countrycode,localCountryCode,version', 0, 1, 
NULL, 0), 
(1, 'Call Layar', 'tel:1234567890', NULL, 0, 2, 
'application/vnd.layar.internal', 'POST', 4, NULL, 0, 0, NULL, 
0), 
(2, 'AÃ±adir Foto', 
'http://eltejon.dyndns.org/layar/addphotoform.php?', NULL, 0, 3, 
'application/vnd.layar.internal', 'GET', 7, 
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'lat,lon,alt,lang,countrycode,localCountryCode,userId', 0, 1, 
'subir una foto ya realizada', 0), 
(2, 'AÃ±adir POI', 
'http://eltejon.dyndns.org/layar/addform.php?', NULL, 0, 4, 
'application/vnd.layar.internal', 'GET', 7, 
'lat,lon,alt,lang,countrycode,localCountryCode', 0, 1, 'aÃ±adir 
un punto de interes', 0), 
(2, 'Ver resumen', 
'http://eltejon.dyndns.org/layar/formResumen.php?', NULL, 0, 5, 
'application/vnd.layar.internal', 'GET', 27, 'userId', 0, 1, 
'Ver resumen de los POIs insertados', 0), 
(44, 'Borrar POI', 
'http://eltejon.dyndns.org/layar/delete.php?id=44', NULL, 0, 66, 
'application/vnd.layar.internal', 'GET', 8, 'id', 0, 1, NULL, 
0); 
 
-- -------------------------------------------------------- 
 
-- 
-- Estructura de tabla para la tabla `POI_Table` 
-- 
 
CREATE TABLE IF NOT EXISTS `POI_Table` ( 
  `id` varchar(255) NOT NULL, 
  `attribution` varchar(150) DEFAULT NULL, 
  `title` varchar(150) NOT NULL, 
  `lat` decimal(20,10) NOT NULL, 
  `lon` decimal(20,10) NOT NULL, 
  `imageURL` varchar(255) DEFAULT NULL, 
  `line4` varchar(150) DEFAULT NULL, 
  `line3` varchar(150) DEFAULT NULL, 
  `line2` varchar(150) DEFAULT NULL, 
  `type` int(11) DEFAULT '0', 
  `dimension` int(1) DEFAULT '1', 
  `alt` int(10) DEFAULT NULL, 
  `relativeAlt` int(10) DEFAULT NULL, 
  `distance` decimal(20,10) NOT NULL, 
  `inFocus` tinyint(1) DEFAULT '0', 
  `doNotIndex` tinyint(1) DEFAULT '0', 
  `showSmallBiw` tinyint(1) DEFAULT '1', 
  `showBiwOnClick` tinyint(1) DEFAULT '1', 
  PRIMARY KEY (`id`) 
) ENGINE=MyISAM DEFAULT CHARSET=utf8; 
 
-- 
-- Volcado de datos para la tabla `POI_Table` 
-- 
 
INSERT INTO `POI_Table` (`id`, `attribution`, `title`, `lat`, 
`lon`, `imageURL`, `line4`, `line3`, `line2`, `type`, 
`dimension`, `alt`, `relativeAlt`, `distance`, `inFocus`, 
`doNotIndex`, `showSmallBiw`, `showBiwOnClick`) VALUES 
('1', 'mi casa', 'Casa de Javi', 41.3815900000, 2.0540540000, 
'http://www.ruralesgalicia.com/imagenes/casa-rural.png', 'calle 
Sant Gabriel 8-10', 'distance: %distance%', NULL, 1, 1, NULL, 
NULL, 0.0000000000, 0, 0, 1, 1); 
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-- -------------------------------------------------------- 
 
-- 
-- Estructura de tabla para la tabla `Transform` 
-- 
 
CREATE TABLE IF NOT EXISTS `Transform` ( 
  `id` int(11) NOT NULL AUTO_INCREMENT, 
  `rel` tinyint(1) DEFAULT '0', 
  `angle` decimal(5,2) DEFAULT '0.00', 
  `rotate_x` decimal(2,1) DEFAULT '0.0', 
  `rotate_y` decimal(2,1) DEFAULT '0.0', 
  `rotate_z` decimal(2,1) DEFAULT '1.0', 
  `translate_x` decimal(5,1) DEFAULT '0.0', 
  `translate_y` decimal(5,1) DEFAULT '0.0', 
  `translate_z` decimal(5,1) DEFAULT '0.0', 
  `scale` decimal(12,2) NOT NULL DEFAULT '1.00', 
  PRIMARY KEY (`id`) 
) ENGINE=InnoDB  DEFAULT CHARSET=utf8 AUTO_INCREMENT=3 ; 
 
-- 
-- Volcado de datos para la tabla `Transform` 
-- 
 
INSERT INTO `Transform` (`id`, `rel`, `angle`, `rotate_x`, 
`rotate_y`, `rotate_z`, `translate_x`, `translate_y`, 
`translate_z`, `scale`) VALUES 
(1, 1, 0.00, 0.0, 0.0, 1.0, 0.0, 0.0, 20.0, 2.00), 
(2, 1, 45.00, 0.0, 0.0, 1.0, 0.0, 0.0, -20.0, 0.05); 
 
-- 
-- Restricciones para tablas volcadas 
-- 
 
-- 
-- Filtros para la tabla `LayerAction` 
-- 
ALTER TABLE `LayerAction` 
  ADD CONSTRAINT `LayerAction_ibfk_1` FOREIGN KEY (`layerID`) 
REFERENCES `Layer` (`id`); 
 
-- 
-- Filtros para la tabla `POI` 
-- 
ALTER TABLE `POI` 
  ADD CONSTRAINT `POI_ibfk_12` FOREIGN KEY (`iconID`) REFERENCES 
`Icon` (`id`), 
  ADD CONSTRAINT `POI_ibfk_13` FOREIGN KEY (`objectID`) 
REFERENCES `Object` (`id`), 
  ADD CONSTRAINT `POI_ibfk_14` FOREIGN KEY (`transformID`) 
REFERENCES `Transform` (`id`), 
  ADD CONSTRAINT `POI_ibfk_15` FOREIGN KEY (`layerID`) 
REFERENCES `Layer` (`id`); 
 
-- 
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-- Filtros para la tabla `POIAction` 
-- 
ALTER TABLE `POIAction` 
  ADD CONSTRAINT `FK_POIAction_POI` FOREIGN KEY (`poiID`) 
REFERENCES `POI` (`id`); 
 
/*!40101 SET CHARACTER_SET_CLIENT=@OLD_CHARACTER_SET_CLIENT */; 
/*!40101 SET CHARACTER_SET_RESULTS=@OLD_CHARACTER_SET_RESULTS 
*/; 
/*!40101 SET COLLATION_CONNECTION=@OLD_COLLATION_CONNECTION */; 
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ANNEX 2. PHP FILES 
Verfoto.php 
<?php 
if(isset($_GET['id'])) { 
  
 require_once('config.inc.php'); 
 
//establece una conexión con la base de datos. 
$conexion = mysql_connect(DBHOST,DBUSER,DBPASS) or die("No se pudo realizar la 
conexion con el servidor."); 
mysql_select_db(DBDATA,$conexion) or die("No se puede seleccionar BD"); // 
tu_bd es el nombre de la Base de datos .. por siaca. 
  
 
  
 
    $sql = "SELECT archivo_nombre,archivo_binario,archivo_tipo,archivo_peso 
FROM archivos WHERE id='".$_GET['id']."'"; 
 
    $consulta = mysql_query($sql,$conexion); 
 
    $datos = mysql_result($consulta,0,"archivo_binario"); 
    $tipo = mysql_result($consulta,0,"archivo_tipo"); 
    $nombre = mysql_result($consulta,0,"archivo_nombre"); 
    $peso = mysql_result($consulta,0,"archivo_peso"); 
 
 
    header("Content-type: $tipo"); 
    header("Content-length: $peso");  
    header("Content-Disposition: inline; filename=$nombre");  
  
 
 
 
 
echo $datos; 
    
  
} 
?>  
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Subir.php 
<?php 
//Primero, arranca el bloque PHP y checkea si el archivo tiene nombre.  Si no 
fue asi, te remite de nuevo al formulario de inserción: 
// No se comprueba aqui si se ha subido correctamente. 
if (empty($_FILES['archivo']['name'])){ 
header("location: addphotoform.php?proceso=falta_indicar_fichero"); //o como 
se llame el formulario .. 
exit; 
} 
require_once('config.inc.php'); 
 
//establece una conexión con la base de datos. 
$conexion = mysql_connect(DBHOST,DBUSER,DBPASS) or die("No se pudo realizar la 
conexion con el servidor."); 
mysql_select_db(DBDATA,$conexion) or die("No se puede seleccionar BD"); // 
tu_bd es el nombre de la Base de datos .. por siaca. 
 
// archivo temporal (ruta y nombre). 
$binario_nombre_temporal=$_FILES['archivo']['tmp_name'] ; 
 
// leer del archvio temporal .. el binario subido. 
// "rb" para Windows .. Linux parece q con "r" sobra ... 
$binario_contenido = addslashes(fread(fopen($binario_nombre_temporal, "rb"), 
filesize($binario_nombre_temporal))); 
 
// Obtener del array FILES (superglobal) los datos del binario .. nombre, 
tabamo y tipo. 
$binario_nombre=$_FILES['archivo']['name']; 
$binario_peso=$_FILES['archivo']['size']; 
$binario_tipo=$_FILES['archivo']['type']; 
 
//insertamos los datos en la BD. 
 
$pie = $_POST["pie"]; 
$lat = $_POST["lat"]; 
$lon = $_POST["lon"]; 
$desc = $_POST["nombre"]; 
$title = $_POST["titulo"]; 
$user = $_POST["userId"]; 
$string="http://eltejon.dyndns.org/layar/images/upc.png"; 
 
 
//insertamos el POI 
$consulta_insertar = "INSERT INTO POI (footnote, title, lat, lon, imageURL, 
description, biwStyle, alt, doNotIndex, showSmallBiw, showBiwOnClick, poiType, 
iconID, objectID, transformID, layerID,userId,foto) VALUES ('$pie', '$title', 
'$lat', '$lon', '$string', '$desc', 'classic', 'NULL', '0', '1', '1', 'geo', 
'2', '3', '1', '1','$user','1')"; 
mysql_query($consulta_insertar,$conexion) or die("1No se pudo insertar los 
datos en la base de datos."); 
//insertamos la foto 
$ultimo_id = mysql_insert_id();  
 
$consulta_insertar2 = "INSERT INTO archivos (id, archivo_binario, 
archivo_nombre, archivo_peso, archivo_tipo) VALUES ('$ultimo_id', 
'$binario_contenido', '$binario_nombre', '$binario_peso', '$binario_tipo')"; 
mysql_query($consulta_insertar2,$conexion) or die("No se pudo insertar los 
datos en la base de datos."); 
//insertamos la acion necesaria para borrarla y ver la foto!!! 
 
$uridelete="http://eltejon.dyndns.org/layar/deletefoto.php?id=".$ultimo_id; 
$uriverfoto="http://eltejon.dyndns.org/layar/verfoto.php?id=".$ultimo_id; 
$consulta_insertar3 = "INSERT INTO POIAction (poiID, label, uri, 
autoTriggerRange, autoTriggerOnly, contentType, method, activityType, params, 
closeBiw, showActivity, activityMessage, autoTrigger) VALUES ('$ultimo_id', 
'Borrar POI', '$uridelete', 'NULL', '0', 'application/vnd.layar.internal', 
'GET', '8', 'id', '0', '1', 'NULL', '0')"; 
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mysql_query($consulta_insertar3,$conexion) or die("No se pudo insertar los 
datos en la base de datos."); 
//header("location: listar_imagenes.php");  // si ha ido todo bien 
 
$consulta_insertar4 = "INSERT INTO POIAction (poiID, label, uri, 
autoTriggerRange, autoTriggerOnly, contentType, method, activityType, params, 
closeBiw, showActivity, activityMessage, autoTrigger) VALUES ('$ultimo_id', 
'Ver Foto', '$uriverfoto', 'NULL', '0', 'application/vnd.layar.internal', 
'GET', '7', 'id', '0', '1', 'NULL', '0')"; 
mysql_query($consulta_insertar4,$conexion) or die("4No se pudo insertar los 
datos en la base de datos."); 
print("se ha insertado el POI correctamente"); 
exit; 
?>  
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Lay.php 
<?php 
 
 
/*** Include some external files ***/ 
 
// Include database credentials. Please customize these fields with your own 
// database configuration.   
require_once('config.inc.php'); 
 
 
/*** Specific Custom Functions ***/ 
 
// Put needed getPOI request parameters and their values in an associative 
array 
// 
// Arguments: 
//  array ; An array of needed parameters passed in getPOI request 
// 
// Returns: 
//  array ; An associative array which contains the request parameters and 
//  their values. 
function getRequestParams($keys) { 
  
 $paramsArray = array(); 
 try { 
  // Retrieve parameter values using $_GET and put them in $value 
array with 
  // parameter name as key.  
  foreach( $keys as $key ) { 
   if ( isset($_GET[$key]) ) 
    $paramsArray[$key] = $_GET[$key];  
   else  
    throw new Exception($key .' parameter is not passed 
in GetPOI request.'); 
  } 
  return $paramsArray; 
 } 
 catch(Exception $e) { 
  echo 'Message: ' .$e->getMessage(); 
 } 
}//getRequestParams  
 
// Connect to the database, configuration information is stored in 
// config.inc.php file 
function connectDb() { 
 try { 
  $dbconn = 'mysql:host=' . DBHOST . ';dbname=' . DBDATA ;  
  $db = new PDO($dbconn , DBUSER , DBPASS , 
array(PDO::MYSQL_ATTR_INIT_COMMAND => 'SET NAMES utf8')); 
  // set the error mode to exceptions 
  $db->setAttribute(PDO::ATTR_ERRMODE , PDO::ERRMODE_EXCEPTION); 
  return $db;  
 }// try 
 catch(PDOException $e) { 
  error_log('message:' . $e->getMessage()); 
 }// catch 
}// connectDb 
 
// Change a string value to float 
// 
// Arguments: 
//   string ; A string value. 
//  
// Returns: 
//   float ; If the string is empty, return NULL. 
// 
function changetoFloat($string) { 
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 if (strlen(trim($string)) != 0)  
  return (float)$string; 
 return NULL; 
}//changetoFloat 
 
// Change a string value to integer.  
// 
// Arguments: 
//   string ; A string value. 
//  
// Returns: 
//   Int ; If the string is empty, return NULL. 
// 
function changetoInt($string) { 
 if (strlen(trim($string)) != 0)  
  return (int)$string; 
 return NULL; 
}//changetoInt 
 
// Convert a string into an array. 
// 
// Arguments: 
//  string ; The input string 
//  separater, string ; The boundary string used to separate the input string 
// 
// Returns: 
//  array ; An array of strings. Otherwise, return an empty array.  
function changetoArray($string, $separator){ 
 $newArray = array(); 
 if($string) { 
  if (substr_count($string,$separator)) { 
   $newArray= array_map('trim' , explode($separator, 
$string)); 
  }//if 
  else  
   $newArray[0] = trim($string); 
 } 
 return $newArray; 
}//changetoArray 
 
// Convert a TinyInt value to a boolean value TRUE or FALSE 
// 
// Arguments:  
//  int  value_Tinyint ; The Tinyint value (0 or 1) of a key in the database.  
// 
// Returns: 
//   boolean ; The boolean value, return 'TRUE' when Tinyint is 1. Return 
//     'FALSE' when Tinyint is 0. 
// 
function changetoBool($value_Tinyint) { 
 if (strlen(trim($value_Tinyint)) != 0) { 
  if ($value_Tinyint == 0) 
   return FALSE; 
  else  
   return TRUE; 
 } 
 return NULL; 
} 
//changetoBool 
 
// Put fetched actions for each POI into an associative array. 
// 
// Arguments: 
//   db ; The database connection handler.  
//   poi ; The POI array. 
// 
// Returns: 
//   array ; An associative array of received actions for this POI.Otherwise, 
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//   return an empty array.  
//  
function getPoiActions($db , $poi, $value) { 
 // Define an empty $actionArray array.  
 $actionArray = array(); 
  
 // A new table called 'POIAction' is created to store actions, each 
action 
 // has a field called 'poiID' which shows the POI id that this action 
belongs 
 // to.  
 // The SQL statement returns actions which have the same poiID as the 
id of 
 // the POI($poiID). 
 $sql_actions = $db->prepare('  
  SELECT label,  
  uri,  
  contentType, 
  activityType, 
  autoTriggerRange, 
  autoTriggerOnly, 
  params 
  FROM POIAction 
 WHERE poiID = :id ');  
  
 // Binds the named parameter marker ':id' to the specified parameter 
value 
 // '$poiID.                  
 $sql_actions->bindParam(':id', $poi['id'], PDO::PARAM_INT); 
 // Use PDO::execute() to execute the prepared statement $sql_actions.  
 $sql_actions->execute(); 
 // Iterator for the $actionArray array. 
 $count = 0;  
 // Fetch all the poi actions.  
 $actions = $sql_actions->fetchAll(PDO::FETCH_ASSOC); 
  
 /* Process the $actions result */ 
 // if $actions array is not empty.  
 if ($actions) { 
  // Put each action information into $actionArray array. 
  foreach ($actions as $action) {  
   // Change 'activityType' to Integer. 
   $action['activityType'] = 
changetoInt($action['activityType']); 
   //TODO cambiar la Uri en funcion del activity type... 
   if($action['activityType']>4) 
  
 $action['uri']=$action['uri']."lat=".$value['lat']."&lon=".$value['lon'
]."&userId=".$value['userId']; 
    
   $action['autoTriggerRange'] = 
changetoInt($action['autoTriggerRange']); 
   $action['autoTriggerOnly'] = 
changetoBool($action['autoTriggerOnly']); 
   $action['params'] = changetoArray($action['params'] , 
','); 
   // Assign each action to $actionArray array.  
   $actionArray[$count] = $action; 
   $count++;  
  }// foreach 
 }//if 
 return $actionArray; 
}//getPoiActions 
 
// Put fetched icon dictionary for each POI into an associative array. 
//  
// Arguments: 
//  db ; The database connection handler. 
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//  iconID, integer ; The iconID value  which is stored in this POI. 
// 
// Return: 
//  array ; An associative array of retrieved icon dictionary for this POI. 
//  Otherwise, return NULL.  
function getIcon($db, $iconID) { 
 // If no icon object is found, return NULL. 
 $icon = NULL; 
  
 // Run the query to retrieve icon information for this POI.   
 $sql_icon = $db->prepare( ' 
  SELECT url, type 
  FROM Icon 
  WHERE id = :iconID   
 ' ); 
 $sql_icon->bindParam(':iconID', $iconID, PDO::PARAM_INT); 
 $sql_icon->execute(); 
 $rawIcon = $sql_icon->fetch(PDO::FETCH_ASSOC); 
  
 // Assign returned values to $icon array.  
 if($rawIcon){ 
  $rawIcon['type'] = changetoInt($rawIcon['type']); 
  $icon = $rawIcon; 
 }     
 return $icon; 
}//getIcon 
 
// Put fetched object parameters for each POI into an associative array. 
// 
// Arguments: 
//   db ; The database connection handler.  
//   objectID, integer ; The object id assigned to this POI. 
// 
// Returns: 
//   associative array or NULL ; An array of received object related 
parameters for this POI. otherwise, return NULL.  
//  
function getObject($db , $objectID) { 
 // If no object object is found, return NULL.  
 $object = NULL; 
  
 // A new table called 'Object' is created to store object related 
parameters, 
 // namely 'url', 'contentType', 'reducedURL' and 'size'. The SQL 
statement 
 // returns object which has the same id as $objectID stored in this 
POI.  
 $sql_object = $db->prepare( 
  ' SELECT contentType, 
  url,  
  reducedURL,  
  size  
  FROM Object 
  WHERE id = :objectID  
 LIMIT 0,1 ');  
  
 // Binds the named parameter marker ':objectID' to the specified 
parameter 
 // value $objectID.                  
 $sql_object->bindParam(':objectID', $objectID, PDO::PARAM_INT); 
 // Use PDO::execute() to execute the prepared statement $sql_object.  
 $sql_object->execute(); 
 // Fetch the poi object.  
 $rawObject = $sql_object->fetch(PDO::FETCH_ASSOC); 
  
 /* Process the $rawObject result */ 
 // if $rawObject array is not empty.  
 if ($rawObject) { 
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  // Change 'size' type to float.  
  $rawObject['size'] = changetoFloat($rawObject['size']); 
  $object = $rawObject; 
 } 
 return $object; 
}//getObject 
 
 
// Put fetched transform related parameters for each POI into an associative 
// array. The returned values are assigned to $poi[transform]. 
// 
// Arguments: 
//   db ; The database connection handler.  
//   transformID , integer ; The transform id which is assigned to this POI. 
// 
// Returns: associative array or NULL; An array of received transform related 
// parameters for this POI. Otherwise, return NULL.  
//  
function getTransform($db , $transformID) { 
 // If no transform object is found, return NULL.  
 $transform = NULL; 
 // A new table called 'Transform' is created to store transform related 
 // parameters, namely 'rotate','translate' and 'scale'.  
 // 'transformID' is the transform that is applied to this POI.  
 // The SQL statement returns transform which has the same id as the 
 // $transformID of this POI.  
 $sql_transform = $db->prepare(' 
  SELECT rel,  
  angle,  
  rotate_x, 
  rotate_y, 
  rotate_z, 
  translate_x, 
  translate_y, 
  translate_z, 
  scale 
  FROM Transform 
  WHERE id = :transformID  
 LIMIT 0,1 ');  
  
 // Binds the named parameter marker ':transformID' to the specified 
parameter 
 // value $transformID                 
 $sql_transform->bindParam(':transformID', $transformID, 
PDO::PARAM_INT); 
 // Use PDO::execute() to execute the prepared statement $sql_transform.  
 $sql_transform->execute(); 
 // Fetch the poi transform.  
 $rawTransform = $sql_transform->fetch(PDO::FETCH_ASSOC); 
  
 /* Process the $rawTransform result */ 
 // if $rawTransform array is not  empty  
 if ($rawTransform) { 
  // Change the value of 'scale' into decimal value. 
  $transform['scale'] = changetoFloat($rawTransform['scale']); 
  // organize translate field 
  $transform['translate']['x'] 
=changetoFloat($rawTransform['translate_x']); 
  $transform['translate']['y'] = 
changetoFloat($rawTransform['translate_y']); 
  $transform['translate']['z'] = 
changetoFloat($rawTransform['translate_z']); 
  // organize rotate field 
  $transform['rotate']['axis']['x'] = 
changetoFloat($rawTransform['rotate_x']); 
  $transform['rotate']['axis']['y'] = 
changetoFloat($rawTransform['rotate_y']); 
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  $transform['rotate']['axis']['z'] = 
changetoFloat($rawTransform['rotate_z']); 
  $transform['rotate']['angle'] = 
changetoFloat($rawTransform['angle']); 
  $transform['rotate']['rel'] = changetoBool($rawTransform['rel']); 
 }//if  
  
 return $transform; 
}//getTransform 
 
// Convert the degree value into radian value.  
// 
// Arguments: 
//   float degree ; A value in signed decimal degrees format.  
//  
// Returns: 
//   float ; The same value in radians format.  
//  
function DegtoRad($degree) { 
 Return (float) $degree * PI() / 180 ;  
}//DegtoRad 
 
// Convert the radian value into degree value.  
// 
// Arguments: 
//  float  radian ; A value in radians format.  
//  
// Returns: 
//   float ; The same value in signed decimal degrees format.  
//  
function RadtoDeg ($radian) { 
 Return (float) $radian * 180 / PI() ;  
}//RadtoDeg 
 
// Calculate the lat and lon of the POI given distance and bearing from user's 
// current location.  
// For more information, please check out: 
//   http://www.movable-type.co.uk/scripts/latlong.html 
//  
// Arguments:  
//   float lat ; The latitude of user's current location in signed decimal 
//     degrees. It is the "lat" parameter passed in getPOI request.  
//   float lon ; The longitude of user's current location in signed decimal 
//     degrees. It is the "lon" parameter passed in getPOI request.  
//   float brng ; The angle in signed decimal degrees with respect to north. 
//     For more information, please check 
//     http://en.wikipedia.org/wiki/Bearing_(navigati//on). 
//   float dist ; The distance (in km) between the POI location and user's 
//     current location.  
// 
// Returns: 
//    associative array ; contains the lat and lon values of the POI in signed 
//      decimal degrees.  
// 
function getPoiLoc ($lat, $lon, $brng, $dist) { 
 // Convert $lat, $lon and $brng into radian values.  
 $lat = DegtoRad ($lat); 
 $lon = DegtoRad ($lon); 
 $brng = DegtoRad ($brng);  
  
 // The earth's radius in km.   
 $R = 6371; 
  
 // Calculate the latitude value (in radian) of the POI.  
 $poi_lat = asin(sin($lat) * cos($dist/$R) + cos($lat) * sin($dist/$R) * 
cos($brng)); 
  
 // Calculate the longitude value (in radian) of the POI.  
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 $poi_lon = $lon + atan2(sin($brng) * sin($dist/$R) * cos($lat) ,  
  cos($dist/$R) - sin($lat) * sin($poi_lat));  
  
 // Convert POI lat and lon from radians to signed decimal degrees.  
 $poiloc["lat"] = RadtoDeg($poi_lat); 
 $poiloc["lon"] = RadtoDeg($poi_lon); 
  
 // return an associative array which contains the POI lat and lon in 
degrees.  
 return $poiloc; 
  
}//getPoiLoc 
 
// Calculate the distance between the POI and the user. It is 50m shorter than 
// the search range (radius).    
//  
// Arguments:  
//   float radius ; The search range in meters. 
//  
// Returns: 
//   float ; The distance between the POI and the user in km.  
 
function getDistance ($radius) { 
 // If $radius exists and it is not NULL.  
 if (isset($radius)){ 
  If ($radius <= 50)  
  return (float)$radius / 1000;    
 }else { 
  // if $radius does not exist or the value is null. Return $radius 
as 1500m. 
  $radius = 1500; 
 } 
 return (float)($radius - 50) / 1000;  
}//getDistance 
 
// Put received POIs into an associative array. The returned values are 
// assigned to $reponse['hotspots']. 
// 
// Arguments: 
//   db ; The handler of the database. 
//   value , array ; An array which contains all the needed parameters 
//   retrieved from GetPOI request.  
// 
// Returns: 
//   array ; An array of received POIs. 
// 
function getHotspots( $db, $value ) { 
 // Define an empty $hotspots array. 
 $hotspots = array(); 
 /* Create the SQL query to retrieve POIs with relativePoi = 'yes'.  
  The first 50 POIs are selected and returned. 
  */ 
  
 // Use PDO::prepare() to prepare SQL statement. 
 // $sql is returned as a PDO statement object.  
 $sql = $db->prepare( ' 
  SELECT id, 
  imageURL, 
  title, 
  description, 
  footnote, 
  iconID, 
  objectID, 
  transformID 
  FROM POI 
  WHERE poiType = "geo" 
  AND relativePoi = "yes" 
 LIMIT 0, 50 ' ); 
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 // Use PDO::execute() to execute the prepared statement $sql.  
 $sql->execute(); 
 // Use fetchAll to return an array containing all of the remaining rows 
in 
 // the result set. 
 // Use PDO::FETCH_ASSOC to fetch $sql query results and return each row 
as an 
 // array indexed by column name. 
 $rawPois = $sql->fetchAll(PDO::FETCH_ASSOC); 
  
 /* Process the $pois result */ 
 // if $rawPois array is not  empty  
 if ($rawPois) { 
   
  // Iterator for the response array. 
  $i = 0;  
  // Count the number of returned POIs from the query.  
  $num = count($rawPois); 
  // Return some message for debugging 
  $msg = "number of POIs:" . $num . ";"; 
  error_log($msg , 0); 
   
  // Calculate the bearing difference between POIs. Divide 360 
degrees evenly 
  // by the number of POIs.  
  $diff = (float)360 / $num ;  
  // Return some message for debugging  
  $msg = "difference between POIs in degrees:" . $diff . ";"; 
  error_log($msg, 0); 
   
  // Calculate the distance in km between POIs and the user's 
current 
  // location using function getDistance(); The POIs will be placed 
at a 
  // distance 50m shorter than the search range.  
  //    $distance = getDistance($value['radius']);  
  //proponemos un distancia menor para fijar las coordenadas del 
POI relativo 
   
  $distance = (float)10/1000; //a 10 metros 
  // Return some message for debugging  
  $msg = "distance:" . $distance . ";"; 
  error_log($msg, 0); 
   
  // The earth's radius, 6371 km 
  $R = 6371;  
   
  // Put each POI information into $hotspots array. 
  foreach ( $rawPois as $rawPoi ) { 
   $poi = array(); 
    
   $poi['id'] = $rawPoi['id']; 
   $poi['imageURL'] = $rawPoi['imageURL']; 
    
   // Calculate each POI's position relative to the user. The 
first POI 
   // always has the same lat as user's lat. 
   $brng = $diff * $i; 
    
   // Calculate POI's lat and lon in signed demical degrees.  
   $poiLoc = getPoiLoc ($value['lat'], $value['lon'], $brng, 
$distance);  
    
   // Get anchor object information 
   $poi['anchor']['geolocation']['lat'] = 
changetoFloat($poiLoc['lat']); 
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   $poi['anchor']['geolocation']['lon'] = 
changetoFloat($poiLoc['lon']); 
   // get text object information 
   $poi['text']['title'] = $rawPoi['title']; 
   $poi['text']['description'] = $rawPoi['description']; 
   $poi['text']['footnote'] = $rawPoi['footnote']; 
   //User function getPOiActions() to return an array of 
actions associated 
   //with the current POI 
   $poi['actions'] = getPoiActions($db, $rawPoi,$value); 
   // Get object object information if iconID is not null 
   if(count($rawPoi['iconID']) != 0)  
    $poi['icon'] = getIcon($db , $rawPoi['iconID']); 
   // Get object object information if objectID is not null 
   if(count($rawPoi['objectID']) != 0)  
    $poi['object'] = getObject($db, 
$rawPoi['objectID']); 
   // Get transform object information if transformID is not 
null 
   if(count($rawPoi['transformID']) != 0) 
    $poi['transform'] = getTransform($db, 
$rawPoi['transformID']); 
   // Put the poi into the $hotspots array. 
   $hotspots[$i] = $poi; 
   $i++; 
  }//foreach  
 }//if 
  
 //repetimos el proceso para los que no son relativos (sin recalcular la 
posicion) 
 $sql = $db->prepare( ' 
  SELECT id, 
  imageURL, 
  title, 
  description, 
  footnote, 
  iconID, 
  objectID, 
  transformID, 
  lat, 
  lon, 
  (((acos(sin((:lat1 * pi() / 180)) * sin((lat * pi() / 180)) + 
  cos((:lat2 * pi() / 180)) * cos((lat * pi() / 180)) *  
  cos((:long  - lon) * pi() / 180)) 
  ) * 180 / pi() 
  )* 60 * 1.1515 * 1.609344 * 1000 
  ) as distance 
  FROM POI 
  WHERE POI.poiType = "geo"  
  AND relativePoi = "no"  AND userId = :userid  
  HAVING distance < :radius 
  ORDER BY distance ASC 
 LIMIT 0, 50 ' ); 
  
 // PDOStatement::bindParam() binds the named parameter markers to the 
 // specified parameter values.  
 $sql->bindParam( ':lat1', $value['lat'], PDO::PARAM_STR ); 
 $sql->bindParam( ':lat2', $value['lat'], PDO::PARAM_STR ); 
 $sql->bindParam( ':long', $value['lon'], PDO::PARAM_STR ); 
 $sql->bindParam( ':radius', $value['radius'], PDO::PARAM_INT ); 
 $sql->bindParam(':userid', $value['userId'],PDO::PARAM_STR ); 
 // Use PDO::execute() to execute the prepared statement $sql.  
 $sql->execute(); 
 // Use fetchAll to return an array containing all of the remaining rows 
in 
 // the result set. 
 // Use PDO::FETCH_ASSOC to fetch $sql query results and return each row 
as an 
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 // array indexed by column name. 
 $rawPois = $sql->fetchAll(PDO::FETCH_ASSOC); 
  
 /* Process the $pois result */ 
 // if $rawPois array is not  empty  
 if ($rawPois) { 
  foreach ( $rawPois as $rawPoi ) { 
   $poi = array(); 
    
   $poi['id'] = $rawPoi['id']; 
   $poi['imageURL'] = $rawPoi['imageURL']; 
    
    
   // $poiLoc = getPoiLoc ($value['lat'], $value['lon'], 
0,0);  
    
   // Get anchor object information 
   $poi['anchor']['geolocation']['lat'] = 
changetoFloat($rawPoi['lat']); 
   $poi['anchor']['geolocation']['lon'] = 
changetoFloat($rawPoi['lon']); 
   // get text object information 
   $poi['text']['title'] = $rawPoi['title']; 
   $poi['text']['description'] = $rawPoi['description']; 
   $poi['text']['footnote'] = $rawPoi['footnote']; 
   //User function getPOiActions() to return an array of 
actions associated 
   //with the current POI 
   $poi['actions'] = getPoiActions($db, $rawPoi,$value); 
   // Get object object information if iconID is not null 
   if(count($rawPoi['iconID']) != 0)  
    $poi['icon'] = getIcon($db , $rawPoi['iconID']); 
   // Get object object information if objectID is not null 
   if(count($rawPoi['objectID']) != 0)  
    $poi['object'] = getObject($db, 
$rawPoi['objectID']); 
   // Get transform object information if transformID is not 
null 
   if(count($rawPoi['transformID']) != 0) 
    $poi['transform'] = getTransform($db, 
$rawPoi['transformID']); 
   // Put the poi into the $hotspots array. 
   $hotspots[$i] = $poi; 
   $i++; 
  }//foreach  
   
 }//if 
  
  
 return $hotspots; 
}//getHotspots 
 
/*** Main entry point ***/ 
 
/* Put parameters from GetPOI request into an associative array named 
$requestParams */ 
// Put needed parameter names from GetPOI request in an array called $keys.  
$keys = array( 'layerName', 'lat', 'lon', 'radius' , 'userId'); 
 
// Initialize an empty associative array. 
$requestParams = array();  
// Call funtion getRequestParams()   
$requestParams = getRequestParams($keys); 
/* Connect to MySQL server. We use PDO which is a PHP extension to formalise 
database connection. 
 For more information regarding PDO, please see 
http://php.net/manual/en/book.pdo.php.  
 */  
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// Connect to predefined MySQl database.   
$db = connectDb();  
 
/* Construct the response into an associative array.*/ 
 
// Create an empty array named response. 
$response = array(); 
 
// Assign cooresponding values to mandatory JSON response keys. 
$response['layer'] = $requestParams['layerName']; 
 
// Use Gethotspots() function to retrieve POIs with in the search range.   
$response['hotspots'] = getHotspots($db, $requestParams); 
 
// if there is no POI found, return a custom error message. 
if (!$response['hotspots'] ) { 
 $response['errorCode'] = 20; 
 $response['errorString'] = 'No POI found. Please adjust the range.'; 
}//if 
else { 
 $response['errorCode'] = 0; 
 $response['errorString'] = 'ok'; 
}//else 
 
/* All data is in $response, print it into JSON format.*/ 
 
// Put the JSON representation of $response into $jsonresponse. 
$jsonresponse = json_encode( $response ); 
 
// Declare the correct content type in HTTP response header. 
header( 'Content-type: application/json; charset=utf-8' ); 
 
// Print out Json response. 
echo $jsonresponse; 
 
?> 
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formResumen.php 
<?php 
/* 
 * Created on 13/06/2012 
 * 
 * To change the template for this generated file go to 
 * Window - Preferences - PHPeclipse - PHP - Code Templates 
 */ 
?> 
<!DOCTYPE HTML PUBLIC "-//W3C//DTD HTML 4.01 Transitional//EN" 
 "http://www.w3.org/TR/html4/loose.dtd"> 
<html> 
<head> 
 <meta http-equiv="Content-Type" content="text/html; charset=utf-8" /> 
 <meta http-equiv="Content-Language" content="en" /> 
 <meta name="GENERATOR" content="PHPEclipse 1.2.0" /> 
 <script language="JavaScript" src="calendario/javascripts.js"></script> 
 <title>selecciona las fechas</title> 
</head> 
<body> 
 
<form name="fcalen" METHOD="get" ACTION="index2.php"> 
 
<input type="hidden" name="userId" value=<?echo $_GET["userId"]?>>  
Fecha de inicio : 
    <INPUT name="fecha1" size="10"> 
    <input type=button value="Seleccionar fecha" 
onclick="muestraCalendario('','fcalen','fecha1')"> 
    <p> 
 
Fecha de final : 
    <INPUT name="fecha2" size="10"> 
    <input type=button value="Seleccionar fecha" 
onclick="muestraCalendario('','fcalen','fecha2')"> 
     
    <p> 
    <input type="submit" value="Ver resumen" name="enviar">  
<br> 
 
No olvides que puedes compartir esta URL para acceder desde cualquier lugar 
copiala y compartela con quien tu quieras. 
</form>  
</body> 
</html> 
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DomXML.php 
<?php 
require("config.inc.php"); 
 
function getRequestParams($keys) { 
  
 $paramsArray = array(); 
 try { 
  // Retrieve parameter values using $_GET and put them in $value 
array with 
  // parameter name as key.  
  foreach( $keys as $key ) { 
   if ( isset($_GET[$key]) ) 
    $paramsArray[$key] = $_GET[$key];  
   else  
    throw new Exception($key .' parameter is not passed 
in GetPOI request.'); 
  } 
  return $paramsArray; 
 } 
 catch(Exception $e) { 
  echo 'Message: ' .$e->getMessage(); 
 } 
}//getRequestParams  
 
 
function connectDb() { 
 try { 
  $dbconn = 'mysql:host=' . DBHOST . ';dbname=' . DBDATA ;  
  $db = new PDO($dbconn , DBUSER , DBPASS , 
array(PDO::MYSQL_ATTR_INIT_COMMAND => 'SET NAMES utf8')); 
  // set the error mode to exceptions 
  $db->setAttribute(PDO::ATTR_ERRMODE , PDO::ERRMODE_EXCEPTION); 
  return $db;  
 }// try 
 catch(PDOException $e) { 
  error_log('message:' . $e->getMessage()); 
 }// catch 
}// connectDb 
 
$db=connectDb(); 
$keys = array('userId','fecha1','fecha2'); 
$value = getRequestParams($keys); 
// Start XML file, create parent node 
 
$dom = new DOMDocument("1.0"); 
$node = $dom->createElement("markers"); 
$parnode = $dom->appendChild($node);  
 
// Select all the rows in the markers table 
 
//repetimos el proceso para los que no son relativos (sin recalcular la 
posicion) 
$sql = $db->prepare( ' 
 SELECT id, 
 imageURL, 
 title, 
 description, 
 footnote, 
 iconID, 
 objectID, 
 transformID, 
 lat, 
 lon, 
 foto, 
 fecha 
 FROM POI 
 WHERE POI.poiType = "geo"  
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 AND userId = :userId  
 AND fecha > :fecha1 and fecha < :fecha2 
LIMIT 0, 50 ' ); 
 
 
//AND relativePoi = "no"  AND userId = :userid  
// PDOStatement::bindParam() binds the named parameter markers to the 
// specified parameter values.  
// $sql->bindParam( ':lat1', $value['lat'], PDO::PARAM_STR ); 
// $sql->bindParam( ':lat2', $value['lat'], PDO::PARAM_STR ); 
// $sql->bindParam( ':long', $value['lon'], PDO::PARAM_STR ); 
// $sql->bindParam( ':radius', $value['radius'], PDO::PARAM_INT); 
 $sql->bindParam(':userId', $value['userId'],PDO::PARAM_STR ); 
 $sql->bindParam(':fecha1', $value['fecha1'],PDO::PARAM_STR ); 
 $sql->bindParam(':fecha2', $value['fecha2'],PDO::PARAM_STR ); 
// Use PDO::execute() to execute the prepared statement $sql.  
 
$sql->execute(); 
// Use fetchAll to return an array containing all of the remaining rows in 
// the result set. 
// Use PDO::FETCH_ASSOC to fetch $sql query results and return each row as an 
// array indexed by column name. 
$rawPois = $sql->fetchAll(PDO::FETCH_ASSOC); 
 
 
 
// Iterate through the rows, printing XML nodes for each 
header("Content-type: text/xml");  
 
// Iterate through the rows, adding XML nodes for each 
$used=false; 
foreach ($rawPois as $rawPoi){  
 $used=true;  
 // ADD TO XML DOCUMENT NODE   
 $node = $dom->createElement("marker");   
 $newnode = $parnode->appendChild($node);    
 $newnode->setAttribute("titulo",$rawPoi['title']); 
 $newnode->setAttribute("pie",$rawPoi['footnote']); 
 $newnode->setAttribute("descripcion", $rawPoi['description']);   
 $newnode->setAttribute("lat", $rawPoi['lat']);   
 $newnode->setAttribute("lng", $rawPoi['lon']);  
 $newnode->setAttribute("fecha", $rawPoi['fecha']);    
 if ($rawPoi['foto']==1) 
  $newnode->setAttribute("foto", $rawPoi['id']); 
 else 
  $newnode->setAttribute("foto",-1); 
}  
 
if($used==false) 
{ 
 $node = $dom->createElement("marker");   
} 
 
echo $dom->saveXML(); 
 
?> 
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Deletephoto.php 
<?php 
require("config.inc.php"); 
 
function getRequestParams($keys) { 
  
 $paramsArray = array(); 
 try { 
  // Retrieve parameter values using $_GET and put them in $value 
array with 
  // parameter name as key.  
  foreach( $keys as $key ) { 
   if ( isset($_GET[$key]) ) 
    $paramsArray[$key] = $_GET[$key];  
   else  
    throw new Exception($key .' parameter is not passed 
in GetPOI request.'); 
  } 
  return $paramsArray; 
 } 
 catch(Exception $e) { 
  echo 'Message: ' .$e->getMessage(); 
 } 
}//getRequestParams  
 
 
function connectDb() { 
 try { 
  $dbconn = 'mysql:host=' . DBHOST . ';dbname=' . DBDATA ;  
  $db = new PDO($dbconn , DBUSER , DBPASS , 
array(PDO::MYSQL_ATTR_INIT_COMMAND => 'SET NAMES utf8')); 
  // set the error mode to exceptions 
  $db->setAttribute(PDO::ATTR_ERRMODE , PDO::ERRMODE_EXCEPTION); 
  return $db;  
 }// try 
 catch(PDOException $e) { 
  error_log('message:' . $e->getMessage()); 
 }// catch 
}// connectDb 
 
$db=connectDb(); 
$keys = array('userId','fecha1','fecha2'); 
$value = getRequestParams($keys); 
// Start XML file, create parent node 
 
$dom = new DOMDocument("1.0"); 
$node = $dom->createElement("markers"); 
$parnode = $dom->appendChild($node);  
 
// Select all the rows in the markers table 
 
//repetimos el proceso para los que no son relativos (sin recalcular la 
posicion) 
$sql = $db->prepare( ' 
 SELECT id, 
 imageURL, 
 title, 
 description, 
 footnote, 
 iconID, 
 objectID, 
 transformID, 
 lat, 
 lon, 
 foto, 
 fecha 
 FROM POI 
 WHERE POI.poiType = "geo"  
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 AND userId = :userId  
 AND fecha > :fecha1 and fecha < :fecha2 
LIMIT 0, 50 ' ); 
 
 
//AND relativePoi = "no"  AND userId = :userid  
// PDOStatement::bindParam() binds the named parameter markers to the 
// specified parameter values.  
// $sql->bindParam( ':lat1', $value['lat'], PDO::PARAM_STR ); 
// $sql->bindParam( ':lat2', $value['lat'], PDO::PARAM_STR ); 
// $sql->bindParam( ':long', $value['lon'], PDO::PARAM_STR ); 
// $sql->bindParam( ':radius', $value['radius'], PDO::PARAM_INT); 
 $sql->bindParam(':userId', $value['userId'],PDO::PARAM_STR ); 
 $sql->bindParam(':fecha1', $value['fecha1'],PDO::PARAM_STR ); 
 $sql->bindParam(':fecha2', $value['fecha2'],PDO::PARAM_STR ); 
// Use PDO::execute() to execute the prepared statement $sql.  
 
$sql->execute(); 
// Use fetchAll to return an array containing all of the remaining rows in 
// the result set. 
// Use PDO::FETCH_ASSOC to fetch $sql query results and return each row as an 
// array indexed by column name. 
$rawPois = $sql->fetchAll(PDO::FETCH_ASSOC); 
 
 
 
// Iterate through the rows, printing XML nodes for each 
header("Content-type: text/xml");  
 
// Iterate through the rows, adding XML nodes for each 
$used=false; 
foreach ($rawPois as $rawPoi){  
 $used=true;  
 // ADD TO XML DOCUMENT NODE   
 $node = $dom->createElement("marker");   
 $newnode = $parnode->appendChild($node);    
 $newnode->setAttribute("titulo",$rawPoi['title']); 
 $newnode->setAttribute("pie",$rawPoi['footnote']); 
 $newnode->setAttribute("descripcion", $rawPoi['description']);   
 $newnode->setAttribute("lat", $rawPoi['lat']);   
 $newnode->setAttribute("lng", $rawPoi['lon']);  
 $newnode->setAttribute("fecha", $rawPoi['fecha']);    
 if ($rawPoi['foto']==1) 
  $newnode->setAttribute("foto", $rawPoi['id']); 
 else 
  $newnode->setAttribute("foto",-1); 
}  
 
if($used==false) 
{ 
 $node = $dom->createElement("marker");   
} 
 
echo $dom->saveXML(); 
 
?> 
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Delete.php 
<?php 
/* 
 * Created on 14/12/2011 
 * 
 * To change the template for this generated file go to 
 * Window - Preferences - PHPeclipse - PHP - Code Templates 
 */ 
 require_once('config.inc.php'); 
 function getRequestParams($keys) { 
  
 $paramsArray = array(); 
 try { 
  // Retrieve parameter values using $_GET and put them in $value 
array with 
  // parameter name as key.  
  foreach( $keys as $key ) { 
   if ( isset($_GET[$key]) ) 
    $paramsArray[$key] = $_GET[$key];  
   else  
    throw new Exception($key .' parameter is not passed 
in GetPOI request.'); 
  } 
  return $paramsArray; 
 } 
 catch(Exception $e) { 
  echo 'Message: ' .$e->getMessage(); 
 } 
}//getRequestParams  
 
// Connect to the database, configuration information is stored in 
// config.inc.php file 
function connectDb() { 
 try { 
  $dbconn = 'mysql:host=' . DBHOST . ';dbname=' . DBDATA ;  
  $db = new PDO($dbconn , DBUSER , DBPASS , 
array(PDO::MYSQL_ATTR_INIT_COMMAND => 'SET NAMES utf8')); 
  // set the error mode to exceptions 
  $db->setAttribute(PDO::ATTR_ERRMODE , PDO::ERRMODE_EXCEPTION); 
  return $db;  
 }// try 
 catch(PDOException $e) { 
  error_log('message:' . $e->getMessage()); 
  exit($e); 
 }// catch 
}// connectDb 
 
 
 
 
function delete($value,$db){ 
  
  
  
 
 $sql_object = $db->prepare( 'DELETE FROM POIAction WHERE poiID = :id'); 
  
  
 $sql_object->bindParam(':id',$value['id'], PDO::PARAM_INT); 
   
 
  
 
 //$sql_object= mysql_escape_string ($sql_object); 
 $sql_object->execute(); 
 // Fetch the poi object.  
 //$rawObject = $sql_object->fetch(PDO::FETCH_ASSOC); 
  
Annex  79 
 
 
  $sql_object = $db->prepare( 'DELETE FROM POI WHERE id = :id'); 
  
  
 $sql_object->bindParam(':id',$value['id'], PDO::PARAM_INT); 
   
 
  
 
 //$sql_object= mysql_escape_string ($sql_object); 
 $sql_object->execute(); 
 print("el POI se ha borrado correctamente"); 
 
  
} 
 
 
 
/* Put parameters from GetPOI request into an associative array named 
$requestParams */ 
// Put needed parameter names from GetPOI request in an array called $keys.  
$keys = array( 'id' ); 
 
// Initialize an empty associative array. 
$requestParams = array();  
// Call funtion getRequestParams()   
$requestParams = getRequestParams($keys); 
/* Connect to MySQL server. We use PDO which is a PHP extension to formalise 
database connection. 
 For more information regarding PDO, please see 
http://php.net/manual/en/book.pdo.php.  
 */  
// Connect to predefined MySQl database.   
$db = connectDb();  
delete($requestParams,$db); 
/* Construct the response into an associative array.*/ 
 
/* 
*/ 
?> 
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Config.inc.php 
<?php 
 
// SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE. 
 
/* Pre-define connection to the MySQL database, please specify these fields 
based on your database configuration.*/ 
  define('DBHOST', 'localhost'); 
  define('DBDATA', 'Layar'); 
  define('DBUSER', 'Lay'); 
  define('DBPASS', 'Layar'); 
?>  
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addphotoForm.php 
<?php 
 
// SOFTWARE, EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE. 
 
/* Pre-define connection to the MySQL database, please specify these fields 
based on your database configuration.*/ 
  define('DBHOST', 'localhost'); 
  define('DBDATA', 'Layar'); 
  define('DBUSER', 'Lay'); 
  define('DBPASS', 'Layar'); 
?> 
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addForm.php 
<HTML> 
<HEAD> 
</HEAD> 
 
<BODY> 
<FORM METHOD="get" ACTION="add.php">  
<br> 
<input type="text" size="15" maxlength="30" value="nota al pie" name="pie"> 
<br> 
<input type="text" size="15" maxlength="50" value="Descripcion" name="nombre"> 
<br> 
<input type="text" size="15" maxlength="30" value="titulo del POI" 
name="titulo"> 
<br> 
<input type="hidden" name="lat" value=<?echo $_GET["lat"]?>>  
<br> 
<input type="hidden" name="lon" value=<?echo $_GET["lon"]?>>  
<br> 
<input type="hidden" name="userId" value=<?echo $_GET["userId"]?>>  
<p> 
<input type="submit" value="Añadir POI" name="enviar">   
</BODY> 
</HTML> 
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Add.php 
 
<?php 
/* 
 * Created on 14/12/2011 
 * 
 * To change the template for this generated file go to 
 * Window - Preferences - PHPeclipse - PHP - Code Templates 
 */ 
require_once('config.inc.php'); 
function getRequestParams($keys) { 
  
 $paramsArray = array(); 
 try { 
  // Retrieve parameter values using $_GET and put them in $value 
array with 
  // parameter name as key.  
  foreach( $keys as $key ) { 
   if ( isset($_GET[$key]) ) 
    $paramsArray[$key] = $_GET[$key];  
   else  
    throw new Exception($key .' parameter is not passed 
in GetPOI request.'); 
  } 
  return $paramsArray; 
 } 
 catch(Exception $e) { 
  echo 'Message: ' .$e->getMessage(); 
  return array(0 => "ok"); 
 } 
  
}//getRequestParams  
 
// Connect to the database, configuration information is stored in 
// config.inc.php file 
function connectDb() { 
 try { 
  $dbconn = 'mysql:host=' . DBHOST . ';dbname=' . DBDATA ;  
   
   
  $db = new PDO($dbconn , DBUSER , DBPASS , 
array(PDO::MYSQL_ATTR_INIT_COMMAND => 'SET NAMES utf8')); 
  // set the error mode to exceptions 
  $db->setAttribute(PDO::ATTR_ERRMODE , PDO::ERRMODE_EXCEPTION); 
  return $db;  
 }// try 
 catch(PDOException $e) { 
  error_log('message:' . $e->getMessage()); 
  exit($e); 
 } 
}// connectDb 
 
 
 
 
function add($value,$db){ 
  
  
  
 $sql_object = $db->prepare( 'INSERT INTO POI ( footnote, title, lat, 
lon, imageURL, description, biwStyle, alt, doNotIndex, showSmallBiw, 
showBiwOnClick, poiType, iconID, objectID, transformID, layerID,userId) ' . 
   'VALUES ( :foot, :title, :lat, :lon, :uri, :desc, 
"classic", NULL, 0, 1, 1, "geo", 4, 5, 1, 1,:user) '); 
  
 //$value['lat']=$value['lat'].contador($db); 
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 $string="http://eltejon.dyndns.org/layar/images/upc.png"; 
 $sql_object->bindParam(':lat',$value['lat'], PDO::PARAM_STR); 
 $sql_object->bindParam(':lon',$value['lon'], PDO::PARAM_STR); 
 $sql_object->bindParam(':foot',$value['pie'], PDO::PARAM_STR); 
 $sql_object->bindParam(':desc',$value['nombre'], PDO::PARAM_STR); 
 $sql_object->bindParam(':title',$value['titulo'], PDO::PARAM_STR); 
 $sql_object->bindParam(':uri',$string, PDO::PARAM_STR); 
 $sql_object->bindParam(':user',$value['userId'], PDO::PARAM_STR); 
  
 
 $sql_object->execute(); 
// $temp = $insertado->fetch(PDO::FETCH_ASSOC); 
  
 $id=$db->lastInsertId(); 
 
// print("esto es el test"); 
// print($insertado->get());  
 //añadido. lo recuperamos haciendo un select de la lat y la lon 
  
//  
// $sql_object = $db->prepare( ' 
// SELECT LAST_INSERT_ID() 
//  FROM POI AS id'); 
// $sql_object->bindParam(':lat',$value['lat'], PDO::PARAM_STR); 
// $sql_object->bindParam(':lon',$value['lon'], PDO::PARAM_STR); 
//$sql_object->execute(); 
//  
// $rawPois = $sql_object->fetchAll(PDO::FETCH_ASSOC); 
 
 
  
  
//  
// $sql_object = $db->prepare( ' 
//  SELECT id 
//  FROM POI 
//  WHERE lat = :lat 
//  AND lon = :lon 
// LIMIT 0, 50 ' ); 
// $sql_object->bindParam(':lat',$value['lat'], PDO::PARAM_STR); 
// $sql_object->bindParam(':lon',$value['lon'], PDO::PARAM_STR); 
// $sql_object->execute(); 
//  
// $rawPois = $sql_object->fetchAll(PDO::FETCH_ASSOC); 
//  
//  
   
//      //añadimos accion para borrar 
      $sql_object = $db->prepare( 'INSERT INTO POIAction (poiID, label, uri, 
autoTriggerRange, autoTriggerOnly, contentType, method, activityType, params, 
closeBiw, showActivity, activityMessage, autoTrigger) VALUES 
(:id, "Borrar POI", :uri, NULL, 0, "application/vnd.layar.internal", "GET", 8, 
"id", 0, 1, NULL, 0)'); 
 //$value['lat']=$value['lat'].contador($db); 
 
 
 $string="http://eltejon.dyndns.org/layar/delete.php?id=".$id; 
   
 $sql_object->bindParam(':id',$id, PDO::PARAM_INT); 
 $sql_object->bindParam(':uri',$string, PDO::PARAM_STR); 
 $sql_object->execute(); 
       
print("se ha insertado el POI correctamente"); 
} 
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/* Put parameters from GetPOI request into an associative array named 
$requestParams */ 
// Put needed parameter names from GetPOI request in an array called $keys.  
$keys = array( 'lat', 'lon','pie','titulo','nombre','userId'); 
 
// Initialize an empty associative array. 
$requestParams = array();  
// Call funtion getRequestParams()   
$requestParams = getRequestParams($keys); 
//if ($requestParams[0]!="error") 
//{ 
 /* Connect to MySQL server. We use PDO which is a PHP extension to formalise 
database connection. 
  For more information regarding PDO, please see 
http://php.net/manual/en/book.pdo.php.  
  */  
// Connect to predefined MySQl database.   
$db = connectDb();  
add($requestParams,$db); 
/* Construct the response into an associative array.*/ 
//}//if 
 /* 
  */ 
?> 
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ANNEX 3. Customer Survey 
1. Edad:25 
2. Sexo: mujer 
3. Situación laboral: estudiante 
4. Estudios: Grado Superior Estilismo de Indumentaria. 
 
5. Valora los siguientes aspectos 1 es muy poco 5 es mucho: 
Concepto 1 2 3 4 5 
¿Ha sido fácil de utilizar?    X  
¿Te ha parecido agradable estéticamente?    X  
¿Te ha parecido algo nuevo?     X 
¿Consideras que tiene utilidad?   X   
¿Recomendarías su uso?    X  
 
6. ¿Qué vista te ha parecido más útil: lista, 2D, Realidad Aumentada? 
La más útil ha sido el mapa en 2 dimensiones, pero estéticamente es 
más innovadora la realidad aumentada. 
 
7. ¿Añadirías algo? 
 
Si. Considero que sería muy útil poder añadir las fotos haciéndolas 
desde la misma pantalla en la que se suben las fotos. 
 
8. ¿Alguna opción te ha parecido prescindible? 
 
No. 
9. ¿Qué característica te ha parecido la más interesante? 
 
Geolocalización de las fotos. Poder tenerlas juntas con la descripción y 
situadas en el mapa. 
 
10. ¿Conoces alguna alternativa a esta aplicación? 
 
No. 
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1. Edad:19 
2. Sexo: hombre 
3. Situación laboral: Estudiante 
4. Estudios: Bachillerato. 
 
5. Valora los siguientes aspectos 1 es muy poco 5 es mucho: 
Concepto 1 2 3 4 5 
¿Ha sido fácil de utilizar?    X  
¿Te ha parecido agradable estéticamente?   X   
¿Te ha parecido algo nuevo?   X   
¿Consideras que tiene utilidad?   X   
¿Recomendarías su uso?   X   
 
6. ¿Qué vista te ha parecido más útil: lista, 2D, Realidad Aumentada? 
El mapa es más intuitivo 
 
7. ¿Añadirías algo? 
 
Un acceso a añadir puntos de interés desde el botón menú. El punto 
relativo no es una opción muy práctica. 
 
8. ¿Alguna opción te ha parecido prescindible? 
 
Si, no entiendo muy bien de que puede servir subir únicamente un 
comentario.  
 
9. ¿Qué característica te ha parecido la más interesante? 
 
Ver el resumen con filtrado de fechas para ver las fotos añadidas. 
 
10. ¿Conoces alguna alternativa a esta aplicación? 
 
Si. Instagram contiene un mapa de fotos. 
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1. Edad: 62 
2. Sexo: mujer 
3. Situación laboral: Ama de casa 
4. Estudios: Básicos. 
 
5. Valora los siguientes aspectos 1 es muy poco 5 es mucho: 
Concepto 1 2 3 4 5 
¿Ha sido fácil de utilizar? X     
¿Te ha parecido agradable estéticamente?   X   
¿Te ha parecido algo nuevo?     X 
¿Consideras que tiene utilidad?   X   
¿Recomendarías su uso? X     
 
6. ¿Qué vista te ha parecido más útil: lista, 2D, Realidad Aumentada? 
La lista. Puedes ver lo que tienes de una manera más visual. 
 
7. ¿Añadirías algo? 
Se necesita algún control más sencillo. 
 
8. ¿Alguna opción te ha parecido prescindible? 
Supongo que no 
 
9. ¿Qué característica te ha parecido la más interesante? 
 
Poder pedir indicaciones para un sitio. (aunque solo sea en sitios que ya 
has estado) 
 
10. ¿Conoces alguna alternativa a esta aplicación? 
 
No. 
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1. Edad:56 
2. Sexo: hombre 
3. Situación laboral: Comercial 
4. Estudios: Básicos 
 
5. Valora los siguientes aspectos 1 es muy poco 5 es mucho: 
Concepto 1 2 3 4 5 
¿Ha sido fácil de utilizar?   X   
¿Te ha parecido agradable estéticamente?    X  
¿Te ha parecido algo nuevo?     X 
¿Consideras que tiene utilidad?    X  
¿Recomendarías su uso?   X   
 
6. ¿Qué vista te ha parecido más útil: lista, 2D, Realidad Aumentada? 
La Realidad aumentada, es la más práctica para orientarte sobre donde 
están las fotos, aunque el mapa es más visual la distancia. 
 
7. ¿Añadirías algo? 
 
Algún modo para no tardar tanto en encontrar señal GPS.  
 
8. ¿Alguna opción te ha parecido prescindible? 
De las que he visto no. Todo puede servir. 
 
9. ¿Qué característica te ha parecido la más interesante? 
El botón para guiarte hasta un punto, por ejemplo donde habías 
aparcado. 
 
10. ¿Conoces alguna alternativa a esta aplicación? 
 
No. 
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1. Edad: 19 
2. Sexo: hombre 
3. Situación laboral: estudiante 
4. Estudios: Bachiller (estudiante universitario de periodismo). 
 
5. Valora los siguientes aspectos 1 es muy poco 5 es mucho: 
Concepto 1 2 3 4 5 
¿Ha sido fácil de utilizar?   X   
¿Te ha parecido agradable estéticamente?   X   
¿Te ha parecido algo nuevo?    X  
¿Consideras que tiene utilidad?  X    
¿Recomendarías su uso?   X   
 
6. ¿Qué vista te ha parecido más útil: lista, 2D, Realidad Aumentada? 
El mapa es probablemente la más fácil de entender 
 
7. ¿Añadirías algo? 
 
En la vista del mapa se podría poner el punto “especial” desde el que se 
añade de otro color. También añadiría soporte para videos o marcas de 
audio. Estaría bien ver los puntos de interés de amigos. 
 
8. ¿Alguna opción te ha parecido prescindible? 
No, cuantas más opciones mejor. 
 
9. ¿Qué característica te ha parecido la más interesante? 
 
Poder ver las fotos de un día pintadas en el mapa. 
 
10. ¿Conoces alguna alternativa a esta aplicación? 
 
SI, creo que hay alguna aplicación de facebook que lo hace. También 
instagram pone las fotos en un mapa y un amigo lo tiene por defecto en 
el móvil (no recuerda la marca del terminal). 
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1. Edad:25 
2. Sexo: hombre 
3. Situación laboral: Socorrista 
4. Estudios: Grado Superior Actividades físico-deportivas. 
 
5. Valora los siguientes aspectos 1 es muy poco 5 es mucho: 
Concepto 1 2 3 4 5 
¿Ha sido fácil de utilizar?    X  
¿Te ha parecido agradable estéticamente?   X   
¿Te ha parecido algo nuevo?     X 
¿Consideras que tiene utilidad?  X    
¿Recomendarías su uso?  X    
 
6. ¿Qué vista te ha parecido más útil: lista, 2D, Realidad Aumentada? 
Creo que la realidad aumentada es lo más llamativo de la aplicación. 
 
7. ¿Añadirías algo? 
 
Si, los formularios son bastante sosos en blanco y negro. 
 
8. ¿Alguna opción te ha parecido prescindible? 
 
No. 
9. ¿Qué característica te ha parecido la más interesante? 
 
La realidad aumentada, pese a no ser una característica. 
 
10. ¿Conoces alguna alternativa a esta aplicación? 
 
Había visto algún juego (una especie de cazafantasmas) que utilizaba la 
realidad aumentada, pero aplicado a fotos no. 
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1. Edad:31 
2. Sexo: mujer 
3. Situación laboral: Traductora 
4. Estudios: Traducción e interpretación. 
 
5. Valora los siguientes aspectos 1 es muy poco 5 es mucho: 
Concepto 1 2 3 4 5 
¿Ha sido fácil de utilizar?  X    
¿Te ha parecido agradable estéticamente?   X   
¿Te ha parecido algo nuevo?     X 
¿Consideras que tiene utilidad?   X   
¿Recomendarías su uso?  X    
 
6. ¿Qué vista te ha parecido más útil: lista, 2D, Realidad Aumentada? 
El mapa 
 
7. ¿Añadirías algo? 
 
Si. Hacer fotos a la vez que se quiere subir. 
 
8. ¿Alguna opción te ha parecido prescindible? 
 
No. 
9. ¿Qué característica te ha parecido la más interesante? 
 
La vista de los puntos sobre la cámara es lo más espectacular. 
 
10. ¿Conoces alguna alternativa a esta aplicación? 
 
No. 
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1. Edad:34 
2. Sexo: hombre 
3. Situación laboral: Electricista 
4. Estudios: Grado Superior Electrónica y Automatismos. 
 
5. Valora los siguientes aspectos 1 es muy poco 5 es mucho: 
Concepto 1 2 3 4 5 
¿Ha sido fácil de utilizar?  X    
¿Te ha parecido agradable estéticamente?   X   
¿Te ha parecido algo nuevo?    X  
¿Consideras que tiene utilidad?   X   
¿Recomendarías su uso?   X   
 
6. ¿Qué vista te ha parecido más útil: lista, 2D, Realidad Aumentada? 
El mapa es la vista más práctica. 
 
7. ¿Añadirías algo? 
Podría ser interesante añadir algún tipo de enlace con las redes 
sociales. Publicar enlaces por facebook o twitter. 
 
8. ¿Alguna opción te ha parecido prescindible? 
No. 
 
9. ¿Qué característica te ha parecido la más interesante? 
Poder asociar una foto a una posición en un mapa y a una fecha, es 
como crear un álbum digital con información añadida. 
 
10. ¿Conoces alguna alternativa a esta aplicación? 
 
No. 
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1. Edad:21 
2. Sexo: hombre 
3. Situación laboral: N/A 
4. Estudios: Básicos 
 
5. Valora los siguientes aspectos 1 es muy poco 5 es mucho: 
Concepto 1 2 3 4 5 
¿Ha sido fácil de utilizar?   X   
¿Te ha parecido agradable estéticamente?    X  
¿Te ha parecido algo nuevo?    X  
¿Consideras que tiene utilidad?   X   
¿Recomendarías su uso?   X   
 
6. ¿Qué vista te ha parecido más útil: lista, 2D, Realidad Aumentada? 
La realidad aumentada. 
 
7. ¿Añadirías algo? 
Alguna conexión para publicarlo en las redes sociales 
 
8. ¿Alguna opción te ha parecido prescindible? 
 
No. 
9. ¿Qué característica te ha parecido la más interesante? 
Poder tener tus fotos relacionadas en el mapa.  
 
10. ¿Conoces alguna alternativa a esta aplicación? 
Hay alguna aplicación en facebook que también lo relaciona, pero no 
tiene la visión de realidad aumentada para ver hacia donde están las 
fotos cercanas. 
 
