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API Application Programming In-
terface
vmesnik za namensko progra-
miranje
BSD Berkeley Software Distribution berkeleyjska programska dis-
tribucija
Iaas Infrastructure as a Service infrastruktura kot storitev
REST Representational state transfer predstavitveni prenos stanja
RTSP Real Time Streaming Protocol protokol za pretakanje v real-
nem času
Saas Software as a Service programska oprema kot stori-
tev
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Avtor: Jaka Centa
V sklopu diplomske naloge smo razvili rešitev za varnostni nadzor nad doga-
janjem v opazovanih prostorih. Rešitev izbolǰsa nadzor nad osebami v pro-
storu ali vhodu v prostor z omejenim dostopom s pomočjo naprednih tehno-
logij, kot so kognitivne storitve oblačne platforme Microsoft Azure. Rešitev
obsega aplikacijo, ki v realnem času zajema slikovne okvirje in jih obdeluje
s pomočjo Microsoftovega API-ja za prepoznavo obraza. Obsega tudi sple-
tno aplikacijo za upravljanje sistema in nadzorovanje ter mobilno aplikacijo
namenjeno prikazu obvestil o avtoriziranih, neavtoriziranih in neznanih do-
stopih. Podatke o osebah, lokacijah in dostopih hranimo v podatkovni bazi.
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As a part of this thesis, we have developed a solution for controlling events
in the observed rooms or spaces. The solution enhances the control of people
in the space or entrance to the space with limited access through advanced
technologies such as Microsoft Cognitive Services. The solution includes
an application that captures image frames in real-time and processes them
using the Microsoft Face Recognition API. It also includes an online system
management and monitoring application and a mobile application designed
to display notifications about authorized, unauthorized and unrecognized
accesses. Information about persons, locations and accesses are stored in the
database.




Živimo v času, ko je razvoj napredne tehnologije v porastu. Med napre-
dne tehnologije sodijo tudi kognitivne storitve, ki zajemajo strojno učenje,
računalnǐski vid in interakcijo ter dialog med človekom in računalnikom. Te
postajajo vedno bolj popularne in javno dostopne, z njimi pa lahko med
drugim izbolǰsamo vsakodnevno življenje in rešujemo različne varnostne pro-
bleme. Kognitivna znanost je v porastu, vendar še ni množično razširjena na
vseh področjih.
1.1 Cilj diplome
Cilj te diplomske naloge je implementacija prototipa za izbolǰsanje nadzora
nad osebami v prostoru ali vhodu v prostor z omejenim dostopom s pomočjo
naprednih tehnologij, kot so kognitivne storitve oblačne platforme Microsoft
Azure. Nadzorna aplikacija bo omogočala nadzor nad dostopi na definiranih
lokacijah ter uporabniku v obliki obvestila podala informacijo o dostopu.
Aplikacija bo poleg funkcionalnosti obveščanja omogočala tudi upravljanje
sistema ter prikaz analitičnih podatkov. Sestavni deli rešitve so:
• spletna aplikacija za nadzorovanje in upravljanje sistema,
• prikaz analitičnih podatkov s pomočjo orodja za vizualizacijo,
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• mobilna aplikacija za prejem obvestil in pregled dostopov,
• storitev za zajem videa in njegove obdelave.
1.2 Struktura diplome
V drugem poglavju diplomskega dela se srečamo s predstavitvijo uporabljenih
tehnologij in orodij, ki smo jih uporabili pri izdelavi sistema. Poleg predsta-
vitve posameznih orodij je predstavljena tudi vloga nekaterih tehnologij in
orodij.
V nadaljevanju predstavimo funkcionalnosti in arhitekturo celotnega sis-
tema. Nato se posvetimo predstavitvi podatkovnega modela in opǐsemo ra-
zvoj in funkcionalnosti modula za prepoznavo obraza ter mobilne in spletne
aplikacije za nadzor in obveščanje.





2.1 Microsoft Azure Portal
Microsoft Azure je prilagodljiva oblačna platforma, ki je namenjena graje-
nju, testiranju, razvoju in upravljanju spletnih aplikacijskih storitev. Ponuja
programske (Saas) in infrastrukturne (Iaas) rešitve kot storitveni model in
podpira veliko različnih programskih jezikov, ogrodij in orodij [11]. Vire za
platformo Microsoft zagotavlja preko svoje mreže podatkovnih centrov, ki
so po vsem svetu, med drugim tudi v Evropi. To pomeni, da je storitvena
platforma v skladu z evropsko zakonodajo o tajnosti in varovanju podatkov
[3]. Izgled spletnega portala Microsoft Azure je prikazan na Sliki 2.1. V di-
plomski nalogi smo za shranjevanje uporabili Azurjevi storitvi SQL Database
in Blob Storage, ki jih bomo podrobneje opisali v naslednjih podpoglavjih.
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Slika 2.1: Spletni portal Microsoft Azure.
2.1.1 Blob Storage
Blob Storage je Microsoftova rešitev za shranjevanje zbirk binarnih podatkov
v oblaku. Rešitev zagotavlja prilagodljivo, trajno in razpoložljivo hranjenje
velikih količin nestrukturiranih podatkov, kot so tekstovne ali binarne da-
toteke. Razporejene datoteke lahko shranjujemo v različne vsebnike (ang.
Container), ki so podobni imenikom na datotečnem sistemu. Uporabniki ali
aplikacije lahko do objektov dostopajo preko Microsoftovega orodja in apli-
kacijskega programskega vmesnika, ki je na voljo v več programskih jezikih
[21].
2.1.2 SQL Database
Azure SQL Database je relacijska podatkovna baza, ki se nahaja na visoko
razpoložljivi, zmogljivi in prilagodljivi oblačni platformi. Prednost storitve
pred ostalimi podatkovnimi strežniki SQL je, da se obračunava kot oblačna
storitev (ang. pay-as-you-go), za katero sta na voljo dva različna plačljiva
modela. Prvi temelji na številu uporabljenih virtualnih procesorjev, drugi
pa na enotah DTU (ang. Database Transaction Unit), ki se izračunajo iz
uporabe procesorske moči, pomnilnika in I/O operacij [23].
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2.2 Microsoft Visual studio
Microsoft Visual Studio je integrirano razvojno okolje, namenjeno razvoju
namiznih in mobilnih aplikacij, spletnih strani ter storitev [17]. Generira
lahko strojno in upravljano kodo, uporablja pa se lahko tudi za razvoj inter-
pretiranih jezikov. Visual Studio vsebuje urejevalnik, ki za samodejno do-
polnjevanje uporablja komponento IntelliSense in samodejno strukturiranje
kode. Vsebuje orodja za načrtovanje izgleda spletnih strani, razredov, sheme
podatkovne baze in grajenje aplikacij z grafičnim uporabnǐskim vmesnikom.
Omogoča tudi dodajanje razširitev, ki uporabniku izbolǰsajo izkušnjo na sko-
raj vseh korakih razvoja. Razvojno okolje podpira več programskih jezikov,
s pomočjo razširitev pa se lahko ta tudi poveča [15]. Izgled razvojnega okolja
Visual Studio 2019 je prikazan na Sliki 2.2. Razvojno okolje smo uporabili za
razvoj podatkovne baze, modula za prepoznavo obraza in spletne aplikacije.
Slika 2.2: Razvojno okolje Microsoft Visual Studio 2019.
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2.3 Kognitivne storitve Azure
Kognitivne storitve temeljijo na umetni inteligenci in obdelavi signalov in za-
jemajo prepoznavo govora, strojno učenje, obdelavo naravnega jezika, računa-
lnǐski vid in dialog med človekom in računalnikom [13].
Storitve Azure so skupine API-jev, SDK-jev in storitev, ki razvijalcem omogo-
čajo preprosto implementacijo v aplikacije in ne zahtevajo znanja iz področja
umetne inteligence [20].




• iskanje po spletu,
• odločanje.
V podpoglavjih bomo opisali storitev Microsoft Face API, ki spada v področje
vida ter storitvi za zaznavo ter prepoznavo obraza.
2.3.1 Microsoft Face API
V diplomski nalogi smo uporabili Face API, ki spada med Azurjeve kognitivne
storitve, natančneje v področje vida. Face API je plačljiva storitev, ki ponuja
algoritme za zaznavo, prepoznavo in analizo človeškega obraza na sliki. Do
nje lahko dostopamo preko Microsoftove knjižnice za prepoznavo obraza (ang.
Azure Cognitive Services Face client library) ali preko REST API.
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Zaznava obraza
Za zaznavo obraza uporabljamo storitev Face - Detect API, ki s pomočjo
algoritmov na vhodni sliki zazna človeške obraze in kot rezultat vrne unika-
tne identifikacijske številke, lokacije zaznanih obrazov, točke obraznih potez
ter obrazne atribute [6]. Obrazni atributi se določijo preko statističnih algo-
ritmov, zato se nanje ne moremo povsem zanesti. Seznam atributov, ki jih










Ob tem je potrebno izpostaviti, da storitev ne shranjuje slik, temveč samo
zaznane točke, obraze in atribute. Po enem dnevu se zaznane lastnosti obra-
zov izbrǐsejo iz Microsoftove podatkovne baze. Storitev za zaznavo obraza se
uporablja tudi v storitvi za prepoznavo obraza [5].
Prepoznava obraza
Za prepoznavo zaznanih obrazov uporabljamo storitev Identify API, ki za
delovanje potrebuje predhodno zgrajeno skupino ljudi. Postopek za prepo-
znavo na vhodni sliki zazna obraze in jih primerja z obrazi v zgrajeni skupini
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ljudi, pri tem pa kot rezultat vrne urejen seznam oseb, ki imajo največjo sto-
pnjo ujemanja. Primer vhodne slike, nad katero je bila izvedena prepoznava
obrazov prikazuje Slika 2.4. Algoritem za prepoznavo omogoča identifikacijo
do deset obrazov naenkrat. Pri grajenju skupine ljudi lahko vsaka skupina
vsebuje do milijon različnih oseb, ki jim dodelimo slike obrazov. Vsaki osebi
lahko dodelimo največ 248 obrazov, nad katerimi se algoritem nauči prepo-
znavati [20]. Primer zgrajene skupine ljudi lahko vidimo na Sliki 2.3.
Slika 2.3: Primer skupine [4]. Slika 2.4: Primer prepoznave [4].
2.4 OpenCV
OpenCV je odprtokodna knjižnica, ki je bila zgrajena z namenom zagotovitve
enotne infrastrukture na področju računalnǐskega vida in pri tem pospešiti
uporabo strojnega učenja v komercialnih produktih [14]. Nastala je v okviru
Intelovega razvojnega laboratorija v letu 1990. K projektu so največ prispe-
vali ruski strokovnjaki iz ekipe Intel Russia in Intelova Performance Library
ekipa. Njihov glavni cilj je bil predstaviti odprtokodno in optimizirano infra-
strukturo na področju računalnǐskega vida ter razširiti znanja razvijalcev s
platformo, ki je prenosljiva, berljiva in omogoča nadaljnji razvoj. Knjižnica
je večplatformna in je objavljena pod brezplačno licenco BSD. Napisana je
v programskem jeziku C/C++ [2].
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V naši rešitvi knjižnico uporabljamo za predhodno zaznavanje obrazov.
Uporablja Algoritem Viola-Jones, ki temelji na preprostih značilkah Haar
(ang. Haar features), ki so pravokotne oblike [19]. Učinkovit klasifikator
(ang. Classifier) zgradimo s pomočjo strojnega učenja in z velikim številom
pozitivnih (slike z obrazi) ter negativnih vzorcev (slike brez obrazov) [9].
Algoritem klasifikatorje združuje v kaskado (ang. cascade) in s tem optimizira
izvajanje. Značilnice Haar se v primerjavi s sistemi, ki temeljijo na slikovnih
pikah (ang. pixel based), uporabljajo predvsem zaradi hitrosti. Algoritem
deluje tako, da po integralni sliki premika iskalno okno in vsako lokacijo
preveri z uporabo značilk, ki so predstavljene kot črno-beli pravokotniki.
Zasnovane so tako, da je mogoče spremeniti njihovo velikost, ker je tako lažje
najti obraze različnih velikosti. V nasprotnem primeru bi morali spreminjati
velikost slike [10].
2.5 Android Studio
Android Studio je Googlovo uradno podprto integrirano razvojno okolje, ki
izhaja iz JetBrainsovega IntelliJ IDEA okolja in smo ga uporabili za razvoj
mobilne aplikacije. Predstavljeno je bilo leta 2013 na Google I/O konferenci.
Prvotno je okolje podpiralo razvoj v programskem jeziku Java, kasneje pa
je Google dodal možnost razvoja v jeziku Kotlin, ki je od leta 2019 tudi
priporočen jezik za razvoj [16].
2.6 Firebase Cloud Messaging
Firebase je mobilna in spletna razvojna platforma ustanovljena leta 2011,
kasneje pa jo je leta 2014 kupil Google. V naši diplomski nalogi uporabljamo
storitev Firebase Cloud Messaging, ki je rešitev za pošiljanje potisnih obvestil
v realnem času (ang. Push Notification). Omogoča nam, da lahko aplikacijo
obvestimo o prispetju novih podatkov. Velikost podatkovnega dela sporočila
je omejena na 4KB. Obvestila lahko v aplikacijo pošljemo preko Firebase
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Cloud Functions nadzorne plošče ali preko zahtevka HTTP [8]. Arhitekturo
storitve prikazuje Slika 2.5.
Slika 2.5: Arhitektura storitve Firebase Cloud Messaging [7].
2.7 Microsoft Power BI
Power BI je Microsoftovo poslovno analitično okolje, ki omogoča vizualiza-
cijo podatkov. Predstavljeno je bilo leta 2013 in je bilo prvotno zasnovano na
osnovi Microsoft Excel dodatkov. Dve leti kasneje je bilo prvič predstavljeno
kot samostojno analitično okolje. Okolje je na voljo kot oblačna storitev in
kot namizna aplikacija. Microsoft je kasneje izdal dodatno funkcionalnost,
kjer lahko vizualizirane podatke vstavimo v aplikacijo ali v spletno mesto
preko vmesnika API [22]. Uporabili smo ga za izdelavo poročila, ki ga prika-




V tem poglavju bomo predstavili funkcionalnosti sistema. Bolj podrobne
funkcionalnosti posameznih komponent bomo predstavili v naslednjih pod-
poglavjih. Sistem bo uporabniku omogočal prijavo v spletno aplikacijo. Ko
bo prijavljen, bo lahko upravljal s skupinami, osebami, obrazi in lokacijami.
Poleg tega bo uporabnik lahko pregledoval dostope oseb do lokacij in ana-
litične podatke prikazane s pomočjo orodja Power BI. Preko mobilne aplika-
cije bo uporabnik obveščen o novih dostopih, poleg tega bo lahko pregledoval
sezname dostopov. Sistem bo vseboval tudi modul za prepoznavo obraza, ki
bo zaznal osebe na nadzorovani lokaciji ter poslal obvestilo, kadar bo oseba




Slika 3.1: Diagram primerov uporabe celotnega sistema.
3.2 Arhitektura sistema
Sistem obsega modul za prepoznavo obrazov, ki iz video kamere v realnem
času prejema slikovne okvirje in pridobiva podatke o obrazih iz Microsoftove
kognitivne storitve Face API. Pri tem v podatkovno bazo na oblačni platformi
Azure zapisuje pridobljene podatke o osebah in dostopih. Sistem obsega
tudi spletno aplikacijo, ki je namenjena nadzoru nad dostopi in upravljanju
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z osebami ter lokacijami. Za prejem obvestil in hitreǰsi pregled dostopov smo
razvili tudi mobilno aplikacijo. Mobilna aplikacija podatke prejema preko
storitve REST API, ki smo jo implementirali v spletni aplikaciji.
Slika 3.2: Arhitektura sistema.
3.3 Podatkovna baza
Podatkovni model smo zgradili iz treh glavnih delov. Prvi del temelji na
deserializiranem objektu JSON, ki ga pridobimo kot odgovor pri klicu Mi-
crosoftove storitve za zaznavo obraza, opisane v sklopu 2.3.1. Drugi del
modela je namenjen upravljanju oseb in temelji na Microsoftovi podatkovni
bazi za prepoznavo obrazov. Zadnji je namenjen upravljanju dostopov in
lokacij. Model prikazuje slika 3.3.
Prvi del modela za vse zaznane osebe na sliki hrani lastnosti obraza.
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Zgrajen je iz glavne tabele FaceMain, v kateri se hranijo podatki o unikatni
identifikacijski številki, času zapisa, lokaciji ter spletnem naslovu do slike v
oblačni storitvi Azure Blob Storage. Glavna tabela je povezana z več ostalimi,
v katerih hranimo obrazne atribute in ostale lastnosti. Tabela FaceAttributes
hrani podatke o spolu, predvideni starosti, intenzivnosti nasmeha ter podatek
ali oseba nosi očala (sončna, navadna ali plavalna) in ostale dodatke (kapa
ali maska). Tabela FaceEmotion hrani podatke o intenzivnosti čustev kot
so nevtralnost, jeza, ogorčenost, strah, veselje, žalost in začudenost. Tabele
FaceHair, FaceHaircolor, FaceFacialHair in FaceMakeup hranijo podatke o
plešavosti, barvi las, intenzivnosti brkov, brade, zaliscev in naličenost. Po-
datke o tem, kje na sliki je bil obraz zaznan hranimo v tabeli FaceRectangle,
vključujejo pa začetno točko (X, Y) in vǐsino ter širino.
Drugi del modela je sestavljen iz tabel Group, Person in PersonFace, v
katerih hranimo podatke iz Azurjeve podatkovne baze o skupinah, osebah in
obrazih. Vse tabele imajo zgodovinski atribut DeactivatedDateTime, ki nam
pove, da zapis od tega datuma naprej ni več veljaven. V tabeli Group hra-
nimo identifikacijsko številko skupine, s katero identificiramo skupino v Azur-
jevi bazi, ime skupine, zadnji status o učenju modela, kdaj je bila skupina
ustvarjena ter kdaj je bila nazadnje posodobljena. V tabeli Person hranimo
identifikacijsko številko osebe v Azurjevi bazi, ime in priimek ter skupino,
keteri ta oseba pripada. Tabela PersonFace vsebuje podatek o identifikacij-
ski številki obraza v Azurjevi bazi, podatek o tem, kateri osebi pripada slika
obraza ter spletni naslov do slike v oblačni storitvi Blob Storage.
Tretji del modela je sestavljen iz tabel Location, LocationPerson in Access
in je namenjen upravljanju ter nadzoru. V tabeli Location hranimo ime loka-
cije in zgodovinski atribut DeactivatedDateTime. Ker ima lahko ena lokacija
več oseb in ena oseba lahko dostopa do več lokacij, potrebujemo vmesno
tabelo LocationPerson, ki tudi uporablja zgodovinski atribut DeactivatedDa-
teTime. V nadzorni tabeli Access hranimo podatke o času dostopa, identifi-
kacijski številki obraza, vrsti dostopa, identifikacijski številki osebe in stopnji
ujemanja. Identifikacijska številka osebe in stopnja ujemanja se zapǐseta v
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primeru, ko gre za avtoriziran in neavtoriziran dostop. V nasprotnem pri-
meru gre za neznan dostop in osebe ne moremo določiti.
Slika 3.3: Podatkovni model.
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3.4 Modul za prepoznavo obraza
Modul za prepoznavo obraza je konzolna aplikacija, ki sprejema okvirje s
spletne kamere, jih preko Azurjevih kognitivnih storitev obdela in dobljene
informacije zapǐse v podatkovno bazo. Napisan je v programskem jeziku C#
na platformi .NET Framework 4.8. Za delovanje je aplikaciji potrebno podati
začetne nastavitve, ki se nahajajo v App.config. Seznam nastavitev:
• povezava do podatkovne baze,
• povezava do zbirke binarnih podatkov,
• ime kamere,
• spletni naslov do storitve Face API,
• naročnǐski ključ,
• ime skupine nad katero izvajamo prepoznavo,
• identifikacijska številka lokacije.
Aplikacija ob vsaki zaznavi pošlje potisno obvestilo na mobilno aplika-
cijo. Za to skrbi storitev Firebase Cloud Messaging, ki je opisana v poglavju
2.6. Za delovanje je potrebno iz portala Firebase Console prenesti nastavi-
tveno datoteko serviceAccountKey.json, v kateri so shranjeni podatki za
povezavo in avtentikacijo.
3.4.1 Inicializacija
Ob zagonu programa najprej nastavimo vse globalne spremenljivke programa.
Potrebno je inicializirati storitev za pošiljanje potisnih obvestil in storitev za
shranjevanje binarnih podatkov v oblačno storitev, ki je opisana v poglavju
2.1.1. S pomočjo knjižnice Accord.Video.DirectShow vzpostavimo povezavo




Ko vzpostavimo povezavo s kamero, krmilniku dogodkov (ang. Event Han-
dler) dodamo metodo video newFrame(), ki se kliče ob vsakem prejetem
slikovnem okvirju. Metoda za vhodne parametre prejme okvir v formatu Bit-
map. Za obdelavo se periodično kliče asinhrona metoda waitAndProcess-
Snapshot(), kateri kot vhodni parameter podamo prejet okvir. Slika 3.4
prikazuje metodo za prejem slikovnega okvirja.
Slika 3.4: Metoda za prejem slikovnih okvirjev.
3.4.3 Detekcija obrazov
V metodi za obdelavo slikovnih okvirjev na začetku preverimo, ali smo na pre-
jetem okvirju zaznali obraz. Cel proces predhodne detekcije izvajamo zaradi
zmanǰsevanja stroškov pri uporabi storitve Face API. To storimo s knjižnico
Emgu.CV, ki je ovojnica odprtokodne knjižnice OpenCV. Knjižnica in algo-
ritem za detekcijo sta opisana v poglavju 2.4. Metoda ProcessFrame(), ki je
prikazana na Sliki 3.5 za vhodne parametre prejme Bitmap in zgrajen Haar-
jev klasifikator. Za optimalno delovanje detekcije obraza je potrebno Bitmap
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spremeniti v črno-belo sliko. Za detekcijo se nad kaskadnim klasifikatorjem
kliče funkcija haar.DetectMultiScale(), ki vrne lokacijo okna zaznanega
obraza in kot parametre prejme:
• image, črno-bela slika, nad katero se bo izvajala detekcija,
• scaleFactor, ki določa, za koliko se iskalno okno med iskanji pomanǰsa,
• minNeighbors, ki določa, koliko sosednjih pravokotnikov je potrebnih
za tvorbo iskanega objekta,
• minSize, ki določa najmanǰso velikost iskalnega okna,
• maxSize, ki določa največjo velikost iskalnega okna.
Slika 3.5: Metoda za detekcijo obrazov.
3.4.4 Analiziranje obrazov
Analiziranje obrazov se izvaja s pomočjo Azurjeve kognitivne storitve Face
- Detect API, kamor pošljemo zahtevek HTTP POST. Za uspešno poslan
zahtevek je v njegovi glavi potrebno podati naročnǐski ključ in določiti vrsto
Diplomska naloga 19
vsebine. Vsebina je v našem primeru bitna tabela, ki smo jo zgradili iz
slikovnega okvirja. Atribute, ki jih želimo pridobiti, navedemo kot parametre
v naslovu zahtevka. Storitev in atributi so opisani v poglavju 2.3.1. Kot
odgovor na poslan zahtevek, nam storitev vrne seznam obrazov v serializirani
obliki JSON, ki jih pretvorimo v lokalni objekt Face. Sliko v tem koraku
shranimo v storitev za shranjevanje binarnih podatkov in v podatkovno bazo
zabeležimo lokacijo, spletni naslov do shranjene slike ter seznam obrazov.
Seznam obrazov v podatkovno bazo shranimo kot surovi objekt JSON, iz
katerega kasneje s pomočjo procedur pretvorimo podatke v obliko primerno
baznim tabelam.
3.4.5 Identifikacija zaznanih obrazov
Identifikacija obrazov se izvaja nad predhodno zaznanimi in analiziranimi
obrazi. Za identifikacijo uporabljamo storitev Face - Identify, kamor pošljemo
zahtevek HTTP POST. Storitev je opisana v poglavju 2.3.1. Pri sestavljanju
zahtevka moramo podati naročnǐski ključ in vsebino v obliki objekta JSON.
Pri sestavljanju vsebine objekta moramo navesti:
• PersonGroupId, ki določa identifikacijsko številko skupine v Azurjevi
podatkovni bazi, nad katero bomo izvajali identifikacijo,
• ConfidenceThreshold, ki določa minimalni odstotek ujemanja kandida-
tov,
• maxNumOfCandidatesReturned, ki določa največje število vrnjenih kan-
didatov,
• faceIds, ki določa seznam identifikacijskih številk, nad katerimi naj se
izvede identifikacija. Seznam smo v preǰsnjem koraku pridobili iz sto-
ritve za analiziranje obrazov.
Storitev nam za vsak obraz v odgovoru vrne kandidate in odstotke ujema-
nja. Kandidat je predstavljen kot identifikacijska številka osebe iz Azurjeve
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podatkovne baze. Osebe hranimo tudi v našem podatkovnem modelu, ki je
opisan v drugem delu poglavja 3.3. Seznam kandidatov je urejen po odstotku
ujemanja, zato je za nas pomemben samo prvi zapis v seznamu. Kadar ni-
mamo podanih kandidatov, smatramo, da gre za neznano osebo. Za vsak
obraz iz poslanega seznama se v bazno tabelo Access vnese nov dostop. Iz
procesa izvedemo klic shranjene procedure LogAccess, ki na podlagi vho-
dnih parametrov določi tip dostopa. Vhodni parametri so identifikacijska
številka osebe (prvi kandidat), odstotek ujemanja ter identifikacijska številka
poslanega obraza. Možni tipi dostopov so:
• avtoriziran, kadar gre za osebo, katere identifikacijska številka je na
seznamu v tabeli LocationPerson. Lokacija se v podatkovno bazo
zapǐse v predhodnem koraku (analiza obraza),
• neavtoriziran, kadar gre za osebo, katere identifikacijska številka ni na
seznamu v tabeli LocationPerson,
• neznan, kadar kot vhodni parameter shranjeni proceduri ne podamo
identifikacijske številke osebe.
3.4.6 Pošiljanje potisnih obvestil
V zadnjem koraku procesa za vsak zaznan obraz pošljemo potisno obvestilo
mobilni aplikaciji. Za pošiljanje uporabljamo Googlovo knjižnico Firebase-
Admin, ki smo jo prenesli iz storitve NuGet. Knjižnica nam omogoča pre-
prost dostop do funkcionalnosti storitve Firebase. Pri pošiljanju uporabimo
asinhrono metodo SendNotification(), ki ji kot vhodne parametre podamo
naslov in vsebino sporočila ter komu je potisno obvestilo namenjeno. Tre-
nutna implementacija pošlje sporočilo vsem aplikacijam, ki so naročene na
določeno temo (ang. Topic). Del kode za pripravo in pošiljanje potisnih
obvestil je prikazan na Sliki 3.6.
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Slika 3.6: Del kode za pošiljanje potisnih obvestil.
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3.5 Spletna aplikacija
Spletna aplikacija je postavljena na Azurju in je namenjena nadzoru ter upra-
vljanju sistema. Aplikacija je zgrajena na Microsoftovem ogrodju ASP.NET
Core Razor Pages (.NET Core 3.1), ki izhaja iz ogrodja Core MVC in de-
luje po principu odjemalec - strežnik. Za razliko od MVC-ja je krmilnik (ang.
Controller) pri straneh Razor integriran v pogled (ang. View). Zato so strani
Razor bolj podobne ogrodju MVVM, ki ga je razvil Microsoft z namenom, da
bi poenostavil programiranje uporabnǐskih vmesnikov. Arhitekturni vzorec
MVVM na Sliki 3.7 je sestavljen iz treh komponent:
• model (ang. Model), ki je namenjen hranjenju podatkov potrebnih za
prikaz,
• pogled (ang. View), ki določa izgled uporabnǐskega vmesnika in te-
melji na podatkih, shranjenih v modelu. Po navadi je definiran v
označevalnem jeziku XAML,
• pogled modela (ang. ViewModel), ki deluje kot vmesnik med pogledom
in modelom. Namenjen je uporabnǐski interakciji in upravljanju stanja
pogleda. Pogled modela in pogled komunicirata z uporabo dvosmerne
podatkovne povezave (ang. Data Binding) [18, 1].
Slika 3.7: Arhitekturni vzorec MVVM [12].
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3.5.1 Funkcionalnosti
V tem poglavju bomo podrobneje opisali funkcionalnosti spletne aplikacije.
Spletna aplikacija uporabniku sistema omogoča prijavo z uporabnǐskim ime-
nom in geslom. Prijavljen uporabnik lahko upravlja s skupinami, osebami in
obrazi. Pri tem lahko dodaja, brǐse ali ureja skupine, osebe in obraze, ki so
shranjeni v Azurjevi podatkovni bazi. Slike obrazov so shranjene v storitvi
Blob Storage. Uporabniku je omogočeno tudi upravljanje lokacij, kjer lahko
ureja, brǐse ali dodaja nove lokacije ter ureja seznam oseb, ki imajo dostop
do lokacije. Aplikacija uporabniku omogoča pregled seznama dostopov, do
katerega lahko dostopa tudi mobilna aplikacija. Omogočen je tudi pregled
analitičnih podatkov, ki jih spletna aplikacija prikazuje s pomočjo orodja
Power BI. Diagram primerov uporabe spletne aplikacije je prikazan na Sliki
3.8.
Slika 3.8: Diagram primerov uporabe spletne aplikacije.
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3.5.2 Arhitektura
Za grajenje podatkovnega modela in komunikacijo s podatkovno bazo smo
uporabili Entity Framework Core, ki je objektno-relacijsko ogrodje za mapi-
ranje. Uporabili smo pristop, kjer iz obstoječe podatkovne baze pripravimo
aplikacijski podatkovni model (ang. Database First Approach). Podatkovni
model aplikacije smo ustvarili s pomočjo konzolnega ukaza Scaffold-DbCont
ext, ki kot vhodne parametre potrebuje podatke za povezavo, ime baze ter
seznam tabel. Kot izhod nam je ogrodje pripravilo razrede, ki predstavljajo
tabele v bazi in kontekst (ang. context), ki predstavlja vmesnik med apli-
kacijo in podatkovno bazo. Arhitekturo spletne aplikacije lahko vidimo na
Sliki 3.9.
Spletna aplikacija omogoča uporabo vmesnika za namensko programira-
nje (ang. Application Programming Interface). Ta REST API uporabimo
v mobilni aplikaciji, kjer preko njega z zahtevkom HTTP GET pridobimo
podatke o dostopih. Za namene pridobivanja podatkov preko REST API
smo implementirali krmilnik z imenom ApiController, ki vsebuje končno
točko (ang. Endpoint) GetAccesses. Ta kot vhodni parameter prejme tip
dostopa, prek ogrodja Entity Framework Core iz baze pridobi podatke in kot
odgovor vrne objekt JSON z naslednjimi elementi:
• identifikacijska številka dostopa,
• tip dostopa,
• ime osebe in lokacije,
• datum dostopa,
• starost in spol,
• spletni naslov do slike.
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Slika 3.9: Arhitektura spletne aplikacije.
Aplikacijo smo razdelili na štiri glavna področja. Zemljevid strani je pri-
kazan na Sliki 3.10. V sklopu Configuration Manager smo implementirali
upravljanje z Azurjevo podatkovno bazo, kjer lahko urejamo, brǐsemo ali
dodajamo skupine, osebe in obraze. Za upravljanje z Azurjevo podatkovno
bazo uporabljamo Microsoftovo storitev Face API. V sklopu Access Manager
nadzorujemo vse dostope oseb do lokacij. Za vsak dostop lahko vidimo bolj
podrobne informacije. V sklopu Location Manager upravljamo z lokacijami
in urejamo seznam oseb, ki imajo dostop do njih. V sklopu Dashboard je pri-
kazana pregledna plošča, v kateri so s pomočjo Microsoftovega orodja Power
BI predstavljeni podatki iz podatkovne baze.
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Slika 3.10: Zemljevid strani spletne aplikacije.
3.5.3 Vizualizacija podatkov
V tem delu aplikacije uporabniku prikazujemo analitične podatke s pomočjo
orodja Power Bi, o katerem smo govorili v poglavju 2.7. V orodju je s pomočjo
gradnikov zgrajeno poročilo na osnovi podatkov iz podatkovne baze. Podat-
kovni vir pridobimo z metodo DirectQuery, ki namesto prenosa vseh podat-
kov v orodje izvede poizvedbo nad svežimi podatki. Za izdelavo vizualizacij,
smo nekaterim podatkovnim virom dodali mere (ang. measures) kot so na
primer število vseh in avtoriziranih dostopov. Poročilo je izdelano tako, da
se ob izbiri katere koli vrednosti na poročilu, ostali podatki primerno fil-
trirajo/prilagodijo. Tako je glede na izbrano datumsko periodo, osebo ali
lokacijo prikazano število dostopov. S pomočjo grafov in tabel prikazujemo
število zaznanih obrazov po urah, datumu, dnevu v tednu, spolu in starosti,
intenzivnosti čustev glede na tip dostopa ter podatke o največji, najmanǰsi
in povprečni starosti (Slika 3.11).
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Slika 3.11: Primer vizualizacije s pomočjo orodja Power BI.
3.5.4 Upravljanje skupin, oseb in obrazov
V tem delu aplikacije upravljamo s skupinami, osebami in obrazi, ki so
shranjeni v podatkovni bazi, vzporedno pa upravljamo z Azurjevo podat-
kovno bazo, ki je namenjena prepoznavi obrazov. Pri upravljanju s po-
datki, ki so shranjeni v Azurjevi bazi, smo uporabili Microsoftovo knjižnico
Azure.CognitiveServices. Vse operacije se izvajajo tako nad našo kot nad
Azurjevo podatkovno bazo. Pri brisanju skupine, osebe ali obrazov, se v naši
podatkovni bazi podatki ne izbrǐsejo, ampak se nastavi zgodovinski atribut
DeactivatedDateTime, ki nam pove, da zapis od tega datuma ni več veljaven.
To potrebujemo zaradi ohranjanja podatkov o osebah v primeru izbrisa.
Skupine
Pri urejanju skupin se uporabniku odpre okno, prikazano na Sliki 3.12. Na
seznamu so prikazani podatki o skupini, statusu učnega modela ter kdaj je
bila skupina ustvarjena in nazadnje posodobljena. Uporabnik ima možnost
dodajanja, urejanja in brisanja skupine. Ko je uporabnik zaključil z ureja-
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njem skupine, lahko s klikom na gumb Train, sproži učenje učnega modela.
Učenje se izvede s klicem metode PersonGroup.TrainAsync, ki lahko traja
nekaj sekund in je odvisno od velikosti skupine. S pritiskom na gumb Re-
fresh, se izvede klic metode PersonGroup.GetTrainingStatusAsync, ki za
vsako skupino pridobi zadnji status o učenju modela. S pritiskom na gumb
Delete se nam odpre pojavno okno, kjer dokončno potrdimo izbris skupine.
Izbris se izvede z metodo PersonGroup.DeleteAsync.
Slika 3.12: Prikaz seznama skupin.
Pri dodajanju se uporabniku odpre novo okno, kjer mora vpisati identi-
fikacijsko številko skupine, prikazno ime in opis. Za dodajanje nove skupine
smo uporabili metodo PersonGroup.CreateAsync, ki kot vhodne argumente
prejme vpisano identifikacijsko številko, prikazno ime ter ime modela za pre-
poznavo obraza.
S pritiskom na gumb Edit se nam odpre okno za urejanje skupine, kjer
lahko urejamo zgolj prikazno ime in opis. Za posodobitev podatkov o skupini
smo uporabili metodo PersonGroup.UpdateAsync. Poleg tega je prikazan
seznam oseb, ki spadajo v skupino. Primer okna lahko vidimo na Sliki 3.13.
Osebe
V oknu za urejanje skupin je prikazan seznam oseb. Uporabnik ima možnost
dodajanja, urejanja in brisanja osebe. Primer okna lahko vidimo na sliki
3.13. S pritiskom na gumb New, se uporabniku odpre novo okno, kjer vpǐse
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Slika 3.13: Prikaz okna za urejanje skupine.
ime in priimek nove osebe. Za dodajanje nove osebe uporabljamo metodo
PersonGroupPerson.CreateAsync, ki ji kot vhodne parametre podamo ime
osebe ter identifikacijsko številko skupine. Brisanje poteka na enak način kot
pri skupinah.
S pritiskom na gumb Edit se nam odpre okno za urejanje osebe, kjer je
poleg imena in priimka prikazan tudi seznam slik obrazov. Primer okna je
prikazan na Sliki 3.14. Slike obrazov so shranjene v Microsoftovi oblačni
storitvi, ki je opisana v poglavju 2.1.1. Do slik shranjenih v shrambi Blob,
lahko dostopamo s kombinacijo spletnega naslova slike, shranjene v podat-
kovni bazi in žetona (ang. Token), ki ga kot parameter pripnemo naslovu.
Žeton smo zaradi varnosti shranili ločeno od podatkovne baze.
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Slika 3.14: Prikaz okna za urejanje osebe.
Obrazi
Dodajanje novega obraza izvedemo s pritiskom na gumb New, kjer se nam
odpre novo okno (Slika 3.15), ki vsebuje polje za vnos imena obraza in izbiro
slike iz datotečnega sistema. Za dodajanje novega obraza smo uporabili me-
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todo PersonGroupPerson.AddFaceFromStreamAsync, ki kot vhodne para-
metre prejme identifikacijsko številko skupine, identifikacijsko številko osebe,
opis in podatkovni tok (ang. Stream), ki smo ga pridobili iz vhodne slike.
Sliko nato shranimo v shrambo Blob z uporabo metode UploadFromStream-
Async. Metoda nam vrne spletni naslov do shranjene slike, ki ga zapǐsemo v
našo podatkovno bazo.
Slika 3.15: Prikaz okna za dodajanje obraza.
3.5.5 Upravljanje lokacij
V tem delu aplikacije upravljamo z lokacijami in osebami, ki imajo dostop
do njih. Pri urejanju lokacij se uporabniku odpre okno, v katerem je prika-
zan seznam njihovih imen. Uporabnik ima možnost dodajanja urejanja in
brisanja lokacij. S pritiskom na gumb Edit se mu odpre okno, kjer lahko
spremeni ime lokacije. Poleg tega je prikazan seznam oseb, ki imajo dostop
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do lokacije. Okno je vidno na Sliki 3.16. Osebe dodajamo preko pojavnega
okna, kjer izberemo skupino in osebo (Slika 3.17). Za dinamično nalaganje
seznama oseb glede na izbrano skupino uporabljamo tehniko Ajax. Preko
zahtevka HTTP strežniku asinhrono pošljemo trenutno izbrano skupino, kot
odgovor pa dobimo seznam oseb v obliki objekta JSON, ki ga deserializiramo
in osebe dodamo v spustni meni (ang. Drowdown menu).
Slika 3.16: Primer okna za ureja-
nje lokacije in oseb.
Slika 3.17: Primer pojavnega okna
za dodajanje osebe, ki ima dostop
do lokacije.
3.5.6 Pregled dostopov
V tem sklopu aplikacije nadzorujemo vse avtorizirane (ang. Authorized), ne-
avtorizirane (ang. Unauthorized) in neznane (ang. Unknown) dostope oseb
do lokacij. Seznam je prikazan na sliki 3.19. V seznamu je prikazana iden-
tifikacijska številka, datum in čas ter status dostopa in ime zaznane osebe.
Ime osebe je prikazano le v primeru, kadar gre za dovoljen ali nedovoljen do-
stop. Zaradi velikega števila zapisov in lažjega iskanja smo s pomočjo jQuery
dodatka DataTables implementirali številčenje strani in filtriranje zapisov.
Privzeto smo nastavili padajoče razvrščanje po identifikacijski številki do-
stopa. Primer implementacije dodatka DataTables je prikazan na Sliki 3.18.
Diplomska naloga 33
Slika 3.18: Implementacija dodatka DataTables za številčenje in filtriranje
zapisov.
Slika 3.19: Prikaz seznama dostopov.
S pritiskom na gumb Details, se nam odpre okno za podroben pregled
dostopa. Pogled okna je odvisen od statusa dostopa. V primeru avtorizi-
ranega in neavtoriziranega dostopa se uporabniku prikažejo osnovni podatki
kot so ime osebe, status dostopa, ime lokacije, datum dostopa, stopnja uje-
manja ter slika obraza, ki smo jo shranili v sistem pri dodajanju nove osebe
(Slika 3.20). O tem smo govorili v poglavju 3.5.4. Poleg osnovnih podatkov
lahko v zavihku Recognized Details vidimo prepoznane obrazne atribute kot
so starost, spol, intenzivnost nasmeha, čustva, barvo las, dodatke na obrazu
in ličila (Slika 3.21). V zadnjem zavihku Recognized Image pa lahko vidimo
sliko, preko katere smo prepoznali osebo (Slika 3.22).
Kadar gre za neznan dostop se drugi pogled od prvega dela razlikuje v
prikazu osnovnih podatkov. Uporabniku se na osnovnem zavihku prikaže
status dostopa, ime lokacije, datum ter slika, preko katere smo zaznali ne-
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znano osebo (Slika 3.23). Tako kot v prvem pogledu, smo tudi za neznano
osebo prikazali enake obrazne atribute.
Slika 3.20: Prikaz zavihka osnovnih
podatkov za znano osebo.
Slika 3.21: Prikaz zavihka obraznih
atributov.
Slika 3.22: Prikaz zavihka s prepo-
znanim obrazom.
Slika 3.23: Prikaz zavihka osnovnih
podatkov za neznano osebo.
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3.6 Mobilna aplikacija
V tem poglavju bomo opisali arhitekturo, funkcionalnosti in delovanje mo-
bilne aplikacije. Aplikacija za prejem obvestil in pregled dostopov je bila
razvita za mobilne naprave z operacijskim sistemom Android v programskem
jeziku Java. Aplikacijo smo razvili na zadnji verziji sistema Android (An-
droid 10 oz. Android Q). Za podporo stareǰsim telefonom, ki ne podpirajo
zadnje različice pa smo omogočili kompatibilnost do verzije 6.0 Marshmallow.
Za razvoj smo uporabili razvojno okolje Android Studio, ki smo ga opisali v
poglavju 2.5.
3.6.1 Funkcionalnosti
Uporabnik lahko s pomočjo mobilne aplikacije pregleduje sezname dostopov,
ki so razdeljeni na avtorizirane, neavtorizirane in neznane dostope, ki jih
pridobi iz spletne aplikacije. Mobilna aplikacija uporabniku omogoča pre-
gled obvestil o dostopih, ki jih pridobi iz storitve Firebase Cloud Messaging.
Diagram primerov uporabe mobilne aplikacije je prikazan na Sliki 3.24.
Slika 3.24: Diagram primerov uporabe mobilne aplikacije.
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3.6.2 Arhitektura
Glavna funkcionalnost aplikacije je pregled novih dostopov in prejemanje
obvestil, ko pride do njih. Za prejem obvestil aplikacija uporablja storitev
Firebase Cloud Messaging, ki smo jo opisali v poglavju 2.6. Storitev smo ini-
cializirali s pomočjo orodja Firebase Assistant, ki je vgrajen v okolje Android
Studio. V prvem koraku smo našo aplikacijo povezali s Firebase storitvijo,
nato smo preko prej omenjenega orodja v aplikacijo dodali vse potrebne da-
toteke in dele kode, ki jih orodje potrebuje za osnovno delovanje. Za pregled
dostopov mobilna aplikacija uporablja API, ki smo ga implementirali v sklopu
spletne aplikacije. Za pridobivanje podatkov iz API, smo uporabili knjižnico
Volley, ki omogoča preprosto upravljanje z zahtevki HTTP. Pred začetkom
implementacije funkcionalnosti, je bilo potrebno v konfiguracijsko datoteko
AndroidManifest.xml dodati potrebne pravice za dostop do internetnega
omrežja. Arhitektura mobilne aplikacije je prikazana na Sliki 3.25.
Slika 3.25: Arhitektura mobilne aplikacije.
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3.6.3 Prejem obvestil
Aplikacija je zgrajena in glavne aktivnosti in aktivnosti (ang. Activity), kjer
prikazujemo seznam dostopov. Glavna aktivnost je namenjena navigiranju
med seznami dostopov. Poleg tega pa se v tem delu naročimo (ang. Sub-
scribe) na prejemanje obvestil iz storitve Firebase Cloud Messaging. To sto-
rimo z uporabo metode FirebaseMessaging.getInstance().subscribeTo-
Topic, ki ji kot parameter podamo ime teme (ang. Topic), na katero se želimo
naročiti. Izgled prejetih obvestil lahko vidimo na sliki 3.26.
Slika 3.26: Primer prejetih obvestil o dostopih.
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3.6.4 Pregled dostopov
V drugi aktivnosti smo implementirali seznam dostopov. Do seznama do-
stopamo iz glavne aktivnosti, kjer imamo na voljo tri gumbe za izbiro vrste
dostopa. Pri pritisku na gumb se pri zamenjavi aktivnosti kot dodaten pa-
rameter doda tip dostopa. Del kode, kjer se izvede zamenjava aktivnosti je
prikazan na Sliki 3.27. Na začetku glede na parameteraccesstype nastavimo
naslov aktivnosti. Prejet parameter ima lahko vrednosti:
• 1, seznam avtoriziranih oseb,
• 0, seznam neavtoriziranih,
• -1, seznam neznanih oseb.
Slika 3.27: Del kode, kjer se izvede zamenjava aktivnosti z dodatnim para-
metrom.
V naslednjem koraku s pomočjo knjižnice Volley pošljemo zahtevek HTTP
GET, s čimer pridobimo seznam dostopov. Za pridobitev seznama smo
v spletni aplikaciji implementirali REST API storitev, ki smo jo opisali
v poglavju 3.5.2. Pri pošiljanju zahtevka HTTP GET kot parameter po-
damo tip dostopa. Storitev nam kot odgovor vrne objekt JSON, ki ga de-
serializiramo v seznam objektov tipa Access. Navedeni razred je deklari-
ran na podlagi prejetega objekta JSON. Za prikaz elementov na seznamu
(ang. ListView), smo definirali razred accessListAdapter, ki deduje razred
ArrayAdapter. Razred vsebuje konstruktor, ki kot parameter prejme seznam
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objektov tipa Access ter metodo getView, ki omogoča prenos podatkov iz
objekta v pogled. Metoda pravzaprav vrne izgled vrstice na določenem me-
stu v seznamu. Za prikaz seznama listView nato inicializiramo objekt tipa
accessListAdapter ter mu kot vhodni parameter podamo seznam dostopov.
Obdelava odgovora iz storitve REST API je prikazana na Sliki 3.28.
Slika 3.28: Del kode, kjer iz storitve REST API dobimo odgovor JSON, ki
ga deserializiramo in prikažemo v seznamu dostopov.
Izgled vrstice se v seznamu spreminja glede na tip dostopov, ki jih pregle-
dujemo. Kadar gledamo seznam dovoljenih ali nedovoljenih dostopov, lahko
vidimo prikazno sliko osebe, tip dostopa, ime lokacije do katere je oseba
dostopala, ime osebe, datum dostopa ter starost in spol osebe (Slika 3.29).
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Poleg teh dveh seznamov lahko pregledujemo tudi seznam neznanih oseb. Ta
se od prvega seznama razlikuje v količini podatkov ter sliki. V seznamu vi-
dimo sliko, na kateri je bila oseba zaznana, tip dostopa, ime lokacije, datum
ter starost in spol (Slika 3.30).
Slika 3.29: Prikaz seznama dovoljenih
dostopov.




V sklopu diplomske naloge je bil razvit varnostni sistem za nadzor oseb s
pomočjo prepoznave obraza. Naša rešitev obsega modul, ki v realnem času
zajema slike in s pomočjo API-ja za prepoznavo obraza pridobiva podatke iz
kognitivne storitve oblačne platforme Microsoft Azure.
V sklopu sistema je bila razvita tudi spletna aplikacija, ki uporabniku
omogoča upravljanje z Azurjevo bazo podatkov in lokacijami ter pregled do-
stopov. V spletni aplikaciji so pridobljeni podatki uporabniku predstavljeni
s pomočjo Microsoftovega orodja za vizualizacijo podatkov Power BI.
Poleg tega smo implementirali mobilno aplikacijo, ki uporabnika obvesti
o zaznanem dostopu. Pri tem lahko uporabnik na hiter in preprost način
pregleduje sezname dostopov, ki jih mobilna aplikacija pridobi preko storitve
REST API, ki smo jo implementirali v spletni aplikaciji.
Glavna omejitev sistema je predvsem storitev Face API, na katero se ne
moremo povsem zanesti, saj ta ne more zagotoviti popolne zaznave in prepo-
znave obrazov. Za zagotavljanje varnosti je zato še vedno potrebna človeška
prisotnost. Ker naš sistem temelji na omenjeni storitvi, je v primeru ne-
delovanja storitve Face API, onemogočena uporaba celotnega sistema. Med
večje omejitve spada tudi spletna kamera, saj je ta močno odvisna od najvǐsje
ločljivosti, ki jo podpira, kar je ključno za kakovostno prepoznavo. Težave
imamo lahko pri premikajočih osebah, ker je lahko na prejetem slikovnem
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okvirju, ki ga v nekem trenutku obdelujemo obraz zamegljen, kar prepreči
pravilno zaznavo/prepoznavo osebe. Za omejitev stroškov sistema upora-
bljamo knjižnico OpenCV, ki preprečuje klic storitve Face - Detect API v
primerih, ko na slikovnem okvirju ni zaznanih oseb. V nekaterih primerih
knjižnica ne zazna osebe na slikovnem okvirju, zato je sistem še toliko manj
zanesljiv. V prvo različico sistema je bilo vloženega veliko truda in časa,
predvsem zaradi spoznavanja nove tehnologije, za katero ne obstaja veliko
primerov implementacije. Trenutno uporabljamo USB spletno kamero, ki ni
najbolj praktična za uporabo, saj mora biti fizično povezana z računalnikom,
na katerem teče modul za prepoznavo obrazov. Zato bi v prihodnosti modul
za prepoznavo razširili tako, da bi omogočal uporabo IP spletne kamere, ki
bi video pošiljala preko protokola RTSP. Trenutni sistem omogoča eno ka-
mero na lokacijo, zato bi lahko sistem nadgradili tudi tako, da bi omogočal
uporabo večjega števila kamer.
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