The basic ingredients of a domain-specific modeling language (DSML) are its syntax and semantics. For defining the abstract syntax in terms of metamodels, MOF constitutes a standardized language. For specifying the behavioral semantics, however, no standardized language exists, which hampers the emergence of model execution facilities, such as debugging and simulation support. The contribution of this paper is an integrated approach for specifying the abstract syntax and behavioral semantics of DSMLs based exclusively on standardized modeling languages. In particular, we integrate fUML, a standardized executable subset of UML, with MOF leading to a new metamodeling language xMOF. Moreover, we propose a methodology for developing executable DSMLs fostering the separation of abstract syntax and behavioral semantics. To evaluate our approach, we provide an EMF-based implementation and report on lessons learned from performing three case studies in which we implemented executable DSMLs using xMOF.
Introduction
The success of model-driven engineering (MDE) depends significantly on the availability of adequate means for developing domain-specific modeling languages (DSMLs). The two key components that constitute a DSML are its syntax and its semantics. For defining the abstract syntax, the OMG standard MOF [19] provides a well-established and commonly accepted language for defining metamodels. Moreover, MOF fostered the emergence of (i) a variety of techniques for (semi-)automatically deriving specific facilities from a metamodel, such as modeling editors, and (ii) a multitude of generic facilities, e.g., for model persistence, validation, comparison, and transformation.
For developing the behavioral semantics of a DSML, no standard language has been established yet [1] . In practice, models are usually made executable by using code generators or by implementing model interpreters with general purpose programming languages (GPLs). However, code generators or model interpreters constitute only an implementation of the behavioral semantics rather than an explicit specification. The semantics is only implicitly, redundantly, and maybe only partially given (cf. Figure 1a ). Thus, it is difficult to analyze, extend, and reuse the implemented semantics, as well as to verify whether the implementations are actually consistent with each other regarding the intended semantics, making it costly to create and maintain such implementations.
As a first important step towards addressing these drawbacks, we stress the need for a standardized way of specifying explicitly the behavioral semantics of a DSML (cf. Figure 1b ). Moreover, we think that a model-based specification of the behavioral semantics would be beneficial because it enables to stay in the technical space of MDE [20] for explicitly specifying the behavioral semantics of DSMLs. fUML is standardized by the OMG and defines the semantics of a key subset of UML in terms of a virtual machine. This subset contains the UML modeling concepts for defining UML classes and for defining the behavior of these classes using UML activities. As UML classes and MOF metaclasses differ only in their intended usage (modeling of a software system vs. metamodeling), we argue that fUML might be well suited not only for specifying the behavior of UML classes but also for specifying the behavior of MOF metaclasses. Although OMG intended fUML to be sufficient for specifying the semantics of the remainder of UML [20] , it is, however, an open question how fUML can be employed for this purpose and, even more, how fUML can be integrated with state-of-the-art metamodeling languages, techniques, methodologies, and tools for specifying the semantics of arbitrary DSMLs.
Based on first ideas which we have outlined in previous work [15] , the contribution of this paper is threefold. First, we show how fUML can be integrated with MOF leading to a new metamodeling language called xMOF (eXecutable MOF) that allows specifying both the abstract syntax and the behavioral semantics of DSMLs. Second, we extend existing methodologies for developing DSMLs [25, 26, 27] with additional steps concerning the behavioral semantics specification, fostering a clear separation of abstract syntax and behavioral semantics ensuring compatibility with existing modeling frameworks. Third, we present an approach for deriving a model interpreter for DSMLs based on their semantics specified with xMOF which enables to execute models conforming to the DSML using the fUML virtual machine. To evaluate the applicability of our approach, we implemented a prototype that is integrated with the Eclipse Modeling Framework (EMF) [26] and report on lessons learned from performing three case
