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V pričujočem zaključnem delu so uporabljene naslednje veličine, simboli in
kratice:
Veličina / oznaka Enota
Ime Simbol Ime Simbol
čas t sekunda s
frekvenca f Hertz Hz
masa telesa m kilogram kg
električna napetost U volt V
električni tok I Amper A
električna upornost R ohm, om Ω
Tabela 1: Veličine in simboli
Vektorji in matrike so napisani s poudarjeno pisavo. Natančnejši pomen sim-
bolov in njihovih indeksov je razviden iz ustreznih slik ali pa je pojasnjen v
spremljajočem besedilu, kjer je simbol uporabljen.
xi
xii Seznam uporabljenih simbolov
Seznam uporabljenih terminov
angleško slovensko kratica
precision beekeeping precizno čebelarjenje PB
precision agriculture precizna agrokultura PA
Two Wire Interface dvožično omrežje I2C, TWI
burst transmission rafalni prenos
analog-to-digital converter analogno-digitalni pretvornik A/D, ADC
Search Engine Optimization optimizacija iskalnikov SEO
JavaScript JS
database podatkovna baza DB
round trip time obhodni čas RTT
JavaScript Object Notation objektni JavaScript zapis JSON
overhead režija
JSON Web Token JSON spletni žeton JWT
eXtensible Markup Language razširljiv označevalni jezik XML
Single Page Application enostranska spletna aplikacija SPA
frontend, front-end čelje, čelni del
backend, back-end zaledje, zaledni del
Request For Comment zahteva za pripombe RFC<številka>
Representational State Transfer predstavitveni prenos stanj REST
fullstack application celostna aplikacija
Internet Of Things Internet stvari IoT
Tabela 2: Kratice, têrmini in njihovi prevodi
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xiv Seznam uporabljenih terminov
Povzetek
Živimo v času, ko je elektrotehnika vseprisotna. V navezi z agrokulturo se
je razvila t. i. precizna agrokultura. Ena izmed nadaljnjih delitev je precizno
čebelarstvo. Ukvarja se z neinvazivnim zbiranjem podatkov o čebelji družini v
želji optimirati čebelarjenje in povečati pridelek. Cilj te magistrske naloge je
prispevati ravno na tem področju.
V uvodnem delu smo umestili čebelo v živalsko kraljestvo. Naredili smo pre-
gled komercialnih rešitev na področju preciznega čebelarstva. Ugotovili smo, da
gre po večini za elektronske tehtnice. Na raziskovalnem področju smo zasledili
članke, ki na podlagi akustičnih značilk iščejo način prepoznavanja aktivnosti
čebel. Akademski projekt E-Ruche se osredotoča na zbiranje podatkov o tempe-
raturi znotraj panja na desetih merilnih mestih. Pri nekoliko mlajšem projektu
imenovanem ITAPIC so realizirali brezžično komunikacijo senzorjev z vozliščem.
Naslednje poglavje predstavi bistvene tehnologije in têrmine uporabljene pri
tej magistrski nalogi. Med njimi so: upogibne meriline celice (uporovni lističi),
protokol I2C, pojem IoT, oblikovanje podatkov JSON, princip REST, programski
jezik JavaScript, nerelacijska podatkovna baza MongoDB in Google Material.
V osrednji temi smo najprej opisali izdelavo štiritočkovne elektronske tehtnice.
Izdelali smo jo z upogibnimi merilnimi celicami. Pri izdelavi smo naleteli na nekaj
težav zaradi premajhne izhodne napetosti in omejitve napajanja. Meritve smo
morali na koncu izvajati samo z eno merilno celico. Temperaturo in vlago zunaj
in znotraj panja smo merili s senzorjema DHT22. Senzorsko vozlišče je preko




Pri poglavju o spletni aplikaciji smo opisali načrtovanje podatkovnih struktur
uporabnika in optimizacijo hrambe odčitkov senzorjev. Aplikacija vsebuje spletni
vmesnik, ki je oblikovno narejen po vzoru Google Material. Omogoča identifika-
cijo uporabnika, prikaz senzorjev in ponazoritev preteklih meritev z grafom.
V zadnjem poglavju smo opisali testno postavitev sistema, postavljena v za-
četku avgusta. Tehtnico smo podložili pod čebelji panj, senzorja temperature
in vlage smo namestili v za to prirejeno satnico in ohišje zunaj panja. Meritve
smo zbirali približno štiri dni. Količina podatkov je bila premajhna za resno ana-
lizo, vendar smo lahko vseeno opazovali nekaj kratkotrajnih pojavov in njihovih
vplivov na meritve.
Ključne besede: čebelarjenje, precizno čebelarjenje, IoT, senzorji
Abstract
We live in a time where electronic devices are present on every step. In relation
with agriculture the so-called precision agriculture has developed. One of the
further division of it is precision beekeeping. It deals with the non-invasive data
collection about bee colonies in a wish to optimize resource usage and increase
honey production. The aim of this master thesis is to contribute precisely to this
area.
In the introductory section we placed the bees within the animal kingdom. We
made a review of the commercial solutions in the field of precision beekeeping.
We have found that the majority were electronic scales. In the research field
we identified articles which on the basis of acoustic features look for a way of
identifying the activities of the bees. The academic project E-Ruche focuses on
collecting data about temperature inside the hive up to ten measuring points. In
a somewhat earlier project called ITAPIC, communication was realized through
wireless communication sensors with the sensor node.
The following chapter presents the basic technologies and the terms used in
this master thesis. Among them are: load cell (strain gauge), protocol I2C,
the concept of IoT, data formatting JSON, REST principle, JavaScript, non-
relational database MongoDB and Google Material.
Within our central topic, we first describe the production of fourpoint elec-
tronic scales. We developed it with load cell technology. In the manufacturing,
we encountered some problems due to low output voltage and charging limita-
tions. At the end the measurements were carried with only one load cell. The
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temperature and humidity inside and outside the hive was measured by sensors
DHT22. The sensor with the use of the protocol I2C covered measurements at
regular intervals and submitted them to the web server.
In the chapter regarding the web application, we described the programming
of user data structures and the optimization of the sensor data retention. The
application contains a web interface, which is modeled after Google Material. It
allows the identification of the user, a display of sensors and illustrates recent
measurements using a graph.
In the last chapter, we described a test system built in the beginning of Au-
gust. The scale was padded under the hive, we placed the temperature and
moisture sensor in a special modified honeycomb and housed it outside the hive.
Measurements were collected for approximately four days. The amount of data
was too small for serious analysis, but we could still observe some short-term
phenomena and their impact on the measurements.
Key words: beekeeping, precision beekeeping, IoT, sensors
1 Uvod
Čebele (Anthophila) spadajo v skupino žuželk, red kožokrilcev in podred ozko-
pasih os. Po svetu jih poznamo preko 20.000 vrst, vendar le majhen del teh živi
v t. i. družinah ali kolonijah. Med slednjimi je v Sloveniji najbolj poznana slo-
venska avtohtona medonosna vrsta, kranjska čebela (Apis mellifera carnica), ki
jo imenujejo tudi kranjska sivka ali kranjica.
Človek se je od nekdaj zavedal pomembnosti čebeljih pridelkov, zaradi česar
je začel čebelariti, tj. namensko vzgajati čebele. Gradil jim je umetna bivališča,
da bi jih ohranil blizu doma. O razvoju teh si lahko preberemo v diplomski nalogi
“Čebelarjenje z inovativnim satnikom v AŽ-panju” [1, str. 3-19].
Pri svojem delu se čebelarji srečujejo s širokim spektrom težav, ki so v večini
vsaj delno korelirane med seboj. Najpogostejše so podhranjenost čebel ob dalj-
ših neugodnih vremenskih pogojih, pretiravanje pri uporabi insekticidov s strani
kmetov in sadjarjev, razni tipi plesni in gnilobe, ter zajedalca varoja in voščena
vešča. Predvsem mlajši čebelarji večkrat nimajo možnosti redno opazovati in
pregledovati čebeljih družin. To pogosto privede do poginotja večjega števila
družin, čemur sledi opuščanje družinske tradicije ali hobija. Ta problematika nas
je motivirala, da s sodobnimi pristopi iz elektrotehnike avtomatiziramo nekatera
opazovanja, ki bi odražala vitalnost čebelje družine, in s tem izboljšamo kakovost
bivanja čebel v panju.
To področje, kjer se združuje čebelarjenje in opazovanje v realnem času, so
poimenovali precizno čebelarstvo (ang. precision beekeeping, PB) ali precizna




Na slovenskem trgu in v sosednjih državah je moč zaslediti nekaj avtomati-
ziranih elektronskih tehtnic [2], tudi takšne z GSM modulom [3], ki omogočajo
pošiljanje kratkih sporočil (SMS) s trenutnimi parametri. Nikjer nismo našli
informacije o komercialni rešitvi, ki bi čebelarjem nudila več svobode pri izbiri
spremljanih parametrov in načinu posredovanja informacij, ter omogočala doda-
janje senzorjev lastne izdelave.
Na akademskem področju je nekoliko bolj razgibano. V starejšem članku
“Within-day variation in continuous hive weight data as a measure of honey bee
colony activity” [4] so uspešno prepoznavali aktivnosti čebel na podlagi variiranja
mase čebeljega panja. V mednarodnem projektu, imenovanem E-Ruche [5], so
imeli poudarek na količini podatkov iz enega panja in elektroniki. Merili so
temperaturo na desetih točkah v panju, vlago, CO2, maso in promet s pomočjo
kamere. Razvili so tudi spletno aplikacijo. Pri mlajšem sorodnem mednarodnem
projektu, imenovanem ITAPIC [6], so merili temperaturo in vlago na večjem
številu panjev. Osrednja tema je bila brezžična komunikacija med senzorji in
vozliščem. Na internetu je moč zaslediti tudi projekte, kjer raziskujejo način
identifikacije “vzdušja” v panju na podlagi akustičnih značilk čebel. Podrobno
analizo so naredili v objavi “Acoustic Analysis of Bee Behavior” [7].
2 Tehnologije v rešitvah interneta stvari
IoT (ang. Internet of Things, internet stvari) je mreža fizičnih predmetov oz. na-
prav, vozil, stavb in drugih objektov, ki jim integracija z elektroniko, programsko
opremo in omrežno povezljivostjo omogoča zbiranje in in izmenjavo podatkov.
Zbrane podatke lahko z naprednimi algoritmi uporabimo za analize, napovedo-
vanja trendov, optimizacije, zgodnje opozarjanje itd. Stroka ocenjuje za konec
leta 2016 povezanih v internet približno 6,4 miljarde IoT naprav. Za leto 2020
pa preko 20 miljard naprav. Področje uporabe IoT so: dobro počutje (ang. well-
ness), e-zdravstvo, pametna mesta, pametni dom, energetska omrežja, pametni
tranzit, logistika in mnoge druge. Širšo predstavitev tehnologij IoT in aplika-
cije področju pametnih mest (ang. smart city) lahko preberemo v članku “IoT
tehnologije in aplikacije” [8].
V nadaljevanju smo predstavili tehnologije IoT, ki so bile uporabljene za iz-
vedbo tega magistrskega dela. Naredili smo kratek opis spletnih in programskih
rešitev kot so: princip REST, formatiranje JSON, JavaScript z uporabljenimi
knjižnicami, JWT žeton in oblikovalski jezik Google Material. Naredili smo tudi
pregled tehnologij za mernjenje teže in komunikacijske protokole.
2.1 Spletne in programske tehnologije
Internet ali medmrežje je izraz za računalniško omrežje, ki povezuje več drugih ra-
čunalniških omrežij. Podpomenka svetovni splet (ang. World Wide Web, WWW)
označuje del interneta, ki ga predstavljajo hipertekstovni dokumenti, ki jih pre-
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gledujemo z namenskim programom - spletni brskalnik. V začetku interneta so
bili hipertekstovni dokumenti akademski viri, ki so bila preprosto besedila. Z
eksponentnim razvojem svetovnega spleta in njegovo uporabo izven akademskih
krogov so se pojavile potrebe po razširitvah hipertekstovni dokumenta kot sta
oblikovanje s pomočjo oblikovalkega jezika CSS (ang. Cascading Style Sheet,
sl. kaskadne stilske podloge) in interaktivnost s pomočjo jezika JavaScript. Po
padcih in vzponih, ki se tičejo standardizacije tehnologij svetovnega spleta smo
na točki, kjer spletne strani imitirajo funkcionalnost namenskih aplikacij (ang.
native application) v operacijskem sistemu naprave. Stanje se samo še izboljšuje,
saj korporacije investirajo v razvoj in zboljšanje skupnih tehnologij.
2.1.1 REST
Ena izmed idej IoT je komunikacija med različnimi storitvami. Spletna aplika-
cija, ki nudi podatkovne vire drugim, to naredi s t. i. API (ang. Application
programming interface). To lahko naredimo na več načinov. V praksi najpo-
gosteje srečamo princip REST (ang. REpresentational State Transfer, predsta-
vitveni prenos stanj). REST je del standarda HTTP/1.1, o katerem si lahko
preberemo v RFC7231 [9]. Storitvi tako komunicirata preko protokola HTTP
(Hypertext Transfer Protocol, protokol za prenos hiperteksta), pri čemer doda-
jata v glavo podatek o tipu zahteve. V standardu so definirane sledeče zahteve:
GET (branje), POST (ustvarjanje), PUT (posodabljanje) in DELETE (brisa-
nje). Za pošiljanje ali prejemanje podatkov uporabljamo enega izmed standardov
formatiranja podatkov.
Pri projektu smo uporabili formatiranje JSON. Nastal je kot alternativa stan-
dardu XML (ang. eXtensible Markup Language, razširljivi označevalni jezik).
Ta je za enostavno izmenjavo podatkov preveč zapleten in je težko narediti dober
razčlenjevalnik (ang. parser) zanj. JSON je podprt v vseh programskih jezikih.
Z razčlenjevalnikom ga samodejno pretvorijo iz besedila v programski objekt. Za
primerjavo med JSON in XML si lahko ogledamo izseka kode 2.1 in 2.2.




"jeAdmin ": true ,
"zadnji_obisk ": "2016 -09 -01 T15 :22:00Z"
}
Izsek kode 2.1: Primer JSON
<?xml version ="1.0" encoding ="UTF -8"?>
<oseba >
<ime >Janez Novak </ime >
<eposta >janez.novak@test.si </eposta >
<jeAdmin >true </admin >
<zadnjiObisk >2016 -09 -01 T15 :22:00Z</ zadnjiObisk >
</oseba >
Izsek kode 2.2: Primer XML, brez sheme
2.1.2 Podatkovna baza MongoDB
Podatkovna baza MongoDB spada v skupino nerelacijskih podatkovnih baz (ang.
non-relational database), in sicer tipa ključ-vrednost (ang. key-value). V pri-
meru MongoDB je vrednost objekt JSON. Tej vrednosti v MongoDB terminolo-
giji rečemo dokument (ang. document). Več dokumentov oz. JSON objektov s
podobno podatkovno strukturo združujemo v zbirko (ang. collection). Če pote-
gnemo paralelo z relacijskimi podatkovnimi bazami, je zbirka ekvivalent tabele
in dokument je ekvivalent vrstici tabele.
MongoDB omogoča hrambo zbirk, katerih dokumenti niso nujno vseskozi kon-
sistentni. Na primer temperaturnega senzorja bi shranjevali skalarno vrednost,
pri štiritočkovni tehtnici pa niz štirih skalarnih vrednosti oz. vektor.
Opisana podatkovna baza omogoča tudi skalabilnost. Kot dokaz je projekt
zbiranja, hrambe in procesiranja prometnih podatkov na avtocestah v ZDA. Zdru-
žuje podatke s približno 16.000 senzorjev, ki jih pošiljajo v minutnem intervalu.
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Opis projekta si lahko ogledamo v arhivu MongoDB konference 2014 [10].
Več o samih nerelacijskih podatkovnih bazah, različnih pristopih, njihovi rabi
in optimizacijah si lahko preberemo v magistrski nalogi “Integracija povpraševanj
nerelacijskih podatkovnih baz in doseganje visoke razpoložljivosti v računalniškem
oblaku” [11]. Konkretno o MongoDB in primerih uporabe si lahko preberemo v
knjigi “MongoDB: The Definitive Guide” [12].
2.1.3 JavaScript
Javascript je bil v času pisanja tega magistrskega dela aktualen programski jezik
in ga je mogoče uporabiti tako za programiranje spletnega strežnika kot tudi
aplikacije za spletni brskalnik. Posebnost jezika JavaScript je njegovo asinhrono
izvajanje, kar zahteva miselni preskok pri programiranju. Pazljivi moramo biti
na primer pri branju podatkov iz oddaljenega vira, kajti programska koda se
izvaja dalje in ne moremo predvideti, kdaj bodo prebrani podatki na razpolago.
Pristopa za reševanje tega problema sta s povratnimi klici (ang. callback) in
novejši pristop z “obljubo” (ang. promise).
2.1.3.1 NodeJS
V zalednem delu aplikacije smo uporabili spletni strežnik NodeJS, ki ga progra-
miramo v jeziku JavaScript. Zaradi njegove asinhrone narave se dobro izkaže v
okoljih, kjer je potreben hiter odziv na zahteve. V telekomunikacijah ta odzivni
čas imenujemo RTT (ang. Round Trip Time, obhodni čas).
2.1.3.2 ReactJS
ReactJS je programska knjižnica podjetja Facebook, ki je prinesla revolucijo na
področju programiranja spletnih aplikacij. Uvede t. i. komponente (ang. compo-
nents), katerih značilnost je, da pri določenih vhodnih parametrih dobimo vedno
enako izhodno vrednost. Za lažje programiranje so uvedli sintakso JSX (standard
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ECMAScript Harmony), kjer komponente zlagamo v drevesno strukturo, ki spo-
minja na XML. Primer lahko najdemo v izseku kode 2.3. Priporočajo uporabo
komunikacije starš - otrok, saj se s tem izognemo nekaterim slabim praksam. Bolj
celovit opis ReactJS in funkcionalnosti lahko preberemo v “React tutorial” [13].
// Komponenta za prikaz enega komentarja
const Komentar = ({ avtor , komentar }) => (
<div className =" komentar">
<div className ="ime -avtorja">{avtor}</div >
<div className ="komentar -uporabnika ">{komentar}</div >
</div >
);
// Komponenta , ki zdruzuje vec komentarjev
const Komentarji = ({ children }) => (






<Komentar avtor=" Janez Novak" komentar =" Komentiral sem." />
<Komentar avtor="Ajda Novak" komentar ="Jaz tudi!" />
...
</Komentarji >
Izsek kode 2.3: Primer programiranja z React s sintakso JSX
2.1.3.3 React-Router
Knjižnica React-Router nam v navezi z ReactJS omogoča izdelavo spletne apli-
kacije po principu SPA (ang. Single Page Application, enostranska spletna apli-
kacija). Ko uporabnik obišče vstopno točko aplikacije, se vsa vsebina naloži v
spletni brskalnik. Od tu naprej React-Router prestreza vse klike na podstrani
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in samo zamenjuje prikazano vsebino. Prednost tega pristopa je manj prenešene
vsebine spletne strani, saj se stran med delovanjem ne osvežuje, in uporabniku
daje občutek dobre odzivnosti tudi na mobilnih terminalih.
2.1.3.4 Redux
Namen knjižnice Redux je graditi drevesno strukturo stanja aplikacije po principu
funkcijskega programiranja. To nam lahko služi kot namenski predpomnilnik
(ang. cache) ali v primeru osvežitve spletne strani povrnitev v prejšnje stanje.
Konkretno v naši aplikaciji smo shranjevali JWT žeton, uporabnikov profil, vse
njegove senzorje in delno tudi meritve za vizualizacijo. To nam je omogočilo
takojšen prikaz sicer starih podatkov, dokler se do konca ne izvrši zahteva na
strežnik po svežih.
2.1.3.5 Webpack
V pomoč za lažji razvoj čelnega dela aplikacije (ang. frontend) smo uporabljali
orodje Webpack. Omogoča aktivno posodobitev (ang. hot reload), ki skuša brez
prekinitve zamenjati segmente aplikacije v spletnem brskalniku. Programerja
vzpodbuja h pisanju JavaScript kode po specifikaciji ES7 (standard ECMAScript
2016), ki v času tega dela še ni bila v celoti implementirana na vseh spletnih
brskalnikih. Naloga Webpack-a je transformirati JavaScript v obliko, ki premosti
vse nekompatibilnosti med brskalniki.
2.1.3.6 “Univerzalna spletna aplikacija”
Pri našem projektu smo aplikacijo tako v zalednem kot tudi čelnem delu spisali
v programskem jeziku JavaScript. To nam je odprlo možnosti poenostavitve s
konceptom t. i. univerzalne spletne aplikacije (ang. universal web application).
S tem lahko oba sloja uporabljata večji del isto programsko kodo. Rezultat je
celokupno manj vrstic kode, kar tudi zmanjša verjetnost napake pri programira-
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nju. Ponuja možnost SSR (ang. Server Side Rendering, izris na strani strežnika),
kar lahko pripomore k boljši uvrstitvi spletne aplikacije v zadetkih iskalnikov.
Njihovim preiskovalnikom (ang. crawler, pajek) tako ni potrebno razumeti je-
zika JavaScript, ker se dokončni izris naredi na strani strežnika. Enako velja za
uporabnika, ki lahko uporablja spletno aplikacijo, četudi ima v brskalniku one-
mogočen JavaScript.
2.1.4 JWT žeton
JWT žeton (ang. JSON Web Token, JSON spletni žeton) je standard, ki je
definiran v RFC7519 [14]. Je nova avtorizacijska metoda, osnovana na JSON, ki
zamenjuje spletne piškotke.
Žeton sestavljajo glava, tovor in podpis. V glavi je specificirano, za kateri
protokol gre in kateri algoritem digitalnega podpisa je bil izveden. Tovor lahko
nosi poljubno vsebino. V standardu je sicer predlaganih nekaj opcijskih polj.
Eno izmed njih je “iat”, ki v Unix času pove, do kdaj je žeton veljaven (izsek
kode 2.4). Glavo in tovor digitalno popišemo s primerno kriptografsko metodo
in skrivnostjo, ki je znana le spletni aplikaciji. Vsebino žetona lahko vidi vsak,
zato v tovor ne dajemo občutljivih podatkov. Digitalni podpis zagotavlja le
nespremenjeno glavo in tovor. Odsvetujejo uporabo JWT žetona na nekriptirani
povezavi, ker se tako prenaša v nezaščiteni tekstovni obliki in bi lahko prišlo do
kraje žetona s prestrezanjem prometa.
glava = ’{ "alg": "HS256", "typ": "JWT" }’
tovor = ’{ ..., "iat": 1422779638 , id: 1 }’
podpis = HMAC -SHA256(skrivnost , base64(glava) + ’.’ + base64(tovor))
zeton = base64(glava) + ’.’ + base64(tovor) + ’.’ base64(podpis)
Izsek kode 2.4: JWT žeton, pseudokoda
14 Tehnologije v rešitvah interneta stvari
2.1.5 Google Material
Pri oblikovanju uporabniškega vmesnika smo se ozirali na de facto standard Goo-
gle Material [15]. Tega so oblikovali pri podjetju Google in združuje dobre prakse
iz področij kot so: načrtovanje uporabniške izkušnje (ang. user experience, UX),
načrtovanje uporabniških vmesnikov (ang. user interface, UI) in estetsko obliko-
vanje (ang. design). To nam je olajšalo delo, saj natančno definira smernice, s
čimer zagotovimo konsistentnost preko celotne aplikacije.
2.2 Tehnologije za merjenje teže
V elektroniki najdemo nekaj tehnologij za merjenja mase. Najbolj zastopana
sta uporovni listič in piezoelektrični senzor. Za enostavnejšo izbiro smo postavili
nekaj pogojev:
• merjenje mora biti energijsko učinkovito,
• tehnologija ne potrebuje kalibracije pred vsako meritvijo (panja po montaži
ni zaželjeno premikati) ter
• točnost vsaj desetino kilograma.
Prednosti uporovnih lističev sta merjenje statičnih bremen in da ne potrebuje
kalibracije pred meritvijo. Piezoelektrični senzorji ne potrebujejo napajanja, ven-
dar njihova slabost je diferencialno merjenje obremenitve. To pomeni, da zaznajo
razliko mase v zadosti kratkem časovnem intervalu, ne pa absolutne vrednosti.
Več o piezoelektričnem pojavi si lahko preberemo v literaturi “Senzorji in ak-
tuatorji II. del: Pregled senzorjev in aktuatorjev” [16, poglavje 9]. Na podlagi
naštetih pogojev in prednosti smo se odločili za uporabo uporovnih lističev v
obliki upogibne merilnilne celice.
Tehnologija upogibnih celic ima veliko aplikacij uporabe. Najdemo jo v upo-
rabi od tehtanja sadja do merjenja mase tovornjakov. Ena izmed izvedb je celica
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Slika 2.1: Električna shema običajne upogibne merilne celice
sestavljena iz štirih uporovnih lističev, povezanih v “H” mostič, kot je prikazano
na sliki 2.1. Uporovni lističi imajo paroma diagonalno pozitivni oziroma nega-
tivni uporovni koeficient. Ko celico obremenimo, se lističem poveča ali zmanjša
upornost v skladu z njihovim koeficientom. Na sredini mostiča tako lahko me-
rimo razliko napetosti med uporovnima vejama. Razlika napetosti je, v področju
normalnega obratovanja, linearno odvisna od obremenitve na celici.
2.3 Komunikacijski protokoli
Ideja IoT je povezovanje naprav in izmenjevanje podatkov. Kako podatke po-
sredovati drugi napravi je domena komunikacijskih protokolov. Med vidnejšemi
predstavniki so: Bluetooth, Zigbee, Z-Wave, 6LoWPAN, Thread, WiFi (IEEE
802.11), NFC (ISO/IEC 18000-3), Sigfox, Neul, LoRaWAN ter protokoli mobil-
nega omreža, kot je na primer LTE.
Pri tej magistrski nalogi smo se morali omejiti na žične protokole, ki jih pod-
pira senzorsko vozlišče. Na razpolago smo imeli 1-Wire, UART, SPI, I2C in USB.
Zaradi enstavnosti programske implementacije in razširjenosti pri senzorjih v se-
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Slika 2.2: Shema vezave senzorjev s kontrolerjem pri protokolu I2C
gmentu ljubiteljske elektronike smo izbrali I2C.
I2C (tudi IIC, ang. two-wire protocol, dvožični protokol) je enostaven protokol
s serijsko komunikacijo preko dveh žic na kratke razdalje. Pogosto se uporablja
pri komunikaciji med več integriranimi vezji oziroma čipi (shema na sliki 2.2).
Najdemo ga tudi v osebnih računalnikih z nekaj izboljšavami pod imenon SM-
BUS. Vod SDA služi komunikaciji, SCL je sinhronizacija takta. Za razločevanje
naprav na istem podatkovnem vodu se uporablja 7-bitni naslovni prostor. V
praksi lahko od tega naslovimo do 112 naprav, 16 naslovov pa je rezerviranih za
druge namembnosti. Pogosta praksa proizvajalcev čipov, ki podpirajo I2C pro-
tokol, je določanje naslova kar s povezovanjem nožíc čipa. Več o protokolu si
lahko preberemo v objavi “Introduction to I2C” [17]. Vendar pa obstajajo raz-
like med implementacijami protokola na senzorjih. To smo ugotovili na primeru
senzorja temperature in vlage, ki uporablja samo podatkovni vod (SDA). Gre za
zniževanje stroškov zaradi patentov (ang. patent fees).
3 Sistem za avtomatiziran nadzor panja
V tej magistrski nalogi smo realizirali del sistema, opisanega v članku “Pame-
tna čebela - a cloud service for beekeepers” [18]. S tehnologijami IoT množično
zbiramo podatke iz senzorjev in jih agregiramo v podatkovni bazi. Podatki so
nato pripravljeni za nadaljno obdelavo. Uporabniku omogočamo vpogled z vizu-
alizacijo teh podatkov s pomočjo aplikacije. Sistem je ponazorjen z arhitekturno
shemo na sliki 3.1. Vsak izmed gradnikov je bolj podrobno predstavljen v sledečih
podpoglavjih.
Slika 3.1: Arhitekturna shema aplikacije
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Slika 3.2: Upogibna merilna celica, pritrjena na rob lesene konstrukcije
3.1 Senzorji
V tem poglavju smo se osredotočili na izbiro tehnologij in izdelavo senzorjev za
to magistrsko delo. Opisali smo realizacijo tehtnice za panj in težave pri izdelavi.
Izbrali smo tudi senzor za merjenje temperature in vlage.
3.1.1 Tehtnica
Za tehtnico smo uporabili upogibne merilne celice, ki smo jih opisali v poglavju
2.2. Za potrebe naloge smo uporabili štiri z dosegom do 75 kg, ki so bile nameščene
v vogalih nosilne konstrukcije (na sliki 3.2). Komunikacijo s protokolom I2C
smo omogočili z analogno-digitalnim pretvornikom (ang. analog-digital converter,
A/D, ADC) ADS1015 [19] (slika 3.3). Nanj je možno priključiti do štiri analogne
signale celic, ki jih po potrebi tudi ojačamo. Vsebuje samo en 12-bitni ADC,
zaradi česar moramo analogne vhode programsko multipleksirati.
Prvi preizkus ni dal željenih rezultatov. Izhodna napetost merilnih celic je bila
premajhna, pri treh celo negativna. Problem smo skušali rešiti z izdelavo predo-
jačevalne stopnje z inštrumentacijskimi ojačevalniki INA826 (slika 3.4). Omejeval
nas je vir napajanja, saj smo imeli možnost priklopa le 5V; 3,3V in ničelni poten-
cial. Inštrumentacijske ojačevalnike smo morali namesto simetričnega napajanja
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Slika 3.3: Vezje za povezavo upogibnih merilnih celic z mikrokontrolerjem
Slika 3.4: Inštrumentacijski ojačevalniki za upogibne merilne celice
vezati na +3,3V. Drugi preizkus je bil ponovno neuspešen, in sicer zaradi narave
ojačevalnika. Pri danem napajanju smo napačno predpostavili izhodno napetost
0V za negativne vhodne napetosti. Izkazalo se je, da je bila izhodna napetost
nepredvidljiva, zato smo maso panja merili s preostalo upogibno merilno celico.
Nadaljne meritve s samo eno celico so bile uspešne. Pri kalibraciji smo si
pomagali s plastičnimi posodami, napolnjenimi z vodo. Gostota vode je znana
in tabelirana, vedeli smo tudi, koliko litrov drži posoda. Izmerili smo maso treh
znanih količin vode in odčitali izhodno napetost na merilni celici. Predpostavljali
smo, da je zveza med obremenitvijo celice in električno napetostjo linearna. Z
dvema od teh meritev smo izračunali naklon k in dvig premice n (korekcijski
konstanti), s tretjo pa potrdili ali ovrgli linearnost.
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Izračun korekcijskih konstant je sistem dveh enačb z dvema neznankama, kjer
sta y1 in y2 znana masa, x1 in x2 izhodna podatka nekalibrirane celice, k in n pa
neznani konstanti.









y3 = kx3 + n (3.4)
Po izračunu k in n smo torej vstavili vrednosti tretje meritve v enačbo 3.4.
Izračun in meritev sta se ujemala in celici smo zato lahko pripisali linearno odvi-
snost.
Opozorimo, da enačbe 3.1, 3.2, 3.3 in 3.4 veljajo za eno merilno celico. Ker je
tehtnica sestavljena iz štirih, moramo maso deliti s štiri, pod pogojem, da so vse
celice enakomerno obremenjene.
3.1.2 Senzor temperature in vlage
Na trgu lahko najdemo veliko že narejenih senzorjev za namene ljubiteljske elek-
tronike s poljubno natančnostjo, dosegom in komunikacijskim protokolom. Pri tej
magistrski nalogi smo uporabili DHT22 (na sliki 3.5). Komunicira s protokolom,
ki je nekakšen hibrid med 1-Wire (enožični protokol) in I2C. DHT22 ima celo-
ten razpon merjenja vlage, meri temperaturo od -40°C do 125°C in ima zadostno
natančnost za to magistrsko delo. Bolj podrobne karakteristike lahko najdemo
v pripadajočih specifikacijah [20]. Pri projektu smo uporabili dva takšna sen-
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zorja. Zunanji, ki je bil prosto nameščen in notranji, ki smo ga namestili v za to
prirejeno satnico (slika 3.6).
Slika 3.5: Senzor (DHT22) za vlago in temperaturo
3.2 Senzorsko vozlišče
Senzorsko vozlišče je enota z nekaj procesorske zmogljivosti, ki lahko upravlja in
komunicira s senzorji, katerih podatke tudi agregira in pošilja na drugo lokacijo.
Pri naši nalogi smo za vozlišče uporabljali mikroračunalnik Raspberry Pi (slika
3.7), o katerem si lahko več preberemo v članku [21]. Podpira serijske protokole,
kot so SPI, UART, 1-Wire in I2C. Izbrali slednjega. Utemeljitev in razložitev
smo napisali v poglavju 2.3.
3.3 Spletna aplikacija
V času ekponentnega razvoja interneta je meja med spletno stranjo in spletno
aplikacijo zbledela. Spletn aplikacija je spletna stran, ki je po izgledu in funkcio-
nalnosti podobna nameskim aplikacijam (ang. native application) v operacijskih
sistemih. Tipični predstavnik je Google Docs.
V tem poglavju smo se osredotočili na izdelavo spletne aplikacije za našo sto-
ritev. V grobem se aplikacija deli na dva sloja. To sta zaledni del (ang. backend),
kjer se nahaja podatkovna baza in spletni strežnik z vsemi pritiklinami, ter čelni
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Slika 3.6: Senzor DHT22 nameščen na satnico in zaščiten z mrežo
Slika 3.7: Uporabljen mikroračunalnik Raspberry Pi ver. 1B
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del (ang. frontend), ki je namenjen uporabnikom za interakcijo s storitvijo. Sku-
paj predstavljata t. i. celostno aplikacijo (ang. fullstack application). Aplikacijo
smo skoraj v celoti spisali v programskem jeziku JavaScript po principu univer-
zalne spletne aplikacije, opisane v poglavju 2.1.3.6.
3.3.1 Zaledni del aplikacije
Zaledni del aplikacije je uporabniku neviden. V osnovi ga sestavljata podatkovna
baza in spletni strežnik. Uporabili smo nerelacijsko podatkovno bazo MongoDB
in NodeJS za spletni strežnik, o katerih smo že pisali v prejšnjih poglavjih. Za
hitrejši razvoj smo uporabljali orodje Webpack, ki se priključi na strežnik NodeJS.
V stadiju načrtovanja smo si zamislili podatkovno strukturo za uporabnike,
senzorje in odčitke senzorjev, kakor jih bomo shranjevali v MongoDB. Strukture
so prikazane v izsekih kode 3.1, 3.2 in 3.3.
{
name: String ,
email: { type: String , lowercase: true },










Izsek kode 3.1: Podatkovna struktura uporabnika
{
name: { type: String , trim: true },
description: { type: String , trim: true },
coordinates: { lat: Number , lon: Number },
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active: { type: Boolean , required: true },
io_type: { type: String , required: true },




Izsek kode 3.2: Podatkovna struktura senzorja
{
sensor_id: { type: ObjectId , ref: ’Sensor ’, required: true },
timestamp: { type: Date , required: true },
value: { type: Mixed , required: true },
}
Izsek kode 3.3: Podatkovna struktura odčitka senzorja
Aplikacija omogoča identifikacijo uporabnika na klasični način z e-poštnim
naslovom in geslom ali s socialnimi omrežji. Avtentikacija med našo aplikacijo in
uporabnikom se je izvajala s pomočjo JWT žetona ali alternativno metodo (ang.
fallback) s spletnimi piškotki (ang. cookies). Avtorizacijski podatki so zabeleženi
v dokumentu uporabnika.
3.3.2 Čelni del aplikacije
Del aplikacije, ki omogoča interakcijo uporabnika, se imenuje čelni del aplikacije.
Ta je lahko spletna stran ali namenska aplikacija (ang. native application), ki se
jo naloži na mobilno napravo ali računalnik.
Za naš projekt smo naredili preprosto spletno aplikacijo. Vsebovala je štiri
glavne zaslone. Ob prvem obisku se uporabniku prikaže predstavitveni zaslon.
Za vstop v sistem se identificira na prijavnem zaslonu (slika 3.8), ta ga preusmeri
na zaslon s seznamom njegovih senzorjev (slika 3.9). Ob kliku na senzor se prikaže
grafo odčitkov senzorja (slika 3.10).
Spletna aplikacija deluje po principu SPA. JavaScript s knjižnicami React in
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Slika 3.8: Prijavna kartica
React-Router uporablja API spletnega brskalnika in s tem oponaša prehajanje
med pogledi spletne strani. Zaradi tega ima uporabnik občutek, da je aplikacija
odzivna. Za dodatno izboljšanje uporabniške izkušnje smo uporabili knjižnico
Redux. Služi lahko kot predpomnilnik (ang. cache) in omogoča selektivno shra-
njevanje stanja aplikacije. Četudi uporabnik iz nekega razloga osveži spletno
stran, se ta ponovno naloži v trenutku in prikaže vsebino iz Redux-a, medtem se
v ozadju izvaja osvežitev podatkov s strežnika.
Za vizualno podobo smo se odločili uporabiti de facto standard Google Ma-
terial. Združuje dobre prakse tako iz področja UI, UX, kot tudi oblikovanja. Pri
tem nam je pomagala knjižnica Material-UI. Vsebuje veliko večino gradnikov opi-
sanih v Google Material, kar nam je prihranilo veliko časa. Majhen del grafičnega
oblikovanja, kot je logotip in ikone senzorjev, smo oblikovali sami.
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Slika 3.9: Seznam uporabnikovih senzorjev
Slika 3.10: Vizualizacija podatkov
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Slika 3.11: Prostor za postavitev vozlišča s senzorji
3.4 Testna postavitev vozlišča in senzorjev
Montaža senzorskega vozlišča je potekala v prvi polovici avgusta 2016, ko se pa-
šno obdobje čebel bliža koncu. Nekateri čebelarji dodatno nastavljajo sladkorno
raztopino za lažjo prezimitev čebel, kajti sladkor ima nižje ledišče kot surov med.
V čebelnjaku smo naredili prostor okoli testnega panja (slika 3.11), kamor smo
namestili mikroračunalnik z zaslonom, senzorja za vlago in temperaturo ter teh-
tnico, ki je bila pod panjem (na slikah 3.12, 3.13 in 3.14).
3.5 Rezultati meritev
V poglavju 3.4, smo opisali postavitev vozlišča. Prve testne meritve smo izvajali
med 7. in 11. avgustom 2016. Tako smo pridobili podatke za štiri dni meritev.
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Slika 3.12: Postavljeno vozlišče in senzorji ob panju (levo)
Slika 3.13: Prirejena satnica v panju z DHT22 senzorjem (tretja z desne)
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Slika 3.14: Proces merjenja, monitor (levo-zgoraj) za spremljanje meritev
Senzorji so beležili odčitke na pol ure. Obdobje je absolutno prekratko za resne
rezultate in obdelave podatkov. Iz zbranega smo kljub vsemu našli nekaj značilnih
odtisov dogodkov.
Na sliki 3.15 lahko opazimo nenadno naraščanje mase panja. Čebelar je svojim
čebelam nastavil sladkorno raztopino. To lahko opazimo v časovnem intervalu
od 8. avgusta dopoldne vse tja do naslednjega dne popoldne. Po naraščanju
smo zaznali upad mase po prvem prehranjevalnem ciklu. Sklepamo lahko, da so
čebele odstranjevale odvečno vodo oz. vlago, prinešeno s sladkorno raztopino.
Od 10. avgusta dalje je bilo vreme za okolico Domžal oblačno brez padavin,
razpon temperatur med 14°C zjutraj in 28°C na vrhuncu. S tem védenjem smo
lahko iz grafične predstavitve na slikah 3.16 in 3.17 opazovali zmožnost čebel
samostojnega reguliranja temperature in vlage.
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Slika 3.15: Merjenje mase panja
Slika 3.16: Primerjava temperature v panju in izven njega
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Slika 3.17: Primerjava vlage v panju in izven njega
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4 Zaključek
Elektrotehnika prodira v vsako poro našega življenja. Čebelarstvo ni izjema,
je pa šele na začetku vzpona. S pojavom IoT se je začela era zbiranja velikih
količin podatkov, kar je odprlo nove možnosti za iskanje skritih vzorcev, povezav
in izboljšav pri čebelarjenju.
Produkt te magistrske naloge je projekt, ki na področju preciznega čebelar-
stva skuša avtomatizirati neinvazivne meritve v čebeljem panju, kar nam je tudi
uspelo. Napravili smo lastno tehtnico s tehnologijo uporovnih lističev, uporabili
senzor za merjenje vlage in temperature ter sprogramirali senzorsko vozlišče za
pošiljanje podatkov na spletni strežnik kot je ideja IoT.
Na strežniški strani smo napravili preprosto spletno aplikacijo. V njenem
zalednem delu smo uporabili nerelacijsko podatkovno bazo za shranjevanje po-
datkov, ki niso vedno skalarna vrednost, in spletni strežnik, ki te podatke z nekaj
procesiranja ponudi čelnemu delu aplikacije preko API-ja. Čelni del aplikacije
predstavlja spletna stran, ki smo jo oblikovali po vzoru Google Material. Naloga
je bila uporabnika seznaniti z razpoložljivi senzorji v njegovem vozlišču in grafično
ponazoriti pretekle meritve.
V začetku avgusta smo opravili testne meritve. Podatke smo zbirali približno
štiri dni. Količinsko jih je bilo premalo za resno analizo, vendar smo vseeno lahko
videli nekaj pojavov in njihov vpliv na meritve.
Projekt kot tak ima za izboljšave precej manevrskega prostora. Lahko bi
izboljšali tehtnico, saj ta ni zadosti robustna. Povečali bi lahko nabor senzorjev,
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npr. mikrofon v panju in kamero pred panjem za spremljanje prometa čebel. Pri
aplikaciji bi lahko ponudi nekaj dodatne funkcionalnosti glede analize podatkov.
Lahko bi ponudili statistične obdelave, primerjavo s povprečjem vseh čebelarjev
ter različni napovedni modeli za zgodnje opozarjanje. Izdelali bi lahko namenske
aplikacije za različne platforme, kar bi verjetno naredili s knjižnico React-Native.
Prišel bi tudi čas, ko bi aplikacijo ponudil javnosti, kot odprto platformo za pomoč
čebelarjem pri njihovem delu.
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Slika A.3: Tiskano vezje A/D pretvornika za upogibne merilne celice
Slika A.4: Tiskano vezje predojačevalnika za upogibne merilne celice
B Programska koda senzorskega vozlišča
#!/ usr/bin/env python
# -*- coding: utf -8 -*-





hum1 , tem1 = dht.read_retry(dht.DHT22 , DHT22_1_ADDRESS)





if __name__ == ’__main__ ’:
while 1:
print(izmeri ())
# Podatkov ne mores zajemati hitreje od 0.1s;
time.sleep (0.5)
B.0.1 Program za zajemanje vrednosti upogibnih merilnih celic
#!/ usr/bin/env python
# -*- coding: utf -8 -*-
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from __future__ import division # default je integer deljenje
import time
import Adafruit_ADS1x15
adc1 = Adafruit_ADS1x15.ADS1015(address =0x48 , busnum =1)
adc2 = Adafruit_ADS1x15.ADS1015(address =0x49 , busnum =1)
GAIN = 8
N = 20 # stevilo zaporednih meritev , ki jih povprecimo
k = [15.624 , 14.984 , 11.04, 10.776] # kvocient linearne enacbe (k);
n = [-218.95, 94.75 , -156.07, 151.08] # konstanta (n);
def izmeri ():
suma = [0, 0, 0, 0] # init
# Ne beri iz istega ADS1x15 hitreje od 100ms, ker lahko obesis ADC.
for _ in range(N):
# Optimizacija: Beri IC1/1, IC2/1, sleep (200ms), IC1/2 IC2 /2.
suma [0] += adc1.read_adc(0, gain=GAIN)
suma [2] += adc2.read_adc(0, gain=GAIN)
time.sleep (0.2)
suma [1] += adc1.read_adc(2, gain=GAIN)
suma [3] += adc2.read_adc(2, gain=GAIN)
time.sleep (0.2)
# Upostevamo korekcijske faktorje k in n za vsak loadcell.
for i in range(len(suma )):
suma[i] = (suma[i] / N - n[i]) / k[i]
return suma
if __name__ == ’__main__ ’:
print(( izmeri ()))








Izsek kode B.1: meritve.service
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Izsek kode B.2: meritve.timer
