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Seznam uporabljenih simbolov 
 
ASCII ameriški standard kod za izmenjavo informacij (angl. American Standard Code for 
Information Interchange) 
  
CPLD kompleksno programirljivo digitalno vezje (angl. Complex Programmable Logic Device) 
  
FPGA programirljivo polje vrat (angl. Field Programmable Gate Array) 
  
JTAG protokol za programiranje (angl. Joint Test Action Group) 
  
LED polprevodniška svetleča dioda (angl. Light Emitting Diode) 
  
LNIV laboratorij za načrtovanje integriranih vezij (angl. Laboratory for Integrated Circuit Design) 
  
MEMS mikro elektronsko-mehanski sistem (ang. Microelectromechanical systems) 
  
PWM pulzno širinska modulacija (angl. Pulse Width Modulation) 
  
RGB rdeča, zelena, modra (angl. Red Green Blue) 
  
RS-232 standard za serijsko komunikacijo 
  
UART univerzalni asinhroni sprejemnik/oddajnik (angl. Universal Asynchronous 
Receiver/Transmitter) 
  
USB univerzalno serijsko vodilo (angl. Universal Serial Bus) 
  
VGA velikost grafičnega polja (angl. Video Graphics Array) 
  
VHDL jezik za opis hitrih integriranih vezij (angl. VHSIC Hardware Description Language) 
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POVZETEK 
 
Za izbrano razvojno ploščo DE0-Nano in zanjo posebej razvito razširitveno ploščo smo izdelali 
rešitev, ki nam omogoča razhroščevanje programske opreme procesorja v vezju FPGA. Razširili 
smo osnovno predlogo sistema, ki se uporablja pri vajah Laboratorija za načrtovanje integriranih 
vezij (LNIV). Predloga sistema vključuje 12 bitni učni procesor, ki ni imel enote za razhroščevanje. 
Enoto za razhroščevanje smo opisali jeziku v VHDL. Uporabili smo programsko opremo Intel 
Quartus, ModelSim in PuTTY.  
Naloga razhroščevalne enote je nadzor nad delovanjem procesorja in pridobitev podatkov o 
stanju. Za povezavo z računalnikom uporabljamo odprtokodni zaporedni vmesnik, ki ga je bilo 
potrebno povezati z vodilom razširitvene plošče in testirati ob delovanju vseh periferij na tem 
vodilu. Nadgrajevanje je v nadaljevanju predstavljala interpretacija prejetih znakov, ki je zahtevala 
nadgradnjo procesorskega vezja. Z dogovorjenimi znaki za ukaze smo določili katere funkcije 
bomo uvedli v naš sistem. Tako smo za vplivanje na delovanja procesorja za ponovni zagon določili 
znak »r«, za zaustavitev delovanja procesorja znak »s«, omogočanje delovanja procesorja »e« in 
izvajanje ukazov v procesorju po korakih znak »k«. Uvedli smo še dva znaka za pridobitev 
podatkov o stanju delovanja procesorja, ki sta »a« za pridobitev vrednosti akumulatorja in znak 
»p« za pridobitev vrednosti programskega števca.  
Končni izdelek predstavlja rešitev, s katero smo realizirali vse zadane cilje. 
Ključne besede:  
DE0-Nano, strojna oprema, razhroščevanje, LNIV, VHDL, Quartus, ModelSim, PuTTY, komunikacija  
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ABSTRACT 
 
We build a debugging solution for chosen development board DE0-Nano and for it especially 
developed extension board. Our solution enables us to debug software written for hardware 
processor in an FPGA device. We extended template system used for tutorials in the Laboratory 
for integrated circuits design (LNIV). The system includes 12 bit educational processor, which lacks 
a debugging unit. The debugging unit is described in VHDL language. Software that we used are 
Intel Quartus, ModelSim and PuTTY. 
Function of debugging unit is control over processor operation capabilities and getting 
information of its state. We are using open source serial interface to connect it with a computer. 
We had to connect the interface with a bus of extension board and test it while all other periphery 
are using this bus as well. Next step was to interpret the data that we received through serial 
interface. For that reason we had to upgrade microprocessor unit. With set of commands that we 
chose we also determined what functions we would implement into our system. In the process 
we chose to use sign “r” to reset processor, to stop it with a sign ”s”, to enable it with “e” and to 
make it work in a step-by-step with “k”. We implemented as well commands to extract some data 
of processor state. To get a value of accumulator we send a sign “a” an for the program counter 
(PC) we chose “p”. 
Final product of work presents a solution that covers all the goals set at the beginning. 
Key words:  
DE0-Nano, hardware, debugging, LNIV, VHDL, Quartus, ModelSim, PuTTY, communication  
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1 Uvod 
Izvedbe in realizacije lastnih naprav se moramo vedno lotiti sistematično. Napravo moramo 
najprej dobro zasnovati. Pripravimo si delovno okolje in načrtamo potek dela. Sproti skušamo 
rešiti težave, ki jih zaznamo. Za kasnejše razumevanje preteklega dela, moramo dobro sproti 
komentirati, kar smo naredili. To nam pripomore k lažjemu odpravljanju napak in nadgradnji same 
naprave oziroma projekta.  
Digitalne elektronske naprave temeljijo na mikroprocesorjih ali mikrokrmilnikih, kjer delovanje 
določa programska oprema. Pri razvoju programske opreme je pomembno imeti pregledno 
urejeno kodo. Za vso znanje, ki ga imamo, in možnih gradiv, ki so na voljo, moramo biti vešči 
njihovih uporab, ker nam to omogoči zelo hiter napredek pri razvoju rešitev. Programsko orodje, 
ki ga uporabimo za programiranje, po navadi ponuja veliko pripomočkov za lažje delo in je zato 
pomembno, da jih poznamo in tudi uporabljamo.  
Ko zasnovano napravo pripeljemo dovolj daleč, da lahko testiramo njeno uporabnost, velikokrat 
ne deluje kot smo si zamislili. Program se prevede v delujočo kodo, obnašanje samega sistema pa 
ni kot zaželeno. Možnih je več vzrokov za takšen rezultat. Kot najpogostejši je površnost velikokrat 
pa tudi nepravilno poznavanje posameznih problemov. Za učinkovito odpravo napak pri 
površnosti po navadi zadostuje temeljit pregled kode. Za nepoznavanje problematike pa s 
pomočjo prave literature dopolnjeno znanje. Na nepravilnosti v kodi nas opozori že sam 
prevajalnik in ob prisotnosti napak kode ne prevede do konca. Za odpravljanje napak v prevedeni 
kodi pa obstajajo številni načini kako se tega lotiti. Najbolj pomembno je, da vemo, kako se bi 
program moral obnašati. Dobro je tudi, da znamo predvideti, kakšna vmesna stanja se morajo 
zgoditi za pravilno delovanje. Da pa dobimo potrebne informacije, da vemo kako dejansko 
program deluje, pa se velikokrat poslužimo orodij, ki jih ponuja že samo programsko okolje, 
velikokrat pa si lahko tudi pomagamo s strojno opremo. Razvojne plošče ponujajo različne 
periferije katere lahko uporabimo v ta namen. Najbolj so nam v pomoč razni prikazovalniki LCD, 
indikatorji LED in serijske komunikacije, I2C in še več drugih možnih implementacij. Pri manjši 
projektih je seveda takšen način zadosten, še posebej pri počasnih sistemih. Ko pa je sistem 
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prehiter in prevelik, da bi sledili poteku dogajanja preko vizualnih pripomočkov, pa se poslužimo 
naprednejših rešitev.  
Pri razvoju FPGA vezij s programom Quartus imamo vključenih več orodij. Za simulacijo vezij pa 
tudi program ModelSim s katerim lahko s pomočjo testnih struktur (angl. test bench) simuliramo 
delovanje vezja ob željenih dogodkih. To nam je zelo v pomoč pri razvoju. Moramo pa program 
testirati tudi na realnem sistemu. Tedaj se moramo pa poslužiti tudi kakšnih drugih rešitev.  
Za sistem z razvojno ploščo DE0-Nano, ki se ga uporablja na vajah pri predmetih Laboratorija za 
načrtovanje vezij skupaj z razvojno ploščo razvito v sklopu magistrskega dela, sem za temo moje 
diplomske naloge izbral izdelavo rešitve za odpravljanje napak pri programiranju tega sistema s 
pomočjo serijske komunikacije.  
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2 Odpravljanje težav - razhroščevanje 
Pri predavanjih smo kot pojasnilo izrazu razhroščevanje (angl. Debugging) dobili zelo jasno razlago 
kaj pomeni. Namreč v razvoju izdelave namenskih strojev, so v začetku vsebovali večino 
mehanskih sestavnih delov. Od teh so velik del predstavljala relejska vezja. Velikokrat so ta tudi 
nehala delovati in so pri pregledu lahko občasno med kontakti odkrili hrošča, ki je preprečeval 
normalno delovanje, ob njegovi odstranitvi pa je ponovno delovalo normalno. Nato se je izraz 
razhroščevanje zelo dobro uveljavil in se danes uporablja za odpravljanje težav tudi pri 
programiranju v digitalnem svetu. 
Razvijalec ima na voljo mnogo možnosti kako učinkovito odpraviti težave pri načrtovanju FPGA 
vezij v vseh korakih razvoja. Pomembno je da napake odkrijemo in odpravimo v še bolj začetnem 
delu razvoja vezja in tako zmanjšamo možnosti da se pojavijo, ko imamo vezje razvito že v končni 
fazi. [1] 
2.1 Različni pristopi k odpravljanju napak programskih aplikacij 
V industriji se za odpravljanje napak, v nadaljevanju razhroščevanje, uporabljajo različni pristopi. 
Spodaj je opisano nekaj pristopov. 
2.1.1 Metoda brutalne sile 
Ta pristop je najpogostejši in najmanj učinkovit za osamitev težave ki povzroča okvaro v 
programu. Te metode se poslužimo, kadar vse ostalo zataji oziroma nismo uspešni z drugimi 
metodami. Pristop pa je takšen, da pridobimo in pregledamo vse registre ter pomembne 
spominske lokacije. Vse skupaj zelo dobro dokumentiramo, ker nam lahko pride v poštev še 
kasneje pri nadaljnjih težavah. 
2.1.2 Metoda sledenja (Back Tracking Method) 
Je zelo priljubljen pristop ki je učinkovito uporabljen v primeru majhnih aplikacij. Proces se prične 
na točki kjer zaznamo določen simptom. Od tam naprej sledimo po izvorni kodi dokler ne 
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odkrijemo kaj povzroča okvaro. Na žalost pa se z večanjem kode možne poti številčijo in lahko 
dobimo nepredstavljivo veliko možnih poti. 
2.1.3 Izločanje vzrokov 
Tretji možen pristop za razhroščevanje je z vpeljavo ali sklepanji. Podatke, ki se nanašajo na 
pojavitev napake, se organizira tako, da se izolira morebitne vzroke. Zasnujemo hipotezo vzroka 
in s podatki, ki so nam na voljo, dokažemo ali zavržemo to hipotezo. Kot alternativa se lahko 
ustvari seznam vseh možnih vzrokov in se izvedejo testi za eliminacijo vsake možnosti. Če uvodni 
test obeta nekaj za posamezni vzrok potem dodelamo podatke za ta vzrok da ob tem izoliramo 
glavni vzrok posamezne težave. 
2.2 Orodja za razhroščevanje 
Vsako od prej omenjenih metod lahko dopolnimo z orodji za razhroščevanje. Na voljo imamo na 
primer orodja v prevajalniku, dinamične razhroščevalne pripomočke (programske rešitve), 
generatorje samodejnih testov najpogostejših primerov, in drugo. [2] 
Za načrtovanje FPGA vezij je na voljo več načinov razhroščevanja. Najpogosteje uporabljeni so 
simulacija na RTL nivoju in nivoju vrat, preverjanje statičnih zakasnitev in razhroščevanje na nivoju 
strojne opreme. 
2.2.1 RTL simulacija (Register Transfer Level) 
RTL simulacijo uporabimo za preverjanje obnašanja funkcij napisanih v VHDL jeziku, Verilog-u, 
systemVerilog jeziku ali jeziku C. Za majhne do srednje velike digitalne sisteme so simulatorji zelo 
uporabni. Za večje pa potrebujemo bolj hitra in sposobna simulacijska orodja.  
Komercialno je na voljo več orodij različnih podjetij. So pa takšna naprednejša orodja tudi zelo 
draga, vendar pa lahko z njimi hitreje simuliramo in tako vplivamo na čas razvoja lastnih rešitev. 
[1] 
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Slika 1: RTL simulacija v ModelSim programu 
Izdelava testne strukture, ki v testiranje zajame celotni sistem, je časovno zelo zahtevna vendar 
pa se ves ta trud poplača v smislu dovršenosti sistema, ker je odpravljanje napak v sistemu, 
izdelanemu kot končno vezje veliko težje, dražje in časovno obsežnejše.   
V nekaterih primerih načrtovalci simulirajo nižje nivojske bloke posamezno in jih nato povežejo v 
najvišjem nivoju FPGA. To nam lahko prihrani nekaj simulacijskega časa, vendar pa moramo še 
vedno biti pozorni na napake, ki se lahko pojavijo in morebitno še niso odkrite. Kot primer lahko 
navedemo, da je vmesnik med posameznimi moduli eden najbolj kritičnih delov in se napake tam 
z lahkoto pojavijo.  
2.2.2 Simulacija na nivoju vrat 
Simulacija na nivoju vrat se uporabi za preverjanja obnašanja programa po tem, ko je že preveden 
v FPGA tehnologijo. Dejansko pa nam orodje vrne preverjanje sinteznega orodja o pravilnosti 
rezultatov. Današnja sintezna orodja že vsebujejo metodo za preverjanje ujemanja vezja z RTL 
opisom. Simulacija na nivoju vrat je potrebna le, če se pojavijo različni izhodi funkcij v časovni 
simulaciji.  
Če program prestane test na nivoju vrat, ne pa tudi časovne simulacije, potem je to zagotovo en 
indikator, da se neujemanje zgodi zaradi zakasnitev in ne zaradi zgradbe vezja. [1] 
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2.2.3 Časovna simulacija 
Časovna simulacija je simulacija na nivoju vrat s časovnimi informacijami, ko imamo iz programa 
že določeno zgradbo vezja in so znane razdalje, ki jih morajo premagovati signali. Časi se 
izračunajo iz podatkov proizvajalca in znanih povezav. Orodje po navadi poda najboljšo, tipično in 
najslabšo možno časovno obnašanje. Za najslabšo možnost se izračuna iz podane delovne 
napetosti in temperature. Slabost tega je, da preveri le vzbujene poti, torej je odvisno od tega 
kakšni testni vektorji so uporabljeni. Simulacijski čas je tudi razmeroma daljši v primerjavi z RTL 
simulacijo, kar nas lahko prepriča v uporabo hitrejšega simulatorja. [1] 
2.2.4 Razhroščevanje FPGA na nivoju vezja 
Na voljo imamo dve osnovni metodi za razhroščevanje FPGA vezij na nivoju vezja. Ena od njiju je 
uporaba vgrajenega logičnega analizatorja, druga pa uporaba zunanje testne opreme kot so 
osciloskopi za mešane signale ali logični analizator. Izbira je odvisna od potreb projekta. Glavna 
razlika med tema dvema metodama je poraba delov vezja.  
Vgrajen logični analizator ne porablja dodatnih priključkov, saj za svoje delovanje izkorišča JTAG 
priključek. To je koristno kadar smo omejeni s številom priključkov. Poleg tega nam ni potrebno 
skrbeti, kako bi priključili zunanji logični analizator. Slaba stran uporaba te metode pa je, da 
porablja vire logičnih elementov in pomnilnik, ki je razpoložljiv za razvoj vezja. Načeloma so 
vgrajeni logični analizatorji cenejši od zunanjih. Seveda pa ni tako funkcionalen pri bolj zahtevnih 
problemih, kadar moramo na primer opazovati signale neodvisno od ure, da jih lažje primerjamo 
med sabo.  
Na drugi strani pa zunanji logični analizator priklopimo preko prostih priključkov. Za povezavo teh 
s sistemom porabimo zelo malo razpoložljivih logičnih elementov in nič od pomnilnika in s tem ne 
vplivamo na učinkovitost. Moramo si izdelati priključek preko katerega povežemo zunanji logični 
analizator z našim vezjem. Tako orodje je cenovno drago, vendar pa ga lahko uporabimo pri več 
projektih in ne le za razhroščevanje FPGA vezij ampak tudi drugačne tipe vezij. 
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2.2.4.1 Vgrajen logični analizator 
Vgrajen logični analizator je orodje za razhroščevanje, ki je vgrajeno v integrirano vezje kot 
sistemska rešitev, kratica za to izvedbo je SOPC (ang. system-on-a-programmable-chip). Rešitev 
podjetja Intel Altera za njihove izdelke se imenuje SignalTap II. Načrtovalec lahko z njo v realnem 
času opazuje obnašanje strojne opreme saj ima pregled nad perifernimi registri in spominskimi 
vodili ter ostalimi komponentami, ki so vgrajene v sam čip.  
Na sliki 2 vidimo poenostavljen bločni diagram tipičnega sistema na programirljivem vezju z 
vgrajenim logičnim analizatorjem. Z (1) je označen vmesnik za zunanjo pomnilniško enoto. Z (2) 
so označeni paralelni notranji registri vhodov in izhodov. S (3) pa vmesnik vgrajenega pomnilnika. 
S temi tremi oznakami so označeni trije različni tipi signalov, ki so uporabni za opazovanje.  
 
Slika 2: Poenostavljen bločni diagram tipičnega sistema na programirljivem vezju [3] 
Opazovanje teh signalov poteka programsko. Izgled prikaza je zelo tipičen, ki je pogosto 
uporabljen pri simulacijskih orodjih, vidimo ga na sliki 3. Signale, ki jih opazujemo, lahko izbiramo.  
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Slika 3: Primer prikaza vgrajenega logičnega analizatorja [3] 
2.2.4.2 Zunanji logični analizator (inštrument) 
Zunanji logični analizator nam omogoča, da podrobno opazujemo časovno razmerje signalov z 
resolucijo manj kot ene nanosekunde. Tako se lahko prepričamo, da se dogodki zares zgodijo in 
kot se morajo. Maksimalna globina pri SignalTap II je 128 Kb, kar je zelo malo v primerjavi z 
zunanjim logičnim analizatorjem, ki je zmožen zajema 256 milijonov vzorcev. Tako lahko 
opazujemo daljše časovne vzorce in morebiti napako odpravimo hitreje.  
Se pa problem pojavi pri spreminjanju, katere signale bi radi opazovali. Ker porabljamo zunanje 
priključke, moramo signale na njih pripeljati programsko. To pa vsakokrat zahteva spremembo 
projekta in novo prevajanje, kar pa je časovno potratno. S spreminjanem povezav pa se lahko tudi 
spremenijo časovni poteki signalov in imamo oteženo odkrivanje težav. Vpogled v vezje preko 
majhnega števila priključkov nam otežuje celoten proces odpravljanja napake in moramo 
kombinacijo opazovanih signalov skrbno izbirati. 
So se pa odpravo teh pomanjkljivosti lotili pri proizvajalcu logičnih analizatorjev Tektronix in razvili 
metodo za razhroščevanje za Xilinx in Intel Altera FPGA vezja. Programska oprema FPGAView nam 
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skupaj z nekaterimi od Textronixovimi osciloskopi za mešane signale in logičnimi analizatorji 
omogoča, da hkrati opazujemo notranje in zunanje dogajanje v vezju, hitre spremembe točke 
opazovanja brez potrebe po ponovnem prevajanju vezja in opazovanje večjega števila notranjih 
signalov preko vsakega od uporabljenih priključkov. Implementacije te rešitve je shematsko 
prikazana na sliki 4.  
 
Slika 4: Implementacija FPGAView rešitve [4] 
 
Na sliki 5 pa vidimo prikaz signalov na zaslonu naprave. 
 
Slika 5: Prikaz signalov na napravi [4] 
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3 Delovno okolje 
Izdelava diplomske naloge je potekala z uporabo razvojne plošče DE0-Nano v kombinaciji z 
razširitveno ploščo. Programsko opremo pa sta predstavljala Quartus Prime 17.0 in ModelSim 
10.5c. Uporabljen je bil programski jezik VHDL. 
3.1 Razvojna plošča DE0-Nano 
Plošča DE0-Nano je zelo zmogljiva platforma za razvoj FPGA vezij v prototipni fazi. Razvoj poteka 
na čipu FPGA znamke Altera z oznako FPGA EP4CE22F17C6N serije Cyclone IV [5]. Ta vsebuje: 
 22.320 logičnih elementov (LE) 
 594 vgrajenega spomina (kbits) 
 66 vgrajenih množilnikov 18x18 
 splošno namenske fazno sklenjene zanke (PLL) 
 153 vhodno-izhodnih linij 
Na vezju plošče so dodani naslednji elementi: 
 3-osni mikro mehanski merilnik pospeška v izvedbi (MEMS), ki ima 13 bitno resolucijo.   
 32 MB SDRAM 
 2 kb I2C EEPROM,  
 2 tipki, 
 4 DIP stikala  
 in 8 zelenih LED nameščenih v vrsti, 
 50 MHz oscilator ure 
 8 - kanalni 12 - bitni AD pretvornik za povezovanje analognih senzorjev 
 USB programski vmesnik (vrata USB mini AB) 
 2-pinski priključek za zunanje napajanje (3,6 V–5,7V) 
 dva priključka s 40 nožicami, ki predstavljajo 72 V/I 3,3 V linij, dva 5 V priključka, dva 3,3 
V priključka in 4 mase 
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Slika 6: Razvojna plošča DE0-Nano spredaj 
Na sliki 6 se vidi sprednji del na katerem je nameščenih večino od naštetih elementov. Pri 
razširitveni plošči je bil porabljen 26 pinski priključek za razširitev zmogljivosti plošče ki je viden 
na sliki 7 poleg pa se še vidi pozicijo SDRAM čipa. 
 
Slika 7: Razvojna plošča DE0-Nano zadaj 
3.2 Razširitvena plošča za DE0-Nano 
Na sliki 8 je prikazana razširitvena plošča, preko katere je omogočena razširitev funkcij razvojne 
plošče z dodanimi tipkami za interakcijo uporabnika s programom, drsnikom na dotik in opcijsko  
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razširitvijo z rotacijskim kodirnikom. Kot izhodne razširitve pa ima VGA priključek za priklop 
zaslona, LED matrični prikazovalnik, gonilnik motorja in PWM izhod.  
 
Slika 8: Razširitvena plošča za DE0-Nano [6] 
Kot zadnje omenimo še najpomembnejšo komponento vezja, ki predstavlja osnovo za izvedbo te 
diplomske naloge. Preko USB priključka tipa mini-AB, bolje vidimo na sliki 9, lahko priključimo 
računalnik. Desno od tega priključka pa se nahaja čip MCP2200, ki omogoča serijsko pretvorbo 
signalov USB v UART. Za svoje delovanje potrebuje resonator. Na vezju sta še dodani dve LED 
diodi, ki prikazujeta stanje komunikacije. Signali tega čipa pa gredo naprej na razdeljevalnik (ang. 
Multiplexer) realiziran s CPLD-jem XC9572XL. Vse podrobnosti o izvedbi prenosa signalov na ta 
način so opisane v magistrski nalogi iz vira 6.  
 
Slika 9: Elementi pretvornika USB v UART na razširitveni plošči. [6] 
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3.3 Programsko okolje 
3.3.1 Quartus Prime 17.0 
Programsko orodje, ki vsebuje vse kar potrebujemo, za programiranje Intelovih FPGA, SoC, in 
CPLD rešitev. Vmesnik je dovolj preprost, da se ga vsak na začetku z lahkoto navadi. Vidimo ga na 
sliki 10. 
Quartus Prime je razvojno orodje proizvajalca Intel (bivša Altera). Na spletni strani 
www.altera.com je na voljo brezplačna verzija Quartus Prime Lite Edition, proizvajalec zahteva le, 
da se na njihovi spletni strani registrirate. Program zasede okoli 14 GB. [7] 
 
Slika 10: Delovno okolje v Quartus Prime 
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3.3.2 ModelSim 10.5c 
ModelSim je program za simulacijo digitalnega vezja opisanega v jeziku VHDL ali Verilog. Program 
Modelsim - Intel FPGA Starter Edition je brezplačno dostopen na www.altera.com v okviru 
programskega paketa Quartus Prime. [7] 
Simulacijo lahko poženemo iz orodja Quartus, ki pripravi projekt s skripto za prevajanje, ali pa 
samostojno, tako da naredimo nov projekt programa ModelSim. [7] 
 
Slika 11: Delovno okolje v programu ModelSIm 
V samem programu nato izberemo katere signale želimo opazovati. Preko desnega klika lahko v 
izbirnem meniju v vrstici »radix« izberemo način zapisa števila, ki je privzeto pod »Use Global 
Settings« torej uporabi globalne nastavitve izbiramo pa lahko med vsemi bolj znanimi zapisi in 
manj znanimi. Na sliki 12 je prikazan izbirni meni, kjer lahko to spreminjamo. Največkrat smo 
uporabili zapis v šestnajstiškem zapisu, binarnem in desetiškem. Priročen pa je bil tudi zapis v 
ASCII kodi, saj smo lahko tako hitreje našli znak, ki smo ga pošiljali. 
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Slika 12: Spreminjanje formata zapisa signalov v ModelSim 
Na koncu simulacijo poženemo v komandni vrstici ali v orodni vrstici. Če ne želimo nastavljati časa 
simulacije preprosto izberemo ukaz »Run –All« in le še počakamo, da se simulacija izvede. Oba 
dva načina, kako dostopamo do tega ukaza, sta prikazana na sliki 13. 
    
Slika 13: Načina zagona simulacije 
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4 Mikroprocesorski sistem z razhroščevalno enoto 
Glavni cilj naloge je bil, da v sistem implementiramo serijsko komunikacijo in preko nje 
omogočimo pošiljanje trenutne vrednosti stanj pomnilnika in programskega števca učnega 
procesorja. Uporabljena je bila predloga programa, ki je vsebovala datoteke z opisom komponent 
v VHDL jeziku in konfiguracijo uporabljenih vhodov in izhodov. Za pravilno delovanje je bilo 
potrebno dodelati kodo v različnih delih obstoječe predloge. V nadaljevanju naloge sledi opis 
dodanih novih delov kode in razširitve delovanja obstoječih. 
4.1 Digitalni sistem 
Digitalni sistem je sestavljen iz več enot, ki omogočajo pravilno delovanje posameznim 
komponentam razširitvene plošče. Z opisom komponent vzpostavimo povezave med njimi in 
njihove povezave z vhodnimi in izhodnimi signali sistema. Na sliki 14 je prikazana zgradba našega 
končnega sistema.  
 
Slika 14: Zgradba sistema in njihove medsebojne povezave 
Sistem je tudi ime za najvišjo entiteto (ang. Top-Level Entity). Njeni vhodi in izhodi predstavljajo 
signale, ki pridejo iz zunanjega sveta ali drugega sistema, ali pa iz njega odidejo. Vhodni signal 
»clk«, ki sistemu narekuje takt delovanja in je v našem primeru 50 MHz, je generiran na razvojni 
plošči z oscilatorjem. Kot izhoden signal je ura povezana še na izbiralnik/razdeljevalnik. Izhod 
led[7..0] je 8 bitni in je fizično vezan na 8 LED diod na razvojni plošči. Izhod addr[1..0] s svojo 2 
bitno vrednostjo izbiralniku/razdeljevalniku sporoča naslov in s tem omogoči prenos podatkov 
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pripadajočim komponentam. Ti podatki so povezani na dvosmerno vodilo (ang. Bidirectional bus), 
označenim kot data[7..], preko katerega lahko podatke pošljemo iz ali prejmemo v vezje.  
Vmesnik je povezava med programom in perifernimi enotami razvojne plošče. Njegova glavna 
vloga je generiranje naslovov izbiralnika/razdeljevalnika in izvrševanje branja in pisanja podatkov 
vanj glede na te naslove. Tako lahko preko le 8 podatkovnih vhodov-izhodov FPGA in dveh 
naslovnih izhodov vezja priklopimo več komponent na razširitveni plošči in omogočimo njihovo 
normalno delovanje. Poleg generatorja naslova vsebuje še ves potreben program za normalno 
delovanje serijske komunikacije in LED matričnega prikazovalnika. Uporabljen je še za izvrševanje 
akcij glede na prejete podatke preko serijske komunikacije in pošiljanje vrednosti programskega 
števca ter akumulatorja procesorja. 
PROC je komponenta, odgovorna za delovanje pomnilnika in mikroprocesorja. Kakor vsaka 
komponenta, tudi ta potrebuje clk signal za sinhrono delovanje. Kakor pri Sistemu, deluje Proc 
kot višja entiteta svojim komponentam. Znotraj nje so opisani izhodi in vhodi programa (Program) 
in procesorja (CPU). 
VGA komponenta potrebuje za svoje delovanje signal ure. Generira horizontalni in vertikalni 
sinhronizacijski signal, sistemu pa še sporoča koordinato trenutne točke. Preko sistema pa nato 
generiramo RGB signal za izris slike. 
Program je del sistema, kjer za željeno delovanje generiramo signale, ki vplivajo na delovanje 
posameznih komponent. Torej ustvarjamo lastno aplikacijo, s katero lahko generiramo VGA sliko 
preko signala RGB[5..0], krmilimo LED diode vgrajene na razvojni plošči s signalom led[7..0], 
pošiljamo podatke procesorju preko dat_i[11..0] ali krmilimo LED matrični prikazovalnik s 
signalom number[3..0]. 
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4.2 Učni mikroprocesor 
Mikroprocesorski sistem, ki smo ga nadgradili je plod dela Laboratorija za načrtovanje integriranih 
vezij. Njegova osnovna zgradba, ki smo jo uporabili za nadgradnjo, je prikazana na sliki 15. 
Povezave med CPU in programom so opisane v njuni višji entiteti Proc. 
 
Slika 15: Zgradba mikroprocesorja [8] 
Procesor je 12 biten. Za svoje delovanje uporablja sistemsko uro. Njegovo delovanje lahko tudi 
ponastavimo z vhodom »rst«. Iz pomnilnika prikliče podatke s klicem naslova preko 8 bitnega 
signala »adr«. Iz pomnilnika prebere vhodne podatke »data«, ki so strojni ukazi 12 bitne 
kombinacije 4 zgornjih bitov za določanje vrste ukaza, in spodnjih 8, ki določajo pomnilniški 
naslov. 
Ob začetku delovanja preide procesor iz stanja »reset« v stanje »zajemi« nakar preide v stanje 
»izvedi«. Kako dolgo je v stanju »izvedi«, je odvisno od tega, koliko ciklov potrebuje ukaz za 
izvedbo. Po izvedbi ukaza se procesor vrne v stanje »zajemi«. Na sliki 16 so ti prehodi med stanji 
prikazani v diagramu prehajanj stanj.  
 
Slika 16: Prehajanje stanj procesorja [8] 
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Z ukazi, ki jih predstavlja 4 bitna koda in jih naš procesor podpira, lahko s pomočjo HTML 
prevajalnika napišemo program za delovanje procesorja, prevajalnik pa ga nato prevede v obliko 
za pomnilnik procesorja. Program je dostopen na spletni strani: 
http://lniv.fe.uni-lj.si/cpu.html 
S kombinacijo štirih bitov dobimo šestnajst možnih ukazov. Toliko jih je za ta procesor tudi na 
voljo. Našteti so v tabeli spodaj, kjer imamo podan izraz za ukaz, ki ga uporabimo ob pisanju kode. 
Poleg je podana še koda posameznega ukaza in razlaga. 
Preglednica 1: Ukazi procesorja 
ukaz koda opis 
lda 0001 Naloži iz pomnilnika v akumulator. 
sta 0010 Shrani iz akumulatorja v pomnilnik. 
jmp 0100 Skok na novo pomnilniško lokacijo 
add 1000 Prištej k akum. Vrednost iz pomnilnika. 
sbt 1001 Odštej vrednost iz pomnilnika. 
nota 0000 Logična negacija. 
inp 0011 Naloži z vhodnega priključka v akumulator. 
jze 0101 Skok, če je akum=0. 
jcs 0110 Skok, če je carry=1. 
outp 0111 Shrani iz akumulatorja na izhod. 
anda 1100 Logična IN operacija. 
ora 1101 Logična ALI operacija 
call 1010 Skok na podprogram, shrani PC in akum. 
ret 1011 Vrni se, ponastavi PC in akum. 
shl 1110 Pomik akum za eno v levo (množenje z 2). 
shr 1111 Pomik akum za eno v desno (deljenje z 2). 
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Za potrebe nadgradnje obstoječega sistema smo morali nadgraditi tudi kodo procesorja. Pri 
Programu nismo spreminjali ničesar. Pri CPU pa smo dodali en vhod in dva izhoda: 
  busy : out std_logic; 
  get_akum_pc: in std_logic_vector(1 downto 0); 
  dat_uart   : out unsigned (11 downto 0); 
Največ sprememb pri mikroprocesorskem sistemu smo ustvarili v najvišji entiteti Proc. Iz 
združenega signala za ukaze smo signalom določili pripadajoče bite vhoda »ukazi«. Na takšen 
način je bilo dodajanje novih ukazov enostavneje in dopušča enostavnejše nadgrajevanje ukazov 
v prihodnosti, ker moramo s tem le povečati velikost vhoda »ukazi« in ni potrebe po dodajanju 
novih signalov med komponentami.  
get_akum_pc(0) <= ukazi(0); -- beri akumulator 
  get_akum_pc(1) <= ukazi(1); -- beri PC 
  cpu_enable     <= ukazi(2); -- omogoči procesor 
  cpu_step    <= ukazi(3); -- omogoči delovanje po korakih 
  detect_r  <= ukazi(5 downto 4); -- ponovni zagon procesorja 
  detect    <= ukazi(7 downto 6); -- izvedi en korak 
 
V Proc-u smo nadgradili proces, ki je v osnovi predstavljal le delilnik, s katerim lahko uravnavamo 
hitrost delovanja procesorja. V njem nastavljamo signal »ce« za omogočanje procesorja. Tako 
lahko z ukazi za ustavitev, omogočanje in koračno delovanje ter ponovni zagon preprosteje 
upravljamo delovanje procesorja. Pomembno pri ponovnem zagonu procesorja je, da poleg 
signala »rst« omogočimo še delovanje procesorja, ker le v tem primeru procesor dobi in upošteva 
ukaz.  
ce_generator: process(clk) 
begin 
if rising_edge(clk) then 
   
---po korakih delovanje CPU 
 
    if detect = "01" and cpu_step='1' then 
     ce_step<='1'; 
    end if; 
    if ce_step='0' then ce<='0'; 
    end if; 
--------------------------- 
 
   ce1 <= ce; 
 
    if detect_r = "01" then 
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     ce<='1';  
      rst<='1'; 
     elsif cpu_enable='1' then  
      ce<='0'; 
      rst<='0'; 
    if del < 10000000 then--000000 then 
     del <= del + 1; 
     else 
      del <= 0 ; 
      ce <= '1'; 
    end if; 
    
    elsif cpu_step='1' and cpu_enable='0' then  
        ce <= '1'; 
     rst<='0';  
    end if; 
  
    if busy='1' and ce1='1' then 
     ce <= '1'; 
    end if;  
  
    end if; 
end process; 
Po zahtevi uporabnika lahko iz CPU pridobimo PC ali akumulator, glede na željeno. Ukaz za 
zajemanje enega od podatkov se zgodi ob poslanem ukazu v terminalu (PuTTY). Ukaz zajemanja 
teh dveh informacij se dogaja izven procesov s stavkom when-else. 
dat_uart <= akum when get_akum_pc="01" else 
       x"0"&pc when get_akum_pc="10" else 
       x"000";  
Kadar je CPU v stanju izvajanja, se postavi zastavica »busy« na 1, v zajemanju pa na nič. Ta signal 
smo preko izhoda na CPU vezali v »Proc« in dobili informacijo, kdaj se CPU lahko ustavi, to pa se 
lahko zgodi v primeru da je v stanju zajemanja, ker to pomeni da se je predhodni ukaz izvedel do 
konca in tako nismo prekinjali delovanje procesorja sredi ukaza. To smo rešili tako, da je ob 
zastavici »busy« z vrednostjo 1 delovanje procesorja omogočeno. 
    st   <= izvedi; 
    busy <= '1'; 
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4.3 Vmesnik z razhroščevalno enoto 
Kot posrednik med periferijo in programom, mora vmesnik podatke pridobiti tako od programa 
kot od vhodne periferije. Tako ima ta komponenta veliko vhodov in izhodov. Ti so od eno bitnih 
do več bitnih. Za delovanje v namen razhroščevanja je bilo potrebno omogočiti delovanje 
serijskega vmesnika in ustvariti nove notranje signale sistema. Tako smo osnovni nabor vhodov 
in izhodov razširili.  
 
Slika 17: Komponenta vmesnik 
Na sliki 17 vidimo, da ima vmesnik veliko več vhodov kot izhodov. Moramo pa se zavedati, da gre 
data[7..0] kot izhod na več komponent, kot pa je vhodov preko tega signala. Zgradba komponente 
vmesnika je opisana na sledečem delu kode, kjer so signali razporejeni po pripadnosti periferijam. 
component vmesnik is 
    port ( 
   clk50 : in  STD_LOGIC; 
   addr  : out   std_logic_vector (1 downto 0); 
   data  : inout std_logic_vector (7 downto 0); 
--VGA 
   hsync : in  STD_LOGIC; 
   vsync : in  STD_LOGIC; 
   rgb  : in std_logic_vector(5 downto 0); 
  --led matrix 
   on_off    : in  std_logic; 
   number    : in  unsigned(3 downto 0); 
  --tipke 
   tipke     : out unsigned(3 downto 0); 
  --UART 
   O_rxData  : out STD_LOGIC_VECTOR (7 downto 0); 
   ukazi     : out std_logic_vector (7 downto 0); 
   dat_uart_I: in unsigned (11 downto 0) 
  ); 
  end component; 
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4.3.1 Vhodno-izhodni vmesnik za razširitveno ploščo 
Razvojna plošča DE0-Nano ima na spodnji strani manj priključkov, kot bi si jih zaželel razvijalec 
razširitvene plošče. Tako je ta problem rešil z uporabo programirljivega vezja, na razširitveni 
plošči, na katerem deluje izbiralnik/razdeljevalnik signalov. Za prepustnost željenih podatkov 
moramo generirati pravilen naslov za dotično periferijo. Na sliki 18 vidimo kaj vse je priklopljeno 
preko tega namenskega vezja in katere periferije imajo lastne priključke. 
 
Slika 18: Smeri signalov komponent [6] 
V kodi spodaj je opisan avtomat za generiranje naslovov. Ta nam omogoča določanje naslovov 
izbiralniku/razdeljevalniku, ki podatke prepusti naslovu in bitom pripadajočim komponentam. Pri 
naslovu, ki je v kodi določen kot addr, »00« se na razdeljevalnik vpišejo podatki za VGA izhod, pri  
»01« se podatki o stanju tipk vpišejo v DATA(0…3), DATA(4…7) pa na vhod gonilnika koračnega 
motorja. Naslov »10« s celim nizom bitov v DATA je uporabljen za krmiljenje LED matričnega 
prikazovalnika, »11« pa si delita PWM krmiljenje, ki je povezan na DATA(5), in serijska 
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komunikacija katere RX signal predstavlja DATA(6) in TX signal DATA(7). Smeri signalov so razvidne 
na sliki 18. Zelo pomembno je, da podatek, ki ga pošiljamo s serijskim vmesnikom vpišemo cikel 
pred dejansko postavitvijo naslova »11«, ki zajema serijsko komunikacijo. Podatek, ki pa ga 
beremo preko serijskega vmesnika pa preprosto zapišemo v spremenljivko, ko je naslov aktiven. 
pio : process(clk50) 
  begin 
    if rising_edge(clk50) then 
      hs1 <= hsync; 
      hs2 <= "00"; 
      if hs1 = '1' and hsync = '0' then 
        addr <= "01"; data <= "ZZZZZZZZ"; 
        hs2  <= "01"; 
      elsif hs2 = "01" then 
        addr <= "10"; data <= data_led; t <= unsigned(data(3 downto 0)); 
        hs2  <= "10"; 
      elsif hs2 = "10" then 
        data(6)  <= O_tx; data(5 downto 0) <= "ZZZZZZ"; data(7) <= 'Z'; 
        I_rxCont <= '1'; 
        addr     <= "11"; 
        hs2      <= "11"; 
      elsif hs2 = "11" then 
        I_rx <= data(7); 
        hs2  <= "00"; 
      else 
        addr             <= "00"; 
        data(7)          <= hsync; 
        data(6)          <= vsync; 
        data(5 downto 0) <= std_logic_vector(rgb(1 downto 0)) & 
std_logic_vector(rgb(3 downto 2)) & std_logic_vector(rgb(5 downto 4)); 
      end if; 
    end if; 
  end process; 
Prvotno je bil opis avtomata za generiranje naslovov brez naslova »11«, preko katerega se 
pretakajo podatki za pulzno širinsko modulacijo (ang. PWM) in serijski vmesnik. Tako ga je bilo 
potrebno razširiti. Pomembno je, da VGA vmesniku dopustimo dovolj dolgo časa, da izriše vrstico 
do konca, to zaznamo kot spremembo »hsync« signala iz 0 na 1. Med tem pa imamo dovolj 
propustnosti za ostale periferije. Avtomat vsebuje tudi števec, s katerim povečujemo naslov 
izbiralnika/razdeljevalnika in ob določenih naslovih izvedemo akcijo za branje oziroma pisanje 
podatkov. V tem delu je potem tudi pomembno da podatke za oddajo serijskega vmesnika 
vpišemo en naslov prej kot je dejanski naslov zanj. To pomeni da vpišemo podatke za oddajo (Tx) 
že pri naslovu »10«, beremo pa (Rx) ko imamo naslov »11«. 
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4.3.2 Zaporedni vmesnik (UART) 
Za serijski vmesnik smo uporabili preprosti primer za implementacijo z 8 bitnim podatkom, brez 
paritete in z enim stop bitom. Na sliki 19 se vidi kakšno vrednost imata začetni (0) in ustavitveni 
bit (1), biti od 1 do 8 pa imajo vrednost glede na poslani podatek in imajo lahko vrednosti 1 ali 0. 
 
Slika 19: Prikaz izgleda enega podatka pri serijskem vmesniku [9] 
Zaradi omejitve z uporabo VGA vmesnika, smo izbrali prenosno hitrost 9600, višjega od tega pa 
nismo testirali, sicer pa bi naj ta primer deloval tudi pri višjih hitrostih (ang. baud rate).  
 
Slika 20: Primer uporabe parnostnega bita [9] 
Ob uporabi parnostnega bita, primer prikazan na sliki 20, lahko odkrijemo samo liho število napak 
kar je le 50% napak pri prenosu (ang. parity error). Sodega števila napak ne moremo zaznati. 
Parnostni bit nastavimo pri preverjanju horizontalne sode parnosti, tako da dobimo sodo vsoto 
vseh podatkovnih bitov in parnostnega bita, pri lihi parnosti pa liho. Preverjanje napake moramo 
potem rešiti programsko. Zadnji bit, stop bit, pove vezju serijskega vmesnika (ang. UART Universal 
Asynchronous Receiver-Transmitter), da je paket končan. Po sprejemu start bita serijski vmesnik 
natančno ve, kdaj lahko pričakuje zadnji, stop bit. Če stop bita ne dobi je to odraz napake okvirja 
(ang. framing error). Ponavadi je start bit eden, osem je podatkovnih bitov, brez paritetnega bita 
in en stop bit, kar da skupno deset bitov. Število bitov poslanih v eni sekundi je predstavljeno s 
hitrostjo prenosa v baudih. Pri prenosni hitrosti 9600 potrebujemo za prenos enega bita čas 104μs 
in za deset bitov oz. enega podatka čas 1.04ms.  
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4.3.2.1 Detekcija začetka oddaje 
Pri asinhronem prenosu se sme oddaja začeti v poljubnem trenutku in posamezni okvirji so lahko 
poljubno razmaknjeni. To pomeni da lahko oddajna stran sama izbira poteke oddaj in začetke 
paketov. Na drugi strani pa mora biti sprejemnik pripravljen vsak trenutek na začetek prenosa. 
Sprejemnik razpozna začetek prenosa po začetnem bitu. Stanje signala v mirovanju je enako stop 
bitu. Vsak naslednji okvir se prične z začetnim bitom, ki je vedno nasproten zaključnemu. To 
omogoča, da se ne glede na vsebino sporočila spremeni bit na začetku okvirja. Ko sprejemnik 
zazna prvi prehod signala iz vrednosti, ki jo ima stop bit, v vrednost začetnega bita, šteje, da se je 
oddaja začela. 
4.3.2.2 Sprejem podatkovnih bitov 
Pri komunikaciji s serijskim vmesnikom uporabimo le Rx in Tx signalne povezave, urin signal pa se 
generira na obeh straneh ločeno. Sinhronizacija na sprejemni strani mora delovati usklajeno z 
oddajo. Pogoj za to je vnaprej dogovorjen čas trajanja posameznega bita. Ko sprejemnik zazna 
začetni bit, najprej počaka polovico bitnega intervala (T/2), nato otipa vrednost prvega sprejetega 
bita. Začetni bit ima dogovorjeno vrednost, ki je logično stanje 0. Sprejemnik po prejetem 
začetnem bitu nadaljuje z vzorčenjem linije v intervalih, ki so razmaknjeni za čas trajanja bita (T). 
Vsakič dobi iz stanja linije po en podatkovni bit. Med podatkovnimi biti se najprej prenese bit z 
najmanjšo utežjo (ang. LSB – least significant bit) in nazadnje bit z največjo utežjo (ang. MSB - 
most significant bit). Seveda mora biti vnaprej dogovorjeno tudi število prenesenih podatkovnih 
bitov, da sprejemnik ve, kdaj lahko pričakuje stop bit. V primeru prave vrednosti zaključnega bita 
se podatek upošteva kot pravilen sicer se šteje, da je prišlo do napake pri prenosu okvirja.  
Večina integriranih vezij, ki opravlja funkcije asinhronega serijskega vmesnika, otipa signal večkrat 
vzdolž posameznega bita in na odločitev o vrednosti bita vplivajo vse meritve, vsekakor pa je 
smiselno takšen način uvesti pri programskemu vmesniku za pravilno zaznavanje podatkov. 
4.3.2.3 Vsebina prenosa 
Različno število bitov, ki se lahko prenaša v posameznem okvirju prinaša različne možnosti za 
nabor znakov. Pri uporabi 7 bitov dobimo 2 na 7, to je 128 različnih kombinacij. Število kombinacij 
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zadošča za prenos vseh črk in ostalih znakov, ki nastopajo v angleških besedilih. Za vsak znak se 
uporabi kodo, ki jo predpisuje ASCII (American Standard Code for Information Exchange) 
standard, ki vključuje vse številke, velike in male črke angleške abecede ter ločila in jih je vseh 
skupaj 96. Preostali znaki so kontrolni, kot sta na primer prehod na začetek vrste, prehod v novo 
vrsto in podobno. Prenosni protokol, ki vsebuje 7-bitne podatke, se torej uporablja predvsem za 
prenos besedil. Bajt pa ima 8 bitov in se prenosni format s tolikšnim število bitov najpogosteje 
uporablja za izmenjavo vseh vrst datotek med računalniki in perifernimi enotami. Seveda se z 
osmimi podatkovnimi biti lahko prenaša tudi ASCII znake. Ta osmi bit, ki je več kot pri sedem 
bitnem načinu, ima vrednost nič in je najvišji bit.  
Posebej pri daljših povezavah in v okolju, ki je onesnaženo z elektromagnetnimi motnjami, prenos 
ni vedno zanesljiv. Napake v prenosu lahko ogrožajo delovanje sistema, zato je koristno, da se jih 
vsaj zazna. Najbolje je, da se podatek za katerega se šteje da je napačen, zavrže. Nesmiselno je da 
se privzame nepravo vrednost. Najpreprostejši način, ki razkrije napako pri prenosu podatkovnih 
bitov v posameznem okvirju, je zaščita s paritetnim bitom, ki je opisana že v prejšnjem poglavju 
[10]. 
Uporabimo lahko še način z uporabo devetih podatkovnih bitov, pri katerem običajno prenašamo 
osem podatkovnih bitov in dodatni zaščitni bit. Po dogovoru je paritetni bit zadnji med 
podatkovnimi, torej je postavljen neposredno pred prvi stop bit. Sprejemna stran upošteva 
vrednost tega bita. Če se število sprejetih enic in zaščitni bit ne ujemata, se podatek zavrže. 
4.3.2.4 Prenosne hitrosti 
Ker se sinhronizacija izvede samo na začetku vsakega okvirja, so tolerance bitnih intervalov 
razmeroma ozke. V nasprotnem bi proti koncu okvirja lahko trenutek otipavanja ne sovpadel z 
oddanim bitom. Hitrost prenosa (R) je obratno sorazmerna trajanju posameznega bita. Sledi zapis 
z enačbo:  
R =
1
T
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Meri se v bitih na sekundo. Za asinhroni prenos se uporablja samo dogovorjene hitrosti. Spodaj 
so naštete nekatere značilne vrednosti in nakazana je njihova uporaba.  
 300 in 600 bit/s: sta nizki bitni hitrosti, ki omogočata zanesljiv prenos na večjih razdaljah. 
 1200 bit/s, 2400 bit/s: signale s tolikšno hitrostjo se lahko nepreoblikovane pošlje prek 
telefonskega kanala. 
 4800 bit/s, 9600 bit/s, 19800 bit/s so najpogosteje uporabljene hitrosti RS 232 kanala. 
Višjo med naštetimi se sme uporabljati samo pri kratkih povezovalnih linijah.  
4.3.2.5 Pomanjkljivosti 
Pristop, ki ga izrablja RS 232 vmesnik, je prirejen predvsem komunikaciji med računalnikom in 
modemom. Pomanjkljivosti so se pokazale pri neposredni povezavi med računalniki in perifernimi 
enotami, izvedene po teh načelih. Prva in najbolj ključna je napajalna napetost. Signal za prenos 
podatkov predstavlja negativna in pozitivna napetost. Glede moči in šumne zaščite je to optimalna 
rešitev. Najpogosteje pa se v digitalnih sistemih uporablja le eno napajanje, ki zagotavlja delovno 
napetost in zato za vmesnik potrebujemo dodaten napajalnik ali prilagoditveno vezje za 
zagotavljanje negativne napetosti. Naslednja slaba stran neposrednega povezovanja je majhen 
domet, ki ga dopušča obravnavani vmesnik. Poleg tega zmore samo razmeroma nizke prenosne 
hitrosti. Nazadnje se ne sme spregledati, da izhod tega vmesnika nima stanja visoke impedance, 
zato za priklop več oddajnikov hkrati kot posrednika potrebujemo modem. 
4.3.2.6 Simple UART 
Del kode, ki skrbi za komunikacijo, je vključen v vmesniku. Tako nam ni bilo potrebno vezati 
podatka komunikacije preko signalov, saj sta že na voljo kot notranja signala »O_tx« in »I_rx«. 
Uporabljen primer nato poskrbi, da se podatek pravilno prebere in shrani v signal rx_data ter 
pravilno pošlje podatek shranjen v signalu »I_txData«, kadar je »I_txSig« enak 1. Na voljo imamo 
še signal »O_txRdy«, ki nam sporoča, da ne moremo oddati novega podatka, dokler oddajanje 
prejšnjega še ni zaključeno. Te opcije, ki jih izbrani primer ponuja, so bile zadostne. 
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Za serijsko komunikacijo smo uporabili primer s spleta dostopnega na internetnem naslovu:  
https://github.com/Domipheus/UART 
Uporabljenemu primeru za implementacijo serijskega vmesnika v FPGA je bila priložena 
dokumentacija z razlago signalov. Primer je že bil uporaben za 50 MHz urin signal. Tako smo za 
izbrano bitno hitrost določili vrednost spremenljivke števca hitrosti I_clk_baud_count := X"1458", 
ker smo želeli da deluje s hitrostjo 9600 bps. Podana je še vrednost za višjo hitrost 115200 bps, za 
katero pa izberemo vrednost spremenljivke I_clk_baud_count := X"01B2". Podana je bila tudi 
enačba za izračun vrednosti ob izbiri drugačnega urinega signala oziroma bitne hitrosti: 
𝑓𝑟𝑒𝑘𝑣𝑒𝑛𝑐𝑎 𝑢𝑟𝑖𝑛𝑒𝑔𝑎 𝑠𝑖𝑔𝑛𝑎𝑙𝑎 [𝐻𝑧]
bitna hitrost 
= š𝑡𝑒𝑣𝑒𝑐 𝑐𝑖𝑘𝑙𝑜𝑣 𝑢𝑟𝑒 
Vhodi, ki jih primer potrebuje za svoje delovanje, in izhodi, ki jih ima, so razdeljeni v tri kategorije: 
1) Sistemski: 
 I_clk: sistemska ura, ki naj bo vsaj 16 kratnik bitne hitrosti zaradi sprejema in je 
lahko manjša v primeru da le pošiljamo, uporabljamo le TX 
 I_clk_baud_count: število ciklov ure med vsakim baudom in je uporabljen za 
nastavitev znane hitrosti prenosa 
 I_reset: linija ponovnega zagona (reset), aktiviramo kadar spreminjamo hitrost 
prenosa 
2) TX: 
 I_txData: podatek za pošiljanje 
 I_txSig: signal za začetek pošiljanja, ob koncu pošiljanja se postavi na 0, za 
ponovno pošiljanje spremeni podatek za pošiljanje 
 O_txRdy: '1' kadar je pripravljen, '0' kadar pošilja 
 O_tx: dejanski serijski izhod 
3) RX: 
 I_rx : dejanski serijski vhod 
 I_rxCont: omogoči/nadaljuj sprejem 
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 O_rxData: prejeti podatek 
 O_rxSig: signal, da je na voljo nov podatek, se ne postavi na 0, dokler ne pride 
do začetka pošiljanja novega podatka 
 O_rxFrameError: nepravilen zaključni bit, napaka okvirja. Se postavi na 0 ob 
naslednjem sprejemu, vendar je lahko prejeti podatek še vedno napačen. 
Celotna koda tega uporabljenega primera je na voljo v vpogled kot priloga. 
4.3.3 Enota za razhroščevanje 
Za vsakega od prejetih ukazov se zgodi več stvari, od pravilnega zaznavanja ukaza, do 
preprečevanja ponavljanja izvajanja ukaza in aktivacija mehanizma, ki poskrbi, da se ukaz izvrši 
do konca preden lahko uporabimo nov ukaz. Pomembno je da smo zaznali, kdaj se podatki 
prejemajo in da ga upoštevamo le enkrat. Tako smo upoštevali signal rx_sig, ki nam sporoči kdaj 
je nek podatek na voljo. Moramo pa poznati tudi kakšno je bilo predhodno stanje signala. Tako 
smo s pomočjo dvo bitne spremenljivke spremembe stanje signala tudi zaznavali.  
   detect(1) <= detect(0); 
detect(0) <= rx_sig; 
Spremenljivko smo poimenovali detect. Njeno vrednost pa smo nato uporabili za spremembo 
zastavic, ki se postavijo ob znanem ukazu.  
  if detect = "01" then 
if rx_data="01100101" then cpu_enable <= '1'; cpu_step<= '0';  
end if; -- e  enable 
if rx_data="01110011" then cpu_enable <= '0';  
end if;  -- s  stop 
if rx_data="01110010" then rx_data_r  <= '1';  
end if;  -- r  reset 
if rx_data="01100001" then I_txSig<='1'; dat_uart_A <= '1';  
end if;   -- a  akumulator 
if rx_data="01110000" then I_txSig<='1'; dat_uart_P <= '1';  
end if;   -- p  program counter 
if rx_data="01101011" then cpu_step<='1'; cpu_enable <= '0';  
end if;  -- k  korak 
 end if; 
Ukaze, oziroma njihova stanja, ki jih posredujemo Proc komponenti, smo združili v osembitni 
izhod »ukazi«. Sestavljen je iz šest različnih, združimo jih preprosto z znakom »&«. 
ukazi<=detect&detect_r&cpu_step&cpu_enable&dat_uart_P&dat_uart_A; 
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Vrednost 8 bitne spremenljivke »rx_data« predstavljajo znaki iz ASCII tabele, v bitnem zapisu, ki 
so v naprej znani. Tako imamo na izbiro veliko možnih ukazov. V okviru diplomske naloge smo za 
pošiljanje ukazov uporabljali program PuTTY. Nastavitev, ki je potrebna za pravilno delovanje je 
vidna na sliki 21. 
 
Slika 21: Nastavitev serijske komunikacije v programu PuTTY 
V našem primeru smo uporabili šest ukazov. Štirje ukazi vplivajo na delovanje procesorja. 
Procesor lahko med delovanjem ustavimo z znakom »s«, ponovno omogočimo z »e« in ponovno 
zaženemo z »r«. Z znakom »k« pa prvič procesor ustavimo in z vsakim novim znakom »k« 
procesorju omogočimo da se izvede en korak. Z znakoma »a« in »p« pa prikličemo vrednost 
akumulatorja in programskega števca iz procesorja.  
Z ukazoma za ustavitev in omogočanje procesorja preprosto alterniramo vrednost eno bitne 
spremenljivke »cpu_enable«. Za ponovni zagon (ang. reset) procesorja postavimo spremenljivko 
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»rx_data_r« na 1, ki jo uporabimo tudi na način, da zaznamo spremembo njene vrednosti, jo tako 
upoštevamo samo enkrat, in jo postavimo nazaj na 0 po ciklu, ko ne pošiljamo več znaka »r«. 
detect_r(1) <= detect_r(0); 
detect_r(0) <= rx_data_r; 
 
Preko nabora ukazov, ki jih pošljemo Proc komponenti, pošljemo tudi zaznavanje zahteve 
ponovnega zagona procesorja kot »detect_r«, ki obsega dva bita. 
Ko želimo dobiti vrednost programskega števca z ukazom »p«, se nam na terminal izpiše besedilo 
»PC:« za tem pa trenutna vrednost v šestnajstiški vrednosti. Za izpis besedila poskrbi naslednji 
izsek kode: 
elsif dat_uart_P='1' and count_tx_rdy="0001" then dat_uart_A<='0';  
I_txData<="01010000";--P 
elsif dat_uart_P='1' and dat_uart_A='0' and count_tx_rdy="0010" then 
I_txData<="01000011";--C 
elsif dat_uart_P='1' and dat_uart_A='0' and count_tx_rdy="0011" then 
I_txData<="00111010";--:          
 
Za pravilen izpis stanja programskega števca pa moramo vrednost, ki jo dobimo iz procesorja, 
pretvoriti v ASCII kodo. To moramo storiti za 8 bitov, kolikor je velikost programskega števca, 
dvakrat. Temu primerno sledi pretvorba za vrednost od 0 do 9 v številko tako, da vrednosti 
prištejemo 48. Za pretvorbo v A do F, za vrednosti od 10 do 15, prištejemo 55.   
elsif dat_uart_P='1' and dat_uart_A='0' and count_tx_rdy="0100" then 
ASCII_znak<="0000"&std_logic_vector(dat_uart_I(7 downto 4)); 
if ASCII_znak<10 then I_txData<=ASCII_znak+48; else I_txData<=ASCII_znak+55;  
end if; 
elsif dat_uart_P='1' and dat_uart_A='0' and count_tx_rdy="0101" then 
ASCII_znak<="0000"&std_logic_vector(dat_uart_I(3 downto 0)); 
if ASCII_znak<10 then I_txData<=ASCII_znak+48; else I_txData<=ASCII_znak+55; 
end if; 
 
Zgoraj podana primera sta za izpis programskega števca. Za akumulator je koda enaka, le da je 
besedilo za izpis »AKUM:«, vrednost pa je 12 bitna in za izpis v šestnajstiški obliki zahteva tri znake. 
Primer izpisa v terminalnem oknu programa PuTTY je prikazan na sliki 22. 
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Slika 22: Primer izpisa programskega števca in akumulatorja v PuTTY terminalnem oknu
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5 Testiranje sistema z razhroščevalno enoto 
V tem poglavju želimo predstaviti kako je možno nadgraditi nek obstoječ sistem z našo rešitvijo. 
Kot primer smo izbrali videoigro s preteklih vaj predmeta Načrtovanje digitalnih elektronskih 
sistemov.  
5.1 Nadgradnja sistema z VGA izhodom 
Nadgradnjo smo izvedli tako, da smo ves potreben program za namene razhroščevanja vnesli v 
predlogo sistema z videoigro. Kako izgleda grafično, je prikazano na sliki 23. 
 
Slika 23: Izris videoigre preko VGA signala 
Po primerjavi komponente Vmesnika razhroščevalnega sistema in videoigre, smo videli, da jo je 
možno preprosto zamenjati z manjšimi spremembami opisa signalov, saj pokriva večino 
funkcionalnosti obstoječe. Potrebno je bilo le aktivirati urin signal izbiralnika-razdelilnika, saj je bil 
v našem projektu dodeljen v glavni entiteti, v videoigri pa preko vmesnika. Pri entiteti Proc se 
njuna zgradba malo bolj razlikuje in je potrebno spremeniti opis komponente oziroma entitete. V 
Proc komponento smo morali dodati del programa za generator »ce« signala in v njemu vključiti 
funkcijo ponovnega zagona procesorja s tipko na razširitveni plošči, ki je v igri tipka(0). Dodali smo 
pogoj »ali«, ki tako upošteva signal od videoigre in ukaz razhroščevalnika. Sledili so še manjši 
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popravki, ki so bili odvisni od tega, kje se upoštevajo signali iz procesorja. Tako smo v glavni 
entiteti Sistem odstranili signale »adr_o«, »dat_o« in »we_o«, ker so že uporabljeni v »proc« 
komponenti. Ostalih sprememb ni bilo.  
5.2 Potek razhroščevanja 
Zbirniški program v videoigri skrbi za štetje točk, ki se nato izpišejo na zaslonu, kot vidimo na sliki 
25 in povečevanja nivoja, ki z vsakim višjim poveča hitrost padanja žogice in se njegovo stanje 
izpisuje na matričnem LED prikazovalniku. Koda v zbirniškem programu vsebuje pet zank. Pred 
zankami se izvede inicializacija spremenljivk, ki postavi vrednosti točk in nivoja na nič. Izhod »outp 
2« predstavlja izhodno spremenljivko procesorja za vrednost točk, izhod »outp 3« postavi 
vrednost na izhod za povečanje hitrosti, izhod »outp 1« pa postavi vrednost na izhod za prikaz 
nivoja igre na LED matričnem prikazovalniku. V osnovni zanki se izvaja branje vhoda, od njegove 
vrednosti se odšteje ena. Kadar je rezultat odštevanja nič, pomeni da je prišlo do trka med 
ploščkom in žogico ter v tem primeru skoči na zanko 3, ki najprej odšteje vrednost 9 in ob rezultatu 
0 skoči v zanko 4 za povečanje nivoja, sicer pa v zanko 1, ki skrbi za seštevanje točk. Kadar v 
osnovni zanki rezultat po prvem odštevanju ni nič, ponovno odšteje ena, in če je tokrat nič, 
pomeni da je prišla žogica v območje za negativne točke in gre v zanko 2, ki skrbi za odštevanje 
točk. Če pa po drugem odštevanju v osnovni zanki rezultat ni nič se le postavi na začetek osnovne 
zanke. V zanki 4 se še vrednost točk ponastavi na 0 za nov nivo igre. 
Preglednica 2: Zanke zbirniškega progama videoigre 
inicializacija Osnovna zanka Zanka 1 Zanka 2 Zanka 3 Zanka 4 
lda 0  
sta tocke 
sta level 
outp 2 
outp 3 
inp vh 
sbt 1 
jze zanka3 
sbt 1 
jze zanka2 
jmp zanka 
lda tocke 
add 1 
sta tocke 
outp 2   
jmp zanka 
lda tocke 
sbt 1 
sta tocke 
outp 2 
jmp zanka 
lda tocke 
sbt 9 
jze zanka4 
jmp zanka1 
lda level 
add 1 
sta level 
outp 3 
outp 1 
lda 0 
sta tocke 
jmp zanka 
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Izvajanje po korakih smo izvedli večkrat in vsakokrat med koraki poslali ukaz za izpis stanja 
akumulatorja in programskega števca. Izpis petnajstih korakov je prikazan na sliki 24. Za 
primerjavo imamo na sliki 25 izpis le dveh korakov in ponovljen izpis vrednosti programskega 
števca in akumulatorja obeh. Tako vidimo da je med koraki delovanje procesorja ustavljeno. Če 
nato želimo, da procesor nadaljuje z normalnim delovanjem, mu moramo to omogočiti z ukazom 
»e«. Stanje igre v času izvajanja po korakih je bilo 7 točk in nivo 0.  
 
Slika 24: Izvajanje 15 korakov in vsakokratni izpis AKUM in PC 
 
Slika 25: Izvajanje dveh korakov in vmesni izpis večkrat ponovljen 
V programu Quartus Prime imamo na voljo orodje za vpogled v stanje pomnilnika in konstant. 
Orodje dostopa do teh podatkov preko JTAG vmesnika. Te podatke lahko tudi osvežujemo in jih 
na primer aktualiziramo ob vsakem koraku ali ob vsaki ustavitvi delovanja procesorja. Na sliki 26 
vidimo kot primer izpisa teh vrednosti za enega od izvedenih korakov našega primera zgoraj. 
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Slika 26: Vsebina pomnilnika in konstant 
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6 Rezultati 
Za boljšo predstavo o tem, kako je naša rešitev učinkovita pri porabi gradnikov, smo v ta namen 
primerjali sistem videoigre pred nadgradnjo z razhroščevalno enoto s sistemom po nadgradnji. V 
preglednici 3 so podatki o porabljenih gradnikih neposredno primerjani po posameznih entitetah 
in komponentah. Številka na levi v preglednici nam pove število komponent, ki so uporabljene v 
dotični entiteti in njenih komponentah. Številka desno, v oklepaju, pa nam poda število elementov 
porabljeno samo v entiteti. To pomeni, da smo za nadgradnjo celotnega sistema porabili 409 
kombinacijskih tabel ALUT, kar predstavlja 30% celotnega projekta. Poraba registrov, 208, je višja 
in predstavlja 44% celotnega projekta. V entiteti »sistemu« nismo porabili dodatnih elementov. 
Pri elementu VGA se poveča poraba le kombinacijskih struktur ALUT za 14%. Prav takšen odstotek 
povečanja porabe dobimo pri »proc« entiteti in vidimo, da se ji zmanjša poraba za en register. Pri 
»cpu« se prav tako poveča le poraba tabel in sicer za slaba dva odstotka. Največjo porabo pa 
imamo pri nadgradnji vmesnika, ki pa predstavlja skoraj 96% vseh na novo porabljenih tabel in 
kar 100% vseh porabljenih registrov.  
Preglednica 3: Stanje porabe gradnikov videoigre pred in po nadgradnji z razhroščevalno enoto 
Preveden 
hierarhični gradnik  
Kombinacijske tabele ALUT Registri 
Pred nadgradnjo Po nadgradnji Pred nadgradnjo Po nadgradnji 
sistem 936 (542) 1345 (542) 264 (43) 472 (43) 
VGA 35 (35) 41 (41) 24 (24) 24 (24) 
proc 213 (48) 224 (56) 144 (66) 143 (65) 
cpu 165 (165) 168 (168) 78 (78) 78 (78) 
program 0  0 0 0 
vmesnik 146 (146) 538 (538) 53 (53) 262 (262) 
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7 Zaključek  
Izdelali smo rešitev za vzpostavitev serijske komunikacije razvojne plošče z ostalimi napravami, ki 
podpirajo serijsko komunikacijo preko USB priključka. Naš končni izdelek je uporaben kot orodje 
pri razvoju novih naprav. Z njim imamo vpogled v delovanje procesorja in lahko s pomočjo 
pridobljenih informacij o stanju akumulatorja in programskega števca ob razvoju odpravljamo 
morebitne napake. Vplivamo lahko na delovanje procesorja, tako da ga lahko ustavimo in mu 
ukažemo da deluje naprej od ustavitvene točke, lahko ga tudi ponovno zaženemo, imamo pa še 
možnost, da delovanje procesorja izvajamo po korakih. 
Preko povezave USB ga priklopimo na računalnik. Nismo omejeni le na uporabo orodja s 
programsko rešitvijo PuTTY, ki smo si jo izbrali v času izdelave, ampak je možno izbrati številne 
druge programe, tudi naprave z drugimi operacijskimi sistemi ali navsezadnje mikrokrmilniški 
sistem, ki podpira komuniciranje preko serijskega vmesnik. S pravilno nastavitvijo komunikacijskih 
parametrov vzpostavimo povezavo z razvojno ploščo. Z izbranimi ukazi nato upravljamo z 
delovanjem procesorja in pridobimo informacijo o stanju akumulatorja ter programskega števca. 
V okviru obsega dela za diplomsko nalogo smo imeli dovolj zastavljenih nalog oziroma ciljev. Z 
novimi idejami se lahko uporabnost še poveča. Kot primer se lahko komunikacijo uporabi za 
interakcijo s sistemom, ali preko komunikacije tudi pošiljamo kakšne dodatne informacije, seveda 
po potrebi in odvisno od uporabnosti. Zelo pogosta rešitev za namensko ustavitev programa, za 
razhroščevanje, vključena v mnogih sodobnih programskih rešitvah, se imenuje točka ustavitve 
oziroma bolj znana pod angleškim izrazom »breakpoint« [11]. V našem primeru bi lahko sistem 
nadgradili tako, da se procesor ustavi, kadar pride na določen ukaz ali kadar se postavi neka 
zastavica v strojni opremi. Kako so se tega lotili drugi, nam lahko poda ideje za nadgradnje. Tako 
je na primer v enem od diplomskih del opisano, [12], kako so sestavili sistem, da jim omogoča 
implementacijo ustavitvene točke. Serijska komunikacija je v njihovem primeru speljana preko 
serijskega RS232 vmesnika, v našem preko USB. Za ustavitveno točko pa so implementirali 
sinhroniziran avtomat stanj in delno kombinacijsko podporno logiko, ki nadzira tudi ustavitev 
procesorja. 
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Za primerjavo naše rešitev s kakšnimi podobnimi pa imamo v enem od primeru diplomske naloge, 
[13], opis kontrolne enote, ki na podlagi prejetih ukazov iz zunanje naprave nadzoruje procesor, 
torej na isti princip kot v našem primeru, zgradba procesorja pa se razlikuje. Prebere lahko vsebino 
iz splošno namenskih registrov, ostalih registrov v cevovodu ter podatke in metapodatke iz obeh 
predpomnilnikov [13]. Takšne rešitve, za več cevovodni procesor, ne moremo neposredno 
uporabit v primeru ne-cevovodnega procesorja. 
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 Priloga 1  
--detekcija prehoda rx iz delovanja v čakanje, zaznavanje ukazov za debug, pošiljanje 
TX  
prx: process(I_reset,clk50) 
   begin 
     if I_reset ='1' then 
detect   <= "00"; 
detect_r <= "00";  
 detect_TX_rdy <="00"; 
     elsif rising_edge(clk50) then 
detect(1) <= detect(0); 
detect(0)  <= rx_sig;-- O_rxSig; 
 rx_data_r<='0'; 
 cpu_step <='0'; 
       if detect = "01" then 
    if rx_data="01100101" then cpu_enable <= '1'; cpu_step<='0';  
  end if;-- e  enable 
   if rx_data="01110011" then cpu_enable <= '0';  
end if;-- s  stop 
   if rx_data="01110010" then rx_data_r  <= '1';  
end if;-- r  reset 
if rx_data="01100001" then I_txSig<='1'; test <= '1'; dat_uart_A <= 
'1';  
end if;-- a  akumulator 
if rx_data="01110000" then I_txSig<='1'; dat_uart_P <= '1'; end 
if;-- p  program counter 
if rx_data="01101011" then cpu_step<='1'; cpu_enable <= '0'; end 
if; -- k  korak 
end if; 
 
  detect_r(1) <= detect_r(0); 
detect_r(0) <= rx_data_r; 
  detect_TX_rdy(1) <= detect_TX_rdy(0); 
   detect_TX_rdy(0) <= tx_rdy; 
   
  if detect_TX_rdy = "01" then 
count_tx_rdy <= count_tx_rdy+1; 
  end if; 
  if dat_uart_A='1' and count_tx_rdy="0001"  
then   dat_uart_P<='0';    I_txData<="01000001";--A 
   elsif dat_uart_A='1' and dat_uart_P='0' and count_tx_rdy="0010" 
then I_txData<="01001011";--K 
   elsif dat_uart_A='1' and dat_uart_P='0' and count_tx_rdy="0011" 
then I_txData<="01010101";--U 
   elsif dat_uart_A='1' and dat_uart_P='0' and count_tx_rdy="0100" 
then I_txData<="01001101";--M 
   elsif dat_uart_A='1' and dat_uart_P='0' and count_tx_rdy="0101" 
then I_txData<="00111010";--: 
   elsif dat_uart_A='1' and dat_uart_P='0' and count_tx_rdy="0110" 
then     
 ASCII_znak<="0000"&std_logic_vector(dat_uart_I(11 downto 8));   
    
    if ASCII_znak<10 then  
     I_txData<=ASCII_znak+48;  
    else I_txData<=ASCII_znak+55;  
    end if; 
   elsif dat_uart_A='1' and dat_uart_P='0' and count_tx_rdy="0111" 
then ASCII_znak<="0000"&std_logic_vector(dat_uart_I(7 downto 4)); 
     if ASCII_znak<10 then  
     I_txData<=ASCII_znak+48;  
    else I_txData<=ASCII_znak+55;  
    end if;      
   elsif dat_uart_A='1' and dat_uart_P='0' and count_tx_rdy="1000" 
then ASCII_znak<="0000"&std_logic_vector(dat_uart_I(3 downto 0)); 
    if ASCII_znak<10 then  
     I_txData<=ASCII_znak+48;  
    else I_txData<=ASCII_znak+55;  
    end if;  
   elsif dat_uart_A='1' and count_tx_rdy="1001"  
 then I_txData<="00100000";--presledek  
   elsif dat_uart_A='1' and count_tx_rdy="1010"  
 then count_tx_rdy<="0000"; dat_uart_A<='0'; txSig<='0'; 
   elsif dat_uart_P='1' and count_tx_rdy="0001" 
 then  dat_uart_A<='0';  I_txData<="01010000";--P 
   elsif dat_uart_P='1' and dat_uart_A='0' and count_tx_rdy="0010"  
 then I_txData<="01000011";--C 
   elsif dat_uart_P='1' and dat_uart_A='0' and count_tx_rdy="0011" 
then I_txData<="00111010";--:        elsif 
dat_uart_P='1' and dat_uart_A='0' and count_tx_rdy="0100" then 
ASCII_znak<="0000"&std_logic_vector(dat_uart_I(7 downto 4)); 
    if ASCII_znak<10 then  
       I_txData<=ASCII_znak+48;  
    else I_txData<=ASCII_znak+55;  
    end if; 
   elsif dat_uart_P='1' and dat_uart_A='0' and count_tx_rdy="0101" 
then ASCII_znak<="0000"&std_logic_vector(dat_uart_I(3 downto 0));   if 
ASCII_znak<10 then  
       I_txData<=ASCII_znak+48;  
    else I_txData<=ASCII_znak+55;  
    end if; 
   elsif dat_uart_P='1' and dat_uart_A='0' and count_tx_rdy="0110" 
then I_txData<="00100000";--presledek 
     count_tx_rdy<="0000"; 
     dat_uart_P<='0'; 
     I_txSig<='0'; 
   end if; 
  end if; 
end process; 
 
 
Priloga 2 
--UART 
clk_gen: process (clk50) 
begin 
 if rising_edge(clk50) then 
   -- RX baud 'ticks' generated for sampling, with reset 
  if rx_clk_counter = 0 then 
  -- x16 sampled - so chop off 4 LSB 
   rx_clk_counter <= to_integer(unsigned(I_clk_baud_count(15 downto 
4))); 
   rx_clk_baud_tick <= '1'; 
  else 
   if rx_clk_reset = '1' then rx_clk_counter <= 
to_integer(unsigned(I_clk_baud_count(15 downto 4))); 
   else 
     rx_clk_counter <= rx_clk_counter - 1; 
    end if; 
    rx_clk_baud_tick <= '0'; 
  end if; 
   -- TX standard baud clock, no reset 
  if tx_clk_counter = 0 then 
   -- chop off LSB to get a clock 
     tx_clk_counter <= to_integer(unsigned(I_clk_baud_count(15 downto 0))); 
-- **AT -- downto 1))); 
     tx_clk <= '1'; -- **AT not tx_clk; 
  else 
     tx_clk <= '0'; -- **AT 
     tx_clk_counter <= tx_clk_counter - 1; 
  end if; 
 end if; 
end process; 
 
 O_rxFrameError <= rx_frameError; 
 
rx_proc: process (clk50, I_reset, I_rx, I_rxCont) 
begin 
-- RX runs off the system clock, and operates on baud 'ticks' 
 if rising_edge(clk50) then 
  if rx_clk_reset = '1' then 
   rx_clk_reset <= '0'; 
  end if; 
  if I_reset = '1' then 
   rx_state <= 0; 
   rx_sig <= '0'; 
   rx_sample_count <= 0; 
   rx_sample_offset <= OFFSET_START_BIT; 
   rx_data <= X"00"; 
   O_rxData <= X"00"; 
   elsif I_rx = '0' and rx_state = 0 and I_rxCont = '1' then 
    -- first encounter of falling edge start 
    rx_state <= 1; -- start bit sample stage 
    rx_sample_offset <= OFFSET_START_BIT; 
    rx_sample_count <= 0; 
-- need to reset the baud tick clock to line up with the start bit leading edge. 
    rx_clk_reset <= '1'; 
   elsif rx_clk_baud_tick = '1' and I_rx = '0' and rx_state = 1 then 
  -- inc sample count 
    rx_sample_count <= rx_sample_count + 1; 
    if rx_sample_count = rx_sample_offset then 
     -- start bit sampled, time to enable data 
     rx_sig <= '0'; 
     rx_state <= 2; 
     rx_data <= X"00"; 
     rx_sample_offset <= OFFSET_DATA_BITS;  
     rx_sample_count <= 0; 
    end if; 
   elsif rx_clk_baud_tick = '1' and rx_state >= 2  and rx_state < 10 
then  -- sampling data 
    if rx_sample_count = rx_sample_offset then 
     rx_data(6 downto 0) <= rx_data(7 downto 1); 
     rx_data(7) <= I_rx; 
     rx_sample_count <= 0; 
     rx_state <= rx_state + 1; 
    else 
     rx_sample_count <= rx_sample_count + 1; 
    end if; 
   elsif rx_clk_baud_tick = '1' and rx_state = 10 then 
     if rx_sample_count = OFFSET_STOP_BIT then 
     rx_state <= 0; 
     rx_sig <= '1'; 
     O_rxData <= rx_data; -- latch data out 
      
     if I_rx = '1' then -- stop bit correct 
      rx_frameError <= '0'; 
     else 
-- stop bit is always high, if we don't see it, there has been an issue. Signal an 
error. 
      rx_frameError <= '1'; 
     end if; 
    else 
     rx_sample_count <= rx_sample_count + 1; 
    end if; 
  end if; 
 end if; 
end process; 
 
 
 O_tx <= tx; 
 O_txRdy <= tx_rdy; 
  
 -- **AT sprememba iz tx_clk na I_clk + tc_clk='1' 
 tx_proc: process (clk50, I_reset, I_txSig, tx_state) 
 begin 
  -- TX runs off the TX baud clock 
  if rising_edge(clk50) then 
   if I_reset = '1' then 
    tx_state <= 0; 
    tx_data <= X"00"; 
    tx_rdy <= '1'; 
    tx <= '1'; 
   else 
      if tx_state = 0 and I_txSig = '1' then 
       tx_state <= 10; 
     tx_rdy <= '0'; 
    elsif tx_state = 10 and tx_clk = '1' then 
     tx_state <= 1; 
     tx_data <= I_txData; 
     tx_rdy <= '0'; 
     tx <= '0'; -- start bit 
    elsif tx_state < 9 and tx_rdy = '0' and tx_clk = '1' then 
     tx <= tx_data(0); 
     tx_data <= '0' & tx_data (7 downto 1); 
     tx_state <= tx_state + 1; 
    elsif tx_state = 9 and tx_rdy = '0' and tx_clk = '1' then 
     tx <= '1'; -- stop bit 
     tx_rdy <= '1'; 
     tx_state <= 0; 
    end if; 
   end if; 
  end if; 
 end process; 
