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Symbols exported to modules
From a kernel module, only a limited number of kernel functions can be called Functions and variables have to be explicitly exported by the kernel to be visible from a kernel module Two macros are used in the kernel to export functions and variables: EXPORT_SYMBOL(symbolname), which exports a function or variable to all modules EXPORT_SYMBOL_GPL(symbolname), which exports a function or variable only to GPL modules A normal driver should not need any non-exported function.
http://free-electrons.coml 
Module license Several usages
Used to restrict the kernel functions that the module can use if it isn't a GPL-licensed module Difference between EXPORT_SYMBOL() and EXPORT_SYMBOL_GPL () Used by kernel developers to identify issues coming from proprietary drivers, which they can't do anything about ("Tainted" kernel notice in kernel crashes and oopses).
Useful for users to check that their system is 100% free (check /proc/sys/kernel/tainted) Values GPL, GPL v2, GPL and additional rights, Dual MIT/GPL, Dual BSD/GPL, Dual MPL/GPL, Proprietary Step 1: the module Makefile is interpreted with KERNELRELEASE undefined, so it calls the kernel Makefile, passing the module directory in the M variable
Step 2: the kernel Makefile knows how to compile a module, and thanks to the M variable, knows where the Makefile for our module is. The module Makefile is interpreted with KERNELRELEASE defined, so the kernel sees the obj-m definition.
http://free-electrons.coml
To be compiled, a kernel module needs access to the kernel headers, containing the functions, types and constants definitions Modules parameter arrays are also possible with module_param_array(), but they are less common.
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Creating a character driver
User-space needs
The name of a device file in /dev to interact with the device driver through regular file operations (open, read, write, close...)
The kernel needs
To know which driver is in charge of device files with a given major / minor number pair For a given driver, to have handlers ("file operations") to execute when user-space opens, reads, writes or closes the device file. Implementing a character driver Called when user-space uses the read() system call on the device file.
Must read data from the device, write at most sz bytes in the user-space buffer buf, and update the current position in the file off. f is a pointer to the same file structure that was passed in the open() operation
Must return the number of bytes read.
On Unix, read() operations typically block when there isn't enough data to read from the device http://free-electrons.coml 22 write() ssize_t foo_write( struct file *f, __user const char *buf, size_t sz, loff_t *off )
Called when user-space uses the write() system call on the device The opposite of read, must read at most sz bytes from buf, write it to the device, update off and return the number of bytes written.
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Exchanging data with user-space (1) Kernel code isn't allowed to directly access user-space memory, using memcpy or direct pointer dereferencing Doing so does not work on some architectures If the address passed by the application was invalid, the application would segfault To keep the kernel code portable and have proper error handling, your driver must use special kernel functions to exchange data with user-space http://free-electrons.coml The value pointed by the user-space pointer p is set to the contents of the kernel variable v.
A buffer unsigned long copy_to_user(void __user *to, const void *from, unsigned long n); unsigned long copy_from_user(void *to, const void __user *from, unsigned long n);
The return value must be checked. Zero on success, non-zero on failure. If non-zero, the convention is to return -EFAULT. 
Kernel and device drivers
Many device drivers are not implemented directly as character drivers They are implemented under a « framework », specific to a given device type (framebuffer, V4L, Network, etc.)
The framework allows to factorize the common parts of drivers for the same type of devices From userspace, they are still seen as character devices by the applications The framework allows to provide a coherent userspace interface (ioctl, etc.) for every type of device, regardless of the driver
The device drivers rely on the « bus infrastructure » to enumerate the devices and communicate with them.
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Bus drivers
The first component of the device model is the bus driver One bus driver for each type of bus: USB, PCI, SPI, MMC, I2C, etc.
It is responsible for
Registering the bus type (struct bus_type)
Allowing the registration of adapter drivers (USB controllers, I2C adapters, etc.), able of detecting the connected devices, and providing a communication mechanism with the devices Allowing the registration of device drivers (USB devices, I2C devices, PCI devices, etc.), managing the devices Matching the device drivers against the devices detected by the adapter drivers.
Provides an API to both adapter drivers and device drivers Defining driver and device specific structure, typically xxx_driver and xxx_device Step 1 « I have detected a new USB device of ID X:Y »
Step 2 « I know devices of ID X:Y, they can be handled by rtl8150 »
Step 3 The USB core calls the>probe() method of the usb_driver structure registered by rtl8150 $ cat /lib/modules/*/modules.alias |grep -i 0515 alias pci:v00001002d0000515Esv*sd*bc*sc*i* radeon alias pci:v00001002d0000515Asv*sd*bc*sc*i* radeon alias pci:v00001002d00005159sv*sd*bc*sc*i* radeon alias pci:v00001002d00005158sv*sd*bc*sc*i* radeon alias pci:v00001002d00005157sv*sd*bc*sc*i* radeon alias pci:v00001002d00005158sv*sd*bc*sc*i* radeonfb alias pci:v00001002d00005157sv*sd*bc*sc*i* radeonfb alias pci:v00001002d0000515Esv*sd*bc*sc*i* radeonfb alias pci:v00001002d0000515Asv*sd*bc*sc*i* radeonfb alias pci:v00001002d00005159sv*sd*bc*sc*i* radeonfb alias pci:v000010B7d00005157sv*sd*bc*sc*i* 3c59x
