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Tato práce se zabývá využitím celulárních automatů v oblasti algoritmické kompozice
hudby. Text práce obsahuje stručný přehled problematiky algoritmické kompozice s vy-
užitím celulárních automatů a popisuje návrh a implementaci programu s grafickým uživa-
telským rozhraním, který používá dvě jednoduché metody převodu stavů celulárních auto-
matů na posloupnost tónů. Výsledný program byl otestován s využitím několika celulárních
automatů a kvalita zvukových výstupů obou metod byla vzájemně porovnána. Program je
použitelný zejména pro vytváření krátkých melodií.
Abstract
In this thesis the cellular automata are used for algorithmic music composition. It contains
a general overview of the algorithmic composition method and cellular automata. The
crucial part of the thesis describes the concept and implementation of the program with
a graphical user interface which uses two simple methods for conversion cellular automata’s
states into music. The final program was tested on several cellular automata and the sound
outputs of both methods were compared with each other. The program is useful especially
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Komponování hudby pomocí celulárních automatů řadíme do oblasti zvané algoritmická
kompozice[4] (nebo také automatická kompozice). Hudba vzniká automaticky bez účasti
skladatele nebo poloautomaticky s cílenými zásahy skladatele do jinak automatického pro-
cesu, který je definován přesnými matematickými postupy. Od celulárních automatů se
přitom očekávají poměrně estetické kompoziční výstupy, neboť i grafická zobrazení celulár-
ních automatů jsou pro jistá pravidla estetická. Avšak je záhodno k estetičnosti produkované
hudby přistoupit s nadhledem, protože člověka a jeho umělecký cit v oblasti skládání hudby
zatím počítače neumí ani napodobit natož nahradit. Přísně vzato půjde často pouze o sek-
venci zvuků, která bude jen málokdy libá lidskému uchu. To však nebrání vytvoření nového
nástroje, jenž člověku nabídne přinejmenším další možnosti hudebně se realizovat. Cílem
této práce je právě takový nástroj.
Během let bylo vytvořeno poměrně mnoho nástrojů pro algoritmickou kompozici za-
loženou na celulárních automatech. Je tedy potřeba vytvářet něco nového? Odpověď zní
ano, neboť celulární automaty ještě nepředstavily všechny své možnosti. Stále se objevují
nové typy celulárních automatů, nové způsoby jejich využití i nové metody jejich aplikace
v algoritmické kompozici. A jak jinak než pomocí experimentů se dá zjistit, které automaty
a metody jsou využitelné a které ne, jedná-li se navíc o oblast, jež může posoudit jen člověk?
Tato bakalářská práce nezavádí nové metody převodu stavů celulárních automatů na zvu-
kovou podobu. Pouze přebírá již vymyšlené postupy a implementuje je novým způsobem,
aby se na ně člověk mohl podívat a říct, zda má smysl je dále rozvíjet či bude lepší hledat
jiné metody. Obě zjištění přitom mají ryze pozitivní přínos.
Na začátku je třeba se seznámit s nezbytným množstvím informací, které práci prová-
zejí. Základním kamenem jsou bezesporu celulární automaty, a proto o nich bude pojed-
náno hned v následující druhé kapitole. V návaznosti na to jsou ve třetí kapitole zmíněny
a diskutovány některé v minulosti vytvořené postupy umožňující poslech vývoje spuštěného
celulárního automatu a tak tato kapitola tvoří důležitý základ problematiky algoritmické
hudby komponované pomocí celulárních automatů. Tatáž kapitola vysvětluje také metodiku
použitou v této bakalářské práci. Zbývající kapitoly se zabývají praktickými záležitostmi, ji-
miž jsou návrh programu umístěný v kapitole čtvrté a popis implementace programu včetně
výsledků testování v kapitole páté. Práci pak uzavírá shrnutí a hodnocení doplněné nápady




Vesmír a život. Dvě slova často se vyskytující v textech, které pojednávají o celulárních
automatech. A důvody jsou pochopitelné, neboť celulární automat je možno považovat za
model vesmíru libovolných dimenzí a se specificky definovanými pravidly života v něm. Po-
dobně jako jsou čas a prostor diskrétní v celulárních automatech, tak také ve skutečném
vesmíru jsou dle některých fyzikálních teoriích diskrétní. O prostoru a hmotě v reálném
vesmíru jsou dokonce tyto teorie mikrofyzikou dokázány [7], ohledně času se zatím vědci
přou a hodně diskutují o jeho kvantové povaze, která s diskrétností souvisí. Ostatně v roce
1969 Konrad Zuse předložil teorii s názvem Calculating space, která vesmír považuje za jistý
druh celulárního automatu. Je-li tedy celulární automat modelem vesmíru a ne naopak, jak
tvrdí Zuse, při volbě správných pravidel by na něm teoreticky mohly být simulovány libo-
volné procesy, které se ve vesmíru vyskytují. Přitom celulární automaty se skutečně považují
za univerzální simulační prostředek, avšak často je příliš složité najít pravidla, která by mo-
del učinila zcela validní vzhledem k uvažovanému systému. Navíc také rychlost simulace
pro velmi velké vesmíry o několika dimenzích nebude nijak závratná, pokud bude spuštěna
na klasickém počítači. Jen kvantový počítač by umožnil výpočet následujícího stavu jaké-
hokoliv celulárního automatu jednou svou instrukcí, což se s klasickými počítači provést
nedá. Jednou z vlastností celulárních automatů je totiž paralelismus, neboli současný vý-
počet příštích stavů všech buněk v prostoru automatu, který se musí na klasickém počítači
simulovat sériovým průchodem všemi buňkami.
Jen podle pojmů použitých v předešlém odstavci je vidět, jak zajímavým tématem
celulární automaty jsou, s čím vším souvisí a co všechno teoreticky dovedou. Ovšem po-
dobnost s vesmírem či zmíněné vlastnosti nebývají první, čeho si běžní lidé na celulárních
automatech všímají. Moderní informační technologie umožňují plynule zobrazovat průběhy
spuštěných celulárních automatů a je to právě grafická vizualizace, která na člověka učiní
první dojem a která se mu líbí. Může-li se navíc do běžícího automatu zasahovat a interak-
tivně měnit stav buněk, stává se nudná simulace zábavnou hrou. Od grafické reprezentace
je pak jen krůček k nápadu na reprezentaci zvukovou, která zábavu rozšiřuje o další lidský
smysl, o sluch.
Než bude však možno si celulární automaty poslechnout, je dobré k nim získat určitý
teoretický základ a to má za úkol první kapitola, jež se zabývá celulárními automaty z obec-
ného hlediska. Po krátkém nastínění historie (vypracovaném dle [11]), kde se částečně ukáže,
k čemu všemu celulární automaty mohou sloužit, následuje ne úplná avšak pro práci dosta-
čující charakteristika celulárních automatů, soupis jejich nejdůležitějších vlastností a roz-
dělení na tzv. Wolframovy třídy.
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2.1 Historie
Byl to matematik a tvůrce koncepce dnešních klasických počítačů John von Neumann, jenž
v roce 1952 při hledání stroje, který dokáže vytvářet své vlastní kopie, definoval první celu-
lární automat. Došlo k tomu rozdělením jeho stávajícího reprodukčního automatu na mřížku
jednotlivých buněk, což učinil na podmět svého kolegy Stanislawa Ulama. Šlo o dvoudimen-
zionální automat, který následující stav každé buňky vypočítal jako funkci čtyř do kříže
sousedících buněk, což nyní nazýváme von Neumannovo okolí. Tento automat měl možných
stavů celkem 29, což je o řád více, než počet stavů, jenž je využíván v programu, který
implementuje tato bakalářská práce.
Von Neumannova kolegu Stanislawa Ulama na celulárních automatech ze začátku zaujal
hlavně jejich paralelismus, protože se jím dlouhodobě zabýval. Při simulacích dvoudimen-
zionálních automatů si ale všiml, že z některých jednoduchých počátečních stavů se tvoří
poměrně složité vzory a začal o těchto automatech přemýšlet v širších souvislostech, napří-
klad dedukoval jistou spojitost s biologií. V 60. letech se však výzkum zaměřoval především
na vytváření důkazů o výpočetních schopnostech buněčných automatů, přičemž terminolo-
gie nebyla ještě tak pevně stanovena a pro tyto teoretické stroje existovalo několik různých
názvů jako například homogenní struktury, buněčné prostory nebo iterativní automaty.
Přestože jisté využití bylo nalezeno v redukci šumu digitálních obrázků, měl vývoj spíše
sestupnou tendenci a výzkumníků na tomto poli nijak nepřibývalo.
Do širšího povědomí se celulární automaty dostaly až s výsledky práce Johna Conwaye,
který experimentoval s pravidly na dvoudimenzionálním univerzu a v roce 1970 přišel na
poměrně jednoduché pravidlo s velmi komplexním chováním, které nazval Game of Life.
Dodnes se jedná o nejznámější pravidlo celulárních automatů a stále existují snahy najít
počáteční stav, který by se vyvinul v nějakou zajímavou, například cyklickou, formu.
V roce 1981 se celulárními automaty začíná zabývat matematik Stephen Wolfram. Jeho
příspěvek na tomto poli lze brát jako velmi zásadní a právě jeho zásluhou se o celulární au-
tomaty začala zajímat širší vědecká obec. Wolframovo dílo A New Kind Of Science, vydané
v roce 2002, tedy po jednadvaceti letech bádání, je zevrubnou studií celulárních automatů,
které ukazuje ve světle mnoha vědních oborů. Velké pozornosti se zde těší jednodimenzi-
onální celulární automaty. Wolfram pomocí nich vytváří Turingův stroj, demonstruje jimi
rozličné fyzikální jevy jako například fázový přechod nebo ukazuje, jak simulovat přírodní
procesy živočichů (růst ulity) či turbulentní proudění kapalin. Dílo zasahuje i do odvětví,
která mají s přírodními vědami zdánlivě jen málo společného. Mimo jiné je zde řešen filoso-
fický problém existence svobodné vůle. Vyřčena je myšlenka, že přestože je proces tvořivé
vůle ve své podstatě deterministický, neexistuje lepší způsob určení vůle nějaké bytosti, než
experimentem, který bytost zakusí na vlastní kůži.
Po bezmála šedesáti letech od svého objevení nachází celulární automaty uplatnění
v mnoha oblastech. Využívají se jako modely simulující vlastnosti materiálů nebo různé
dynamické fyzikální procesy. Sociální simulace a simulace silniční sítě používají celulární
automaty ve svých multiagentních modelech. Jsou také základem některých algoritmů pro
zpracování bitmapových obrázků, generování pseudonáhodných čísel nebo vytváření blo-
kových šifer. Není zde ale možno uvést úplný výčet všech možností využití. Ovšem další
informace jsou k nalezení v [2].
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2.2 Definice celulárních automatů
Až do tohoto místa se mluví o celulárních automatech, aniž by bylo řádně vysvětleno, co
to je, jak to funguje a jaké to má vlastnosti. Některé vlastnosti, jako například diskrétnost
nebo paralelismus, sice již byly zmíněny, avšak to pro práci nepostačuje.
Celulární automaty jsou dynamické diskrétní systémy (či modely, tedy diskrétně se
chovající systémy napodobující jiné systémy)[2]. Systém se definuje jako množina prvků
a vazeb mezi těmito prvky, přičemž konkrétně v případě celulárních automatů nazýváme
prvky systému buňkami a vazby mezi nimi pravidly. Nosičem buněk je topologický pro-
stor zvaný universum (vesmír), který může mít libovolnou dimenzi. Obvyklý počet dimenzí
používaných celulárních automatů je jedna (pole, posloupnost buněk), dvě (mřížka, matice,
pole polí) nebo tři (matice polí). Každá buňka v universu nabývá v jediném časovém oka-
mžiku právě jeden stav z množiny stavů, jež je dalším dílem definice celulárního automatu.
Typicky se jedná o dvouprvkovou množinu se stavy 0 (buňka je mrtva) a 1 (buňka je živa),
ale obecně je přípustná libovolná konečná množina stavů. Příští stav buňky, tedy stav v čase
t+1 bezprostředně následující za stavem v čase t, je dán výsledkem funkce, jejímž argu-
mentem je aktuální stav buňky a stavy buněk v jejím nejbližším okolí. O takové funkci se
mluví jako o pravidlu a okolí, které toto pravidlo bere v potaz může být několikerého druhu,
přičemž nejznámější jsou von Neumannovo, Moorovo nebo okolí šestiúhelníkové. Pravidlo
tedy není jen přechodovou funkcí stavů buněk, ale i vztahem buňky ke svému okolí a jelikož
je buňka ve vztahu pouze se svým nejbližším okolím, mluví se o striktně lokální interakci.
Výše uvedený slovní popis má samozřejmě i svou formální variantu. Formální definice
celulárního automatu, tak jak je k nalezení v [6], je následující.
Celulární automat je čtveřice (L,Σ,N , φ), kde
• L je d -dimenzionální mřížka buněk,
• Σ je konečná množina stavů σ, které může buňka nabývat,
• N je okolí, konečná množina taková, že i ∈ L ⇒ Ni ∈ L,
• φ : (Σ,N )→ Σ je přechodová funkce mezi stavy σi(t) a σi(t+ 1).
2.3 Charakteristika celulárních automatů
Jisté vlastnosti jsou společné všem celulárním automatům. První takovou vlastností je
homogenita buněk v universu, což znamená nejen, že všechny buňky jsou identické (liší se
jen stavem), ale také, že pro všechny bez výjimky platí stejná pravidla. Ta jsou aplikována
na buňku a její blízké okolí, z čehož plyne druhá vlastnost, jíž je lokalita. Změna stavu
buňky podle určeného pravidla pak proběhne u všech buněk v jednom okamžiku a to je
vlastnost zvaná paralelismus, velmi důležitá vlastnost celulárních automatů. Důsledkem
paralelismu je například způsob, jakým je výpočet příštího stavu automatu realizován na
klasických počítačích, kde musí být serializován, přičemž ale musí být zajištěno, že každá
buňka pracuje s aktuálním stavem svého okolí a ne se stavem sousedících buněk, jejichž
stav byl vypočten v předcházejícím kroku výpočetního cyklu. S výpočtem jednotlivých
stavů velmi úzce souvisí determinismus celulárních automatů, což znamená, že v každém
stavu je vždy jednoznačně definován i stav následující. Důsledkem determinismu je, že dva
stejné celulární automaty budou mít stejný vývoj, pokud i jejich počáteční stav byl totožný.
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V neposlední řadě avšak zde poslední vlastností je diskrétnost a to nejen modelového času
a prostoru, ale i stavů buněk.1
2.3.1 Klasifikace celulárních automatů
Stephen Wolfram si při svém zkoumání jednodimenzionálních celulárních automatů všiml[10],
že ať už je použito jakékoliv pravidlo, lze chování buněk v universu roztřídit do čtyř tříd.
Jinými slovy, zjistil, že ač mají pravidla celulárních automatů pouze lokální dosah, závisí
na nich i chování celého universa a to má navíc jen čtyři možnosti svého vývoje. Definoval
čtyři vývojové třídy.
• 1. třída – rychle se ustalující vývoj automatu,
• 2. třída – vývoj buněk universa v do nekonečna se opakující struktury a tvary,
• 3. třída – ryze chaotické automaty, bez pravidelností a opakování,
• 4. třída – komplexně se chovající automaty s nahodilostmi i opakováním.
Nejzajímavější třída je jistě poslední, s komplexním chováním. Patří do ní i Game of Life.
Lze zde pozorovat lokální organizaci buněk, ale žádné dalekosáhlé uspořádání a Wolfram
předpokládá, že všechny automaty této třídy je možno podobně jako Turingův stroj použít
k libovolným výpočtům[10].
Dalším důležitým pojmem či třídou celulárních automatů jsou tzv. totalistické či zevně
totalistické automaty[9]. Je-li stav buňky automatu v čase t+1 odvozen ze stavů buněk ve
svém okolí v čase t, jedná se dle definice o totalistický celulární automat. Pokud se stav
buňky v čase t+1 odvozuje navíc i od předcházejícího stavu sama sebe, tedy od svého
vlastního stavu v čase t, jedná se o tzv. zevně totalistický automat.
Oba pojmy jsou zmíněny z hlediska této práce, poněvadž všechny použité celulární
automaty v programu tuto vlastnost mají. Není to ovšem žádnou podmínkou pro tvorbu
hudby.




Hudba provází lidstvo od nepaměti a bezesporu se v průběhu času vyvíjí. Podle dobového
vkusu se mění hudební formy i techniky hry a je-li dnešní doba dobou výpočetní techniky,
není divu, že vznikají snahy zapojit počítače do procesu tvorby hudby. Elektronika při-
nesla nejen nové kompoziční techniky a prostředky, ale také mnohé přivedla k myšlence,
že by sama mohla být hudební skladatelkou. Jestliže jsou počítače řízeny programem, je
úkolem vytvořit a implementovat nějaký algoritmus, který na základě svých vstupů vytvoří
estetický zvukový výstup, hudbu. Snahy o algoritmizaci hudební kompozice sice vznikaly
již před příchodem počítačů, avšak teprve počítače je učinily skutečně přístupné a snadné,
přičemž navíc napomohly k objevení mnoha velmi zajímavých a původně za jiným účelem
stvořených algoritmů, které ovšem později ukázaly svůj přínos i v oblasti automatické hu-
dební kompozice. Příklady algoritmů či výpočetních modelů, jenž se osvědčily, jsou genetické
algoritmy, Markovovy řetězce, neuronové sítě, celulární automaty a další. Dobrých výsledků
je dosaženo taktéž jejich kombinováním. Již desítky let vznikají programy, které algoritmic-
kou kompozici zvládají na poměrně slušné úrovni a přitom zůstávají stále tak rozmanité
jako hudba sama. Lidstvo se může těšit na další dosud neobjevené možnosti automatické
skladby hudby, které jsou odkrývány řadou nadaných hudebníků a programátorů.
Tato kapitola, stejně jako celá bakalářká práce, se však věnuje zejména algoritmické
kompozici za použití celulárních automatů. Představuje několik umělců či programátorů
se vztahem k hudbě, kteří celulární automaty ve svém díle použili, a také, ač ne příliš
podrobně, vysvětluje principy použité při četných pokusech vyjádřit stavy celulárních au-
tomatů zvukovými vlnami určitých frekvencí. Především se zde však pokládá vědomostní
základ pro další práci na tomto poli, čímž se přímo směřuje k vyjasnění principů použitých
v programu, který je součástí bakalářské práce.
3.1 Celulární automaty v algoritmické kompozici
Na počátku byly celulární automaty jen v představách svých tvůrců. Poté následoval jejich
slovní zápis ve formě pravidel a definic a snad až následně také pokus o jejich grafické vy-
jádření. Vizuálně jsou celulární automaty poměrně jednoduše vyjádřitelná záležitost a jistě
i pro běžného člověka je grafická vizualizace lépe stravitelná než matematické vyjádření.
Lidé jsou obvykle zaujati děním na obrazovce a ptají se, jak to funguje. Jsou-li oni lidé
navíc umělci, přemýšlí, jak by se to dalo využít v jejich tvorbě a odtud je to již jen malý
krůček k nápadu využít celulární automaty v hudbě.
Nutno zde však podotknout, že celulární automaty nejsou využívány jen pro kompozici
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hudby, tedy skládání zvuků do skladby, ale také pro vytváření samotných zvuků, tedy
syntézu. Tato práce se nezabývá syntézou zvuku pomocí celulárních automatů, a proto
všechny související informace o problematice budou spíše jen zmínkami.
Jak již bylo řečeno, možnostmi využití celulárních automatů pro zvukové výstupy se za-
interesovaní lidé začali zabývat nedlouho poté, co se objevily počítačové vizualizace průběhů
vývoje buněčných vesmírů. Původ algoritmické kompozice jako takové lze dohledat až do
50. let 20. století, kdy se jí zabývalo pouze několik jedinců. Tito pionýři algoritmické hudby
používali jiné techniky než celulární automaty, které teprve dostávaly svou podobu. Jed-
ním z průkopníků algoritmické kompozice byl řecký avantgardní hudebník Iannis Xenakis[8]
a byl to právě on, kdo později ve svých skladbách použil i celulární automaty. Byl nadšen
tím, že jednoduché procesy celulárních automatů dávají tak komplexní výsledky a použil
je pro určení pořadí not ve své skladbě Horos (1986). Stal se pravděpodobně prvním, kdo
celulární automaty použil pro kompozici a není-li první, je určitě nejznámější. Přitom však
není známo, jak přesně při skládání postupoval. Navíc je třeba vzít na vědomí, že ač Xe-
nakis k výpočtům příslušných stavů automatu použil počítač, byla výsledná skladba spíše
jeho dílem, než dílem použitého algoritmu a celulární automaty asi nebyly využity v celé
šíři hudební skladby.
Další umělci ve spolupráci s programátory nebo samotní programátoři vymýšleli způ-
soby mapování celulárních automatů na MIDI a aplikovali je na MIDI syntetizátorech.
Na těchto principech poté vznikaly také počítačové programy jako například CAM (Dale
Millen) nebo CAMUS (Eduardo Miranda)[1], které umí pracovat jak s jednodimenzionál-
ními a dvoudimenzionálními tak i s třídimenzionálními (CAMUS 3D) automaty. Zmíněné
programy nejsou zdaleka jedinými, ale rozhodně patří k nejznámějším. V zásadě totiž platí,
že co skladatel to jiný nový program pro kompozici, neboť možností, jak stavy celulárních
automatů převést na hudbu, je mnoho1.
Přestože se zde mluví o algoritmické hudbě, jinými slovy generování posloupnosti tónů
skladby počítačem, stále se tento proces neobejde bez skladatele, který ho řídí a usměrňuje.
Počítač zde má funkci generátoru dat či vzorů, jež jsou dále komponovány skladatelem.
Skladatel je také ten, kdo vybírá algoritmus, kdo volí počáteční stav a kdo si programem
vlastně jen usnadňuje rutinní výpočty. Výpočetní technika nemá fantazii nebo umělecký cit
tak jako člověk a od žádného celulárního automatu nelze tyto charakteristiky očekávat.
Ač se využitím celulárních automatů při práci se zvukem věnuje řada lidí řadu let,
vývoj se nyní zdá poměrně ustrnulý, ale zdání může klamat. Existuje nespočet způsobů,
jak celulární automaty mapovat na MIDI nebo jiné hudební techniky a přesto se jedná o pole
otevřené dalšímu bádání, poněvadž se stále objevují nové technologie, počítače se zrychlují,
procesy paralelizují a také možnosti celulárních automatů zatím nenachází své hranice.
Další a další hudebníci projevují zájem o celulární automaty a vznikají nové kompoziční
programy postavené na tomto principu.
3.2 Převod stavů celulárních automatů na hudbu
Popsat všechny způsoby mapování je v rámci této práce nemožné, protože vskutku co
program to jiný přístup k mapování a programů využívajících celulární automaty pro algo-
ritmickou kompozici jsou řádově desítky. Proto zde budou uvedeny především ty postupy,
1Tvrzení o variabilitě programů, které mapují výstupy celulárních automatů do MIDI sekvencí, platí
i u programů, jejichž hlavním cílem je samotná syntéza zvuku. Jedním takovým příkladem budiž program
Chaosynth, kde celulární automaty řídí tzv. granulační syntézu zvuku.
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jež nějakým způsobem ovlivnily návrh a vývoj této bakalářské práce. Jedná se především
o mapování stavů automatu na MIDI či krátké zvukové stopy (vzorky). Jak známo v MIDI
jsou jednotlivé tóny vyjádřeny čísly v intervalu 0-127 a tento či jemu podobný přístup je,
jak vyplyne v dalších kapitolách, hodně uplatňován i v programu, který je součástí této
bakalářské práce.
Ačkoliv jsou v programu použity pouze dvoudimenzionální celulární automaty, nebude
na škodu, když zde budou zmíněny některé metody pro jednodimenzionální celulární auto-
maty. Přístupy k mapování jejich stavů se tu více tu méně liší, ale často se dají kombinovat,
přestože třeba v pozměněné formě2.
3.2.1 Převod do notového zápisu
Prvním způsob mapování, který však nepoužívá techniku s čísly v MIDI, je převést stavy
celulárních automatů do notového zápisu. Pro všechny hudebníky je tento způsob nejpři-
jatelnější z hlediska pochopení a pravděpodobně je to také první možnost, která každého
z nich napadne. Provedení může být různé. Pracuje-li se s buňkami, které mohou mít více
jako dva stavy, není od věci vytvořit mapovací tabulku, kde každému stavu bude odpovídat
libovolná hudebníkem definovaná nota. Dalším způsobem provedení převodu je vytvoření
masky nad universem, jež je taktéž rozdělena na jednotlivé buňky, přičemž buňka masky
představuje notu, která se zahraje, je-li buňka celulárního automatu živá[5] (či v jakémkoli
předem deklarovaném stavu).
V mírně změněné formě je druhý zmíněný způsob převodu stavu celulárního automatu
do notového zápisu použit v programu, jímž se zabývá tato práce. Hlavní ale ne jediný
rozdíl spočívá v tom, že program nepracuje s notami, ale s vlastní implementací principů
aplikovaných v MIDI. O způsobu převodu použitém v tomto programu bude pojednáno
dále.
Kromě těchto dvou způsobů existují i další, ovšem jejich složitost přesahuje rámec této
práce. Za krátkou zmínku však jistě stojí jeden z těch zajímavějších; Fight or Flight je
metoda používající agenty, založená na problému vězňova dilema, který spadá do teorie
her[5].
3.2.2 Převod na MIDI
Standard MIDI je velmi vhodný pro tvorbu a zaznamenávání hudby na počítači, a proto
jej také hodně hudebníků využívalo. MIDI není cizí Peteru Beylsovi ani Eduardu Miran-
dovi, jedněm z prvních tvůrců hudby pomocí celulárních automatů. Peter Beyls[1] se touto
problematikou zabývá od počátku osmdesátých let 20. století a vymyslel hned několik tech-
nik mapování stavů celulárních automatů na hudbu využívajících současně více automatů.
Eduardo Miranda, tvůrce programu CAMUS, získává trojici MIDI tónů pomocí kartézských
souřadnic živé buňky, jež udávají počet půltónů mezi těmito tóny v MIDI. K tomu poté
jiným způsobem počítá časování získaných tónů. Oba velmi zjednodušené a zkrácené popisy
jinak poměrně složitých metod jsou zde uvedeny proto, aby vyšla najevo myšlenková jed-
noduchost metod použitých v programu, který popisuje tato práce. Bohužel zde nelze blíže
popsat promyšlené metody Beylse, Mirandy ani dalších, avšak jejich vysvětlení a srovnání
lze nalézt v [1].
2Třídimenzionálními automaty se práce zabývat nebude, avšak není na škodu říci, že se jimi pro využití
v hudební kompozici zabýval třeba Eduardo Miranda.
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Pro práci byly zvoleny dvě méně složité metody převodu stavů celulárních automatů
na hudbu uložitelnou ve formě MIDI. Na ně bude nyní zaměřena pozornost a dále bude
uvedeno, čím se v konečné implementaci liší od svých vzorů.
První metodou je přidělení vždy právě jednoho zvuku jedné buňce a přehrání tohoto
zvuku v případě, že buňka nabude určitého stavu, přičemž při použití, pro metodu vhod-
nějšího, dvoustavového automatu se jedná o stav “buňka je živa”. Metoda tedy pracuje
s maskou nad celulárním automatem podobně jako u jednoho ze způsobů převodu do noto-
vého zápisu, ovšem s tím rozdílem, že se nepoužijí noty, ale předem vytvořené zvuky nebo
MIDI tóny. Jedná se o poměrně banální metodu, která však při dobře zvoleném počátečním
stavu dává solidní výsledky. Má však zásadní nevýhodu v tom, že pokud je počet zvuků
řádově větší než jednotky, stává se zmatenou a obtížně ovladatelnou. Její implementace
v programu GlitchMusic (což je název pro jeden ze dvou programů vytvořených v rámci
této práce) proto místo zvuku buňce přiřazuje nástroj a poté podle součtu všech aktuálně
živých buněk k tomuto nástroji vztažených volí frekvenci, kterou nástroj zahraje.
Zmíněná modifikace první metody je základním principem metody druhé, která je vhod-
nější spíše pro automaty, jejichž buňky nabývají více než dvou stavů. Každému kromě nul-
tého (mrtvého) stavu může být přiřazen nástroj, tedy škála zvuků, jenž mají stejnou barvu
ale různé frekvence. Výsledná frekvence z množiny dané nástrojem je vybrána na základě
počtu buněk nabývajících daného stavu, přesněji zbytkem po dělení počtu buněk velikostí
množiny frekvencí. Tuto metodu jako první popsal a v programu Cellsprings použil J. M.
G. Elliott[3]. Výše uvedený postup je aplikován v programu TransMusic, který byl vytvořen
v rámci této bakalářské práce.
Obě použité metody obsahují ještě jednu důležitou modifikaci, o které je třeba se zmínit.
Původně se v nich určují frekvence pomocí počtu buněk s příslušnými stavy, avšak v konečné
podobě je navíc počítán rozdíl počtu buněk v předchozím a současném stavu celulárního
automatu. Smysl této modifikace je v zachycení dynamiky změn ve stavovém prostoru
celulárního automatu[3].
3.2.3 Převod použitím několika automatů současně
S velmi zajímavým přístupem k mapování stavů celulárních automatů na sekvenci tónů
přišel Peter Beyls. Ve svých programech začal kombinovat jednodimenzionální a dvoudi-
menzionální univerza a pravidla, která přitom používá, dynamicky mění v průběhu vývoje
automatu. Beyls k algoritmické kompozici přistupuje hravě a s fantazií, což dokazuje i tím,
že používá pravidla původně určená pro dvoudimenzionální univerza na univerza jedno-
dimenzionální (bere v potaz předchozí a následující generaci jednodimenzionálního auto-
matu), nebo tím, že propojuje několik celulárních automatů za sebou, takže výstup jednoho
automatu tvoří vstup následujícího, až po automat na konci, jehož výstupem je na MIDI
převedená sekvence zvuků. Ve své pozdější práci celulární automaty kombinuje s genetic-
kými algoritmy[1]. Výsledky jsou velmi působivé a inspirativní a dokazují velký potenciál
celulárních automatů v oblasti algoritmické kompozice.
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Kapitola 4
Návrh programu a uživatelského
rozhraní
Vybrat celulární automat a zvolit jednotlivé metody převodu jeho stavů na zvukové frek-
vence je jen část procesu tvorby celého programu. Program také musí produkovat zvukové
výstupy čili ovládat zvukovou kartu počítače a měl by komunikovat s uživatelem skrze
grafické rozhraní. Je-li navíc záhodno, aby byl program uspořádaný, čitelný a lehce pocho-
pitelný jiným programátorům, vzniká potřeba nejdříve promyslet jeho stavbu. Návrhem
programu, jehož součástí je dekompozice na jednotlivé podproblémy, se zabývá právě tato
část práce.
4.1 Objektový návrh programu
Návrh vychází z následujících požadavků na funkčnost programu:
• real-time zvukový výstup, možnost uložení zvukového výstupu do souboru,
• vizualizace celulárního automatu a jeho vývoje,
• náhodné a uživatelské určení počátečního stavu celulárního automatu,
• určení celulárního automatu,
• volby nastavení zvukového výstupu (tempo, audio smyčka).
Podle těchto požadavků se návrh může rozložit na tři podproblémy: celulární automat,
grafické uživatelské rozhraní a funkce převádějící stavy celulárního automatu na posloupnost
tónů.
Celulární automat je přitom zřejmý základ stavby celého programu, a proto je nutno
dbát na jeho co nejlepší návrh a implementaci. Požadavky na celulární automat jsou rychlost
(či výpočetní nenáročnost) a možnost snadno prezentovat svůj stav, jež předává dvakrát
- jednou pro grafickou vizualizaci a jednou pro převodní funkci. Přitom navíc požadavek
na volbu různých celulárních automatů vyžaduje snadnou modifikovatelnost všech jeho
charakteristik, tak jak byly uvedeny dříve v textu.
Návrhový diagram na obrázku 4.1 velmi zjednodušeně ukazuje strukturu dědičnosti ob-
jektů představující celulární automat. Objekt Buňka je zde členem objektu Mřížka, jenž je
členem objektu AbstraktníCelulárníAutomat, který poskytuje základní funkcionalitu společ-
nou všem celulárním automatům. V samotném objektu CelulárníAutomat poté teoreticky
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stačí deklarovat dimenzi, množinu stavů buněk a pravidlo, dle kterého se bude vyvíjet ze
svého počátečního stavu. Modifikace je poté tak snadná, jako vytvoření nové třídy objektů
a definování pravidla v podobě členské metody, která může být navíc zobecněna a předsta-
vovat celou množinu podobných pravidel, což bude ukázáno dále. Prezentace současného
stavu celulárního automatu může být uskutečněna tak rychle jako předání ukazatele na
instanci třídy Mřížka, jelikož právě v ní je uložen stav. Stav může být přes ukazatel také
měněn, čímž je levně a velmi efektivně naplněn také požadavek na určení stavu automatu
uživatelem.
Obrázek 4.1: Objektový návrh celulárního automatu
U prezentace stavu se ovšem neřeší jen problém co předat závislým částem, ale také
jak a kdy stav předat. S návrhem na řešení způsobu upozorňování na změnu stavu včetně
možnosti zaslání nového stavu všem objektům, které s ním pracují, přichází návrhový vzor
Pozorovatel (Observer). Diagram na obrázku 4.2 popisuje, jak teoreticky vypadá vztah
mezi celulárním automatem a prostředky audiovizuální prezentace jeho stavu při použití
návrhového vzoru Pozorovatel.
Obrázek 4.2: Návrhový vzor Pozorovatel
Jelikož je celulární automat takříkajíc srdcem celého programu, měl by mu být přizpů-
soben běh spuštěného programu. Vývojový diagram na obrázku 4.3 zobrazuje logickou po-
sloupnost k celulárnímu automatu vztažených činností, které se provádí za běhu programu.
Názorně ukazuje skutečnost, že nejdříve se celulární automat (nebo jejich větší množství)
musí inicializovat, což je v tomto případě provedeno určením počátečního stavu. Poté je
v iteracích prováděn výpočet následujících stavů a převod na hudbu, přičemž převod musí
být uvnitř iterační smyčky, aby bylo zajištěno, že bude převodní funkce pracovat se správ-
ným stavem celulárního automatu, tedy že se stav automatu v průběhu provádění převodní
funkce nezmění.
Nelze ovšem automat pouze spustit a průběžně převádět jeho stavy na zvukové vý-
stupy. Hudba má vždy své tempo, proto v programu musí existovat časovač, který vždy po
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určité době dovolí celulárnímu automatu aplikovat nastavené pravidlo na svůj současný stav
a provést tak jednu iteraci. Tempo se vyjadřuje (mimo jiné) v míře určené jednotkou BPM
(beats per minute), což v tomto případě vyjadřuje, kolikrát za jednu minutu je dovoleno
celulárnímu automatu změnit stav. Doba v sekundách mezi dvěma změnami stavu je poté
vyjádřena vztahem 60/tempo.
Obrázek 4.3: Běh programu vzhledem k tvorbě zvuko-
vého výstupu
Zde je možno plynule přejít
k návrhu procedur pro převod
na hudbu. Jak již bylo uvozeno,
v programu jsou použity dvě me-
tody, které stav celulárních au-
tomatů převádějí na posloupnost
zvukových frekvencí, ovšem je zcela
zřejmé, že budou mít řadu společ-
ných vlastností či postupů. Návrh
počítá s jednou bázovou třídou, kde
jsou pokryty nejen společné vlast-
nosti obou převodních metod, ale
i ovládání zvukového výstupu po-
mocí knihovny, která je pro tento
účel vytvořena. Z této třídy pak
dědí třídy implementující specifické
vlastnosti té které metody.
Podobně je navrhována také
implementace grafického uživatel-
ského rozhraní, přičemž ovšem
v tomto případě situaci zhoršuje
nutnost vytvořit interaktivní prvek
zobrazující a měnící stav buněk ce-
lulárního automatu. Návrhem gra-
fického uživatelského rozhraní se zabývá následující podkapitola.
4.2 Návrh grafického uživatelského rozhraní
Největším a nejviditelnějším prvkem uživatelského rozhraní je interaktivní zobrazení stavu
celulárního automatu. Klasicky se celulární automaty (či jejich universum) zobrazují jako
mřížka, kde každý čtvereček představuje jednu buňku a jednotlivé stavy buněk se znázorňují
barvami. Použitím zmíněného grafického vyjádření program splní požadavek na interaktivní
vizualizaci, přičemž nebude příliš odvedena pozornost od podstaty řešeného problému, kte-
rým je vyjádření ve formě zvuku.
Zobrazení celulárního automatu zabere zhruba dvě pětiny celkové plochy okna pro-
gramu. Zbytek je vyhrazen na ovládací prvky, jimiž jsou tlačítka pro řízení přehrávání,
volby MIDI nástrojů a jejich přiřazení ke stavům buněk celulárního automatu, ale i další
prvky uživatelských rozhraní použité ke změně celulárního automatu nebo změně tempa.
Rozmístění jednotlivých prvků uživatelského rozhraní může být libovolné, avšak čím
více uživatelsky přívětivější, tím samozřejmě lépe.
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4.3 Struktura programu
Na konci návrhové etapy se dá struktura programu rozděleného na jednotlivé podproblémy
vyjádřit ve vrstvách podobně jako na obrázku 4.4. Základní činnost programu obstarává
celulární automat, jehož výstupy jsou zpracovány jednak v grafickém uživatelském rozhraní,
které vizualizuje stavy buněk automatu a jednak jsou zhudebňovány specifickými k tomu
určenými metodami produkujícími na svém výstupu zvuk.
Obrázek 4.4: Navrhovaná struktura programu
Jsou specifikovány požadavky a vlastnosti, které má grafické uživatelské rozhraní splňo-
vat. Jeho podoba však není konečná a bude se stále vyvíjet tak, aby rohraní bylo co nejvíce
použitelné a uživatelsky přívětivé.
Podobně jako uživatelské rozhraní tak také celý návrh programu bude ještě dále vyvíjen,
poněvadž implementace často ukáže na nemožnost některých požadavků nebo naopak osvítí




V životním cyklu programu po návrhu následuje implementace. Ta v případě programu za-
číná výběrem vhodného implementačního prostředku, tedy programovacího jazyka a jeho
knihoven. Poté se ve vybraném jazyce realizují jednotlivé podproblémy a pospojují se v je-
den celek. Na závěr se program ladí a testuje (což může být považováno za samostatnou
etapu životního cyklu). Tato kapitola popisuje všechny tři zmíněné implementační kroky
a podrobněji než v předchozí kapitole o návrhu a někdy až do detailů nahlíží do vnitř-
ního fungování programu, jenž dle názvu této práce má pomocí celulárních automatů tvořit
posloupnosti tónů nebo hudbu.
5.1 Výběr programovacího jazyka a knihoven
Od výběru programovacího jazyka se odvíjí řada postupů i specifických vlastností, které
výsledku dávají konečnou podobu, a volba programovacího jazyka je tedy vymezena urči-
tými požadavky. Jako jeden z takových požadavků může být uvedena přenositelnost mezi
rozličnými platformami. Další významné požadavky na programovací jazyk jsou výkonnost
výsledných programů nebo programovací paradigma. V případě programu, jenž má v reál-
ném čase zprostředkovávat audiovizuální výstup běžícího celulárního automatu, jsou vhod-
nějšími kandidáty jazyky kompilované a objektově orientované před jazyky interpretova-
nými či imperativními. Jazyk C++, který byl pro implementaci vybrán, zmíněné požadavky
splňuje. Jedná se o objektově orientovaný kompilovaný jazyk, který je plně přenositelný mezi
nejznámějšími softwarovými platformami osobních počítačů.
Standardní knihovna jazyka C++ ovšem nenabízí všechny potřebné prostředky. Gra-
fické uživatelské rozhraní a prostředky pro ovládání zvukového výstupu je nutno hledat
mezi nestandardními knihovnami. Programátory oceňovanou knihovnou pro tvorbu uživa-
telských rozhraní, která navíc nabízí mnohem širší možnosti svého použití, je knihovna Qt.
Licence této knihovny je přátelská podobným pracím jako je tato a jelikož může pomoci
i s jinými problémy nežli s grafickým uživatelským rozhraním, byla od začátku víceméně
jasnou volbou a dále v textu bude nastíněn její celkový přínos. Již méně jasněji se volila
knihovna pro práci se zvukem, přestože jich neexistuje takový počet jako knihoven pro uži-
vatelská rozhraní. Ne všechny splňovaly nenáročné požadavky, které jsou kladeny v návrhu.
Real-time zvukové výstupy, dostatek příkladů a využitelné softwarové implementace někte-
rých MIDI nástrojů poskytuje The Synthesis ToolKit in C++ (STK), která je dlouhodobě
vyvíjena v univerzitním prostředí a je uvolněna pod licencí dovolující její použití v této
práci.
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Obrázek 5.1: Konečná struktura programu
Použití knihoven ovšem mění strukturu aplikace oproti tomu, jak byla definována v ná-
vrhu. Obrázek 5.1 zobrazuje novou podobu struktury programu. Přidána je vrstva STK
C++, která dále zpracovává výstupy převodní funkce a ovládá zvukovou kartu počítače.
Celá původní struktura programu je navíc obalena knihovnou Qt, čímž je vyjádřeno, že tato
knihovna vytváří komunikační rámec mezi jednotlivými díly. Kde všude a jakým způsobem
je knihovna Qt navázána na jednotlivé části programu bude ukázáno dále v textu.
5.2 Řešené problémy
Popis implementačních záležitostí, tedy toho co je jak implementováno, jak vytvořeno, jak
dáno jednoho celku či jak vyladěno pro optimální běh, lze najít právě v této části práce.
Postupně bude vše bráno od základu, tedy od celulárních automatů, až po výsledné vizua-
lizace či zvukové výstupy, samozřejmě s ohledem na důležité detaily, které často i razantně
ovlivnily výsledný vzhled implementace.
5.2.1 Celulární automaty
Dle návrhu má být program snadno rozšiřitelný novými typy celulárních automatů. První
implementace k tomuto účelu používala šablony tříd a umožňovala poskládat požadovaný
celulární automat z řady tříd, které představovaly jeho vlastnosti. Parametrizovanými vlast-
nostmi byly typy buněk (dvoustavové, vícestavové) a typy mřížek (jednodimenzionální,
dvoudimenzionální atd.), přičemž nikterak nebyl porušen jejich členský vztah vzhledem
k třídě celulárního automatu. Implementace se šablonami byla velmi flexibilní řešení, ale
při integraci s knihovnou Qt bylo zjištěno, že není zcela kompatibilní s implementací návr-
hového vzoru Pozorovatel, kterou Qt obsahuje, což představovalo natolik zásadní problém,
že od šablon muselo být upuštěno a celulární automaty byly více konkretizovány. Program
se tak omezil jen na dvoudimenzionální mřížku buněk, které jsou nyní všechny vícestavové,
ač předtím existovala i jejich dvoustavová specializace. Nic z toho sice neohrožuje původní
smysl programu, ale budoucí rozšíření budou pravděpodobně bohatší co do délky kódu.
Implementace přesně sleduje strukturu dědičnosti dle návrhu. Buňka, jež může nabývat
libovolný počet stavů, přičemž udržuje jak informaci o současném stavu, tak i o maximálním
možném počtu stavů a jež si sama hlídá, aby toto své maximum nepřesáhla, má své členství
v dvoudimenzionálním poli mřížky. Mřížka pak nad svým polem buněk definuje důležité
přístupové a stavové operace a stará se o správnou alokaci a dealokaci operační paměti.
V obecném či abstraktním celulárním automatu, tedy v takovém, který ještě nemá defino-
vaná pravidla svého vývoje, jsou obsaženy hned dvě mřížky stejné velikosti. Příčina potřeby
zdvojení stavového prostoru celulárního automatu byla nastíněna u jedné z charakteristik
celulárních automatů, u paralelismu. Aby byl stav buněk počítán korektně i na počítačích
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dnešního typu, které provádějí své výpočty sériově, vychází výpočet z první mřížky s aktu-
álním stavem, ale výsledek se ukládá do mřížky druhé. Tím nedochází k přepsání k výpočtu
stále důležitých stavů. Poté co algoritmus aplikující pravidlo projde všechny buňky, vymění
si mřížky své logické pozice a výpočet se může opakovat. Odvozením od obecného celu-
lárního automatu a definováním metody, která implementuje konkrétní pravidla pro vývoj
buněk, vzniká celulární automat ve své konečné podobě. Ten poté může a nemusí mít de-
finované také metody pro náhodné určení počátečního stavu nebo jiné pomocné metody.
Celulární automaty implementované v programu mají všechny nepovinné metody defino-
vané, avšak při přidávání nových celulárních automatů mohou být jejich definice vynechány,
přičemž hlavní smysl programu zůstane zachován.
Výsledný objekt celulárního automatu nemusí být omezen jen na jedno konkrétní pravi-
dlo, ale může jich zvládat celou řadu. Pravidla některých celulárních automatů jsou číselně
vyjádřitelná a tím pádem i parametrizovatelná. Příkladem budiž třída celulárních automatů
do níž patří hra Life. Pravidla hry Life říkají, že živá buňka přežije, pokud má ve svém okolí
dvě nebo tři jiné živé buňky, a že se nová buňka zrodí, pokud se v jejím okolí vyskytnou
právě tři živé buňky. Parametrizují-li se počty buněk v okolí nutné pro přežití a zrod, tak
z implementace konkrétního automatu vznikne implementace celé třídy automatů, které
mají podobně koncipovaná pravidla. Různé třídy samozřejmě budou mít různé počty i typy
parametrů. V programu se nachází implementace dvou tříd celulárních automatů. První je
již zmíněná třída do níž patří hra Life, přičemž jejími parametry jsou dvě množiny čísel,
jak bylo vysvětleno výše. Druhou třídou celulárních automatů jsou tzv. cyklické celulární
automaty, jež mají celkem čtyři parametry: počet stavů buňky, práh přechodu na následu-
jící stav buňky, typ okolí a šířka okolí. Počet smysluplných variant konkrétních cyklických
celulárních automatů je poměrně vysoký, je-li uváženo, že počet stavů jedné buňky může
být libovolné kladné celé číslo. V programu je ovšem volba automatů z obou tříd omezena.
Odstranění tohoto omezení může být uvažováno v rámci další práce na programu, ovšem
existuje předpoklad, že to nebude nijak snadné a to právě díky specifičnosti parametrů pro
každou třídu celulárních automatů.
Kromě základní funkcionality celulárních automatů je implementována také historie
vývoje, do které se uživatel může vracet. Historie sahající tak daleko, jak uživatel zvolí
v nastavení programu, je přístupná na základě uložení počátečního stavu (mřížky), od níž
se poté dopočítá požadovaný stav. Historie tedy není nijak náročná na operační paměť, ale
požaduje-li uživatel, aby obsáhla velmi mnoho minulých stavů celulárního automatu, může
být výpočet náročný na výpočetní čas, přičemž zde platí úměra, že čím blíže je požadovaný
stav současnému stavu, tím déle bude výpočet probíhat, protože vývoj musí projít všemi
předcházejícími stavy začínaje přitom v uloženém počátečním stavu.
5.2.2 Návrhový vzor Pozorovatel
Návrh deklaruje předávání aktuálního stavu spuštěného celulárního automatu pomocí ná-
vrhového vzoru Pozorovatel (Observer). Návrhový vzor Pozorovatel se používá tam, kde
určitý objekt potřebuje upozornit jeden nebo několik jiných objektů na změnu svého stavu
a případně také předat data, které nový stav reprezentují. Převedeno na případ programu
pro tvorbu algoritmické hudby pomocí celulárních automatů, je záhodno, aby celulární
automat bezprostředně po výpočtu svého nového stavu informoval grafické uživatelské roz-
hraní, které nový stav zobrazí uživateli, a zároveň převodní funkci předal data nutná ke
zpracování. Vztahy mezi třídami byly ukázány na diagramu v kapitole o návrhu, avšak
jedná se pouze o teoretický pohled, neboť ve výsledku je použita efektivní implementace
17
obsažená v knihovně Qt, která ovšem používá poněkud jiný koncept tohoto návrhového
vzoru zvaný Signály a sloty. Účel i funkce zůstávají nezměněny, ale místo rozhraní pomocné
třídy Observer jsou užity speciální metody dvojího druhu. Na straně pozorovaného objektu
existuje metoda označovaná jako signál, která při svém zavolání informuje všechny pozo-
rující objekty, na jejichž straně se při přijetí signálu začne provádět metoda označovaná
jako slot. K informaci o změně stavu navíc signály dovolují připojit data, která nový stav
reprezentují, což je v případě celulárního automatu ukazatel na mřížku nesoucí současný
stav.
Zde se ovšem nachází příčina nemožnosti použít šablony tříd pro implementaci celulár-
ních automatů. Třídy používající signály a sloty musí být potomky knihovní třídy QObject
a mít ve své definici obsaženo makro QOBJECT, díky němuž preprocesor knihovny Qt
vygeneruje příslušný pomocný kód. Ten však může být generován jen pro určitou třídu, ne
pro šablonu tříd, což je podstata konfliktu.
Třída obecného celulárního automatu definuje signály dva, přičemž oba jsou kromě
svého názvu totožné a jediný rozdíl je v jejich použití. První signál označený jako First-
Bang oznamuje, že celulární automat je ve svém počátečním stavu, druhý signál označený
slovem Bang je emitován po každé aplikaci pravidla a uvedení celulárního automatu do
nového stavu. Signály jsou rozlišeny, protože je žádoucí, aby metoda pro mapování stavu
na tóny ignorovala počáteční stav celulárního automatu, který však nesmí být ignorován
v rámci své grafické reprezentace. Řešení vytvořením dvou stejných signálů je intuitivní
a z implementačního hlediska velmi jednoduché.
Mimo předávání stavu celulárního automatu k dalšímu zpracování se signály a sloty
používají i na dalších místech v programu, ale jedná se především o záležitosti spojené
s obsluhou grafického uživatelského rozhraní, neboť právě za tímto účelem je koncept signálů
a slotů v knihovně Qt implementován.
5.2.3 Převodní funkce
Převod stavu celulárního automatu na posloupnost tónů zajišťuje samostatná třída pou-
žívaje přitom funkcionality knihovny Synthesis ToolKit C++ (STK). STK je dlouhodobě
vyvíjená knihovna vznikající v univerzitním prostředí, která mimo jiné implementuje real-
time zvukovou reprodukci, způsob ukládání posloupnosti tónů v textovém formátu či sadu
softwarových hudebních nástrojů. Právě vyjmenované schopnosti knihovny jsou v programu
použity.
Po inicializaci objektů knihovny STK, jež se starají o zvukový výstup, začne real-time
reprodukci zvuku obstarávat statická metoda tick třídy Musify (třídy pro převod stavu
celulárního automatu na posloupnost tónů), která přebírá několik parametrů včetně para-
metru typu TickData nesoucí data nutná k úspěšnému přehrání jednoho či více tónů. Ve
struktuře TickData se nachází fronta not nebo přesněji SKINI zpráv, což je textové rozhraní
používané v knihovně STK pro určení zvukového výstupu; SKINI je v mnohém podobné
MIDI, ovšem místo celých čísel používá čísla s plovoucí desetinnou čárkou a to například
i pro čísla not. Jedna SKINI zpráva ve frontě nese data jedné operace zvukového výstupu,
jíž může být spuštění či zastavení přehrávání noty. Pokud se má současně přehrávat více
not, je výstupem jejich kombinace vypočítaná v objektu typu Voicer, který je také součástí
struktury TickData. Metoda tick je volána automaticky v případě, že je vyrovnávací paměť
zvukového výstupu vyprázdněna a potřebuje být opět naplněna daty, což je v podstatě účel
metody. Aby si metoda pamatovala, jaká data má zvukovému výstupu poskytnout, jsou
součástí struktury TickData také čítač a příznak dokončení. Naplnění vyrovnávací paměti
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zvukového výstupu tedy probíhá tak, že se vezme první zpráva z počátku fronty not, získaná
data uložená ve formátu SKINI se zpracují a postupně se posílají na výstup.
Knihovna STK nabízí více jak 25 implementací hudebních nástrojů, jakési softwarové
MIDI, které je v programu využito pro zvukové výstupy. Jelikož je STK knihovnou použí-
vající objektově orientované programovací paradigma, všechny softwarové nástroje mají své
vlastní objekty. Pro vytváření instancí objektů dle jména nástroje je vytvořena jednoduchá
továrna, avšak ne dle návrhového vzoru, nýbrž selektivně dle jména. Továrna má kromě
vytváření instancí objektů ještě další účel, jímž je kontrola nad frekvencemi, kterými ná-
stroj může zaznít. Ne každý nástroj je totiž schopen zahrát všech osm oktáv, které definuje
hudební teorie, přičemž různé nástroje mají různé frekvenční rozsahy, a proto se také musí
nastavovat jednotlivě, což je další z důvodů, proč je v tomto případě výhodné použít se-
lektivní továrnu. Konstruktorem továrny mají všechny nástroje nastaven frekvenční rozsah
na všech osm oktáv a teprve při předávání objektu nástroje je rozsah frekvencí upraven.
Třída Musify definuje další práci s nástroji. Protože drží informaci o aktivních nástrojích,
poskytuje rozhraní pro výběr a změnu nástrojů, které jsou následně použity při převodu
stavu celulárního automatu na zvukové frekvence. Tato třída tak tvoří část rozhraní, které
je v hierarchii dědičnosti dále používáno třídami, jež implementují mapovací metody.
Třídy odvozené z třídy Musify jsou dvě, TransMusify a GlitchMusify. Jejich základní
struktura je stejná, přičemž je tvořena slotem pro příjem ukazatele na mřížku celulárního
automatu a metodami pro práci s barvami, které v obou třídách reprezentují stavy buněk
celulárního automatu. Barvami jsou obě třídy úzce spojeny s grafickým uživatelským roz-
hraním, jehož součástí se dokonce díky barvám stávají. O grafickém uživatelském rozhraní
je pojednáno v další části a to včetně práce s barvami. Z hlediska tvorby hudby pomocí
celulárních automatů je důležitějším aspektem metoda přijímající ukazatel na mřížku s ak-
tuálním stavem. Jak již bylo řečeno v popisu návrhového vzoru Pozorovatel, vždy když
celulární automat změní svůj stav, zašle se všem připojeným slotům signál s ukazatelem
na mřížku. Skrze ukazatel má pak převodní metoda přístup ke stavům jednotlivých buněk
a může být zahájen proces zhudebnění.
Ani implementačně nejsou použité, dříve popsané, převodní metody nijak složité. V pří-
padě TransMusify algoritmus prochází všechny buňky celulárního automatu a pro každý
možný stav sečte počet buněk, které tento stav nabývají. Je-li nějakému stavu přiřazen
hudební nástroj, vypočte se zbytek po dělení počtem možných frekvencí a ten určí, která
frekvence bude na nástroji zahrána. Metoda použitá ve třídě GlitchMusify si vyžádala
navíc implementaci masky mřížky celulárního automatu, jež umí reagovat na uživatelovi
podměty podobně jako vizualizační prvek celulárních automatů, o němž je pojednáno dále.
U GlitchMusify jsou tedy dvě podmínky pro započítání stavu do součtu určujícího frekvenci
nástroje; buňka musí být živá (či v nějakém předdefinovaném stavu) a k ní příslušná buňka
na masce mřížky musí mít definovanou nějakou barvu. Obě metody jsou navíc vylepšeny
tím, že v úvahu berou také předchozí stav celulárního automatu a výsledné číslo určující
frekvenci nástroje je dáno rozdílem součtů současného a předchozího stavu.
Určení nástroje a frekvence se provede vytvořením SKINI zprávy, která se zařadí na
konec fronty zpráv umístěné ve struktuře TickData, čímž se vysvětlení dostává k použití
knihovny STK a tedy tam, kde začalo.
Program by však nebyl úplný, pokud by nedokázal zaznamenávat svůj zvukový výstup.
Knihovna STK umožňuje uložit zvukový výstup dvěma způsoby. Prvním z nich je uložení
v podobě posloupnosti SKINI zpráv čili formou textu, což má zásadní nevýhodu v tom, že
pro opětovné přehrávání je potřeba program, který umí tento nestandardní formát přečíst,
zpracovat a reprodukovat. Druhou možností, kterou knihovna STK nabízí je uložení zvuku
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v jednom z nabízených nekomprimovaných zvukových formátů, například ve formátu WAV.
Z hlediska dalšího upotřebení uloženého zvukového výstupu je formát WAV takřka ideální,
protože snad všechny současné operační systémy WAV podporují hned v základní konfi-
guraci, přičemž ani drtivá většina programů na zpracování zvuku nemá s tímto formátem
žádný problém. Knihovna STK přitom k ukládání poskytuje jednoduše použitelné rozhraní,
které stačí pouze napojit na ovládací prvky programu.
5.2.4 Grafické uživatelské rozhraní
Implementace grafického uživatelského rozhraní představuje podstatnou část programu, ne-
boť nejenže uživateli zobrazuje stav celulárního automatu a umožňuje jej měnit, ale také
dovoluje ovládat program pomocí tlačítek či prvků pro výběr. Grafické uživatelské rozhraní
je prostředník mezi uživatelem a výpočty, které počítač provádí s celulárním automatem.
Komunikace musí být svižná a lehce pochopitelná, což jsou charakteristiky, jichž se s kni-
hovnou Qt dosahuje poměrně jednoduše. Protože Qt poskytuje nástroje pro snadný návrh
grafického uživatelského rozhraní, dá se rozhraní kdykoliv upravit k větší spokojenosti uži-
vatele. Qt také nabízí řadu předem implementovaných prvků pro tvorbu rozhraní, ovšem
z pochopitelných důvodů mezi nimi není prvek pro vizualizaci celulárních automatů a je ho
tudíž potřeba vytvořit.
Mezi nástroji knihovny Qt se vyskytují i takové, které dovolují takřka libovolné možnosti
kreslení. Právě kreslících nástrojů bylo užito při implementaci vizualizačního prvku celulár-
ních automatů. Vznikla třída GridGraphicsView, která obaluje prvek typu QGraphicsScene,
kam jsou kresleny stavy jednotlivých buněk celulárního automatu ve formě malých čtverců,
přičemž třída si také udržuje informaci o stavu (čili barvě) každého z těchto čtverců. Třída
GridGraphicsView je ovšem jen zobecněním odvozených tříd a kvůli variabilitě dovoluje ka-
ždému čtverci nabývat pouze jeden stav (barvu). Opravdovou funkcionalitu implementují
až třídy LifeGraphicsView a CommonGraphicsView. První zmíněná je přitom speciální va-
riantou určenou jen pro dvoustavové celulární automaty, zatímco druhá může být použita
pro automaty, jejichž buňky mohou nabývat teoreticky libovolného počtu stavů. Imple-
mentačně jsou odlišeny pouze uložením stavu; LifeGraphicsView má dva stavy, tudíž dvě
samostatně uložené barvy, CommonGraphicsView barvy ukládá do vektoru, který může být
za běhu upravován co do velikosti, a je tedy složitější právě o správu vektoru barev.
Obě třídy implementují veřejný slot pro příjem ukazatele na mřížku celulárního auto-
matu, jež nejenže čtou, ale také do ní mohou zapisovat, a proto si ukazatel ukládají po celou
dobu jeho platnosti. Samotná vizualizace celulárního automatu z implementačního hlediska
představuje pouze průchod všemi buňkami v mřížce a nastavení odpovídající barvy odpo-
vídajícímu čtverci. Barvu čtverce představujícího buňku celulárního automatu může ovšem
nastavit také uživatel a to kliknutím pravého nebo levého tlačítka myši. Výsledek se sa-
mozřejmě musí odrazit i na stavu celulárního automatu, ale to je díky uloženému ukazateli
na mřížku s buňkami záležitost nastavení odpovídajícího stavu buňky. Obsluha uživatel-
ských vstupů pomocí myši je implementována předefinováním metod, které jsou k tomuto
účelu přítomny v knihovně Qt.
Stejným způsobem jako prvky pro vizualizaci celulárních automatů je implementována
maska mřížky použitá u mapovací metody ve třídě GlitchMusify. Tato maska se podobá
spíše třídě CommonGraphicsView, protože umožňuje nastavit a zobrazit více barev (stavů,
nástrojů). Nutno podotknout, že velikost mřížky celulárního automatu i velikost vykres-
lovaného okna jsou stanoveny při vytváření objektu a nejdou změnit jinak, než zničením
objektu a vytvořením nového.
Prvek pro vizualizaci celulárního automatu je stejně jako všechny prvky pro ovládání
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programu vytvořen a umístěn v okně. Obdobně jako jsou rozlišeny implementace mapova-
cích metody, rozlišují se dva typy oken a sice TransWindow a GlitchWindow. Uživateli se
mohou okna zdát stejná nebo přinejmenším podobná, ale implementačně se v nich nalézá
mnoho rozdílů částečně vyplývajících z rozdílů převodních metod. V obou oknech se nachází
tlačítka pro výběr aktivní barvy (barvy, kterou uživatel kreslí do vizualizace celulárního au-
tomatu) a nabídky pro výběr hudebních nástrojů, avšak zatímco u TransWindow se jimi
ovládá jen celulární automat, u GlitchWindow se ovládá také maska mřížky, o níž byla řeč
při popisu převodních metod. TransWindow má také větší možnosti volby celulárních au-
tomatů, neboť může používat dvoustavové i vícestavové automaty, přičemž GlitchWindow
nabízí jen možnost dvoustavových automatů.
Obrázek 5.2: Grafické uživatelské rozhraní programu TransMusic
Téměř shodně pak okna používají běžné ovládací prvky jako například tlačítka pro
spuštění či zastavení běhu celulárního automatu. Okna TransWindow a GlitchWindow jsou
potomky zobecněné třídy Window, která mimo jiné implementuje časovač ovládající tempo
běhu automatu a tím vlastně i tempo výsledného zvukového výstupu. Také se zde nachází
obsluha cyklického běhu celulárního automatu. Výsledný vzhled grafického uživatelského
rozhraní je vidět na obrázku 5.2.
5.3 Testování
Na závěr je třeba se alespoň krátce zmínit nejen o ladění programu, ale také o experimen-
tálním ověření kvality generovaných výstupů. Souhrnně se dají oba procesy označit jako
testování a i chronologicky probíhaly víceméně současně, proto jsou společně uvedeny v této
podkapitole, přičemž zmínka o vývoji a ladění programu zde předchází zhodnocení kvality
generovaných výstupů.
Program byl vyvíjen v integrovaném vývojovém prostředí Qt Creator (verze 1.3.1),
které mimo jiné obsahuje také nástroj pro ladění programů. Ten byl používán společně
s metodou pokus-omyl, avšak obecně žádná ladící metoda nedokáže odhalit všechny chyby
v programu. Program je otestován do té míry, aby byl funkční a aby svými nedostatky co
nejméně obtěžoval uživatele. Prostředí, ve kterém byl program vyvíjen i testován, je x86 64
GNU Linux 2.6 obsahující kompilátor jazyka C++ gcc verze 4.4.3. Použité knihovny jsou
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Qt 4.6.2 a STK 4.4. Program nebyl testován na žádných dalších softwarových platformách,
ale díky zvolenému programovacímu jazyku a použitým knihovnám by mělo být případné
přenesení na jinou platformu bez komplikací.
Kvalita generovaných výstupů se ukázala být více závislá na kvalitě použitých zvuků
než na stavech celulárního automatu a převodní funkci. Softwarově implementované hudební
nástroje obsažené v knihovně STK sice plní svou funkci, ale jejich kladný příspěvek k cel-
kovému dojmu generované hudby je diskutabilní. Při hodnocení vlivu celulárních automatů
na výslednou kvalitu se ovšem musí posoudit jiné hledisko než kvalita zvuku, přičemž tímto
hlediskem je melodičnost. Experimenty ukázaly, že program je vhodný pro vytváření krát-
kých melodií. Porovnají-li se obě použité metody, tedy GlitchMusic a TransMusic, vychází
v tomto ohledu lépe TransMusic a to hlavně díky možnosti použití cyklického celulárního
automatu. Cyklické celulární automaty nejsou tak nepředvídatelné jako celulární automaty
založené na principu hry Life a navíc se po určité době začnou v cyklu opakovat, což je
ve výsledku lepší pro poslech. Nutno ovšem zmínit, že u metody GlitchMusic se dá opako-
vání ve smyčce zajistit implementovanou funkcí programu. I tak ale vychází z experimentů
GlitchMusic jako hůře použitelná metoda, což je způsobeno nutností ovládat navíc i masku
celulárního automatu, která jednotlivým buňkám přiřazuje zvuky. U metody TransMusic
má nezanedbatelný vliv na kvalitu výstupů také počet stavů, které může buňka celulárního
automatu nabývat. Nejlepší výsledky přitom vykazují celulární automaty, kde mohou buňky
nabývat tří až čtyř stavů. Uvedené hodnocení experimentů je ale velmi subjektivní a pří-
padní uživatelé programu s ním nemusí souhlasit. Kvalita zvukového výstupu totiž závisí




Výsledkem této bakalářské práce jsou programy GlitchMusic a TransMusic, které slouží
k převodu stavů běžících celulárních automatů na posloupnost tónů, jež je současně s tím
přehrávána. Každý z programů implementuje jednu metodu převodu a používá různé ce-
lulární automaty, jejichž pravidla navíc dovoluje dynamicky měnit. Ovládání programu je
zprostředkováno grafickým uživatelským rozhraním, díky kterému může uživatel kdykoliv
začít a ukončit zaznamenávání zvukového výstupu, který je poté možno uložit do souboru
formátu WAV, může uzavírat běh celulárního automatu do libovolně dlouhé smyčky nebo
se může vracet do historie stavů, kterými celulární automat během svého vývoje prošel.
Grafické uživatelské rozhraní také poskytuje vizualizaci universa běžícího celulárního auto-
matu, přičemž je uživateli umožněno interaktivně měnit stav jednotlivých buněk, případně
v jednom kroku vynulovat nebo nahodile nastavit stav všech buněk najednou. V závislosti
na metodě převodu na zvukovou reprezentaci celulárního automatu může uživatel nastavit
jeden hudební nástroj buď přímo buňce nebo jejímu stavu.
Komponování algoritmické hudby pomocí celulárních automatů je velice široká oblast,
jejíž hranice se nedaří najít některým hudebníkům a programátorům ani po více než tři-
cetiletém průzkumu. Za poměrně krátkou dobu, po kterou práce dostávala svůj nynější
tvar, tedy nemohlo být vytvořeno nic převratného, a to přestože práce nezačínala od nuly,
ale s mnoha ponaučeními, která přinesli její předchůdci. Nové zpracování dvou existujících
převodních metod, které práce provedla, nejen že prověřuje jejich přínos pro tvorbu algo-
ritmické hudby, ale také určuje směr, jimž je radno se vydat při zkoumání využitelnosti
celulárních automatů pro algoritmickou kompozici. Tímto směrem mohou být mimo jiné
následující nápady na nová vylepšení. Bude dobré promyslet další možnosti zjišťování stavu
celulárního automatu jako celku, přičemž i současná metoda sčítání buněk nabývajících jistý
stav má své rezervy a možná by ji šlo použít i jiným způsobem než pro určení frekvence
nástroje. Nové metriky pro celkový stav celulárního automatu se mohou vyzkoušet také
jako hodnoty pro délku tónů, která má podstatný podíl na libozvučnosti generované me-
lodie. Má-li být melodie navíc plynulá, je potřeba zavést techniky přechodů mezi tóny, což
ovšem spadá hlouběji do oblasti profesionální hudební kompozice, jaká je v současné době
provozována na osobních počítačích. Také je potřeba znovu zvážit použití hotových, v sou-
boru uložených, zvukových vzorků, protože v současnosti použité nástroje implementované
knihovnou STK neprodukují příliš kvalitní zvuk. Program se zajisté stane atraktivnější,
přidají-li se také nové celulární automaty a nové metody, které budou stavy celulárních
automatů převádět na hudbu. Přestože však všechny tyto nápady vyžadují dlouhodobě
udržitelnou a vytrvalou práci, je pro ně připravena půda v podobě dobře strukturovaného
a upravitelného programu.
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Jestliže byl cílem práce nový nástroj, který člověku otevře další prostory pro svou hu-
dební realizaci, přičemž nechává hudbu generovat strojem, jemuž hudebník pouze vybírá
počáteční stavy z takřka nekonečné množiny, směle jako autor tvrdím, že cíle bylo dosaženo.
Za poměrně velmi krátkou dobu se podařilo vytvořit program, jenž i při svých nedokona-
lostech má co nabídnout a tvoří počátek cesty, na které mohou hudebníci objevit krásy
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