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Opinnäytetyö toteutettiin Renesas Mobile Europe Oy:n kehitteillä olevaan RFIC-
testausjärjestelmään. Järjestelmään oli hankittu ulkoiselta yritykseltä ostettu 
kaupallinen tietokantapalvelu, jonka avulla tulosten analysointi ja varastointi oli 
mahdollista. Tietokantaa ei kuitenkaan voinut ottaa käyttöön ennen sen alusta-
mista eri testejä varten. Lisäksi testausjärjestelmän tuottama tulostiedosto ei 
ollut yhteensopiva tietokannan tukeman tiedostomuodon kanssa.  
 
Työn tavoitteina oli alustaa tietokanta toimintavalmiiksi sekä toteuttaa tietokan-
nan ja testausjärjestelmän välille yhteys siten, että testien ajon jälkeen järjes-
telmä tuottaisi tulostiedoston, joka olisi suoraan yhteensopiva tietokannan kans-
sa. 
 
Tietokannan alustaminen tehtiin käyttämällä ulkoisen yrityksen toteuttamia alus-
tusyökaluja. Näiden työkalujen tuli palvella testausjärjestelmän testitapauksia ja 
niiden raja-arvoja, joten ne tuli suunnitella yhteistyössä Renesas Mobile Europe 
Oy:n kanssa. Näin alustustyökalut saatiin palvelemaan testausjärjestelmän ja 
sen testitapausten rakennetta oikein. Testausjärjestelmän tulostiedostolle oh-
jelmoitu parseri puolestaan toteutettiin käyttäen LabVIEW’ta, sillä koko testaus-
järjestelmä pohjautui siihen. Lisäksi työssä perehdyttiin tietokannan rakentee-
seen, MySQL-komentokieleen, tietokantatestaukseen, tulosten analysointiin 
sekä ohjelmistotestaukseen LabVIEW’lla toteutetuille ohjelmille. 
 
Opinnäyte työn tuloksena saatiin aikaan toimintavalmis tietokanta sekä testaus-
järjestelmän tulostiedostolle parserointityökalu.  Työkalu parseroi ja tallentaa 
tiedoston oikeaan muotoon tietokantaa varten, minkä jälkeen kyseinen tiedosto 
voidaan viedä tietokantaan tulosten tallennusta ja analysointia varten. 
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This thesis work was assigned by Renesas Mobile Europe Ltd. and it was part 
of the automated RFIC test system which was currently in development. This 
test system had a commercial database service, which was a tool analyzing and 
storing test result data. This database was not yet functional because it had not 
been initialized and the test result data file format from the test system was not 
compatible with the database. 
 
The main purpose of the thesis was to solve this problem and make this data-
base functional by initializing it. In addition a test result file data parser tool was 
implemented to the automated RFIC test system. The main goal was to have a 
fully operational database and a new test result file format compatible with the 
database. 
 
The database was initialized using specified tools which were implemented by 
an external company. These implementation tools were designed with Renesas 
Mobile Europe Ltd. in order to serve their purpose with test result database 
without exceptions. The RFIC test system was based on LabVIEW program-
ming environment, therefore the test result parser tool was implemented using 
LabVIEW as well. The thesis work required getting familiar with database struc-
tures, MySQL-language, database testing and test result analyzing. In addition 
it was required to be familiar with designing programs with LabVIEW and de-
bugging them.  
 
The result of the thesis work was an operational database and a test result 
parsing tool for RFIC test system. The parser tool parses and saves a new kind 
of test result file format for the database. This file is compatible with the data-
base and can be uploaded there for further analyzing and storing the measuring 
data. 
 
 
 
 
 
Keywords: 
Database, MySQL, test system, RFIC, LabVIEW 
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1 JOHDANTO 
Nykyisellään RFIC-piirejä on mahdollista löytää lähes jokaisesta kannettavasta 
matkaviestinlaitteesta ja ne kattavatkin suuren määrän eri standardeja ja taa-
juusalueita. RFIC-piirien testauksessa joudutaankin ajamaan valtava määrä 
erilaisia testejä, jotta piirit voitaisiin karakterisoida. Tämän vuoksi automaattiset 
testausjärjestelmät valtaavat alaa, sillä manuaalinen mittaus ei enää nykypäivä-
nä onnistu tai ole kannattavaa sen viemien resurssien vuoksi. Yritykset myös 
uudistavat jo olemassa olevia automaattisia testausjärjestelmiään jatkuvasti, 
jotta ne vastaisivat tämän päivän vaatimustasoja niin nopeuden kuin tehokkuu-
tensakin puolesta. 
Tietokannan käyttöönotto ja tulosten parserointityökalun toteutus on osa Re-
nesas Mobile Europe Oy:n kehitteillä olevaa RFIC:n testausjärjestelmää. Tieto-
kannan tavoitteena on toimia tulosten tallennuspaikkana sekä lisäksi tarkastelu- 
ja analysointityökaluna. Sen merkitys on suuri, sillä ilman analysointia itse testi-
järjestelmän luoman tulostiedoston tarkastelu ei olisi kovin havainnollista. Tieto-
kannan analysointityökalun avulla pystytään erottelemaan helposti eri testit ja 
niiden alitestien tulokset. Nämä tulokset puolestaan voidaan piirtää kuvaajiin, 
joissa niitä voidaan peilata erilaisiin testiparametreihin, jotka on viety tulostie-
dostossa tietokantaan. Lisäksi testiparametreja voidaan käyttää erilaisina suo-
dattimina, jolloin voidaan analysoida esimerkiksi saman testin eri lämpötilojen ja 
jännitteiden aiheuttamat arvojen muutokset. 
Työn pääasiallisena tavoitteena oli saada tietokanta käyttövalmiiseen kuntoon 
alustamalla se testausjärjestelmän sisältämien testitapausten mukaisesti. Tämä 
vaati rajapinnan toteuttamista tietokannan ja testausjärjestelmän välille. Tämä 
yhteys saatiin muokkaamalla testausjärjestelmän luoma tulostiedosto sellaiseen 
muotoon, jonka tietokanta ymmärtää ja täten kaikki oikeat arvot ja testiparamet-
rit voidaan viedä tulostiedoston avulla tietokantaan sellaisenaan. Tämän vuoksi 
testijärjestelmän ohjelmistoon täytyi toteuttaa parserointityökalu, joka RFIC-
testien jälkeen ottaa tulostiedoston käsittelyynsä ja parseroi sen niin, että tulos-
ten lopullinen vienti tietokantaan ja niiden analysointi siellä olisi mahdollista. 
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2 RFIC-TESTAUSJÄRJESTELMÄ 
RFIC eli Radio Frequency Integrated Circuit tarkoittaa integroitua radiotaajuus-
piiriä, jonka voi löytää nykyään lähes jokaisesta kannettavasta elektronisesta 
laitteesta. Se on pieni piiri, joka toimii niin sanotulla radiotaajuusalueella. RFIC-
piirien testaus on tärkeää, jotta niiden suorituskyky saadaan vastaamaan nykyi-
siä tiukkoja vaatimuksia, joita ovat esimerkiksi alhainen virrankulutus ja tehokas 
signaalinvastaanottokyky. (1.) 
Parserointityökalu toteutettiin testausjärjestelmään, jolla tehdään RFIC:n karak-
terisointia. Sen avulla pystytään suorittamaan RF- ja BB-testauksia erilaisille 
RFIC-tuotteille yksinkertaisesti liittämällä RFIC-piiri järjestelmään. Mittausase-
tukset pystytään asettamaan eri DC- ja RF-kytkimiä käyttäen.  
2.1 Rakenne 
Testijärjestelmässä on tietokone, jonka avulla koko testijärjestelmää ohjataan. 
Testi-PC on yhdistettynä laitetelineeseen, josta löytyvät kaikki tarvittavat mitta-
uslaitteet sekä liitännät eri laitteiden välillä.  Testattava RFIC-piiri on sijoitettuna 
spesifioituun testilevyyn. Testilevy puolestaan on osa isompaa emolevyä, joka 
käytännössä toimii rajapintana testilaitteiston ja testattavan RFIC-piirin välillä. 
Tietokone hoitaa laitteistojen sekä ohjelmiston ohjaamisen lisäksi myös tulos-
tenkäsittelyn ja sitä kautta myös tulosten siirron tietokantapalvelimelle, jossa 
jatkoanalysointia voidaan suorittaa. Näin ollen tulostietokantaa voidaan hyödyn-
tää apuvälineenä valtavien datamäärien analysoinnissa ja varastoinnissa. Kuva 
1 erittelee karkeasti testijärjestelmän eri lohkot yleisellä tasolla. 
 
KUVA 1. Pelkistetty lohkokaavio testausjärjestelmän rakenteesta 
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2.2 Toiminta 
Testijärjestelmän ohjaimena ja sydämenä toimii testaukseen käytetty PC ja sen 
kautta ajettava LabVIEW’lla toteutettu testausohjelmisto. Ohjelmalla on graafi-
nen käyttöliittymä, jonka avulla eri testitapaukset voidaan alustaa. Alustamisvai-
heessa käyttäjä valitsee ensin halutun testitapauksen ja käytettävät mittalaitteet. 
Ohjelmalla voi myös ajaa useampia testitapauksia peräkkäin, jolloin jokaista 
uutta testiä ei tarvitse yksitellen alustaa käsin joka mittauksen välissä. 
Valintojen jälkeen itse mittaus käynnistetään, jolloin mittalaitteet alustetaan ja 
testijärjestelmä lähettää RFIC-piirille tarvittavat ohjauskomennot mittausta var-
ten. Kun laitteet on alustettu ja RFIC-piirille on ajettu oikeat komennot sisään, 
varsinainen mittaustoimenpide aloitetaan. Ajettavan testin aikana mittauslaitteis-
tolta kerätään tulokset talteen ja niiden arvot siirretään eteenpäin ohjelmassa. 
Mikäli kyseessä on monimutkaisempi mittaus tai se halutaan toteuttaa useilla eri 
oletusarvoilla, kuten RFIC-piirin eri asetuksilla, toistaa ohjelma mittauslohkon 
valittujen asetusten mukaisesti useampaan kertaan. Mittausten päätteeksi testi-
tulokset voidaan tallentaa haluttuihin tiedostoihin tai analysoida niitä tulosikku-
nassa. Lisäksi uutena ominaisuutena tässä työssä toteutettiin uusi tulostiedos-
tomuoto, joka mahdollistaa tietojen viemisen tietokantaan sekä niiden analy-
soimisen siellä. Kuvan 2 lohkokaavio havainnollistaa mittausohjelman kulkua. 
Viimeinen tummennettu lohko on se ohjelman osa, johon uusi ominaisuus eli 
tulostiedostoparseri ja ITC-tiedoston kirjoitusohjelma toteutettiin. 
 
 
KUVA 2. Mittausohjelman kulku 
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3 TIETOKANTA 
Tietokannan voidaan yksinkertaisesti määritellä olevan kokoelma tietoa, joka on 
järjestelty siten, että sitä on myöhemmin helppo ja vaivaton lukea. Lisäksi tieto-
kannan sisältämien tietojen tulee olla päivitettävissä ja muokattavissa kaikin 
tarpeellisin tavoin. Tietoon tulee myös päästä käsiksi kaikissa tilanteissa ja 
mahdollisimman nopeasti. Tietokannan eri tyypit jaotellaan normaalisti niiden 
sisältämien tietojen mukaan. Yleensä tietokannat ovat bibliografisia luetteloita, 
täysin teksti- tai numeropohjaisia taulukoita tai listoja erilaisista vaihtelevista 
arvoista. Tietokanta voi toisaalta koostua myös kuvista tai kaikkien edellä mai-
nittujen yhdistelmistä. Tietokannan hallitsemiseen tarvitaan aina jonkinlainen 
hallintajärjestelmä, jotta tietokantakäskyjä voidaan syöttää ja tietokannan järke-
vä ja helppo hallitseminen on mahdollista. (2, s. 4–5.) 
3.1 Relaatiotietokanta 
Relaatiotietokannat nimensä mukaisesti koostuvat tiedoista, joilla on jokin relaa-
tio eli suhde tai yhteys toisiinsa. Perusideana relaatiomallissa on, että yksi tieto 
tallennetaan vain yhteen paikkaan, jolloin turhalta toistolta vältytään. Tämä pa-
rantaa tiedonhaun nopeutta ja sitä kautta suorituskykyä. Relaatiotietokanta 
koostuu taulukoista, jotka liittyvät toisiinsa loogisesti erilaisia viitteitä eli avaimia 
hyväksikäyttäen. Näiden yhteyksien ansiosta tietojen päivittäminen, yhdistämi-
nen ja niiden hakeminen on hyvin monipuolista ja hyvin suunniteltuna yksinker-
taista ja tehokasta. (2, s. 7.) 
Tietokannan taulukot muistuttavat rakenteeltaan taulukkolaskennan tauluja, 
joissa rivit on nimetty tietueiksi ja sarakkeet kentiksi. Tietue sisältää aina yhden 
tiedon jokaisesta kentästä. Jokaisella taulukolla täytyy olla myös aina vähintään 
yksi avainkenttä, joka osaltaan määrittelee taulun toimintaa. Avainten avulla 
tietueita voidaan yhdistellä, lajitella sekä valikoida halutulla tavalla käyttäen jo-
tain hallintakieltä ja hallintajärjestelmää, kuten SQL:ää. (2, s. 8–9.) 
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3.2 Tietokannan hallintajärjestelmä 
Tietokannan tietoja täytyy myös pystyä hallitsemaan, että sitä voitaisiin pitää 
loogisesti toimivana tietovarastona. Hallitsemiseen käytetään erityistä ohjelmis-
toa, jota kutsutaan tietokannanhallintajärjestelmäksi (DBMS, Database Mana-
gement System). Nämä järjestelmät ovat hyvin monimutkaisia ja laajoja ohjel-
mistoja, joiden avulla tietokannan ohjelmoijille ja käyttäjille voidaan tarjota suuri 
määrä monenlaisia palveluita. Tietokannan hallintajärjestelmä auttaa lisäämään 
tiedon muutosjoustavuutta, tietoeheyden takaamista ja suorituskyvyn paranta-
mista. Lisäksi tietokantasovelluksia on helpompi ohjelmoida, kun käytössä on 
yleinen hallintakieli ja -järjestelmä. Ilman tietokannan hallintajärjestelmää jou-
duttaisiin tieto myös tallentamaan tiedostoihin, jolloin monimutkaisten tietokan-
tojen käyttö olisi paljon työläämpää ja luonnollisesti eri tietojen eheys ja hake-
minen tietokannasta olisi vaikeampaa.  Kuvassa 3 nähdään, kuinka hallintajär-
jestelmä sijoittuu käyttäjän ja tietokannan välille. 
 
KUVA 3. Hallintajärjestelmä rajapintana tietokannan ja loppukäyttäjän välillä 
 
Opinnäytetyössä tietokannan alustus ja tiedon muokkaaminen tietokannassa 
toteutettiin ulkopuolisen yrityksen tarjoaman maksullisen sovelluksen avulla. 
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Tämä sovellus oli valittu palvelemaan testitulosten tallennus- ja analysointiväli-
neenä. Itse sovellus oli verkkoselainpohjainen käyttöliittymä, jonka taustalla on 
laaja tietokanta, tietokannan hallintajärjestelmä ja analysointityökalut. Sovellus 
itsessään sisälsi hallintajärjestelmän, joka pohjautui MySQL:ään eli tietokanta-
kieleen, jonka avulla tietokannan hallinta ja erinäiset tietokantakyselyt suorite-
taan. Lisäksi ohjelmisto toimi myös rajapintana tietokannasta ulospäin, sillä sen 
avulla oli mahdollista tulostaa testituloksia Excel-pohjille. Nämä Excel-pohjat 
sisältävät erilaisia makroja, joiden avulla analysointia voi jatkaa. Tätä ominai-
suutta voidaan hyödyntää erityisesti silloin, kun suoraa pääsyä itse tietokantaan 
ja sinne tallennettuihin tietoihin ei ole. 
MySQL:n on kehittänyt ruotsalainen MySQL AB. Yksinkertainen asennus ja 
käyttöönotto yhdessä vähäisen ylläpitotarpeen kanssa ovat erottaneet MySQL:n 
nopeasti tehokkaimmaksi tietokannanhallintamenetelmäksi. MySQL on mahdol-
lista saada käyttöönsä täysin ilmaiseksi, mutta silloin täytyy sitoutua yleiseen 
GPL-sopimukseen (General Public License). Tämä tarkoittaa sitä, että kaikki 
tuotettu koodi täytyy julkaista avoimen lähdekoodin periaatteen mukaisesti. Tie-
tokantajärjestelmä on kuitenkin mahdollista ottaa käyttöön maksullista lisenssiä 
vastaan, jolloin sitä varten toteutetut koodit voidaan turvata, eikä niitä tarvitse 
julkaista. (3, s. 38.) 
 
MySQL:n vahvuutena on sen nopeus ja yksinkertaisuus. Useimmat kilpailevat 
hallintajärjestelmät ovat raskaita ja monimutkaisia. Yksi MySQL:n eduista on 
sen tapa käsitellä kaikkia sen sisältämiä taulukoita ja niiden dataa yhtenä koko-
naisuutena. (4, s. 11–12.) 
3.3 Tietokanta testijärjestelmässä 
Yleisesti tietokantojen päävaatimuksena pidetään luotettavuutta sekä tietojen 
helppoa päivitettävyyttä. Lisäksi tiedon tulee olla aina saatavissa, eli siihen täy-
tyy päästä käsiksi joka tilanteessa tarvittaessa, ilman poikkeuksia ja nopeasti. 
Tämän vuoksi erilaiset tietokannankäsittelyohjelmat ovat suosiossa niiden vai-
vattomuuden ja erilaisten erikoistoimintojen vuoksi, jotka helpottavat tietokan-
nan hallintaa huomattavasti. (2, s. 21.) 
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Testijärjestelmän tietokannan vaatimuksiin yleisten vaatimusten lisäksi kuului 
analysointimahdollisuus, minkä vuoksi päädyttiin ulkoiselta yritykseltä ostettuun 
MySQL-pohjaiseen kaupalliseen mittausdatan tallennus- ja analysointikokonai-
suuteen. Palvelun tarkoituksena on tarjota käyttäjälle reaaliaikainen tulosten 
analysointi- ja vertailukäyttöliittymä, joka sisältää useita erilaisia toimintoja kuten 
kuvaajia sekä tilastoja. Tulosten analysoinnissa ja vertailussa hyödynnetään 
myös testijärjestelmästä saatuja mittausparametreja sekä testien eri olosuhteita, 
joiden avulla tuloksia on mahdollista suodattaa. Lisäksi käyttöliittymä mahdollisti 
laajamittaisen tulosten jakamisen ja niiden tarkastelemisen yrityksen sisällä hel-
posti, sillä tietokantaan pääsee käsiksi internetselaimen kautta ilman, että jokai-
sella käyttäjällä täytyisi olla jonkinlainen MySQL-hallintaohjelmisto koneellaan.  
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4 LABVIEW 
LabVIEW on graafinen ohjelmointiympäristö, jonka on kehittänyt National Inst-
ruments. LabVIEW’n käyttämää graafista kieltä nimitetään G-kieleksi, jonka al-
kuperä sijoittuu 1980-luvulle Apple Macintoshiin. LabVIEW’ta käytetään pääasi-
assa erilaisten testijärjestelmien ohjelmistopohjana. Sen avulla on helppo ra-
kentaa esimerkiksi monimuotoisia tiedonkeruuohjelmia. Lisäksi erilaisten laittei-
den integroiminen mittausjärjestelmään on hyvin yksinkertaista, sillä LabVIEW 
tukee oletusarvoisesti lähes kaikkia markkinoilta löytyviä mittalaitteita. Lisäksi 
LabVIEW sisältää suuren määrän erilaisia työkaluja datan tallennusta ja poimin-
taa varten sekä lukuisia työkaluja datan analysointiin ja sen esittämiseen. Lab-
VIEW’sta löytyy itse ohjelmointia helpottavia työkaluja, kuten esimerkiksi on-
gelmanpaikannustyökalu. LabVIEW’n monipuolisuuden ja helppokäyttöisyyden 
vuoksi useat automatisoidut testijärjestelmät käyttävätkin nimenomaan Lab-
VIEW’ta pohjana mittaus- ja ohjausjärjestelmien kehittämiseen. (7.) 
4.1 VI (Virtual Instrument) 
LabVIEW’n graafisia ohjelmia kutsutaan VI:iksi eli Virtual Instrumenteiksi. Nimi-
tys johtuu ohjelman ulkonäöstä sekä sen toimintatavoista, jotka muistuttavat 
fyysisiä työkaluja ja laitteita, kuten mittareita ja oskilloskooppeja. VI:t koostuvat 
kahdesta pääosasta, jotka ovat etupaneeli (front panel) sekä lohkokaavio (block 
diagram). VI:n sisälle sijoitettuja VI:itä kutsutaan subVI:iksi, jotka toimivat alioh-
jelmina pääohjelmassa. (8, s. 5.) 
VI:n ajo perustuu niin sanottuun tietovuo-ohjelmointiin, eli ohjelma etenee sitä 
mukaa, kun ohjelman suoritettava lohko saa kaikki tarvitsemansa tiedot sisään-
tuloihinsa. Tämän jälkeen lohko suorittaa omat dataoperaationsa ja siirtää ulos-
tuloon syntyneen arvon tai arvot, jotka puolestaan jatkavat eteenpäin ohjelmas-
sa. Lohkot on lohkokaaviossa yhdistetty johdoilla (wires). Näitä johtoja pitkin 
kulkeva data ja johdotus itsessään määräävät myös näin ollen lohkojen suori-
tusjärjestyksen. (8, s. 5.) 
Kuvan 4 yksinkertaisessa esimerkissä kaksi lukuarvoa summataan keskenään, 
jonka jälkeen niistä vähennetään satunnaisluku. Vähennyslaskun lohko suorite-
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taan vasta, kun asetettujen lukujen summa saadaan kyseisen vähennyslasku-
lohkon sisääntuloon satunnaisluvun lisäksi. 
 
KUVA 4. Yksinkertainen laskutoimitus tietovuo-ohjelmointia käyttäen 
4.2 Etupaneeli ja lohkokaavio 
Etupaneeli on käytännössä ohjelman käyttöliittymä, johon lohkokaaviossa tarvit-
tavat arvot syötetään. Etupaneeli koostuu erilaisista kontrolleista, jotka sisältä-
vät lohkokaavion suorituksen kannalta välttämättömiä arvoja. Lisäksi VI:n ajet-
tua itsensä läpi etupaneeliin mahdollisesti sijoitetut indikaattorit näyttävät suori-
tetun operaation tulokset esimerkiksi numeerisessa muodossa tai erilaisten ku-
vaajien tai valojen avulla.  
 
KUVA 5. Esimerkki LabVIEW’n etupaneelista 
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Lohkokaavio puolestaan sisältää kaiken koodin eli lohkot, joiden avulla ja joita 
noudattamalla ohjelma ajetaan läpi. Lohkokaavion terminal-kuvakkeet toimivat 
ikään kuin rajapintana etupaneelin ja lohkokaavion välillä, jonka avulla tiedot 
etupaneelista siirtyvät ohjelman suorituksen yhteydessä käytettäviksi arvoiksi.  
 
KUVA 6. Esimerkki LabVIEW'n lohkokaaviosta 
 
4.3 Ohjelmointi 
Kun LabVIEW’lla toteutetaan isompia ohjelmia, on syytä jakaa ohjelman eri toi-
minnot ja niiden koodipätkät omiksi aliohjelmikseen, jotka sitten muodostavat 
suuremman ohjelmakokonaisuuden. Tämän vuoksi myös tässä työssä ohjel-
mointi toteutettiin jakamalla ohjelman eri tehtävät omiin aliohjelmiinsa pääoh-
jelman sisällä. Mikäli kaiken koodin ahtaisi peräkkäin samaan ohjelmalohkoon, 
siitä tulisi nopeasti aivan liian vaikeasti luettavaa sekä sen hallitseminen olisi 
hyvin vaikeaa, ajatellen esimerkiksi ohjelman osioiden päivittämistä tai virheiden 
ja vikojen paikantamista koodista. Lisäksi aliohjelmia käyttämällä LabVIEW 
osaa vapauttaa muistia tehokkaammin takaisin käyttöön heti, kun aliohjelma on 
saatu suoritettua tietovuo-ohjelmoinnin sääntöjen mukaisesti. Ilman aliohjelmia 
muistia taas varataan käyttöön erikseen jokaista vaihetta varten, minkä vuoksi 
pitkää ja paljon koodia sisältävää ohjelmaa suoritettaessa puskurimuisti kertyy 
täyteen ja suorituskyky heikkenee merkittävästi. 
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5 TOTEUTUS 
Ennen tietokannan alustamista käyttövalmiiksi täytyi työssä toteuttaa automaat-
tiseen testijärjestelmään tulostiedoston parserointityökalu. Työkalun tarkoituk-
sena oli pystyä muokkaamaan testijärjestelmän tuottamaa INI-tiedostoa eli testi-
tulos- ja asetustiedostoa siten, että se voidaan syöttää tietokantaan tietokannan 
vaatimassa, oikein muotoillussa tekstipohjaisessa ITC-tiedostossa. ITC-tiedosto 
on tekstipohjainen tiedostomuoto, joka ei sisällä minkäänlaisia muotoiluja itses-
sään, vaan siihen voidaan tallentaa ainoastaan merkkejä ja merkkijonoja. Näin 
ollen ITC-tiedostoa on helppo käsitellä sekä sen koko pysyy maltillisena, vaikka 
sinne tallennettaisiin suurikin määrä tietoa. 
Kun parseri oli saatu toteutettua ja sen avulla INI-tiedosto oli saatu muokattua 
tietokannan vaatimaan muotoon, täytyi itse tietokanta alustaa toimintavalmiiksi. 
Käytännössä toimintavalmius tässä tilanteessa tarkoitti sitä, että tulostiedoston 
viemisen jälkeen tulokset näkyisivät tietokannassa oikein ja niitä voitaisiin alkaa 
aktiivisesti analysoimaan tehtyjen RFIC-testien jälkeen. 
5.1 Suunnittelu 
Aluksi tuli selvittää, mitkä kaikki parametrit tietokantaan täytyi mittauksista eli 
testitapauksista pystyä viemään. Tämä vaati paneutumista testijärjestelmän 
asetus- ja tulostiedostoon, joka kyseisessä järjestelmässä oli jo mainittu INI-
muotoinen tekstitiedosto. Tutustumalla tähän tiedostoon tarkemmin oli helpompi 
selvittää jokainen testijärjestelmässä kulkeva asetus- ja tulosparametri. Tätä 
tietoa hyväksi käyttäen oli mahdollista alkaa laatia vaatimusmäärittelyä itse tes-
tijärjestelmään ja sen käyttämään INI-tiedostoon. Vaatimusmäärittelyn tavoit-
teena oli ensisijaisesti saada testijärjestelmässä kulkemaan kaikki tietokannan 
vaatima tieto, jota tarvitaan mittaustulosten analysoinnissa. Toinen merkittävä 
etu vaatimusmäärittelyn tekemisessä oli sen tuoma apu parserin suunnittelussa 
ja toteutuksessa. Kun tulostiedostolle asetettiin tietyt vaatimukset, oli parserin 
toteuttaminen helpompaa, sillä useita erilaisia tulostiedostomuotoja ja niiden 
yhdistelmiä ei päässyt enää syntymään, vaan parserista voitiin tehdä yleispäte-
vä työkalu INI-tiedoston käsittelyä varten.  
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Suunniteltu ja toteutettava ohjelma tulisi sisältämään kaksi erillistä päälohkoa, 
jotka yhdistetään samaksi ohjelmakokonaisuudeksi. Pääasiallisena sisääntulo-
na on INI-tiedosto, jota tuli pystyä parseroimaan. Ulostulona puolestaan ohjel-
man tulisi tulostaa oikeaa muotoa oleva ITC-tiedosto. Kuvassa 7 on esitetty to-
teutettavan ohjelman suunniteltu lohkokaavio rakenteesta. 
 
 
KUVA 7. Lohkokaavio toteutettavan ohjelman rakenteesta 
 
Testijärjestelmään toteutettavassa parserointityökalussa täytyi käsitellä isoja 
taulukoita useaan kertaan ja siirtää niiden arvoja eri lohkojen välillä, joten muis-
tinkäyttöä oli syytä pitää silmällä tarkasti, jotta muistivuotoja ei pääsisi synty-
mään. 
Ensimmäisenä täytyi lohkokaavion (Kuva 7.) mukaisesti tuoda ohjelmaan sisälle 
tarvittava INI-tiedosto. Sen lukeminen toteutettiin aluksi LabVIEW’n tarjoamilla 
työkaluilla, joissa oli omat valmiit lohkot avaimien ja sektioiden lukemista varten. 
Nopeasti paljastui kuitenkin, että näin suurten INI-tiedostojen kanssa niiden 
suorituskyky oli auttamatta riittämätön, sillä ne toimivat liian hitaasti. Oli siis to-
teutettava lukeminen eri tavalla. Huomattavasti nopeammaksi tavaksi parseroi-
da INI-tiedostoa osoittautui sen käsitteleminen tekstitiedostona. INI-tiedosto lu-
ettiin väkisin tekstimuotoisena, jolloin sen käsittelystä tuli nopeampaa. Tämän 
jälkeen tiedostosta jaoteltiin eri sektiot sekä avaimet ja niiden arvot omiin taulu-
koihinsa. 
Taulukot jaoteltiin indekseittäin, jolloin niiden käyttäminen myöhemmin ohjel-
massa on vaivattomampaa. Esimerkiksi jakamalla avaimet ja niiden arvot kak-
siulotteiseen tauluun voitiin itse avaimen nimi sijoittaa ensimmäiseen sarakkee-
seen ja taas sitä vastaava arvo toiseen sarakkeeseen, minkä vuoksi niiden ha-
keminen ja lukeminen on hyvin yksinkertaista ja nopeaa taulukkotyökalujen 
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avulla. Rivit puolestaan erottelevat kaikki avaimet toisistaan ja rivin indeksin 
arvon avulla saadaan selville avainten kokonaislukumäärä ja samalla taulukon 
koko.  
5.2 INI-tiedosto 
INI-tiedostot ovat konfigurointi- eli asetustiedostoja. Ne perustuvat tavalliseen 
tekstitiedostoformaattiin eivätkä sisällä minkäänlaista muotoilua, kuten esimer-
kiksi kursivointia ja alleviivauksia. Asetustiedostoja on olemassa useita eri for-
maatteja, mutta INI-tiedosto on valikoitunut niistä yleisimmin käytössä olevaksi. 
Suurin syy yleiselle käytölle on se, että suuri osa järjestelmistä on Windows-
pohjaisia ja INI-tiedosto on alun perin Microsoftin kehittämä ja määrittämä tie-
dostomuoto. Tämän takia INI-tiedostoja kutsutaan toisinaan myös nimellä Win-
dows Configuration File.  INI-tiedostoja käytetäänkin pääsääntoisesti Windows-
käyttöjärjestelmässä ja Windows-pohjaisissa ohjelmissa. Niiden pääasiallinen 
tarkoitus on tallentaa ja sisältää tietoa mm. ohjelman oletusasetuksista, käyttö-
järjestelmästä, ohjelmistoympäristöstä sekä tarvittavista alustusarvoista. INI-
tiedoston nimi viittaakin englanninkieliseen sanaan initialization, joka tarkoittaa 
alustamista. (5.) 
5.2.1 Rakenne ja ominaisuudet 
INI-tiedoston käytettävyys perustuu sen loogiseen ja helppolukuiseen formaat-
tiin, jonka avulla eri osioiden ja arvojen jakaminen pienemmiksi lohkoiksi on yk-
sinkertaista, mikä mahdollistaa niiden nopean lukemisen oikeasta paikasta vai-
vatta. 
INI-tiedostossa teksti on jaettu niin sanottuihin pääosioihin ja avaimiin. Pääosioi-
ta kutsutaan nimellä section ja niitä on aina yksi tai useampia. Niiden avulla voi-
daan esimerkiksi jakaa ohjelman eri suoritusvaiheiden tarvitsemat tiedot erillisiin 
lohkoihin. Nämä pääosiot voidaan ajatella otsikoina, joiden alta löytyy alaotsikoi-
ta. Näitä alaotsikoita kutsutaan avaimiksi. Jokaisella avaimelle asetetaan jokin 
arvo, joka voi olla käytännössä mikä tahansa numeerinen tai tekstimuotoinen 
merkki tai merkkijono. 
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Tässä testijärjestelmässä INI-tiedosto on jaoteltu siten, että se sisältää yleisen 
osion, johon voidaan sijoittaa avaimiksi kaikki yleispätevät tiedot aina lämpöti-
loista jännitteisiin. Yleisen osion jälkeen seuraa erotellut osiot jokaiselle suorite-
tulle testitapaukselle. Nämä osiot puolestaan sisältävät kaikki kyseisessä testis-
sä käytetyt mittausparametrit ja tulokset. (6.) 
Kuvassa 8 on esimerkki INI-tiedoston muodosta. 
 
KUVA 8. Esimerkki INI-tiedoston rakenteesta 
5.2.2 Käyttö 
Kuten mainittu INI-tiedostot toimivat ohjelman konfigurointi- eli asetustiedostoi-
na. Käytännössä ohjelma käynnistyessään lukee INI-muotoisen tiedoston, jonka 
perusteella ohjelma voidaan suorittaa. Käyttäjän mahdollisesti tekemät muutok-
set käyttöliittymän kautta ohjelman asetuksiin puolestaan tallennetaan INI-
tiedostoon, jolloin seuraavalla kerralla ohjelman käynnistyessä niitä ei tarvitse 
asettaa uudestaan. Tässä testausjärjestelmässä mittausohjelma myös tallentaa 
esimerkiksi testitulokset INI-tiedostoon, josta ne voidaan myöhemmin lukea 
analysointia varten. 
INI-tiedostojen laaja käyttö perustuu niiden yksinkertaisuuteen ja muokattavuu-
teen. Koska INI-tiedostot ovat tekstitiedostoja, niitä voidaan muokata millä ta-
hansa tekstinkäsittelyohjelmalla. Näin ollen jokainen ohjelman käyttäjä voi tarvit-
taessa asettaa ohjelmalle erilaiset lähtöasetukset, kuten esimerkiksi tallennus-
polut ja testiparametrien arvot. Lisäksi tekstipohjaiset tiedostot ovat pääsääntöi-
sesti pienikokoisia, joten niiden lukeminen ja niihin kirjoittaminen ei vaadi suurta 
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prosessointitehoa, mikä helpottaa INI-tiedostojen lukemista ja niihin kirjoittamis-
ta ohjelman suorituksen aikana. 
5.3 Parserointityökalu 
5.3.1 Toiminta 
Parseri eli jäsennin on työkalu tai apuväline, jonka avulla voidaan pilkkoa suuri 
määrä dataa pienemmiksi osiksi. Esimerkiksi pitkä sarja merkkejä tai arvoja 
voidaan jakaa pienemmiksi osakokonaisuuksiksi, jolloin ainoastaan tarpeelliset 
tiedot voidaan käyttää hyväksi ja ylimääräinen tieto voidaan joko poistaa tai jät-
tää alkuperäiseen merkkijonoon tai tiedostoon. Näin ollen ohjelmassa tarvitsee 
siirtää vain halutut tiedot eteenpäin tai ne voidaan tallentaa kokonaan uudeksi 
pienemmäksi tiedostoksi. Parseria voidaan myös käyttää tunnistamaan tiettyjä 
merkkejä tai arvoja sekä niiden toistuvuuksia merkkijonon sisällä. Tämän avulla 
myös jo parseroitua tietoa voidaan pilkkoa ja valikoida yhä pienemmiksi ja pie-
nemmiksi osiksi eri käyttötarkoituksia varten. 
Parserin ohjelmointi aloitettiin toteuttamalla INI-tiedostolle parserointi- ja luku-
työkalu, jolla tarvittavat tiedot saataisiin jaoteltua oikein ja siirrettyä ne halutussa 
muodossa eteenpäin ohjelmassa kohti ITC-tiedoston kirjoitusta. ITC-tiedoston 
kasaamiselle toteutettiin oma ylemmän tason VI, jossa kaikki parserilta saadut 
erilliset tulokset ja muut INI-tiedoston sisältämät mittausparametrit yhdistetään 
tietokannan vaatiman formaatin mukaisesti. 
5.3.2 Rakenne 
Parseriin tuodaan sisään haluttu INI-tiedosto, sekä kaksi taulukkoa, jotka sisäl-
tävät kaikkien haluttujen avainten nimet, jotka INI-tiedostosta täytyy hakea. Toi-
nen taulukoista määrittää niin sanotut yleiset parametrit, kuten esimerkiksi läm-
pötilan ja jännitteet. Toinen taulukko taas määrittää haettavaksi tarkempia yksit-
täisen testin mittaparametreja, kuten käytetty teho, taajuus sekä näiden lisäksi 
testitapauksesta saatu mittaustulos. Ohjelma toteuttaa kuusi päävaiheitta INI-
tiedostoa parseroidessaan. Vaiheet on havainnollistettu numeroin kuvan 9 loh-
kokaaviossa. 
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KUVA 9. Lohkokaavio INI-parserin rakenteesta vaiheittain (1–6) 
 
Ensimmäisessä vaiheessa (1) sisään tuotu INI-tiedosto jaotellaan kahdeksi 
kolmiulotteiseksi taulukoksi, niin, että yleinen osio ja itse mittausosiot ovat 
omissa taulukoissaan. Toinen ja kolmas vaihe (2–3) parseroi kyseisistä osioista 
halutut arvot taulukon mukaisesti ja lähettää ne eteenpäin. Arvot haetaan kum-
mistakin osioista sen vuoksi, että testijärjestelmässä käytettiin vielä tässä vai-
heessa kahta erilaista formaattia INI-tiedostolle, ja näiden tiedostojen yleisen 
osion ja mittausosion avainparametrit eivät olleen yhtenäiset, vaan avainpara-
metrit olivat eri osioissa. Tämä vaikeutti yleisten parametrien hakemisen lisäksi 
mittaustulosten kasaamista, sillä käytetystä formaatista huolimatta lopullisen 
ITC-tiedoston tuli olla aina samassa muodossa, että sitä voitaisiin käyttää tieto-
kannassa. Kolmannessa vaiheessa erotellaan lisäksi kokonaiset tulos- ja para-
metrimerkkijonot, jotta ne voidaan erikseen parseroida toisen sisään tuotavan 
taulukon haluttujen avainten mukaisesti. Tulosmerkkijono on avaimen sisältämä 
pitkä merkkijono, joka sisältää suuren määrän mittausdataa ja kaikenlaisia testi-
tapauksessa käytettyjä parametreja. Tämän vuoksi kaikki nämä merkkijonot piti 
parseroida erikseen omana osionaan, mikä tapahtuu viidennessä vaiheessa (5). 
Tässä vaiheessa myös erotellaan tietokannan kannalta tärkeimmät parametrit, 
eli mittaustulos ja mittauksen yksilöllinen ID. 
Ennen viidettä vaihetta ohjelmassa suoritetaan yhdistämisvaihe, jossa eri INI-
tiedostomuotojen vuoksi erikseen haetut avainarvot yhdistetään. Yhdistämises-
sä käytetään apuna taulukoiden indeksointia, jotta kaikki arvot saadaan oikeaan 
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järjestykseen myöhempää tulosten hakemista varten, ilman tätä arvot olisivat 
hajallaan taulukoissa ja niiden käyttö olisi vaikeampaa. Kuudes vaihe (6) kerää 
kasaan kaikki mahdolliset halutut parametrit, sekä lisäksi tulos- ja parametri-
merkkijonot, joita käytetään hyväksi tietokannassa. Kyseiset parametrit ja niiden 
sisältämät arvot toimivat suodattimina tietokantaohjelmiston käyttöliittymässä, 
kun mittaustuloksia halutaan analysoida ja erotella toisistaan testitapauksen 
olosuhteiden mukaan.  
5.4 ITC-tiedoston kirjoitus 
ITC-tiedosto on tietokannan käyttämä tiedostomuoto, jonka avulla mittaustulok-
set ja mittauksessa käytetyt mittausparametrit viedään tietokantaan analysointia 
varten. ITC-tiedosto on tekstipohjainen tiedosto, eikä sillä ole varsinaista muo-
toilua, vaan se toimii samaan tapaan kuin normaali tekstitiedosto. Tietokannan 
käyttämä ITC-tiedosto kuitenkin täytyi jäsennellä oikein ja sen sisältämät arvot 
tuli erotella tietyin välimerkein, jotta tietokanta osaisi käsitellä niitä oikein. 
5.4.1 Toiminta 
Kun parseri on käsitellyt INI-tiedoston ja kasannut kaikki tarvittavat taulukot, 
voidaan niistä alkaa kasaamaan oikean muotoista tietokantaan vietävää ITC-
tiedostoa. Tiedosto yhdistettiin riveittäin siten, että jokainen tulos asetettiin 
omalle rivilleen ja kaikki kyseisen tuloksen mittaamisessa käytetyt parametrit 
sisällytettiin samalle riville ja eroteltiin välimerkein. Tietokanta saa näin jokaisel-
le yksittäiselle tulokselle tarkat mittausparametrit, joiden avulla voidaan myös 
analysointivaiheessa suodattaa tuloksia haluttujen raja-arvojen, kuten lämpöti-
lan ja jännitteiden avulla. 
5.4.2 Rakenne 
ITC-tiedoston kirjoitusohjelma sijoittuu itse pääohjelman sisällä aivan testausoh-
jelman suorituksen loppuosaan, missä mittatuloksia voidaan tallentaa eri tiedos-
tomuotoihin. Tässä vaiheessa kaikki tarvittavat mittaukset on suoritettu ja tal-
lennettu jo INI-tiedostoon. Ne on lisäksi jaoteltu testinumeroittain kaikkien suori-
tettujen testien mukaisesti osioihin ja osioiden sisältämiin avaimiin. 
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Sisääntulona ITC-tiedoston kirjoitusohjelmassa on parserin tavoin INI-tiedosto, 
jonka sijaintipolku kulkee testiautomaatio-ohjelman sisällä. Tämä tieto siirretään 
suoraan parseri-aliohjelmaan, jossa tiedoston prosessointi tapahtuu aiemmin 
mainitulla tavalla. Tämän jälkeen kaikki tarvittavat tiedot poimitaan taulukoista 
hyväksikäyttäen oikeita indeksin arvoja. Lisäksi koneelta haetaan ohjelmallisesti 
muutamia lisätietoparametreja tietokantaa varten, kuten testitietokoneen nimi. 
Kun kaikki taulukot on jaoteltu oikein ja tarvittavat tiedot on haettu, siirretään 
taulukot toistosilmukkaan (For loop). Tässä toistosilmukassa yhdistetään jokai-
selle yksittäiselle haetulle mittatulokselle kaikki mahdolliset yksittäiset siihen 
kuuluvat mittaus- sekä yleisparametrit merkkijonoyhdistäjää käyttäen. Näin ollen 
useiden taulukoiden sisältämät lukemattomat arvot saadaan yhdistettyä yksin-
kertaiseksi merkkijonolistaksi, jolloin se on helpompi tallentaa. Kun kaikki yhden 
mittaustuloksen parametrit on sijoitettu riville, merkkijonokasain sijoittaa viimei-
seksi merkiksi rivinvaihdon, jolloin jokainen mittausparametrimerkkijono ja tulos 
saadaan omalle rivilleen. Tämän avulla saadaan toteutumaan tietokannan vaa-
tima tiedostomuoto, joka ITC-tiedostolle oli asetettu. Viimeisenä ohjelmassa 
tallennetaan juuri yhdistetty merkkijonolista ITC-päätteiseksi tiedostoksi ja sijoi-
tetaan samaan polkuun INI-tiedoston ja muiden mahdollisten tulostiedostojen 
kanssa. Kuva 10 havainnollistaa ITC-tiedoston yhdistämisohjelman kulkua. 
 
 
KUVA 10. Lohkokaavio ITC-tiedoston kirjoittajasta  
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5.5 Ohjelman testaaminen ja integrointi testijärjestelmään 
Ennen testijärjestelmään integrointia tuli ohjelmalle suorittaa erilaisia toiminnal-
lisia testejä sekä suorituskykytestausta, jotta voitaisiin varmistua siitä, että par-
seri ja ITC-tiedoston yhdistämisohjelma eivät esimerkiksi jumittaisi itse pääoh-
jelmaa tai aiheuttaisi sen suorituksen yhteyteen suuria muistivuotoja. 
5.5.1 Testaaminen 
Toiminnallisessa testauksessa ohjelmaan syötettiin erikokoisia ja erimuotoisia 
INI-tiedostoja, joita parserin tuli pystyä käsittelemään oikein. INI-tiedostoja pys-
tyttiin helposti muokkaamaan virheellisiksi, eli sieltä pystyttiin poistamaan välistä 
tietoja tai jättämään eri kohtia, kuten osioita ja avainten arvoja, kokonaan tyhjik-
si. Näiden testitiedostojen avulla pystyttiin katsomaan, kuinka ohjelmapätkät 
reagoisivat niihin ja kuinka taulukot lopulta rakentuisivat. Lopulliseen ITC-
tiedostoon ei saanut päätyä minkäänlaisia ylimääräisiä tuloksia tai virheellisiä 
arvoja. Lisäksi kaikkien mittauksessa käytettyjen parametrien, kuten aikaleimo-
jen, tuli osua kohdilleen yhdistämisvaiheessa kyseessä olleen yksittäisen mitta-
ustuloksen kanssa siten, että niitä voitaisiin myös luotettavasti käyttää ana-
lysointivaiheessa.  
Suorituskykytestauksessa parserille ajettiin testijärjestelmän muodostamia INI-
tiedostoja peräkkäin siten, että ohjelma pyöri jatkuvasti. Näin pystyttiin seuraa-
maan tarkasti muistinkäyttöä ja ohjelman suoritusnopeutta. Lisäksi saatiin var-
muus siitä, että ohjelma toimii moitteetta pidempiäkin ajanjaksoja useita eri tie-
dostoja käsitellessä. Testijärjestelmän tuottamat INI-tiedostot olivat kuitenkin 
kohtalaisen pienikokoisia, joten parseria päätettiin rasittaa valtavilla generoiduil-
la INI-tiedostoilla. Nämä INI-tiedostot olivat niin suuria, että käytännössä testijär-
jestelmä ei koskaan sellaista tiedostoa käsittelisi, mutta niistä oli paljon hyötyä 
suorituskykyseurannan kannalta. 
Suuria tiedostoja ajettaessa huomattiin, että LabVIEW osaa hyödyntää toistora-
kenteessa oletusarvoisesti vain yhtä ydintä. Tämän vuoksi suurten tiedostojen 
läpikäyminen ja näin ollen taulukoiden muodostaminen hidastui huomattavasti, 
sillä jokainen laskutoimitus tehtiin vain prosessorin yhtä ydintä hyödyntäen. Pie-
nen selvitystyön ja tutkimisen seurauksena kuitenkin löytyi keino hyödyntää 
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useampia ytimiä siten, että asetetaan useampia toistorakenteita rinnakkain, jol-
loin LabVIEW automaattisesti käyttää laskemiseen kahta tai useampaa ydintä. 
Tämä luonnollisesti lisää laskentatehoa huomattavasti ja nopeuttaa suurtenkin 
tiedostojen parseroimista hyvin paljon. Rakenteen muuttaminen tietenkin vaati 
pientä muokkausta koodiin, sillä tätä keinoa käyttäen taulukot piti aina jakaa 
kahtia, jotta molemmille toistorakenteille saataisiin omat yksilölliset puolet taulu-
kosta eikä samoja tietoja tarvitsisi käsitellä turhaan kahteen kertaan. Kuvassa 6 
näkyy esimerkki kolmiulotteisen taulukon jakamisesta ensin kahtia ja sen jäl-
keen kummankin puoliskon prosessointi kahta ydintä hyödyntäen. Käsittelyn 
jälkeen taulukot jälleen yhdistetään yhdeksi kolmiulotteiseksi tauluksi, jossa tie-
dot ovat uudessa halutussa muodossa. Tämä yksinkertainen toistorakenteen 
monistaminen nopeutti taulukoiden käsittelemistä toisinaan jopa kolminkertai-
sesti. Kuvassa 11 on esimerkki kahden ytimen hyödyntämisestä taulukon käsit-
telyssä. 
 
KUVA 11. Useampien ytimien hyödyntäminen taulukon muodostamisessa 
 
Suuret tiedostot paljastivat myös toisen LabVIEW’n heikkouden, joka oli muistin 
vapautus takaisin työmuistiin suurten taulukoiden käsittelyn jälkeen, vaikka niitä 
käsitellyt aliohjelma sulkeutuu suorittamisen jälkeen. Ongelma ei tavallisen ko-
koisten tiedostojen kanssa käy ilmi, mutta generoidut suuret tiedostot aiheuttivat 
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silloin tällöin ohjelmalle satunnaisia muistivuotoja, jolloin muistia ei enää vapau-
tunut käyttöön, vaan sitä oli varattuna jatkuvasti huomattavia määriä. 
Ensimmäisenä muistivuotoja korjattiin tekemällä pieniä rakenteellisia muutoksia. 
Tämä tapahtui poistamalla tiettyjä tarpeettomia välivaiheita ja pieniä aliohjelmia, 
joita ohjelmasta löytyi. Lisäksi etsittiin mahdollisia ylimääräisiä toistorakenteita 
tai niiden rakenteellisia virheitä, joista muistivuodot voisivat johtua. Nämä pienet 
muutokset eivät kuitenkaan auttaneet itse muistiongelman kanssa, joten asiaan 
täytyi käyttää hieman enemmän aikaa. Lopulta ratkaisuksi löytyi LabVIEW ’n 
tarjoama aliohjelma, joka VI:n suorittamisen jälkeen pyytää muistia takaisin 
käyttöjärjestelmän käyttöön. Tämän aliohjelman avulla muistia pystyttiin vapaut-
tamaan ohjelman suorituksen yhteydessä ”väkisin” aina ennen kuin muistinkäyt-
tö kasvoi liikaa.  Tämä ratkaisu toimi tässä tapauksessa hyvin, sillä suurten tau-
lukoiden käsittely tapahtui nimenomaan aliohjelmassa, jonka sulkemisen jäl-
keen muistinvapautuspyyntö lähetettiin ja muisti vapautui takaisin käyttöön joka 
kerralla. Lisäksi samanlainen muistinvapautuspyyntö laitettiin varmuuden vuoksi 
myös ITC-tiedoston yhdistämisohjelmaan, jotta muistinkäyttö olisi varmasti mi-
nimissään kun ohjelmasta poistutaan. 
5.5.2 Integrointi testijärjestelmään 
Kun testaus oli saatu suoritettua, oli aika integroida tuotos pääohjelmaan. ITC-
tiedoston kirjoitus ja sen sisältämä parseri päätettiin sijoittaa ohjelmassa suori-
tuksen loppuvaiheeseen, missä tallennetaan tuloksia myös muihin tiedostofor-
maatteihin. Nämä formaatit kuitenkin poikkeavat ITC-tiedostosta, sillä ITC-
tulostiedosto on muotoiltu nimenomaan vastaamaan tietokannan vaatimuksia 
eikä tiedostolla itsellään ole tarkoitus tehdä analysointia. Tämä tulostiedostojen 
kirjoitusvaihe oli luonnollinen valinta sijoituskohteeksi, sillä nyt ITC-tiedosto pys-
tyttiin kirjoittamaan samalla valinnalla kuin muutkin tulostiedostot. Mikäli tieto-
kantaa varten haluttiin kyseinen tiedosto, lisätään INI-tiedostoon tulostiedosto-
formaatiksi muiden lisäksi merkkijono ”ITC”, jolloin tiedoston kirjoitus valitaan 
yksinkertaisen case-rakenteen avulla, joka kirjoittaa kaikki halutut tiedostofor-
maatit vuorotellen. 
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Integroinnin jälkeen testausta tietenkin jatkettiin myös niin sanotussa oikeassa 
ympäristössä, jotta selviäisi onko jotain jäänyt huomiotta ja toimiiko ohjelma 
myös pääohjelman sisällä, kuten suunniteltu. Testausta suoritettiin pääasiassa 
ajamalla testitapauksia normaalisti ja valitsemalla tallennusmuodoksi ITC-
tiedosto, jolloin parseri ja ITC-tiedoston kasausohjelma ajettiin aina mittausten 
päätteeksi. 
5.6 Tietokannan alustaminen 
Tietokannan alustamiseen käytettiin ulkopuoliselta kaupalliselta yritykseltä os-
tettuja tuontityökaluja. Työkalujen toteutuksesta vastasi sama yritys, jolta myös 
tietokantapalvelut ostettiin, sillä järjestelmä oli heidän kehittämänsä ja suljettu 
ulkopuolisilta kehittäjiltä. Tuontityökalujen toiminta täytyi kuitenkin räätälöidä 
RFIC-testijärjestelmän ja sen tulosten asettamien vaatimusten mukaan. Ennen 
varsinaista alustamista tulikin siis tehdä vaatimusmäärittely tuontityökaluille. 
5.6.1 Tuontityökalut 
Tuontityökaluja oli kaksi kappaletta, joista toisen tehtävänä oli alustaa eri testit 
tietokantaan siten, että ne on jaoteltu kategorian, päätestin ja alitestin mukaan. 
Kategorialla tarkoitetaan käytettyä standardia, kuten esimerkiksi 2G, 3G ja LTE. 
Päätesteillä tarkoitetaan ylempää testihaaraa, jonka alaisuuteen yksittäiset testi-
tapaukset eli alitestit kuuluvat. Nämä alimman tason testit puolestaan sisältävät 
testijärjestelmän tuottamat mittaustulokset, jotka on sidottu yksittäisiin alitestei-
hin yksilöllisen ID:n perusteella. 
Toinen työkaluista oli raja-arvojen tuontia varten. Sen avulla tietokantaan tuli 
pystyä asettamaan jokaista yksilöllistä ID:tä eli testiä ja testitilannetta vastaava 
raja-arvo, jota vasten tuloksia voitiin peilata analysoinnin yhteydessä. Raja-
arvojen asettaminen toteutettiin samaa periaatetta käyttäen kuin itse testienkin, 
mutta nyt tietokantaa varten täytyi asettaa tiedot kategoriasta, raja-arvoryhmäs-
tä ja sen sisältämistä ID:istä ja niiden yksilöllisistä raja-arvoista. Kuva 12 ha-
vainnollistaa tietokannan hierarkkisen rakenteen, jonka pohjalta tuontityökalut ja 
niiden käyttämät tuontitiedostot toteutettiin. 
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KUVA 12. Tietokannan hierarkia testeille (vasemmalla) sekä raja-arvoille 
 
Tuontityökalut pohjautuivat CSV-tiedoston tuontiin, minkä avulla kaikki tarvitta-
vat parametrit saatiin yksinkertaisessa muodossa vietyä tietokantaan MySQL-
komentoja ja sitä kautta myös alustusta varten. CSV-tiedosto on yleisesti käy-
tössä oleva yksinkertainen tekstipohjainen tiedostomuoto, jossa eri kentät ja 
arvot erotellaan pilkuin, mistä se saa myös nimensä CSV, Comma Separated 
Values. Tämä CSV-tiedosto voidaan avata myös Excelissä, jolloin sen käyttö on 
havainnollisempaa ja eri arvot voidaan jakaa riveittäin ja sarakkeittain.  
5.6.2 Alustaminen 
Kun tuontityökalut oli saatu valmiiksi, oli vuorossa tietokannan alustus, mikä 
mahdollisti samalla tuontityökalujen toiminnallisen testauksen sekä mahdollisten 
virheiden etsimisen. Alustusta edelsi kuitenkin CSV- eli tuontitiedostojen teke-
minen. Tässä vaiheessa Excelin käyttömahdollisuus helpotti työtä, sillä eri arvot 
voitiin nyt jakaa selkeästi omille sarakkeilleen ja monistaa niitä allekkain uusille 
riveille. 
Testien tuontia varten täytyi määrittää kaikki mahdolliset kategoriat ja testit, joita 
RFIC-testauksessa tultiin tekemään. Työtä helpotti eräänlainen valmis kokoel-
ma testejä ja niiden raja-arvoja, ID:itä ja testausehtoja, joihin pohjautuen kaikki 
tuontitiedostot pystyttiin muodostamaan. Tehdyt tiedostot sisälsivät lopulta kaik-
ki testitapaukset ja niiden alitestit. Tiedostot jaoteltiin kategorioittain. Lisäksi ra-
ja-arvoille oli omat tiedostonsa, koska niiden muoto oli hieman poikkeava testi-
tapausten alustustiedostoista. Myös raja-arvotiedostot jaoteltiin kategorian mu-
kaan. 
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Tuontitiedostojen valmistuttua oli aika alustaa tietokanta niiden avulla. Tätä var-
ten luotiin aluksi virtuaalinen testipalvelin eli serveri, jossa työkaluja pystyi tes-
taamaan vapaasti ilman, että jo olemassa olevia tietoja varsinaisessa tietokan-
nassa tarvitsisi muokata tai riskeerata niiden poistumisella tai muilla virheillä.  
Työkalujen käyttäminen tapahtui selainpohjaisen käyttöliittymän kautta, jonne 
CSV-tiedostot ladattiin. Tämän jälkeen tietokantaohjelmisto käsitteli ne ja teki 
MySQL-komennot automaattisesti. Tämä toimintatapa mahdollistaa alustamisen 
ja raja-arvojen viennin tietokantaan muillekin käyttäjille, sillä MySQL-komentoja 
ei tarvitse itse muodostaa ja syöttää. Suurempien kokonaisuuksien poistaminen 
testipalvelimella tehtiin kuitenkin MySQL-komentorivin kautta, sillä se oli nopein 
ja vaivattomin tapa suurten taulujen ja tietueiden poistamiseen. 
Työkaluja jouduttiin hiomaan jonkin aikaa, jotta ne saatiin toimimaan saumatto-
masti kaikkien vaatimusten mukaisesti. Lopulta kuitenkin työkalut saatiin toimi-
maan vaaditulla tavalla ja tietokanta pystyttiin alustamaan täydellisesti kaikkine 
testeineen ja raja-arvoineen. 
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6 TESTAUS 
6.1 Mittaustulosten vieminen tietokantaan 
Tietokannan toimintavalmiuden takaamiseksi alustamisen jälkeen täytyi tieten-
kin tietokantaa koekäyttää. Käytännössä tämä tarkoitti sitä, että koko testitapah-
tuma ajettiin läpi ja mitatut tulokset tallennettiin uuteen tiedostomuotoon uusien 
parseri- ja ITC-työkalujen avulla, minkä jälkeen tietokannan vaatima ITC-
tiedosto tuotiin selainkäyttöliittymän kautta tietokantaan. 
Kun mittaustulokset oli siirretty tietokantaan oikeassa muodossa, voitiin tieto-
kannan käyttöliittymän kautta valita tulostiedosto ja sen alta haluttu kategoria, 
kategorian sisältämä testi ja juuri mitattu alitesti ja sen yksittäiset tulokset. Täs-
sä vaiheessa myös pystyttiin todentamaan, että alustetut ID:t ja niitä vastaavat 
testit vastasivat tulostiedostossa vietyjä vastaavia arvoja. Näin ollen tuloksia 
voidaan alkaa analysoida virheettömästi, esimerkiksi piirtämällä tulokset kuvaa-
jiin. Kuvaajaan piirrettäessä avainasemaan nousi se suuri määrä parserissa 
poimittuja mittausparametreja, joiden avulla tuloksia voitiin nyt suodattaa ja pa-
rametreja ja niiden arvoja pystyttiin myös käyttämään esimerkiksi kuvaajan x-
akselina, jolloin mittaustuloksia ja niiden käyttäytymistä oli mahdollista peilata 
useita eri arvoja vasten. 
6.2 Rasitustestaus 
Tietokannalle päätettiin suorittaa lopuksi vielä rasitustestaus. Rasitustestauksel-
la tarkoitetaan tietokannan ja erityisesti tietokantapalvelimen suorituskyvyn mit-
tausta. Rasitustestausta tehdään useimmiten sijoittamalla tietokantaan suuria 
tietomääriä tai suorittamalla nopealla tahdilla ja pitkään jatkuen erilaisia tieto-
kantakäskyjä. Testien tulisi pystyä paljastamaan heikkoudet esimerkiksi tieto-
kantajärjestelmän huonosta tietorakenteesta tai linkkauksista taulujen välillä. 
Rasitustestauksen jälkeen tietokantaa voidaan optimoida eri keinoin suoritusky-
vyn parantamiseksi, mikäli puutteita ilmenee. 
Rasitustestaus testijärjestelmän tietokannalle tehtiin lataamalla palvelimelle 
suuria tulostiedostoja, minkä jälkeen niitä käsiteltiin ja analysoitiin. Tulostiedos-
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tojen lataus aloitettiin kohtalaisen pienikokoisista siirtyen yhä isompiin, kunnes 
oltiin siinä pisteessä, että voitiin olettaa tiedoston olevan isompi kuin mitä tieto-
kantaan koskaan tultaisiin lataamaan. Viimeisten valtavien generoitujen tiedos-
tojen käsittelyssä tietokantapalvelin joutui jo hyvin koville ja toiminta hidastui 
huomattavasti. Tavallisen kokoisilla tulostiedostoilla kuitenkaan analysoinnissa 
ei ollut poikkeuksia tai niiden tarkastelu ei hidastunut, joten optimointitoimenpi-
teitä ei tarvinnut suorittaa. Lisäksi tietokantapalvelimen suorituskyky tulee vielä 
tulevaisuudessa parantumaan uuden palvelimen myötä. 
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7 YHTEENVETO 
Työn päätarkoituksena oli luoda yhteys RFIC-testausjärjestelmän ja alustetun, 
toimintavalmiin tietokannan välille. Tässä onnistuttiin hyvin ja tietokannan vaa-
timat tulostiedostot saatiin tallennettua suoraan testausjärjestelmästä oikeaan 
muotoon virheettömästi ja tehokkaasti. Lisäksi tietokanta pystyttiin alustamaan 
siten, että se tuki kaikkia testausjärjestelmän sisältämiä testitapauksia ja niille 
määritettyjä raja-arvoja. Lopputuloksena testausjärjestelmän ajo on nyt koko-
nainen ketju, aina testien ajosta ja yksittäisten tulosten mittaamisesta tietokan-
nan analysointiin ja tietojen tallentamiseen. 
Työn edetessä ohjelmointitaito LabVIEW’lla kehittyi paljon, vaikka aikaisempaa 
kokemusta sen ohjelmointikielestä jo jonkin verran olikin. Työssä tuli myös pe-
rehdyttyä erilaisiin testausmenetelmiin, joita valmiille ohjelmille voitiin suorittaa. 
Ohjelmoinnin lisäksi tuli opittua erilaisia keinoja ohjelman suorituskyvyn lisäämi-
seksi. Näitä olivat esimerkiksi muistivuotojen etsiminen ja erilaisten toistoraken-
teiden muuttaminen muistiystävällisemmiksi. Lisäksi tuli selvittää nopeuttamis-
keinoja ohjelman osioiden suoritukselle. Suoritusnopeutta pystyttiin lisäämään 
huomattavasti hyödyntämällä useampaa prosessoria moniprosessoriympäris-
tössä yhden prosessorin sijaan. Lisäksi työn kuluessa oppi tietokannan raken-
teesta ja toiminnasta sekä tietokannan yleisestä suorituskykytestauksesta. 
Pääpaino tietokannan käyttämisessä kuitenkin oli valmis tietokantasovellus, jota 
ajettiin ulkoisen yrityksen tarjoaman tietokantahallintajärjestelmän päällä. 
Eniten vaikeuksia työssä aiheutti alustustyökalujen suunnittelu ja testaus, sillä 
kahden yrityksen välinen yhteistyö on välillä hidasta. Pienetkin ongelmat tai kii-
reiset aikataulut voivat jarruttaa työn etenemistä huomattavasti. Tämä ongelma 
kuitenkin saatiin hoidettua siten, että työtunteja tehtiin vähemmän Renesasilla 
sillä välin, kun kehitystyö ulkoisessa yrityksessä oli käynnissä. Tulostiedosto-
parserin toteutus taas eteni hyvin ja sitä pystyttiin useasti parantelemaan ja päi-
vittämään kehittäjien toiveiden mukaisesti, sillä palaute oli välitöntä. 
Opinnäytetyö sisältää yhden jatkokehittämismahdollisuuden, joka olisi tulostie-
doston automaattinen siirtäminen tietokantapalvelimelle. Tiedostonsiirto oli tois-
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sijaisena tarkoituksena kehittää jo opinnäytetyön aikana, mutta ulkoisen yrityk-
sen suljetun ohjelmistorakenteen vuoksi sitä ei pystytty vielä toteuttamaan. 
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