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Resum
En aquest treball es prete´n implementar un algoritme per poder dur a terme
una generacio´ procedural de coves, cavernes, mines o masmorres tridimensio-
nals que el jugador podra` inspeccionar i reco´rrer per dins, aix´ı com ser una eina
expansible per a poder integrar-ho al desenvolupament d’un videojoc.
Resumen
En este trabajo se pretende implementar un algorismo para poder obtener una
generacio´n procedural de cuevas, cavernas, minas o mazmorras tridimensionales
que el jugador podra´ inspeccionar i recorrer por dentro, as´ı como ser una her-
ramienta expandible para poder integrarlo en el desarrollo de un videojuego.
Abstract
The aim of this project is to implement an algorithm to generate caves, caverns,
mines and dungeons’ threedimensional models through procedural generation.
This generation will give the player the possibility to explore it as well as to be
an expandable tool that will help to integrate it on a videogame development.
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1 Introduccio´ i formulacio´ del problema
Actualment la industria dels videojocs esta` en una evolucio´ constant, pel que
un munt de videojocs so´n creats cont´ınuament.
Com a tots els desenvolupaments d’un producte, calen persones amb dife-
rents rols. Un dels rols fonamentals en la creacio´ de videojocs e´s el de generar
l’escena que formara` part del mo´n d’aquest.
Aquesta tasca ha estat feta manualment per dissenyadors, que s’encarreguen de
decidir com volen que sigui el mo´n, aix´ı com modeladors, que s’han encarregat
de plasmar aquestes idees i crear models per tal de que` es puguin utilitzar al
videojocs.
D’altra banda, al llarg dels anys s’han anat desenvolupant diferents algoritmes
i te`cniques per tal de que` aquesta generacio´ del mo´n es pugui fer de forma au-
toma`tica. Aquestes te`cniques so´n generalment anomenades com a generacions
procedurals.
D’aquesta forma, fent u´s de les generacions procedurals es guanya agilitat en el
proce´s de creacio´ i s’introdueix un factor d’aleatorietat que permet diferenciar
entre diversos escenaris ja creats i explorats, evitant aix´ı la monotonia i repeticio´
d’aquests i la memoritzacio´ per part del jugador. D’aquesta forma s’aconsegueix
me´s rejugabilitat en un videojoc.
Per tant, en aquest treball es prete´n implementar un algoritme per poder
dur a terme una generacio´ procedural de coves, cavernes, mines o masmorres
tridimensionals, on el jugador podra` explorar-les per dins.
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2 Context
Molts dels videojocs que s’han creat utilitzen models de coves o escenaris sem-
blants com a part del mo´n on es desenvolupa. Tot i aix´ı, la majoria d’ells
utilitzen models pre`viament creats, pel que son molt personalitzables i per tant
me´s flexibles per tenir la forma desitjable. E´s per aixo` que al utilitzar algorit-
mes procedurals per la seva creacio´ no s’obtenen formes tant modelables ni amb
l’opcio´ de posar tants detalls.
(a) Borderlands (b) Final Fantasy XV
(c) Fallout 3 (d) Darksiders 2
(e) Tales of Vesperia
Figura 1: Exemples de diferents videojocs on apareixen coves. Es pot apreciar
els diferents detalls a cadascuns dif´ıcils d’aplicar a un algoritme procedural
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Els algoritmes procedurals[1] van comenc¸ar a ser utilitzats en l’a`rea de gra`fics
per computador per generar sobretot textures, models o terrenys de forma au-
toma`tica i pseudoaleatoria. Per a les textures generalment s’utilitzen fractals o
funcions de soroll.
Me´s tard, van apare`ixer a l’a`rea dels videojocs com a generacio´ del mo´n on
es desenvoluparia l’accio´ d’aquest, sent anomenats els primers jocs d’aquest estil
com a Roguelike, on es generaven masmorres on el jugador podia explorar i in-
teractuar amb elements d’aquesta. Al llarg dels anys molts videojocs han estat
utilitzant te`cniques d’aquest estil[2], per tal de facilitar la creacio´ d’escenaris i
intentar evitar alhora un efecte de repeticio´ d’aquests.
En l’a`mbit dels videojocs no nome´s s’han utilitzat la generacio´ procedural per
a la creacio´ d’escenaris, sino´ que tambe´ per a altres elements com per exemple
la generacio´ de textures, d’enemics o fins i tot per a elements de l’entorn o per
a l’a`udio.
Per exemple, existeix el cas del pole`mic i recent videojoc No Man’s Sky, el
qual tot el seu contingut esta` generat de forma procedural, donant aix´ı pas a
un incre¨ıble nu´mero de escenaris diferents creats per poder explorar.
Tot i aix´ı, en la majoria de casos existents i a difere`ncia del que es vol fer en
aquest treball, aquesta generacio´ del mo´n s’ha fet a partir de models tridimen-
sionals o elements creats manualment pre`viament i per tant ja existents.
D’aquesta forma, la generacio´ ha consistit en molts casos en una correcta com-
binacio´ d’aquests models.
2.1 Actors implicats
A continuacio´ es detallen totes les persones que puguin estiguin implicades o
interessades en aquest projecte.
2.1.1 Dissenyador, Programador, Tester
En aquest cas, la mateixa persona fara` el paper de dissenyar, programar i fer
proves amb el projecte, degut a que` so´c l’u´nic que el duu a terme. Es podrien
ajuntar tots aquests rols com a un u´nic rol de desenvolupador.
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2.1.2 Director del projecte
El director s’encarregara` de supervisar el projecte, assegurant-se aix´ı que es
compleixi amb el calendari i objectius acordats amb el desenvolupador.
D’altra banda, tambe´ s’encarregara` de proposar millores i idees que puguin
millorar la qualitat final del projecte.
2.1.3 Desenvolupador extern com a usuari
El resultat final podra` ser utilitzat com una eina per a que` altres desenvolupadors
de videojocs la puguin integrar, i fins i tot millor-la, en el seu projecte.
2.1.4 Usuari final
Esta` pensat en ser el jugador que pugui utilitzar tant el projecte actual o pro-
jectes derivats.
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3 Estat de l’art
Els algoritmes procedurals als videojocs s’han utilitzat per generar sobretot es-
cenaris[3]. Se sol afegir aleatorietat, per tant la majoria de te`cniques fan servir
funcions de soroll o be´ pseudoaleatories[4].
Tot i aix´ı, no es poden generalitzar totes en un mateix grup, donades les carac-
ter´ıstiques i els objectius de cadascuna, pero` tambe´ e´s possible la combinacio´
entre elles.
3.1 2D
Inicialment, la generacio´ nome´s es feia per entorns 2D, degut a les limitacions
de l’e`poca. Aquesta generacio´ consistia ba`sicament en la generacio´ d’habitaci-
ons i en els passadissos que les connectaven[5, 6], utilitzant la triangulacio´ de
Delaunay[7]. Per evitar que no s’uneixin totes les habitacions entre elles, es fa
servir un Minimum spanning tree [8].
Degut a que` l’objectiu principal del projecte e´s aconseguir un escenari tridi-
mensional, aquests me`todes no es faran servir directament, pero` pot ser d’ajut
tenir-los en compte.
3.2 Unio´ de mo`duls
Aquest me`tode fa servir models tridimensionals pre`viament creats, anomenats
mo`duls. D’aquesta forma, l’algoritme s’encarrega de unir-los de forma que es
connecten els models que representen habitacions mitjanc¸ant models que repre-
senten passadissos[9].
Aquesta te`cnica era utilitzada sobretot per generar laberints o masmorres i
e´s una evolucio´ directa del me`tode explicat anteriorment.
3.3 Heightmap
Per representar terrenys en els videojocs, s’utilitzen els heightmap[10], que ve-
nen a ser una matriu quadrada que conte´ el mapa del terreny, amb un valor a
cada posicio´ que representa el valor l’elevacio´ del terreny en aquella coordenada.
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Figura 2: Exemple del conjunt de mo`duls utilitzats per a un cas del me`tode de
generacio´ procedural d’unio´ de mo`duls.
Al ser una matriu quadrada, es poden interpretar com a textures, de forma
que a me´s dels propis algoritmes de generacio´ de heightmaps, molts algoritmes
de generacio´ procedural de textures poden ser aplicables per generar-los, amb
algunes modificacions per a que` visualment semblin terrenys.
Degut a que` les coves es poden interpretar com a espais tancats, e´s a dir
interiors, aquests me`todes de generacio´ no es poden utilitzar directament, ja que
els terrenys so´n espais exteriors. Tot i aix´ı, e´s un tema molt estudiat actualment
en l’a`rea de gra`fics per computador aplicat als videojocs[11, 12].
3.4 L-system
Aquest me`tode de generacio´ consta en una se`rie de regles a aplicar a cada punt
de la cova, com per exemple, canviar la direccio´ en la que s’esta` generant, fer
una bifurcacio´,... D’aquesta forma, es segueix una regla de grama`tiques que va
generant cada tros [13, 14].
Tot i haver estat utilitzat en alguns estudis per la generacio´ de coves, aquest
me`tode e´s molt frequ¨ent per a la generacio´ d’arbres i plantes.
3.5 Voxels i octrees
Per molts algoritmes procedurals, e´s molt habitual l’u´s de voxels[15], aix´ı com
de l’estructura de dades octree[16]. Ba`sicament, venen a representar una subdi-
visio´ de l’espai tridimensional.
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Figura 3: Exemple d’una cova generada proceduralment utilitzant un me`tode
que fa l’u´s de vo`xels. En aquest cas, es pot distingir clarament l’u´s dels vo`xels.
Existeixen diversos estudis previs on s’ha fet l’u´s d’aquestes te`cniques per
la generacio´ de coves[17], alguns fins i tot generant tambe´ objectes addicionals
dins d’aquestes, com per exemple estalagmites[18].
3.6 Conclusions
El me`tode que es vol utilitzar e´s, a partir d’una entrada de la cova definida
simplement per uns punts que formen una polil´ınia, anar generant les diferents
parts d’aquesta de forma que es vagi extrudint el conjunt de punts o polil´ınia
actual. Cada cop que s’extrudeixi, s’aplicaran diferents operacions per tal de
que` no sigui un simple tub.
Per tant, de les te`cniques esmentades la que me´s s’assembla al que es vol fer
e´s el L-system. L’u´nica similitud real, pero`, e´s que en cada moment s’aplicaran
diferent operacions per generar una part de la cova d’una forma o d’una altre,
pero` utilitzant funcions pseudoaleatories guiades per regles i restriccions defini-
des. Per tant, no e´s exactament una te`cnica de L-system.
Tambe´ es podran aplicar alguns petits canvis, aix´ı com idees, agafades d’al-
tres me`todes, pero` sempre prenent com a base el me`tode anomenat.
Per exemple, molts dels me`todes utilitzen octrees per tal de generar la cova,
mentre que a aquest projecte no s’utilitzara` per a la generacio´, sino´ que es va-
lorara` el utilitzar-los per poder marcar una zona de l’espai ja visitada, ajudant
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Figura 4: Exemples de dos resultats de generacio´ diferent al utilitzar un me`tode
que fa servir tant te`cniques de L-system com de voxelitzacio´
aix´ı a detectar zones on ja hi ha algun tros de la cova generat i evitar les inter-
seccions.
A me´s, molts dels me`todes que utilitzen aquestes te`cniques tenen algunes res-
triccions, com per exemple tenir un espai limitat sobre el qual es generara` la
cova, o un temps de ca`lcul major degut a la creacio´ dels octrees.
Per tant, cal esmentar que el me`tode que es vol seguir no ha estat analitzat
abans de la mateixa forma que es vol implementar, pel que es pot considerar
una te`cnica relativament nova.
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4 Objectius del projecte
Un cop introdu¨ıt aquest treball, s’exposen els diferents objectius inicials que es
volien assolir, de forma cronolo`gica:
• Estudiar tant els algoritmes com estructures de dades ja existents utilitzats
per generacions procedurals, especialment per coves.
• Investigar la forma natural de creacio´ d’una cova.
• Adaptar la informacio´ obtinguda mitjanc¸ant la recerca per tal d’aconse-
guir generar un escenari semblant a una cova, caverna, mina o masmorra,
prenent la exploracio´ d’aquesta com a objectiu principal. L’important
sera` com es veu des de dins, ja que e´s per on es suposa que el jugador
l’explorara`.
• Per la generacio´, implementar els algoritmes i estructures de dades el me´s
eficient possibles, tant per generar la cova com per a decidir quina operacio´
de generacio´ aplicar.
• Altres objectius secundaris per tal de millorar la visualitzacio´ i permetre
l’exploracio´:
– Obtenir diferents textures a aplicar a la cova per tal d’obtenir un bon
aspecte visual.
– Investigar diferents formes d’aplicar textures a la cova, e´s a dir, de
texturitzar-la.
– Aplicar una correcta il·luminacio´ a les diferents zones de la cova.
– Adaptar el moviment d’un personatge per poder explorar la cova,
aix´ı com una ca`mera que el segueixi correctament.
– Crear aquest projecte com a una eina de generacio´ de coves de forma
que pugui ser utilitzada tant per un usuari final com per a un usuari
desenvolupador.
D’aquesta forma, es podria considerar com a objectius principals del projecte
el de la generacio´ de la cova, sense tenir en compte la seva visualitzacio´, el qual
seria un dels principals objectius secundaris.
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5 Abast
Abans de comenc¸ar a desenvolupar el projecte, cal pensar en el flux i passos
principals de l’algoritme general, aix´ı com definir la metodologia i eines que es
faran servir per tal de facilitar i agilitzar tot el proce´s de desenvolupament.
Com s’ha comentat anteriorment, la generacio´ procedural es fara` partint de
zero, e´s a dir, sense utilitzar cap altre model ja existent.
Per tant, a partir d’uns punts d’entrada a la cova definits per l’usuari, s’a-
nira` generant la cova de diverses formes possibles, mantenint les estructures
de dades necessa`ries per tal de reduir al ma`xim el temps de computacio´ total.
Aquests punts d’entrada els anomenarem polil´ınia, ja que formen aquesta figura
geome`trica.
Aquesta polil´ınia s’extrudira` formant una nova polil´ınia, de forma que a
aquesta extrusio´ se li podran aplicar diverses operacions. Per tant, existiran
aix´ı diverses formes de generar aquell tros de la cova, amb diferents para`metres
que permetran que l’extrusio´ sigui d’una forma o d’una altra.
Es repetira` diversos cops l’operacio´ d’extrusio´ fins finalment generar tota la co-
va. Caldra`, per tant, com a mı´nim un para`metre que permeti controlar quants
cops s’extrudira` la cova per generar un nou tros d’aquesta.
Durant la generacio´, s’aniran aplicant les diverses operacions de forma re-
cursiva, decidint a cada pas quina operacio´ o combinacions d’aquestes aplicar.
Es provaran diferents formes per tal de decidir quina operacio´ aplicar, des de
una simple generacio´ d’un nu´mero aleatori fins a tenir en compte les diferents
operacions aplicades fins al moment.
Tambe´ caldra` tenir un me`tode per tal d’evitar la interseccio´ o col·lisio´ entre
diferents zones de la cova.
Degut a que` es tracta d’un algoritme que depe`n de l’atzar, caldra` fer diverses
proves i execucions per verificar que el resultat e´s el desitjable. Caldra` intentar
que s’assemblin mı´nimament a l’estructura d’una cova, pel que caldra` estudiar
la generacio´ d’aquestes i per tant aproximar l’algoritme per tal de que` tendeixi
a generar la cova d’una forma me´s o menys general. Tot i aix´ı, l’important e´s
generar un espai que doni a impressio´ d’estar a dins d’una caverna, mina, cova
o masmorra, per tant, no es valorara` quin aspecte te´ vist des de fora, nomes des
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de dins.
Tambe´ s’estudiara` la possibilitat d’afegir millores visuals a la cova, com per
exemple aplicar textures o il·luminacio´, per tal de apropar el seu aspecte al d’u-
na cova, mina, caverna o masmorra, i donar-li aix´ı me´s detall i realisme.
Tots aquests aspectes estan detallats en els corresponents apartats d’imple-
mentacio´, tenint en compte les possibles alternatives estudiades, aix´ı com la
justificacio´ de les utilitzades i implementades finalment.
Finalment, en el cas de que` s’hagi obtingut uns resultats altament accepta-
bles, es publicara` aquest projecte a la Unity Asset Store.
5.1 Possibles obstacles
A continuacio´ es detallaran possibles obstacles que puguin apare`ixer durant el
desenvolupament del projecte, aix´ı com possibles solucions per poder ser resolts
en el mı´nim temps possible.
5.1.1 Errors al codi
Com a tots els desenvolupaments de software, els petits errors de codi tenen un
gran impacte en el producte final. Caldra` anar provant doncs totes les diferents
versions del projecte a mesura que es vagi desenvolupant.
5.1.2 Durada del projecte
Sera` d’uns tres mesos i mig, per tant es pot considerar el desenvolupament com
a un proce´s que ha de ser necessa`riament el me´s ra`pid possible. Les continues
reunions amb el director del projecte permetran reforc¸ar aquest aspecte.
5.1.3 Pe`rdua del projecte
Degut a la possibilitat del disc dur de ser espatllat o qualsevol altre problema
d’aquesta ı´ndole, e´s imperatiu tenir el projecte guardat en algun repositori, o
be´ algun sistema que permeti fer continues co`pies de seguretat.
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5.1.4 Artifacts
Al estar generant triangles i altres figures geome`triques, caldra` evitar la creacio´
de possibles Artifacts, ja que poden produir un mal aspecte a la cova.
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6 Metodologia i rigor
6.1 Metodologia
Degut al poc temps per desenvolupar el projecte, s’ha optat per seguir una
metodologia a`gil. Aix´ı doncs, cal triar quina d’aquest grup es seguira` segons les
circumsta`ncies donades, descrites a continuacio´.
6.1.1 Mida de l’equip
Sera` un projecte individual, i per tant, desenvolupat per una sola persona en
comptes de per un equip sencer. Aixo` s´ı, comptara` amb el seguiment del director
del projecte.
6.1.2 Cicles de desenvolupament
Els cicles de desenvolupament seran curts, amb reunions i sprints cada dos set-
manes per veure l’estat del projecte. D’aquesta forma, es proposaran diferents
objectius a assolir a cada cicle o reunio´.
Amb aquestes reunions continuades es vol aconseguir me´s flexibilitat a l’hora
de fer possibles canvis.
6.1.3 Feedback
Degut a que` no hi ha clients directes ni cap persona amb l’u´nic rol de tester,
s’aprofitaran les reunions amb el director del projecte per tenir un feedback del
projecte en cada reunio´, proposant aix´ı possibles canvis i millores a aplicar.
6.1.4 Metodologia final
Aix´ı doncs, es fara` servir una metodologia Scrum[19] adaptada a un desen-
volupament individual, degut a que` e´s la metodologia que me´s s’adapta a les
necessitats i estat del projecte.
Per tal de validar, es comprovara` a cada reunio´ si s’ha complert les tasques
planificades per al sprint actual. Tot i intentar evitar-ho, si alguna tasca no ha
pogut ser finalitzada en el termini acordat, s’establira` per al segu¨ent sprint.
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6.2 Eines de seguiment i validacio´
6.2.1 Control de sprints
Per tal de controlar les tasques a fer a cada sprint, s’utilitzara` la pa`gina web
http://www.scrumme.com.br, que permet guardar en l´ınia i de forma comparti-
da les tasques a fer i el seu estat, aix´ı com el temps de dedicacio´ en hores esperat.
Per tant, a cada una de les reunions bimensuals es revisara` el compliment de
les tasques establertes anteriorment i s’establiran les tasques del segu¨ent sprint
utilitzant aquesta eina.
6.2.2 Control de versions
S’utilitzara` Git com a eina de control de versions, aix´ı com un repositori ubicat
a GitHub.
D’aquesta forma, i juntament amb les reunions amb el director del projec-
te, es tindra` un control de com ha anat evolucionant el project durant el seu
desenvolupament.
6.3 Eines i llenguatge de programacio´
Per tal de facilitar el desenvolupament del projecte es van pensar inicialment
dos eines:
• Unity[20] Es tracta d’un motor molt versa`til per crear videojocs. Permet
l’u´s de scripts tant en C# com en UnityScript, que ve a ser una variacio´
de JavaScript. Anteriorment existia un tercer llenguatge anomenat Boo.
• Blender[21] E´s una eina per crear models tridimensionals i animar-los,
entre altres coses. Es pot utilitzar amb el llenguatge de programacio´ Pyt-
hon
Finalment, es va decidir utilitzar Unity i el llenguatge C#, degut a que` un
cop finalitzat tot el projecte, es pot adaptar i utilitzar fa`cilment a qualsevol
altre projecte fet amb Unity. A me´s a me´s, facilita i agilitza molta feina de baix
nivell, ajudant aix´ı a poder enfocar-nos me´s en els objectius propis del projecte.
El fet de triar aquest llenguatge e´s perque` e´s el me´s usat, pel que hi ha me´s
documentacio´ i solucio´ de problemes disponible a la xarxa.
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Figura 5: Percentatge d’usabilitat dels diferents llenguatges de Unity a finals
del 2014, on Boo encara existia
6.4 Desviacions
Tant la metodologia com les eines triades han perme`s la flexibilitat en alguns
canvis fets a la planificacio´, aix´ı com optimitzar els diferents aspectes de la im-
plementacio´ del projecte, pel que no s’ha vist necessari el canviar-les.
Ha ajudat molt les constants reunions cada dues setmanes per tal de poder
ensenyar al director del projecte els canvis i les diverses implementacions, ja
que s’ha obtingut un bon feedback. Especialment ha anat be´ per tal de poder
ajudar a la pressa d’algunes decisions, no nome´s d’implementacio´ sino´ tambe´ de
planificacio´. La frequ¨e`ncia d’aquestes reunions s’han mantingut com s’havien
planificat inicialment.
A mesura que s’han anat fent les reunions, s’ha guardat el registre d’aques-
tes mitjanc¸ant el projecte de la plana web scrumme, aix´ı com diverses opcions
i decisions d’implementacio´ i les hores dedicades a cada sprint.
Va existir el risc i el pa`nic que durant un temps els servidors d’aquesta plana
no funcionaven i per tant no es podia accedir a la informacio´ guardada. Aquest
contratemps es va acabar resolent sense cap repercussio´ final.
Finalment, per a tal de fer l’edicio´ dels dibuixos explicatius per donar suport





La durada del projecte e´s d’uns quatre mesos aproximadament, del 13 de febrer
fins al 26 de juny del 2017. Degut a que` e´s de 18 cre`dits ECTS, la duracio´ ha
d’oscil·lar entre 450 i 540 hores totals, acceptant possibles variacions sempre i
quan s’assoleixen els objectius del projecte.
7.2 Pla de projecte
Degut a utilitzar una metodologia a`gil Scrum amb objectius a complir cada
dues setmanes, no es definira` un pla esta`tic ni tasques massa concretes. Per
tant, cada dues setmanes s’anira` definint amb detall el segu¨ent sprint amb els
objectius espec´ıfics, aix´ı com anar proposant possibles millores al treball ja re-
alitzat. La data de la primera d’aquestes reunions sera` el 20 de febrer
Esta` planificat en dedicar-hi entre 25 i 40 hores setmanals al projecte, de-
penent del temps necessari per a cada sprint. D’aquesta forma, es permet la
flexibilitat i l’existe`ncia d’alguna desviacio´ temporal de les tasques del pla pro-
posat a continuacio´.
7.2.1 Preparacio´ de l’entorn
Primer de tot, caldra` preparar tot l’entorn de treball pel projecte segons els
recursos necessaris1.
Aquesta part tambe´ te´ en compte la pressa de contacte amb el programa
Unity, que sera` el que es fara` servir principalment per desenvolupar tot el pro-
jecte.
7.2.2 Fita inicial
Aquesta part tracta de planificar el projecte, aix´ı com establir els objectius prin-
cipals, entre altres aspectes d’aquesta ı´ndole.
E´s la part corresponent al GEP, i te´ les segu¨ents divisions:
1Esmentats a l’apartat 7.5
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• Abast del projecte, aix´ı com la contextualitzacio´ i estat de l’art d’aquest
• Planificacio´ temporal
• Gestio´ econo`mica i sostenibilitat
7.2.3 Ana`lisi i Implementacio´
Inicialment, es fara` un estudi i un plantejament de com sera` l’algoritme general,
e´s a dir, decidir de quina forma es generara` la cova sense entrar en detalls massa
concrets.
Despre´s, a mesura que es vagin fent les diferents reunions, s’anira` realitzant
un ana`lisi general del segu¨ent pas a implementar, de forma que un cop fina-
litzades les reunions s’acabi de perfilar aquest ana`lisi i disseny per finalment
implementar-ho i fer proves de forma paral·lela. Amb aquest me`tode de treball
es podra` anant comprovant que hi ha un resultat esperat a mesura que es vagi
avanc¸ant en el projecte.
D’aquesta forma s’espera idealment seguir la distribucio´ de temps aproximat
segons la teoria de projectes: un 40% en el disseny i possibles modificacions, un
20% en la implementacio´ i el 40% restant en les proves.
Es poden distingir dos tipus diferents d’implementacions:
• Primer, es treballara` la generacio´ de la cova com a tal, e´s a dir, degut a que`
e´s una tasca gra`fica, caldra` generar el conjunt de triangles que representin
el model de la cova de forma correcte, amb un resultat que permeti donar
al jugador la sensacio´ d’estar dins d’una cova, caverna, mina o masmorra.
Per tal de dur a terme aquesta generacio´, caldra` tenir en compte dos grups
de funcions:
– Les funcions de generacio´, s’encarregaran de generar un tros de la
cova d’una forma o una altra, segons l’operacio´ a aplicar a l’extrusio´
o tros actual.
– Les funcions de pseudoaleatorietat, degut a que` es tracta d’una ge-
neracio´ procedural. Aquestes seran les que s’encarreguin de decidir
a cada moment quina operacio´ de generacio´ s’aplicara`.
• La segona implementacio´ sera` considerada com una extra ja que sera` de
cara a tenir una millor visualitzacio´: aplicar de forma correcta textures
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a la cova, aix´ı com il·luminacio´. Tambe´ s’estudiara` el poder moure un
personatge per dins d’aquesta.
Per tant, existeixen certes depende`ncies: no es comenc¸ara` a implementar fun-
cionalitats extres fins que el generador no estigui acabat, no es podra` comenc¸ar
a implementar fins que l’entorn no estigui configurat,... Tot i aix´ı, segons la
planificacio´ de Gantt no hi ha grans depende`ncies, ja que s’ha planificat com
tasques bastant sequ¨encials.
7.2.4 Fita final
Aquesta part es duu a terme quan finalment ja s’ha acabat el projecte, i s’esta`
acabant de redactar la memo`ria. La memo`ria final contindra` totes les parts del
algoritme ben detallats, amb els respectius costos computacionals.
Per tal de fer un correcte seguiment, la redaccio´ de la memo`ria s’anira` fent
en paral·lel a les altres tasques.
A me´s, un cop acabat d’implementar el generador de coves, esta` pensat
posar-lo a la Unity Asset Store. Per aquesta rao´, sera` inclo`s un annex amb
una petita descripcio´ de la usabilitat del programa per a l’usuari, aix´ı com una
explicacio´ dels diferents para`metres necessaris que intervenen en la generacio´.
7.3 Temps de dedicacio´ aproximat
Tasca Temps (h)
Fita inicial 70
Preparacio´ de l’entorn 10
Ana`lisi i Implementacio´ Generador 350
Ana`lisi i Implementacio´ Extres 90
Fita final 50
Total 570




Com s’ha comentat, degut a utilitzar la metodologia Scrum, poden haver-hi
alguns petits canvis sobre la planificacio´ original. Gra`cies a les reunions i sprints
que es faran cada dos setmanes, es podra` solucionar ra`pidament aquests possi-
bles canvis i evitar aix´ı els possibles contratemps.
D’altra banda i com a consequ¨e`ncia tambe´ de la metodologia escollida, el
temps de dedicacio´ a cada tasca pot variar, podent fins i tot tenir la necessitat
de realitzar me´s d’una tasca en paral·lel.
Les dues tasques que poden tendir me´s a solapar-se so´n diferents tasques d’im-
plementacio´ entre elles, o be´ una tasca d’ana`lisi amb una d’implementacio´. Aixo`
e´s degut a que` pot ser que, segons les proves fetes amb un prototipus, es valori
que hi pugui existir una solucio´ millor.
Degut a que` la implementacio´ de funcionalitats extres no so´n tan essencials
com la generacio´ de la cova, en cas de necessitar me´s temps per a la generacio´,
s’utilitzaran hores planificades per a les funcionalitats extres.
Tot i aix´ı, per tal de no trobar el problema de la falta de temps de cara
al final del projecte, per a cada sprint es valorara` si calen hores addicionals a
les planificades. En el cas de que` hi hagi hagut una sobreestimacio´ del temps
necessari, es comenc¸aran les tasques planificades per al segu¨ent sprint.
7.5 Recursos
7.5.1 Humans
Com s’ha comentat, tots els rols implicats en el desenvolupament seran fets per
una mateix persona. Tot i aix´ı, les tasques que correspondrien als diferents rols
segons el diagrama de Gantt serien:
• Cap de projecte Correspon a la supervisio´ de totes les tasques, pel que
esta` implicat tant directe com indirectament a totes les relacionades amb
el projecte.
• Dissenyador Correspon a totes les tasques referides al Gantt com ana`lisi,
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per tant s’encarrega del disseny d’algoritmes i d’estructures de dades.
• Programador Relacionat amb les tasques d’implementacio´.
• Tester Participa a totes les tasques marcades com a Proves, ja que s’en-
carrega de comprovar que els resultats so´n els que s’esperen, aix´ı com la
localitzacio´ de possibles bugs.
• Client Esta` relacionat amb les tasques del Tester, degut que es d’on s’obte´
el feedback del projecte.
Tot i aix´ı, el rol que vindria a ser el cap de projecte i client es compartira`
en certa manera amb el director del projecte, ja que a cada reunio´ s’ensenyara`
el treball realitzat, aix´ı com es decidira` quines tasques seran necessa`ries per al
segu¨ent sprint.
7.5.2 Hardware
S’utilitzara` un ordinador porta`til per realitzar totes les tasques requerides, tant
per la realitzacio´ del generador de coves com per a la memo`ria.
7.5.3 Software
S’utilitzaran les segu¨ents eines software:
• Sistema operatiu Windows 8.1
• Motor de videojocs Unity, amb la versio´ 5.5.2. Permet agilitzar i facilitar
totes les tasques gra`fiques.
• Monodevelop, com a editor de codi.
• Git, com a controlador de versions de codi
• LATEX, per a la edicio´ de la memo`ria
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7.6 Diagrama de Gantt
Figura 6: Diagrama de Gantt
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7.7 Desviacions i conclusions
Durant el desenvolupament del projecte s’ha intentat seguir la planificacio´ ini-
cial. Tot i aix´ı, hi ha hagut una sobreestimacio´ de la finalitzacio´ de tasques.
E´s a dir, seguint el diagrama de Gantt, es planificava acabar amb la generacio´
de la cova a mitjans de maig, i comenc¸ar en aquell moment les implementacions
extres. Al haver fet una generacio´ de la cova mı´nimament acceptable a inicis
d’abril, es va decidir comenc¸ar amb les implementacions extres de millores vi-
suals mentre es millorava el resultat de la generacio´ paral·lelament. Aixo` ha
perme`s poder afegir altres extres que inicialment no estaven planificats com la
creacio´ d’estalagmites, estalactites i pilars, aix´ı com la possibilitat d’afegir altres
objectes de decoracio´ a la cova o be´ poder aplicar noves operacions de cara a
una hipote`tica ampliacio´ i vida futura del projecte.
Algunes de les millores de la generacio´ han sigut aplicar un suavitzat a la
cova per tal de que` no quede´s tan poligonal.
Figura 7: Graf de depende`ncies que s’ha seguit per tal de fer les tasques d’im-
plementacio´. Es pot observar que hi ha molt paral·lelisme a difere`ncia del que
s’havia estimat. La l´ınia discontinua indica la revisio´ d’apartats anteriors, ja
que en comptes d’esperar-se a acabar una tasca completament, el que s’ha fet
e´s tenir una primera versio´ incompleta i s’ha anat millorant
Una altra millora no relacionada directament amb cap apartat sino´ amb tot
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el projecte en general, ha sigut el fer u´s de corutines per tal de ensenyar pas a
pas com es va fent la generacio´ de la cova.
Tot i aix´ı, totes aquestes desviacions no han suposat cap variacio´ excessiva
en els costos del projecte, ja que els recursos tan materials com humans han
continuat sent els mateixos.
Pel que fa als objectius, s’han afegit els objectius extres pre`viament esmentats.
A l’entrega del document de seguiment, ens troba`vem en la u´ltima etapa
de ambdues generacions: resoldre petits bugs i acabar de polir alguns detalls,
aix´ı com de la redaccio´ de la memo`ria final. Encara faltava fer l’estudi de si
finalment posar el projecte a la Unity Asset Store, aix´ı de com s’hauria de fer.
Aquesta u´ltima tasca, pero`, ja estava planificada per fer-la a mitjans de juny,
pel que no suposa cap problema de moment.
A me´s, degut a que` es van assolir perfectament els objectius principals i alguns
dels extres, s’ha decidit no afegir me´s extensions al projecte a partir d’uns dies
previs a la fita de seguiment, e´s a dir, a mitjans-finals de maig. D’aquesta for-
ma, un cop entregada la fita de seguiment, nome´s queda finalitzar la memo`ria i
preparar la presentacio´.
Finalment, s’ha decidit no penjar el projecte a la Unity Asset Store durant
la u´ltima etapa del projecte ja que s’ha volgut centrar en la finalitzacio´ de la
memo`ria final, aix´ı com de la preparacio´ de la presentacio´. S’ha considerat,
pero`, penjar aquest projecte a la tenda un cop acabada la data de lliurament
com a un projecte personal.
Com es pot observar les hores finals de dedicacio´ han estat de 390, menys
que el l´ımit d’hores necessaris del que s’havia estimat. Aixo` ha estat ba`sicament
degut a la sobreestimacio´ del temps de dedicacio´ al estar pensat aquest com a
8 hores dia`ries aproximadament. A me´s, amb el temps dedicat hi ha hagut el
compliment dels objectius que s’havien planificat i fins i tot l’afegiment alguns
extres, pel que es pot concloure com un fet altament positiu.
Tot i aix´ı han hagut dues tasques on s’ha subestimat el temps de dedicacio´.




Preparacio´ de l’entorn 23
Ana`lisi i Implementacio´ Generador 172
Ana`lisi i Implementacio´ Extres 57
Fita final 80
Total 390
Taula 2: Taula amb el temps real per a cada tasca. El desglo`s es troba a
l’ape`ndix A
errors del hardware especialment pantalles blava2, s’ha hagut de dedicar temps
extra a esperes, reinstal·lacio´ i formateig de l’equip utilitzat.
L’altre tasca es tracta de la fita final, a la qual s’han hagut de dedicar me´s
hores de les previstes per al correcte acabament de la memo`ria, aix´ı com de la
preparacio´ de la presentacio´.
2Error molt comu´ en el sistema operatiu Windows, que impedeix l’inici d’aquest
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8 Gestio´ econo`mica
Per tal de calcular els pressupost total del projecte, es tindran en compte tots
els recursos esmentats3, obtenint aix´ı una estimacio´ final.
Els costos es dividiran segons diferents aparts, tenint inclo`s a cadascun l’IVA
i altres impostos.
8.1 Costos de recursos humans
Tot i fer els diferents rols del desenvolupament de projecte una mateixa persona,
els costos seran dividits per rol. Les hores estan calculades a partir del diagrama
de Gantt, aix´ı com de la distribucio´ de les tasques d’aquest segons el rol4:
Rol Preu(e/h) 5 Temps total(h) Cost total(e)
Cap de projecte 80 190.5 15,240
Dissenyador 45 102.5 4,613
Programador 40 112.5 4,500
Tester 25 164.5 4,113
TOTAL 570 28,465
Taula 3: Taula amb els costos de recursos humans estimats. El desglo`s es troba
a l’ape`ndix B
8.2 Costos de hardware
Com s’ha comentat en apartats anteriors, es fara` u´s d’un sol ordinador per la
realitzacio´ de totes les tasques necessa`ries. Es tracta d’un porta`til ASUS A550L.
Producte Preu(e) 6 Unitats Vida u´til Amortitzacio´(e)
PC 799 1 5 anys 43.79
TOTAL 799 43.79
Taula 4: Taula amb els costos de hardware. El desglo`s es troba a l’ape`ndix B
3Corresponents al apartat 7.5
4Corresponent a l’apartat 7.6 i 7.5.1 respectivament
5Obtingut a partir de la informacio´ de l’empresa Iteral
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8.3 Costos de software i llice`ncies
En quant al software utilitzat, el cost total e´s 0 ja que e´s tot gratu¨ıt. Pel que fa
a les llicencies, so´n totes gratu¨ıtes excepte la de Windows 8. Tot i aix´ı, ja venia
inclosa amb la compra del PC, per tant ignorarem el seu cost.
Aix´ı doncs, es pot considerar com a nul tot el cost del software.
8.4 Costos indirectes
Cal tenir en compte algunes altres despeses generals que estan presents a qual-
sevol projecte actual, segons la durada del projecte:
Producte Preu(e) 7 Unitats Cost aproximat(e)
Electricitat 0.1174/kWh 55 kWh 6.45
Internet 45/mes 4 mesos 180
Transport 4/viatge 11 44
TOTAL 230.45
Taula 5: Taula amb els costos indirectes. El desglo`s del transport es troba a
l’ape`ndix B
8.5 Pressupost total
Finalment, es te´ el segu¨ent pressupost total tenint en compte tot el necessari
per al projecte:






Taula 6: Taula amb els costos totals
6Obtingut a partir de la informacio´ del producte
7Obtingut a partir de la informacio´ de les factures
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Com es pot observar, es un preu econo`micament competitiu. Una de les
raons d’aquest preu e´s el utilitzar software gratu¨ıt i pocs recursos degut a la
mida de l’equip de projecte.
8.6 Control de gestio´
De la mateixa forma que a la planificacio´, el principal problema pot venir de la
desviacio´ temporal d’alguna tasca, e´s a dir, de la necessitar de ampliar les hores
per alguna des les tasques. Tot i aix´ı, s’utilitzara` la planificacio´ del diagrama
de Gantt i la metodologia seguida per intentar corregir aquestes possibles des-
viacions sense que es tingui un gran impacte en el cost final.
Per tal de tenir un control de les desviacions respecte el pressupost proposat,
a mesura que es vagin completant les activitats s’anira` actualitzant el temps real
dedicat, obtenint alhora el cost real.
Un cop s’hagin finalitzat totes les tasques, es comparara` el pressupost planifi-
cat respecte el cost real, fent la difere`ncia. D’aquesta forma es podra` valorar
la desviacio´ no nome´s total, sino´ tambe´ per cada tasca i concepte individu-
al. Finalment es podra` veure si els costos reals han sigut majors o menors del
pressupost que s’ha proposat.
8.7 Desviacions
Degut a que` la variacio´ del cost econo`mic d’aquest projecte depe`n essencialment
de la dedicacio´ en hores dels recursos humans, com aquestes han sigut menors de
les planificades, hi ha hagut un guany econo`mic respecte al que s’havia previst.
Tot i aix´ı, el rol que resulta me´s costo´s e´s el que me´s s’ha aproximat a la
estimacio´ feta a l’inici, pel que aixo` ha provocat que el guany econo`mic no fos
tan exagerat.
Es pot concloure que en un projecte real aquest fet seria una gran fita al
tenir guanys en comptes de pe`rdues, pel que es pot valorar com una cosa molt
positiva.
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Rol Preu(e/h) Temps total(h) Cost total(e)
Cap de projecte 80 181 14,480
Dissenyador 45 58 2,610
Programador 40 71 2,840
Tester 25 815 2,025
TOTAL 390 21,955





A l’apartat 8 s’ha detallat tots els costos, tant de recursos materials com hu-
mans, implicats en el projecte. Tambe´ s’han tingut en compte les possibles
desviacions d’aquests, aix´ı com ajustos que es poden anar aplicant a mesura
que es va desenvolupant.
Es podria realitzar el projecte amb un equip una mica me´s gran per tal de
reduir la seva duracio´. Aixo`, pero`, implicaria un augment en els costos indi-
rectes i de hardware proporcional al nu´mero de persones afegides al projecte,
aix´ı com als recursos humans. Aquest increment en recursos humans per tant
hauria de ser bastant baix per tal de que` realment s’aconsegu´ıs reduir el cost
del projecte. Un altre factor que reforc¸a aquest fet e´s la complicacio´ de dividir
tasques de forma independent segons com s’ha plantejat el projecte.
D’altra banda, el temps dedicat a cada tasca e´s la correcte, segons la im-
porta`ncia d’aquestes de cara al projecte. A me´s a me´s, al voler implementar una
te`cnica de generacio´ procedural relativament nova, sera` suficient amb cone`ixer
les idees generals d’altres me`todes de generacio´.
Al ser una te`cnica diferent i implementada amb Unity, es pot compartir a trave´s
de la Unity Asset Store per tal que qualsevol desenvolupador pugui utilitzar-la
per la seva convenie`ncia, tenint aix´ı una col·laboracio´ indirecta.
Degut al caire del projecte, els costos econo`mics durant la vida u´til seran els
mateixos que els de la seva produccio´, ja que una de les seves utilitzacions e´s la
de millorar l’eina implementada.
La utilitzacio´ directe del projecte tal i com existeix sense haver d’aplicar cap
millora, permetria un estalvi econo`mic en quan a no requerir tanta necessitat
d’un modelador, pel que pot aportar als equips de desenvolupament un estalvi
en aquest aspecte
Un risc econo`mic, pero` improbable seria el fet de que` el programa Unity
quede´s en desu´s, cosa que tot el codi implementat no serviria de gaire, i quedaria
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migrar-ho a una altre plataforma. Tot i aix´ı, els algoritmes creats es podrien
reaprofitar des de el punt de vista teo`ric.
Un altre risc seria el fet de que` una generacio´ procedural no te´ el mateix resultat
que una manual, pel que alguns usuaris podrien quedar descontents.
9.2 Social
Actualment, la situacio´ del pa´ıs e´s de precarietat laboral i corrupcio´ pol´ıtica,
sortint encara d’una crisi econo`mica.
Respecte al sector dels videojocs, e´s un sector en constant evolucio´. Fins fe-
ia poc, tenia poc impacte al pa´ıs, pero` u´ltimament esta` sent reforc¸at en part
gra`cies a la evolucio´ i importa`ncia a nivell global del sector.
La realitzacio´ d’aquest projecte no te´ cap impacte negatiu en aspectes e`tics.
L’estudi de noves te`cniques, aix´ı com la pra`ctica i l’aprenentatge adquirits al
projecte es podria considerar com una gran millora a nivell personal i professi-
onal.
No hi ha una demanda directe de la realitzacio´ del projecte, pero` qualsevol
te`cnica nova i diferent ajuda sempre a impulsar un sector i e´s interessant l’e-
xiste`ncia de la varietat, me´s en el sector del qual estem tractant.
Es podria veure afectat negativament el col·lectiu dels modeladors d’objectes
i dissenyadors d’escenaris, pero` amb un impacte negligible degut a que` existeix
la necessitat de modelar altres objectes, aix´ı com l’existe`ncia d’altres tipus d’es-
cenaris.
Existeix la discussio´ pole`mica sobre l’impacte dels videojocs a la societat,
existint sobretot estudis que ho defensen com un impacte positiu, especialment
en capacitat cognitives.
Tambe´ hi ha col·lectius que ho defensen com un impacte negatiu, especialment
en termes de depende`ncia, tot i que cada cop gra`cies als estudis anomenats an-
teriorment, la mida d’aquesta poblacio´ esta` descendent.
Tot i aix´ı, l’existe`ncia d’aquest projecte tampoc te´ un gran impacte directe
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en el sector, pero` es poden prendre com a refere`ncia les discussions i impactes
generals del sector per aplicar-les al projecte.
9.3 Ambiental
Els recursos necessaris durant tot el projecte relatius al medi ambient, nome´s
tenen a veure amb l’electricitat i Internet utilitzats per al seu desenvolupament.
Per tant, l’u´nica contaminacio´ ambiental prove´ d’aquest consum.
Un cop acabat el projecte, si es vol fer u´s dels resultats obtinguts, caldra` al
menys un ordinador, per tant caldra` utilitzar l’electricitat de nou com a recurs.
Tot i aix´ı, al utilitzar nome´s un ordinador en el projecte, l’estalvi energe`tic
obtingut a nivell global de cara a no realitzar el TFG seria nul. Igualment,
l’u´nica forma de realitzar aquesta activitat e´s mitjanc¸ant un ordinador, per
tant, la realitzacio´ d’aquest TFG no suposa en cap sentit un perill mediambi-
ental.
En quant als materials utilitzats, l’ordinador ja estava pre`viament comprat,
i podra` seguir sent utilitzat un cop acabat el projecte.
Per tant, tot i tenir la necessitat de consumir electricitat quasi no te´ cap
impacte en el medi ambient, degut a ser un projecte purament de software i a
la seva escala.
La vida u´til d’aquest projecte durara` mentre algun altre desenvolupador ex-
pandeixi el projecte o be´ l’utilitzi per a generar elements del seu joc, pel que
el consum i per tant l’impacte ambiental seguira` sent el mateix. L’u´s d’aquest
projecte no tindra` cap millor directa mediambiental, i els recursos guanyats per
tal de no haver de fer la generacio´ manualment equivalen als que s’utilitzarien
per poder millorar el projecte, tot i que a la llarga si s’obtinguessin bons resul-
tats si que podria existir un possible benefici energe`tic.
L’u´nic risc ambiental d’aquest projecte es deu al seu consum energe`tic, pero`
com s’ha justificat anteriorment, es quasi nul.
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9.4 Conclusions
A partir dels raonaments i justificacions dels apartats anteriors obtenim la pun-
tuacio´ segu¨ent per a la matriu de sostenibilitat:
Sostenibilitat Econo`mica Social Ambiental Total
Projecte en produccio´ 9 8 9 26
Vida u´til 18 17 17 52
Riscs -4 -2 -1 -7
Total 23 23 25 71
Taula 8: Matriu de sostenibilitat
Com es pot observar, la puntuacio´ final de sostenibilitat e´s bastant elevada
respecte al possible rang (-60,90), pel que es pot concloure com un projecte
altament sostenible, implicant aix´ı una gran satisfaccio´ a nivell personal.
El sector dels videojocs esta` en constant creixement amb diverses opinions
sobre el seu u´s, pero` aquest ana`lisi demostra en certa manera que se li ha de
donar recolzament i que el seu desenvolupament pot aportar diverses millores
en molts aspectes.
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10 Identificacio´ de lleis i regulacions
Aquest projecte no utilitza dades personals ni de caires semblants, pel que no
s’ha de preocupar de complir les lleis relacionades amb aquest aspecte al no
tenir-hi cap repercussio´.
E´s un projecte open source, ja que el repositori e´s pu´blic per a tothom, per
tant no cal preocupar-se tampoc per temes de copyright i semblants. Si s’acaba
posant a la Unity Asset Store si que s’haura` de mirar aquest tema, ja que dei-
xaria de ser open source al entrar en a`mbit comercial.
Finalment, pel que respecta a la utilitzacio´ de material pre`viament creat
per una font externa, nome´s s’ha de tenir en compte les textures utilitzades, ja
que e´s l’u´nic material no creat per el propi software ni per cap integrant del
projecte. S’ha assegurat el utilitzar textures open source i per tant gratu¨ıtes a
Internet per un u´s no comercial. Han estat obtingudes per dos fonts diferents,
per una banda per la publicacio´ de filtres i textures creades per la comunitat
de Filter Forge[22], un plugin del programa Adobe Photoshop que permet la
creacio´ d’aquestes. D’altra banda, tambe´ s’ha utilitzat les textures creades per
la comunitat CGTextures[23].
Pel cas de que` es volgue´s comercialitzar el software creat utilitzant aquest con-
tingut creat amb una certa normativa de copyright, en un principi s’hauria de
deixar d’utilitzar aquestes textures al no tenir els drets d’autors necessaris per la
seva comercialitzacio´. Una altra alternativa que inclou el possible u´s d’aquestes
textures al producte, seria estudiar com serien les despeses econo`miques despre´s
d’haver contactat amb els autors d’aquestes sobre com retribuir-los o be´ poder
arribar a una altra mena d’acord per utilitzar material creat per ells.
Aix´ı doncs, el projecte no infligeix cap llei de propietat intel·lectual ni nor-
mativa, al ser un projecte purament amb elements propis i sense necessitat de
dades externes.
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11 Justificacio´ del projecte
En els subapartats segu¨ents es justificara` la relacio´ del projecte amb els estudis
i coneixements adquirits a l’especialitat del grau.
11.1 Assignatures relacionades amb Computacio´
Les assignatures cursades a l’especialitat de computacio´ que es creuen que seran
d’utilitat per al projecte so´n:
• Gra`fics La me´s clara de totes ja que el que es vol fer es tracta d’una tasca
gra`fica, per tant caldra` tenir un bon coneixement de com funciona tot a
nivell intern, especialment en termes d’eficie`ncia. Per exemple, conceptes
com el z-fighting, les propietats d’un material o la texturitzacio´ ajudaran
tambe´ a saber si s’esta` generant la cova correctament.
• Algorismia Per saber avaluar correctament el cost d’un algoritme o es-
tructura de dades, aix´ı com saber crear-los correctament. Aquesta assig-
natura es centrava molt en a partir d’un problema saber trobar una solucio´
que s’adequ¨e´s, pel que servira` molt els coneixements adquirits.
• Llenguatges de programacio´ Per ajudar a cone`ixer les caracter´ıstiques
del llenguatge en el qual es desenvolupara` el projecte, C#, i facilitar aix´ı
el desenvolupament amb aquest.
• Teoria de la computacio´ Inicialment es pensava que els coneixements
adquirits poden ajudar a establir l’ordre en el que es podran aplicar les
diferents funcions de generacio´, mitjanc¸ant ma`quines d’estat o regles. Tot
i aix´ı, al final s’ha decidit utilitzar un altre me`tode per generar les diferents
operacions.
11.2 Compete`ncies te`cniques del projecte
A continuacio´ es llisten les diferents compete`ncies te`cniques triades per al pro-
jecte amb el seu nivell d’assoliment, juntament amb una justificacio´ de perque`
s’ha triat cadascuna i com es preveu assolir aquest nivell d’assoliment:
• CCO1.1: Avaluar la complexitat computacional d’un problema,
cone`ixer estrate`gies algor´ısmiques que puguin dur a la seva re-
solucio´, i recomanar, desenvolupar i implementar la que garan-
teixi el millor rendiment d’acord amb els requisits establerts.
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[Bastant] Caldra` estudiar i implementar la millor solucio´ en termes d’efi-
cie`ncia per tal de fer el generador el me´s computacionalment senzill possi-
ble (menys costo´s en temps i memo`ria) segons els objectius definits. Sera`
un punt clau ja que en cada apartat diferent de l’algoritme, aix´ı com de
forma general, es procurara` aplicar la millor solucio´.
• CCO1.3: Definir, avaluar i seleccionar plataformes de desenvolu-
pament i produccio´ hardware i software per al desenvolupament
d’aplicacions i serveis informa`tics de diversa complexitat. [Bas-
tant] Caldra` triar la plataforma software de desenvolupament que me´s
avantatges proporcioni per al que es vol fer, aix´ı com un hardware que s’a-
dequ¨i i pugui executar correctament aquesta plataforma. La justificacio´
de per que` s’ha acabat triant les plataformes escollides i no unes altres es
troba a l’apartat de metodologia.
• CCO2.6: Dissenyar i implementar aplicacions gra`fiques, de reali-
tat virtual, de realitat augmentada i videojocs. [En profunditat]:
Degut a que` s’ha d’implementar un generador d’un model tridimensional,
tot gira entorn a dissenyar i implementar una aplicacio´ gra`fica, aix´ı com
la seva relacio´ amb els videojocs. Per tant, aquesta compete`ncia e´s la que
me´s es treballara`.
• CCO3.1: Implementar codi cr´ıtic seguint criteris de temps d’exe-
cucio´, eficie`ncia i seguretat. [Una mica] El generador nome´s s’execu-
tara` un cop en tot el programa, e´s a dir, no s’esta` executant cont´ınuament
a cada frame. Per aixo`, no es tan cr´ıtica la seva execucio´, pero` si que ha
de tenir un temps d’execucio´ i eficie`ncia mı´nimament acceptables, el que
vindria a ser el temps de ca`rrega de l’escena a un videojocs. Els aspectes
de seguretat no tenen cap relacio´ amb aquest projecte.
11.3 Adequacio´ a Computacio´
El projecte consisteix en desenvolupar una aplicacio´ gra`fica relacionada amb
la programacio´ de videojocs tenint en compte diferents criteris, especialment
l’eficie`ncia. Per tal d’agilitzar i facilitar el desenvolupament s’ha escollit una
plataforma espec´ıfica dedicada a la produccio´ de videojocs.
Es proposa una te`cnica innovadora de generacio´ de coves 3D procedural
que cal estudiar i avaluar correctament per tal d’implementar-la amb uns re-
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sultats satisfactoris. Es tenen en compte tant els seus avantatges com els seus
l´ımits. D’aquesta forma, s’aconsegueix una solucio´ informa`tica a un problema
en l’a`mbit dels videojocs amb els raonaments i coneixements pro`piament adqui-
rits a l’especialitat de computacio´.
Finalment, per dur a terme aquest projecte s’utilitzaran els algoritmes i es-
tructures de dades necessaris segons l’ana`lisi realitzat, procurant evitar un cost
computacional massa alt. La implementacio´ dels algoritmes estara` basada en
decisions pseudoaleatories i diverses condicions d’elevada complexitat.
Per totes aquestes raons, aquest projecte esta` suficientment justificat per a
perta`nyer a l’especialitat de Computacio´.
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12 Me`tode de Generacio´
Aquest apartat prete´n explicar de forma general l’algoritme que s’utilitza per a
la generacio´ de la cova, sense entrar en detalls te`cnics o d’implementacio´.
La part fonamental de l’algoritme de generacio´ e´s la de l’extrusio´ d’un con-
junt de de punts que formen una polil´ınia per tal de generar-ne una de nova;
tot girara` en voltant de repetir aquesta operacio´. A continuacio´ s’explica com
formar des de parts simples de la cova a la cova final, en ordre ascendent de grau
de complexitat. En aquest apartat no es tindra` en comptes elements decoratius
com les textures o les estalagmites, ja que es consideren elements extres i aquest
apartat serveix nome´s per donar una breu idea de com funciona la generacio´.
12.1 Tu´nel simple
Es podria considerar el cas me´s ba`sic com el de una cova en la qual no es genera
cap forat, de forma que s’obtindria el que vindria a ser un tu´nel. Per fer-ho me´s
simple encara, sera` un tu´nel senzill al qual no se l’hi ha aplicat cap operacio´, i
per tant te´ una forma semblant a la de un tub.
Figura 8: Exemple d’un tu´nel simple, amb 100 extrusions. Degut a que` no s’esta`
aplicant cap operacio´, el resultat sempre sera` el mateix
Per generar aquest tu´nel amb la forma de tub, es partira` d’una polil´ınia
inicial, que es pot considerar com l’entrada del tu´nel. Aquesta polil´ınia for-
mara` una de nova mitjanc¸ant una extrusio´: cada punt es replicara` a una certa
dista`ncia i en una direccio´ des de cada punt original. D’aquesta forma es gene-
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rara` la segu¨ent polil´ınia amb el mateix nu´mero de punts que la seva predecessora.
Figura 9: Exemples de com es van generant cada polil´ınia a partir de l’extrusio´
de l’anterior: els punts grocs representen els ve`rtexs de cada polil´ınia, i les l´ınies
blaves la triangulacio´ entre ells
Repetint aquesta operacio´ d’extrusio´ diversos cops, s’obtindria el tu´nel sim-
ple.
12.2 Tu´nel complex
En el cas anterior s’ha explicat com es genera un tu´nel mitjanc¸ant extrusions
simples: la direccio´ i dista`ncia d’extrusio´ era constant durant la creacio´ de tot
el tu´nel. Ara be´, a les extrusions se li poden aplicar diferents canvis per tal
de tenir un resultat me´s irregular i no obtenir sempre el mateix tub allargat.
Aquests canvis a la forma de les extrusions seran anomenats operacions, amb
un nom bastant auto descriptius, i s’esmenten a continuacio´:
• Escalat
• Rotacio´
• Canvi de direccio´
• Canvi de dista`ncia
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• Creacio´ d’estalagmites, estalactites i pilars
La implementacio´ i el detall d’aquestes operacions, aix´ı com la decisio´ de
quina o quines operacions aplicar esta` descrita a l’apartat 14.5.
Figura 10: Exemples de diferents tu´nels complexos, tots amb els mateixos
para`metres, i amb 100 extrusions. Es poden observar els diferents resultats
a cada execucio´
D’aquesta forma, es genera un tu´nel amb diferents formes me´s complexes
que a l’apartat anterior. En aquest cas, degut als canvis de direccio´, caldria evi-
tar les interseccions entre les diferents parts del tu´nel, explicat a l’apartat 14.10.
Per tant, el que s’estaria fent en aquest apartat seria una generacio´ proce-
dural de models de tu´nels.
12.3 Cova
A partir de l’extrusio´ d’una polil´ınia durant la generacio´ d’un tu´nel, es pot
decidir marcar uns quants ve`rtexs de la polil´ınia original i la creada a l’extrusio´
per tal de generar un forat format per aquests ve`rtexs. Els ve`rtexs escollits
sempre seran els mateixos per a la polil´ınia original i la polil´ınia extrudida, per
motius de simplicitat i per evitar la generacio´ d’artifacts.
Aquest forat generat es pot interpretar com a l’entrada d’un nou tu´nel complex,
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i aixo` e´s el que s’utilitzara` precisament per a poder generar la cova: realment
sera` un conjunt de tu´nels, els quals seran tractats en diferent ordre segons l’ordre
de la creacio´ de la seva entrada, e´s a dir, del forat a partir del qual comencen.
Per tant, existeixen diverses versions de l’algoritme que u´nicament difereixen
en aquest ordre de generar els tu´nels, la qual cosa s’explica amb me´s detall a
l’apartat 13.
Figura 11: Exemples de diferents coves generades vistes des de l’exterior, totes
amb els mateixos para`metres, i amb 100 forats com a ma`xim. Es poden observar
els diferents resultats a cada execucio´




En aquest apartat es prete´n donar una visio´ general del proce´s de generacio´
en forma de pseudocodi, separant segons les diferents versions implementades.
No es prete´n entrar en detalls d’implementacio´, ja que aixo` es fara` als apartats
segu¨ents.
Aquestes versions es diferencien essencialment en la forma en la que es trac-
ten els tu´nels o forats generats. E´s a dir, cada cop que es genera un forat o
bifurcacio´ a una extrusio´, es genera un tu´nel el qual necessita ser extrudit a la
vegada. L’ordre en el qual es decideix quin tu´nel s’extrudeix abans e´s el que
permet diferenciar entre les versions implementades, tenint una forma final de
la cova per als tres casos.
En quant al cost computacional total de la generacio´, e´s el mateix per a les tres
versions tal com es justifica a l’apartat 14.10. Aquest cost e´s en cas pitjor i
molt extrem de O(n·(maxExtudeTimes·maxHoles)2). Els valors de l’entra-
da seran els mateixos per les tres versions i representen el nu´mero de ve`rtexs
de les polil´ınies, el nu´mero ma`xim d’extrusions per tu´nels i el nu´mero ma`xim
de tu´nels que es poden generar, respectivament. Aquest cost no es pot aproxi-
mar segons la versio´, ja que dependra` dels valors generats aleatoriament. Per
tant, s’utilitza la mateixa fita superior per als tres casos degut a dependre el
cost sempre dels valors anomenats, sense ser me´s costo`s una versio´ que una altra.
Les tres versions reben com a para`metre la polil´ınia que marca l’inici del
tu´nel, aix´ı com un valor probabil´ıstic que el el generador d’operacions fa servir
per decidir la creacio´ d’un forat o no.
S’utilitzen dos valors parametritzables per l’usuari: el nu´mero ma`xim de
tu´nels que es poden crear (maxHoles) i el nu´mero ma`xim d’extrusions
(maxExtrudeTimes) per tu´nel. Inicialment es va valorar el anar variant el
valor del nu´mero ma`xims d’extrusions per cada tu´nel, per tal de que` hi hague´s
me´s irregularitat. Tot i aix´ı, finalment s’ha deixat com un valor esta`tic ja que
per motius d’interseccions aquest valor ja es variava indirectament.
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13.1 Recursiva
Es produira` una crida recursiva per cada tu´nel, de forma que cada cop que es
faci un forat es comenc¸ara` la generacio´ del nou tu´nel a partir del forat creat.
D’aquesta forma, per a cada tu´nel, s’utilitzara` un bucle per a controlar
les extrusions, generant noves operacions quan calgui segons el generador de
decisions:
Pre: Rep la polilı´nia inicial del tu´nel suavitzada i
sense inicialitzar; junt amb la probabilitat de fer un forat




Mentre no s’arribi al nu´mero ma`xim d’extrusions
polNova = Extrudir(polOriginal, operacions)
Si operacio´ conte´ forat
forat = Crear forat(polOriginal, polNova)
GenerarRecursiu(forat, probForatDecrementat)





Figura 12: Exemples de coves generades a diferents execucions utilitzant la
versio´ recursiva, sempre amb els mateixos para`metres
Es pot assegurar la finalitzacio´ de crides recursives ja que per decidir si fer
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un forat o no es te´ en compte el nu´mero de forats fets fins al moment, tenint un
l´ımit ma`xim de forats com a para`metre.
13.2 Iterativa
Aquesta versio´, totalment al contrari que la recursiva, s’espera a la finalitza-
cio´ de la creacio´ d’un tu´nel abans de comenc¸ar a extrudir els forats generats a
aquest. Per tant, a mesura que es van creant els diferents forats, aquests so´n
guardats a una estructura de dades que e´s la que permet diferenciar una versio´
iterativa d’una altra.
El pseudocodi de la versio´ iterativa e´s el segu¨ent:
Pre: Rep la polilinia inicial del tu´nel suavitzada i
sense inicialitzar; junt amb la probabilitat de fer un forat
Post: Genera un tu´nel i insereix a l’estructura de
dades els forats generats
GenerarIteratiu(polOriginal, probForat)
Inicialitzar Estructura de dades
Mentre hagi tu´nels per tractar (ED)
polOriginal = Obtenir informacio´ de tu´nel actual(ED)
Inicialitzar Tu´nel
Mentre no s’arribi al nu´mero ma`xim d’extrusions
polNova = Extrudir(polOriginal, operacions)
Si operacio´ conte´ forat
forat = Crear forat(polOriginal, polNova)
Incrementar comptador de forats
Afegir forat a ED








Per aquesta versio´ s’utilitza una pila per tractar els forats, de forma que al
acabar un tu´nel es visitaran els forats en ordre invers de la seva creacio´, de
forma que es visitara` primer l’u´ltim forat creat.
Figura 13: Exemples de coves generades a diferents execucions utilitzant la
versio´ iterativa amb piles, sempre amb els mateixos para`metres
13.2.2 FIFO
Per aquesta versio´ s’utilitza una cua per tractar els forats, de forma que al
acabar un tu´nel es visitaran els forats creats en l’ordre en el que s’han creat.
Figura 14: Exemples de coves generades a diferents execucions utilitzant la
versio´ iterativa amb cues, sempre amb els mateixos para`metres. Es pot observar




En aquesta seccio´, es detallaran tots els diferents apartats que intervenen en la
generacio´ de la cova, explicant detalls te`cnics aix´ı com aspectes importants de
la implementacio´ i les decisions presses.
14.1 Polil´ınia
Per definicio´, una polil´ınia e´s un objecte geome`tric el qual e´s la unio´ de diferents
ve`rtexs mitjanc¸ant segments o arestes entre ells. Per aquest projecte, totes les
polil´ınies compartiran les mateixes propietats, degut a que` sera` el nucli clau per
a tot l’algoritme al estar cont´ınuament sent utilitzat:
Figura 15: Polil´ınia que compleix totes les propietats: tancada, dos ve`rtexs
ve¨ıns, sentit horari, ve`rtexs coplanaris, convexitat, simplicitat i n = 10, suposant
que el radi esta` entre el mı´nim i el ma`xim
1. Sempre sera` tancada, aixo` vol dir que el primer ve`rtex sera` igual a l’u´ltim
en quant a posicio´. Hi hauran altres aspectes com les coordenades de
textura que podran variar per a dos ve`rtexs d’una mateixa polil´ınia amb
la mateixa posicio´.
2. Cada ve`rtex de la polil´ınia tindra` exactament dos ve`rtexs ve¨ıns, que
seran referits com el segu¨ent i l’anterior ve`rtex.
3. Els ve`rtexs estaran ordenats en sentit horari, i seguint un sistema de la
ma` esquerra com es justifica a l’apartat 14.8.
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4. Tot els ve`rtexs de la polil´ınia seran coplanaris, e´s a dir, formaran part
del mateix pla. Aquesta propietat inicialment no sempre es complia, pero`
es va acabant imposant aix´ı per tal d’obtenir millors resultats.
5. Complira` la condicio´ de convexitat, la qual vol dir que des de qualsevol
punt interior a la polil´ınia, el segment que forma amb qualsevol ve`rtex no
intersecciona amb cap aresta de la polil´ınia.
Per tal de comprovar si una polil´ınia e´s convexa, s’adaptara` de la forma
que es fa en 2D: per cada ve`rtex es comprova l’orientacio´ mitjanc¸ant el
producte vectorial entre el vector format pel ve`rtex anterior i l’actual i
entre el vector formar pel ve`rtex actual i el segu¨ent. Per tal de que` sigui
convex, totes les orientacions han de ser les mateixes, e´s a dir, els resultats
dels productes vectorials han de ser o be´ tots positius o be´ tots negatius.
Per al cas de 3D, aquesta orientacio´ es mira depenent si queda per davant
o per darrere del pla que forma la polil´ınia.
Aquesta comprovacio´ te´ una complexitat lineal en el nombre de ve`rtexs,
que sera` l’entrada principal respecte la qual es faran tots el costos.
6. Sera` simple, el que vol dir que cap aresta d’una mateixa polil´ınia es podra`
creuar amb una altra. Inicialment es van estudiar diferents algoritmes per
comprovar que una polil´ınia fos simple, com per exemple l’algoritme de
Bentley-Ottmann o el de Shamos-Hoey[24], ambdo´s amb cost O(n·log) on
n e´s el nu´mero de ve`rtexs de la polil´ınia; o fins i tot la prova de tots els
ve`rtexs amb tots, amb cost O(n2). Tot i aix´ı, degut a que` convexitat im-
plica simplicitat per definicio´, realment no cal fer comprovacions expl´ıcites
de si una polil´ınia e´s simple o no un cop s’ha comprovat si e´s convexa.
7. Totes les polil´ınies pertanyents a extrusions tindran el mateix nu´mero de
ve`rtexs, pel que la mida de totes les polil´ınies sera` constant i igual.
8. Totes les polil´ınies tenen un radi mı´nim i ma`xim, per tal d’evitar po-
lil´ınies massa petites o massa grans, el qual tindra` el valor constant 2.0 i
40.0 respectivament. Per fer la comprovacio´ del radi mı´nim es calculara`
amb la dista`ncia mı´nima de tots els ve`rtexs de la polil´ınia i el baricentre,
mentre que per al radi ma`xim sera` la dista`ncia ma`xima.
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(a) No convex pero` si simple (b) No simple i per no tant no convex
Figura 16: Exemples de polil´ınies on no s’infringeixen algunes de les propietats
esmentades
14.2 Entrada de cova
Primer de tot, caldra` decidir quina forma aproximada tindra` l’entrada de la cova.
Per tal de fer aixo`, es podra` seleccionar el nu´mero de punts que s’utilitzaran
per generar la forma de l’entrada de cada tu´nel, creant aix´ı una polil´ınia inicial
a partir de la qual es comenc¸ara` tota la generacio´. Els punts hauran de ser
escollits en sentit horari degut al que es comenta a la seccio´ 14.8. L’usuari
podra` veure els punts seleccionats ja que es dibuixen segments de rectes entre
ells per tal de millorar la interaccio´.
El nu´mero de punts a triar e´s decidit pel para`metre Gate Size.
(a) Punts selecionats (b) Resultat de generacio´
Figura 17: A partir de pocs punts seleccionats per l’usuari, es genera una coa
bastant suavitzada, tot i perdre espai escollit inicialment
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Aquesta polil´ınia inicial inicialment tenia tants punts com ve`rtex necessa-
ris per a una polil´ınia, ja que no s’aplicava cap suavitzat. La implementacio´
d’aquest va ajudar a tenir pocs punts per tal de facilitar l’entrada d’aquests
per l’usuari, per el que se li aplicara` un suavitzat per no tenir una cova massa
poligonal, e´s a dir, amb forma molt punxeguda. Despre´s d’aquest suavitzat ja
podra` ser tractada de la mateixa forma que l’inici d’un tu´nel, de la mateixa for-
ma que es fa quan es crea un forat. Tot aquest proce´s d’inicialitzacio´ s’explica
al subapartat segu¨ent.
14.3 Inicialitzar tu´nel
Cada cop que es vol comenc¸ar a generar un tu´nel, be´ perque` e´s l’inici de la cova
o be´ perque` s’ha fet un forat a un tu´nel ja existent, es fan alguns preparatius
per al correcte funcionament del programa. Es rebra` la polil´ınia inicial del tu´nel
amb el suavitzat ja fet, per tant no caldra` fer cap subdivisio´ ni afegir cap ve`rtex
nou.
Primer de tot, es creara` una nova mesh que e´s on es guardara` tota la informacio´
generada per a poder renderitzar el tu´nel actual, i per tant la cova8.
Tambe´ se li assignaran als ve`rtexs corresponents d’aquesta polil´ınia inicial els
primers ı´ndexs de ve`rtex de la mesh, degut a que` e´s l’inici d’aquesta.
Despre´s, es creara` el conjunt d’operacions assignades per la generacio´ d’a-
quell tu´nel, que inicialment estara` configurat per a no aplicar cap operacio´, i a
esperar a decidir si generar cada operacio´ diferent o no segons els para`metres
indicats per l’usuari 9.
Finalment, i abans de comenc¸ar a extrudir la polil´ınia inicial, s’haura` d’in-
dicar la direccio´ en la qual es comenc¸ara` a extrudir. Per tal de calcular-la,
s’utilitzara` la normal del pla format per la polil´ınia.
Inicialment, els ve`rtexs d’una polil´ınia podien no formar un pla a l’espai 3D, pel
que no es podia calcular la normal d’un pla al no tenir cap real i aquest s’havia
d’aproximar. No es podia calcular la normal directament amb el producte vec-
torial degut a que` es depe`n molt de quines dos arestes s’agafen, ja que podrien
no ser coplana`ries o be ser quasi colineals i generar valors nume`rics inestables.
8La informacio´ corresponent generada, aix´ı com la seva utilitat s’especifica a la seccio´ 14.9
9La decisio´ de quines operacions generar, aix´ı com dels possibles para`metres, estan esta`
explicat a l’apartat 14.5.1
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Al final, pero`, per raons d’una millor visualitzacio´ de la cova tots els ve`rtexs
d’una mateixa polil´ınia formen un pla exacte, com s’ha vist a les propietats de
la polil´ınia. Tot i aix´ı, degut a que` va ser un dels primeres tasques a imple-
mentar per raons de necessitat, s’utilitza un me`tode on a partir d’un conjunt
de ve`rtexs qualsevol, es calcula la normal de, com s’ha esmentat anteriorment,
el pla aproximat que formen aquests ve`rtexs.
Aquesta normal es calcula a partir de l’a`rea del pol´ıgon resultant de projectar
la polil´ınia 3D en els tres diferents plans coordenats (x,y,z). L’a`rea de cada
projeccio´ correspon a una component de la normal de la polil´ınia original.
Per a calcular l’a`rea en 2D, l’algorisme parteix de la idea de sumar tots els
paral·lelograms que van cap a l’esquerra (segons l’ordre dels ve`rtexs, com el que
apareix pintat de color marro´), i restar les a`rees dels que van cap a la dreta,
com el que apareix de color groc segons la figura 18.
Figura 18: Ca`lcul de l’a`rea d’una polil´ınia en 2D
Per tant, per tal de calcular la normal en 3D es pot adaptar i obtenir la
segu¨ent expressio´ per a cada component del vector resultant.
Figura 19: Ca`lcul de la normal d’una polil´ınia qualsevol
Finalment, caldra` normalitzar el resultat, ja que la llargada resultant e´s igual
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a l’a`rea ocupada per la polil´ınia en tres dimensions. Tambe´ caldra` negar el
resultat ja que les fo´rmules esmentades tracten els ve`rtexs en ordre antihorari,
mentre que els ve`rtexs de les polil´ınies que s’utilitzen a la generacio´ sempre
estaran en ordre horari per definicio´.
14.4 Extrusio´
L’extrusio´ e´s una operacio´ on, a partir d’un conjunt de ve`rtexs que formen una
polil´ınia, es generen un nou conjunt de ve`rtexs de la mateixa mida a una certa
dista`ncia i seguint una determinada direccio´, formant aix´ı una nova polil´ınia.
Ba`sicament vindria a ser sumar un mateix vector a un conjunt de punts
Figura 20: Exemple de com es forma una extrusio´: a partir de la polil´ınia
a (verda), es generara` la polil´ınia b (blava), extrudint tots els ve`rtexs en la
mateixa direccio´ (negre)
Abans d’afegir la nova polil´ınia a la malla de triangles que representen la
cova, cal comprovar que l’extrusio´ actual no estigui interseccionant amb parts
de la cova ja creades, ja que sino´ s’obtindrien uns resultats no desitjables. Per
tant, primer s’extrudira` la polil´ınia actual creant una nova, aplicant les opera-
cions que toquin. E´s mantindra` una propietat que, degut a extrudir en ordre,
el ve`rtex i-e`ssim de la nova polil´ınia sempre sera` generat a partir del
ve`rtex i-e`ssim de la polil´ınia original, de forma que sempre estaran units.
Despre´s d’aixo`, es comprovara` la interseccio´ amb la cova ja creada, i en cas de
que` no es produeixi cap, s’afegira` aquesta nova polil´ınia a la malla, de forma
que s’afegiran tots els seus ve`rtexs, i me´s tard els triangles de l’extrusio´ actual
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corresponents que s’hagin de triangular. No totes les extrusions tindran una
triangulacio´ completa degut als forats, ja que la part de l’extrusio´ corresponent
a un forat ens interessa deixar-la sense triangular.
Per aquest motiu, despre´s d’haver generat la nova polil´ınia i abans de triangular
l’extrusio´, es comprovara` mitjanc¸ant l’operacio´ actual si cal fer un forat. En cas
positiu, es cridara` a una funcio´ que decideix on fer el forat10. Pot ser que per
raons les quals no s’entrara` en detall en aquesta part de la memo`ria, no sigui
possible fer un forat. En aquest cas, caldra` reextrudir i generar una nova po-
lil´ınia amb una dista`ncia petita, degut a que` la dista`ncia d’extrusio´ e´s me´s gran
en cas de que` s’hagi de fer un forat.
Despre´s de mirar els forats, caldra` tambe´ comprovar si s’han de generar esta-
lagmites, estalactites o pilars en l’extrusio´ actual.
Gra`cies a tenir el codi estructurat d’aquesta forma, en el cas de que` en el
futur es volgue´s expandir el projecte afegint-hi noves funcionalitats, nome´s cal-
dria afegir despre´s del que s’ha explicat la comprovacio´ de si caldria fer aquesta
nova operacio´, i en cas positiu, aplicar-la.
Aix´ı doncs, el pseudocodi d’una extrusio´ e´s el segu¨ent, que vindria a ser
l’ampliacio´ del pseudocodi de l’algoritme general:
Pre: Rep una polilı´nia juntament amb les operacions a aplicar
Post: Crea una nova polilı´nia a partir dels para`metres i





Per cada vertex de polOriginal
Extrudir nou ve`rtex a partir de vertex actual
PosicioNouVertex = PosicioVertexOriginal + Direccio´*Dista`ncia
IndexNouVertex = Nu´meroVertexsMeshActual + NumeracioIteracio
CoordenadesUVNouVertex = CoordenadesVertexOriginal + IncrementUV
AplicarEscalat
AplicarRotacio
Si interseccio´ a l’extrudir
10Explicat amb me´s detall el funcionament dels forats a l’apartat 14.6
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Sortir bucle extrusions
Si operacio´ conte´ forat
Crear forat
Si no s’ha pogut crear el forat





Si operacio´ conte estalagmites, estalactites o pilars
Generar estalagmites, estalactites o pilars




La l´ınia de Generar noves operacions e´s on donaria lloc a posar possibles ope-
racions o objectes extres a la cova.
Totes les altres operacions que intervenen en aquest proce´s so´n comentades amb
me´s detall al seu subapartat corresponent.
14.5 Operacions
Com s’ha comentat en diversos apartats anteriors, les diferents operacions per-
meten aplicar canvis a la cova i so´n el que realment fan que hi hagi una generacio´
procedural, pel que so´n una part essencial del algoritme.
Hi ha totes les possibles operacions llistades al segu¨ent subapartat, algunes
de les quals s’expliquen amb me´s detall a altres apartats de la memo`ria, degut
a la seva complexitat.
Inicialment nome`s es generava una operacio´ a aplicar, i quan s’havia acabat
d’aplicar es generava la segu¨ent, triant un nu´mero aleatori entre totes les possi-
bles operacions per tal de decidir quina aplicar.
Me´s tard, es va sofisticar de forma que es poguessin aplicar me´s d’una opera-
cio´ a la mateixa extrusio´, de forma que cadascuna de les operacions excepte els
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forats tenen dos para`metres que indiquen la frequ¨e`ncia en la qual seran genera-
des: operationKBase i operationKDesv. Aquests para`metres representen
que cada [operationKBase - operationKDesv, operationKBase + operationK-
Desv] extrusions, es generara` l’operacio´ corresponent per aplicar-la durant les
segu¨ents extrusions. Tambe´ es va afegir uns altres dos para`metres per indicar
durant quantes extrusions s’aplicara` una operacio´, de nou sense tenir en compte
els forats: operationExtrBase i operationExtrDesv. Segueixen la matei-
xa lo`gica que abans: durant [operationExtrBase - operationExtrDesv, operati-
onExtrBase + operationExtrDesv] extrusions, s’aplicara` l’operacio´ corresponent.
Aquests para`metres es tenen en compte a cada moment que es crida al
generador d’operacions, el qual e´s sempre despre´s d’una extrusio´. D’aquesta
forma es permet que la segu¨ent extrusio´ ja sa`piga quines operacions cal aplicar.
Per tal de generar una nova operacio´ o no, es consultara` l’estat de les opera-
cions actuals, seguint el mateix patro´ per cada una de les operacions, exceptuant
la forma en la qual es decideix com generar forats. Aix´ı doncs, el pseudocodi de
com es genera` una operacio´ qualsevol excepte forats seria el segu¨ent:
Pre: Es rep una operacio´
Post: Genera els valors necessaris sobre com aplicar l’operacio´
rebuda durant les segu¨ents extrusions
Si operacio ha de generar-se
duracioExtrusio = generarRang(opExtrBase, opExtrDesv)




Per saber si una operacio´ necessita generar-se es comprova si un comptador
el qual es va decrementant a cada extrusio´ e´s 0. Aixo` vol dir que quan arribi a
0 s’haura` de generar els valors de l’operacio´ corresponent i aplicar-la durant el
nu´mero d’extrusions marcades pel valor duracioExtrusio generat aleato`riament,
aix´ı com posar aquest comptador a duracioEspera + duracioExtrusio, de for-
ma que passades aquest nu´mero d’extrusions es torni a generar l’operacio´. Al
inicialitzar un tu´nel, aquest comptador s’inicialitza amb un valor equivalent a
duracioEspera.
Aquesta forma de generar les operacions permet molt control de la frequ¨e`ncia
de cada operacio´ des de el punt de vista de l’usuari, ja que nome´s cal variar els
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quatre para`metres esmentats per a cada operacio´.
De forma lo`gica, generarValorOperacio, varia per a cada operacio´, al suba-
partat segu¨ent es comenta la forma de generar cadascuna, tot i que sempre hi
ha la generacio´ de valors aleatoris pel mig.
14.5.1 Conjunt d’operacions
A continuacio´ s’esmenta el valor que es genera per a cada una de les diferents
operacions que es poden aplicar.
• Canvi de direccio´: Es genera una direccio´ aleato`ria amb la y limitada
per el para`metre directionYWalkLimit, i es comprova que l’angle entre
aquesta direccio´ i la direccio´ actual d’extrusio´ sigui menor al para`metre
directionMaxAngle. Si no es compleix aquesta restriccio´ amb l’angle,
es tornara` a generar una nova direccio´, i aix´ı successivament fins que es
trobi una direccio´ que compleixi la restriccio´ de l’angle, o be´ s’hagin fet
un nu´mero d’intents amb un valor constant per tal de no quedar-se en
bucle infinit. Aquest angle pot prendre un valor de fins a 40o, ja que a
partir d’aquest valor es considera un canvi massa brusc, i pot provocar la
reduccio´ del radi de la polil´ınia de forma massa exagerada d’una extrusio´
a una altra, acabant fins i tot produint artifacts.
Es va plantejar el idear un me`tode que fos menys aleatori per tal de poder
arribar a evitar les interseccions i trobar un camı´ pel que es pogue´s ex-
trudir, sense haver de parar la generacio´ del tu´nel actual per culpa d’una
interseccio´. Tot i aix´ı, es va considerar que aquesta comprovacio´ era massa
costosa, pel que es va descartar.
Figura 21: Exemple d’aplicar constantment l’operacio´ de canvi de direccio´
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• Canvi de dista`ncia: Hi ha dos possibles distancies: les dista`ncies grans
i dista`ncies petites. El primer tipus s’utilitza per quan s’ha de crear un
forat, mentre que el segon per tots els altres tipus d’extrusions. Els dos
so´n generats a partir d’un nu´mero aleatori generat entre un rang parame-
tritzable: [distanceBigMin, distanceBigMax] per les dista`ncies grans
i [distanceSmallMin, distanceSmallMax] per les petites.
S’ha de vigilar amb no ficar dista`ncies mot petites per les segones ja que
aixo provoca me´s interseccions i per tant que quedaria una cova me´s petita
degut al me`tode que es fa servir per evitar les interseccions; pero` tampoc
massa gran ja que aixo` provocaria pe`rdua de resolucio´ i coves massa grans.
La duracio´ d’aquesta operacio´ dura nome´s una extrusio´, al estar constant-
ment generant nous valors de dista`ncia a cada extrusio´ per tal d’haver-hi
me´s irregularitat.
• Escalat: Es generara` un valor aleatori pertanyent al rang parametrizable
[1.15-scaleLimit, 1.15 scaleLimit], amb la restriccio´ de que` scaleLimit
no pot ser superior a 0.99 per no tenir escalats massa petits. Per la mateixa
rao´ s’ha triat el escollir el valor 1.15 en comptes de 1.
A partir del valor d’escalat, cada ve`rtex de la polil´ınia s’escalara` prenent
com a centre el baricentre de la polil´ınia. Abans d’escalar, pero`, caldra`
comprovar que la polil´ınia resultant d’aplicar l’operacio´ segueixi complint
la propietat de radi mı´nim i ma`xim. Com que s’ha de fer l’escalat per a
cada ve`rtex i per a cada ve`rtex l’escalat e´s una operacio´ constant, es te´
un cost total θ(n), on n e´s el nu´mero de ve`rtexs de la polil´ınia.
Figura 22: Exemple d’aplicar constantment l’operacio´ d’escalat
• Rotacio´: Es genera un valor aleatori que pertany al rang parametritzable
[-rotationLimit, +rotationLimit].
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Per tal d’aplicar l’operacio´ de rotacio´ a una polil´ınia, primer de tot s’ob-
tindra` el seu baricentre, i es rotara` cada ve`rtex de la polil´ınia al voltant
d’aquest en la direccio´ d’extrusio´, tants angles com indiqui el valor de
rotacio´. El cost d’aquesta operacio´ per tant e´s de θ(n).
• Forat: Tot i que no es genera el valor de la mateixa forma que de les
altres operacions, l’operacio´ de fer un forat tambe´ s’ha de guardar, i ho
fa en forma de boolea`. D’aquesta forma, quan sigui cert a una extrusio´,
es fara` el forat si es compleixen les condicions i despre´s es posara` a fals
per no estar generant forats constantment. La generacio´ d’aquest boolea`
s’estara` comprovant a cada extrusio´, i tindra` en compte tres para`metres:
el nu´mero d’extrusions del tu´nel actual, la probabilitat de fer forat per
al tu´nel actual la qual es va decreixent a mesura que s’esta` en un tu´nel
me´s profund, i el nu´mero total de forats fets. Existiran doncs diverses
condicions que utilitzen aquests para`metres per decidir si generar un forat
a la segu¨ent extrusio´ o no.
Independentment de la condicio´, sempre es comprovara` a l’inici que el
nu´mero d’extrusions sigui menor a un valor petit per tal de no generar un
forat massa al principi d’un tu´nel. Tambe´ es comprovara` que el nu´mero de
forats creats sigui menor al perme`s per la generacio´ actual, especificat pel
valor parametritzable maxHoles. La condicio´ sera` la mateixa per tota la
generacio´ i es pot parametritzar mitjanc¸ant la variable holeCondition:
– EachKDesv: Cada K extrusions s’intentara` generar un forat. Aques-
ta K e´s el valor parametrizable holeK
– EachKDesvProb: Sera` similar a l’anterior, pero` en comptes d’inten-
tar generar un nou forat segur, existira` una probabilitat de fer-ho.
Aquesta probabilitat correspon al valor parametritzable holeProb.
– MoreExtrMoreProb: A mesura que el tu´nel actual porti me´s extru-
sions, existira` me´s probabilitat d’intentar fer un forat. Utilitzara` el
valor holeProb, juntament amb el valor holeLambda, que rebra` un
valor petit. D’aquesta forma, la probabilitat d’intentar fer un forat
a cada extrusio´ sera` de holeProb + numExtrusions·holeLambda.
– MoreExtrLessProb: E´s el cas contrari a l’anterior, on a mesura que es
va fent extrusions hi ha menys probabilitat de fer un forat, de forma
que aquesta probabilitat e´s de holeProb - numExtrusions·holeLambda.
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Aquestes diverses condicions es van crear a l’inici del projecte per veure
com podia afectar cadascun als forats generats. A mesura que s’anava
avanc¸ant, es va observar que la millor condicio´ era el me`tode EachK, amb
un valor de K petit. Aixo` no genera` tants forats com es podria esperar
ja que per tal de generar un forat s’han de complir unes certes condicions
que tenen una depende`ncia directa en com s’ha format la cova fins al
moment. D’aquesta forma, cal estar provant de forma bastant regular si
es pot generar un nou forat.
• Il·luminacio´: Es genera un boolea` indicant si cal generar un punt de llum
o no, i es generara` sempre despre´s s’haver transcorregut el nu´mero d’ex-
trusions d’espera, pel que la seva generacio´ nome´s depe`n de generarRang
(opExtrBase, opExtrDesv). La duracio´ d’aquesta operacio´ es d’una ex-
trusio´. Inicialment la il·luminacio´ es generava d’aquesta forma, pero` al
veure resultats que no acabaven de conve`ncer es va acabar eliminant aques-
ta operacio´, generant l’il·luminacio´ amb un altre me`tode11.
• Estalagmites: Es genera un objecte del tipus estalagmita, estalactita o
pilar, mitjanc¸ant la generacio´ d’un valor aleatori entre un rang qualsevol,
donant una probabilitat de 40 40 20 per generar o be´ estalagmites, esta-
lactites o un pilar amb estalagmites i pilars respectivament. La duracio´
d’aquesta extrusio´ ve marcada pel rang aleatori generat.
• Noves operacions: A partir d’aqu´ı, es do´na la llibertat a un altre usuari
programador que pugui crear qualsevol altra operacio´, ja sigui per mani-
pular els ve`rtexs de l’extrusio´ o be´ poder afegir nous elements
En algunes ocasions, el valor generat no sera` directament el que s’apliqui a cada
operacio´, sino` que sera` una modificacio´ d’aquest per tal d’obtenir uns resultats
suavitzats12.
E´s molt important destacar que cap de les operacions implementades varia-
ran la polil´ınia de forma que es deixi de complir alguna de les seves propietats.
11Tal i com es comenta a l’apartat 14.13
12Aix´ı doncs, les operacions que no utilitzen directament el valor generat es comenten a
l’apartat 14.11
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14.5.2 Generacio´ valors aleatoris
Sempre que es vol generar un nu´mero aleatori, s’utilitza la funcio´ del propi
Unity, el qual realment genera un valor pseudoaleatori fent servir el que s’a-
nomenen seeds, o llavors[25]. A partir d’aquesta llavor, es generen sempre el
mateix conjunt de nu´meros aleatoris, de forma que a partir de l’u´ltim generat,
cada cop que s’esta` cridant a la funcio´ d’obtenir un nombre aleatori, es gene-
ra un nou nombre. E´s important destacar que sempre es generara` a partir de
l’u´ltim i sempre sera` el mateix. Aquest procediment rep el nom de Random
Number Generator(RNG), que e´s una te`cnica molt utilitzada a videojocs per
generar qualsevol valor aleatori, des de generacions procedural o per exemple
els objectes que pot deixar caure un enemic.
D’aquesta forma, amb el mateix valor de llavor s’obtindra` el mateix resultat,
cosa que pot ajudar molt a repetir una generacio´. Per defecte, si a Unity no se
li especifica cap llavor, creara` una de nova a partir de la data actual.
A part d’aquest me`tode es va estudiar fer me`todes propis de generacio´, com
per exemple l’opcio´ de que` el rang dels possibles valors a generar poguessin
seguir diferents distribucions probabil´ıstiques, com per exemple una Gaussiana,
una Exponencial, ... Finalment, pero`, ja s’obtenia un resultat forc¸a bo utilitzant
directament la funcio´ de Unity. A me´s a me´s, utilitzar diferents distribucions
probabil´ıstiques hauria complicat la possibilitat de que` es pogue´s tenir un fa`cil
control de tot el relacionat amb la generacio´ d’operacions des de el punt de vista
de l’usuari.
14.6 Forats
Els forats so´n una caracter´ıstica essencial per l’algoritme per tal de poder crear
i unir diferents tu´nels.
Per tal de crear un forat, s’utilitzaran la polil´ınia original i la generada en
una extrusio´, seleccionant el mateix nu´mero de ve`rtexs de cada una i correspo-
nents entre les polil´ınies. E´s a dir, si es marca el ve`rtex i-e`ssim de la polil´ınia
original per a pertanyer a un forat, tambe´ es marcara` el ve`rtex i-e`ssim de la
polil´ınia creada a l’extrusio´. Aquests ve`rtexs es marcaran com pertanyents a un
forat, de forma que no es triangularan entre ells i donaran peu a l’entrada d’un
nou tu´nel, sent alhora la connexio´ entre el tu´nel actual i el tu´nel just generat.
Inicialment es feia un forat agafant un nu´mero de ve`rtexs aleatoris seguits
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Figura 23: Exemple de la creacio´ d’un forat
a partir d’un dels ve`rtexs de la polil´ınia, tambe´ escollit aleato`riament. Aixo`
provocava que la cova pogue´s tenir forats a qualsevol part i en qualsevol direccio´,
complicant aix´ı el moviment i l’exploracio´ a trave´s d’aquesta. D’aquesta manera
tambe´ es generava una cova me´s petita per motius del me`tode triat d’evitar
interseccions13.
Per tal de millorar aixo`, es va decidir generar una direccio´ aleato`ria perta-
nyent a un cert rang parametritzable per l’usuari amb el valor directionYWalk-
Limit, de forma que la direccio´ de polil´ınia (la normal) corresponent al forat, no
s’allunyes massa d’aquesta direccio´. Es fa tenint en compte nome´s la component
y, de forma que no es permetra` que la cova vagi massa cap abaix o massa cap
amunt segons els para`metres; tenint aix´ı una cova explorable per personatges
que nome´s puguin caminar.
Per suposat que es pot parametritzar aquest valor de forma que realment no hi
hagi aquesta restriccio´ de la direccio´, pero` no es gens recomanable ja que com
a resultat es tindrien els problemes just anomenats anteriorment.
A les primeres etapes del projecte, la dista`ncia entre una extrusio´ normal i
una extrusio´ on es produ¨ıa un forat eren molt properes i petites. Aixo` provocava
que els forats generats fossin molt petits i no donessin la impressio´ de ser una
bifurcacio´ de la cova. Degut a que` es volia que les extrusions normals conti-
nuessin sent de una dista`ncia no massa gran14, es va imposar que el generador
13Explicat amb me´s detall a l’apartat 14.10
14Per les raons que s’expliquen a l’apartat 14.11
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d’operacions genere´s una dista`ncia me´s gran per a una extrusio´ amb forat.
Finalment, si aquest forat no es podia crear, per tal de no tenir una extrusio´
massa diferents de les altres, ja que seria me´s gran quan no hauria, es fa un
backtrack de l’extrusio´, creant-la de nou amb dista`ncia me´s petita.
A continuacio´ s’expliquen tots els passos que es segueixen per generar un
forat i per tant un tu´nel nou:
1. Extrudir amb dista`ncia gran, un valor aleatori pertanyent a un rang de dos
nu´meros parametritzables per l’usuari amb les variables distanceBigMin
i distanceBigMax.
2. Seleccionar els ve`rtexs de l’extrusio´ que formaran el forat. Aquest pas
aprofitara` la propietat que tenen les polil´ınies de tenir els ve`rtexs ordenats
en sentit horari, aix´ı com la propietat de l’extrusio´ de la corresponde`ncia
entre ve`rtexs. D’aquesta forma, caldra` nome´s trobar un ı´ndex inicial i la
mida del forat.
Inicialment per tal de trobar aquests valors, primer es generava una direc-
cio´ aleato`ria de la mateixa forma que quan es genera un canvi de direccio´:
es seleccionaven valors completament aleatoris per les components x i z
(entre -1 i 1), i un valor aleatori per la component y entre uns valors pa-
rametrizables per l’usuari amb la variable directionYWalkLimit, degut
a la restriccio´ de poder caminar per la cova.
Me´s tard, es va implementar un nou me`tode degut a que` tanta aleatori-
etat provoca direccions massa allunyades i per tant no permeses per les
diferents restriccions. Aquest me`tode el que fa e´s primer de tot decidir si
el forat es generara` a la dreta o a l’esquerra respecte la direccio´ d’extrusio´,
amb probabilitat 50 50. Es generara` una direccio´ normal aproximada del
forat a partir del producte vectorial entre la direccio´ d’extrusio´ actual i el
vector up, intercanviant l’ordre del producte segons sigui cap a la dreta o
l’esquerra. A partir d’aquesta direccio´, es modificara` de forma aleato`ria i
petita les tres components del vector direccio´, comprovant sempre que la
component y no s’allunyi massa de la restriccio´ comentada.
Un cop generada aquesta direccio´, es compararan la direccio´ entre el bari-
centre i cada ve`rtex, seleccionant com a va`lids per al forat els ve`rtexs els
quals produeixin una direccio´ no massa allunyada a la direccio´ generada.
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Aquesta proximitat entre direccions es fa mitjanc¸ant un l´ımit d’angle entre
direccions, sent aquest un altre valor parametritzable mitjanc¸ant la vari-
able holesMaxAngleDirection. Tot i aix´ı, aquesta difere`ncia ma`xima
d’angle no ha de ser gaire gran, ja que de ser-ho, es podrien produir arti-
facts, tenint com a resultat una triangulacio´ no desitjable.
Inicialment degut a que` el nu´mero de ve`rtexs de la polil´ınia era totalment
aleatori, en moltes ocasions s’agafava un nu´mero de ve`rtexs tan grans,
que la direccio´ de la polil´ınia feia que a l’extrudir s’interseccione´s amb ella
mateix i es creessin artifacts.
Figura 24: Es pot observar com agafar molts ve`rtexs d’una polil´ınia al fer un
forat genera una normal on en alguns casos (l´ınies vermelles) es generaran nous
ve`rtexs entremig de la polil´ınia existent, creant d’aquesta forma artifacts
Es comprovara` que el nu´mero de ve`rtexs va`lids oscil·lin entre el rang pa-
rametritzable per les variables holeMinVertices i holeMaxVertices.
Amb aixo` s’haura` trobat els ve`rtexs de les dues polil´ınies que formaran
el forat, donant una polil´ınia sime`trica (e´s a dir, el mateix nombre de
ve`rtexs per a cada polil´ınia i units entre ells) degut a com es generen les
extrusions.
3. Per al segu¨ent pas inicialment es comprovava que la nova polil´ınia formada,
anomenada polil´ınia forat a partir d’ara, no tingue´s una direccio´ d’ex-
trusio´ inicial (una normal), amb una inclinacio´ massa cap abaix o massa
cap amunt. Aixo` es feia comprovant la component y amb un valor l´ımit,
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el qual e´s parametritzable per l’usuari amb la variable directionYWalk-
Limit. Tambe´ es volia comprovar que no es cree´s cap artifact.
Tambe´ molt al principi del desenvolupament, la comprovacio´ de la direccio´
es feia un cop acabat tot el proce´s de creacio´ del forat, un cop s’ane´s a
extrudir. Aixo` provocava que s’hague´s de tancar immediatament el tu´nel
i es quede´s nomes amb una polil´ınia, cosa que no era gens desitjable. Per
aixo`, es va posar aquesta comprovacio´ mentre es generava el forat.
Tot i aix´ı, amb la generacio´ de la direccio´ final que s’ha fet, ja no cal
comprovar que la direccio´ de la polil´ınia sobrepassi aquest l´ımit, ja que es
fa de forma impl´ıcita al generar la direccio´.
4. Inicialment amb aixo` ja s’obtenia l’inici del nou tu´nel. Es va observar,
pero`, que s’obtenien resultats massa quadrats i amb formes estranyes als
costats. Aixo` era degut ba`sicament a que` per culpa de l’extrusio´, els
ve`rtexs de la polil´ınia forat sempre quedaven molt dividits entre els ve`rtexs
de la polil´ınia extrudida i la polil´ınia entre una aresta molt allargada, com
a resultat de l’extrusio´ amb gran dista`ncia. Aixo` tambe´ podia formar arti-
facts a la llarga, despre´s d’acumular formes estranyes durant les extrusions
i forats segu¨ents.
Figura 25: Generacio´ de formes irregulars al seleccionar un conjunt de ve`rtexs al
fer un forat a una extrusio´ entre a (verd) i b (blau). Al no ser els ve`rtexs copla-
naris i extrudir-los en direccio´ a la normal de la polil´ınia, s’acabarien produint
polil´ınies massa irregulars, i la possibilitat de que` acabessin sent artifacts
Per tal de solucionar aixo`, es crea una nova polil´ınia a partir de la polil´ınia
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forat, la qual sera` tractada realment com el inici del tu´nel. Aquesta nova
polil´ınia sera` creada a partir de una projeccio´ de la polil´ınia forat en la
direccio´ de la seva normal.
Aix´ı doncs, es creara` un pla en direccio´ de la normal i a una certa dista`ncia
de forma que no interseccioni amb la polil´ınia forat. La projeccio´ inicial-
ment nome´s estara` formada per un subconjunt dels ve`rtexs de la polil´ınia
forat projectats. La mida d’aquest subconjunt de ve`rtexs sera` sempre el
mateix que el nu´mero de ve`rtexs utilitats per seleccionar l’entrada de la
cova. D’aquesta forma, un cop projectats seran suavitzats i escalats a la
mida del forat per formar aix´ı la polil´ınia entrada del nou tu´nel, complint
aix´ı la propietat de que` totes les polil´ınies tenen la mateixa mida.
S’ha escollit aquest procediment en comptes de simplement projectar tots
els ve`rtexs de la polil´ınia forat ja que realment no caldrien tants ve`rtexs,
a part del problema d’estar molt dividits com s’ha comentat pre`viament.
Figura 26: Projeccio´ de la polil´ınia forat(verd) per crear la nova polil´ınia pro-
jeccio´ (vermell) que representa l’inici del tu´nel creat a partir del forat
5. Un cop generat aquesta nova polil´ınia, anomenem-li polil´ınia projeccio´,
e´s quan s’ha de fer la comprovacio´ d’evitar que no es generi cap artifact
comprovant que la polil´ınia projeccio´ sigui convexa i simple. Per definicio´,
basta amb comprovar que sigui convexa ja que aixo` implica simplicitat.
Tambe´ es fa la comprovacio´ de que` la polil´ınia projeccio´ no tingui un
radi menor al perme`s per a qualsevol polil´ınia, aix´ı com la de que` no
interseccioni amb cap altre part de la cova ja generada.
6. Cal inicialitzar els ı´ndexs de la polil´ınia projeccio´, aix´ı com les seves co-
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ordenades de textures, comentat en el respectiu apartat. Finalment, cal
triangular entre la polil´ınia forat i la polil´ınia projeccio´. Per tal de fer-ho,
es seguira` un me`tode que beu del ca`lcul d’envolupants convexes en 3D15.
Per tant, el pseudocodi de la generacio´ d’un forat seria el segu¨ent:
Pre: Rep dos polilı´nies, on la segona ha estat generada a
partir d’extrudir la primera
Post: Retorn la polilı´nia ja suavitzada que permet crear un nou




Si polHole es null
Retornar null
polProjection = polHole.projectar









Pre: Rep dos polilı´nies, on la segona ha estat generada a
partir d’extrudir la primera
Post: Retorna la polilı´nia que representa el forat creat amb ve`rtexs
de les polilı´nies para`metres, o null si no s’ha pogut crear el forat
SeleccionarCandidatsForat(polOriginal,polNova)
dirAprox = random.esquerra ? cross(polOriginal,up) :
cross(up,polOriginal)
dirAprox = random.canviar(dirAprox)
primer = Obtenir primer vertex de polrOriginal que direccio
amb baricentre no s’allunyi molt de dirAprox
midaForat = 0
15Aquest me`tode i les seves consequ¨e`ncies esta` comentat amb detall al subapartat 14.8.2
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Mentre direccio(polOriginal.obtenirVertex(primer+midaForat),
baricentre) no s’allunyi de dirAprox
++midaForat
midaForat *= 2
Si midaForat < holeMin || midaForat > holeMax
Retornar null
i = 0









14.7 Estalagmites, estalactites i pilars
Aquest apartat explica el me`tode utilitzat per a la creacio´ tant d’estalagmites
(trossos de cova que surten del terra), estalactites (trossos de cova que surten
del sostre) com de pilars, que realment so´n la unio´ d’una estalagmita i una es-
talactita.
A partir d’ara s’utilitzara` el terme espeleotema16 per referir-nos a qualsevol
d’aquests tres tipus d’objectes que es crearan.
Inicialment es volia generar un espeleotema a partir de quatre ve`rtexs ve¨ıns
d’una extrusio´, dos de cada polil´ınia.
Aquesta decisio´ va tenir dos canvis: El primer d’ells va ser poder generar-lo amb
me´s ve`rtexs, sempre un nu´mero parell que depengue´s de la dista`ncia d’extrusio´
de forma que la base de l’espeleotema quede´s el me´s quadrada possible per tal
de semblar me´s real. Tot i aix´ı, es va imposar un l´ımit de 5 ve`rtexs per polil´ınia,
per tal de que` no quede´s massa exagerada
El segon, tambe´ per intentar afegir me´s realisme i per tant immersio´, va ser
el poder crear me´s d’un espeleotema per extrusio´, degut a que` normalment
aquestes so´n creades en petits grups, degut a erosions i altres raons naturals del
16Una paraula utilitzada per al deposit de minerals que formen diferents cavitat a les coves
i altres medis semblants
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(a) Estalactita (b) Estalagmita
(c) Pilar amb estalactites
Figura 27: Tipus d’espeleotemes
comportant del medi d’una cova. D’aquesta forma, a una mateixa extrusio´ es
podran generar com a ma`xim un pilar me´s estalagmites, o be´ un pilar com a
ma`xim me´s estalactites, depenent del que s’hagi decidit al generador d’operaci-
ons. A me´s, per tal de reforc¸ar el concepte de que` estiguin en petits grups, la
duracio´ de l’operacio´ de generar espeleotema hauria de durar me´s d’una extrusio´
El proce´s per crear-los a cada extrusio´ s’explica a continuacio´:
1. Obtenir la mitjana de dista`ncia entre ve`rtexs per, a partir d’aquest valor
i el de la dista`ncia d’extrusio´, decidir quants ve`rtexs s’utilitzaran per tal
de que` l’espeleotema creat tingui una base el me´s quadrada possible.
2. Obtenir els ve`rtexs candidats a partir dels quals es creara` un espeleotema.
Degut a la propietat d’estar ordenats i que totes els espeleotemes utilit-
zaran el mateix nu´mero de ve`rtexs, nome´s cal guardar-se el primer dels
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ve`rtexs que tindran cadascun d’ells.
Per tal de trobar aquests candidats, primer es decidira` quants espeleote-
mes es crearan per a l’extrusio´ actual, sent aquest un valor aleatori entre
1 i 5. Despre´s s’iterara` tants cops com espeleotemes es vulguin crear, i per
cadascuna d’aquestes iteracions es miraran tots els possibles ve`rtexs a par-
tir dels quals es pot generar l’espeleotema. Per decidir el millor candidat,
es mirara` quin de tots els ve`rtexs formaria la base de l’espeleotema amb
la direccio´ (normal) me´s propera a la direccio´ objectiu. Aquesta direccio´
sera` el vector down per les estalactites i pilars, i el vector up per a les
estalagmites. Un cop s’hagi seleccionat el ve`rtex candidat, es formara` la
polil´ınia inicial de l’espeleotema a partir de la mida que ha de tenir aquest.
A mesura que es vagin obtenint els candidats, caldra` marcar com a inva`lids
els ve`rtexs que ja s’han obtingut, de forma que els espeleotemes no inter-
seccionin entre ells. El pseudocodi per obtenir aquests ve`rtexs candidats
seria el segu¨ent:
Pre: Rep dos polilı´nies, on la segona ha estat generada a
partir d’extrudir la primera; juntament amb la mida i
direccio´ desitjada de l’espeleotema
Post: Retorna els ve`rtexs inicial a les polilı´nies amb
direccio´ de la normal me´s propera a la desitjada per formar
un espeleotema entre les polilı´nies para`metre i amb la mida
rebuda segons el para`metres obtinguts
ObtenirCandidatsEspeleotema(sizeEsp,originPoly,newPoly,objectiu)
numEsp = generarRang(1,5)
Iterar tants cops com numEsp
Per cada vertex v de originPoly
Per cada vertex candidat c ja trobat && !vInvalid
vInvalid = (p >= c && p < c+sizeEsp/2-1) ||
(c >= p && c < p + sizeEsp/2-1)
Si vInvalid




Si angle(posibleCandidat,objectiu) < angleCandidatActual
angleCandidatActual = angle(posibleCandidat,objectiu)
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Si s’ha trobat candidat
resultat.AfegirCandidat
Retornar resultat
Pre: Rep dos polilı´nies, on la segona ha estat generada a
partir d’extrudir la primera; juntament amb la mida i un
ve`rtex pertanyent a la primera polilı´nia
Post: Retorna la polilı´nia que representa l’espeleotema
creat entre les dues polilı´nies, amb el ve`rtex inicial i la
mida seleccionats
CreaPoliliniaEsp(sizeEsp, originPoly,newPoly, v)
Iterar entre sizeEsp/2-1 i 0
resultat.afegirVertex(originPoly.obtenirVertex(v+i)
Iterar entre 0 i sizeEsp/2
resultat.afegirVertex(newPoly.obtenirVertex(v+i)
Retornar resultat
Aquesta operacio´ te´ un cost lineal en la mida de la polil´ınia d’extrusio´.
L’ordre que es segueix per crear la polil´ınia de l’espeleotema sera` de forma
que els ve`rtexs estiguin en ordre horari i comenc¸ant per la polil´ınia original,
tal i com s’ha indicat a la funcio´ CrearPolilinaEsp, la qual rep la mida de
l’espeleotema, les dues polil´ınies de l’extrusio´ i el ve`rtex candidat, i retorna
la polil´ınia corresponent a l’inici de l’espeleotema.
3. Un cop obtinguts tots els candidats, caldria iterar per tots ells i crear
l’espeleotema corresponent. En cas de que` s’hagi de crear un pilar, es
limitara` a crear nome´s un per extrusio´ degut a que` sino´ visualment queda
molt carregat, i sempre sera` el primer ve`rtex candidat. Despre´s, es decidira`
si tots els altres espeleotemes seran o be´ estalagmites o be´ estalactites
mitjanc¸ant l’aleatorietat amb probabilitat 50 50.
• En cas de que` l’espeleotema a crear sigui una estalagmita o una esta-
lactita, primer de tot s’inicialitzaran els ve`rtexs de la mateixa forma
que per als tu´nels. Despre´s, caldra` trobar el ve`rtex sime`tric al bari-
centre de la polil´ınia respecte una l´ınia horitzontal, per tal de trobar
la dista`ncia ma`xima a la qual l’espeleotema pugui tenir sense inter-
seccionar amb l’altra punta de la polil´ınia, com es pot veure a la
figura 30. Aquest ve`rtex sime`tric sera` el que tingui menor difere`ncia
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Figura 28: Exemple de com es genera una estalactita a l’extrusio´ de a (verda)
que genera la polil´ınia b (blava). En aquest cas, la polil´ınia inicial de la esta-
lactita estaria formada per els ve`rtexs a5,a4,b4,b5, que es correspondrien als
ve`rtexs de l’estalactitae0,e1,e2,e2,e3 (en vermell)
d’angle entre el vector format pel ve`rtex candidat i el ve`rtex que
s’esta` comprovant i el vector objectiu, que igual que abans, sera` el
vector up per les estalagmites i el vector down per les estalactites.
Un cop trobat aquest ve`rtex, es calculara` la dista`ncia ma`xima de
l’espeleotema, i es multiplicara` per un nombre aleatori corresponent
al rang [0.15,0.75], per tal de que` a una mateixa extrusio´ els espeleote-
mes tinguin diferent mida i hi hagi d’aquesta forma me´s irregularitat.
A partir d’aquesta dista`ncia, es calculara` a quanta dista`ncia ha d’extrudir-
se cada cop l’espeleotema i amb quin valor s’ha d’escalar, de la ma-
teixa forma que es fa per a l’extrusio´ d’un tu´nel, ja que es tindra` com
a constant la mida final de l’espeleotema (un valor molt proper a 0)
i el nu´mero d’extrusions, un valor generat entre el rang 4 i 10. A
partir d’aquests valors, ja es podra` extrudir de la mateixa forma que
es fa amb un tu´nel, aplicant constantment l’operacio´ d’escalat.
Pre: Rep dos polilı´ınies, on la segona ha estat generada
a partir d’extrudir la primera; juntament amb els altres
para`metres per generar l’espeleotema
Post: Crea un espeleotema a partir dels para`metres
seleccionats
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Figura 29: Exemple de com es forma es troba el ve`rtex sime`tric a partir d’un
vector en la direccio´ de les y. En el cas del ve`rtex a7, els dos ve`rtexs amb l’angle
me´s proper serien a1 i a2. En el cas de a4, no s’obtindria cap ve`rtex al estar
fora de la polil´ınia
CrearEstalagmitaEstalactita
poliliniaCandidat.inicialitzar
Per cada vertex de originPoly
Obtenir minim angle(objectiu,vertexActual-
baricentreCandidat)




valorEscalat = Mathf.Pow (midaFinal / candidat.radi*2,
1 / numExtrusions)
Extrudir(poliliniaCandidat, distanciaExtrusio,valorEscalat)
• D’altra banda, si es tracta d’un pilar tindrem el punt des d’on co-
menc¸ar a crear el que vindria a ser una estalactita, degut al vector
objectiu que se li ha donat per trobar al candidat, el que vindria a
ser l’inici del pilar o la part superior. Despre´s caldra` trobar el final
del pilar, el que vindria a ser l’inici de l’estalagmita corresponent a
aquest pilar. E´s a dir, caldra` trobar el candidat amb una direccio´
d’extrusio´ me´s propera a up.
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Caldra` fer una comprovacio´ de que` entre aquests dos ve`rtexs inici i
final del pilar hi hagi una direccio´ suficientment vertical per tal de
que` no es vegi com si estigue´s molt inclinat, ja que provocaria poc
realisme.
A partir d’aqu´ı es fara` el mateix que per a les estalagmites i esta-
Figura 30: Exemple de com seria un pilar sense limitar la direccio´ verticalment,
quedant massa inclinat i evitant immersio´
lactites, extrudint amb una mida igual a la dista`ncia entre els punt
inicial i final entre 2: es generara` una estalactita des de l’inici i una
estalagmita des de el final. D’aquesta forma, al punt on acaba ca-
dascuna que coincideix amb el punt mig, donara` l’impressio´ de que`
estan conectades i formen part del mateix objecte, com si es tracte`s
d’un pilar.
Cal comentar que inicialment la direccio´ en la qual s’extrudia era en la ma-
teixa que la normal de la polil´ınia, pero` es va canviar a la direccio´ up o down
segons si era estalagmita o estalactita per tal de que` totes tinguessin la mateixa
direccio´ i semble´s me´s uniforme i natural.
Alguns dels problemes que es tenen a l’hora de generar aquests objectes, es
que en extrusions on el radi de la polil´ınia e´s molt gran (e´s a dir, la polil´ınia e´s
molt ample), pero` hi ha pocs ve`rtexs, es veu un espeleotema massa gran degut
que el me`tode de creacio´ agafa ve`rtexs ja existents.
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14.8 Triangulacio´
Tots els models d’objectes en gra`fics no son me´s que un conjunt de triangles.
Per tant, tota la generacio´ de la cova gira al voltant de generar triangles, a partir
dels ve`rtexs de les polil´ınies. Abans de comenc¸ar a explicar com sera` el proce´s
de triangulacio´ cal tenir en compte dos aspectes importants:
• L’Orientacio´ de la cara d’un triangle s’utilitza per pintar aquell triangle
o no segons la posicio´ de la ca`mera respecte la qual es dibuixa o renderitza
l’escena. Si per un triangle la direccio´ d’aquesta orientacio´ no esta` cap a la
ca`mera, el triangle sera` descartat i no es dibuixara`17. Aquesta orientacio´
e´s calculada segons l’ordre dels ve`rtexs del triangle, depenent si e´s horari
o antihorari, com es pot veure a la figura 31. Per tant, caldra` sempre que
l’orientacio´ dels triangles sigui cap a dins de la cova, ja que l’objectiu es
explorar-la i per tant visualitzar-la des de dins.
• El Sistema de coordenades pot ser del tipus ma` dreta o ma` esquerra,
segons com es calculi el producte vectorial de l’eix x i el y per obtenir el
z, amb la regla de la ma` dreta o esquerra respectivament. Cal determinar
quin s’esta` utilitzant ja que la decisio´ de si un conjunt de ve`rtexs esta` en
sentit horari o antihorari depe`n de quin sistema s’estigui utilitzant. Unity
utilitza un sistema de ma` esquerra, pel que es fara` servir aquest. Per
tant, per tal de pintar correctament un triangle, caldra` que els seus ve`rtexs
estiguin en ordre horari.
Aix´ı doncs, tenint en compte aquests aspectes, a continuacio´ s’explica quan
i de quina formara` es triangulara`.
14.8.1 A l’Extrudir
Aquesta tasca va ser de les primeres en implementar-se i la qual no ha tingut
masses canvis.
Degut a que` en una extrusio´ hi ha el mateix nu´mero de ve`rtexs per a les dues
polil´ınies entre les quals s’ha de triangular i els ve`rtexs estan units un a un de
la forma en la que s’ha extrudit, es pot veure cada grup de quatre ve`rtexs com
un quad. E´s a dir, per cada ve`rtex de la polil´ınia original, es formara` un quad
amb el segu¨ent ve`rtex adjacent en sentit horari i els dos ve`rtexs corresponents
a aquests de la polil´ınia creada a l’extrusio´.
17Aquest proce´s s’anomena Culling
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Figura 31: Exemple de culling. Degut a l’ordre dels ve`rtexs, un sistema ma`
dreta i la direccio´ de la ca`mera (cap a la pantalla), el triangle de la dreta no es
pintaria
Pre: Rep dos polilı´ınies, on la segona ha estat generada a
partir d’extrudir la primera
Post: Afegeix a la mesh tots els triangles de l’extrusio´
TriangulaPolilinies(p1,p2)
Per a cada ve`rtex de p1
v = posicio del vertex actual de p1
TriangulaQuad(p1(v),p1(v+1),p2(v),p2(v+1)
Pre: Rep quatre ve`rtexs, els dos primers corresponents a la
polilı´nia original d’una extrusio´, i els altres dos a la
polilı´nia resultant de l’extrusio´. Els quatre ve`rtexs estan
units formant un quad
Post: Afegeix a la mesh els dos triangles corresponents al quad
TriangulaQuad(bl,br,tl,tr)
Si ni bl ni br ni tl ni tr pertanyen a un forat
Generar triangle entre bl,tr,tl
Generar triangle entre bl,br,tr
Cada quad generara` dos triangles, degut a que` dos triangles formen un quadrat.
Per tant, per a cada extrusio´, es generaran θ(2·n) triangles, sent n el nu´mero de
ve`rtexs que forma una polil´ınia.
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Figura 32: Triangulacio´ de l’extrusio´ de la polil´ınia b (blau) a partir de a (verd),
estant els triangles marcats en vermell. Com a exemple i seguint el pseudocodi,
es segueix la nomenclatura bl,br,tl,tr per indicar a cada iteracio´ el ve`rtex inferior
esquerra, inferior dret, superior esquerra i superior dret respectivament del quad
14.8.2 Al fer forats
Al principi es triangulava un forat com una extrusio´ me´s, ja que a partir dels
ve`rtexs marcats per a fer un forat, es creava una polil´ınia i era tractada com
l’inici d’un tu´nel. Aixo`, com es comenta a l’apartat 14.6, provocava a la llarga
formes estranyes a la cova, i per tal de solucionar-lo, a partir d’aquesta polil´ınia
es genera una altra utilitzant me`todes de projeccio´. Aquesta nova polil´ınia va
passar a ser tractada com a l’inici del tu´nel creat amb el forat, per tal d’evitar
el problema anomenat i poder tenir aix´ı me´s control de com es fa la generacio´.
Aix´ı doncs, es va haver d’idear una manera per triangular entre aquesta polil´ınia
formada a partir d’alguns dels ve`rtexs de les dues polil´ınies d’una extrusio´ i en-
tre la nova polil´ınia que vindria a ser l’entrada del nou tu´nel.
Aquesta triangulacio´ es fa a partir de la idea del merge de l’algoritme de
Divide and conquer per a trobar envolupants convexes d’un conjunt de punts
en 3D[26]. Es tracten les dues polil´ınies entre les quals es vol triangular com si
fossin les dues envolvents convexes que es volen fusionar per a trobar la envo-
lupant convexa que formen entre les dues. D’aquesta forma, es troben tots els
triangles que uneixen les dues polil´ınies.
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L’algoritme comenc¸a amb un ve`rtex de cada polil´ınia, anomenem-los a i b.
S’agafara` el segu¨ent ve`rtex de cada polil´ınia en sentit horari, a’ i b’, i donat
que a la polil´ınia ja estan guardats seguint aquest ordre aquesta operacio´ te´ un
cost constant. A continuacio´, si l’angle format pels segments ab i aa’ e´s menor
que el format pel ba i bb’, s’agafara` com a guanyadora la primera polil´ınia, es
triangulara` entre aa’b, i a passara` a valdre a’. Intercanviant els rols de a i b,
s’obte´ ana`logament el cas on la segona polil´ınia e´s la guanyadora.
En aquest cas a cada iteracio´ nome`s es te´ un candidat per polil´ınia, mentre que
a l’algoritme original on es te´ qualsevol envolupant convexa, e´s molt estrany que
es produeixi aquest fenomen. Al trobar-se en unes condicions diferents que a
l’algoritme general, es va haver d’afegir un l´ımit de quants cops un mateix ve`rtex
podia ser escollit com a guanyador ja que degut a que` la polil´ınia que representa
el forat no sempre e´s convexa, es podien arribar a crear alguns artifacts. Aquest
l´ımit pren un valor molt petit.
Tot i aix´ı, hi ha casos extrems on el resultat no e´s gaire bo, com es pot apreciar
a la figura 33.
Pre: Rep dos polilı´ınies,la primera corresponent a un forat
creat a partir d’una extrusio´, i la segona la projeccio´
de la primera polilı´nia
Post: Triangula entre les dues polilı´nies
TriangulaForat(p1, p2)
a = b = 0





Si a no ha canviat durant maxWin
guanyador = b
Altrament si b no ha canviat durant maxWins
guanyador = a
Altrament
Si aAngle < bAngle
guanyador = a
Altrament guanyador = b
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Si guanyador == a
Generar triangle p1(a),p1(a’),p2(b)
a = a’
Altrament guanyador == b
Generar triangle p1(a),p2(b’),p2(b)
b = b’
Si a >= numvertexs(p1)
Mentres b < numvertexs(p2)
Generar triangle entre p1(a), p2(b), p2(b+1)
b++
Altrament b >= numvertexs(p2)
Mentres a < numvertexs(p1)
Generar triangle entre p2(b), p1(a), p1(a+1)
a++
Figura 33: Es pot observar com el forat no es triangula equitativament, produint
tancaments. Si no es fique´s el l´ımit de iteracions seguides on un ve`rtex pot ser
guanyador, aquesta situacio´ seria me´s frequ¨ent
El nu´mero de ve`rtexs generats per tant sera` θ(m+n), on m e´s el numero de
ve`rtexs agafats de l’extrusio´ per generar el forat i n el nu´mero de ve`rtexs de la
polil´ınia que forma l’inici del nou tu´nel. n sera` sempre major que m, pel que el
cost es redueix a θ(n).
14.8.3 Al tancar un tu´nel
Un cop s’ha finalitzat la creacio´ d’un tu´nel, be´ perque` s’ha extrudit fins al ma`xim
de cops permesos o be´ perque` s’ha detectat una interseccio´ al haver-hi un tros
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de la cova generada pre`viament, cal tancar el tu´nel actual.
Per tal de tancar el tu´nel, caldra` trobar un punt mig amb el qual tots els
ve`rtexs de la polil´ınia s’uniran i produiran el tancament. Aixo` e´s simplement
trobar el baricentre de la polil´ınia fent la mitjana de tots els ve`rtexs, i finalment
triangular els ve`rtexs amb aquest baricentre. La triangulacio´ sera` molt senzilla:
constara` en un bucle que recorrera` tots els ve`rtexs i formara` un triangle amb el
ve`rtex actual, el segu¨ent i el baricentre. S’ha escollit aquest ordre degut al que
s’ha comentat sobre l’orientacio´ de la cara i el sistema de coordenades.
Pre: Rep una polilı´nia corresponent a la u´ltima d’un tu´nel.
Post: Afegeix a la mesh el tancament de la polilı´nia para`metre
triangulant amb el baricentre d’aquesta
Tancar polilinia(p)
b = baricentre(p)
Per a cada vertex de p
v = posicio del vertex actual de p
Generar triangle entre p(v),p(v+1),b
Per tant, el nu´mero de triangles generats so´n θ(n), on n e´s el numero de ve`rtexs
de la polil´ınia.
14.8.4 Espeleotema
Degut a que` els espeleotemes es creen de la mateixa forma que un tu´nel tal i
com s’ha explicat al seu apartat corresponent, el nu´mero de triangles generats
so´n els mateixos: θ(n·e + n). n e´s el nu´mero de ve`rtexs que formen una polil´ınia
de l’espeleotema i e e´s el nu´mero d’extrusions que es fan per a un espeleotema,
on n sempre sera` uns valor molt petit, i e tindra` un valor constant i tambe´ petit
per raons de construccio´ de l’espeleotema.
La suma es deu a que` cal afegir el cost de tancar un tu´nel, que vindria a ser un
espeleotema en aquest cas.
En el cas dels pilars, aquest valor es doblara` degut a que` s’esta` generant una
estalagmita i estalactita a l’hora. En qualsevol cas, el cost final de generar un
espeleotema acaba sent θ(n·e).
Degut a que` a diferencia de la cova, es vol que els triangles dels espeleotemes
siguin vists des de fora, e´s a dir, no com si estigue´ssim a dins de l’espeleotema;
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caldra` fer una excepcio´ i canviar l’ordre dels ve`rtexs per a generar els triangles
i que siguin visibles des de fora.
14.8.5 Cost de la triangulacio´
Degut a que` el cost de crear i afegir un triangle a la mesh e´s constant i que
la resta d’operacions de la triangulacio´ no afegeixen cap cost addicional, es pot
veure que el cost total de la triangulacio´ e´s igual als triangles generats. A me´s,
aquest cost e´s sempre lineal segons el nu´mero de ve`rtexs de la polil´ınia
Els para`metres maxExtrudeTimes i maxHoles representen el nu´mero
d’extrusions ma`ximes per tu´nel i de tu´nels ma`xims respectivament. Degut a les
possibles interseccions, aquest valors no seran sempre exactes, sino´ que seran el
valor ma`xim que es pot arribar a tenir.
Pel ca`lcul dels triangles totals generats als forats, es fara` servir el para`metre ho-
lesMaxVertices, que indica el nu´mero ma`xim de ve`rtexs que es poden utilitzar
per generar un forat; que de la mateixa forma no sempre s’arribara` a aquest
l´ımit.
El nu´mero de espeleotemes creats sempre sera` inferior al nu´mero total d’extru-
sions, pel que es pot utilitzar aquest valor com a fita.
Com s’ha vist, el cost de generar un espeleotema e´s lineal en n, pel que s’utilit-
zara` aquest cost.
Per tant, el nu´mero de triangles totals que es generaran a una execucio´, aix´ı
com el cost de crear-los sense tenir en compte els costos de les interseccions i
el suavitzat, sera` de l’ordre de O(2·n·maxExtrudeTimes·maxHoles + (HolesMax-
Vertices + n)·maxHoles + n·maxHoles) + n·e·maxExtrudeTimes·HolesMaxVertices,
el que vindria a ser O(n·maxExtudeTimes·maxHoles).
Es pot veure que no e´s massa complexe per tant el cost de la generacio´. S’ha
demostrat en apartats anteriors que el cas pitjor de generar qualsevol operacio´
e´s sempre lineal respecte el nombre de ve`rtexs de polil´ınia. Per tant, es justifica
el cost total fins al moment de O(n·maxExtudeTimes·maxHoles).
Finalment, faltaria tenir en compte la comprovacio´ de la interseccio´, el qual,
tal i com es demostra al segu¨ent apartat, e´s el coll d’ampolla ja que es passa
a tenir un cost quadra`tic en un hipote`tic cas pitjor que absolutament mai s’as-
solira`. Per aquesta u´nica rao´ de les interseccions, no es podria agafar el cost
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anterior com a cost total de la generacio´ final.
Altres aspectes com la texturitzacio´ o el suavitzat no afegeixen cost addicional
tal i com s’explica als corresponents apartats.
14.9 Mesh
S’utilitza una estructura de dades pro`pia per representar la mesh, que me´s tard
es transforma a una mesh de Unity.
Aquesta estructura de dades contindra` la segu¨ent informacio´:
• Llista de posicions dels ve`rtexs
• Llista de coordenades de textura dels ve`rtexs. Juntament amb l’anterior,
quan s’afegeix una nova polil´ınia s’afegeix tant la posicio´ a l’espai com la
de la textura de tots els ve`rtexs, en ordre de ve`rtex. Per tant, han de tenir
la mateixa mida
• Llista de triangles: Al acabar una extrusio´, crear un forat, un espeleotema
o be´ tancar un tu´nel, s’afegiran tots els triangles generats. Ha de ser
mu´ltiple de 3 degut a que` per cada triangles es te´ els ı´ndexs dels ve`rtexs
pels quals esta` format. Per cada triangle, els ve`rtexs han de mantenir
l’ordre anomenat a l’apartat 14.8. Sempre que es vagi a generar un nou
ve`rtex, per saber l’´ındex el qual donar-li s’utilitzara` el numero de ve`rtexs
creats fins al moment.
• Set amb la llista de ve`rtexs que pertanyen a un forat, per tal de po-
der marcar-los per me´s tard poder aplicar un suavitzat nome´s a aquests
ve`rtexs. A mesura que es vagi creant forats, s’afegira` els ı´ndexs dels ve`rtexs
corresponents.
Inicialment s’utilitzava nome´s una mesh pro`pia que era transformada direc-
tament a una de Unity per tal de guardar tota la informacio´ sobre la triangulacio´
i el renderitzat. A mesura que s’anaven implementant millores, especialment la
de generar me´s ve`rtexs per tal de tenir una forma me´s suavitzada a la cova i
me´s agradable visualment, es va trobar amb el problema de que` es sobrepassava
el l´ımit de ve`rtexs per mesh permesos per Unity, el qual e´s aproximadament
65536 degut a que` per a guardar els ı´ndexs s’utilitzen enters de 16 bits. Es van
considerar les segu¨ents solucions:
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• El primer que es va pensar per resoldre aixo` va ser en un cop acabada la
generacio´, dividir la pro`pia mesh en diferents submeshes, el que vindria a
ser realment tenir diverses meshes. El principal problema d’aquest me`tode
era que no es sabia molt be´ quan ni com dividir la mesh, ja que no es podia
fer en l’ordre en el qual anaven apareixen els diferents ve`rtexs degut a que`
per exemple, en la versio´ recursiva aquest no estarien ordenats per l’ordre
en el que s’anaven triangulant.
• L’altra alternativa i la que es va aplicar e´s dividir les meshes a mesura
que s’anava fent la generacio´. Per resoldre el problema de quan s’havia de
fer el canvi de mesh, es va decidir una solucio´ molt intu¨ıtiva: cada tu´nel
seria representat per una mesh diferent.
Per als espeleotemes, s’utilitza una mesh a part, per tal de tenir-ho separat i
evitar possibles problemes d’indexacio´ de ve`rtexs per a triangular. Si es veu
que s’esta` a punt d’arribar al nu´mero ma`xim de ve`rtexs permesos per mesh, es
genera una nova mesh per evitar aquest problema.
Tal i com es generen els ı´ndexs quan es crea un nou ve`rtexs, es te´ un cost
constant a l’hora d’afegir un nou ve`rtex i triangle, juntament amb l’estructura
de dades utilitzada[27].
E´s molt senzill transformar la pro`pia mesh a la que utilitza Unity, ja que
nome´s cal passar-li la direccio´ de memo`ria de les llistes amb la posicio´ dels
ve`rtexs, les coordenades de textures i els ı´ndexs per als triangles, pel que te´ cost
constant. Tot i aix´ı, al no tenir informacio´ sobre les normals, cal calcular-les
amb una funcio´ pro`pia de Unity, la qual recorre tots els triangles i es guarda
la normal dels triangles adjacents de cada ve`rtex. Un cop s’ha obtingut aixo`,
es fa la mitjana d’aquestes normals. Aixo` te´ un cost θ(e·logn + n), on e e´s el
nombre de triangles i n el nombre de ve`rtexs totals. Equival a θ(e·logn) degut
a que` sempre es complira` que e > n.
Una alternativa a fer-ho aix´ı, hauria sigut mantenir una estructura de dades
on cada ve`rtex te´ una refere`ncia als triangles adjacents, de forma que a mesura
que es crea un triangle, s’afegiria a aquesta estructura. Aixo` hague´s requerit
l’u´s d’un Hash, tenint un cos logar´ıtmic el afegir un triangle en comptes de
constant, nome´s per estalviar-nos un cost θ(e·logn) a l’acabar la generacio´, ja
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que utilitzant aquesta estructura nome´s caldria reco´rrer tots els ve`rtexs un cop
per adaptar-los a la forma en que Unity ho necessita. Per tant en aquest cas
s’esta perdent eficie`ncia. Tot i aix´ı, aquesta estructura segurament seria la me´s
adient si es volgue´s modificar ve`rtexs i triangles un cop han estat creats, com
e´s el cas de les millores que es proposen com a treball futur, ja que necessiten
accedir constantment als triangles i ve`rtexs generats.
Guardant les normals d’aquesta forma, pero`, s’evitaria un dels problemes que es
te´ actualment: al haver-hi diverses meshes i existir ve`rtexs replicats, la normal
que es te´ per aquests ve`rtexs corresponents a les polil´ınies d’inici de tu´nel e´s
diferent per a la mesh del tu´nel que ha creat aquesta polil´ınia com a forat, i per
a la mesh del nou tu´nel. Aixo` es degut a que` tenen diferents triangles adjacents,
i per tant la normal te´ un valor diferent i es nota per la il·luminacio´, en algunes
textures me´s que en altres. Aquest problema tambe´ es te´ per els espeleotemes,
al perta`nyer tambe´ a una mesh diferent que la del tu´nel on s’ha generat.
Figura 34: Es pot observar el canvi de la il·luminacio´ en els ve`rtexs replicats,
tant per forats com per espeleotemes. Aquest efecte s’accentua en textures amb
colors molts uniformes, com en aquesta textura de neu
14.10 Interseccions
Per tal de evitar les possibles interseccions entre les diferents parts de la cova,
es van plantejar tres me`todes:
• Utilitzar Bounding Boxes. Cada cop que es generi un tros de la cova,
es creara` una Bounding Box d’aquest tros. D’aquesta forma, cada cop
que es vagi a fer una extrusio´, caldra` comprovar si aquesta intersecciona
amb totes les altres Bounding Boxes existents fins al moment. Per tal de
reduir el nu´mero de capses totals, s’aniran acumulant totes les polil´ınies
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d’extrusions consecutives fins fer un canvi de direccio´, o be´ crear un forat
en el cas del me`tode recursiu. Quan succeeixi qualsevol d’aquestes dues
opcions, es generara` una nova Bounding Box amb les polil´ınies acumulades
i es tornara` a comenc¸ar el proce´s d’acumular-les per generar la nova capsa.
El problema d’aquest me`tode seria el cas de que` s’anessin produint molts
girs, que incrementaria el nu´mero de capses. Existeixen dos tipus diferents
de Bounding Boxes:
– Axis Aligned Bounding Box (AABB), faciliten molt la seva cre-
acio´ i la comprovacio´ d’interseccio´ entre dues Bounding Box d’aquest
tipus. El problema que tenen es que es poden generar capses molt
grans al haver-hi un tros de cova amb una direccio´ d’extrusio´ molt
inclinada, com es pot observar a la figura
Figura 35: Ocupacio´ a l’espai de les AABB. Es pot observar com es desaprofita
molt espai que realment esta` lliure
– Object Oriented Buounding Box (OOBB), so´n mes complexes
de crear pero` permeten me´s precisio´ en quan a l’espai real ocupat per
cada tros. Tambe´ tenen la desaventatge que e´s me´s costo`s comprovar
la seva interseccio´, aix´ı com al seva creacio´.
• Fer una subdivisio´ de l’espai mitjanc¸ant Octrees, de forma que cada cop
que es faci una extrusio´, es marcara` com a visitat el subespai que ocupi.
D’aquesta forma, cada cop que es vulgui fer una extrusio´, caldra` comprovar
que el subespai corresponent no estigui pre`viament visitat. El principal
problema d’aquest me`tode seria que en cada node del octree podria haver-
hi me´s d’una polil´ınia, o be´ que una polil´ınia estigue´s en me´s d’un node a
la vegada.
89
Finalment s’ha decidit implementar el me`tode de AABB degut a ser el me´s
equilibrat en simplicitat i rendiment, aix´ı com donar uns resultats bastant accep-
tables. Respecte el cost computacional, tot i ser pitjor que la te`cnica d’octrees,
com que el nu´mero de capses generades no sera` massa elevat, no te´ una reper-
cussio´ massa negativa en el rendiment. Tot i aix´ı, e´s el coll d’ampolla del cost
computacional.
Per tal de generar una nova capsa, s’aniran acumulant les polil´ınies que es
van generant durant les extrusions, fins arribar a algun dels dos casos segu¨ents:
• Generar nova direccio´, degut a utilitzar AABB si no es fes d’aquesta forma
es tindria molt ocupacio´ de l’espai per un tros de tu´nel que realment estaria
molt desaprofitat, tal i com es pot veure a la figura 35. No e´s imperatiu
per evitar les interseccions i genera me´s capses de les necessa`ries, pero`
permet me´s llibertat i espai a l’hora d’extrudir.
• Al crear un forat en la versio´ recursiva, ja que no es vol que el nou tu´nel
creat interseccioni amb el tu´nel actual, pel que realment cal crear les caixes
en aquest punt.
Per tant, quan s’arrivin a un d’aquests casos es recorreran totes les polil´ınies i
es formara` la AABB que formen entre elles. Aixo` te´ un cost θ(n·m), on n e´s
el nu´mero de ve`rtexs per polil´ınia i m el nu´mero de polil´ınies acumulades. De
totes formes, com que cada polil´ınia nome´s sera` afegida un cop a una AABB,
el cost total de generar totes les capses e´s de θ(n·maxExtrudeTimes·maxHoles).
Com es pot observar el coll d’ampolla de la generacio´ no prove´ de generar les
capses sino´ d’estar constament comporbant les interseccions.
Les interseccions es comprovaran cada cop que es generi una extrusio´ o un
forat, per comprovar si realment poden ser creats sense problemes.
Aquesta comprovacio´ es fara` com indica al segu¨ent pseudocodi:
Pre: Rep la bounding box formada per dues polilı´ınies d’una
extrusio´, aixı´ com el para`metre el qual indica l’ı´ndex de la
capsa amb la qual es pot interseccionar
Post: Retorna si existeix una interseccio´ entre la capsa
seleccionada i les creades fins al moment
Interseccio(extrusio, excepcio)
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per a totes les capses creades
si capsaActual != excepcio && interseccio´(extrusio, capsaActual)
Retorna true
Retorna false
A mesura que es van generant les capses es van afegint a la llista de AABB,
de manera que cadascuna te´ un ı´ndex que la representa igual a la posicio´ a
aquesta llista.
D’aquesta forma, el para`metre excepcio indica l’´ındex d’una capsa amb la qual
es pot interseccionar. Aixo` te´ sentit en diverses ocasions:
• Al comenc¸ar a generar un nou tu´nel despre´s de fer un forat a una crida
recursiva. L’´ındex e´s el de la capsa que s’ha creat just abans de generar el
tu´nel. A la que es genera una nova capsa al nou tu´nel a causa d’un canvi
de direccio´ o creacio´ de forat es canvia aquest ı´ndex a -1, de forma que
qualsevol capsa provoca una interseccio´.
Es posa una excepcio´ en aquesta condicio´ per tal de que` el nou tu´nel pugui
tenir me´s llibertat a l’hora d’extrudir-se degut a les AABB, tot i que en
ocasions si aquesta e´s molt gran fa que a la que es posa l’´ındex a -1 ja no
es pugui extrudir me´s degut a que` es troba interseccionant amb la capsa
que abans s’estava ignorant. Aquesta capsa no es pot mantenir constant
per tot el tu´nel ja que degut als canvis de direccio´ podria provocar una
interseccio´.
• Al tornar de la crida recursiva, amb la primera capsa generada pel nou
tu´nel. Degut a que` els canvis de direccio´ tenen un l´ımit que mai so-
brepassara` els 180o, ficar com a excepcio´ aquesta capsa no produira` cap
interseccio´. S’evita el mirar la interseccio´ d’aquesta capsa per tal de que`
el tu´nel actual tingui me´s llibertat a l’hora d’extrudir-se.
• Al obtenir el segu¨ent forat a qualsevol versio´ iterativa. Juntament amb el
forat i per tant l’inici del tu´nel, s’obte´ l’´ındex de la capsa, la qual sera` la
segu¨ent capsa creada per el tu´nel actual just despre´s de fer el forat, per
les mateixes raons que a la versio´ recursiva.
• Al fer un canvi de direccio´ i generar una nova capsa. Es posara` aquesta
capsa com a excepcio´ per la mateixa rao´ que per quan es posa al comenc¸ar
a extrudir un nou tu´nel.
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Per tant, al cost total de la generacio´ obtingut a l’apartat 14.8.5, O(n·
maxExtudeTimes·maxHoles), caldria multiplicar-ho pel cost de comprovar si hi
ha o no interseccions a cada extrusio´, que en el cas pitjor i posant una fita molt
exagerada i poc acotada, seria el mateix cost que nu´mero d’extrusions total, e´s
a dir, O(maxExtrudeTimes·maxHoles).
E´s pot concloure d’aquesta forma amb una fita del cost total de l’algoritme,
que seria O(n·(maxExtudeTimes·maxHoles)2), tot i que per tal d’arribar a
aquest cas pitjor, caldria que s’este`s generant una capsa a cada extrusio´. Aixo`
equivaldria a estar generant un forat o be´ fent un canvi de direccio´ a cada
extrusio´, i aquesta e´s una situacio´ a la qual mai s’arribara`.
14.11 Smooth
Per tal de tenir una millor visualitzacio´ de la cova, s’ha utilitzat un suavitzat
dels triangles, quedant aix´ı me´s arrodonida i suavitzada.
S’han estudiat diversos me`todes per tal de fer aquest suavitzat, i es podrien
dividir en dos grans subgrups: Els que apliquen el suavitzat just al fer una
extrusio´ i els que apliquen el suavitzat un cop ja s’ha generat tota la cova.
14.11.1 Extrusio´
Aquests me`todes pretenen, a partir de una polil´ınia existent, crear-ne una de
nova amb me´s ve`rtexs de forma que tingui me´s resolucio´ i per tant ajudar a
donar un efecte de suavitzacio´.
Existeixen molts algoritmes per tal de dur a terme aquesta subdivisio´ de la
polil´ınia, a continuacio´ s’esmenten els que s’han considerat:
• B-Spline. A partir d’un cert nu´mero de ve`rtexs, es crea l’equacio´ d’una
corba entre els punts. Aquesta corba no es me´s que un polinomi de grau
parametrizable. A partir d’aquesta equacio´, es poden obtenir els punts
desitjats que pertanyin a aquesta[28].
• Corbes de Be´zier, e´s un tipus de B-Spline amb me´s limitacions, degut a
que` sempre utilitza el polinomi de Bernstein[29].
• Mitjana de ve¨ıns. E´s un me`tode molt simple, pero` que funciona forc¸a be´
per obtenir un efecte de suavitzat.
Per a cada parell de ve`rtexs adjacents, crea un nou ve`rtex amb una posicio´
igual a la mitjana del parell. Si el suavitzat finalitze´s aqu´ı, realment
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no s’obtindria cap result diferent, nome´s un increment en el nu´mero de
ve`rtexs. El que es fa per tal d’obtenir un suavitzat e´s, utilitzar els nous
ve`rtexs per obtenir un nou valor dels ve`rtexs antics a trave´s de la mitjana
dels seus dos nous ve`rtexs adjacents.
Figura 36: Exemple de la subdivisio´ de ve`rtexs utilitzant la mitjana de ve¨ıns
durant tres iteracions: en cada iteracio´ es dobla el nu´mero de ve`rtexs i es pot
observar com la polilinia es va fent petita, especialment al principi, sent aquesta
una de les consequ¨e`ncies de guanyar resolucio´. La polil´ınia final es la dibuixada
com a negre, i a cada iteracio´ es veu com es fa la mitjana dels ve`rtexs obtinguts
a la iteracio´ anterior.
Per les propietats de la polil´ınia, cada ve`rtex nome´s te´ dos adjacents i estan
ordenats, pel que el cost d’aquest suavitzat e´s lineal respecte el nu´mero
de ve`rtexs de la polil´ınia.
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A cada crida d’aquest me`tode es duplica el nu´mero de ve`rtexs, pel que el
nu´mero final de ve`rtexs que formen la polil´ınia e´s exponencials respecte
al nu´mero de cops que s’aplica el suavitzat.
14.11.2 Generacio´ total
Existeixen un altre cop, diverses me`todes. Tots so´n me`todes generalitzats per al
suavitzat de malles arbitra`ries. Es van considerar els segu¨ents a partir d’observar
les opcions smooth i subdivide smooth de Blender :
• Filtre laplacia`: E´s un me`tode utilitzat normalment per malles amb soroll.
Ba`sicament, un filtre laplacia` el que fa es fer servir mitjanes per tal de
filtrar aquest soroll i suavitzar aix´ı la malla. Per cada ve`rtex, s’utilitza
la mitjana de la posicio´ dels ve`rtexs adjacents com a nova posicio´[30, 31],
repetint l’operacio´ durant un nu´mero d’iteracions concretes. Existeixen
altres me`tode me´s avanc¸ats que utilitzen aquesta te`cnica, pero` s’ometran
per la seva complexitat[32].
• Subdivisio´ Catmull-Clark: Fa una subdivisio´ recursiva de la malla de for-
ma que es creen nous ve`rtexs i triangles fent servir mitjanes, de forma que
com me´s crides recursives es facin, me´s suavitzat pero` tambe´ me´s triangles
es crearan. Aquest me`tode es pot veure com si s’estigue´s afegint resolucio´
a cada triangle[33]. Aquest me`tode e´s utilitzat no nome´s per Blender, sino´
tambe´ per molts altres softwares de modelatge.
14.11.3 Me`tode final
Finalment, s’ha fet servir una barreja dels dos me`todes dividits: Cada cop que
s’inicia un nou tu´nel, s’aplica un suavitzat d’extrusio´ a la polil´ınia inicial, de
forma que a cada extrusio´ s’estara` generant una nova polil´ınia ja suavitzada. Es
fa servir el me`tode de mitjana de ve¨ıns, fent servir el valor parametritzable
smoothItIniTunel com a nu´mero de cops que s’aplica el suavitzat.
Per tant, el nu´mero de ve`rtexs de la polil´ınia despre´s d’aplicar el suavitzat, sera`
θ(i·2S), on i sera` el nu´mero de ve`rtexs abans del suavitzat i S les iteracions a
aplicar, sent aquest valors els para`metres gateSize i smoothItIniTunel res-
pectivament. Degut a que` e´s un cost exponencial, cal triar un valor de S molt
petit. Per exemple amb i = 4 i S = 4 so´n amb els que s’han fet totes les captures,
i s’obtenen resultats bastant bons com es pot apreciar.
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Addicionalment, degut a que` la dista`ncia per una extrusio´ no sera` gaire gran,
no es tindra` un canvi molt brusc entre dos polil´ınies consecutives, independent-
ment de l’operacio´ d’extrusio´ que s’estigui aplicant. Aixo` es com fer un suavitzat
impl´ıcit entre extrusions: es com si entre dues extrusions amb molta dista`ncia es
fessin diverses extrusions petites que combinades, formen l’extrusio´ gran, pero`
amb me´s resolucio´, degut a que` s’ha incrementat el nu´mero de triangles.
D’aquesta forma, per algunes de les operacions d’extrusio´ es dividira` el valor
que s’aplica:
• Rotacio´: Simplement a partir del valor generat aleatoriament, es divideix
entre el nu´mero d’extrusions que s’aplicara` l’operacio´ de rotacio´ de forma
que a cada extrusio´ s’aplica el mateix valor. Per tant, la suma de tots els
petits valors de rotacio´ e´s igual al valor de rotacio´ generat.
• Canvi de direccio´: A partir de la direccio´ generada, a cada extrusio´
s’anira` aplicant una interpolacio´ entre la direccio´ d’extrusio´ actual i la
generada. D’aquesta forma, el valor d’interpolacio´ el primer cop que s’a-
pliqui l’operacio´ valdra` 0 per ser igual que la direccio´ actual, i s’anira`
incrementant equitativament fins arribar a l’u´ltima extrusio´ on s’aplica
l’operacio´ que valdra` 1, i per tant sera` igual a la direccio´ generada. Fer
servir aquesta interpolacio´ ajuda molt a crear un efecte de suavitzat.
• Escalat: Degut a que` l’escalat sempre es fa a partir de la mida actual de
la polil´ınia, no es pot dividir el valor generat entre el nu´mero d’extrusions
que dura l’operacio´, ja que acabarien obtenint-se resultats diferents al que
s’espera. Aixo` es degut a que` l’escalat realment el que fa e´s multiplicar
la mida, pel que e´s una funcio´ exponencial en aquest cas al estar-se fent
extrusio´ darrere extrusio´. Per tant, a cada extrusio´ que duri l’operacio´ se
li haura` d’aplicar un escalat igual a l’arrel i-e`ssima del valor generat, on i
e´s la duracio´ de l’operacio´.
Els me`todes de generacio´ final s’han fet servir per suavitzar els forats. Un
forat, degut a que` es crea a partir d’una extrusio´, sempre tindra` els seus ve`rtexs
dividits entre els de la polil´ınia extrudida i la polil´ınia obtinguda de l’extrusio´,
de forma que estan unides per l’aresta que es forma amb la pro`pia extrusio´
dels ve`rtexs que marquen el l´ımit del forat, tal i com es pot veure a la figura
26. A me´s, estan units tots aquest ve`rtexs que formen el forat amb el nou
tu´nel, mostrant un resultat molt poligonal sempre. Per tant, cada cop que es
genera un forat, es marquen els ve`rtexs corresponents a aquest, i s’aplica el
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smooth Laplacia` a aquests un cop generada la cova per a tal de mostrar un
millor resultat. El nu´mero d’iteracions que es faran servir estara` marcat per el
para`metre smoothItAfterGeneration.
Quan s’apliqui aquest suavitzat primer de tot s’obtindran els ve`rtexs ad-
jacents dels ve`rtexs marcats: aixo` te´ un cost O(e·logh), on e e´s el nu´mero de
triangles totals i h el nu´mero de ve`rtexs marcats, sent aquest cost el mı´nim per
mantenir l’estructura de dades on es guarda la informacio´ dels adjacents.
Un cop trobats els adjacents, caldra` reco´rrer tots els adjacents de cada ve`rtex a
cada iteracio´ per tal de trobar la mitjana, tenint aix´ı un cost θ(h). E´s un cost
constant en el nu´mero de ve`rtexs marcats degut a la propietat de que` entre una
mateixa polil´ınia un ve`rtex nome´s tindra` dos adjacents, i entre dues polil´ınies
nome´s es tindra` el ve`rtexs adjacent de l’extrusio´.
Degut a que` aixo` nome´s te´ en compte els forats, es podria agafar h com O(maxHoles·
n), amb n igual al nu´mero de ve`rtexs per polil´ınia. per tant, aquesta operacio´
de suavitzat en conjunt no afegeix cap cost addicional al algoritme.
(a) Sense duplicar (b) Duplicant
Figura 37: Es pot observar com al haver-hi un forat al final del tu´nel, si no es
duplica la polil´ınia es creen triangles massa exagerats
D’aquest proce´s va derivar un problema: quan es tancava un tu´nel just des-
pre´s de fer un forat, el suavitzat modificava la posicio´ d’alguns ve`rtexs que
estaven connectats amb el baricentre que permetia el tancament i provoca re-
sultats com els que es poden observar a la figura 38.
Per tal de solucionar-ho, quan es produeix aquest cas es duplica l’u´ltima po-
lil´ınia del tu´nel, e´s a dir, la que esta` connectada al forat i al tancament del
tu´nel, i s’uneix i es triangula amb l’original, com si es tracte´s d’una extrusio´.
D’aquesta forma, el suavitzat s’aplica nome´s a la polil´ınia original i gra`cies a la
co`pia s’evita el problema anomenat.
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14.12 Texturitzacio´
Tot i que la texturitzacio´ era un dels objectius secundaris, aporta molta qua-
litat a la visualitzacio´ de la cova generada degut a que` e´s l’u´nic que li aporta
color. S’han obtingut uns resultats molt millor dels esperats, pero` hi ha petits
problemes a resoldre.
14.12.1 Extrusio´
Per tal de tenir una texturitzacio´ visualment agradable, cal que hi hagi conti-
nu¨ıtat entre les diferents extrusions. Per aixo`, es fara` servir textures circulars
obtingudes pre`viament. Aixo` vol dir que, degut a que` so´n textures en 2D i
per tant imatges, la part dreta de la imatge caldra` que sigui continua amb la
part esquerra, i el mateix amb la part superior i inferior, com si es tracte´s de tiles.
Figura 38: Exemples de textures circulars. Es pot observar la continu¨ıtat de la
imatge en els costats
Per a assignar les coordenades de textura, es fara` un UV mapping de la
textura a l’extrusio´, de forma que es com si s’embolique´s l’extrusio´ feta amb la
imatge que representa la textura, canviant la mida d’aquesta per a que` s’adapti
a l’extrusio´.
D’aquesta forma, per a una polil´ınia se li assignara` una coordenada de textura
x = 0 al primer ve`rtex, i x = 1 a l’u´ltim, de forma que entre tota la polil´ınia
es cobreixi la coordenada x de la textura18. Aixo` va tenir com a consequ¨e`ncia
18Les coordenades de textura sempre pertanyen al rang [0,1], utilitzant en aquest cas la
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que el primer ve`rtex es va haver de duplicar, amb la mateixa posicio´ a l’espai,
pero` amb diferent coordenada de textura, tenint una x que val 0 i 1 respectiva-
ment. D’altra forma, es provocava que amb el que era abans u´ltim ve`rtex de la
polil´ınia i el primer, es texture´s de forma estranya ja que es feia entre un valor
molt proper a 1 i 0, en comptes de entre aquest valor proper a 1 i 1, formant
aix´ı una espe`cie de textura comprimida.
Respecte a la coordenada y, comenc¸a amb 0 per a l’inici de la cova, i es va
Figura 39: Si no es duplique´s el primer ve`rtex per tal de que` tingui dos coor-
denades de textura, es veuria cont´ınuament aquesta espe`cie de l´ınia que no e´s
me´s que la textura completa en un espai molt petit, produint aquest resultat
incrementant a cada extrusio´ amb un valor proporcional a la dista`ncia d’extru-
sio´. D’aquesta forma, entre dues polil´ınies d’una extrusio´ es com si es forme´s
un rectangle a la textura, ocupant tot l’espai en x i un tros de l’espai en y. Aix´ı
doncs, els ve`rtexs d’una mateixa polil´ınia tindran tots la mateixa coordenada
de textura y, pero` diferent x, la qual pertanyera` sempre al rang [0,1] i estara` en
ordre ascendent segons els ve`rtexs.
A continuacio´ es pot observar el procediment que es segueix per assignar les
coordenades x a la polil´ınia inicial d’un tu´nel:
Pre: Rep la polilı´nia inicial d’un tu´nel
Post: Genera les coordenades de textura de la polilı´nia inicial
GenerarUVS(p)
distanciaP = 0
Per cada vertex v de p
distanciaP += distancia(p(v),p(v+1))
p(0).UV = (0,0)
opcio´ de repeticio´ de la textura si estan fora d’aquest rang, e´s a dir, prendre el valor decimal
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Figura 40: Texturitzacio´ de l’extrusio´ de la polil´ınia a (verd), que genera b
(blau). Es pot veure com la triangulacio´ (vermell) rep unes coordenades de
textura que van amb una x entre 0 i 1 proporcional a la dista`ncia entre ve`rtexs
Per cada vertex v de p excepte el primer
distAux = distancia(p(v-1),p(v))
p(v).UV = p(v-1).UV + (distAux/distanciaP,0)
Per tant, quan s’esta` extrudint una polil´ınia, el ve`rtex que es genera a partir
d’un altre te´ una valor de coordenada de textura igual a l’original me´s un incre-
ment en y, mantenint la mateixa x. D’aquesta forma la textura s’anira` repetint
en y a mesura que es vagi fent extrusions.
La forma en que s’extrudeix una polil´ınia centrant-nos nome´s amb les coordena-
des de textura seria la segu¨ent, on UVfactor e´s la constant de proporcionalitat:
Pre: Part del codi de l’extrusio´ centrat en les coordenades de
textura, per tant es rep la polilı´nia a partir de la qual extrudir
Post: Genera les coordenades de textura de la polilı´nia
creada a l’extrusio´
Distancia = obtenirDistanciadeOperacioActual
IncrementUV = (0, Distancia / UVfactor)
Per cada vertex
Extrudir nou ve`rtex a partir del vertex actual
CoordenadesUVNouVertex = CoordenadesVertexOriginal +
IncrementUV
Cal comentar que inicialment es va plantejar utilitzar la direccio´ (x,z) en la
qual s’extrudia la polil´ınia com a increment de textura, pero` hi havia problemes
quan un tu´nel tenia una direccio´ d’extrusio´ molt al l´ımit, juntament amb els
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problemes que s’afegien al fer un forat.
14.12.2 Forat
El principal problema que es te´ per a la texturitzacio´ al seguir un mapeig simple
a les extrusions e´s al fer un forat, ja que s’ha d’interpolar entre un conjunt de
ve`rtexs de polil´ınies diferents (i per tant formant un rectangle a la textura)
amb una nova polil´ınia. Aquest problema es deriva de que` no es pot interpolar
correctament de cap forma entre aquestes dues figures, ja que sempre s’haura`
d’interpolar entre dues posicions molt extremes, amb el que s’obtenen resultats
no gaire agradables a la vista.
Figura 41: Es pot veure com per a la polil´ınia forat (blau) formada a partir
d’alguns ve`rtexs de dos polil´ınies (a i b) d’una extrusio´, e´s complicat que s’in-
terpoli correctament amb la polil´ınia projeccio´ (p, verd), degut a que` la dista`ncia
entre ve`rtexs de cada polil´ınia no sera` proporcional, a me´s de no tenir el ma-
teix nu´mero de ve`rtexs. E´s a dir, no es podra` interpolar correctament entre la
polil´ınia p0,pn i la polil´ınia ai,aj,bj,bi
Aquest problema es podria considerar com el que repercuteix me´s negativa-
ment a tot el projecte, ja que e´s el que prova una pitjor visualitzacio´ en ocasions
al canviar de tu´nel.
Es va plantejar fer un mapeig directe de la textura a tot el conjunt de
meshes per tal de solucionar aquests problemes. Tot i aix´ı, no es va arribar a
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implementar aquesta idea per la complexitat d’aquest algoritme al tenir varies
meshes ja que haurien d’estar unides entre elles d’alguna forma. A me´s, no es
podia fer un mapeig de la textura sola, ja que mapejar una sola textura a tot el
conjunt format per la cova hauria provocat que es veies en molt baixa resolucio´,
per tant es va descartar.
Figura 42: Degut als problemes esmentats, al texturar un forat es pot arribar a
veure com si la textura estigues comprimida, degut als valors d’interpolacio´. Si
es sumen els problemes del suavitzat, fa que es vegi encara me´s poligonal i amb
pitjor definicio´
14.12.3 Tancament de tu´nel
Per tal de texturar el tancament del tu´nel es van tenir en compte dues alterna-
tives, ambdues amb els seus pros i les seves contres:
• Utilitzar com a coordenada de textura del baricentre una igual a la co-
ordenada de textura y de la polil´ınia me´s el radi mı´nim de la polil´ınia, i
amb una x final centrada, e´s a dir 0.5. S’obte´ un resultat molt bo excepte
entre l’u´ltim i primer ve`rtex, degut a que` es com si s’estigues agafant un
triangle de la textura, i per tant queda un espai molt gran entre aquests
dos ve`rtexs.
• Utilitzar tants ve`rtexs com tingui la polil´ınia, tots amb una posicio´ igual a
la del baricentre, pero` amb diferent coordenada de textura. La coordenada
de textura es generaria de la mateixa forma que si s’estigue´s fent una
extrusio´ normal, amb una dista`ncia igual al radi mı´nim. El problema
d’aixo` es que al tenir tots aquests ve`rtexs la mateixa posicio´ a l’espai, es
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Figura 43: Al estar tots els ve`rtexs de la u´ltima polil´ınia d’un tu´nel (blau)
triangulant amb un ve`rtex amb coordenada de textura x = 0.5, quedara` un
tros sense texturar correctament entre l’u´ltim i primer ve`rtexs, degut a la gran
difere`ncia d’espai (representat com a gris a la figura)
Figura 44: Es pot apreciar com al estar triangulant amb el mateix ve`rtex amb
coordenada de textura x = 0.5, entre l’u´ltim i primer ve`rtex es texturara` incor-
rectament, formant una l´ınia visible
com si alguns dels triangles no s’estiguessin pintant i per tant es nota la
falta d’aquest triangles, com es pot observar a la figura 45. Tot i aix´ı, per
veure aquest efecte s’ha de mirar la triangulacio´ des de molt a prop. A
me´s, segons quina textura s’utilitzi, aquest efecte es pot apreciar me´s o
menys.
Finalment es va decidir quedar-se amb la segona com a definitiva, ja que
l’usuari s’ha de fixar molt per veure el seu defecte, no com la primera que e´s
molt fa`cil adonar-se.
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Figura 45: Com que realment els ve`rtexs de la polil´ınia del tancament de tu´nel
(f, verd) comparteixen una u´nica posicio´, quan es trianguli entre dos ve`rtexs
d’aquesta i un de u´ltima polil´ınia del tu´nel (a, blau), sera` com si aquest triangle
no exist´ıs, creant un buit (representat com a gris a la figura) que es notara` al
apropar-se
Figura 46: Al texturar amb n ve`rtexs, tot i que de lluny no es nota, al apropar-se
al tancament del tu´nel es poden apreciar els trossos de textura que faltarien
14.12.4 Espeleotemes
Tot i que s’hauria obtingut millors resultats utilitzant una textura diferent per
als espeleotema, es va decidir utilitzar la mateixa que per la cova. Es van
plantejar dos solucions per a aquesta texturitzacio´:
• El procediment inicial que es seguia era molt semblant al de quan es fa
una extrusio´: A partir de les coordenades de textura dels ve`rtexs triats
per a crear l’espeleotema, a mesura que s’anava extrudint aquest, s’anava
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aplicant un increment en y dels ve`rtexs. El problema d’aixo` e´s que, al
formar els ve`rtexs un rectangle a la textura, hi havia resultats que es
veien malament al haver d’interpolar entre dos posicions que tenien la
mateixa coordenada Y.
• Per tal de solucionar el problema esmentant, es segueix el mateix procedi-
ment anterior, pero` es va decidir que l’increment de textura a una extrusio´
tingue´s tambe´ un valor a x, de forma que entre els parell de ve`rtexs de la
polil´ınia original amb la mateixa coordenada y, tinguessin diferent coor-
denada y que la seva extrusio´.O.
(a) Direccio´ = (0,1) (Malament) (b) Dirrecio´ = (1,1) (Correcte)
Figura 47: Comparacio´ d’incrementar a una extrusio´ d’un espeleotema les co-
ordenades de textura, entre la polil´ınia a (verda) i la b (blava). Es pot observar
com al formar un quadrat en l’espai de textura, incrementar nome´s en la direc-
cio´ de les y provocara` que al interpolar entre a1,a2 i b1,b2 no s’obtindra` cap
diferencia en les y. En canvi, si s’afegeix tambe´ un increment en x si que hi
haura` difere`ncia i per tant es texturara` correctament
Per tant, el procediment a aplicar en aquest cas seria el mateix que a una
extrusio´, pero` posant el valor de IncrementUV a (Distancia / UVfactor, Dis-
tancia / UVfactor) si es tracta d’una estalagmita, o a (Distancia / UVfactor,
-Distancia / UVfactor) si es tracta d’una estalactita.
14.12.5 Obtencio´ de textures
Les textures s’han obtingut de dues planes webs diferents: Filter forge i CG-
Textures. S’ha triat diferents tipus de textures ja que aixo` permet l’immersio´
d’estar en diferents medis.
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Figura 48: Exemple d’espeleotema texturat
A part de les textures de color, tambe´ s’ha fet u´s dels mapes de normals19
per tal d’afegir rugositat i obtenir aix´ı un millor aspecte.
Aquest material pre`viament creat seria l’u´nic que s’utilitza i no ha esta
generat de forma procedural.
19Els mapes de normals so´n un tipus de textures utilitzats per a especificar la normal
utilitzada per calcular la il·luminacio´ en una certa coordenada de textura, rebent aquesta
te`cnica el nom de Bump mapping.
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(a) mud1 (b) mud2 (c) snow
(d) rock1 (e) rock2 (f) volcanic
(g) stone1 (h) stone2 (i) stone3
Figura 49: Exemples de les diferents textures aplicades. Es pot observar que en
algunes es nota me´s l’efecte de texturitzacio´ als forats que a altres, aix´ı com les
normals diferents al canvi de tu´nel.
14.13 Il·luminacio´
La il·luminacio´ e´s tambe´ un apartat secundari per al projecte, pero` fonamental
per a la visualitzacio´ ja que e´s el que permet que el color es vegi d’una forma
o una altre, de forma que sense il·luminacio´ es veuria tot negre. Les diferents
implementacions per a la il·luminacio´ s’exposen a continuacio´:
• Inicialment, nome´s es tenia la Directional Light per defecte de Unity, que
vindria a ser una llum que simula el punt de llum del sol. Degut a que` ha
de tenir una direccio´ a la qual esta` il·luminant, hi havia parts de les coves
que es veien molt fosques.
A continuacio´ es va voler generar diferents punts de llum com si fos una
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operacio´ d’extrusio´ me´s. El principal problema que tenia aixo` es que es
creaven masses i afectava molt negativament al rendiment de la renderit-
zacio´.
• Es va considerar com a alternativa crear nome´s punts de llum que esti-
guessin al voltant del personatge, i que s’anessin adaptant a la mida de la
cova per on estava el personatge. No es va arribar a implementar aques-
ta alternativa degut a que` era massa complicada pel que oferia, ademe`s
d’esperar-se no obtenir uns resultats massa bons.
• D’aquesta alternativa, pero`, va derivar la que finalment s’utilitza al progra-
ma i do´na uns resultats bastant satisfactoris, ademe`s de ser relativament
simple: Consta en colocar un punt de llum darrere del personatge i una
llum en a`rea davant com si fos una llanterna. Aquest aspecte afegeix im-
mersio´ de cara al jugador a estar realment explorant una cova o mina.
Addicionalment, es treu la llum direccional ja que d’aquesta forma do´na
la impressio´ d’estar a un lloc fosc on no arriba la llum solar.
14.14 Moviment i ca`mera
El personatge a controlar i la ca`mera que el segueix e´s l’apartat en el que menys
s’ha treballat al considerar-se un objectiu secundari, degut a que` l’enfoc del
projecte era la generacio´ en si de la cova o mina. Per tant, amb un moviment
del jugador i una ca`mera que el segu´ıs de forma simple ja n’era suficient, ja que
ja permetia un mı´nim d’exploracio´.
• Primer es va crear un script simple de moure al jugador, el qual era una
esfera sense restriccions de gravetat per tal de poder explorar el resultat
de la generacio´ me´s lliurement. Hi havia botons que permetien avanc¸ar
cap endavant i endarrere o cap dalt i cap abaix, aix´ı com la possibilitat de
girar la ca`mera respecte l’eix Y de forma com si s’este`s mirant als costats.
Degut a que` per detectar les col·lisions s’utilitzava el propi sistema de
f´ısiques de Unity sense cap modificacio´, hi havia la repercussio´ dels xocs
als col·lisionadors, de forma que s’anava acumulant la forc¸a d’aquests xocs.
A me´s a me´s, en moltes ocasions la ca`mera s’allunyava de forma que es
situava a l’exterior a la cova.
• Degut a que` tot aixo` complicava bastant l’exploracio´ i s’allunyava de l’ob-
jectiu de ser simple, es va decidir utilitzar la pro`pia Multipurpose camera
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de Unity, la qual solucionava molts casos on la ca`mera s’allunyava de la
cova degut a que` utilitza scripts on s’intenta evitar que no hi hagin obs-
tacles entre el jugador i la ca`mera. Tot i aix´ı segueixen havent-hi alguns
casos on s’allunya i enfoca part de l’exterior de la cova. Respecte al per-
sonatge a controlar finalment, es va procedir a crear un personatge propi
amb una eina web externa20 i importa-lo a Unity, aix´ı com importar mo-
dels gratu¨ıts de la Unity Asset Store, utilitzant l’esquelet i les animacions
que venen per defecte amb el personatge caracetr´ıstic de Unity.
(a) Robot (b) Lizard
(c) Mage (d) Cyclope
Figura 50: Exemples dels diferents personatges provats. Els dos primers han
estat creats amb una eina externa, mentre que els altres dos s’han obtingut de
la Unity Asset Store. S’ha agafat com a definitiu el mag
Aquesta combinacio´ s’ajusta a voler tenir un moviment simple que permet
l’exploracio´, que ja e´s l’objectiu. L’u´nic problema que existeix, es que per
a calcular el col·lisionador de la cova, s’utilitza directament les pro`pies
20Autodesk Character Generator, una eina gratu¨ıta la qual permet crear models tridi-
mensionals b´ıpedes de forma molt sencilla
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meshes que representen cada tu´nel. Aixo`, a part de tenir el problema de
que` per a una cova molt gran fer el ca`lcul de les col·lisions seria bastant




A continuacio´ s’esmenten algunes millores que s’han pensat per a millorar el
resultat de la generacio´, i no s’han pogut implementar per la seva complexitat
i falta de temps:
• Poder generar me´s d’un forat per extrusio´. Es podria fer de forma que es
genere´s un forat sime`tric al que ja s’ha creat, comprovant que no s’estigue´s
agafant cap ve`rtex de l’altre forat.
• Millorar texturitzacio´ als forats. Com s’ha comentat, e´s el pitjor aspecte
de la visualitzacio´, pero` per tal de solucionar-ho caldria aplicar un altre
tipus de texturitzacio´ per tota la cova, pel que caldria replantejar-se tots
els aspectes d’aquesta.
• Irregularitat: Extrudir nome`s alguns dels ve`rtexs de la polil´ınia cap a
dins o cap enfora. Aixo` afegiria irregularitat al model creat. Tot i aix´ı, es
deixaria de complir algunes de les propietats de la polil´ınia esmentats, pel
que caldria replantejar tot l’algoritme.
• Possibilitat de que` l’usuari seleccioni punts d’intere`s a la cova: com per
exemple punts a forc¸ar la cova a passar per alla`, punts on es faci spwan
d’enemics o objectes varis pel joc, o punts on es forci la cova a aplicar-se
alguna de les operacions, com per exemple escalar per tal de que` la cova
es faci me´s o menys ample.
Tot i no haver-se implementat aixo`, es va pensar com es podria fer. Una
de les formes pels punts on es forc¸aria a passar la cova seria generar un
graf connex i sense interseccio´ amb tots els punts, tenint en compte la
polil´ınia inicial com un punt me´s. S’utilitzaria aquest graf per, a partir
de la polilinia inicial anar extrudint i fent forats segons es vagin trobant
amb els diferents punts del graf, com si es volgue´s seguir un camı´. Per tal
de fer aixo` caldria crear un algoritme per tal de generar el graf esmentat.
A partir de fer la generacio´ d’aquest forma, es podria prendre com una
base i a partir d’aqui extrudir i aplicar altres operacions aleatoriament.
Alguns dels problemes que podrien haver-hi seria el no existir cap graf
amb les propietats esmentades, o be´ a l’hora de generar la cova-
• En comptes d’evitar interseccions, fer un forat a la zona on s’anava a in-
terseccionar i juntar-lo amb l’extrusio´ actual. Aixo`, tot i obtenir un model
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molt me´s semblant als models creats manualment al permetre que dife-
rents bifurcacions s’ajuntin, es considera una tasca molt complexa, de fet
la me´s complexa de tot el que s’ha arribat a plantejar. La seva complexi-
tat prove´ en que caldria destriangular la zona on s’ane´s a interseccionar.
Aixo` implicaria primer tant trobar la zona corresponent com eliminar els
triangles creats a aquella zona, i per fer aixo` en un temps computacional
acceptable s’hauria de fer u´s segurament d’octrees, com de una estructura
de dades que permete´s trobar ra`pidament els triangles corresponents a
destriangular. L’u´nic que es podria fer de forma immediata tal i com esta`
el projecte, seria retriangular entre els dos tu´nels: Amb el que s’esta` a
punt d’interseccionar i l’actual.
A me´s, tambe´ caldria tenir en compte que d’aquesta forma existeix el
cas amb el que s’esta` a punt d’interseccionar amb me´s d’un tu´nel, i aixo`
complicaria encara me´s les coses.
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16 Conclusions
L’a`rea dels videojocs en la informa`tica e´s un tema pel qual sempre he estat
interessat a nivell personal. Per aquesta rao´, vaig voler escollir un treball de
fi de grau relacionat amb aixo`. Tot i al principi no estar del tot convenc¸ut
amb un tema relacionat amb la generacio´ procedural al no saber-hi del tema ni
haver-hi treballat abans, puc concloure que he obtingut diversos coneixements
gra`cies a tot l’apre´s durant el grau, especialment en l’a`rea de gra`fics i geometria.
L’haver fet un treball d’aquestes dimensions, amb pocs llocs on poder fer re-
cerca al ser un me`tode no existent pre`viament, m’ha perme`s madurar en quant
a l’ana`lisi d’algoritmes i estructura de codi, un aspecte essencial quan es vol
desenvolupar software.
La realitzacio´ del treball m’ha ajudat tambe´ a adonar-me de la importa`ncia
de tenir un feedback constant i en ser flexible a l’hora de aplicar canvis i millores
al projecte, en comptes de cenyir-se a una planificacio´ poc real.
Un dels aspectes del projecte que me´s m’hauria agradat millorat hauria estat
la visualitzacio´ final dels forats. Tot i aix´ı, em sento bastant orgullo´s amb tot
el treball fet i els resultats obtinguts, aix´ı com el compliment dels objectius no
nome´s principals, sino´ tambe´ secundaris.
Tot i no haver estat possible per falta de temps, hauria estat molt interessant
pujar el projecte a la Unity Asset Store, ja que d’aquesta forma hauria perme`s
no nome´s el seu u´s per altres usuaris, sino´ tambe´ la possibilitat de poder-li
aplicar les millores proposades. De totes formes, no es descarta el fer-ho en el
futur i, gra`cies a la forma en la que s’ha implementat, facilita aquest aspecte de
possible millora.
Quant a la prospectiva d’aquest treball, un cop aplicades aquestes millores pro-
posades, entre d’altres, crec que es podria obtenir una bona eina per poder
utilitzar en la generacio´ de coves en un videojoc comercialitzable.
Finalment, m’agradaria agrair al director del projecte per tot el seu gran re-
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colzament i disponibilitat durant el desenvolupament del projecte, especialment
per el seu intere`s a l’hora de voler tutoritzar-me el projecte.
Tambe´ vull agrair a totes les persones de l’a`mbit personal per la seva pacie`ncia
i a`nims durant tots aquests anys per ajudar-me a seguir endavant i no tirar la
tovallola.
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17 Documentacio´ per usuari
Generar la cova e´s molt simple: simplement cal donar-li al Play de Unity, i acte
seguit definir com sera` la forma aproximada de l’entrada de la cova seleccio-
nant un conjunt de punts. Aquests punts s’aniran unint entre ells fins finalment
seleccionar l’u´ltim punt, que s’unira` amb el primer. E´s important que mentre
es seleccionin els punt no es formin polil´ınies amb formes estranyes, com per
exemple entrecreuaments, ja que aixo` podria produir resultats no desitjables.
El nu´mero de punts a seleccionar, entre tots els altres para`metres disponibles
per al programa s’expliquen al segu¨ent subapartat.
E´s important destacar que aquests para`metres tambe´ poden ser controlats
via codi al ser variables pu´bliques dels respectius scripts parametritzables. D’a-
questa forma, es podria utilitzar aquest projecte com a una eina addicional i
controlant els para`metres externament.
17.1 Para`metres
Nome´s hi ha dos scripts amb valors parametritzables per tal de simplificar-ho
tot. El primer e´s el Cave Generator que com el seu propi nom indica conte´
els para`metres ba`sics per a la generacio´:
• Cam: La ca`mera a partir de la qual es podra` seleccionar els punts d’en-
trada de la cova.
• Gate Size: Mida de l’entrada de la cova sense suavitzar, aix´ı com de
l’inici de qualsevol tu´nel.
• Max Holes: Ma`xim de forats que es podran fer, i per tant representara`
tambe´ el nu´mero ma`xim de tu´nels.
• Max Extrude Times: Ma`xim de extrusions que es poden fer per cada
tu´nel, de forma que tots els tu´nels comparteixen aquest valor.
• Smooth It After Generation: Nu´mero d’iteracions que s’aplicaran per
al suavitzat despre´s de la generacio´ als ve`rtexs dels tu´nels seleccionats per
a crear un forat. A partir d’un valor de 50 aproximadament, deixa de tenir
sentit incrementar aquest valor. Cada iteracio´ te´ un cost igual al nu´mero
de ve`rtexs marcats per el nu´mero de ve`rtexs adjacents a cadascun.
• Smooth It Ini Tunel: Nu´mero d’iteracions que es
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• Method: Me`tode de generacio´ que es fara` servir, amb unes opcions auto-
descriptives: Recursive, IterativeStack i IterativeQueue
• Player: Prefab del personatge que el jugador fara` servir. Aquest ha de
contenir la seva pro`pia ca`mera.
• Cave Material: Material que s’aplicara` per tota la cova, per tal de poder
texturar-la.
• Show Generation: Boolea` que indica si es mostrara` la generacio´ de la
cova pas a pas un cop s’executi.
L’altre script amb valors parametritzables e´s DecisionGenerator, amb
un nom tambe´ bastant informatiu: te´ para`metres que serveixen per decidir
la frequ¨e`ncia i valors de les diferents operacions a aplicar a les extrusions:
• Direction Extr Base: Valor base que s’agafa per a decidir durant quan-
tes extrusions s’aplicara` l’operacio´ de canvi de direccio´.
• Direction Extr Desv: Valor de desviacio´ que s’agafa per a decidir durant
quantes extrusions s’aplicara` l’operacio´ de canvi de direccio´.
• Scale Extr Base: Valor Base que s’agafa per a decidir durant quantes
extrusions s’aplicara` l’operacio´ d’escalat.
• Scale Extr Desv: Valor de desviacio´ que s’agafa per a decidir durant
quantes extrusions s’aplicara` l’operacio´ d’escalat.
• Rotation Extr Base: Valor Base que s’agafa per a decidir durant quan-
tes extrusions s’aplicara` l’operacio´ de rotacio´.
• Rotation Extr Desv: Valor de desviacio´ que s’agafa per a decidir durant
quantes extrusions s’aplicara` l’operacio´ de rotacio´.
• Stalgm Extr Base: Valor Base que s’agafa per a decidir durant quantes
extrusions s’aplicara` l’operacio´ de generar espeleotemes.
• Stalgm Extr Desv: Valor de desviacio´ que s’agafa per a decidir durant
quantes extrusions s’aplicara` l’operacio´ de generar espeleotemes.
• Direction K Base: Valor base que s’agafa per a decidir durant quantes
extrusions s’ha d’esperar per a tornar a generar l’operacio´ de canvi de
direccio´.
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• Direction K Desv: Valor de desviacio´ que s’agafa per a decidir durant
quantes extrusions s’ha d’esperar per a tornar a generar l’operacio´ de canvi
de direccio´.
• Scale K Base: Valor base que s’agafa per a decidir durant quantes ex-
trusions s’ha d’esperar per a tornar a generar l’operacio´ d’escalat.
• Scale K Desv: Valor de desviacio´ que s’agafa per a decidir durant quan-
tes extrusions s’ha d’esperar per a tornar a generar l’operacio´ de canvi
d’escalat.
• Rotation K Base: Valor base que s’agafa per a decidir durant quantes
extrusions s’ha d’esperar per a tornar a generar l’operacio´ de rotacio´.
• Rotation K Desv: Valor de desviacio´ que s’agafa per a decidir durant
quantes extrusions s’ha d’esperar per a tornar a generar l’operacio´ de
rotacio´.
• Stalgm K Base: Valor base que s’agafa per a decidir durant quantes
extrusions s’ha d’esperar per a tornar a generar l’operacio´ de generar es-
peleotemes.
• Stalgm K Desv: Valor de desviacio´ que s’agafa per a decidir durant
quantes extrusions s’ha d’esperar per a tornar a generar l’operacio´ de
generar espeleotemes.
• Distance Small Min: Valor mı´nim del rang al generar una dista`ncia
petita, al generar una extrusio´.
• Distance Small Max: Valor ma`xim del rang al generar una dista`ncia
petita, al generar una extrusio´.
• Distance Big Min: Valor mı´nim del rang al generar una dista`ncia gran,
al generar forats.
• Distance Big Max: Valor ma`xim del rang al generar una dista`ncia gran,
al generar forats.
• Direction Y Walk Lim: Valor de la component y que pot tenir com a
ma`xim la direccio´ d’extrusio´, per tal de que` no hi hagin pujades o baixades
massa inclinades.
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• Direction Max Angle: L´ımit de la difere`ncia que pot haver-hi entre la
direccio´ actual i la generada aleato`riament.
• Scale Limit: L´ımit que pot tenir el valor generat aleato`riament per a
aplicar un escalat.
• Rotation Limit: L´ımit que pot tenir el valor generat aleato`riament per
a fer una rotacio´.
• Hole K: Para`metre utilitzat per a la decisio´ de quan fer un forat, explicat
a continuacio´.
• Hole Prob: Para`metre utilitzat per a la decisio´ de quan fer un forat,
explicat a continuacio´.
• Hole Lambda: Para`metre utilitzat per a la decisio´ de quan fer un forat,
explicat a continuacio´.
• Hole Condition: Indica la condicio´ per fer un forat. Pot prendre els
segu¨ents valors:
– EachKDesv: Cada HoleK extrusions s’intentara` generar un forat.
– EachKDesvProb: Cada HoleK extrusions s’intentara` generar un
forat amb probabilitat HoleProb
– MoreExtrMoreProb: Com me´s extrusions s’hagin produ¨ıt a un
tu´nel, me´ss probabilitats d’intentar generat un forat hi hauran, co-
menc¸ant amb HoleProb i donant a cada extrusio´ una contribucio´
de HoleLambda a la probabilitat.
– MoreExtrLessProb: Com me´s extrusions s’hagin produ¨ıt a un
tu´nel, menys probabilitats d’intentar generat un forat hi hauran, co-
menc¸ant amb HoleProb i donant a cada extrusio´ una contribucio´
de HoleLambda a la probabilitat.
• Hole Min Vertices: Nu´mero de ve`rtexs mı´nims que un forat ha de tenir.
• Hole Max Vertices: Nu´mero de ve`rtexs ma`xims que un forat pot tenir.
• Holes Max Angles Direction: Utilitzat a l’hora de decidir quins ve`rtexs
formaran part d’un forat, indica l’angle ma`xim que pot haver-hi entre un
ve`rtex que sera` selecionat per pertanyer al forat i la direccio´ aproximada
que tindra` el forat.
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18 Glossari
1. Roguelike: Ge`nere de videojocs nascut als anys 80 on l’accio´ transcorre a
una masmorra o lloc semblant el qual ha estat generat de forma procedural.
2. Octree: Estructura de dades molt utilitzada per representar subdivisions
a l’espai.
3. Unity Asset Store: Tenda oficial del software Unity on hi ha diferents
assets o projectes creats per usuaris d’aquest software. Poden ser gratuites
o de pagament.
4. Artifact: Pol´ıgons els quals interseccionen amb ells mateixos, entre altres
errors que provoquen un resultat poc agradable a la vista.
5. Scrum: Metodologia a`gil on els cicles de desenvolupament son incremen-
tals en comptes de planificats, aix´ı com el solapament de diferents tasques
en comptes de fer-les de forma sequ¨encial.
6. Git: Software de control de versions molt utilitzat a projectes softwares,
per tal de facilitar la visualitzacio´ de canvis, entre altres coses.
7. GitHub: Plataforma per allotjar projectes utilitzant el control de versions
Git.
8. Bug: Error al comportament d’un software creat degut a un problema al
codi, que provoca resultats diferents als esperats.
9. Open source: Software lliure de pagament pel seu u´s i la seva distribucio´,
aix´ı com la possibilitat de modificar-ho.
10. Z-fighting: Efecte que es produeix en els gra`fics per computador quan dos
triangles diferents tenen en coordenades de la ca`mera una z molt semblant,
per el que es va intercalant quin dels dos triangles es pinta davant a mesura
que es va movent la ca`mera, produint un efecte poc agradable.
11. Mesh: Malla de triangles que representa un objecte tridimensional. E´s
l’estructura de dades que es fa servir per guardar tota la informacio´ d’un
model 3D.
12. Distribucio´ Gaussiana: Tambe´ anomenada distribucio´ normal, e´s una
distribucio´ probabil´ıstica on te´ forma de campana i e´s sime`trica respecte
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el punt d’inflexio´ de la campana, on la probabilitat e´s me´s gran. Molts
feno`mens reals la segueixen.
13. Distribucio´ Exponencial: Distribucio´ probabil´ıstica que segueix una
funcio´ exponencial.
14. Render: Accio´ de pintar tots els conjunts de triangles d’una escena en
l’ordre adequat, aix´ı com descartar els innecessaris i que per tant no caldra`
pintar.
15. Tile: Textures rectangulars o quadrades que mostren continu¨ıtat pels
costats. Molts jocs 2D estan basats en aquest tipus de textures.
16. Spwan: Accio´ que poden fer per exemple els enemics o objectes d’un
videojocs, i fa refere`ncia a quan apareixen a l’escena. Aix´ı doncs, un punt
de spawn seria un lloc on es generen elements del joc.
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Ape`ndix A Desglo`s de la dedicacio´ en hores
Taula 9: Desglo`s de la planificacio´ temporal per tasques i rols, aix´ı com la dedicacio´ real i la desviacio´
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Ape`ndix B Desglo`s del pressupost
Taula 10: Desglo`s del pressupost per tasques i conceptes, aix´ı com el cost real i la desviacio´. Les hores dels diferents rols s’han
obtingut a partir de l’ape`ndix A, mentre que pel hardware s’ha utilitzat les hores totals per cada tasca.
124
