To get the answers of a question there are lots of search engine availbale. But the problem with the search engine is that instead of giving a straight forrward answer they usually gives the links/URL to the webpages which might have the answers. Instead of providing links Question Answering System will provide the straighforward answer to user's question.
Question Answering System using Open Source Software 
Abstract
To get the answers of a question there are lots of search engine availbale. But the problem with the search engine is that instead of giving a straight forrward answer they usually gives the links/URL to the webpages which might have the answers. Instead of providing links Question Answering System will provide the straighforward answer to user's question.
Tasks intended by the project :
• Takes question as an input from the user.
• Analyses the sentiment behinds the question.
•
Lookover the information availbale in the knowledge base related to question.
• Compute the answer of the question from the knowledge base.
• Present the answer to the user if it is available.
Strightforward answer will be very useful and time efficient and it is really helpful for the users who are using small screen devices, since in those devices it is very hard to find answers in webpage with lots of irrelevant content. 
Introduction
This section talks about the need of a question answering system. It talks of how Question Answering can be used to get the answer of the question.
Need of Question Answering system
To get an answer of a question from the Internet, we have lots of search engine available. But the problem with most of the search engine is that they provide you the link of the web page where you can find the links with answers instead of exact answer. For example, if the user wants to search for birthplace of Barack Obama, or the user wants to know the number of employees in IBM, then in that case, the accurate answer would be more useful rather than web page links, which might have desired information. So, for this we need a new kind of system, which will give you the answers for such kind of question.
Problem Addressed
For some kind of question user needs the direct answers, instead of the links, which leads him to some webpage, which might have the answer somewhere in the body, or user need to compute the answer from the information in the body, But this is not what user wants. Instead, the user wants a very interactive question answering system. So, sometime straightforward answer to user question is better than finding the answer in the some of the web site links, returned from search engine. It is generally the case that the information needed by the user is not well captured by the question answering system. At times the question processing part may fail to understand the question properly or other times the information needed for generating the answer is not received very easily. So the system's questioner must reformulate a question and put a dialog "The system is not able to find the answer of this question, Try rephrasing the question or Type another question". Also, direct answer is even more useful if user is using small screen devices like cell-phone, tablet because it is hard to figure out what you need on small screen.
There needs to be some system which can understand your question, sentiments behind it and the according to this, it will look over the answer in knowledge base and give you the direct answer for the question.
Theory
This system will reads the input from the user, scan it, and parse it. After that the question is fed to Natural language processing software, which will tokenize the question in part of speech tag, like nouns, pronouns, verb, adjective, Wh-Determiner etc. By using the part of speech tags the system will try to understand the sentiments behind the question, and will try to come up with subject and predicate.
These subject and predicate would be used as input in knowledge base open source software. The system will fed subject as an input in knowledge base and retrieve the information in output. The open source knowledge base software used in this system will produce the output in standardized format (XML, triplet and JSON). On the basis of output, the system will parse the information about the noun, like some knowledge base will provide information about category, class hierarchy structure of the noun that whether it is a person, place, organization etc. and some other knowledge base will provide complete information about the subject either in triplet format or JSON format. The system will match the predicate in the output and also store it in data structure. If the system will be able to find out a match in the output then it is the answer otherwise it will use synonym API to get the synonyms of the given predicate and look over the stored data structure for all the synonym of the given predicate.
Once the system finds the object using the subject and predicate from the knowledge base it will use the Wh-Determiner to verify the answers using the class with Wh-Determiner the system will show up the answer computed during the whole process. And if the answer is unavailable, the system will show a message the system is not able to find the answer.
Literature Survey and Workflow of the system
For developing the open source Question Answering System, we need different components at different phases of computing the answer. These components will be used to understand the meaning, semantics behind the question, information about subject and predicate, understanding the relationship between subject and predicate, class of subject, and detailed knowledge about the subject. For this we used various kind of open source software system.
Natural Language processing
Natural Language processing is a field of Artificial Intelligence and linguistic, and it is primarily concerned on interaction between computer and human language. Before implementing the NLP software we did literature survey on couple of Open source NLP software. Some of them are OpenNLP, Stanford parser etc.
Open NLP
Open NLP is a toolkit available in variety of programming languages which supports most of the Natural Language Processing tasks like tokenization, pos tagging, chunking, name recognition, sentence segmentation. These tasks are generally required to produce services that require more advanced text processing.
Sentence Detection
Open NLP sentence detector, detects the sentences in the given text. It basically determines the sentences on the basis of white spaces between the punctuation marks. In this first and last case are exceptional. It uses the training data to detect the sentence boundary.
Tokenization
Open NLP tokenize is a tool which tokenize and de-tokenize the input. By tokenization, it means segmenting the input sequence into words/tokens. The 
Name Finder
Open NLP name finder will find the name and number in the given input sequence.
For doing this it requires a model using which it can identify the name. This model is specific to language, for each language OpenNLP have different model.
Part of speech tagging
POS tagger is used to tokenize the given input sequence with their corresponding word type. This word type is decided on the basis of token itself and on the basis of context of the token in the input character sequence. To perform the POS tagging we have a set of POS tags and a model which is used to determine the tags for each token. Again OpenNLP has different model for different languages. This tool is most useful in Question answering system since using these tool, we can figure out the subject and predicate in the question. And if there could be multiple set of subject predicate then, which set of subject object, is the primary one.
The list of tags used in OpenNLP Part of speech tagging is as follows [ Determiner tag; this is used to compute the answer after we have gathered the whole knowledge about the system. This is also used to validate the answer with the class label of the answer.
Among the above tools, we used Part of Speech tagging tool of OpenNLP in our system to tokenize the input character sequence and after that the system will try to figure out the subject and predicate in the given input character sequence. If there are more than one subject-predicate set then the system will decide that which set is primary set and which one is not. On the basis of this ranking the system will look over the knowledge base for finding the answer of the question.
Look up API -knowledge base
After getting the subject from the natural language processing tool, the subject is fed to lookup API which is a RESTful service to lookup DBPedia URI by related words. It also provides the class label and category for each subject if available. If there is no class label then, the noun we are considering is not a subject; instead it is a predicate.
If there are multiple result for the same keyword then Lookup API will provide the results according to the ranking, and this ranking is based on number of in-links to the Wikipedia page of that subject. To understand this properly let's consider an example, if we got the subject as Java, then the question might be regarding Java island , located in Indonesia, Java programming language or Java coffee and all results have different DBPedia URI, different class label and different description. So now the question in this type of scenario which URI label should be considered or actually considered first. So, in DBpedia we can make the output results sorted on the basis of their ranking on Wikipedia which is calculated using various factors and major factor among those is on basis of number of in-links to that particular entry with some particular meaning on Wikipedia page.
Input and Output for the Lookup API
Lookup API is a RESTful service, which provides the facility to lookup URI's which have information about the subject we entered.
Input to LookupAPI
Lookup API is a RESTful service and it takes the input as a URL with the input like type of search, keyword string, Query class, maximum number of results etc.
There are 2 types of search to get the output from Lookup API [8] . This API will work just like auto complete box in which if you write partial word like 'Chica' look over the knowledge base for all the entries of that keyword that starts with 'Chica' and in this case the top results will be related to Chicago and if class is mentioned then it will provide result of that particular class only. MaxHits will be some numeric and it denotes the maximum number of results expected from API.
Defaults max hits it 5. In prefix search also, multiple words keyword is also allowed as an input for this API. If the keyword is of multiple words, then only the last word could be taken as partial rest all words should be complete and the keyword to be fed to the system with space separated word.
Example: URL to get all the places starting from Chica http://lookup.dbpedia.org/api/search.asmx/PrefixSearch?QueryClass=place&MaxH its=10&QueryString=Chica
Output from Lookup API Lookup API server will return the result in XML format, whether we make call to server to search from Prefix Search or Keyword search. If the max hit is not specifies the default result will have 5 entries related to the keyword/subject the system searched for.
Each result entry will have a Label, URI, Description, Classes, Categories, Templates, Redirects and Refcount.
Label: The label of the result, which could be the subject name itself, or full form of subject (if the subject is Acronym) or any other label related to the subject given as input.
<Label>Chicago</Label>
URI: URI would be the link of DBPedia API which has the more information about the subject. DBpedia is explained later in this report. Lookup API follows the convention provided by schema.org for class labels. Each label has its own property list. Its not mandatory, but most of the properties have some value for that particular subject. This class label could be used to verify the answer. On the basis of Wh-Determiner in the question, we can look over the class label for the answer and verify that it is same as expected. Primarily the results are divided into 7 classes as follows:
In my system I used this convention of classes. There is one more detailed hierarchy of the class list with properties, which is as follows [ 
DBPedia -Knowledge base
DBPedia API provides structured information from Wikipedia. It gives information about particular subject various standardized format. In Question Answering system, once the system gets the URI from Lookup API it will send a RESTful request to the server and expects the output in triplet format. The information of this triplet is used to search for the answer of the question, and side by side stored in already existing data structure for later use.
DBPedia [9] gathers its information from Wikipedia and store it in its mapping which is called as mapping wiki. And we can retrieve this information in any of the given specified format. Flow Chart of knowledge update of DBpedia is given as follows [7] : If we have more than one predicate, the system will try to look answer for either one of them. The sequence of looking the predicate in data structure is according to the pos tag of the predicate, some pos tag's predicate has higher priority than others.
While looking for the answer in triplet the system will store the information in data structure for each and every predicate. If the answer is not found in the information provided from response of DBPedia API then there might be probability that the predicate is used in knowledge base with some different name. So, the system will call for synonyms of the predicate and look for the answer in the stored data structure and if we are using data structure (like HashMap) which looks up the answer in constant time, then in that case this look up will not be expensive. The system then lookup all the synonyms provided by the synonym API and the sequence for lookup of the synonym in stored information in data structure will be in same sequence as the original predicate. DBPedia provides information in various language but for now Question Answering system supports information in English only, so information in other languages are eliminated while storing it in data structure. Once the system founds the answer from the response, the system will verify it by checking the class of the answer. This matching will be done on the basis of question type, which could be determined using Wh-Determiner.
If the answer is not found in the DBpedia knowledge base, then there is a tag of "sameAs" in DBPedia which will provide the URI of some other knowledge base for the same subject like, URI for freebase, Opencyc etc. The system will use the freebase URI if present otherwise create the URI for freebase using RESTful call and look over the answer in the knowledge base. If the answer is not found in that freebase response also, then the system will print in the output that "The system is not able to find the answer of this question, Try rephrasing the question or Type another question".
The output of the DBPedia in browser will look like as follows: Properties of a Class: The DBpedia follows the property ontologies provided by schema.org. Each class has a set of property, and the response of the DBPedia have values of these properties. List of properties of place class is as follows [ 
Freebase -Knowledge Base
Freebase is a large collection of online structured knowledge base gathered from many sources [10] . In Question answering system it is the secondary source of knowledge base. If the system is not able to find answer in DBPedia it will look over the answer in Freebase. Freebase is available to both commercial and noncommercial users. For non-commercial user, there is a limit on query fetching in single day. The output from the freebase API is in JSON format. Once the system gets the output from the API it will parse and scan the output and put it in same data structure which was created while accessing DBPedia information. If there is some tag already exists in data structure, it will not insert the value again and simply skip that predicate.
Again same, if the predicate is not found in the information provided by the Freebase API response, then the system will look for synonym API and find the match for all the synonym in the existing data structure.
If the answer is not found for any of the synonym also, then the system will return the message that "The system is not able to find the answer of this question, Try rephrasing the question or Type another question".
System Architecture
This section describes the detailed explanation of how question answering system is implemented. The workflow and design pattern implemented in the system is also discussed in this section.
Technologies and Architecture used:
The project is developed in Java platform and for User Interface JSP with JQuery and AJAX is used extensively. 
Framework Design:
The whole system is designed in JAVA with JSP, JQuery and AJAX on front-end.
Several RESTful web services are called at different phases of the answer evaluation.
Apache Tomcat server is used as server to interact between client (browser) and backend. Backend is implemented in Java Servlet. To deal with various standardized format like XML, triplets, JSON various libraries are used like SAX parser, DOM parser, JSON simple etc.
Workflow of the System's User Interface
The home page has a text box in which user enters the Question and clicks on Process
Button. The process button will call the OpenNLP service and then process the OpenNLP output to the tabular format with accurate labels.
Conclusion
In this project there was an implantation of Question answering system and to implement this system, couple of open source softwares/systems is used. The system caters the need of getting the answer to some particular question instead of getting the links/URLs which might have the desired information. This system will be helpful in mobile devices like cell phones, tablets etc. where the screen size is so small that to find answer on a particular page is really difficult and also all the processing is done on server side, so light weight client can also use this system very efficiently.
The system's ability to answer variety of question by using various open source software is a achieved in an efficient manner.
The implementation of Question Answering system is done using Model View
Controller architecture which can be reused in further enhancements and expanding the knowledge base.
The Future of Question Answering System
Currently the Question answering system is taking text as an input and returns text as an output. This could be enhanced by integrating voice library, so that it can able to answer the by listening to the question.
And currently this system is using only 3 open source software, though the information in those open source knowledge base is very vast and contains data on variety of topics, but at times the system is not able to answer all type of question, so
for that we can incorporate some more knowledge base system in it. But by doing that there might be chances for the system to take more time to compute the answer. We can use any map reduce technologies in this system, so that the load can be distributed on multiple nodes.
Furthermore the system is not able to answer question of logical reasoning, like why something happened. We can enhance its functionality so that it could be able to answer those questions also.
