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Tato práce se zabývá tvorbou rozšírˇení pro nástroj Kaira, umožnˇující nalezení a vizu-
alizace kritické cesty z dat zaznamenaných prˇi beˇhu programu˚ vygenerovaných tímto
nástrojem. Popisuje aplikaci metody kritické cesty na programy vygenerované Kairou,
možné zpu˚soby vizualizace a vypracování zvoleného rˇešení.
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Abstract
This paper focuses on the developement of extensition for the tool Kaira, enabling find-
ing and visualization of a critical path from data collected during runtime of a program
generated by this tool. It describes application of the Critical Path Method on programs
generated by Kaira, possible ways of visualization and implementation of the chosen
solution.
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41 Úvod
Výpocˇetní technika je nedílnou soucˇástí každodenního života a nároky na výkon a efek-
tivitu se neustále zvyšují. To vede ke stále veˇtšímu využívání paralelních aplikací, které
k výpocˇtu˚m využívají více paralelneˇ beˇžících procesu˚. Tyto paralelní systémy však se-
bou prˇinášejí rˇadu prˇekážek a výzev. Vývoj se stává složiteˇjší a ke zlepšení efektivity je
trˇeba implementace neustále vylepšovat. Du˚ležitým prˇedpokladem pro zlepšení imple-
mentace je zevrubná analýza. Metody analýzy se proto stále rozširˇují a umožnˇují lepší
porozumeˇní beˇhu aplikací.
Tato práce se má za cíl rozšírˇit analytické schopnosti nástroje Kaira o nalezení a vizu-
alizaci kritické cesty z tracelogu vygenerovaného programu. Kapitola 2 obsahuje popis
Petriho sítí a seznámení se s nástrojem Kaira. Kapitola 3 se zabývá problematikou kri-
tické cesty, pu˚vodním využitím, soucˇasným použitím v paralelním programování a její
aplikací na programy vygenerované nástrojem Kaira. Kapitola 4 popisuje nalezení kri-
tické cesty z tracelogu vygenerovaných programu˚, zpu˚soby její vizualizace a prˇedložení
výsledku˚ uživateli. Kapitola 5 nastinˇuje možná budoucí zlepšení a rozšírˇení práce.
52 Kaira
Tato kapitola se zabývá úvodem do Petriho sítí a seznámením se s nástrojem Kaira.
2.1 Petriho síteˇ
Petriho sít’e[1] jsou matematický nástroj pro popis paralelního chování a pro modelo-
vání distribuovaných systému˚. Prˇedstavují orientovaný graf tvorˇený prˇechody, místy a
hranami, kdy prˇechody jsou zobrazeny jako obdélníky, místa jak kolecˇka a hrany šip-
kami. Hrany mohou být mezi místem a prˇechodem (vstupní hrana) nebo mezi prˇecho-
dem a místem (výstupní hrana). Hrany nikdy nespojují dveˇ místa nebo dva prˇechody.
V místech jsou umísteˇny anonymní entity oznacˇováné jako tokeny. Podle pocˇtu tokenu˚
v jednotlivých místech mu˚žeme urcˇit stav síteˇ. Tokeny jsou zobrazovány jako cˇerné tecˇky
uvnitrˇ míst. Manipulaci s tokeny obstarávají prˇechody. Místa mu˚žeme rozdeˇlit podle
druhu hrany spojující je s prˇechodem na vstupní a výstupní. Prˇíklad Petriho síteˇ je na
obrázku 1. Prˇi odpálení prˇechodu se odeberou tokeny ze vstupních míst a prˇidají se to-
keny do míst výstupních 2. Prˇechod mu˚že být odpálen pouze tehdy, když je ve vstupních
místech dostatek tokenu˚.
Formalneˇ jsou Petriho síteˇ definovány[4] jako PTN = (P, T, I,O,m0) kde P je ko-
necˇná množina míst, T je konecˇná množina prˇechodu˚, P ∩ T = ∅, I : T × P → N , definuje
mnohonásobnost vstupních hran a O : T ×P → N definuje mnohonásobnost výstupních
hran, kde N = {0, 1, 2, ...}. Znacˇení je mapování P → N ;m0 : P → N je pu˚vodní znacˇení.
Prˇechod t je povolen ve znacˇení m, jestliže ∀p ∈ P : m(p) ≥ I(t, p). Jestliže je prˇechod
povolen v m, pak mu˚že být odpálen a systém se dostane do nového stavu m′, kde platí
∀p ∈ P : m′(p) = m(p)− I(t, p) +O(t, p).
Barevné Petriho síteˇ (CPN)[2][3] jsou rozšírˇená verze Petriho sítí. Na rozdíl od zá-
kladních Petriho sítí nepovažují barevné Petriho síteˇ tokeny za anonymní entity. Tokeny
v CPN nesou hodnotu, takže stav síteˇ už neurcˇujeme pouze podle pocˇtu tokenu˚ v mís-
tech, ale podle hodnot tokenu˚ v místech umísteˇných.
2.2 Kaira
Kaira1[4] je nástroj pro modelování paralelních aplikací vycházející z barevných Petriho
sítí. Ukázka uživatelského rozhraní s otevrˇeným prˇíkladem Workers na obrázku 3. Kaira
mj. umožnˇuje:
• Tvorbu a editaci programu pomocí vizuálních prvku˚.
• Vkládání C++ kódu do vizuálních modelu˚
• Prˇeklad vizualních modelu˚ do C++ MPI (Message Passing Interface) programu˚ a
knihoven
• Ukázku a kontrolu programu ve vizuálním debuggeru
1http://verif.cs.vsb.cz/kaira/
6Obrázek 1: Petriho sít’
Obrázek 2: Petriho sít’ prˇed a po odpálení prˇechodu
7• Konfiguraci a vygenerovaní verze zachycující svu˚j pru˚beˇh, s možností nahraní za-
znamenaného pru˚beˇhu programu zpeˇt do Kairy
Du˚ležitou soucˇástí Kairy je simulátor. Ten umožnˇuje spušteˇní programu v prostrˇedí
plneˇ kontrolovaném uživatelem. Umožnˇuje sledovat chování programu beˇhem všech
kroku˚ programu a poskytuje uživateli vizuální znázorneˇní zmeˇn stavu˚ programu.
Pro tento projekt nezbytnou soucˇástí Kairy je funkce zaznamenávání pru˚beˇhu pro-
gramu. To je možné ve verzích sestavených v Trace módu. Prˇed sestavením programu
má uživatel možnost specifikovat, které údaje si prˇeje zaznamenávat. Prˇi spušteˇní takto
sestaveného programu je poté nutno použít parametr -T SIZE, kde SIZE prˇedstavuje
velikost pameˇt’ového bufferu v bytech. Výsledný tracelog se skládá z jednoho hlavicˇ-
kového souboru a dále souboru pro každý proces využitý prˇi beˇhu programu. Kaira




































Tato kapitola se zabýva problematikou kritické cesty, obecnou metodou k jejímu nale-
zení, využitím kritické cesty v paralelním programování a popisuje teoretický základ pro
implementaci nalezení kritické cesty v rámci nástroje Kaira.
3.1 Úvod do kritické cesty
Metoda kritické cesty (CPM [5] je algoritmus používaný prˇi plánování projektu˚ sestá-
vajících z množství aktivit. Používá se zejména pro zajišteˇní efektivního rˇízení projektu.
Vyvinut byl v padesátých letech 20. století v rámci spolupráce firem DuPont (E. I. du
Pont de Nemours and Company) a Remington Rand. Autory jsou Morgan R. Walker z
Dupontu a James E. Kelley, Jr. Z Remington Rand.
K nalezení kritické cesty je potrˇeba vytvorˇit model projektu ve formeˇ acyklického ori-
entovaného grafu, který obsahuje jednotlivé dílcˇí úkoly projektu, cˇas potrˇebný k jejich
vykonaní a závislosti mezi jednotlivými úkoly. Vytvorˇený model mu˚že mít dveˇ podoby
lišící se zobrazením úkolu˚. První model zobrazuje úkoly jako šipky mezi uzly prˇedsta-
vující stavy projektu, prˇíklad na obrázku 4, zatímco druhý model zobrazuje úkoly jako
uzly, které jsou navzájem propojeny šipkami prˇedstavující závislosti, prˇíklad na obrázku
5. V rámci této práce se bude nadále pracovat pouze s modelem obsahujícím aktivity jako
uzly.
Cesta je oznacˇení pru˚chodu grafem z výchozího uzlu do koncového uzlu, kdy je
možno mezi uzly prˇecházet jen ve smeˇru závislosti. Kritické cesta je oznacˇení takové
cesty, u které prodloužení doby trvaní libovolného úkolu o libovolnou cˇasovou hodnotu
vyústí v prodloužení doby trvání celého projektu. Kritická cesta tedy prˇedstavuje cˇasoveˇ
nejnárocˇneˇjší pru˚chod modelem projektu. Projekt mu˚že obsahovat více kritických cest.
Ostatní cesty jsou oznacˇovány jako cesty nekritické a u jejich prvku lze zjistit tzv. float
(slack), což je cˇasová hodnota o kterou lze prodloužit dobu trvání úkolu bez ovlivneˇní
doby trvání celého projektu.
Prˇi vyhledávání kritické cesty se nejprve orientovaným grafem prochází od pocˇá-
tecˇního uzlu po smeˇru orientovaných hran. Zapisuje se hodnota ukoncˇení jednotlivých
úkolu˚ získána prˇicˇtením doby, kterou daný úkol potrˇebuje k vykonání, k nejvyšší hod-
noteˇ u úkolu˚, na kterých je daný úkol závislý, viz obrázek 6. Po zjišteˇní teˇchto hodnot u
všech uzlu˚ grafu se provede druhý pru˚chod grafem, tentokráte od koncového uzlu proti
smeˇru orientovaných hran. Prˇi tomto pru˚chodu postupneˇ odecˇítáme dobu trvání od hod-
noty posledního úkolu získané v prvním pru˚chodu a mezi úkoly po hranách prˇecházíme
tak, aby hodnoty zapisované do jednotlivých uzlu˚ byly co nejmenší, prˇíklad na obrázku
7. Po provedení druhého pru˚chodu grafem porovnáme získané hodnoty. Jestliže se hod-
nota uzlu získaná v prvním pru˚chodu rovná hodnoteˇ získané v pru˚chodu druhém, pak
daný uzel leží na kritické cesteˇ.
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Obrázek 4: Diagram s aktivitami na šipkách
Obrázek 5: Diagram s aktivitami na uzlech
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Obrázek 6: Výpocˇet hodnoty aktivity prˇi prvním pru˚chodu orientovaným grafem
Obrázek 7: Výpocˇet hodnoty aktivity prˇi druhém pru˚chodu orientovaným grafem
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3.2 Kritická cesta v paralelním programování
Prˇestože CPM byla pu˚vodneˇ vyvinuta pro plánování a koordinaci komplexních inženýr-
ských projektu, myšlenka kritické cesty má využití také v analýze výkonu paralelních
programu˚. Mezi nástroje využívající kritickou cestu patrˇí naprˇ. Scalasca.
Scalasca2[7] je softwarový nástroj meˇrˇící a analyzující chování paralelních programu˚
beˇhem jejich beˇhu. Tato analýza identifikuje potenciální výkonové prˇekážky (bottlenecks),
zejména ty v rámci komunikace a synchronizace, a umožnˇuje jejich hlubši prozkoumání.
Scalasca je urcˇena hlavneˇ pro aplikace využívající rozhraní MPI a OpenMP, vcˇetneˇ hyb-
ridních aplikací využívající kombinaci obou. Nástroj byl vytvorˇen pro large-scale sys-
témy jako jsou IBM Blue Gene a Cray XT, ale lze použít i pro small-scale a medium-scale
HPC (High performance computing) platformy.
Pro vyhodnocení chování paralelních programu zachytává Scalasca data beˇhem beˇhu
programu, která jsou urcˇená pro vyhodnocení po ukoncˇení programu. Uživatel si muže
vybrat mezi dveˇma zpu˚soby analýzy: Prˇehled výkonu pomocí profilování nebo Studii
chování aplikace pomocí sledování událostí. V profilovací cˇásti generuje Scalasca celkové
výkonové metriky pro jednotlivé funkcˇní cesty, což je užitecˇné k identifikaci cˇástí nejná-
rocˇneˇjších na prostrˇedky. Prˇi sledování události jsou zaznamenávány jednotlivé události,
což umožnˇuje automatickou identifikaci cest a wait-states. Reporty vytvorˇené obeˇma
zpu˚soby je možno procházet v interaktivním grafickém prohlížecˇi.
Rozšírˇení nástroje Scalasca o analýzu využívající CPM[8] je urcˇeno zejména pro mul-
tiple program multiple data (MPMD), ale je využitelné i pro single program multiple
data (SPMD). Využívá kombinaci kritické cesty a profilu˚ pro jednotlivé procesy k odvo-
zení výkonových indikátoru˚. Tato analýza poskytuje dveˇ skupiny výkonových dat.
První skupina, profil kritické cesty a ukazatel nevyváženosti kritické cesty, popisuje
dopad dílcˇích cˇástí programu na dobu vykonání. Profil kritické cesty reprezentuje cˇas
potrˇebný pro aktivity kritické cesty. Indikátor nevyváženosti ukazuje množství cˇasu ztra-
ceno kvu˚li nevyváženosti záteˇže jednotlivých cest. Tyto dveˇ metriky poskytují prˇehled
cílu˚ pro optimalizaci a paralelní neefektivnosti v SPMD programech.
Druha skupina, urcˇena hlavneˇ pro MPMD programy, se zabývá vlivem dílcˇích úkolu
programu na využití dostupných prostrˇedku˚. Dokáže naleznout zdroj nevyváženosti a
rozlišit, jestli je neefektivní využití prostrˇedku˚ zpu˚sobeno nerovnomeˇrným rozdeˇlením
nebo nevyvážeností mezi procesy vykonávající stejnou aktivitu v rámci jedné cˇásti.
Kritická cesta je nalezena pomocí zpeˇtného pru˚chodu zachycených událostí a pomocí
wait-state analýzy Scalascy postupneˇ nalezne prˇedchozí prvky kritické cesty. Po nalezení
celé kritické cesty odvozeny jednotlivé výkonové indikátory, které jsou následneˇ vyhod-
noceny v rámci nástroje Scalasca.
K oveˇrˇení efektivity této analýzy použili autorˇi aplikaci simulující ru˚zné nevyváže-
nosti. Aplikace vykonávala funkci ve smycˇkách po nastavitelnou dobu a synchronizo-
vala procesy na konci jednotlivých cyklu˚. Byly použity cˇtyrˇi ru˚zné prˇípady.využívající 32
procesu. Celkové využití procesu˚ bylo shodné, lišila se ale distribuce záteˇže na jednotlivé
procesy. V prvním prˇípadu byla záteˇž vybalancována shodneˇ mezi všechny procesy. Ve
2http://scalasca.org
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zbylých trˇech prˇípadech byly úmeˇle vytvorˇeny nevyváženosti prodlužující dobu potrˇeb-
nou k vykonaní o 25%.
Každý z teˇchto prˇípadu˚ byl spušteˇn jako 320 iterací cyklu. Vybalancovaný prˇíklad byl
dokoncˇen za 16.15 vterˇiny, prˇíklady s úmeˇlou nevyvážeností trvaly mezi 19.98 a 20.04
vterˇinami. Analýza využívající kritickou cestu nalezla mezi 3.87 a 3.99 vterˇinami nevy-
váženosti u každého nevyváženého prˇíkladu a tyto hodnoty se velmi blíží k nastave-
nému prodloužení o 25%. V porovnaní s analýzou využívající profilování procesu˚ vyšla
analýza využívající kritickou cestu jako stejneˇ efektivní v prˇíkladu se statickou nevyváže-
ností. V prˇíkladech kde se objevovala nevyváženost dynamická byla analýza využívající
kritickou cestu výrazneˇ lepší.
3.3 Kritická cesta v rámci Kairy
Prˇi vytvárˇení modelu programu[9] vytvorˇeného pomocí nástroje Kaira se vychází z mo-
delu používaného prˇi obecné metodeˇ kritické cesty. Prˇechody odpálené beˇhem pru˚beˇhu
programu jsou zobrazený jako uzly, které jsou propojeny šipkami prˇedstavující závislosti
mezi prˇechody. Na rozdíl od modelu CPM mu˚že tento model obsahovat více pocˇátecˇních
a koncových stavu˚. Prˇíklad modelu je k videˇní na obrázku 8. Osa X prˇedstavuje cˇasový
pru˚beˇh programu a na ose Y jsou zobrazeny procesy programem využité. Na ukazkovém
diagramu je k program sestávající z jedenácti prˇechodu využívající cˇtyrˇi procesy. Prˇechod
A je prˇechodem výchozím a do míst prˇidává tokeny potrˇebné k odpálení prˇechodu B, C,
D a E. Prˇechod B prˇidává token potrˇebný pro odpálení prˇechodu˚ F, který následneˇ prˇi-
dává token potrˇebný k odpalení prˇechodu I. Prˇechod C prˇidává tokeny pro prˇechody G a
H, kdy prˇechod H probíhá na stejném procesu jako prˇechod D. Prˇechod J k odpálení po-
trˇebuje tokeny dodané prˇechody I a G. Koncový prˇechod K k odpalení vyžaduje tokeny
od prˇechodu˚ J a H a také uvolneˇní procesu od prˇechodu E.





• vstupní a výstupní místa
• odebrané a prˇidané tokeny
Tyto informace jsou využity ke správnému umísteˇní prˇechodu v modelu a k nalezení
závislostí mezi prˇechody.
Prˇechod B je na prˇechodu A závislý práveˇ tehdy, když prˇechod B nemohl být odpálen
bez prˇedchozího dokoncˇení prˇechodu A. Závislosti lze rozdeˇlit na dva druhy:
1. Výpocˇetní: v jednom okamžiku mu˚že na jednom procesu probíhat pouze jeden prˇe-
chod. Prˇechod je tedy výpocˇetneˇ závislý na všech prˇedchozích prˇechodech, které
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probeˇhly na stejném procesu. To je možno zjednodušit pouze na závislost na po-
sledním probeˇhnuvším prˇechodu na daném procesu.
2. Datová: Odstranˇuje-li prˇechod B tokeny z místa, do kterého byly dané tokeny prˇi-
dány prˇechodem A, je prˇechod B datoveˇ závislý na prˇechodu A.
Prˇechod mu˚že být závislý na libovolném množství prˇechodu˚. Prˇechod mu˚že být závislý
na stejném prˇechodu výpocˇetneˇ i datové. V konecˇném modelu nejsou zobrazeny všechny
nalezené závislosti, pro prˇehlednost jsou odstraneˇny závislosti odvoditelné pomocí pra-
vidla tranzitivity.
Ve správneˇ vytvorˇeném modelu jde vyhledat kritická cesta. Na rozdíl od obecné
CPM se využije pouze jeden pru˚chod grafem, který zacˇne u posledního dokoncˇeného
prˇechodu. Tento prˇechod je posledním prvek kritické cesty. Prˇedcházející prvek kritické
cesty je prˇechod z množiny prˇechodu˚, na kterých je poslední prvek závislý, a byl dokon-
cˇen jako poslední. Ukázka výbeˇru správné závislosti na obrázku 9. Takto se postupuje,
dokud se grafem neprˇejde na prˇechod, který není závislý na žádném jiném prˇechodu.
Tento prˇechod je prvním prvek kritické cesty. Teoreticky je možné, že prˇechod bude zá-
vislý na více prˇechodem koncˇících ve stejném cˇase. Pokud tato vysoce nepravdeˇpodobná
situace nastane, vybere se závislost, která byla odpálena pozdeˇji.
Takto vytvorˇený model pru˚beˇhu programu s nalezenou kritickou cestou lze použít k
další analýze programu a nalezení problému˚ prˇi jeho beˇhu. Mezi možné problémy patrˇí:
• Velké rozdíly mezi kritickou cestou a cestami nekritickými. V ukázce na obrázku 10
je prˇíklad s kritickou cestou skládající se z prechodu˚ A, B, F, G a H a trˇemi nekritic-
kými cestami. Tyto nekritické cesty mají stejný výchozí i konecˇný prˇechod s cestou
kritickou, ale cˇást kterou se od kritické cesty liší je vykonána podstatneˇ rychleji než
prˇechody cesty kritické, což zpu˚sobuje nevyužití trˇí ze cˇtyrˇ dostupných procesu˚ po
vetšinu doby potrˇebné k dokoncˇení programu
• Nedostatecˇné využití dostupných prostrˇedku˚: Program dostatecˇneˇ nevyužívá všechny
dostupné procesy a tím je zpomalen jeho pru˚beˇh. V prˇíkladu na obrázku 11 lze
ukázkový diagram rozdeˇlit na dveˇ cˇásti. V cˇásti mezi prˇechody E a I jsou využity
všechny dostupné procesy, zatímco v cˇásti mezi prˇechody A a E je využita pouze
polovina dostupných procesu a tím je prodloužena celková doba trvání programu.
Kromeˇ problému˚ lze v diagramech vypozorovat naprˇ. opakování stejných sekvencí
prˇechodu˚ nebo jestli jsou urcˇité prˇechody vykonávány pouze na urcˇitých procesech. Ze
správneˇ vytvorˇeného diagramu by uživatel meˇl získat základní prˇedstavu o efektiviteˇ
programu a na které cˇásti se zameˇrˇit prˇi prˇípadné optimalizaci.
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Obrázek 8: Ukázka diagramu znázornˇujícího pru˚beˇh programu
Obrázek 9: Výbeˇr relevantní závislosti
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Obrázek 10: Diagram znázornˇující velký rozdíl mezi kritickou cestou a cestou nekritickou
Obrázek 11: Diagram znázornˇující neefektivní využití dostupných procesu˚
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4 Implementace
V této kapitole je popsáno rˇešení a implementace nalezení a vizualizace kritické cesty
z dat zaznamenaných prˇi beˇhu programu vygenerovaného nástrojem Kaira.
4.1 Myšlenka a požadavky
Pro nalezení kritické cesty je potrˇeba mít k dispozici data o pru˚beˇhu programu. Je potrˇeba
aby byl program v Kairˇe sestaven v traced verzi a bylo nastaveno zachytávání informací
o všech prˇechodech a tokenech, prˇíklad na obrázku 12. Prˇi spušteˇní takto vytvorˇeného
programu je trˇeba zadat parametry pro vytvorˇení tracelogu, který bude obsahovat in-
formace vyžadované pro nalezení kritické cesty. Potrˇeba jsou zejména informace o pro-
beˇhlých prˇechodech, o místech a o pohybu tokenu˚. Z nacˇtených dat jsou mezi jednot-
livými prˇechody vypocˇteny závislosti. Tyto závislosti jsou následneˇ zredukovány tak,
aby se mezi nimi nevyskytovaly závislosti odvoditelné pomocí jiné závislosti. Poté se
ve vzniklé síti prˇechodu˚ najde kritická cesta, která je následneˇ poskytnuta uživateli ve
vizuální formeˇ.
Zadání práce bude implementováno jako rozšírˇení programu Kaira a napsáno bude
v jazyce Python.
4.2 Základní informace







Trˇída CriticalPath je hlavní trˇídou rozšírˇení a obsahuje metodu run zajišt’ující
spušteˇní. Je potomkem extensions.Operation. Trˇída ExportRunInstance, poto-
mek trˇídy RunInstance, má na starost nacˇtení potrˇebných informací, jejich zpracování
a vytvorˇení vizualizace. Instance trˇídy TransitionNode prˇedstavují všechny probeˇhlé
prˇechody, instance trˇídy EventTracker uchovávají informace o událostech vyvolaných
prˇechody a instance trˇídy TransitionInfo uchovávají vybrané vlastnosti prˇechodu˚
síteˇ projektu. Trˇída GraphAddons obsahuje rozšírˇené ovládací prvky používané prˇi zob-
razení výsledku a zprostrˇedkovává prˇedání informací o jednotlivých prˇechodech uživa-
teli.
























• RunInstance z runinstance
• settingswindow
• RESPONSE_APPLY z gtk
• utils
• table
Pro vykreslení grafu jsou použity balícˇky
• matplotlib.pyplot
• networkx
Networkx3 není jako jediná soucˇást nainstalována v rámci standardní instalace Kairy.
4.3 Nalezení kritické cesty
4.3.1 Nacˇtení dat z tracelogu
Pro nalezení kritické cesty jsou potrˇeba informace o všech probeˇhlých prˇechodech, tedy
cˇas odpálení prˇechodu˚, jak dlouho a na jakém procesu probíhaly, a s jakými tokeny pra-
covaly. Pro získání teˇchto dat byla vytvorˇená trˇída ExportRunInstance. Prˇi inicializaci
instance trˇídy ExportRunInstance je vstupním parametrem tracelog a jsou beˇhem
ní vytvorˇeny dva slovníky s informacemi o prˇechodech a místech vyskytujících se v pro-
gramu. U slovníku s prˇechody jsou klícˇi id jednotlivých prˇechodu˚ a jako hodnoty jsou
instance trˇídy TransitionInfo, shrnující informace o prˇechodech – id, název, mezi
kterými místy proces je – potrˇebných k nalezení kritické cesty. Ve druhém slovníku jsou
klícˇi id míst a hodnotami jsou jejich instance.
Data jsou získávána pomocí rozšírˇení metod rodicˇovské trˇídy pracujících s relevant-









Beˇhem transition_fired dochází k vytvorˇení instance trˇídy TransitionNode
s údaji o cˇase zapocˇetí prˇechodu, s cˇíslem procesu, na kterém proces probeˇhl, s po-
rˇadovým cˇíslem prˇechodu a odkazem na instanci trˇídy TransitionInfo získané ze
slovníku vytvorˇeného prˇí inicializaci trˇídy ExportRunInstance. Délka prˇechodu je
do instance TransitionNode prˇidána beˇhem transition_finished, kdy je vypocˇ-
tena jako rozdíl cˇasu ukoncˇení a zacˇátku prˇechodu. Prˇi metodeˇ add_token (respektive
remove_token) se do do listu added_tokens (removed_tokens) prˇíslušné instance
trˇídy TransitionNode prˇidají hodnoty token_pointer. Metoda event_send prˇi-
dává do listu událostí prˇíslušného TransitionNode novou instanci EventTracker
s dvojicí tvorˇenou cˇíslem procesu, na kterém daná událost vznikla, a cˇíslem procesu, na
který mírˇí. Informace o prˇesunutých tokenech a cˇase dokoncˇení se prˇidají beˇhem pru˚beˇhu
event_receive. Probeˇhnutí všech událostí zajištuje metoda execute_all_events
trˇídy tracelog. Výsledkem je list transtion_list, který obsahuje všechny instance
TransitionNode s daty potrˇebnými pro nalezení závislostí a samotné kritické cesty.
4.3.2 Urcˇení závislosti mezi nacˇtenými prˇechody
Urcˇení závislostí mezi nacˇtenými prˇechody má na starost metoda find_dependencies
trˇídy TransitionNode. Vstupem metody je seznam všech nacˇtených prˇechodu˚. Metoda
má dveˇ cˇásti:
• Vyhledání závislosti datové
• Vyhledání závislosti výpocˇetní
Prˇi vyhledávání závislosti datové se zjišt’uje, které prˇechody pracovaly s tokeny z listu
tokens_removed dané instance TransitionNode . Listem všech prˇechodu˚ se pro-
chází od konce a kontrolují se pouze prˇechody, které probeˇhly drˇíve, než prˇechod pro
který se závislosti vyhledávají. První se kontrolují tokeny prˇidáné v rámci všech událostí
a poté se zkontrolují prˇechody v listu tokens_added. Prˇi nalezení zdroju˚ jednotlivých
tokenu˚ z listu tokens_removed si instance TransitionNode poznacˇí závislost. Listem
prˇechodu˚ se prochází od konce, protože jednotlivé token_pointer se vyskytují v pru˚-
beˇhu programu vícekrát, a tímto zajistíme, že se do závislostí bude zapocˇítávat pouze
prˇechod, který s daným tokenem pracoval jako poslední a zabrání se tak vytvárˇení zby-
tecˇných vazeb. Po zjišteˇní všech datových závislostí se zjišt’uje závislost výpocˇetní, kdy
se do listu závislostí prˇidá poslední prˇechod, který probíhal na stejném procesu.
def find_dependencies(self, transitions ) :
for token in self .tokens_removed:
tokenFound = 0
for t in reversed(transitions) :
all_added_tokens = []
for e in t . tracked_events:
if self .process_id == e.start [1] \









Výpis 1: Nalezení datových závislostí mezi prˇechody
Nalezené závislosti je poté nutno zredukovat, ne všechny jsou totiž potrˇebné pro další
pru˚beˇh programu. Cílem redukce je, aby se jednotlivé závislosti mezi prˇechody nedaly
odvodit pomocí závislostí jiných. K tomuto úcˇelu obsahuje trˇída TransitionNode me-
todu clear_dependencies, která jako parametr vyžaduje seznam všech prˇechodu˚. Po-
stup prˇi vycˇisteˇní závislostí je následovný: pomocí rekurze se vytvorˇí množina závislostí
všech prˇechodu˚ v seznamu závislostí. Po vytvorˇení tohoto seznamu se vypocˇte rozdíl
pu˚vodního seznamu závislostí a noveˇ vytvorˇeného seznamu obsahující množinu všech
závislostí podmínek. Tento rozdíl je hledaná vycˇišteˇná množina.
4.3.3 Vlastni nalezeni kritické cesty
Po vytvorˇení síteˇ závislostí mezi prˇechody už nic nebrání nalezení kritické cesty. Prvním
krokem je zkonsolidování datových a výpocˇetních závislostí do jednoho listu, který je
poté serˇazen. Samotné vyhledávání zacˇíná u posledního probeˇhlého prˇechodu, který je
na kritické cesteˇ vždy. Z neˇj prˇejdeme po hraneˇ závislosti do prˇechodu, který poskytl
potrˇebné tokeny (poprˇ. uvolnil proces) jako poslední a oznacˇí se jako prˇechod patrˇící na
kritickou cestu.
def find_critical_path ( self ) :
temp=0
for t in self . transitions_list :








self . transitions_list [temp].on_critical_path=True
if self . transitions_list [temp].data_dependant_on==[]:
break
temp2=self. transitions_list [temp].data_dependant_on[0]
self . transitions_list [temp].on_critical_path=True
for d in self . transitions_list [temp].data_dependant_on:
if self . transitions_list [d ]. start_time+self . transitions_list [d ]. tet>=self.
transitions_list [temp2].start_time+self. transitions_list [temp2].tet :
temp=self. transitions_list [d ]. position_in_list
temp2=self. transitions_list [d ]. position_in_list
for t in self . transition_list :
t .clear_dependencies(self. transition_list )
Výpis 2: Nalezení kritické cesty
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Nalezená kritická cesta je uložena jako seznam TransitionNode v atributu
critical_path trˇídy ExportRunInstance.
4.4 Vizualizace
Následující cˇást práce se zabývá vizualizací nalezené kritické cesty. Pro demonstraci vý-
sledku˚ byly použity tyto prˇíklady:
• workers
./workers -r4 -pLIMIT=120 -pSIZE=10 -T1M
• sieve
./sieve -r4 -T1M -pN=100
4.4.1 Možnosti vizualizace
K vizualizaci nalezené kritické cesty se nabízelo velké množství zpu˚sobu˚. Nad ostatní
vycˇnívaly tyto trˇi varianty:
• Zobrazení pomocí prvku˚ pro tvorbu sítí v Kairˇe
• Zobrazení jako interaktivní mapa
• Zobrazení pomocí orientovaného grafu
Zobrazení pomocí již existujících grafických prvku˚ pro prˇechody a místa v Kairˇe se
nabízelo jako první rˇešení. Nejveˇtší výhodou této možnosti zobrazení by byla obezná-
menost uživatele s grafickými prvky. Zobrazena by byla rozvitá sít’ programu, se všemi
probeˇhlými prˇechody a místy mezi nimi. Acˇkoliv tato možnost mu˚že na první pohled pu˚-
sobit ideálneˇ, byla nakonec zamítnuta. Du˚vodu˚ odkloneˇní se od této varianty bylo více.
Mezi hlavní patrˇila složitost vytvorˇení algoritmu pro vykreslení rozvité síteˇ programu
tak, aby i u složiteˇjších programu˚ s velkým množstvím prˇechodu˚ a míst byla výsledná
mapa prˇehledná, jednotlivé prvky se neprˇekrývaly a vyznacˇená kritická cesta byla jasneˇ
zrˇetelná. Výsledná sít by také byla ve veˇtšineˇ prˇípadu˚ mnohonásobneˇ veˇtší než síteˇ pro-
jektu˚, pro které je uživatelské rozhraní Kairy uzpu˚sobeno.
Zobrazení jako interaktivní mapa pru˚beˇhu programu by byla v mnoha ohledech ide-
ální varianta vizualizace. Výsledkem by byla interaktivní sít’, kde by jednotlivé prvky
prˇedstavovaly prˇechody a obsahovaly by veškeré informace získané z tracelogu, tedy in-
formace o prˇesunutých tokenech a mezi kterými místy prˇechod probeˇhl, cˇísle procesu,
dále o cˇasu zahájení prˇechodu, cˇasu ukoncˇení a dobeˇ trvání. Závislosti mezi prˇechody by
byly odlišeny podle druhu a kritická cesta by byla zvýrazneˇna odlišnou barvou. Uživatel
by meˇl možnost zobrazené informace a prˇechody filtrovat. Toto rˇešení bylo zamítnuto
z du˚vodu˚ cˇasové nárocˇnosti.
Zobrazení pomocí orientovaného grafu se nabízí prˇímo z podstaty kritické cesty. Tato
varianta umožnˇuje zobrazit všechny prˇechody a závislosti mezi nimi jako prˇehledný ce-
lek s možností jednoduchého zvýrazneˇní kritické cesty. Tento zpu˚sob je v základu po-
dobný varianteˇ zobrazení pomocí již existujících grafických prvku˚ Kairy, kdy neprˇítom-
nost již známých grafických zobrazení pro prˇechody a místa vynahrazuje jednodušší
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tvorbou a lepšími možnostmi zobrazení a prohlížení, a to zejména u složiteˇjších pro-
gramu˚.
Pro konecˇné zobrazení byla nakonec zvolená varianta zobrazení ve formeˇ oriento-
vaného grafu ve dvou variantách, doplneˇná o možnost textového zpracování pomocí
tabulek.
4.4.2 Implementovaná vizualizace
Výsledek rozšírˇení programu Kaira pro vyhledání kritické cesty je uživateli prˇedán ve
formeˇ orientovaného grafu vytvorˇeného pomocí trˇídy DiGraph z balícˇku networkx
zobrazeného jako interaktivní obrázek balícˇku pyplot z matplotlib API. Interaktivní
obrázek byl jako zpu˚sob zobrazení zvolen namísto obrázku ve formeˇ png nebo pdf hlavneˇ
díky možnosti úprav. Vzhled vygenerovaného grafu je závislý od pocˇtu probeˇhlých prˇe-
chodu˚ a mu˚že se tedy výrazneˇ lišit jak mezi ru˚znými programy, tak také mezí rozdíl-
nými pru˚beˇhy programu stejného. Proto je ukládání do obrázku podle prˇedem nasta-
vených parametru nepraktické. Interaktivní zobrazení umožnˇuje uživateli si výsledný
graf prˇibližovat a oddalovat, zveˇtšovat cˇí zmenšovat velikost grafu nebo se zameˇrˇit na
urcˇitou cˇást a poté si uložit výsledek nastavený podle svých prˇedstav. Uživatel má mož-
nost si vybrat ze dvou variant zobrazení, kdy první ukazuje celkový prˇehled pru˚beˇhu
programu jako sekvence propojených uzlu˚ prˇedstavujících jednotlivé prˇechody, zatímco
druhá možnost je zameˇrˇena na detailneˇjší zobrazení kritické cesty a kromeˇ prˇechodu˚ ob-
sahuje i relevantní místa.
4.4.2.1 Celkové zobrazení (Overview) V celkovém zobrazení jsou zobrazeny všechny
probeˇhlé prˇechody, závislosti mezi nimi jsou vyznacˇeny šipkami. Kritická cesta je zobra-
zena cˇervenou barvou. Poloha prˇechodu vzhledem k ose y je urcˇena podle procesu, na
kterém probeˇhl, poloha vzhledem k ose x závisí na porˇadí jednotlivých prˇechodu˚. Pu˚-
vodneˇ byla poloha vzhledem k ose x urcˇována podle cˇasu odpálení prˇechodu, od toho
ale bylo ustoupeno z du˚vodu prˇekrývání jednotlivých prˇechodu˚ prˇi nízkých cˇasových in-
tervalech. prˇechody jsou zobrazeny jako cˇtverce, kdy cˇísla v jednotlivých cˇtvercích prˇed-
stavují id prˇechodu.Prˇechody patrˇící na kritickou cestu jsou zobrazeny cˇerveneˇ vyplneˇ-
nými cˇtverci, hrany mezi teˇmito prˇechody jsou taktéž cˇervené. Legenda prˇirˇazující názvy
prˇechodu˚ k jejich id je umísteˇna nad vrchním okrajem oblasti grafu.
Ukázka Celkového zobrazení prˇíkladu Workers (sít’ projektu k videˇní na obrázku
3) lze nalézt na obrázku 13. Z grafu je videˇt, že program využil všech cˇtyrˇ dostupných
procesu˚, kdy na procesu 0 probíhaly výhradneˇ prˇechody divide a koncový prˇechod write
results, zbylé trˇi procesy byly programem urcˇeny pro prˇechody compute. Dále lze vycˇíst,
že cesty nekritické se od cesty kritické významneˇ neliší.
U prˇíkladu projektu Sieve na obrázku 14 je na první pohled zrˇejmé, že rozložení práce
na jednotlivé procesy není ideální. Více než jeden proces naráz je vytížen pouze v krátké
cˇásti beˇhu programu a hodnota float u nekritických cest bude pomeˇrneˇ vysoká.
K vytvorˇení a zobrazení grafu jsou použity knihovny pyplot z matplotlib API a
networkx. První se vytvorˇí figure, ve které se graf zobrazí a jako hodnoty na ose y






























































































































































































































































DiGraph reprezentující orientovaný graf a prˇipraví se seznamy pro uzly grafu ležící na
kritické cesteˇ, pro uzly mimo kritickou cestu a pro popisky jednotlivých uzlu˚. Také se
vytvorˇí slovník, který bude obsahovat seznam všech uzlu˚ a jejich pozice. Poté následuje
pru˚chod obráceným seznamem všech prˇechodu˚, kdy se u každého prˇechodu vytvorˇí uzel
a prˇidá se do patrˇicˇného seznamu. Dále se uzel prˇidá do slovníku s polohou, která je
urcˇena porˇadovým cˇíslem prˇechodu a jeho procesem, a id prˇechodu se prˇidá do seznamu
popisku. U každého prˇechodu se vytvorˇí hrany k prˇechodu˚m z jeho seznamu závislostí.
Po zpracování všech prˇechodu˚ se jednotlivé hrany rozdeˇlí do dvou seznamu˚, kdy jeden
obsahuje hrany kritické cesty a druhý hrany ostatní. Následneˇ se vykreslí všechny uzly,
ty ze seznamu kritické cesty jako cˇerveneˇ vyplneˇné cˇtverce, ostatní jako bíle vyplneˇné.
Dále hrany, kdy ty patrˇící na kritickou cestu jsou zobrazeny jako cˇervené šípky a ostatní
jako jednoduchá cˇerná cˇára. Nakonec se jednotlivým uzlu˚m prˇidají popisky, vytvorˇí se
legenda grafu, popíší se jednotlivé osy a obrázek s grafem se zobrazí uživateli.
def create_critical_path_overview(self ) :
fig = plt . figure ()
ax = fig .add_subplot(111)
yticks = []




crp, crpNodes, nonCrpNodes = []
pos = dict ()
labels = {}
for t in reversed(self. transitions_list ) :
temp = 0
for item in reversed(t.data_dependant_on):
G.add_edges_from([(item,t.position_in_list ) ])
if t . on_critical_path and self. transitions_list [ item]. on_critical_path and temp == 0:
crp.append((item, t . position_in_list ) )
temp = 1
pos[t . position_in_list ] = ( t . position_in_list , t .process_id)
labels [ t . position_in_list ] = t . transition . id




edge_colours = [’black’ if not edge in crp else ’ red’ for edge in G.edges()]
black_edges = [edge for edge in G.edges() if edge not in crp]
nx.draw_networkx_nodes(G, pos, node_color=’w’,nodelist=nonCrpNodes, node_size=1500,
node_shape=’s’)
nx.draw_networkx_nodes(G, pos, node_color=’r’,nodelist=crpNodes, node_size=1500,
node_shape=’s’)
nx.draw_networkx_edges(G, pos, edgelist=crp, edge_color=’r’, arrows=True)
nx.draw_networkx_edges(G, pos, edgelist=black_edges, arrows=False)
nx.draw_networkx_labels(G, pos, labels, font_size=16)
title = " Critical Path Overview\n| "
for t in self . transitions .values() :
title = title + str( t . id) + " − " + t.name + " | "
plt . title ( title )
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plt . ylabel("Process ID")
plt . xlabel(" Transitions fired")
plt .show()
Výpis 3: Vytvorˇení celkového pohledu
4.4.2.2 Detailní zobrazení (Detail view) Detailní zobrazení na rozdíl od celkového
nezobrazuje všechny probeˇhlé prˇechody, ale zameˇrˇuje se pouze na kritickou cestu. Proto
jsou mezi jednotlivé prˇechody prˇidána relevantní místa. Prˇechody jsou stále zobrazeny
jako cˇtverce, místa jsou zobrazena jako kruhy. Cˇísla uvnitrˇ jednotlivých obrazcu˚ prˇedsta-
vují id prvku. Ukázka vizualizace Detailního zobrazení prˇíkladu Workers je k nalezení
na obrázku 15. Všechny zobrazené prˇechody patrˇí na kritickou cestu, hrany jsou v tomto
zobrazení pouze mezi místem a prˇechodem, respektive mezi prˇechodem a místem. Po-
loha jednotlivých prˇechodu˚ je závislá na procesu, poloha míst se odvíjí od polohy po-
sledního probeˇhlého prˇechodu.
Zpu˚sob tvorby grafu je podobný tomu u celkového pohledu s neˇkolika rozdíly. Vy-
kreslují se pouze uzly znázornˇují prˇechody na kritické cesteˇ, ke kterým se prˇidá gra-
fické znázorneˇní míst, které se mezi prvky cesty vyskytují. Kruhy znázornˇující místa jsou
umísteˇny bezprostrˇedneˇ za uzel prˇechodu, který do nich umístil tokeny, pouze u prvního
cˇlena kritické cesty jsou zobrazeny místa, ze kterých byly tokeny prˇechodem odstraneˇny,
prˇed samotný uzel. Barevné odlišení od ostatních prvku˚ už není v tomto zobrazení po-
trˇebné, proto jsou všechny hrany a uzly zobrazovány v cˇerné barveˇ.
4.4.2.3 Rozšírˇení ovládacích prvku˚ zobrazení V rámci této práce byla zobrazení vy-
užívající matplotlib rozšírˇena o ovládací prvky zlepšující orientaci a práci ve zvizua-
lizovaném modelu. Tyto prvky jsou propojeny s funkcemi knihovny matplotlib jako
události. Rozšírˇení jsou zpracována ve trˇídeˇ GraphAddons a jsou rozdeˇlena do teˇchto
cˇástí:
• zoom_addon - zajišt’uje prˇibližování a oddalování ve výsledném grafu pomocí ko-
lecˇka myši
• pan_addon - umožnˇuje použit kolecˇko myši pro pohyb v grafu
• keys_addon - mapuje rozšírˇené ovládací prvky na vybrané klávesy
• annote_addon - zprostrˇedkovává zobrazení informací o prˇechodech, použito pouze
v Celkovém zobrazení
Tato rozšírˇení umožnˇují efektivneˇjší orientaci a prˇizpu˚sobení vlastních grafu. K dispo-
zici je možnost zamykaní jednotlivých os, prˇednastavené hodnoty prˇiblížení, skokové
posouvaní se grafem a zobrazení informací o jednotlivých prˇechodech. Detailní popis
prˇidaných ovládacích prvku˚ je k dispozici v prˇíloze B. V ukázce na obrázku 16 je k vi-
deˇní cˇást grafu projektu Workers s neˇkolika zobrazenými anotacemi.



















































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































Obrázek 17: Kritická cesta prˇíkladu Sieve zobrazená tabulkami Critical Path only, All
transitions a Critical Path export
4.4.2.4 Zobrazení pomocí tabulek Rozšírˇení umožnˇuje vygenerovat reprezentaci na-
lezené kritické cesty pomoci CSV (comma-separated value) tabulky, k cˇemuž je využito
již existující soucˇásti Kairy pro práci s CSV tabulkami. K dispozici jsou trˇi varianty teˇchto
tabulek. Varianty Critical Path only, obsahující pouze prˇechody kritické cesty, a All transi-
tions, obsahující všechny prˇechody, jsou tvorˇeny teˇmito informacemi:
• CP - True v prˇípadeˇ, že prˇechod patrˇí na kritickou cestu, False v prˇípadeˇ opacˇném
• ID - id prˇechodu
• Name - jméno prˇechodu
• Process - proces, na kterém prˇechod probeˇhl
• Fired time - cˇas odpálení prˇechodu
• Finished time - cˇas odpálení prˇechodu
• TET - doba, kterou prˇechod potrˇeboval k provedení
Varianta Critical Path export obsahuje pouze informace potrˇebné k identifikaci prˇe-
chodu˚ tvorˇící kritickou cestu, tedy:
• ID - id prˇechodu
• Process - proces, na kterém prˇechod probeˇhl
• Fired - cˇas odpálení prˇechodu
Výsledná tabulka je uživateli poskytnuta k zobrazení prˇímo v prostrˇedí Kairy. Prˇíklad
tabulkek získaných z prˇíkladu Sieve na obrázku 17.
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Obrázek 18: Návod ke spušteˇní rozšírˇení nástroje Kaira pro vizualizaci kritické cesty
4.5 Použítí vizualizace
Po spušteˇní programu Kaira najdeme rozšírˇení umožnˇující vizualizaci kritické cesty mezi
ostatními rozšírˇeními v nabídce Tools pod názvem Critical Path. Po zvolení tohoto rozší-
rˇení je trˇeba prˇipojit správneˇ vytvorˇený tracelog. Ten vybereme po stisknutí Load Source
a prˇipojíme jej stisknutím tlacˇítka Attach. Poté mu˚žeme spustit rozšírˇení stiskem tlacˇítka
Run, v zobrazivší se nabídce si vybereme zpu˚sob zobrazení, stiskem Forward se prˇesu-
neme na obrazovku s potvrzením. Po stisku tlacˇítka Apply se zobrazí zvolená vizualizace
ve formeˇ interaktivního obrázku, poprˇ. se v nabídce Sources objeví jako nový zdroj vyge-
nerovaná tabulka, která lze zobrazit stiskem tlacˇítka Show. Graficky je postup znázorneˇn
na obrázku 18.
Jako výsledek se uživateli zobrazí interaktivní obrázek, se kterým mu˚že dále pra-
covat. Uživatel mu˚že graf libovolneˇ prˇibližovat a oddalovat, pohybovat s ním v rámci
zobrazení a upravovat velikost okraju˚ a prostoru pro graf. Výslednou podobu grafu je
možno uložit v následujících formátech:
• Portable Network Graphics (*.png)
• Enhanced Metafile (*.emf)
• Encapsulated Postscript (*.eps)
• Joint Photographic Experts Group (*.jpeg, *.jpg)
• Portable Document Format (*.pdf)
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• Postscript (*.ps)
• Raw RGBA bitmap (*.raw, *.rgba)
• Scalable Vector Graphics (*.svg, *.svgz)
• Tagged Image File Format (*.tif, *.tiff)
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5 Budoucí práce
Jednou z variant budoucího rozšírˇení práce je zlepšení problémových cˇásti soucˇasného
zpu˚sobu zobrazení, zejména problému˚ s rychlosti aktualizace a prˇekreslení u grafu s
vysokým množstvím prˇechodu˚. Také by se uživateli mohly poskytnout veˇtší možnosti
ovlivneˇní konecˇné podoby vytvorˇených grafu˚, naprˇ. výbeˇrem barevného schéma cˇi mož-
nosti schovávat urcˇité prvky grafu. Také se nabízí možnost rozšírˇit detailní zobrazení.
Další možností budoucího vývoje je lepší zapracování tohoto rozšírˇení do prostrˇedí
Kairy, naprˇ. mezi vložení výsledných grafu mezi grafy dostupné prˇi základním zobra-
zení tracelogu. Této integraci ale musí prˇedcházet vyrˇešení problému s neprˇehledností
napevno vygenerovaných grafu˚.
Veˇtším projektem by bylo vytvorˇení interaktivní mapy jak bylo nastíneˇno v 4.4.1. Její
funkcionalita by se neomezovala pouze na zobrazení kritické cesty, ale byla by komplex-
ním nástrojem pro analýzu probeˇhlých programu˚.
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6 Záveˇr
Úkolem práce bylo rozšírˇit nástroj Kaira o vyhledání a vizualizaci kritické cesty z tra-
celogu˚ vygenerovaných aplikací. Prˇed zapocˇetím práce jsem se nejprve seznámil s ná-
strojem Kaira, jeho prostrˇedím, tvorbou programu˚, simulacemi a zejména s možnostmi
a formátem zaznamenávání dat získaných prˇi beˇhu programu. V získaných datech jsem
identifikoval data potrˇebná ke splneˇní zadaného úkolu. Po nacˇtení byla tato data zpra-
cována a byla v nich nalezena kritická cesta. Ta se uživateli zobrazuje v jedné ze dvou
možností podle jeho výbeˇru jako interaktivní obrázek, nebo jsou informace o prˇechodech
vygenerovány do tabulky.
Prˇi vybírání možnosti vizualizace se rozhodnutí neˇkolikrát zmeˇnilo. Acˇkoliv základní
prˇedstava o výsledku se meˇnila minimálneˇ, prˇesný zpu˚sob provedení se dlouho nedarˇilo
zvolit. Nakonec bylo zvoleno zobrazení ve formeˇ orientovaného grafu s prˇechody jako
uzly a vyznacˇenými závislostmi. Pozdeˇji byla prˇidána možnost zobrazení detailu kritické
cesty se zobrazenými místy a jako poslední byla prˇidána možnost zobrazení základních
informací o prvcích kritické cesty ve formeˇ tabulky.
Vzhledem k velké rozmanitosti programu˚. které jdou v Kairˇe vymodelovat, nebylo
možné vymyslet univerzální zpu˚sob zobrazení. Prˇi snaze o vytvorˇení obrázku vizua-
lizace docházelo zejména u programu s velkým pocˇtem provedených prˇechodu k prˇe-
krývání uzlu˚ grafu. Proto jsem jako formu zobrazeni zvolil interaktivní obrázek, který s
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Prˇiložené CD obsahuje tyto složky:
• ExtensionOnly - složka obsahující soubor critpath.py
• Kaira - složka s nástrojem Kaira. Soubor critpath.py vytvorˇený v rámci této práce je
umísteˇn ve složce \kaira\gui\extensions\
Dále je prˇiložen soubor readme.txt s instalacˇními pokyny a seznamem ovládacích prvku˚
rozšírˇení.
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B Seznam ovládacích prvku˚ vygenerovaných grafu˚
Kromeˇ pu˚vodní lišty nástroju figury (zleva doprava: reset grafu, prˇedchozí stav, násle-
dující stav, posun, lupa, nastavení okna, uložit) byly vygenerované grafy rozšírˇeny o ná-
sledující prvky:
B.1 Pohyb v grafu
• Kolecˇko myši - umožnˇuje prˇibližování/oddalování pomocí tocˇení kolecˇka k/od po-
lohy kurzoru myši. Po stisknutí kolecˇka je možno grafem posouvat.
• Klávesa X - zamyká/odemyká možnost meˇneˇní osy X
• Klávesa Y - zamyká/odemyká možnost meˇneˇní osy Y
• Klávesa Home - vrátí osy X a Y do stavu prˇi prvním zobrazení grafu
• Klávesa PageUp - zdvojnásobí pocˇet zobrazených procesu˚
• Klávesa PageUp - zmenší pocˇet zobrazených procesu˚ na polovinu
• Klávesa ↑ - posun nahoru po ose Y
• Klávesa ↓ - posun dolu˚ po ose Y
• Klávesa ← - posun doleva po ose X
• Klávesa → - posun doprava po ose X
• Klávesa + - zveˇtšuje velikost posunu
• Klávesa - - zmenšuje velikost posunu
• Klávesa * - vrací velikost posunu na pu˚vodní hodnotu
• Klávesa 1 - nastaví meˇrˇítko osy X na 10 prˇechodu˚
• Klávesa 2 - nastaví meˇrˇítko osy X na 20 prˇechodu˚
• Klávesa 3 - nastaví meˇrˇítko osy X na 50 prˇechodu˚
• Klávesa 4 - nastaví meˇrˇítko osy X na 100 prˇechodu˚
• Klávesa 5 - nastaví meˇrˇítko osy X na 200 prˇechodu˚
• Klávesa 6 - nastaví meˇrˇítko osy X na 500 prˇechodu˚
• Klávesa 7 - nastaví meˇrˇítko osy X na 1000 prˇechodu˚
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B.2 Zobrazení informací v grafu
• Levé tlacˇítko myši - kliknutím na prˇechod zobrazí docˇasnou anotaci s informacemi
• Pravé tlacˇítko myši - kliknutím na prˇechod zobrazí trvalou anotaci s informacemi
• Klávesa Backspace - maže trvalé anotace od poslední prˇidané
• Klávesa H - zobrazí informace o stavu zamknutí os X a Y a aktuální velikosti po-
sunu
