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1 Abstrakt 
I denne rapport præsenteres en vurdering af cloud computing som en ny spirende 
teknologi. Med udgangspunkt i Thomas Kuhns ide om videnskaben der kan 
struktureres i paradigmeskift, gives en historisk gennemgang som kortlægger fem 
softwareparadigmer fra 1960 og op til i dag. I denne historiske fremstilling fremhæves 
en tendens hvor software evolutionært har gennemgået en dekomposition. Denne 
observation anvendes til at sætte cloud computing ind i kontekst som et nyt, og 
sjette, softwareparadigme. 
Det konkluderes blandt andet at cloud computing adskiller sig fra hidtidige 
paradigmer ved at fordre en centralisering af bagvedliggende infrastruktur, samtidig 
med at softwaren følger tendensen med dekomposition.  
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3 Problemfelt 
 
“I think there’s a world market for maybe five computers.” 
 
Denne (in)famøse udtalelse kom fra Thomas Wattson i 1943 da han sad som 
bestyrelsesmedlem i et, på det tidspunkt, relativt nystiftet firma ved navn IBM. Denne 
udtalelse har uden tvivl lagt grund for mange smil siden da. Eksempelvis vidner en 
analyse fra Gartner om at denne forudsigelse ikke helt holder stik da Gartner i 2008 
opgjorde det samlede antal PC’er på verdensplan til over én milliard (Gartner, 2010).  
Jeg vil dog bede læseren om at lade Wasttsons udtalelse hænge i hukommelsen, da 
hans forudsigelse måske alligevel viser sig ikke at være helt skæv – forklaring følger 
som opgaven elaboreres. 
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Med én milliard PC’er det selvsagt at disse får en mere og mere central rolle i 
samfundet. Samtidig udbygges infrastrukturen konstant så flere og flere computere 
kobles til et samlet netværk. Rent personligt er jeg på nuværende tidspunkt 
eksempelvis forvent med konstant at have online adgang, for derved at kunne finde 
det nærmeste pizzaria, tjekke min email… eller andre gøremål som pludselig synes 
meget vigtige på farten. 
 
Figur 1 
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Denne allesteds værende integration af online muligheder har vagt min interesse. Her 
kommer begrebet cloud computing ind i billedet. I Gartners Hype Cycle of Emerging 
Technologies (figur 1) fra 2009 ses netop cloud computing præsenteret som den 
teknologi med de største forventninger. Det er netop her min interesse ligger. Cloud 
computing er et begreb som vinder større og større udbredelse. I en IT-verden med 
utal af konsulentvirksomheder kan det imidlertid være svært at skelne hype fra 
praksis. Med en simpelt Google-søgning erfarer man hurtigt at cloud computing er et 
begreb som bliver brugt i mange sammenhænge. Dette er medvirkende til at give 
begrebet en, i min mening, meget diffus karakter. Selvom selve termen mangler en 
klar definition, er det min klare overbevisning at cloud computing har sin berigtigelse. 
Det er imidlertid interessant at kigge nærmere på om begrebet fortjener sin position 
som en af de, på nuværende tidspunkt, mest omtalte tendenser i IT-verdenen 
(Gartner). Til at vurdere dette vil det være interessant at anvende Thomas Kuhn’s The 
Structure of Scientific Revolution, og med udgangspunkt i hans ideer vurdere om 
cloud computing repræsenterer et nyt softwareparadigme. Derfor er projektet 
forankret i følgende problemformulering. 
 
4 Problemformulering 
Hvordan kan begrebet cloud computing i en historisk kontekst skabe 
grundlag for en vurdering af begrebet som en nyt paradigme indenfor 
softwareevolutionen? 
4.1 Underspørgsmål 
For at kunne besvare denne problemformulering er nødvendigt at  
• Overvejelser i forhold til hvordan denne problemstilling behandles metodisk og 
videnskabsteoretisk. 
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• For at vurdere paradigmer er det nødvendigt at præsentere en 
definitionsramme for hvad et paradigmer er. Her er Thomas Kuhn essentiel. Det 
er altså nødvendigt at præsentere Thomas Kuhn ide om paradigmer. 
• En historisk gennemgang af evolutionen indenfor softwareudviklingen. Dette 
skal hjælpe til at positionere cloud computing i forhold til andre og tidligere 
softwareparadigmer. 
• Det er også nødvendigt at bringe en fyldestgørende præsentation af begrebet 
cloud computing. 
 
5 Semesterbinding 
Dette projekt beskæftiger sig med at placere begrebet cloud computing i en 
videnskabelig kontekst. Derfor er det nærgående at tilgå emnet fra en 
videnskabsteoretisk vinkel.  
Planen er at anvende Kuhns ide om videnskabelige paradigmer til at skabe grundlag 
for en vurdering af cloud computing og den nyhedsværdi der er forbundet med 
begrebet. Ved kun at adoptere Kuhns syn på den videnskabelige udvikling, som 
tilfældet er med mit projekt, afgrænser jeg mig nødvendigvis fra andre og alternative 
syn på den videnskabelige udvikling. Jeg har imidlertid vurderet at dette var 
forsvarligt. Dels fordi jeg rent personligt ser hans ide structure of scientific revolutions 
som meget passende for min problemstilling. Herudover er netop The Structure of 
Scientific Revolutions en bog som bliver citeret i mange sammenhænge (bl.a. også i 
softwaremæssige sammenhænge som det fremgår senere i rapporten) – alene på 
Google Scholar fremgår det at bogen er citeret 41789 gange (aflæst den 28. maj). 
Det er selvfølgelig vigtigt at være bevidst om sine valg, specielt udtalt i forbindelse 
med videnskabsteoretiske valg. Kuhns ide om den videnskabelige evolution som kan 
opdeles i paradigmeskift ligger sig i en videnskabsteoretisk retning der kan kaldes 
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relativisme. Jeg vil ikke indgå i en dybere diskussion af dette, men blot nævne at 
dette er en retning som ofte kontrasteres til Karl Popper og hans ide om videnskaben 
som falsificerbar. 
At anvende Kuhns videnskabelige paradigmeskift er en god beskrivelsesramme i 
forståelsen af softwareevolutionen, i min optik. Isoleret set vil jeg argumentere for at 
det er svært at opstille endelige sandheder i forbindelse med software og 
videnskaben herom – hvilket eksempelvis Popper efterlyser med i sin ide om 
videnskabelige teorier som værende falsificerbare. I min optik er et relativt syn mere 
anvendeligt da ét software paradigme nødvendigt er afhængigt af et andet. 
Udviklingen skal ses i forhold til den tidligere udvikling. Jeg argumentere i et senere 
afsnit for at der netop findes paradigmer inden software. Ligesom jeg også uddyber 
hvordan jeg mener et softwareparadigme defineres.  
Det er også væsentligt for mig at vurdere validiteten af mine kilder. Specielt i kraft af 
at denne opgave er et litteraturstudie. Og med emnets aktualitet er dele af 
litteraturen fundet via diverse blogs (se litteraturlisten), ligesom Wikipedia også har 
været markant basis for vidensindsamling. Jeg har dog forsøgt at anvende hvad jeg 
anser som gode og valide kilder. En stor del af fundamentet for denne rapport har 
ligget i orientering på diverse blogs og branchesider (www.informationweek.com, 
www.gartner.com, www.version2.dk, m.m.). Eksempelvis anvender jeg Aaron Weiss 
og hans tolkning af cloud computing, dette er ikke en tilfældighed – men nøje 
udvalgt efter gentagne gange at støde på hans navn. Det samme gør sig gældende 
for resten af mine referencer. Da mit genstandsfelt netop er så nyt har jeg haft svært 
ved at finde mastodonte teoretikere på emnet, og har i stedet anvendt hvad jeg 
anser som kompetente og valide kilde. Men som beskrevet ovenfor anvender jeg en 
meget anerkendt teoretiker til opgavens videnskabelige fundament, nemlig Kuhn.  
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6 Afgrænsning og læsevejledning 
Generelt har min erfaring været at afgrænsning har været meget svært. Dette 
skyldes dels nok mine egne evner (eller mangel på samme!). Men en ting som også 
har gjort sig gældende er det genstandsfelt jeg undersøger i denne opgave. Da 
cloud computing er en teknologi  i fuldt flor på nuværende tidspunkt, har min erfaring 
været at  utroligt mange har utroligt forskellige opfattelser – hvilket også har været en 
motivationsfaktor for at skrive dette projekt – what’s the fuzz about? Men med mange 
meninger om samme emne, kan det være svært at orientere sig. I sagens natur er 
emnet på grund af sit korte liv ikke særlig veldokumenteret rent videnskabeligt (min 
personlige erfaring). Derfor er mine begrebstolkninger ikke nødvendigvis 100% 
universelle, men altid bakket op af veldokumenterede kilder. Denne tilgang anser jeg 
som valid da scopet med dette projekt ikke er at kortlægge begrebet cloud 
computing, men i stedet at forsøge at vurdere nyhedsværdien ved cloud 
computing. 
Det er også vigtigt for mig at pointere at jeg forsøger at forholde mig objektivt til 
emnet. Det er min erfaring at man hurtigt falder i den grøft hvor en ny teknologi 
fremstår som løsningen på alle problemer (har selv været der). Ydermere er det min 
erfaring at dette er noget som gør sig gældende i ret ekstrem grad i en IT-verden 
med hård konkurrence på konsulentydelser. Det skal altså pointeres at denne rapport 
ikke er en lovprisning for cloud computing, men er baseret på interesse for noget der 
muligvis kan betegnes som en spirende ny teknologi. 
I forhold til deciderede afgrænsninger har jeg lavet følgende liste over begreber jeg 
ikke bearbejder, men stadig finder relevante: 
• Web 2.0 
o Ligesom cloud computing, vil jeg også argumentere for at web 2.0 er 
omgæret af en meget løs definitionsramme. Man kan også diskutere om 
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cloud computing er en del af web 2.0 eller i virkeligheden er afløseren til 
web 2.0, og dermed repræsenterer web 3.0..? Web 2.0 er bestemt et ord 
som ligger sig op af cloud computing, og kunne derfor være interessant 
at afdække. Jeg har dog valgt ikke at gøre det af tidsmæssige årsager. 
• Sikkerhed 
o Igen et yderst interessant emne som jeg desværre også har måtte lade 
passere. Det er min erfaring at netop dette emne er cloud computings 
”achilleshæl”. I initieringen af dette projekt afholdte jeg to uformelle 
interviews med IT-cheferne fra henholdvis Dagbladet Information og 
Styrelsen for International Uddannelse, for at sætte retning på projektet. I 
begge interviews var det sikkerhedsmæssige aspekt i fokus, begge IT-
chefer kunne se klare fordele ved cloud computing – men havde ganske 
enkelt ikke tiltro til teknologien. Sikkerhedsaspektet af cloud computing er 
derfor meget essentielt i mine øjne, og derfor også meget interessant. 
Jeg vurderede imidlertid at projektet ville blive tynget af for meget jura 
hvis jeg gik ind i en dybere analyse af sikkerheden, idet hele 
sikkerhedsproblematikken i forbindelse med cloud computing ofte går 
på at en tredjepart skal varetage ens date. 
• Videnskabelige communities 
o I virkeligheden et meget interessant i besvarelsen af min 
problemformulering. Det er imidlertid tidsmæssige omstændigheder der 
har gjort at jeg ikke er kommet i dybden med dette. Ganske kort ville det 
være relevant at prøve at kortlægge hvordan den videnskabelige 
verden behandler cloud computing. Holdes der konferencer indenfor 
emnet? Findes der tidsskrifter om emnet? Kort sagt findes der et 
videnskabeligt community omkring cloud computing.   
• Tidligere ideer som lægger sig op ad cloud computing 
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o I virkeligheden er mange af de grundlæggende ideer bag cloud 
computing relativt gamle (eksempelvis grid computing). Jeg har 
imidlertid valgt ikke at behandle disse, da jeg har erfaret at det først er i 
disse tider at de teknologiske fremskridt reelt har bragt rum til cloud 
computing. 
Der forekommer mange engelske ord i rapporten. Hvor det har forekommet mig 
naturligt har jeg oversat begreberne, men i relativt mange sammenhænge føler jeg 
at en del af meningen forsvinder ved at oversætte til dansk – i disse tilfælde har jeg 
bibeholdt det engelske udtryk. 
6.1 Motivation 
I sit udgangspunkt kan man argumentere for at dette projekt var forankret i ideen om 
en løsning der manglede et problem, forstået på den måde at projektet blev søsat 
med interesse for begrebet cloud computing. Cloud computing som begreb er 
allestedsnærværende, og desto mere man læser om emnet, desto større forvirring – 
min personlige erfaring. Herunder kan nævnes at dette projekt allerede har været på 
vej i min mange forskellige retninger. Herunder kan nævnes: 
• En undersøgelse af cloud computing som dynamo for grønnere IT-løsninger. 
• En analyse af Jonathan Grudins 8 udfordringer i forbindelse med udviklingen 
groupware – og hvordan en løsning kunne se ud anno 2010 med cloud 
computing. 
• Cloud computing som platform for større brugerinddragelse i forbindelse med 
udviklingen af online services. 
• Sikkerhed i forbindelse med cloud computing 
Det har altså været en lang erkendelsesproces. Som det fremgår af ovenstående var 
min umiddelbare tilgang til emnet ”hvordan cloud computing kunne anvendes i 
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praksis”. Men som problemformuleringen lægger op til, er projektets endelige scope 
endt med at omhandle cloud computing på et mere abstrakt niveau. 
 
7 Thomas Kunh’s paradigmer (Teori) 
 I dette afsnit gives en overordnet introduktion til Kuhn’s 
syn på videnskabsteori, og herunder specifikt ideen om 
videnskabelige paradigmer. Afsnittet afrundes ved at 
sætte Kuhn’s tanker i relation til softwareevolutionen, og 
herunder en diskussion af aktualiteten ved at anvende 
netop denne videnskabsteoretiske ramme. 
I Structure of Scientific Thought (1970) beskriver Kuhn 
videnskab i psykologiske og sociologiske termer; som tradition, som konservativ, som 
et adfærdsmønster og som konventionel -­‐ ikke spor forskellig fra menneskets natur 
(hvilket ikke kan forundre nogen, da videnskaben jo udelukkende er et produkt af 
menneskets tanker, observationer og handlinger). At tænke sådan, udgør et 
paradigme; og et paradigme eksisterer så længe paradigmets kraft er usvækket. 
Svækkelse kan indtræde ved nye hypotesers, og ny videns opståen, der afkræfter 
paradigmets gyldighed, indtil det afgørende tidspunkt, hvor et tilstrækkeligt stort 
antal ledende skikkelser erklærer sig enige i nye hypoteser og forlader de gamle – der 
opstår krise i den eksisterende teori. Et sådan skift i menneskers tankegang, udgør et 
paradigmeskifte der manifesterer sig ved, at traditionen og konventionerne ændres. 
Herefter retter de videnskabelige medarbejdere sig efter de nye rammer. Nogle 
eksempler på paradigmeskifte er: Fra jorden blev opfattet som flad, til at den blev 
opfattet som en globe. Eller fra at mennesket troede at naturkatastrofer var udtryk 
gudernes straffedomme, til at naturkatastrofer bliver opfattet som resultatet af 
miljømæssige variable. 
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Ifølge Kuhn er videnskab altså ikke en samling af absolutte sandheder, men et 
resultat af menneskers socialt accepterede forestillinger, der opstår i kulturen. 
I tilfældet med denne opgaves problemstilling bliver Kuhn’s oprindelige tanker hurtigt 
meget abstrakte, da denne opgave beskæftiger sig med videnskabelig revolution 
på et relativt lavt niveau – modsat eksempelvis paradigmeskiftet fra en videnskabelig 
forståelse af jorden som rund versus flad. I dette tilfælde hvor jeg beskæftiger mig 
med softwareevolution kan man argumentere for at hele denne kan samles under ét 
samlet paradigme. Man kan eksempelvis forestille sig at man om 200 år blot vil 
anskue den nuværende revolution under ét paradigme som kunne navngives 
Internettets opståen – blot en luftig tanke. Min pointe er dog at Kuhns ideer er 
anvendelige på flere niveauer, og derfor også relevant i forbindelse med denne 
opgaves problemstilling.  
På figur 2 ses en illustration af de 
mekanismer som gør sig gældende i 
fremkomsten af et nyt paradigme. 
Som det fremgår kan dette ses som 
en cyklist bevægelse. Hvor en krise i 
den eksisterende model initierer en 
revolution af den gængse model, 
hvilket vil lede til et paradigme skift. 
Jeg vil argumentere for at denne 
cykliske bevægelse kan anvendes 
som forståelsesramme på en lang 
række niveauer. Og altså også i den lille niche af videnskaben som software udgøre. 
Jeg vil i et senere afsnit anvende denne cykliske forståelse til at beskrive den hidtidige 
softwareudvikling. Ligesom jeg også vil referere til videnskabelige tekster som 
anvender Kuhns paradigmer i relation til software.  
Figur 2 - www.thwink.org 
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7.1 Hvordan defineres et software paradigme 
For at overhovedet at kunne definere hvorvidt cloud computing repræsenterer et nyt 
paradigme indenfor software udvikling, ligger det implicit i dette spørgsmål at der 
findes et eksisterende paradigme(er). Derfor har det været nødvendigt for mig at 
granske historien for at kortlægge om der findes eksisterende paradigmer, og i så fald 
hvilke. Som berørt i problemfeltet er det min erfaring at IT-branchen generelt er 
gennemsyret af forholdsvist diffuse definitionsrammer – når man behandler mere 
abstrakte emner1 (jf. manglen på en klar definition af eksempelvis cloud computing).  
Min erfaring er at termen software paradigmer er relativt hyppig anvendt. Til mit 
kendskab blev begrebet software paradigme første gang nævnt i videnskabelig 
sammenhæng af Robert Floyd i 1979 (Kaisler, 2005).  I artiklen The Paradigms of 
Software  skriver Floyd blandt andet at ”Some of Kuhn’s observations seem 
appropriate to our field”.  
Jeg har imidlertid haft svært ved at finde en de facto standard for hvad der 
kendetegner et software paradigme. I nogle sammenhænge anvendes begrebet på 
det jeg vil kalde mikroniveau. Eksempel på dette kan ses typisk i forbindelse med 
diverse kodesprog . Andre beskæftiger sig på det jeg vil kalde makroniveau. Sidst 
nævnte er det jeg anser som det mest gængse. Eksempler herpå ses hos Robert 
Floyd. Det er også sidstnævnte tilgang hvis skuldre jeg har valgt at hoppe op på. 
Men i manglen på en klar definition, har jeg fundet det nødvendigt selv at definere 
en række paradigmer – selvfølgelig på skuldrene af eksisterende viden. Dette ses i 
afsnittet Evolution af (hardware og) software paradigmer, i dette kapitel.  
At der ikke findes en fælles definition og forståelse af paradigmer, stiller nødvendigvis 
et krav til mig, nemlig at jeg argumenterer for hvordan og hvorfor det giver mening at 
jeg anvender begrebet paradigmer. 
                                            
1 Forstået som definitioner som ligger over de tekniske specifikationer. 
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8 Redegørelse 
Dette kapitel er det jeg vil kalde rapportens maskinrum.  Som det fremgår har jeg 
givet kapitlet titlen Redegørelse, ideen bag dette er at smelte empiri og analyse 
sammen i et samlet kapitel. Den væsentligste årsag til dette er at rapporten i høj grad 
er funderet på litteraturstudier, derfor har jeg fundet det passende at præsentere 
litteraturen med en analyserende vinkel. Denne cocktail har jeg altså valgt at kalde 
en redegørelse.  
På figur 3 har jeg afbilledet kompositionen af dette kapitel. At kapitlet er rapportens 
maskinrum skal forstår på den måde at det er dette kapitlet som skal danne grundlag 
for den endelige diskussion, og deraf følgende konklusion. Dette gøres gennem tre 
afsnit (boksene med pile) som hver især præsentere en vinkel på problemstillingen.  
 
 
Figur 3 
 
Diskussion 
"Kan cloud 
computing 
betegnes som et 
nyt paradigme?" 
Softwareevolution 
• Historisk gennemgang 
af softwareudviklingen 
fra 1960'erne, og op til 
idag 
Eksempler på 
cloud computing 
• Redegørelse for 
generelle tendenser 
ved cloud computing 
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8.1 Evolution af (hardware og) software paradigmer 
I dette afsnit gives en historisk introduktion til den evolution som software udviklingen 
har været igennem de sidste 40 år. I overskriften til dette afsnit nævner jeg også 
hardware i parentes, dette skyldes at jeg i denne opgave har fokus på 
softwareudvikling. Men for at kunne skildre softwareudviklingens historiske evolution, 
er det også nødvendigt sideløbende at forstå denne i kontekst af den 
hardwaremæssige udvikling. I det følgende ridser jeg evolutionen i fem 
tidsafgrænsede punkter, som spænder fra den spæde begyndelse i 1970’erne og op 
til ca. 2005. For derefter til sidst i afsnittet at diskutere disse fem periode som 
repræsentanter for fem paradigmer. Afsnittet er skrevet med inspiration fra siden 
www.azurepilot.com2. 
Den historiske tilgang er relevant som en forståelsesramme idet man hurtigt kan 
udlede tendenser i udviklingen, og på denne baggrund danne sig et billede af hvor 
udviklingen er på vej hen. I kontekst af denne rapport hvor jeg ønsker at vurdere om 
cloud computing repræsenterer et nyt paradigme, er dette relevant. 
 
8.1.1 Før 1970’erne: Mainframes 
Platform: Mainframes 
Mainframe-computerer kan ses som de første reelle computere. De var imidlertid 
både meget store og meget dyre. I sin spæde begyndelse var løsningen derfor at 
man placerede en computer(mainframe) centralt, og lod de enkelte brugere 
arbejde mod denne fra deres terminal. Terminalen var en skærm uden egen 
                                            
2Azure er det man kan kalde en cloud platform, og udbydes af Microsoft. Til at understøtte dette afsnit 
har jeg vurderet at det er validt at bruge informationen fra www.azurepilot.com, idet der ikke er nogle 
interesser forbundet med den historiske præsentation der gives på denne side. 
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processorkraft, og kunne blot præsentere den information den fik fra serveren 
(mainframen) (Wikipedia). 
En væsentlig karakteristika ved disse tidlige computere, var at de var programmeret i 
maskinespecifikke ’sprog’, hvor programmet var koblet til selve hardwaren. Kode 
udviklet til én maskine kunne altså ikke køre på en anden.  
Men med i takt med at brugen af computere spredtes, opstod også generelle behov 
for diverse applikationer. Herved opstod der incitament for at udvikle ensartede 
kodningssprog, som derved kunne gøre det muligt at anvende samme applikation 
på flere forskellige computere. For at kunne anvende et samlet kodningssprog skulle 
infrastrukturen i de forskellige computere være den samme, hvilket ikke var tilfældet 
med de første computere. Til og med dette punkt i udviklingen anvendtes simpel 
binærkode/maskinkode – også kaldet low level language (lavniveaukode). Næste 
generation i udviklingen var at udvikle en compiler som så at sige er et 
transformationsværktøj der oversætter/transformerer højniveau kode (dvs. kode som 
kan læses og forstås af mennesker) til et lavere niveau kode (i dette tilfælde binær 
kode). Det nok meste kendte højniveau kode fra denne tid er COBOL (Common 
Business Oriented Language) (Wikipedia). 
 
8.1.2 1970’erne: Minicomputerer 
Platform: Mainframes/mini 
Med udbredelsen af minicomputere i 1970’erne fik flere og flere adgang til en 
computer, dette medførte at programmering som aktivitet blev både demokratisk og 
interaktivt – forstået på den måde at flere og flere fik mulighed for at byde ind. Som 
resultat heraf opstod det procedureorienterede sprog (Gyldendal), der ligesom COBOL 
er højniveau kode. Det adskiller sig imidlertid ved at være baseret på procedurer. Det 
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vil sige koden er baseret på funktioner som gennemgår en serie af beregninger i 
computeren. Kendte sprog fra denne generation er C og Pascal. 
 
8.1.3 Midt 1980’erne: PC’ens udbredelse 
Platform: Minicomputers 
I 1980’erne vandt PC stor udbredelse, 
hvilket tilsvarende skabte en stor 
efterspørgsel på kommerciel software som 
kunne anvendes på disse. Da det funktions 
og procedurebaserede sprog viste sig at 
være for ’skrøbeligt’ til at imødekomme 
behovet software der kunne 
masseproduceres, blev den 
objektorienteret programmering (OOP) opfundet. Meget firkantet kunne funktionerne 
være afhængige af hinanden, en ændring ét sted, kunne give ændringer et andet 
sted og derved skabe problemer. Derfor var det ikke muligt at genanvende kode. 
Netop genanvendelse er vigtigt hvis man vil opnå stordriftsfordele, og dermed være i 
stand til at producere meget software på kort tid. Ved at udvikle OOP omgik man 
denne problematik ved at skabe objekter i selve softwaren, som kunne ændres uden 
at dette skabte problemer for den samlede software. Objekterne kunne så 
genanvendes i forskellige kontekst.  
 
8.1.4 1990’erne: Internet 
Platform: Networked computers 
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I 90’erne begyndte man at forbinde computerne i netværk. I denne sammenhæng 
begyndte man at ’distribuere’ koden mellem en klient og en server. Ved hjælp af et 
interface kan klienten gennem abstraktioner kommunikere med serveren (ofte 
refereret til som IDL – Interface Description Language), og herigennem få leveret en 
service. 
Nedenfor ses eksempel på hvordan arkitekturen kan se ud. Dette er et eksempel på 
en 3-tier arkitektur. I dette tilfælde flytter man ”intelligensen” fra klienten, og over til et 
midterlag (application server). På denne figur er dette præsenteret relativt 
simplificeret, men kan forekomme i mere komplicerede udgaver. Denne arkitektur 
danner basis for de fleste web applikationer. Et eksempel herpå kunne se således ud, 
hvor tallene repræsenterer de tre nivauer (3-tier) (Wikipedia): 
1. ’Front-end’, typisk det indhold som præsenteres i en browser (client system). 
2. Det midterste niveau som generer dynamisk indhold, eksempelvis på baggrund 
af en PHP eller .NET platform (application server). 
3. ’Back-end’ database, håndterer data samt sørger for adgang til denne data 
(data store). 
 20 
 
8.1.5 Tidlig 2000’erne: Web 
Platform: Forskelligartede netværk (heterogeneous networks) 
I slutningen af 90’erne voksede Internettet voldsomt og opnåede hermed den kritiske 
masse, idet at flere og flere begyndte at anvende Internettet som platform. Af denne 
grund opstod behovet for en teknologi som kunne binde de mange forskelligartede 
netværk sammen. 
Herved opstod begre-
bet web services. 
Web services er 
baseret på ideen om 
software der er 
opbygget af 
komponenter, disse 
komponenter følger 
det der hedder Simple 
Object Access 
Protocol (SOAP). Ved at anvende SOAP får man en fælles standard, og kan derfor 
relativt nemt udveksle data mellem de enkelte computere og applikationer i 
netværket (Internettet), uafhængigt af operativsystemer, formater etc. I praksis er 
Extensible Markup Language (XML) det mest anvendte til dette. XML er et meta-
opmærkningssprog (Wikipedia), det vil sige at XML blot opmærker data således at 
denne kan deles på tværs af computer, applikation etc.. På figur 4 ses hvordan en 
forespørgsel på en given service kan stykkes sammen af en række komponenter 
(SOAP messages).  
 
Figur 4 
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8.1.6 Opsummering på softwareevolution 
I afsnittet er præsenteret hvad jeg mener kan karakteriseres som hidtidige software 
paradigmer, i alt fem som ser således ud i punktopstilling: 
• Software udviklet specifikt til et givent job 
• Software bygget op omkring funktioner 
• Software bygget omkring objekter 
• Software bygget omkring komponenter 
• Software bygget på services 
Disse fem paradiger er alle repræsenter for den cykliske bevægelse jeg beskrev i 
teorikapitlet. Hver gang et nyt paradigme indtræde, skyldes det at det eksisterende 
paradigme har gennemgået en krise(jf. figur 2). 
Specielt en ting gør sig gældende i disse fem paradigmer – nemlig at softwaren 
evolutionært bliver brudt i mindre og mindre ’stykker’. Man kan opstille følgende 
tankerække; 
Services er en evolution af komponenter, som er evolution af objekter, 
som igen er en evolution af funktioner. 
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Figur 5 – www.azure.com 
Det essentielle i dette afsnit er altså den historiske dekomposition af software (direkte 
fra det engelske ord decomposition). Denne tendens er udtrykt i nedenstående figur. 
På figur 5 illustreres hvordan software udviklingen som funktion af tiden hidtil har 
udviklet sig. Stjernerne skildrer paradigmerne jeg har præsenteret i afsnittet. 
Med ideen om at den softwaremæssige evolution op til i dag er kendetegnet af 
dekomposition, er det derfor nu interessant at kigge nærmere på nutidens og 
fremtidens tendenser. Næste afsnit er derfor det jeg vil kalde et temaafsnit, hvor jeg 
præsenterer en række aktuelle eksempler på software som er baseret på cloud 
computing teknologi. Herved gives konkrete eksempler som kan jeg hjælpe til at 
positionere den nuværende udvikling mod fortidens paradigmer.  
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8.2 Cloud computing 
I dette afsnit præsenteres to 
eksempler på software/arkitektur som 
er baseret på cloud computing. 
Eksemplerne er valgt ud fra en ide 
om give et forholdsvist bredt udsnit af 
hvad cloud computing reelt dækker 
over. Men som jeg argumenterer for 
tidligere i rapporten, kan det være 
svært at definere hvad cloud 
computing egentligt dækker over. 
Derfor har jeg valgt eksemplerne med inspiration fra Aaron Weiss’ artikel Computing 
in the Clouds (Weiss, 2007), i denne artikel præsentere Weiss det han kalder different 
shapes af cloud computing – en tekst som jeg behandler yderligere i et senere afsnit. 
På næste side ses to eksempler jeg har fundet dækkende3 for en videre diskussion af 
cloud computing som nyt paradigme. 
 
 
                                            
3 Se evt. afsnittet Afgrænsning. Her diskuteres de diffuse definitionsrammer inden for cloud computing. 
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Utility grid/Infrastructure as a Service  - Amazon EC2 
• Beskrivelse: Amazon Elastic Compute Cloud(EC2) er en service 
hvor brugeren lejer en virtuel maskine hos Amazon og køre egne 
applikationer.  Derved er det muligt for brugeren at skalaer den 
virtuelle maskine alt efter behov, og er derfor ikke tynget at skulle 
bekymre sig om den fysiske hardware. Uddybende info på 
www.aws.amazon.com/ec2/. 
• Cloud computing karakteristika: Overskriften hedder Utility grid - 
og kan oversættes som forsyningsnet. I dette eksempel med EC2, 
kan cloud computing altså ses som et slags skalarbart 
forsyningsnet af computerkraft. Man kan sige at computerkraften 
outsources til et centralt datacenter. Herved skal brugeren blot 
investere i klienter, og skal ikke bekymre sig om lokale servere osv.  
Under utility computing kan også nævnes Platform as a Service
(PaaS) og Infrastructure as a Service(IaaS). 
• Lignende produkter: Google App Engine, VMware, Windows 
Azure 
Software as a Service - Salesforce 
• Beskrivelse: Salesforce er som i udgangspunktet et customer 
relationship management(CRM) system som udbydes som via 
internettet.   
• Cloud computing karakteristika: Hvor den form for cloud 
computing som er nævnt ovenfor har karakter af at være 
decideret teknologier(arkitektur), kan SaaS nærmere betegnes 
som en forretningsmodel baseret på "pay-as-you-go". Det er også 
den af de to som flest mennesker har kontakt med, idet 
tankegangen bag SaaS er forholdsvis simpel - i stedet for at købe 
en standardpakke af software, har du mulighed for at 
skræddersy din softwareløsning med de moduler, funktionaliteter 
etc du har brug - alt sammen via internettet. I større udrulninger 
af SaaS-løsninger kan elementer fra utility grid inkluderes i form af 
IaaS, og PaaS. 
• L i g n e n d e p r o d u k t e r : F l e re o g f l e re a f d e k e n d t e 
softwareløsninger omlægges i disse tider til SaaS. Et af de store 
eksempler er Microsoft Office 2010 (endnu ikke lanceret) som 
også lanceres som "Office Web Apps".  
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8.2.1 Kernebegreber i cloud computing 
I ovenstående temaboks er nu præsenteret to konkrete eksempler på cloud 
computing. Hver af de to eksempler bevæger sig på forskellige niveauer rent 
arkitektonisk. På figur 6 ses en illustration af den bagvedliggende arkitektur bag cloud 
computing (Wikipedia)4. Sammenlignes denne med de to eksempler fremgår det at 
hvert eksempel repræsentere et niveau. SaaS som eksempel på Applikation, 
distributed computing som 
Platform og utility grid som 
Infrastruktur. Men som det også 
fremgår af eksemplerne er det ikke 
altid skarpt opdelt som det ses på 
figuren. Som eksemplet med 
Salesforce viser, kan de forskellige 
løsninger i nogle sammenhænge 
smeltes sammen i én løsning på 
tværs af niveauer. 
Netop denne observation af 
sammensmeltning på tværs niveauer er relevant i forhold til rapportens diskussion, når 
cloud computing skal sammenlignes med tidligere software paradigmer. I min 
præsentation af softwarens evolution ligger fokus hovedsageligt på netop software. 
Formålet med dette er afsnit er også at danne et sammenligningsgrundlag til 
diskussionsafsnittet. Jeg har imidlertid fundet det relevant også at give en dybere 
beskrivelse/analyse af arkitekturen bag cloud computing. Derfor har jeg på næste 
side sammenfattet hvad jeg anser som centrale kendetegn ved cloud computing 
(med inspiration fra Wikipedia-artiklen omhandlende cloud computing), både 
                                            
4 Denne måde at illustrere arkitekturen ses mange steder, bl.a. også hos Lintchicun i bogen Cloud 
Computing and SOA Convergence in your Enterprise, 
Klient 
Applikation 
Platform 
Infrastruktur 
Server 
Figur 6 
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arkitekturmæssigt og softwaremæssigt idet jeg netop ser begge disse som centrale i 
forståelsen.  
 
• Med cloud computing vil det være nemt omprovisionere den teknologiske infrastruktur. Dette 
knytter sig mest til det jeg tidligere omtalte som utility grid. Eksempelvis kan et firma som ønsker 
mere serverplads blot bede omprovisionering hos eksempelvis Amazon EC2, fremfor at skulle 
investere og installere nye servere. 
Agilitet 
• Knytter sig lidt til ovenstående punkt. Generelt kan man sige at idealet ved cloud computing 
er at man betaler for det man forbruger, ligesom der ikke kræves store engangsinvesteringer. 
Dette har sine umiddelbare fordele idet barrieren for at indtræde blive lav da investringer i IT 
kan gå direkte til det driften og ikke skal bindes i investering i fysisk hardware. Den enkelte 
virksomhed herved også en del in-house driften da dette outsources. 
Omkostninger 
• Da infrastrukturen er centraliseret hos diverse leverandøre af cloud computing, kan 
systemerne tilgås gennem en browser. Dette betyder at brugeren kan tilgå systemet fra 
diverse platforme (PC, mobil, etc.), samt fra forskellige lokationer.  
Uafhængighed 
af lokalitet og 
device 
• Med cloud computing kan ideelt omgå "flaskehalse" i forbindelse med stigende krav til 
infrastrukturen. Et tænkt scenarie hvor det ville være relevant kan findes hos Skat.dk. Hvert år  
når årsopgørelsen gøres tilgængelig oplever Skat  et stort peak i belasting af infrastrukturen. 
Her ville skalerbarhed være meget relevant, således de kunne opjustere kapaciteten til 
detårlige peak. 
Skalerbarhed 
• Dette er et punkt som kan dele vandene, og ligger lidt i forlængelse af spørgsmålet omkring 
sikkerhed som jeg tidligere i opgaven har afgrænset mig fra. Jeg vælger dog alligevel at 
fremhæve driftsikkerhed, da det i teorien er en karekteristika for cloud computing. Da data 
mv. placeres centralt kan man sikre et godt arbejdsflow, ligesom man ikke skal frygte tab af 
data i forbindelse med evt. indbrud. 
Driftsikkerhed 
• Knytter sig til punktet Omkotninger. Ved at centralisere infrastruktur opnås stordriftfordele da 
mange brugere kan deles om omkostninger og resourcer. Stordriftsfordele 
• Igen er det centraliseringen i fokus. Ved at udlicetere infrastruktur, lægges vedligeholdelsen 
hos leverandøren og kan frigive resourcer hos brugeren Vedligeholdelse 
 27 
 
Med denne forståelsesramme af cloud computing som en teknologi der spænder 
over flere niveauer, vil jeg afslutningsvis i dette afsnit gå i lidt mere i dybden med 
software aspektet af cloud computing. 
Med en grundlæggende forståelse for cloud computing vil jeg nu kigge nærmere på 
de softwaremæssige tendenser cloud computing åbner op for. Med sin spredte natur 
kan man argumentere for at fælles standarder er vigtige. Et scenarie kunne se 
således ud: 
• En virksomhed får leveret sin infrastruktur som en service fra et sted(IaaS) 
o Grund: virksomheden ønsker et datacenter til at varetage og lagre data 
mm. 
• Supplerer med at få leveret en platform som service (PaaS) 
o Grund: virksomheden ønsker en platform til at rulle et omfattende IT-
system ud på, eksempelvis et CRM system 
• Herudover ønsker virksomheden supplere med mindre softwareløsninger (SaaS) 
o Grund: virksomheden vil gerne anvende Google Apps som en integreret 
del af det overordnede IT-system 
Dette eksempel er ren fiktion, og har nok kun mindre hold i virkeligheden da 
virksomheden højst sandsynligt har interesse i at samle de forskellige løsninger hos én 
udbyder. Men eksemplet statuerer dog en pointe, nemlig at cloud computing er et 
netværk af services, som kan kombineres på kryds og tværs. Samtidig med at dette 
skaber frihed til at modulere de forskellige services så man opnår en skræddersyet IT-
løsning, medfører dette også en hvis kompleksitet. I denne sammenhæng har jeg 
valgt behandle Application Programming Interface(API). 
I en artikel fra cnet.com lyder overskriften ”Without APIs, there is no cloud 
computing”. I artiklen argumenteres der for at ”…while cloud computing has arrived, 
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only through APIs will its full business potential be realized” (Rosenberg). API har mange 
fællestræk med en række af de teknologier jeg præsenterede i afsnittet 
softwareevolution. Her præsenterede jeg en række teknologier som gjorde muligt at 
udveksle data mellem forskellig software (XML, SOAP etc.). Konceptet er det same 
med API, men mere sofistikeret idet API kan sammensmelte forskellige interfaces5. 
Herved kan API agere klister mellem forskellige services. Som det heder sig på 
Wikipedia ”…the scope of meaning (of API, red.) is usually determined by the context 
of usage” (Wikipedia). Dermed endnu et eksempel på en forholdsvis vag definition af 
et IT-begreb. Men ikke desto mindre er API i mine øjne en væsentlig brik i at få fuld 
udbytte af de muligheder cloud computing kan tilbyde.  
Her kommer et par nuværende eksempler på API standarder som knytter sig til cloud 
computing: 
• Ressource Description Framework (RDF) 
• Representational State Transfer (REST) 
Disse er standarder som ligner meget henholdsvis XML og SOAP, bare mere raffineret.  
8.2.2 Opsummering på cloud computing 
På nuværende  tidspunkt skulle du som læser meget gerne have et billede af hvad 
begrebet cloud computing kan dække over i praksis. Nemlig en teknologi som 
spænder over en række arkitekturmæssige niveauer, hvor der på tværs af 
niveauerne er generelle tendenser. Jeg vælger at opsummere dette under øget 
fleksibilitet, forstået som muligheden for at skræddersy IT-løsninger på en måde som 
ikke tidligere har været mulig i samme grad. 
I artiklen Emergence of The Academic Computing Clouds (Delic & Walker, 2008) 
præsenteres ideen om The Cloud (se figur 7) som tredje generation, med det 
                                            
5 I Web 2.0 terminologi ofte omtalt som ”mashups”. 
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oprindelige internet som første generation. Jeg har bibeholdt figuren i sit originale 
udkast, terminologien omkring generationer afviger dermed lidt fra 
paradigmeterminologien. Men pointen er stadig anvendelig for mit scope. Som det 
fremgår af figuren opnår netværket større og større rækkevide (reach på y-aksen) i 
takt med at tiden udvikler sig. I artiklen fremhæves hvordan very “…large-scale 
aggregates of communication and computation resources enabling new types of 
applications and bringing several benefits of economy-of-scale”.  
  
Figur 7 (Delic & Walker, 2008) 
Netop denne rækkevidde omtales i artiklen Cloud computing and emerging IT 
platforms: Vision, hype, and reality for delivering computing as the 5th utility (Buyya, 
Yeo, Venugopal, & Broberg, 2009). Her præsenteres ideen om computerkraft som en utility 
på lige fod med vand, elektricitet, gas og telefoni. Dermed opnår cloud computing 
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en ny rolle som kan siges at gå ud over den vante forestilling om hvad software, og IT 
i almindelighed, er for en størrelse. 
 
8.3 Opsummering på redegørelsen 
Som beskrevet er meningen med dette kapitel at give et grundlag for en diskussion af 
cloud computing som et nye softwareparadigme. Dette grundlag er funderet på en 
tobenet tilgang som er vist på figur 3; en historisk beskrivende tilgang, samt en 
beskrivelse af state-of-the-art eksempler på cloud computing. Dermed er muligt at 
tage disse to observationer med videre til diskussionen i næste kapitel: 
• Med beskrivelsen af den historiske udvikling er hovedpointen her at softwaren 
op til i dag har været kendetegnet ved en dekomposition(jf. figur 5, side 22).  
• Med præsentationen af cloud computing er pointen at vise en teknologi som 
fordre øget fleksibilitet samt nemmere integration på tværs af systemer. 
 
9 Diskussion 
Meningen med dette kapitel er nu på baggrund af materialet som er præsenteret i 
den foregående del af rapporten at bringe en vurdering af hvorvidt cloud 
computing kan klassificeres som et nyt softwareparadigme på lige fod med de fem 
paradigmer som er skitseret i afsnittet Evolution af (hardware og) software 
paradigmer (side 16).  
Som beskrevet har tendensen hidtil har peget mod dekomposition af den måde 
software er konstrueret. Det er derfor nærliggende at give en vurdering af hvorvidt 
cloud computing følger denne tendens. 
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På mange punkter er cloud computing en forlængelse af det paradigme jeg omtaler 
som software bygget på services(serviceparadigmet). Her er ideen om API centralt, 
da API i høj grad er funderet på konceptet om services som kan sikre en nem 
integration mellem diverse applikationer. En række af de grundlæggende 
teknologier har også ligheder til de teknologier som knytter sig til serviceparadigmet. 
Her har jeg blandt andet fremhævet RDF og REST, begge disse kan siges give en 
yderligere rækkevidde til cloud computing (figur 7) idet de kan skabe grundlag for 
komplekse sammensmeltninger af applikationer – som måske ikke var mulig med 
hidtidige teknologier. Dermed er min vurdering at cloud computing på mange 
punkter følger tendensen mod mere autonome softwareløsninger som. De enkelte 
applikationer bliver mindre afhængige af hinanden i den forstand at de kan 
sammensættes på kryds og tværs. 
Jeg vil dog samtidig argumentere for en anden vinkel på udviklingen. Fordi, kigger 
man på den hardwaremæssige del af cloud computing har jeg netop argumenteret 
for at denne i højere og højere grad peger mod centralisering. Og dette strider 
umiddelbart med mit udsagn om at cloud computing følger tendensen mod mere 
dekomposition og autonomi applikationerne imellem. 
Men knyttes disse to iagttagelser sammen, tegner der sit et billede af en ret 
fundamental nyhed i mine øjne, og dermed hvad man kan betegne som et 
paradigmeskift. Nemlig et paradigme hvor softwaren er bygget op om decentrale 
services og applikationer, men hvor platform/infrastruktur er centraliseret. 
Dermed er min vurdering at cloud computing kan placeres som et nyt 
softwareparadigme som ligger i forlængelse de fem paradigmer jeg tidligere har 
præsenteret.  
Jeg afslutter diskussionsafsnittet med at referere tilbage til Thomas Wattsons udtalelse 
fra 1943. Med en infrastruktur som tilsyneladende centraliseres, kan man begynde at 
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overveje om Wattson måske får ret alligevel. Hvis man nu forestiller sig at firmaer som 
Google, Amazon og Microsoft får centraliseret computerkraften i en sådan grad at vi 
som brugere blot skal anvende en simpel klient uden væsentlig computerkraft. I 
dette scenarie kan man argumentere for at Wattson til dels kan have ret i sin 
påstand. Her er en pointe imidlertid væsentlig, nemlig i takt med infrastrukturen 
centraliseres, er det væsentligt at applikationerne ikke tilsvarende centraliseres. Her er 
begrebet API centralt. For at dække de differentierede behov som der er ti IT-
løsninger er det nødvendigt at den enkelte bruger/virksomhed kan skræddersy sin 
helt egen IT-løsning. Dette bliver muligt med teknolgier som API og SaaS.  
 
10 Konklusion 
Det skal ikke være nogen hemmelighed at problemstillingen i denne opgave har 
været relativ svær at give en entydig konklusion på. Dette er nødvendigvis ikke en 
svaghed i mine øjne. At svare på en problemstilling som ligger indenfor et 
genstandsfelt med den uklare natur som jeg vil argumentere for at cloud computing 
besidder, har krævet en lang erkendelsesproces. Derfor, udover at konkludere på 
selve problemstilling (som jeg gør afslutningsvis i dette kapitel), vil jeg dvæle lidt ved 
selve erkendelsesprocessen. 
En spændende iagttagelse i arbejdet med cloud computing har været den hype-
faktor som omgiver IT-branchen. Det kan til tider være svært at vurdere ét udsagn fra 
et andet, for typisk kan den ene have noget investeret i det pågældende udsagn. 
Dette er også en problematik jeg behandler på side ??. Et fint eksempel er Microsofts 
massive tilstedeværelse i det online community som omgiver cloud computing. Det 
er svært at finde en side omkring emnet, hvor Microsoft ikke er repræsenteret med 
store bannerreklamer. Og de budskaber og services de ønsker at sælge stemmer 
nødvendigvis ikke overens med dem Google advokerer for eller IBM eller Amazon 
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eller Dell eller... De andre firmaer som jeg her opremser er også fint repræsenteret, 
ligesom jeg kunne nævner endnu flere. Denne tendens vidner om to ting i mine øjne. 
Dels at IT-giganterne har fået øjnene op for et nyt marked, her eksemplificeret ved 
Microsoft marketingsmæssige tilstedeværelse. Men ligeså vigtigt vidner det i mine 
øjne også om at det er et marked som ikke har en klar definition, og de enkelte 
firmaer derfor ønsker at sætte standarden for hvad cloud computing er. 
Jeg har i rapporten præsenteret en billede af software som en videnskab hele tiden 
videreudvikles gennem evolution. På denne baggrund argumenterer jeg for at 
softwareevolution har været kendetegnet ved dekomposition. Ydermere har jeg 
argumenteret for at Thomas Kuhns ide om videnskabelige paradigmeskift er en 
passende ramme til at beskrive denne evolution. Mit argument for dette er at det er 
svært at opstille endelige sandheder inden computervidenskaben. Derfor har Thomas 
Kuhns relativistiske tilgang været passende.  
I diskussionskapitlet vurdere jeg at cloud computing kan klarificeres som et 
softwareparadigme. Dette gør jeg på baggrund af en redegørelse hvor jeg 
sammenholder den hidtidige udvikling med den udvikling som cloud computing 
repræsenterer. Grunden til at jeg mener dette gør sig gældende er at cloud 
computing åbner op for nye løsningsmodeller for IT-løsninger. Disse bygger blandt på 
større integration på tværs af applikationer, ligesom infrastrukturen er blevet 
modulerbar, idet cloud computing giver mulighed for at skræddersy denne efter 
(skiftende) behov.  
Afslutningsvis kan jeg på et mere hypotetisk plan konkludere at Thomas Wattson 
udsagn fra 1943, måske her godt 70 år senere kan vise sig at have en vis relevans idet 
cloud computing fordrer en tendens hvor computerkraften centraliseres. Og dermed 
får karakter af at være en 5th utility. 
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