In this paper, we propose a new algorithm that computes the radius and the diameter of a weakly connected digraph G = (V, E), by finding bounds through heuristics and improving them until they are validated. Although the worstcase running time is O(|V ||E|), we will experimentally show that it performs much better in the case of real-world networks, finding the radius and diameter values after 10-100 BFSs instead of |V | BFSs (independently of the value of |V |), and thus having running time O(|E|) in practice. As far as we know, this is the first algorithm able to compute the diameter of weakly connected digraphs, apart from the naive algorithm, which runs in time Ω(|V ||E|) performing a BFS from each node. In the particular cases of strongly connected directed or connected undirected graphs, we will compare our algorithm with known approaches by performing experiments on a dataset composed by several real-world networks of different kinds. These experiments will show that, despite its generality, the new algorithm outperforms all previous methods, both in the radius and in the diameter computation, both in the directed and in the undirected case, both in average running time and in robustness. Finally, as an application example, we will use the new algorithm to determine the solvability over time of the "Six Degrees of Kevin Bacon" game, and of the "Six Degrees of Wikipedia" game. As a consequence, we will compute for the first time the exact value of the radius and the diameter of the whole Wikipedia digraph. $ This paper is an extension and a generalization of the results presented in [6] .
Introduction
The diameter and the radius of a network are relevant measures (whose meaning depends on the semantics of the network itself), which have been almost always considered while analyzing real-world networks such as biological, collaboration, communication, road, social, and web networks (see, for example, [7] ). Informally (we will see later the formal definition), the diameter is the maximum distance between two connected vertices, and the radius is the distance from a center (that is, a vertex that minimizes the maximum distance to all other vertices) to the vertex farthest from it (in this paper we will always refer to unweighted graphs). Many algorithmic results have been presented in the last few decades concerning the computation of the diameter and of the radius. As far as we know, in the general case, the best known solution is still, more or less, based on the computation of all-pairs shortest paths. The time complexity of this solution is O(n ω ), where ω < 2.38, in the case of dense graphs [35] (by using efficient algorihtms for matrix multiplication), and O(mn) in the case of sparse graphs (by simply performing a breadth-first search from each node of the graph). 2 This complexity is not feasible whenever we deal with real-world networks, since these networks may contain several millions of nodes and several billions of edges. For this reason, two different line of research have been also followed. On the one hand, more efficient algorithms have been proposed for special classes of graphs (see, for example, [11, 5] ), while, on the other hand, more efficient approximation algorithms have been designed for the general case (see, for example, [1, 28, 9] ). Observe that in [28, 9] , the authors do not only propose a better approximation algorithm for sparse graphs, but they also show that, in this case, no sub-quadratic algorithm exists for computing the diameter unless the Strong Exponential-Time Hypothesis is false [18] .
A third line of research has, instead, deeply explored the power of breadth-first search (in short, BFS) in order to exactly compute the diameter and the radius. Clearly, the height of any BFS tree provides us with both a lower bound on the diameter and an upper bound on the radius. Thus, a simple heuristic to estimate these values consists of executing a fixed number of random BFSs, and reporting the best bound found for each of them (see, for example, [25, 29] ): unfortunately, no useful bound on the performed error can be provided and even experimentally this heuristic turns out to be not always precise. For this reason, several papers dealt with the problem of appropriately choosing the vertices from which the BFSs have to be performed. For example, the so-called 2Sweep heuristic picks one of the farthest vertices x from a random vertex r and returns the distance of the farthest vertex from x [22] , while the 4Sweep picks the vertex in the middle of the longest path computed by a 2Sweep execution and performs another 2Sweep from that vertex [13] . Both methods work quite well and very often provide tight bounds. Indeed, in the case of special classes of graphs, they can even be (almost) exact: for example, the 2Sweep method gives the exact value of the diameter for trees [16] , yields an approximation with additive error 1 for chordal graphs and interval graphs, and within 2 for AT-free graphs and hole-free graphs (see [12] for a survey and for the definitions of these graph classes). Adaptations of these methods to directed graphs have been proposed in [8, 14] , and, even in this case, these techniques are very efficient and provide very good bounds on real-world networks.
However, in general, heuristics cannot guarantee the correctness of the results obtained. For this reason, a major further step in the diameter computation was the design of bound-refinement algorithms. These methods apply a heuristic and try to validate the result found or improve it until they successfully validate it. Even if in the worst case their time complexity is O(mn), they turn out to be linear in practice. The main algorithms developed until now are BoundingDiameters [31] and iFub [13] . While the first works only on undirected graphs, the second is also able to deal with the directed strongly connected case (the adaptation is called diFub [14] ). For the radius computation, instead, the current best algorithm for undirected graphs is a modification of the BoundingDiameters algorithm [32] while for directed graphs it is possible to use the method in [23] . However, all these bound-refinement algorithms cannot deal with directed graphs that are not strongly connected. In the latter case, as far as we know, the only exact method to compute the radius and the diameter is the naive one, that is, the computation of all-pairs shortest paths.
Our results
In this paper, we will propose the first bound-refinement algorithm that is able to find diameter and radius in directed, not necessarily strongly connected graphs. It should be noticed that for non strongly connected digraphs, in order to avoid inifinte values, eccentricities are only computed between reachable vertices. This algorithm will not only be more general than all previous counterparts, but it will also outperform them on directed, strongly connected graphs or undirected graphs. It relates the sweep approach (i.e., a new visit of the graph depends on the previous one, as in [14, 13, 22, 23] ) with the techniques developed in [31, 32] . It is based on a new heuristic, named SumSweep, which is able to compute very efficiently lower bounds on the diameter and upper bounds on the radius of a given graph. This heuristic computes the eccentricities of "meaningful" vertices, where the forward eccentricity of a vertex v is the distance from v to the farthest reachable vertex and, conversely, the backward eccentricity of a vertex v is the maximum distance from another vertex to v. After each meaningful vertex is chosen, a BFS is performed from this vertex, providing its forward or backward eccentricity, together with some values that are used in the choice of the next vertices to be analyzed. After some steps, the maximum eccentricity found is a lower bound D L for the diameter, while the minimum eccentricity found is an upper bound R U for the radius. Then, these bounds are used as starting point for a validation algorithm, that generalizes the approach proposed in [31] for undirected graphs. The validation works as follows. We perform some more BFSs, with two goals: improving D L and R U , and finding upper bounds D U on the diameter and lower bounds R L on the radius. These latter values are obtained by upper and lower bounding the forward and backward eccentricities of all vertices, and setting D U to the maximum (forward or backward) upper bound found and R L to the minimum forward lower bound. Since D L ≤ D ≤ D U , as soon as D L = D U we have computed the value of D; symmetrically, as soon as R L = R U , we have computed the value of R. After explaining this algorithm in its full generality, we will specialize it to directed strongly connected graphs and undirected graphs, so that it will be possible to compare it with other existing algorithms (as already said, as far as we know, this is the first algorithm able to efficiently compute the diameter and the radius of any directed real-world graph). The comparison will show that, despite its generality, the new algorithm will significantly outperform all previous algorithms, both in average number of BFSs and in robustness, both in directed and in undirected graphs.
Finally, we will use our new algorithm in order to analyze the solvability of the six degrees of separation game, which is a trivia game inspired by the well-known social experiment of Stanley Milgram [24] , which was in turn a continuation of the empirical study of the structure of social networks by Michael Gurevich [15] . Indeed, the notion of six degrees of separation has been formulated for the first time by Frigyes Karinthy in 1929, who conjectured that any two individuals can be connected through at most five acquaintances. This conjecture has somehow been experimentally verified by Milgram and extremely popularized by a theater play of John Guare, successively adapted to the cinema by Fred Schepisi. The corresponding game refers to a social network, such as the (movie) actor collaboration network, and can be played according to two main different variants. In the first variant, given two vertices x, i.e. the source, and y, i.e. the target, of the network, the player is asked to find a path of length at most six between x and y: for instance, in the case of the actor collaboration network, the player is asked to list at most five actors x 1 , . . . , x 5 and at most six movies m 1 , . . . , m 6 such that x and x 1 played in m 1 , x 5 and y played in m 6 , and x i and x i+1 played in m i+1 , for 1 ≤ i ≤ 4. In the second variant of the game, the vertex x is fixed and only the target vertex y is chosen during the game: for instance, in the case of the actor collaboration network, one very popular instance of this variant is the so-called "Six Degrees of Kevin Bacon" game, where the vertex x is the actor Kevin Bacon, who is considered one of the centers of the Hollywood universe [27] . Many other examples of both variants of the six degrees of separation game are now available on the web: one of the most popular games is the so-called "Six Degrees of Wikipedia" game [10] , in which the vertices of the network are the Wikipedia articles and the edges are the links between these articles (here, the network is directed).
In this paper we address the following question: is a given instance of a six degrees of separation game solvable? More generally, is a given instance of a k degrees of separation game solvable? In the case of the second variant of the game, an additional question is the following: which is the choice of vertex x that makes the game solvable? In particular, we will analyze the actor collaboration network, in order to answer to these questions, and we will consider the evolution of this network over time, from 1940 to 2014. It will turn out that neither variant of the six degrees of separation game has ever been solvable, since there have always been actors at distance 13 (that is, in order to be solvable the first variant of the game has to choose k = 13) and no actor ever existed who could reach all other vertices in less than 7 steps. It will turn out that, for the vast majority of the analyzed period, Kevin Bacon has never been the right choice of vertex x (indeed, this happened only in the last two/three years). Moreover, we will also analyze the Wikipedia graph: in this case, it will turn out that the six degree of separations game is solvable for instance by fixing, as a target, the page United States of America.
Structure of the paper
The paper is structured as follows. After providing the main definitions in Section 2, in Section 3 we will show how the diameter and radius can be bounded by using the SumSweep heuristic, while in Section 4 we will describe how the SumSweep algorithm works. Section 5 aims to experimentally show the effectiveness of our techniques in the case of several real-world networks. In Section 6, a case study on the actor collaboration network is provided, while in Section 7 another case study concerns the Wikipedia graph. Finally, in Section 8 we conclude the paper.
Notations and preliminary definitions
Given a directed graph (in short, digraph) G = (V, E), we will say that a vertex w is reachable from a vertex v if there is a path from v to w. The set of vertices reachable from a given vertex v will be denoted by ReachF(v), and the set of vertices w such that
is said to be weakly connected if the undirected graph resulting from removing the orientation of the edges is connected (for example, the graph shown in the upper left part of Figure 1 is weakly connected). In this paper, we will always assume that graphs are weakly connected (otherwise we can apply our algorithms to each "weakly connected component"). A weakly connected digraph is strongly connected if, for any vertex v,
Given a digraph G = (V, E), a strongly connected component (in short, SCC) of G is a subgraph that is strongly connected, and is maximal with respect to this property. The strong component graph of a digraph G is the directed acyclic graph G = (V, E), where V = {C 1 , . . . , C k } is the set of SCCs of G and an edge (C i , C j ) exists if there is at least one edge in G from a vertex in the component C i to a vertex in the component C j . In the following, for each pair (C i , C j ) ∈ E, we will fix an edge e ij = (v ij , w ij ) of G such that v ij ∈ C i , w ij ∈ C j (see the right part of Figure 1 ). Observe that this edge can be arbitrarily chosen during the construction of the strong component graph. Observe also that G is an acyclic digraph: hence, we may assume that a topological order is specified for its vertices, that is, V is ordered such that, for each (C i , C j ) ∈ E, i < j. For more background on these concepts, we refer to [3] .
The forward and backward eccentricities of a vertex v are usually defined as:
where d(v, w) denotes the length of a shortest path from node v to node w if w ∈ ReachF(v), and +∞ otherwise. Note that if the graph is undirected, ε F (v) = ε B (v). Since most of the real-world graphs are not strongly connected, we prefer to ignore infinite distances and we define the forward and backward eccentricities as: Moreover, it is worth observing that most real-world networks contain several vertices w with in-degree 0 or out-degree 0, and consequently both ε F (v) and ε B (v) are infinite for each vertex v, while e F (v) and e B (v) are always finite. From now on, by "eccentricity" we will always mean e as defined above.
The diameter is the maximum eccentricity of a vertex, that is, D = max v∈V e F (v) = max v∈V e B (v): in other words, this is the length of "a longest shortest path" [17] . Note that in [3, 34] the diameter is defined through the original definition of eccentricity: however, this implies that the diameter of any disconnected graph is +∞.
The radius is usually defined as the minimum forward eccentricity of a vertex [3, 34] : in most real-world networks, using the old definition of eccentricity we have that the radius is +∞, while, by using the new definition of eccentricity, the radius is 0. Both these definitions are just related to reachability: in particular, the first is affected by vertices that cannot be reached, while the second is affected by the existence of vertices with out-degree 0. In order to be able to exclude such vertices, we will consider a set V of "meaningful" vertices, and define the radius as the minimum eccentricity of a vertex in V : if we choose V to be the set of vertices v such that ε F (v) < +∞, we simulate the old definition. In this paper, if n 1 is the maximum size of a strongly connected component, we will choose V = V 1 ∪ V 2 , where V 1 is the set of vertices in a component of size n 1 , and V 2 is the set of vertices that are able to reach a vertex in V 1 (in almost all real-world networks there is only a component of size n 1 , the so-called giant component [26] ). For example, by referring to the graph in Figure 1 , we have that V = {0, 1, 2, 5, 6, 7, 8}. Note that, with this choice of V , the radius is always finite. In any case, our algorithms work for any choice of V : in particular, they are also able to compute the radius according to the aforementioned definitions by choosing a suitable V . 
The SumSweep heuristic
The SumSweep is a heuristic that finds a lower bound for the diameter D L and an upper bound on the radius R U . The lower bound D L on the diameter is obtained by finding several "peripheral" vertices and setting D L as the maximum eccentricity of one of these vertices (it is a lower bound for D because D is the maximum eccentricity among all vertices). Then, the heuristic finds a very "central" vertex in V and sets R U as the eccentricity of this vertex. The pseudo-code is shown in Algorithm 1.
Like other heuristics [8, 22, 14, 13] , SumSweep is based on performing alternatively forward and backward BFSs from some vertices. By forward BFS or FBFS (resp., backward BFS or BBFS) we mean a visit in BFS order in which a directed edge (v, w) is traversed from v to w (resp., from w to v). The new feature with respect to the previous heuristics is the choice of the starting vertices of the BFSs, which is based on the two following quantities, that try to distinguish "central" and "peripheral" vertices:
where F (resp. B) is the set of starting vertices of the forward (resp. backward) BFSs already performed. These quantities resemble 1 cx , where c x is the closeness centrality of vertex x, that is,
The closeness centrality is a well-known centrality measure defined for the first time in 1950 [4] and more recently reconsidered when analyzing real-world networks (for more details, see [20] and the references therein). In particular, since a high closeness centrality value means that a vertex is central, if S F (x) or S B (x) is big, it means that x is "peripheral" and hence a good candidate to have a big eccentricity. For this reason, we maximize S F (x) (resp. S B (x)) when choosing the starting vertex of a forward (resp. backward) BFS. It is worth observing that the starting vertex of the first BFS plays a slightly different role: it should not be a vertex with high forward eccentricity, but a vertex which helps us finding high-eccentricity vertices in the next steps. To do so, for instance, we suggest to choose the maximum out-degree vertex. At the end of the procedure, we approximate the diameter with the maximum eccentricity found, and the radius with the eccentricity of the vertex x ∈ V minimizing S F (x). Observe that if the graph is undirected, the forward and backward eccentricities coincide: this means that a single BFS is enough to perform a forward and backward step of the SumSweep heuristic.
As an example, we will show the results of a SumSweep on the graph in Figure 1 with k = 4, V = {0, 1, 2, 5, 6, 7, 8}, and s = 1 (which is the maximum out-degree vertex). The first forward BFS visits the whole graph and finds a lower bound D L = 4 and an upper bound R U = 4. The second step performs a backward BFS from vertex 8 (the only vertex at distance 4 from 1) and sets D L = 6, since the distance from 2 to 8 is 6. This BFS is followed by a forward BFS from vertex 2, which has eccentricity 6 and consequently does not improve the previous bounds. Finally, a BFS from 8 is performed: since 8 has forward eccentricity 3, R U is set to 3. Then, SumSweep returns D L = 6 and R U = 3 (note that these are the correct values of radius and diameter).
The effectiveness of this approach will be experimentally shown in Section 5.1.
The ExactSumSweep Algorithm
In this section we will show how to compute the exact values of the diameter and the radius of a graph, by using the bounds given by SumSweep. The general framework has been proposed in [31, 32] for undirected graphs: in this paper, we will adapt it for any directed graph. The general schema of our algorithm is shown in Algorithm 2.
Algorithm 2: the ExactSumSweep algorithm.
Input: a graph G = (V, E), a set V ⊆ V , a node s, and an integer k Output: the radius R and the diameter
After performing the SumSweep heuristic, the algorithm tries to prove that the computed bounds are the exact values of the radius and of the diameter, or to improve them. This can be done by bounding the eccentricities of all the vertices in the graph. More specifically, for each vertex v, we store these values:
• L F (v) is a lower bound on the forward eccentricity of v;
• U F (v) is an upper bound on the forward eccentricity of v;
• L B (v) is a lower bound on the backward eccentricity of v;
• U B (v) is an upper bound on the backward eccentricity of v.
As soon as, for a vertex
, the forward (resp. backward) eccentricity of v is exactly computed: in this case, the algorithm might improve the values of D L and R U . The value of D is established as soon as
, then this lower bound cannot be improved anymore, since the forward eccentricity of each other vertex is smaller than D L . Symmetrically, when R U ≤ min v∈V L F (v), this upper bound cannot be improved anymore, and we can conclude that it is the actual value of the radius. Note that these inequalities are satisfied when all the eccentricities are known: since we will ensure that at each iteration a forward or a backward eccentricity is exactly computed, we need at most O(n) iterations, so that the worst-case running time is O(mn) as in the naive algorithm.
The computation of new lower bounds is based on performing a BFS from a vertex w and bounding the eccentricity of a visited vertex v with d(v, w) or d(w, v) (the techniques are named StepForward and StepBackward, depending on the direction of the BFS). The upper bound techniques are a bit more complicated: they choose a pivot vertex for each strongly connected component, they bound the eccentricities of pivot vertices, and they propagate these bounds within each strongly connected component. The hardest part is bounding the eccentricities of pivot vertices: the simplest technique, AllCCUpperBound, uses a dynamic programming approach, based on the topological ordering of the SCCs. This technique will not be used on its own, but it will be a significant part of SingleCCUpperBound, a more sophisticated technique, which is more time-consuming and provides better bounds. In particular, this technique performs a further forward and backward BFS from a given pivot q, allowing to improve the previous bounds when analyzing vertices reachable "by passing through q", while all other vertices are processed using the AllCCUpperBound technique. In the following three subsections, we will analyze each technique, we will provide more details, and we will prove the corresponding bounds. In Section 4.4 we will then analyze the running-time of each technique, in Section 4.5 we will show how these techniques apply to the special cases of strongly connected digraphs and of undirected graphs, and, finally, in Section 4.6 we will discuss how to select the technique to use at each step.
StepForward and StepBackward
The simplest technique performs a forward BFS from a "cleverly chosen" vertex w, setting U F (w) = L F (w) = e F (w) and, for each visited vertex v, L B (v) = max(L B (v), d(w, v)) (StepForward). A similar technique can be applied by performing a backward BFS (StepBackward). Note that, since the algorithm starts by running the SumSweep heuristic, these bounds can also be computed during the first BFSs performed by the heuristic. For example, after the aforementioned SumSweep heuristic performed on the graph in Figure 1 , the algorithm has already obtained the bounds in Table 1 .
AllCCUpperBound
In order to compute upper bounds on the eccentricity of all vertices, we have to use more complicated techniques, based on the strong component graph (see Section 2) . This technique chooses a "pivot vertex" p i for each SCC C i of G and bounds the eccentricities of these vertices. Finally, it propagates these bounds by making use of the following inequalities, which are a simple consequence of the triangular inequality: Table 1 . Bounds obtained after the initial SumSweep heuristic, with k = 4. The sum of vertices whose eccentricity has already been computed exactly is set to −1 (in order to avoid these vertices to be chosen in subsequent BFSs).
where v belongs to the SCC C i having pivot p i . In order to apply these inequalities, we need to compute upper bounds on the forward and backward eccentricity of each pivot in the graph (e F (p i ) and e B (p i )): before explaining this in full detail, we will show the main ideas of these bounds through an example, based on the graph in Figure 1 . Suppose we have chosen the pivots in Table 2 (actually this is the choice performed by the algorithm after the execution of SumSweep): we start to bound forward eccentricities in reverse topological order, that is, p 5 , p 4 , p 3 , p 2 , and p 1 .
• Since no edge exits the SCC C 5 , we set U F (p 5 ) = U F (9) = e F scc (9) = d(9, 10) = 1, where e F scc (9) denotes the eccentricity of 9 if restricted to C 5 .
• In order to bound the forward eccentricity of p 4 = 5, we observe that either the longest path stays in C 4 , having length e F scc (5), or it passes through the SCC C 5 , reachable in one step from C 4 through edge (C 4 , C 5 ) ∈ E, which corresponds to the edge (5, 9) ∈ E, according to Figure 1 . We bound the eccentricity of 5 with the maximum between e F scc (5) and the length of a path from 5 to 9 passing through edge (5, 9) , plus U F (9) (this latter bound has already been computed thanks to the topological order). We obtain U F (5) = max(e F scc (5), d(5, 5) + 1 + d(9, 9) + U F (9)) = max(3, 2) = 3.
• U F (11) = e F scc (11) = 0.
• There are two outgoing edges from C 2 : (C 2 , C 3 ) ∈ E, which corresponds to (3, 11 ) ∈ E, and (C 2 , C 5 ) ∈ E, which corresponds to (4, 9) ∈ E. We bound U F (3) by considering the maximum among these possibilities:
The backward eccentricities are bounded similarly, considering SCCs in topological order. The forward and backward bounds computed in this way are summarized in Table 2 .
Finally, we extend these bounds using inequalities (1) and (2): for instance,
After showing the main ideas through this example, we may now formalize this intuition. In particular, we can generalize the example through the following lemma. 
Lemma 4.1. Given a SCC C i with corresponding pivot p i , for any j such that (C i , C j ) ∈ E and e ij = (v ij , w ij ), the following formulas hold:
Proof. We will prove the first formula, since the second is symmetric. Let x be one of the farthest vertices
, and the first formula holds again.
At this point, we may observe that the inequalities (3) and (4) can be "solved" recursively by analyzing strongly connected components with their corresponding pivot vertices in topological (resp. reverse topological) order, as we did in the previous example. Note that, if this procedure provides bounds that are worse than the bounds already stored in U F (p i ) or U B (p i ), then these latter bounds should be used. The pseudo-code for the computation of the pivot upper bounds and for the update of the upper bounds for each vertex is shown in Algorithm 3.
Algorithm 3: computing upper bounds for all vertices. Note that the graph G can be precomputed in linear time as well as a topological order at the beginning of the ExactSumSweep algorithm.
Let G = (V, E) be the graph of the SCCs in G.
Before running these procedures, we just need to perform a forward and a backward BFS starting from p i and restricted to C i , for each i. In this way, we compute the following values:
SingleCCUpperBound
In order to further improve the upper bounds defined by Lemma 4.1, we introduce the SingleCCUp-perBound technique. It requires two more BFSs from a pivot vertex q, that we call "main pivot": the technique works for any pivot, but a suitable choice provides better bounds. As in the previous section, we will first provide an example, then we will explain the technique and in Section 4.6 we will provide more details about the choice of the main pivot.
Our example deals again with the graph in Figure 1 , choosing as main pivot vertex q = 5. We perform a forward and backward BFS from vertex 5, computing exactly its forward and backward eccentricities, thus setting U F (5) = 3, and U B (5) = 3. We will now analyze how to improve the previous forward bounds (the backward case is completely analogous). First of all, we will use the previous technique to bound the forward eccentricities of all pivot vertices not visited in the backward BFS from 5, namely U F (3) = 5, U F (9) = 1, U F (11) = 0. Then, we want to upper bound the eccentricity of 0, reached in the backward BFS from 5. We observe that e F (0) = d(0, x), for some vertex x: if x is reachable from the main pivot 5, d(0, x) ≤ d(0, 5) + d(5, x) ≤ d(0, 5) + e F (5). Otherwise, x is reachable from 0 by remaining in the graph G obtained from G by removing all vertices in ReachF (5) , that is, by removing all vertices visited in the forward BFS. We then set U F (0) = max(d(0, 5) + U F (5), U F G (0)), where U F G is the bound on the forward eccentricity of 0 obtained by running Procedure computePivotBoundsF(G ) in Algorithm 3, and G is the strong component digraph of G (note that G can be computed without computing explicitly G ). We finally obtain U F (0) = max(d(0, 5) + U F (5), U F G (0)) = max(5, 3) = 5. Forward and backward results are summarized in Table 3 . Note that better forward bounds have been found for pivot 0, and better backward bounds have been found for pivot 9. 
More formally, the SingleCCUpperBound technique is based on the following lemma.
Lemma 4.2. Let p i be a pivot, q be the main pivot, and suppose p i ∈ ReachB(q). If G is the subgraph induced on G by removing ReachF(q), the following inequality holds:
where by d G we mean distances in the graph G . In both cases, the lemma holds.
The pseudo-code for the computation of the improved forward bounds is provided by Algorithm 4: it is enough to replace functions computePivotBoundsF and computePivotBoundsB in Algorithm 3 with their improved versions computeImprovedPivotBoundsF and computeImprovedPivotBoundsB. Note that, in order to compute forward and backward bounds, we need to perform a forward and a backward BFS from the main pivot, and a forward and backward BFS inside each SCC not containing the main pivot (for the SCC of the main pivot, the results of the first two BFSs can be used).
Algorithm 4: computing better upper bounds for some vertices.
Procedure computeImprovedPivotBoundsF(G)
Let q be the main pivot. Let G = (V , E ) be the subgraph of G induced by vertices not reachable from the SCC of q.
Running Time Analysis
In all previous papers that dealt with bound-refinement methods [14, 13, 23, 31, 32] , the efficiency of an algorithm was defined in terms of the total number of BFSs needed before the values of D and R are found. However, if the graph is not strongly connected, the time needed to perform a BFS highly depends on the starting vertex: for instance, a forward BFS from a node with outdegree 0 takes very little time. As a consequence, we will consider as baseline the time needed to perform a BFS of the corresponding undirected graph, that is, the graph obtained by converting all directed edges into undirected edges. Since we deal with weakly connected graphs, this latter graph is connected, and the running time of a BFS on this graph does not depend on the starting vertex. The cost of the StepForward and StepBackward techniques is at most the cost of a BFS, because these techniques visit at most the same number of edges as a BFS of the corresponding undirected graph, and the operations performed when an edge is visited are the same. We will then consider the cost of these operations as 1 BFS. For the SingleCCUpperBound technique, we need to perform the following operations:
1. a forward and a backward BFS from q and a BFS inside each SCC not containing q;
2. Algorithm 4, which does the following operations: It is clear that steps 2(a), 2(b) and 2(c) can be performed in time O(|G|), and that step 3 can be performed in time O(|V |).
Step 1 performs, for each visited edge, the same operations as a standard BFS, and each edge is visited at most three times in the whole operation. We will then consider the cost of running the SingleCCUpperBound technique as the cost of three BFSs, and we will ignore operations that are performed in O(|V | + |G|) time, similarly to what has been done in previous papers for operations needing O(|V |) time [14, 13, 23, 31, 32] . This choice is justifiable also because, on average, in the dataset of our experiments, |V | ≈ 0.20 · |E| and |G| ≈ 0.17 · |E|.
Particular Cases
The Strongly Connected Case. In the strongly connected case, the aforementioned upper bound techniques AllCCUpperBound and SingleCCUpperBound collapse to a simpler technique, that performs a forward and backward BFS from the unique pivot vertex p, and bounds the eccentricity of any other vertex with e F (w) ≤ d(w, p) + e F (p) and e B (w) ≤ d(p, w) + e B (p). This technique costs two BFSs, differently from the SingleCCUpperBound technique that costs three BFSs. More specifically, Algorithm 3 becomes Algorithm 5. for
The Undirected Case. In the undirected case, since we can deal with each connected component separately, again the two techniques are the same, and the cost reduces to one BFS, since the forward and backward BFSs coincide. Furthermore, we might improve the previous bounds by analyzing separately the first branch of the BFS tree and the other branches, as shown in the following lemma. Lemma 4.3. Suppose we have performed a BFS from p, and we have obtained a tree T ; let p be the first vertex in T having more than one child. Let Φ be the set of vertices on the (only) path from p to p , let Ψ be the set of vertices in the subtree of T rooted at the first child of p , and let h be the maximum distance from p to a vertex outside Ψ. Then, for each In order to apply this lemma, after performing a BFS of an undirected graph, instead of bounding e(v) with d(v, p) + e(p), we may bound e(v) with U p (v) (which is smaller or equal than d(v, p) + e(p)). This bound can be used everytime a BFS is performed, that is, not only during the SingleCCUpperBound technique, but also during a StepForward or a StepBackward. The pseudo-code of this procedure is provided in Algorithm 6, which replaces 3.
Algorithm 6: computing upper bounds for all vertices.
for
Choosing the Technique to Use
In the previous subsections, several bound techniques have been defined. Here, we will explain how to put them together to be effective: in all previous papers, different techniques were alternated according to a fixed schema [31, 32] . In this paper, we will provide a different approach: a heuristic choosing the best technique will run at each step. The choice performed by this heuristic is based on the following definition, that quantifies how "close" we are to the solution. 
At any point of the algorithm, the values of D L and R U can only be improved by the eccentricities of open vertices. For this reason, we will consider N = |V U | + |V L | as a measure of the distance from the final solution. Thanks to this definition, we may now state how we are going to use the bounding techniques. In particular, this can be done as follows (see Section 3, for the definition of S F (v) and S B (v)).
• StepForward from a vertex maximizing U F (maximizing S F is used to break ties);
• StepBackward from a vertex maximizing U B (maximizing S B is used to break ties);
• StepForward from a vertex in V minimizing L F (minimizing S F is used to break ties);
• StepBackward from a vertex maximizing S B (maximizing U B is used to break ties);
• SingleCCUpperBound: the pivot of a SCC is chosen by minimizing L F (v) + L B (v) among all vertices whose exact eccentricity has not been determined, yet; the main pivot is chosen as the pivot of the component C having more open vertices.
The last problem to address is which of these techniques should be chosen at any step, filling the gap in Algorithm 2.
Definition 4.5. The utility U of a step is the difference between the value of N before the step and after the step.
In order to speed up the computation, we want to perform steps with high utility. For this reason, for each technique, we keep an "expected utility" value U E and at each step we choose the technique with the biggest expected utility. After a technique is applied, U E is updated as follows: the expected utility of the technique used is set to U , while the expected utility of all other techniques is increased by 2/iter, where iter is the number of BFSs already performed. This is done in order to alternate different techniques at the beginning, and to focus on a single technique when the best one becomes clear (even if, in the long run, every technique is applied).
Experimental Results
This section will experimentally show the effectiveness of the aforementioned techniques, by testing them on several real-world networks taken from the well-known datasets [29] and [19] , which cover a large set of network types. In Section 5.1, we will show the effectiveness of the SumSweep heuristic compared to other similar heuristics. In Section 5.2, we will show that the SumSweep algorithm outperforms all previous algorithm in computing the diameter and radius of undirected and directed strongly connected graphs. Then, we will apply our algorithm to compute for the first time the diameter and radius of several directed, not strongly connected graphs: even in this case, our algorithm will have very good performances, even better than the strongly connected case (however, no comparison will be possible, since this is the first such algorithm). Finally, Section 5.3 will experimentally relate the performance of the SumSweep algorithm to various properties of the networks in the dataset. More detailed results of these experiments are provided in the appendix, and the code used is available on the website http://piluc.dsi.unifi.it/lasagne/.
Providing good lower bounds for the diameter
In this section, we will compare the SumSweep heuristic with the current most effective heuristics to compute lower bounds on the diameter [22, 14, 13] , whose effectiveness has already been shown in [14, 13] . In the case of undirected graphs, we have compared the following heuristics: k-SumSweep: performs a SumSweep from a random vertex, stopping after k BFSs; 4RandSamp: returns the maximum eccentricity among four random-chosen vertices;
4Sweep: the technique explained in [13] ;
2x2Sweep performs twice a 2Sweep [22] starting from two random vertices.
In the case of directed graphs, we have compared the following heuristics: k-SumSweep: performs a SumSweep from a random vertex, stopping after k BFSs;
4RandSamp: returns the maximum eccentricity among four random-chosen vertices; 2-dSweep: the technique explained in [14] .
Note that all the competitors above perform four BFSs, so they should be compared to the 4-SumSweep in order to obtain a fair comparison. We have run each heuristic ten times 3 for each graph, and we have considered the mean ratio r between the value returned and the diameter, among all ten experiments. In Table 4 we have reported the average r among all the graphs in the dataset, with the corresponding standard error. In Appendix B, the average r for each graph is provided.
As observed in [14, 13] , the lower bound provided by the 4Sweep and 2-dSweep heuristics is usually tight, drastically outperforming the simple approach based on sampling, namely 4RandSamp. Table 4 shows that the SumSweep approaches are even improving these lower bounds: the 4-SumSweep is more effective both in the directed and the undirected case. Moreover, the SumSweep approach has another advantage: it is possible to further improve the bounds found by performing some more BFSs. This is very useful on directed graphs, while on undirected graphs the bounds in the 4-SumSweep are so good that they offer very little room for improvement. 
Computing the Radius and the Diameter
The following set of experiments aims to show that the SumSweep algorithm improves the time bounds, the robustness, and the generality of all the existing methods, since they are outperformed for both radius and diameter computation, both in the directed and in the undirected case. Note that in the case of directed weakly connected graphs, there are no competitors (except the textbook algorithm), since SumSweep is the first algorithm able to deal with this case. Since any (weakly) connected component can be analyzed separately, we have restricted our attention to the biggest one, which usually contains most of the vertices in the graph (see Tables A.7-A.8 in the Appendix).
Undirected Graphs. In the undirected case, we compared our method with the state of the art: the iFub algorithm for the diameter and the BoundingDiameters (BD) algorithm both for the radius and for the diameter.
Indeed, this latter algorithm, used in [32] just to compute the diameter, can be easily adjusted to also compute the radius, using the same vertex selection strategy and updating rules for the eccentricity bounds. In particular, it bounds the eccentricity of vertices similarly to our method, by using the fact that, after a visit from a vertex v is performed, d(v, w) ≤ e(w) ≤ d(v, w) + e(v). It does not perform the initial SumSweep and simply alternates between vertices v with the largest eccentricity upper bound and the smallest eccentricity lower bound.
For the diameter computation, we compared ExactSumSweep not only with BoundingDiameters, but also with two variations of iFub: iFubHd, starting from the vertex of highest degree, and iFub4S, starting by performing a 4Sweep and choosing the central vertex of the second iteration (see [13] and related work for more details).
The results of the comparison are summarized in Table 5 : for each method and for each graph in our dataset, we have computed the performance ratio, that is the percentage of the number of visits performed by the method with respect to the number of vertices of the network (i.e., the number of visits in the worst case). In Table 5 we report the average of these values on the whole dataset, together with the corresponding standard error.
In the diameter computation, the improvement is shown in Table 5 (a). The new method is not only better than the previous ones on average, but it is even much more robust: the computation of the diameter for ExactSumSweep always ends in less than 180 BFSs, while the old methods need up to 1200 BFSs, as shown by Table C .11.
In the radius computation, the ExactSumSweep method is slightly more effective than the Bounding-Diameters algorithm on average, as shown in Table 5 (b). Again, we outline that the new method is much more robust: in our dataset, it never needs more than 18 BFSs, while the BoundingDiameters algorithm needs at most 156 BFSs. Moreover, in all the graphs in which the BoundingDiameters algorithm beats the ExactSumSweep algorithm, this happens always because of just one BFS. On the converse, when the ExactSumSweep algorithm beats the BoundingDiameters algorithm, the difference between the number of visits required can be much higher than 1: see Table C .11 for the detailed results.
Directed Strongly Connected Graphs. For the computation of the diameter of directed, strongly connected graphs, the best previous algorithms are four variations of the diFub method [14] :
diFubHdIn:
starts from the vertex with highest in-degree; diFubHdOut: starts from the vertex with highest out-degree; diFub2In:
starts from the central vertex of a 2Sweep performed from the vertex with highest in-degree; diFub2Out: starts from the central vertex of a 2Sweep performed from the vertex with highest outdegree.
The results of the comparison with the new algorithm are shown in Table 5 (c). For the radius computation, the only efficient known method is explained in [23] , which we will refer to as HR. Basically, it works as follows: given the farthest pair of vertices x and y found by the directed version of 2Sweep, order the vertices v according to g(v) = max{d(v, x), d(v, y)}; scan the eccentricities of the vertices in this order and stop when the next vertex w has a value of g(w) which is greater than the minimum eccentricity found. Since this method is the only algorithm to compute the radius, we compared our method just with this one. The results are shown in Table 5 (d).
In the diameter computation, the best previous method is diFub2In: the new ExactSumSweep method performs more than 4 times better. We note again the robustness: the maximum number of BFSs is 59, against the maximum number for diFub2Out which is 482 (note that the maximum for the best competitor of ExactSumSweep, diFub2In, is 510).
In the radius computation, the ExactSumSweep algorithm performs about 31 times better than the old method. We also remark that the robustness of ExactSumSweep applies also to the directed case: at most 36 BFSs are needed to find the radius of any graph of our dataset.
The Directed General Case. Finally, we have analyzed the performances of ExactSumSweep in computing diameter and radius of directed, not strongly connected graphs. Due to the lack of similar algorithms, it is possible to compare the new method only with the textbook one, namely, performing a BFS from each vertex. The performances of the new method are on average about 1000 times better than the textbook algorithm, allowing us to compute the diameter and radius of several real-world networks for the first time. Moreover, it is worth observing that in the case of weakly connected directed graphs, ExactSumSweep seems to perform even better with respect to strongly connected graphs, if the performance ratio is considered.
Overall, we conclude that the new method is more general: it is the only method which is able to deal with both directed strongly connected and undirected graphs, both for the radius and the diameter computation, with very small variations. Moreover, it is the only existing algorithm able to deal with weakly connected directed graphs, apart from the textbook one. Despite its generality, it is also faster than every existing algorithm, both on average running time and on robustness. Table 5 . The average performance ratio p, i.e., percentage of the number of BFSs used by the different methods, with respect to the number of vertices (number of visits using the textbook algorithm). 
Undirected Connected Graphs

Correlating ExactSumSweep Effectiveness with Graph Properties
In this section, we will attempt to quantify how the performance of the ExactSumSweep algorithm is related to specific properties of the graphs considered. It is clearly visible from the results shown in the previous section that a significant improvement is realized with respect to to the textbook algorithm for determining the radius and diameter which runs in O(|V | · |E|). Other than expressing the number of iterations as a fraction of the number of vertices, it may be worth seeing if there are other graph-based properties that are related to the number of iterations needed by the algorithm.
Therefore, we will consider several graph properties and compare each of them with the number of iterations for computing both the directed radius and diameter of the SCC. To make the comparison, we will use the Pearson correlation coefficient, defined as the covariance of the two variables divided by the product of their standard deviations, essentially measuring the extent to which there is a linear correlation between the graph property and the number of iterations. The considered graph properties are shown in the different rows of Table 6 and include the number of vertices, number of edges, average degree, average distance, density, average local clustering coefficient (defined as the average (over all nodes) of the fraction of closed triangles amongst the direct neighbors of a node) and the (percentage of) vertices/edges in the SCC. We will also measure parameters that depend directly on the computed metrics, such as the average eccentricity, the radius and diameter itself, and the relation between the two. Table 6 shows the respective correlations for the number of iterations needed by ExactSumSweep to compute the radius and the diameter. We say that a value close to zero indicates no significant correlation, whereas the correlation is higher as the value of the coefficient approaches 1 or −1. A numeric value greater than 0.5 (or smaller than −0.5) indicates that there is some stronger correlation (shown in bold) between the two variables. Most noteworthy in Table 6 is the relation between the diameter and radius (D−R)/D and the number of iterations to compute the diameter: the higher this value is, the lower of number of iterations (the correlation coefficient is equal to −0.528). A similar observation was made in [30] , where the relation between the radius and diameter was also shown to be of influence on the performance of the BoundingDiameters algorithm.
In general, we note that for most of the graph properties listed in Table 6 , the correlation is low. A limitation of this comparison approach is obviously that the set of graphs never encompasses all possible combinations of different graph properties (see result tables in Appendix C). One can also immediately observe that some of the graph properties in Table 6 are related by definition, and therefore also show similar correlations with the number of iterations. Nevertheless, the fact that no significant correlation is found is actually a positive result, as it seems that ExactSumSweep works well in most graphs, independently of their properties.
Internet Movies Database Case Study
This section applies the ExactSumSweep algorithm to the Internet Movies Database, in particular to the so-called actor graph, in which two actors are linked if they played together in a movie (we ignore TV-series in this work). All data have been taken from the website http://www.imdb.com. In line with [27] , we decided to exclude some genres from our database: awards-shows, documentaries, game-shows, news, realities and talk-shows. We analyzed snapshots of the actor graph, taken every 5 years from 1940 to 2010, and 2014. Figure 2 . Actor graph evolution in terms of radius, diameter, and actor eccentricity. Figure 2 shows the evolution of the diameter, the radius and the eccentricity of some actors. It shows that the stretch of the graph (in terms of radius and diameter) increased between 1940 and 1955, then it started decreasing, as it has been observed in [21] . The first increase might be explained by the fact that the years between the forties and the sixties are known as the golden age for Asian cinema, especially Indian and Japanese. 4 Examples of popular movies of that period include Tokyo Story and Godzilla. This trend is also confirmed by the names of the central actors during that period. In 1940, they are all Western, usually German, like Carl Auen. The only non-western central actor is the Birmanian Abraham Sofaer, but he worked in England and America. On the other hand, in 1955, we find both Western actors like James Bell and Eastern actors like Sjin Kamiyama.
Analysis of the Graph Stretch
Later, in the sixties, the increase in independent producers and growth of production companies led to an increase of power of individual actors. This can explain the decreasing size of the graph during those years: the number of contacts between actors from different countries increased. An example of this trend is the first James Bond movie, Dr. No, starring Sean Connery (from Scotland), Ursula Andress (who is Swiss-American), Joseph Wiseman (from Canada), etc.
The decrease of the graph size halted in the eighties, and there were little changes until the present. Now it seems that the size is slightly increasing again, but the number of central actors is increasing as well. It will be interesting to see if this trend will continue or there will soon be an actor who will obtain again an eccentricity of 7.
Analysis of the Eccentricity of Actors
All actors seem to decrease their eccentricity as time passes. Even Dasari Kotiratnam, an Indian actress active between 1935 and 1939, is a diametral vertex when she is active, then she becomes more and more central. Also Carl Auen, who started from the center in 1940, remains quite central, having an eccentricity of 9 in the present.
Instead, the periphery is usually composed by recent actors: for example, in the last graph, the actress Neeta Dhungana is a diametral vertex who played only in the Nepalese movie Masaan. Another example is Steveanna Roose, an American actress who played only in Lost in the Woods: in 2010 she is diametral, having eccentricity 15, while in 2014 she obtained an eccentricity of 12 (without playing any movie in that period).
We also remark that Kevin Bacon has not minimum eccentricity until the present, and he never gets eccentricity 6, as suggested by the "Six Degrees of Kevin Bacon" game. Hence, not all the actors can be linked to Kevin Bacon by using at most 6 edges.
Wikipedia Case Study
The Wikipedia graph consists of all pagelinks between (English) Wikipedia articles and can be downloaded at DBpedia [2] . In the "Six Degrees of Wikipedia" game one is asked to connect two given Wikipedia pages, i.e., a source and a target page, by using at most six links. In this section, we will analyze the Wikipedia directed graph, trying to understand whether the "Six Degrees of Wikipedia" game is always solvable whenever a path from the source to the target exists. We will compute for the first time the radius and diameter of the whole Wikipedia graph, we will further analyze the biggest SCC, and finally we will try to avoid the problems generated by "long paths" inside the graph.
First of all, we have computed the radius and the diameter of the whole Wikipedia graph (which is composed by 4,229,722 nodes and 102,165,856 edges, with 452,488 strongly connected components). The diameter is 377 (254 iterations needed by using ExactSumSweep Algorithm) and the radius is 42 (203 iterations). Note that these values are extremely high if compared with diameter and radius of real-world networks: in order to explain this phenomenon, it is worth analyzing the paths involved. In particular, the diameter starts from page List of minor planets/108101108200 and remains inside this list until page List of minor planets/145701145800, in order to reach the last page (145795) 1998 RA16 (which is a minor planet). Clearly the diameter only depends on this list and does not give any information about the connectivity of the remaining part of the graph.
A similar phenomenon holds for the radius: a radial vertex is the page 1954 in Ireland, and a longest path from this vertex reaches in 6 steps the page Papyrus Oxyrhynchus 116, where a long path starts until the page Papyrus Oxyrhynchus 158, adding 36 steps. 5 Moreover, the first step after the page 1954 in Ireland is the page England, but this latter vertex has bigger eccentricity because of the existence of a long path of pages with title All-Ireland Minor Hurling Championship: the reason why the page 1954 in Ireland is central is that it stays "in the middle" of the two lists All-Ireland Minor Hurling Championship and Papyrus Oxyrhynchus, not meaning that it is well connected to the rest of the graph.
Similar results are found if we restrict ourselves to the biggest SCC of the graph, composed by 3,763,632 nodes. The diameter is 49 (9 iterations) and the radius is 42 (14 iterations). A diametral path is again based on the All-Ireland Minor Hurling Championship path, starting from Kickxellales (an order of fungus) and ending into All-Ireland Minor Hurling Championship 1928. A radial vertex is Play it Again Des, and again the longest path from this vertex reaches All-Ireland Minor Hurling Championship 1928.
The last experiment tries to "eliminate" these long paths from the graph: to do so, we have modified all page titles by leaving only letters (case-sensitive), and we have collapsed all the pages having the same title. In this way, all numbers are deleted and the previous long paths of pages collapse to a single vertex: for instance, all pages like All-Ireland Minor Hurling Championship YYYY for years YYYY collapse to the single page AllIrelandMinorHurlingChampionship. After this procedure, the graph has 3,939,060 nodes, the diameter becomes 23 (14 iterations) and the radius becomes 17 (16 iterations). However, this is still not sufficient to analyze the structure of the graph, since many important different pages collapse together: for instance the collapsed page s (a radial vertex) corresponds to all pages like 1960s, 1970s, 1980s, etc. Moreover, the problem of long lists is not completely solved yet, because the diameter starts from page Advanced Diabetes Management Certification and ends to page Osieki Lborskie railway station (a Polish railway station): 15 steps of this path pass from a Polish railway station to another (the list starts from Lbork railway station). The same issues hold if only the biggest SCC is considered, since all considered paths are contained in the biggest SCC (the iterations become 15 for the diameter and 13 for the radius by using ExactSumSweep Algorithm). We argue that dealing with these long paths in this graph is a difficult task that require more sophisticated techniques exploiting the content of the pages.
More interesting results can be obtained by reversing all the edges in the origina graph: in this way, a radial vertex is an "easily reachable vertex" and not a vertex that reaches easily all the others. In this case, the radius is very small, because "popular vertices" are cited by many other pages. Indeed, although the diameter remains obviously 377, the radius becomes 6 (7 iterations), and a radial vertex is the page United States of America. Intuitively, this happens because it is much easier "to reach very popular nodes" than to reach unpopular nodes by starting from very popular ones. This means that if we fix the target of the "Six Degrees of Wikipedia" game to be the United States of America the game becomes always solvable!
Conclusion and Open Problems
In this paper, we have presented a very efficient algorithm to compute radius and diameter of realworld networks. We have proved that this algorithm is more general than all previous ones, and it is the first algorithm able to compute the radius and diameter of directed, not strongly connected graphs. Furthermore, in this latter case, we have generalized the definition of radius, in order to make it meaningful in the context of complex networks. However, the algorithm proposed does not only work with our new definition: with an appropriate choice of the set V , it can compute the radius according to any previously proposed definition. We have experimentally shown the effectiveness of the new approach, that outperforms all previous approaches in generality, average running time and robustness, using a dataset of several realworld networks of different types. Finally, we have applied our algorithm to two case-studies: the actors graph and the Wikipedia graph. In the first case, we have outlined that the evolution of the radius and the diameter mirrors events in the history of cinema, we have shown that the "Six Degrees of Separation" game has never been solvable for this graph, and that Kevin Bacon was not the center of the graph until the present day. In the second case, we have computed for the first time both the diameter and radius of the whole Wikipedia graph, and we have outlined that the presence of long lists heavily affects these values. After this, we have found an instance of the "Six Degrees of Wikipedia" game that is actually solvable, that is, fixing the target to be the page United States of America.
Some significant problems are left open by this paper. First of all, it would be interesting to give an "explanation" for the surprisingly good results obtained by this algorithm. It is clear that these results heavily rely on the properties of real-world networks, since they do not hold, for instance, for random graphs generated with the Erdös-Renyi model (see [26] for more background on the model and [23] for the results of these algorithms). It would be interesting to analyze the performances of these algorithms on other models of random graphs, both with probabilistic methods and with testing. These results could help us outlining the key properties that make these algorithms work, also based on the analysis performed in Section 5.3: it would be nice to prove the lack of these correlations, or the existence of correlation with other properties, at least on graphs generated with a particular model. Another significant open problem is whether these algorithms work on particular classes of graphs, or more generally, if it is possible to beat the O(mn) worstcase running time in finding the diameter of any planar graph or any directed acyclic graph (it has already been proved in [28, 9] that it is highly improbable to improve this running time in split graphs and chordal graphs). 
Appendix C. Computing the Radius and Diameter
The following tables provide the number of iterations needed to compute diameter and radius, using various algorithms, for different types of graphs.
Appendix C.1. Undirected Graphs 
