Abstract-LUC Cryptosystem is a public key cryptosystem based on Lucas Functions. The encryption of this cryptosystem is relatively easy since we have the knowledge of public key e, two primes p and q and also the message M. Meanwhile, decryption process is difficult without the knowledge of private key d. In this paper, we are presenting a technique that can be used to compute private key for LUC Cryptosystem. It is based on the existing number theory techniques. The computation of private key is possible because we know values of two primes p, q and ciphertext C. The size of two primes is important that determined the size of private key.
I. INTRODUCTION
Public key cryptosystem is a method for secret communication between two parties without requiring an initial exchange of secret keys [4] . It is can also be used to create digital signatures.
Public key cryptosystem is a fundamental and widely used technology around the world and enables secure transmission of information on the internet.
Basically, the encryption process is the process to encrypt original message. It uses public key e for encryption process. Ciphertext, C is obtained by encrypting the message M.
The encryption of M is relatively easy because we know the public key e. The sizes of public key, primes p and q decide the strength of this cryptosystem. The bigger size of public key and primes p and q, longer computation time is required.
Meanwhile, the decryption process is the process to decrypt ciphertext. Therefore, the original text, M is obtained by decrypting the ciphertext C. The decryption process is more difficult because it is not easy to obtained private key which is always hidden from the public.
The receiver is only know the ciphertext C and surely did not know primes p and q. The easiest technique to obtain p and q is by prime factorization and this technique required huge space and time.
In LUC Cryptosystem, Lucas Function is used to perform the encryption and decryption processes instead of exponentiation technique as found in the RSA [9] .
On the other hand, fast computation algorithm for LUC Cryptosystem can be found in [2] and its parallel structure can be found in [1] . Related algorithms for fast computation of LUC Cryptosystem can be found in [3] , [6] , [11] and [13] .
In this paper, we will suggest a technique to compute private key for decryption process. In this case, we should consider that we know the values of primes p and q because N is the product of p and q where N=p*q.
The important features of this technique are the manipulating of existing number theory approaches. Therefore, we only discussed briefly on a related number theory background.
Furthermore, three different set of data should be tested with a proposed technique. They are based on different size of public keys, different size of two primes and the last set of data is based on different size of messages.
II. LUC CRYPTOSYSTEM
We only included minimal amount of information needed to understand this paper, details can be found in [10] .
A. Lucas Functions
The Lucas Functions were first introduced by F.E.A Lucas, the French mathematician. In general, this function is a second order linear recurrence relation. The form in which we will consider is as follows:
T n =PT n-1 -QPT n-2
The general form of a sequence obtained from a second order linear recurrence relation can be found easily. Let α and β be the roots of the polynomial equation x U 0 =0, U 1 =1; U n = MU n-1 -QU n-2 for n ≥ 2 V 0 =2, V 1 =M; V 1 =MV n-1 -QV n-2 for n ≥ 2 Sequence V n with Q=1 is always used to design LUC cryptosystem. Two roots α and β satisfy equations α+β=P and αβ=Q. V n is sometime written as V n (M,Q). Meanwhile, function U n can be seen as Fibonacci Numbers.
B. Properties of Lucas Functions
There are some important properties of Lucas Functions. They can be found in references [5] , [8] and [12] . Among them are: 
and get back the original message M.
III. IMPORTANT NUMBER THEORIES TECHNIQUES
In this section we are discussing important number theory background that was related in computing private key for LUC Cryptosystem. Lucas Functions have been used to prove divisibility results [12] .
A. Legendre Symbol (LS)
The Legendre Symbol (a/p) is defined as follows: If p is an odd prime number and a is an integer, then the Legendre Symbol (a/p) is:
• 0 if p divides a; otherwise.
• 1 if a is quadratic residue of p.
• -1 if a is quadratic non-residue of p.
There are a number of useful properties of Legendre Symbol which can be used to speed up its computation. Some of them are:
• Let p be an odd prime, then (ab
• Let p and q are two odd primes, then (q/p)=(p/q)(-1)
The algorithm for computing Legendre Symbol for a discriminant D=M 2 -4 is considered. In this paper, we are concentrating on computing discriminant D from ciphertext C.
In 
B. Least Common Multiple (LCM)
In number theory, the Least Common Multiple of two integers a and b are the smallest positive integer that is divisible by a and of b [7] . Since it is multiple, it can be divided by a and b with a remainder. If either a or b is 0, so that there is no such positive integer, then LCM(a,b) is defined to be zero. One immediate result from the Fundamental Theorem of Arithmetic is the ability to find Greatest Common Divisor (GCD) and LCM from a factorization of two integers. There are numerous techniques of computing the least common multiple. Among the simplest technique is the reduction to GCD.
The simplest technique to compute Least Common Multiple is shown in Listing 2. In this algorithm we avoid of finding prime factorization for a and b.
C. Extended Euclidean Algorithm (EEA)
The Extended Euclidean Algorithm is an extension to the Euclidean Algorithm for finding the greatest common divisor (GCD) of integers a and b. It is also finds the integers x and y in ax + by = GCD(a.
b).
This technique is particularly useful when a and b are coprimes, since x is the modular multiplicative inverse of a modulo b.
In many number theories textbook, there are three methods which are suitable in Extended Euclidean Algorithm:
• The algorithm in Listing 3 can be used to compute the integer coefficients x and y such that d=gcd(a,b)=ax+by. Here it is clearly shows this algorithm follows the iterative method.
In our particular case, we need to calculate d (private key) from ed=1 (mod r). Since we have the knowledge of e and rcan be calculate from Listing 1 and 2.
IV. PROPOSED TECHNIQUE TO COMPUTE PRIVATE KEY. All related number theories that are already discussed in Section 3 will be manipulated to compute d from ed=1(mod r). In the RSA [9] , the simplest technique to compute private key are as follows:
•
Find Euler Totient Function for φ(N)=(p-1)(q-1).
• A d can be found such that ed=k φ(N)+1.
• Function ed=kφ(N)+1 can be written as ed=1(mod φ(N))
The technique of computing private key d in RSA, provide us with the idea on computing private key d in LUC Cryptosystem.
We need to design a computational technique based on related number theory techniques.
All computation in Section 3.1, 3.2 and 3.3 are useful in designing this technique. We need to consider that in this technique is the combination of all computation algorithms which was previously discussed.
The
most important part of this technique is the computation of Legendre Symbol for (D/p) and (D/q).
In real implementation, it is not easy to compute Legendre Symbol for unknown value of prime p and q.
Prime factorization could be another approach that could be used to find prime p and q. For sure, this approach needs huge computer resources and space.
In this paper, we have already stated that the private key could be easily calculated if and only if we know the values of prime p, q and also ciphertext C.
Therefore, the following technique is useful when we know the values of p, q and C. Public key e is already known and it is shared publicly.
Input : e, C, p and q Calculate D=C 2 -4 Calculate LS(p) = LS(D/p) Calculate LS(q) = LS(D/q) If LS(p) = -1 and LS(q) = -1 x = p -(-1) = p +1 y = q -(-1) = q +1 If LS(p) = 1 and L(q) = -1 x = p -(1) = p -1 y = q -(-1) = q +1 If LS(p) = -1 and LS(q) = 1 x = p -(-1) = p +1 y = q -(1) = q -1 If LS(p) = 1 and LS(q) = 1 x = p -(1) = p -1 y = q -(1) = q -1 r = LCM(x,y) ) d=EEA(r,e) Output : d Listing 4: Proposed Technique to Compute Private Key

V. EXAMPLE AND RESULTS
We show some examples and results on proposed technique. We should consider that we already computed ciphertext C and we know the values of two primes p and q.
A. Example
The sender computes ciphertext C from original message M. Let consider that p=1949, q=2089, e=1103 and M=11111. h. Therefore, we have 1103*d=1 (mod 407550). i. Finally, we have d=24017.
Step a, b and c is direct computation where we only need to compute that particular value. Discriminant D is the important result.
Step d and e are particularly for Legendre Symbol for (D/p) and (D/q). In this example (D/p)=-1 and (D/q)=-1. Meanwhile, steps f, g, h and i required a classical method of EEA to find private key d.
Finally, private key is 24017. Then, decryption process is the computation of V 24017 (3975392,1)=11111.
The algorithm to compute both V 1103 (11111,1) and V 24017 (3975392,1) is not shown here. Algorithm 4 is also useful for parallel computation [1] .
B. Results.
The following tables show the size of public key and private key for three different situations. Remember that only public key and private key are used in encryption and decryption processes. Table 1 shows the size of private key d for specific size of public key e, message M and two primes p and q. Note that, D is Discriminant and C is ciphertext. Meanwhile, Table 2 shows the size of private key on different size of messages. It is also show that the ciphertext C is also depending on the size of p and q. Since C is almost double of the size of two primes, the private keys were also double.
On the other hand, Table 3 shows the sizes of private keys are increase when we increase the size of two primes. It is also shows that the size of C and D are also increase.
Public key used in encryption, while private key used in decryption process. It is clearly show in Table 1 that we have almost same size of private key.
We know that N=p*q and this will increase the size of ciphertext C since size of N is depending on the size of p and q. The discriminant D is also depending on the size of two primes. Consider with the size of p and q is about 100 digits, surely the size of N should be approximately 200 digits. In the experiments, we have test the size of primes up to 300 digits.
A large value of N effectively inhibits factoring N to infer p and q, it is known as Integer Factorization Problem (IFP).
Surely, without the knowledge of p and q we will suffer huge time and space to calculate d. It is possible to calculate d without factoring, because we already know the value of p and q.
The size of primes was also another factor to be considered. The bigger the primes size, the more work are needed to compute modulo N.
As the size of primes increase, the size of private keys was also increase. It is because when we increase the prime size, we will increase the size of ciphertext C.
The size of private key d is always increase by double of the size of primes. We have found this interesting fact in our experiment on different prime size.
Overall, the popular Moore's Law could be useful to estimate the minimum strength required as a function of time. Taking into account both the life span of cryptographic equipment and the secrets it protects.
There is more work required in the calculation of private key d than in the calculation of the private key for RSA systems. We can simplify that:
• There are four possible values for Legendre Symbols (D/p) and (D/q). RSA need only two possible values.
• The values of (D/p) could be either 1 or -1 and (D/q) could also be either 1 or -1.
• We clearly see that the possible pair of Legendre Symbols could be (1,1), (1,-1), (-1,-1) or (-1,1).
• These values are all known at the time N is first created, so there are four different values of d that could be calculate at that time.
VII. CONCLUSIONS. We can conclude that, the computation of private key in LUC system is required more effort than compute it in the RSA. The RSA only need to compute Euler Totient Function φ(n)= (p-1)(q-1) . Here, we can see clearly that we need only two Legendre Symbols compare to LUC where we need four values. As shown in Section 4, the total amount of computation of d is about 20% more than that needed for the RSA systems. The technique to compute private key d as shown previously is one of significant drawback of our decryption process. This is not significant slowdown, as we found significant cryptographic advantages of LUC cryptosystems as declared in [10] . The possible technique to avoid the computation of quadratic residues in computation of private key d can be found in [5] and [10] . Therefore, we concluded that any fast computation techniques to compute LCM, EEA and LS could also speed up the private key computation.
