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Re´sume´ RRABIDS (Ruby on Rails Anomaly Based Intrusion Detec-
tion System) est un syste`me de de´tection d’intrusion au niveau applicatif
pour des applications Web e´crites avec le framework Ruby on Rails. Le
but de cet IDS est de fournir un outil de de´tection des attaques contre
les donne´es dans le cadre d’applications Web. Cet IDS comportemental
se fonde sur l’apprentissage d’invariants dynamiques pendant une phase
d’observation du comportement normal de l’application pour de´finir son
profil de re´fe´rence. Dans une deuxie`me phase, ce profil est utilise´ pour
ve´rifier a` l’exe´cution que le comportement normal de l’application est
respecte´, en instrumentant automatiquement l’application Web. Les pre-
miers re´sultats sont encourageants et montrent que des classes d’attaques
classiques contre les donne´es (telles que des injections SQL, ou des mo-
difications de parame`tres de requeˆtes) sont de´tecte´es par les me´canismes
mis en place.
1 Introduction
De nos jours, les serveurs informatiques forment les piliers des infrastruc-
tures de nos syste`mes d’information. En tant que tels, ils sont aussi en
premie`re ligne vis-a`-vis d’attaques visant a` corrompre le syste`me d’in-
formation. Aussi est-il ne´cessaire de mettre en place des outils visant
a` de´tecter ces attaques. Les syste`mes de de´tection d’intrusion (ou IDS)
sont utilise´s dans ce but. Il s’agit de syste`mes destine´s a` de´tecter des at-
taques ou des violations de la politique de se´curite´ a` l’e´gard d’un syste`me
d’information. Ainsi cette entite´ informatique va observer le syste`me et
comparer les re´sultats de son observation par rapport a` une base de
connaissance afin d’e´tablir un diagnostic.
On distingue classiquement deux types d’IDS. La diffe´rence fondamentale
se situe dans la base de connaissance utilise´e. Ainsi lorsque celle-ci consti-
tue une connaissance d’attaques connues permettant d’amener l’entite´
observe´e dans un e´tat ille´gal, on parle d’IDS par sce´nario. L’IDS observe
alors l’activite´ du syste`me et la compare aux attaques de´ja` connues et
de´clenche une alerte le cas e´che´ant (c’est par exemple la me´thode utilise´e
par l’IDS Snort qui repose sur une base de signatures des paquets re´seau).
Le deuxie`me type d’approche est dit ”comportemental”. La connaissance
pre´alable du comportement normal de l’application constitue la base de
re´fe´rence. Ainsi toute de´viation sensible vis-a`-vis du comportement at-
tendu indique une intrusion potentielle. L’avantage de cette dernie`re ap-
proche re´side dans sa capacite´ a` de´tecter de nouvelles attaques sans pour
autant devoir mettre a` jour une base de signatures. Ne´anmoins, pour que
la de´tection soit pertinente il faut eˆtre capable de se doter d’un profil
de re´fe´rence suffisamment complet et exact du comportement normal de
l’application. C’est une approche de ce type que nous de´veloppons dans
cet article.
Concernant les attaques contre les applications, la majorite´ des e´tudes
mene´es conside`rent qu’une attaque sur l’application entraˆıne une modi-
fication de son flot de controˆle (c’est-a`-dire l’ordre dans lequel les actions
sont re´alise´es). Ainsi, dans le cadre des applications web, l’observation
de l’enchaˆınement des actions effectue´es (l’enchaˆınement des pages par
exemple) par l’application surveille´e permet de de´tecter si le comporte-
ment observe´ de´vie du comportement de re´fe´rence. Cependant toutes les
attaques n’alte`rent pas ne´cessairement le flot de controˆle. Par exemple,
dans le cas d’une injection SQL, l’enchaˆınement des actions re´alise´es par
l’application est tout a` fait le´gal. Cependant l’exe´cution de l’injection
SQL peut permettre a` l’attaquant d’interagir de manie`re incorrecte avec
la base de donne´es pour extraire de l’information confidentielle (viola-
tion de la confidentialite´ de certaines donne´es) ou corrompre des donne´es
(violation de l’inte´grite´ de l’application ou de ses donne´es). Cela peut par
exemple mener a` l’obtention de privile`ges supe´rieurs a` ceux que l’utili-
sateur devrait avoir ou lui permettre d’effectuer des actions ne´cessitant
des privile`ges qu’il n’a normalement pas. Ceci illustre le fait que les at-
taques contre les donne´es ne modifiant pas force´ment le flot de controˆle
de l’application ne doivent pas eˆtre ignore´es : ces travaux portent ainsi
sur la de´tection d’attaques contre les donne´es.
Dans cet article, nous e´tudierons dans un premier temps la manie`re de
caracte´riser le comportement normal de l’application dans le contexte des
attaques contre les donne´es, ensuite nous de´finirons les donne´es critiques
dans ce contexte, ne´cessaires a` cette caracte´risation. Dans une troisie`me
partie, nous pre´senterons une imple´mentation de notre IDS comporte-
mental dans le cadre d’applications web e´crites avec le framework Ruby
on Rails. Enfin, en dernie`re partie nous pre´senterons les re´sultats que
nous avons d’ores et de´ja` obtenus avec notre outil.
2 Des contraintes invariantes de l’application
Pour fixer les ide´es, conside´rons une petite application web de type CMS.
La majorite´ de ces applications utilisent une base de donne´es conte-
nant l’ensemble des billets ayant e´te´ re´dige´s par les administrateurs. Ce
sous-ensemble d’utilisateurs dispose de privile`ges pour modifier la base
de donne´es. Conside´rons encore que cette petite application jouet est
vulne´rable a` diverses attaques, en particulier vis-a`-vis d’injections SQL.
Le code utilise´ dans l’application Ruby est donne´ dans le Listing 1.1.
Au lieu de fournir en entre´e un identifiant correct, l’attaquant fournit une
chaˆıne de caracte`res totalement diffe´rente des identifiants des utilisateurs
( ”’OR ’1’=’1”), et re´ussit une injection SQL, qui le me`ne a` s’authenti-
fier, sans pour autant avoir a` fournir un couple identifiant/mot de passe
correct.
Listing 1.1. Requeˆte SQL pour l’authentification
user=User . authent i ca t e ( params [ : user ] [ : l o g i n ] , params [ : user ] [ : password ] )
Dans l’application concerne´e, le re´sultat de la requeˆte SQL en compor-
tement normal donne comme utilisateur l’utilisateur ayant pour iden-
tifiant login. Alors que dans le cas de l’injection SQL, l’identifiant du
premier utilisateur retourne´ est force´ment diffe´rent du login introduit.
Ceci montre deux choses : en comportement normal, il existe un inva-
riant qui est ve´rifie´ : user.login == params[ :user][ :login] (le re´sultat de
la requeˆte a` la base comporte une valeur e´gale aux entre´es de la requeˆte),
alors que dans le cas de l’attaque, ce meˆme invariant n’est pas ve´rifie´.
Nous avons illustre´ ici notre approche pour le type d’attaque le plus
commun qui existe pour les applications web, mais l’approche s’applique
pour toutes les attaques qui visent a` violer l’inte´grite´ des donne´es utilise´es
par l’application (comme la modification de parame`tres de requeˆtes, la
modification de donne´es porte´es par des cookies, etc.). Ces attaques, a`
un moment ou a` un autre, modifient la valeur d’une variable, la rendant
inconsistante par rapport a` l’e´tat normal attendu du programme. Le
proble`me qui se pose est d’eˆtre capable de ge´ne´rer des invariants de
manie`re automatique et sur des donne´es pertinentes. C’est ce proble`me
que nous abordons dans la section suivante.
3 Mode`le de de´tection fonde´ sur les invariants
Nous proposons dans cette section de de´crire l’approche que nous souhai-
tons utiliser pour la de´tection d’intrusion comportementale. Pour ce faire,
nous allons construire un mode`le de re´fe´rence fonde´ sur les invariants is-
sus du programme que l’on souhaite se´curiser. Notre de´tection se concen-
trera uniquement sur les attaques contre les donne´es du programme.
Comme nous l’avons vu pre´ce´demment, ces attaques exploitent du code
valide de fac¸on ille´gale de manie`re a` produire des sorties incorrectes, en
violant l’inte´grite´ du programme.
3.1 Donne´es sensibles aux attaques
Le mode`le de re´fe´rence base´ sur les invariants du programme repose sur la
ge´ne´ration d’invariants caracte´risant l’exe´cution normale du programme
au travers des valeurs des variables du programme a` diffe´rents instants
de l’exe´cution. Cependant, il est bien e´vident que toutes les donne´es de
l’application ne sont pas pertinentes pour la construction de cet ensemble
de re´fe´rence.
Comme l’ont remarque´ Sarrouy et al. [1] dans le cadre ge´ne´ral d’ap-
plications quelconques, il semble tout d’abord ne´cessaire de prendre en
compte les donne´es influenc¸ant les appels syste`mes et leurs arguments.
En effet, si une variable n’influence pas les appels syste`mes ou leurs
arguments, elle n’a que peu d’inte´reˆt vis-a`-vis de l’attaquant et donc
par conse´quent vis-a`-vis de la de´tection d’intrusion. D’autre part, il faut
aussi prendre en compte les donne´es fournies par l’utilisateur ainsi que
celles influence´es par ces entre´es. En effet, celles-ci constituent le seul
moyen pour l’utilisateur d’interagir avec l’application et donc a fortiori
d’attaquer l’application.
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Figure 1. Ensemble des variables sensibles d’un programme
Au final, l’ensemble des donne´es critiques pour le programme est donc
situe´ dans l’union de l’ensemble des donne´es influenc¸ant les appels sys-
te`me et leurs arguments et de l’ensemble des donne´es influence´es par les
entre´es utilisateurs. Afin de re´duire au maximum le nombre de donne´es
pour lesquelles on cherche a` calculer des invariants, notre approche s’inte´-
resse uniquement aux donne´es influence´es par les utilisateurs (voir la
Figure 1). Cette approche en soit n’est pas nouvelle (elle est par exemple
utilise´e dans [2]) et consiste a` marquer les donne´es (data tainting) pour
savoir si elles sont ou non de´pendantes des entre´es utilisateurs.
3.2 Ge´ne´ration automatique de contraintes
Daikon[3] est un outil issu du test logiciel et de´veloppe´ par Michael Ernst
pour la de´tection dynamique d’invariants. A` partir de traces d’exe´cutions
constitue´es de couples (variable, valeur), Daikon est capable d’infe´rer
des contraintes invariantes portant sur les donne´es du programme qui a
ge´ne´re´ ces traces. En particulier, Daikon peut exhiber des invariants sur
une variable (constante, domaine de valeur, re´fe´rence constante,...), ou
sur un ensemble de valeurs (relation d’ordre entre deux variables, com-
binaison line´aire de variables, etc...). D’autre part, Daikon est capable
d’appre´hender certaines conditions temporelles, a` savoir le lien entre les
valeurs d’une meˆme variable en entre´e et en sortie d’une fonction, ou
alors sur des conditions structurelles des donne´es : il peut ainsi ge´ne´rer
des invariants portant sur des objets ou sur des classes.
La de´couverte dynamique d’invariants se de´roule en deux temps. Tout
d’abord, Daikon posse`de un front-end qui instrumente le programme
de manie`re a` obtenir des informations sur ses variables internes, et la
structure de celui-ci, de manie`re a` ge´ne´rer un fichier de traces structure´
que Daikon saura exploiter. L’instrumenteur est totalement de´pendant
du langage source puisqu’il doit eˆtre capable de s’interfacer avec le pro-
gramme de manie`re a` re´cupe´rer le maximum d’information (structure
et valeurs) sur les donne´es qui nous inte´ressent. Une fois ces traces col-
lecte´es, on peut les fournir a` Daikon lui-meˆme. Son moteur d’infe´rence
est alors utilise´ pour extraire des invariants des traces d’exe´cution et est
totalement inde´pendant de l’instrumenteur. Ce moteur est configure´ par
une description du type d’invariants qui doivent eˆtre recherche´s dans les
traces.
4 Mise en œuvre avec Ruby on Rails
Nous allons de´tailler dans cette section les principales technologies et
techniques mises en oeuvre dans le cadre de notre imple´mentation d’un
syste`me de de´tection d’intrusion comportemental reposant sur des inva-
riants.
4.1 Ruby et Ruby on Rails
Pre´sentation de Ruby on Rails Ruby on rails 1 (ou RoR) est
un framework web libre permettant le de´veloppement rapide d’applica-
tions web. Il est connu pour certains sites qui n’ont pas he´site´ a` l’adopter,
tels que Twitter 2 ou GitHub 3. Ruby on Rails offre de nombreuses faci-
lite´s pour imple´menter notre approche.
Identification des variables critiques Comme nous l’avons
dit pre´ce´demment, la cre´ation de notre mode`le de re´fe´rence de´bute par
l’identification des variables critiques de l’application. Le langage Ruby
offre de manie`re native une fonctionnalite´ permettant d’identifier les va-
riables du programme dont la valeur est influence´e par les entre´es uti-
lisateur. En effet, tout objet Ruby contient un flag tainted positionne´
automatiquement de`s que la valeur de l’objet de´pend d’une entre´e utili-




Listing 1.2. Lecture de l’entre´e standard et propagation du flag tainted
x=get s
x . t a in t ed ? −> True
y=”toto ”
y . ta in t ed ? −> False
y=x
y . ta in t ed ? −> True
pre´sente dans chaque objet. D’autre part, la proprie´te´ tainted se pro-
page par transitivite´. Ainsi, si une variable x est marque´e tainted et si
on initialise une autre variable y a` partir d’un calcul faisant intervenir
la valeur de x, celle-ci sera marque´e tainted aussi, comme on peut le voir
dans le listing 1.2.
Cependant, le flag tainted ne se propage pas par inclusion structurelle. En
effet, si un objet contient un champ tainted, Ruby ne marque pas l’objet
en question comme tainted. Il est donc ne´cessaire de parcourir en pro-
fondeur l’ensemble des objets pre´sents en me´moire qui nous inte´ressent,
a` savoir les variables locales, d’instance et les variables de classes afin
d’extraire ceux qui permettent d’atteindre un champ tainted et ainsi les
marquer eux aussi comme tainted. Cette ope´ration est rendue possible
graˆce aux grandes capacite´s d’introspection offertes par Ruby.
Collecte des donne´es sensibles a` l’exe´cution Ruby on
Rails permet de cre´er des plugins pour une application. C’est par ce
moyen que nous allons pouvoir cre´er nos traces d’exe´cution en intercep-
tant l’exe´cution de l’interpre´tation du programme a` chaque ligne. Lors
de l’initialisation de l’application, Ruby on Rails lit automatiquement les
fichiers init.rb des e´ventuels plugins en vue de leur inte´gration au sein de
l’application. Un plugin RoR n’est autre qu’un fragment de code place´ a`
l’endroit ade´quat dans l’arborescence de l’application, il ne modifie donc
pas le code de l’application, ainsi toute la re´alisation que nous avons
mene´e est inde´pendante de celle-ci. Nous allons voir plus en de´tail les
deux plugins que nous avons re´alise´s, pour notre syste`me de de´tection
d’intrusion. Pour collecter les donne´es, il est ne´cessaire d’intercepter le
code Ruby qui s’exe´cute. Une fois encore, Ruby nous fournit toutes les
fonctionnalite´s dont on a besoin. En effet au travers de son module Ker-
nel, Ruby offre la fonction set trace func. Celle ci, lorsqu’elle est appele´e
avec un parame`tre diffe´rent de nil permet de suspendre l’exe´cution cou-
rante (exe´cution d’instruction, appel de me´thode, initialisation d’objet,
...) afin d’exe´cuter le code qu’on lui passe en parame`tre avant de re-
prendre l’interpre´tation du code au point ou` elle avait e´te´ suspendue.
Ainsi, graˆce a` cette me´thode, on peut exe´cuter a` chaque instant, un par-
cours en profondeur sur les objets en me´moire, de manie`re a obtenir tous
les objets marque´s comme tainted et ainsi ge´ne´rer un fichier de traces
contenant les couples (nomdevariable, valeurdevariable).
Il faut noter que dans une utilisation classique d’un front-end de Daikon,
il n’y a pas, sauf cas particulier de relations entre les variables dans
Listing 1.3. Exemple de trace fournie a` Daikon
va r i ab l e 17 1 @ params [ ” user ” ] [ ” name” ]
var−kind va r i ab l e
dec−type St r ing
rep−type java . lang . S t r ing
enc lo s ing−var 17 1 @ params [ ” user ” ]
comparab i l i ty 0
va r i ab l e 19 2 @ se s s i on [ ” user ” ] . @att r ibutes [ ” name” ]
var−kind va r i ab l e
dec−type St r ing
rep−type java . lang . S t r ing
enc lo s ing−var 19 2 @ se s s i on [ user ] . @att r ibutes
comparab i l i ty 0
. . .
17 1 @ params [ ” user ” ] [ ” name” ]
” eve t t e ”
1
19 2 @ se s s i on [ ” user ” ] @att r ibutes [ ” name” ]
” eve t t e ”
1
Listing 1.4. Exemple d’invariant ge´ne´re´ par Daikon
17 1 @ params [ ” user ” ] [ ” l o g i n ” ] == 19 2 @ se s s i on [ : user ] [ ” l o g i n ” ]
le temps. C’est-a`-dire qu’on ne peut pas avoir d’invariants tels que ’la
variable v1 a l’instant t0 est e´gale a` la variable v2 a` l’instant t1”. Or dans
notre approche, puisqu’on intercepte l’exe´cution du programme ligne a`
ligne, on introduit implicitement la notion d’e´volution du temps dans les
traces qu’on ge´ne`re (l’avancement d’une ligne a` une autre correspondant
a` l’incre´mentation du temps), en nommant les variables qui sont trace´es
en fonction de la ligne d’exe´cution. Ainsi, si on se re´fe`re au Listing 1.3, la
variable @ session[:user].@attributes[:name] a e´te´ trace´e a` la ligne
10 du fichier source. Le nume´ro 1 indique le nombre de fois ou` cette
ligne a e´te´ atteinte pendant l’exe´cution du programme (ainsi, la gestion
des boucles est prise en compte par notre approche). Ceci signifie que
Daikon pourra nous fournir des invariants plus pertinents que ceux qu’il
produit en utilisant les front-ends associe´s aux langages pour lesquels il
est normalement conc¸u.
4.2 Invariants Ge´ne´re´s
Une fois que l’on a collecte´ suffisamment de traces, il suffit de les fournir
en entre´e de Daikon, et celui-ci va fournir en retour un ensemble d’inva-
riants de l’application. Les types d’invariants que nous avons de´cide´s de
chercher sont les suivants :
– la valeur d’une variable (qui peut eˆtre une re´fe´rence sur un objet) est
constante ; ceci permet par exemple de ve´rifier que la session utilise´e
est constante pour un meˆme utilisateur ;
– la donne´e est dans un ensemble fini d’e´le´ments ; ceci peut servir a`
ve´rifier que des options en parame`tres font bien partie de leur ensemble
de de´finition attendu ;
– relation d’ordre entre variables comparables (infe´rieur, supe´rieur) ; pour
des variables de meˆme type, ceci permet de s’assurer de la validite´ de
certaines variables par rapport a` d’autres ;
– relation d’e´galite´ entre deux variables ; l’exemple de l’injection SQL
de´veloppe´ dans cet article peut eˆtre de´tecte´ par ce genre d’invariants.
Il faut noter que la pertinence des invariants ge´ne´re´s de´pend e´troitement
de l’exhaustivite´ de la phase d’apprentissage. Nous avons expe´rimente´
cette approche sur une application de e-commerce de´veloppe´e par Ke-
reval 4 en Ruby on Rails dans le cadre du projet ANR DALI 5, et pour
laquelle nous avons re´alise´ cet apprentissage. Cette phase consiste a` au-
tomatiser le parcours de l’application web de manie`re a` eˆtre le plus ex-
haustif possible dans son fonctionnement normal. Ceci s’apparente a` ef-
fectuer un test fonctionnel de l’application, et nous avons donc utilise´ un
outil de tests d’applications web nomme´ Selenium 6. Ceci nous a permis
d’automatiser la collecte de traces d’exe´cution sur l’application.









Figure 2. Les diffe´rentes e´tapes de la re´alisation
La mise en place de l’IDS ne´cessite de tisser les invariants dans le code de
l’application afin de ve´rifier a` l’exe´cution si le comportement normal de
l’application, appris pendant la phase d’apprentissage, est bien respecte´
(Figure 2)).
Les invariants que nous obtenons portent sur des relations (identifie´es
pre´ce´demment) sur la valeur d’une ou plusieurs variables dans le temps.
Afin de ve´rifier les invariants a` l’exe´cution, il faut (1) eˆtre capable de
retrouver ces valeurs et (2) inse´rer dans le code final de l’application la
ve´rification de l’invariant. Ceci nous me`ne a` tisser dans le code final deux
types d’instructions : la sauvegarde de valeurs de variables afin qu’elles
soient accessibles lorsqu’on en aura besoin, et la ve´rification de l’invariant




Listing 1.5. Code Ruby initial
def l o g i n
i f r eques t . post ?
# whole user i s s to r ed in the s e s s i o n
i f s e s s i o n [ : user ] = User . authent i ca t e ( params [ : user ] [ : l o g i n ] ,
params [ : user ] [ : password ] )
f l a s h [ : no t i c e ] = ’You have been s u c c e s s f u l l y logged in . ’
i f s e s s i o n [ : user ] . admin
r e d i r e c t t o : c o n t r o l l e r => ’/ admin/home ’ , : a c t i on => ’ index ’
e l s e
r e d i r e c t t o : c o n t r o l l e r => ’/ user /home ’ , : a c t i on => ’ index ’
end
e l s e




Listing 1.6. Code Ruby instrumente´
def l o g i n
i f r eques t . post ?
i f i sDe f i n ed ?( ’ @ params [ ” user ” ] [ ” l o g i n ” ] ’ ) #AutoGenerated
IDSAsserts . s t o r e ( ’17 1 @ params [ ” user ” ] [ ” l o g i n ” ] ’ , @ params [ ” user ” ] [ ” l o g i n ” ] )
end
# whole user i s s to r ed in the s e s s i o n
i f s e s s i o n [ : user ] = User . authent i ca t e ( params [ : user ] [ : l o g i n ] ,
params [ : user ] [ : password ] )
i f i sDe f i n ed ?( ’ @ ses s i on [ : user ] [ ” l o g i n ” ] ’ ) #AutoGenerated
IDSAsserts . s t o r e ( ’19 2 @ s e s s i on [ : user ] [ ” l o g i n ” ] ’ , @ ses s i on [ : user ] [ ” l o g i n ” ] )
assertEqualVar ( ’17 1 @ params [ ” user ” ] [ ” l o g i n ” ] ’ ,
’19 2 @ s e s s i on [ : user ] [ ” l o g i n ” ] ’ )
end
f l a s h [ : no t i c e ] = ’You have been s u c c e s s f u l l y logged in . ’
i f s e s s i o n [ : user ] . admin
r e d i r e c t t o : c o n t r o l l e r => ’/ admin/home ’ , : a c t i on => ’ index ’
e l s e
r e d i r e c t t o : c o n t r o l l e r => ’/ user /home ’ , : a c t i on => ’ index ’
end
e l s e




On observe sur le Listing 1.6 le re´sultat de ces deux e´tapes : on observe
la sauvegarde de variables en utilisant la me´thode store du module ID-
SAsserts, et l’invariant (e´galite´ entre deux variables) est ve´rifie´ graˆce a`
la me´thode assertEqualVar. Dans cet exemple, on de´tecte une injection
SQL similaire a` celle qui a e´te´ pre´sente´e Section 2, et une alerte est leve´e
(Listing 1.7) en cas d’injection.
Dans la pratique, les relations entre variables peuvent porter entre deux
exe´cutions successives de requeˆtes a` l’application, de sorte qu’on ne
retient dans le temps qu’une feneˆtre de variables de deux exe´cutions.
La sauvegarde des variables est re´alise´e sur le serveur entre ces deux
exe´cutions, et les invariants portant sur des variables entre deux exe´cutions
successives peuvent eˆtre ve´rifie´s.
Listing 1.7. Exemple d’alerte
<Alert>
<To>
<Request>http :// l o c a l h o s t :3000/ log in</Request>




17 1 @ params [ ” user ” ] [ ” l o g i n ” ] == 19 2 @ se s s i on [ : user ] [ ” l o g i n ” ]
</Descr ipt ion>
<Line>19</Line>
<Value1>’ or ’1 ’= ’1</Value1>
<Value2>s e c r e t </Value2>





Comme dit pre´ce´demment, nous avons expe´rimente´ notre approche sur
une application de e-commerce de´veloppe´e dans le cadre du projet ANR
DALI 7. Sur cette application, nous avons pu ge´ne´rer plus de 10000 in-
variants qui ont e´te´ tisse´s dans son code.
Afin de tester si les me´canismes de de´tection de´tectent re´ellement des
attaques, nous avons re´alise´ quatre types d’attaques contre les donne´es :
– les injections SQL que nous avons re´alise´es me`nent a` la leve´e d’une
alerte ;
– nous avons alte´re´ les parame`tres de requeˆtes vers l’application, et ces
modifications ont e´te´ de´tecte´es ;
– nous avons modifie´, graˆce a` un plugin Firefox, des cookies contenant
des donne´es de l’application, et ces modifications ont e´te´ de´tecte´es ;
– nous avons re´alise´ des attaques de type cross-site scripting. Ces at-
taques, bien qu’elles concernent des donne´es de l’application, ne sont
en fait pas utilise´es par l’application serveur, mais par le navigateur
client, et n’ont donc pas d’impact sur le fonctionnement de l’applica-
tion coˆte´ serveur. Par conse´quent, ces attaques n’ont pas e´te´ de´tecte´es.
Ces premiers re´sultats sont encourageants et seront, nous l’espe´rons,
confirme´s par une phase d’e´valuation intensive de l’IDS applicatif qui
sera mene´e dans le cadre du projet ANR DALI.
6 Conclusion
Ces travaux montrent qu’il est possible de ge´ne´rer automatiquement
dans une application des me´canismes de de´tection d’erreurs qui per-
mettent la de´tection d’attaques contre les donne´es de l’application. De
plus, ces me´canismes qui ont e´te´ expe´rimente´s initialement sur des bi-
naires, s’ave`rent efficaces sur des applications aussi diffe´rentes que des
7. http ://dali.kereval.com
applications web. Par contre, afin de pouvoir ge´ne´rer des invariants per-
tinents, il faut eˆtre capable de ge´ne´rer des traces des valeurs des variables
utilise´es par l’application pendant son exe´cution. Afin de pouvoir avoir
un niveau d’introspection suffisant pour effectuer ces observations, nos
expe´rimentations nous ont porte´ vers un langage et un environnement de
de´veloppement fort appre´cie´ : Ruby on Rails. L’application de´veloppe´e
dans le cadre du projet afin de tester la faisabilite´ de l’approche nous
a montre´ que les attaques classiques trouve´es dans les applications web
sont correctement de´tecte´es par notre IDS, a` l’exception des attaques par
cross-site scripting qui sont des attaques contre le client, et non contre
le serveur. Enfin, les outils permettant de re´aliser cet IDS dans le cadre
d’applications Ruby on Rails seront prochainement disponibles en libre
acce`s sur le web.
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