Abstract-Experience in business process analysis shows that operational processes often do not conform to process models. Although classical conformance checking techniques can identify deviations of process executions from predefined models, they may produce inaccurate results due to strong assumptions. In this paper, we present a robust conformance checking technique based on Petri net techniques allowing us to lift assumptions and to take into account the cost of deviating from given models.
I. INTRODUCTION
The growing complexity of business processes in many organizations have motivated a wide usage of various types of Business Process Management applications, such as Business Process Analysis, Business Process Monitoring, and Workflow Management Systems. Many of these applications do not merely support operational processes, but also provide analysis features that rely on predefined process models. These models are also used for proving compliance of business processes to legal regulations, like the SarbanesOxley Act or HIPAA. These models are assumed to be fully compliant with the operational processes. However, experience shows that process executions often deviate from their predefined models [1] - [3] .
A deviation of the execution from the process model can be "acceptable", e.g. it can be caused by taking care of some exception not foreseen in the model. Consider for example the model in Fig. 1 showing a simplified procedure of handling insurance claims. In the case of a flood, when the insurance company is confronted with a large amount of similar claims, the "check cause" event could be skipped in reality, although its execution is prescribed by the model. A deviation can also be critical, e.g. when it causes a violation of some legal regulations. A closer look at deviating traces can help with identifying both the problems with the quality of the process model and with the actual process execution at a company. Therefore, it is imperative to know to what extent process executions conform to predefined process models.
Conformance checking measures the extent to which a given execution conforms a process model. The executions are recorded in an event log (see Figure 1 ). Event logs are start Event Log (Raw) Figure 1 . Example of a net and its logged executions generated automatically by applications, information systems, and machines, or they can even be produced manually based on bookkeeping records. Given a trace showing the execution of one process instance, the ideal conformance checker should provide the fitness measure for the trace with respect to the model and supply the user with the "right" trace of the model showing how the process should have behaved in this situation. There are several obstacles for creating the ideal conformance checker. First of all, the log does not necessarily contain all the activities executed-logging everything would affect the performance and result in huge amounts of possibly useless data. Still, the unlogged, unobservable activities can influence process behavior. During conformance checking, their occurrence should be identified. This also immediately implies that there can be many potential candidates for the "right" trace in the model.
Furthermore, a deviation can manifest itself in skipping activities prescribed by the model, like skipping the check of the cause in our example above, or in inserting activities, namely, some activities that do not appear in the model can be executed and logged (e.g. an additional check of the cause in our example). Conformance checking techniques should be able to identify such skipped and inserted activities. This adds another dimension to the problem of identifying the "right" trace of the model (e.g. is activity in the logged trace an inserted activity of the allowed by the model trace or it is a regular activity of the trace with activity being skipped?).
Finally, the fitness measure should take into account the severity of the deviation. For instance, inserting an additional check should not be punished too hard: it might have been unnecessary but it does not imply any violation of legal requirements, while skipping the "send money" activity (in the trace containing "inform acceptance") should lead to a low fitness of the trace.
Classical conformance checking techniques (e.g. [1] , [4] ) try to identify the three types of activities mentioned above. However, heuristics used to identify them lead in some cases to incorrect estimations of conformance.
In this paper, we present an approach allowing to deal with unobservable, skipped and inserted activities, taking into account the importance of identified skipped and inserted activities. We restrict our attention by run time conformance, i.e. the trace being checked is not necessarily a completed trace. Our conformance checking is mostly beneficial in situation where a process is running and we would like to ensure that execution of an activity does not violate a predefined model of the process severely. To keep our framework as general as possible, we take Petri nets with -steps as the basic model for processes. Since a trace can also be modeled as a Petri net, we reduce the problem of conformance to the problem of intersection of languages of two Petri nets. Further on, we extend the process model with the cost function, to take into account the price of skipping an activity, and assign costs per activity type for inserted activities. We present a construction based on an extension of the synchronous product of Petri nets allowing to find the trace of the process model that is closest to a given logged trace, i.e. it gives the minimal cost of skipped and inserted activities. Based on this cost we produce the fitness measure for the trace.
The rest of the paper is organized as follows. Section II introduces basic concepts. Conformance checking procedure giving a simple "yes/no" answer and allowing to deal with unobservable activities is presented in Section III. A metric for fitness based on the costs of skipped and inserted activities is introduced in Section IV. A procedure for computing this fitness metric based on an extended synchronous product of the process model and the trace model is given is Section V. Section VI gives a comparison of our fitness metrics with other known metrics. Experimental results and findings are discussed in Section VII. Section VIII concludes the paper.
II. BASIC CONCEPTS
A business process description typically defines a set of activities that have to be performed and their ordering. Many languages that are used to model business process, like EPC [5] and BPMN 1 , were inspired by Petri nets. Here we take Petri net as a fundamental model including the features we are interested in, like the ability to model sequences, choices, and paralellism.
An activity in a business process is modeled by a transition of a Petri net labeled with an activity name. As usual, we use -labeled transitions to represent activities that cannot be directly observed in the execution of a process. For instance, transitions used to construct complex control flow patterns in the process (e.g. OR-split, OR-join) are normally not logged and we model them as -transitions. Below we formalize the notion of labeled Petri nets and related concepts.
ℕ denotes the set of natural numbers. We write for the universe of activity names, ⊆ for a finite set of activity names of a given process, and ∕ ∈ is the label (name) of unobservable activities. Let be a set. A bag over is a mapping : → ℕ. The set of all bags over is ℕ . We use + and − for the sum and the difference of two bags and =, <, >, ≤, ≥ for comparison of bags, which are defined in the standard way. We overload the set notation, writing ∅ for the empty bag and ∈ for the element inclusion. We write e.g. For (finite) sequences of elements over a set we use the following notation: The empty sequence is denoted with ; a non-empty sequence is given by listing its elements between angled brackets ⟨, ⟩. A concatenation of sequences 1 and 2 is denoted with 1 2 , and stand for the concatenation of ∈ with and vice versa.
* denotes the set of all finite sequences over . The projection of a sequence ∈ * on ⊆ is denoted as | . We refer to the -th element of a sequence as ( ).
Transition Systems A transition system is a tuple = ( , , ) where is a set of states, ⊆ is a finite set of activity names and ⊆ × ( ∪ { }) × is a transition relation. A process is a pair ( , 0 ) where is a transition system and 0 ∈ an initial state. We denote ( 1 , , 2 ) ∈ as 1 −→ 2 , and we say that leads from 1 to 2 in . We omit and write −→ ′ whenever no ambiguity can arise. For a sequence = 0 . .
of activity names we write 1 −→ 2 when 1 = A synchronous product of two disjoint labeled Petri nets
, where
If the initial markings of 1 and 2 are 1 and 2 , respectively, the initial marking of 1 2 is = 1 + 2 . Figure 2 shows an example of a synchronous product of ( 1 ) and ( 2 ) of the two nets (see [6] ). All the places of the synchronous product that have no input and output transitions (i.e. • = • = ∅) can be removed without affecting the behavior of the net, which we assume to be done in the rest of the paper.
Event logs, traces
In an operational business process, the executed activities, called events, are recorded in an event log; the record normally includes the id of the process instance, the name of the executed activity, the resource that works on the activity, and the current timestamp (see Figure 1 ). We will consider only events related to one instance of the process (an instance run idealistically corresponds to one single execution of the corresponding process model).
A sequence consisting of all activity names that share the same id, ordered by timestamps, is called a trace.
Note that in real-life cases, logging of activities may be performed in batches, so that some events have exactly the same timestamps and thus appear to happen "at the same time". This implies that the actual execution of a process instance is in fact one of the possible traces that can be constructed based on the event log. For the sake of readability, we assume that each event in the log has a unique timestamp. This assumption can be trivially lifted by switching from traces to runs describing all the possible (according to the time stamps) orderings of events, without affecting the results we present in the paper.
III. CONFORMANCE CHECKING
We represent a trace by a linear labeled Petri net with each event being represented by one transition labeled by the activity name of the event; for every event 1 represented by a transition 1 that is directly succeeded by event 2 represented by a transition 2 , there is a place such that
The transition representing the first event of the trace has a source place as the only input place, and the transition representing the last event has a sink place as the only output place. We call such a labeled Petri net
Event net for instance ID 1 an event net (see an example of an event net in Figure 3 , moreover, we call the source place of the event net initial place and the sink place final place. The initial marking of the net contains one single token on the initial place and the final marking consists of one token on the final place.
Note that there can be other translations from the log trace to the event net (e.g. taking into account possible ambiguities caused by same time stamps or by the distributed logs where the time synchronisation can be compromised) resulting in less trivial nets. To keep our theory more general, we do not use the linearity of the event net in our reasoning. Note that the language of the event net is finite in any case, since it can only contain different permutations of the logged activities. We can also safely assume that the final marking of the event net is a deadlock (i.e. no transition is enabled in the final marking).
When checking conformance, we use the presumption of innocence, meaning that we say that an event net representing a log trace conforms to a labeled Petri net modeling the business process in question if there is a completed trace in the event net which is an observable trace of the process net. Note that we consider a completed trace in the event net, since we need to take into account all the logged activities of the log trace. Since we are in the setting of runtime conformance checking, implying that the log trace can possibly be a not-completed trace of the business process, we are satisfied with an arbitrary observable, possibly notcompleted, trace of the process net.
Conformance checking can thus be reduced to the problem of non-emptiness of the intersection of the observable language of the process net and the observable language of completed traces of the event net: 
To perform the conformance check we use a construction similar to the one of Hack from [6] based on the synchronous product. To restrict our attention by observable traces, we relax the synchronous product by allowing -steps to be performed without synchronisation:
Definition III.2. (Relaxed synchronous product)
A relaxed synchronous product of two disjoint labeled Petri
The initial marking 0 of 1 2 is the sum
of the initial markings of 1 and 2 . It is easy to prove that
. For checking conformance, we however need to check nonemptiness of ( , The result of conformance checking is a strict yes/no answer. In practice, a negative answer to the conformance question does not help in process analysis because no indication is given as to where deviations occur. Therefore, we need to measure fitness, i.e. we need a metric that quantifies the amount of deviations between a log and a model. Furthermore, we want to know where the deviations occur.
IV. MEASURING FITNESS
As stated in the introduction, deviations between an event trace and a process model appear as one of the two following activities:
• Skipped activities are observable activities that are occasionally skipped, while the model requires them to be executed, • Inserted activities are observable activities which are inserted into the process at the operational level while the model does not allow them. Definition III.1 requires the exact fit between the process model behavior and the event net behavior. To deal with deviations, we need to find a word in the language of the process net which is closest in some sense to a completed word of the event net. Hence, we define the closest fit as follows: 
Note that the smaller is the distance, the higher is the fit between and . We are interested not only in the minimal distance itself, but also in the traces of and on which the closest fit is achieved.
In order to find the closest fit, we can no longer use the relaxed synchronous product. Instead, we may need to fire transitions in the event net without firing a corresponding transition in the model (in case of an inserted activity) or vice versa (in case of skipped activities). Moreover, we might want to assign different costs of deviation for different activities, as well as different costs for skipping and inserting of the same activity. To manage this, we introduce the concepts of costs and the notion of an extended synchronous product. We start with the notion of the word mapping, which will allow us to match the words of the event net and the process net.
Let ⊆ be a finite set of activity names in a process. For a process net, we introduce a mapping : → ℕ giving the costs of skipping an activity in the process net. We also define a cost function for inserting activities (i.e. activities not allowed by process net, but occur in reality), defined as : → ℕ. We lift the and functions to the sequences of activities in the straightforward way:
( ( )). Since we want to be able to see the match and the deviation for an arbitrary pair of words -one from the event net and one from the process net, we need to find the "largest" common part of the words, which is the one that allows for the cheapest unmatched parts of the words. In order to work with matched and unmatched parts, we define the operation of deleting activities of a word at positions from some set ⊆ {0, . . . , | | − 1} as ( , 
Given a trace of a an event net that fits a given labeled Petri net, there is a trace of the labeled Petri net that has 0 distance to the trace. This is not the case if the trace of the event net is not fit. In the distance function we take the cheapest option to match the two traces, selecting the inserted and skipped activities appropriately. Consider for example the event net allowing only one completed trace ′ = , and the process model allowing traces = and = and their prefixes, shown in Figure 4 . Suppose that the cost functions are defined as:
( ) = ( ) = ( ) = ( ) = 1, ( ) = 5, ( ) = ( ) = ( ) = ( ) = 1 and ( ) = 3. Then ( ′ , ) = 5, with the minimum from the definition IV.2 being reached on the insertion set = { } and the empty deletion set ′ , and ( ′ , ) = 3, with the minimum from the definition IV.2 being reached on the deletion set = { } and the empty insertion set ′ . The distances from ′ to prefixes of and are greater than the distances to and due to the costs of additional skipped activities required. So we can conclude that the closest fit between the event net and the process model on basis of this distance function is 3. Note that the feedback of the fitness check the user needs includes not only the closest fit, but also the trace of the process model on which the closest fit is reached, as well as the insertion and deletion sets for this trace.
Note that we can easily indicate an upper bound for the closest fit by taking an empty trace in the process net, the distance to which equals ∑ ∈ ′ (ℓ( )) for the event net. Note that since the traces of an event net are permutations of activities from some set, the costs of insertion will be the same for every trace of the event net. We use this upper bound to normalize the fitness measurement and define our fitness metric as follows: We define the fitness metric as the closest fit between and , divided by the distance of an arbitrary completed trace ′ ∈ ( , ′ 0 , ′ ) of the event net to the empty trace in the process net, i.e.
V. FITNESS CHECK IN TERMS OF THE EXTENDED SYNCHRONOUS PRODUCT
Now we want to find the closest fit based on this distance function. Given a labeled Petri net and an event net, the idea is to construct a net where both synchronized firings of the process net and the event net and the "free", nonsynchronized, firings of the process net and the event net are allowed. The non-synchronized firings, imitating skipped and inserted activities, should be punished by assigning the costs defined by the cost functions. To keep track of the costs, we introduce in our construction the cost place, which will receive tokens whenever a non-synchronized firing of an event net or of a process net takes place. Since our construction is built based on the skeleton of the synchronous product, we call it an extended synchronous product. 
Definition V.1. (Extended synchronous product (ESP))
As shown in Figure 4 , an extended synchronous product is a union of a Petri net, an event net, their synchronous product, a cost place , and arcs connecting transitions of the unsynchronized original process and event nets to . The costs, taken as constants 1 for and 2 for , are shown as arc weights from transitions of the event net (inserted activities) and the process net (skipped activities) to the cost place .
There is a clear relation between the words in the language of an extended synchronous product and the words of the process and event nets: 
for some , and projecting the firing sequence of on the transitions of , ′ , and × ′ yields , ′ and , respectively, such that:
Proof. Follows directly from the definition of the extended synchronous product. □ Thus every word of the ESP represents some combination of words of the process and event nets with respect to some insertion/deletion sets, and for every such a word combination and arbitrary insertion/deletion sets a corresponding word in the ESP exists. Note that the number of the tokens on the cost place after firing a on the ESP gives the total costs of activities from and ′ used in the definition of the distance function.
Since the closest fit definition takes the minimum over the combinations of the words in the event net and the process net, and the distance between the two words is in its turn the minimum over possible and ′ , the closest fit equals the minimal number of the tokens on the cost place with the minimum taken over the reachable markings covering ′ , i.e. the markings reached after completion of the process in the event net. 
Proof. Trivially follows from Definitions IV.3,IV.2 and Theorem V.
□
Since we have an upper bound for the for the minimal number of tokens on (which is the sum of costs over the labels of some completed trace of the event net), we can restrict our search space for the computation of the closest fit on the ESP. We reduce our problem to a problem of coverability of ′ by inverting the arcs to place in the synchronous product and assigning 0 ( ) = ( ′ , ) for the initial marking of the synchronous product (as ( ′ , ) is an upper bound for the closest fit). Since the arcs are reversed, we are interested in the marking ∈ ℛ( , ) covering ′ with the maximal number of tokens on . In this case if the marking
, we know that ( ′ , )− is an upper bound for closest fit. Then, we can perform a binary search on the maximal value of tokens in the cost place using existing techniques to check the reachability of a marking covering ′ (e.g. [7] ).
VI. RELATED WORK AND DISCUSSION There are already several metrics that quantify the extent a given process execution or a set of executions (a log) conforms to a given process model. A comprehensive list of existing conformance metrics can be seen in [8] . One of the most "naive" metrics to measure the fitness dimension of conformance is the Parsing Measure in the Heuristic Miner [9] . A single error in an execution of a trace means that the whole trace is invalid. Given an event log and a process model, the metric returns the ratio between correctly parsed traces and the total number of traces in the log. Similar metric is also proposed in [10] . These metrics heavily penalize any deviations from the given process model, also when the deviation is minor.
The emphasis of our paper is on the fitness dimension of conformance, where the main concern is to quantify the degree a process execution deviates from the process model. There exist metrics that capture the fact that only some parts of the traces are deviating from the behavior prescribed by the process model. In Continuous Parsing Measure (CPM) [9] and in the fitness metric from [1] the calculations are performed by replaying traces on the process model. When replaying is not possible, the tokens missing to replay the next activity from the trace are added to the process model. The fitness is calculated based on the produced, consumed, missing, and remaining tokens. The metrics proposed in [11] are similar to the CPM, but they quantify fitness without assuming specific process modeling language.
Missing and remaining tokens in replay techniques provide additional insights into process executions whenever they are projected back onto the original process models. Based on the location of missing/remaining tokens in a Petri net, one can get an indication on which activities are executed improperly and which one should have been executed.
The drawback of the analysis based on missing/remaining tokens is that it needs to be performed manually. In cases where many places in the given Petri net are cluttered with missing/remaining tokens, manual analysis is extremely difficult.
The closest method to our conformance checking technique is the extension of the replay technique based on * algorithm proposed in [11] . It uses cost-based heuristics to improve computation time when exploring state spaces. The main advantage of our approach, as we see it, is in its extendability to different settings, like the check of completed traces: In case a finite state of the process model is known and traces to be checked are assumed to be completed, we can easily switch to the language of completed traces for the process net. Then we can also identify the activities that should have been performed so that the process execution terminates properly.
Another important feature of our approach is that we take into account one's knowledge about the relative importance of different activities, by assigning costs to them. We give a clear feedback to the user in the form of the most similar execution allowed by the model, indicating skipped and inserted activities, providing better insights into the problems in the executions and/or impreciseness of the model. Note that our approach can also easily deal with logs providing ambiguous information about the ordering of events in the trace, since we consider a generic event net.
VII. EXPERIMENTS
The technique presented in this paper has been implemented as the "Replay log/a case on Petri net" plug-in in the ProM 6 framework 2 . The plug-in uses the Sara 3 tool to perform Petri net analysis, as the tool applies various optimization techniques that may improve the computation time needed.
The first set of experiments is conducted to identify the influence of the introduction of the cost functions for inserted and skipped activities on the fitness value, and the relevance of a firing sequence found in the ESP of given process and event nets that shows the minimal distance between the two nets. In this section, we refer to such a firing sequence as a best fitting firing sequence.
We use the labeled Petri net in Figure 5 to illustrate our findings. In this net -transitions are used both to construct complex routing patterns (OR-split/join) and to model an unobservable activity. We take the cost of inserting an activity as 1 and the cost of skipping an activity as 2 for all activities (except for 's). In Table I we show experimental results for 8 traces, each generated from the fully fitting traces of the model by inserting and skipping a certain number of activities. For each trace, we apply cost combinations with various ratios. Process net contains -transitions to present both complex routing constructions (OR-split/join) and unobserved activities As expected, our fitness value is sensitive to costs. In general, the highest fitness value on this net (printed in bold) is obtained when 1 > 2. Setting the cost of assuming skipped activities to be less than the cost of assuming inserted events enables our technique to find a firing sequence that prevent activities to be identified as inserted activities. Thus, such cost settings is suitable to check the cause of deviations. For example, the experiments with event net with = 5 ( 1 : 2 = 5 : 1), provides a very high fitness value of 0.927 (see Figure 6 and Figure 7 ). In the obtained best fitting firing sequence, we see that skipped activity is identified after the occurrence of the first event
. The same experiment also shows that our technique manages to find firing sequences which are closer to the event net than we initially expected, based on the generation parameters. As shown in Figure 6 , the initially expected firing sequence should present 5 skipped activities, while the obtained best fitting firing sequence contains only 4 skipped activities. This type of insights into process executions can later be used for other type of analysis.
Setting the cost ratio the other way around would give us the lower bound of fitness value as unfitting events are penalized highly. For example, in the experiments with event net with = 5, if the ratio 1 : 2 is set to 1 : 5, skipping activity becomes too costly, so both events and after are considered to be inserted activities. In this case a much lower fitness value is obtained (0.273). The smaller the value of 1 : 2, the lower the fitness value tends to be.
We also show that unobservable activities are identified without falsely decreasing the fitness value. In experiments where many unobservable activities occur our fitness measurements correctly return the fitness value; e.g. for the experiments with the event net with = 2, the fitness value is 1.000 (perfect fit), regardless of the cost ratio is used, while the value returned by the classical conformance checking [1] is .667. Moreover, best fitting firing sequences obtained in 
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Legend
Initially expected firing sequence (5 unobservable activities, 5 skipped activities) the experiments precisely identify the unobservable activities (see Figure 8) .
In our experiments, we do not identify any correlation between classical fitness values and our fitness metric.
Note that the classical fitness is not uni-dimensional as it does not only penalize fitness based on the number of missing tokens required to execute events, but also remaining tokens (see [12] ). By modifying the original classical fitness calculation so that only the part where missing/consumed tokens are preserved, we obtain a uni-dimensional metric based on the number of tokens (i.e. ModifiedFitness = 1− #(MissingTokens) #(ConsumedTokens) ). However, with such a modification, we can easily find an example where the modified fitness gives an extremely high value, given a Petri net and a trace that is not fit (see Figure 9 ). In Figure 9 , one out of three events in the given event net is problematic, but the modified classical fitness returns a high value of 0.90 compared to our fitness metric that gives 0.67 fitness.
Last, we compare our fitness checking technique with the one based on the * algorithm mentioned in [11] . The * -based conformance checking technique has similar costbased approach to measure fitness and identify skipped, unobserved, and inserted activities explicitly, but the nonenabled transitions are allowed to fire at certain costs, producing the corresponding tokens. From experiments, the time performance of our technique is comparable. In experiments where there are only slight deviations between the given event net and event log, the * -based conformance checking technique performs faster than ours. However, in cases where deviations occur throughout process executions, Event Net E
C q3
Petri net N Figure 9 . Example of a process net and an event net with an extremely high fitness according to the modified classical fitness, but medium fit according to our fitness metric our approach returns the result instantly, while the * -based conformance checking takes very long time, as it does not stop searching for the solution sequence until all possible solutions are investigated. This experiment shows that it would be interesting to find an heuristic estimating which technique should better be used to give an answer promptly.
VIII. CONCLUSION
In this paper, we provide a robust technique for checking fitness between a given event net and a labeled Petri net. First, we formulate the conformance checking problem as a coverability problem on the synchronous product of two Petri nets, leaving -steps non-synchronized. Then we introduce a simple formulation of a fitness metric based on the number of inserted and skipped activities, taking into account their costs. We show that this metric better matches the intuition of fitness than the known fitness metrics based on replay strategies with missing and remaining tokens. Our experiments show that our technique manages to identify unobservable activities correctly. Moreover, insights into process executions in the form of skipped and inserted activities not heuristic-based and non-biased.
The work presented in this paper not only improve the currently existing conformance checking techniques, but also provide a solid basis for further analysis, such as process model improvements, performance analysis and operational support analysis. In the future, we plan to develop performance analysis techniques that utilize all information obtained from our conformance checking, in addition to conformance values.
The benefit of finding a firing sequence that provide the best fitness value comes at the cost of computational complexity. Currently we use general purpose Petri net tools for checking coverability. For real-life settings, our approach can become expensive in terms of computation time. To improve the applicability in practice, we plan to develop methods fine-tuned towards our needs. Acknowledgements. The research leading to these results has received funding from the European Community's Sev- 
