In this paper we construct java code for specification phase of the Geoquorum approach: implementing atomic read/ write shared memory in mobile ad hoc networks using fuzzy logic. This code is based on graphical user interface and is considered a tool to determine the specification of the communication protocol based on asynchronous real time distributed system using java language. This code satisfies the accuracy and determines the requirements of the specification phase using fuzzy logic of our suggested application.
INTRODUCTION
A software system is viewed as a set of components that are connected to each other through connectors. A software component is an implementation of some functionality, available under the condition of a certain contract, independently deployable and subject to composition. In the specification approach, each component has a set of logical points of interaction with its environment. The logic of a component composition (the semantic part) is enforced through the checking of component contracts. Components may be simple or composed [1] [11] . A simple component is the basic unit of composition that is responsible for certain behavior. Composed components introduce a grouping mechanism to create higher abstractions and may have several inputs and outputs. Components are specified by means of their provided and required properties. Properties in this specification approach are facts known about the component. A property is a name from a domain vocabulary set and may have refining sub-properties (which are also properties) or refining attributes that are typed values [1] . The component contracts specify the services provided by the component and their characteristics on one side and the obligations of client and environment components on the other side. Most often the provided services and their quality depend on the services offered by other parties, being subject to a contract. A component assembly is valid if it provides all individual components are respected. A contract for a component is respected if all its required properties have found a match. The criterion for a semantically correct component assembly is matching all required properties with provided properties on every flow in the system [11] . In this specification approach, it is not necessary that a requirement of a component is matched by a component directly connected to it. It is sufficient that requirements are matched by some components that are presented on the flow connected to the logical point; these requirements are able to propagate. A property consists of a name describing functionality and attributes that are either type values or fuzzy terms. The names used for the properties and for the attributes are established through a domain-specific vocabulary [2] [11] .Such a restriction is necessary because a totally free-text specification makes the retrieval difficult, producing false-positive or false-negative matching due to the use of a non-standard terminology [2] [11] . In this work, the domain specific vocabulary must also describe the domains of the fuzzy attributes (linguistic variables) for each property as well as the membership functions for the fuzzy terms. The membership functions for all linguistic variables are considered of triangular shape as shown in Fig.1 . 
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For each linguistic variable, first the number and the names of the terms of its domain must be declared, and after that the values of the parameters a 1 , a 2 … a n must be specified. Also, we should define a java as a tool which is used in the specification phase of our suggested application. On a timesharing system, users sit at "terminals" where they type commands to the computer, and the computer types back its response. Early personal computers also used typed commands and responses, except that there was only one person involved at a time. This type of interaction between a user and a computer is called a command-line interface [3] . Today, of course, most people interact with computers in a completely different way. They use a Graphical User Interface, or GUI. The computer draws interface components on the screen. The components include things like windows, scroll bars, menus, buttons, and icons. Usually, a mouse is used to manipulate such components. Assuming that you have not just been teleported in from the 1970s, you are no doubt already familiar with the basics of graphical user interfaces. Computer users today expect to interact with their computers using a graphical user interface (GUI). Java can be used to write GUI programs ranging from simple applets which run on a Web page to sophisticated standalone applications [3] . GUI programs differ from traditional "straight-through" programs. One big difference is that GUI programs are event-driven. That is, user actions such as clicking on a button or pressing a key on the keyboard generate events, and the program must respond to these events as they occur. And of course, objects are everywhere in GUI programming. Events are objects. Colors and fonts are objects. GUI components such as buttons and menus are objects. Events are handled by instance methods contained in objects. In Java, GUI programming is object-oriented programming. A lot of GUI interface components have become fairly standard. That is, they have similar appearance and behavior on many different computer platforms including Macintosh, Windows, and Linux. Java programs, which are supposed to run on many different platforms without modification to the program, can use all the standard GUI components. They might vary a little in appearance from platform to platform, but their functionality should be identical on any computer on which the program runs. Now, Java actually has two complete sets of GUI components. One of these, the AWT or Abstract Windowing Toolkit, was available in the original version of Java. The other, which is known as Swing, is included in Java version 1.2 or later, and is used in preference to the AWT in most modern Java programs [4] . Also, try to get some feel about how object-oriented programming and inheritance are used here. Note that all the GUI classes are subclasses, directly or indirectly, of a class called JComponent, which represents general properties that are shared by all Swing components. Two of the direct subclasses of JComponent themselves have subclasses. The classes JTextArea and JTextField, which have certain behaviors in common, are grouped together as subclasses of JTextComponent. Similarly
JButton and JToggleButton are subclasses of JAbstractButton, which represents properties common to both buttons and checkboxes. (JComboBox, by the way, is the Swing class that represents pop-up menus.) [4] . Just from this brief discussion, perhaps you can see how GUI programming can make effective use of object-oriented design. In fact, GUI's, with their "visible objects," are probably a major factor contributing to the popularity of OOP.
ATOMIC READ/WRITE SHARED MEMORY IN MOBILE AD HOC NETWORK
In this paper the Geoquorum approach has presented for implementing atomic read/write shared memory in mobile ad hoc networks. This approach is based on associating abstract atomic objects with certain geographic locations. It is assumed that the existence of Focal Points, geographic areas that are normally "populated" by mobile nodes. For example: a focal point may be a road Junction, a scenic observation point. Mobile nodes that happen to populate a focal point participate in implementing a shared atomic object, using a replicated state machine approach. These objects, which are called focal point objects, are prone to occasional failures when the corresponding geographic areas are depopulated [5] . The Geoquorum algorithm uses the fault-prone focal point objects to implement atomic read/write operations on a fault-tolerant virtual shared object. The Geoquorum algorithm uses a quorum-based strategy in which each quorum consists of a set of focal point objects. The quorums are used to maintain the consistency of the shared memory and to tolerate limited failures of the focal point objects, which may be caused by depopulation of the corresponding geographic areas. The mechanism for changing the set of quorums has presented, thus improving efficiency. Overall, the new Geoquorum algorithm efficiently implements read/write operations in a highly dynamic, mobile network. In this study the basic idea for the proposed approach is an ad hoc network uses no pre-existing infrastructure, unlike cellular networks that depend on fixed, wired base stations. Instead, the network is formed by the mobile nodes themselves, which cooperate to route communication from sources to destinations [5] . Ad hoc communication networks are by nature, highly dynamic. Mobile nodes are often small devices with limited energy that spontaneously join and leave the network. As a mobile node moves, the set of neighbors with which at can directly communicate may change completely. The nature of ad hoc networks makes it challenging to solve the standard problems encountered in mobile computing, such as location management using classical tools. The difficulties arise from the lack of a fixed infrastructure to serve as the backbone of the network [5] [6]. Atomic memory is a basic service that facilitates the implementation of many higher level algorithms. For example: one might construct a location service by requiring each mobile node to periodically write its current location to the memory.
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Alternatively, a shared memory could be used to collect realtime statistics, for example: recording the number of people in a building here, a new algorithm for atomic multi writes/multireads memory in mobile ad hoc networks. The problem of implementing atomic read/write memory is explained as we define a static system model, the focal point object model that associates abstract objects with certain fixed geographic locales. The mobile nodes implement this model using a replicated state machine approach [5] [6] . In this way, the dynamic nature of the ad hoc network is masked by a static model. Moreover, it should be noted that this approach can be applied to any dynamic network that has a geographic basis. The implementation of the focal point object model depends on a set of physical regions, known as focal points. The mobile nodes within a focal point cooperate to simulate a single virtual object, known as a focal point object. Each focal point supports a local broadcast service, LBcast which provides reliable, totally ordered broadcast. This service allows each node in the focal point to communicate reliably with every other node in the focal point. The focal broadcast service is used to implement a type of replicated state machine, one that tolerates joins and leaves of mobile nodes. If a focal point becomes depopulated, then the associated focal point object fails [5] . (Note that it doesn't matter how a focal point becomes depopulated, be it as a result of mobile nodes failing, leaving the area, going to sleep. etc. Any depopulation results in the focal point failing). The Geoquorum algorithm implements an atomic read/write memory algorithm on top of the geographic abstraction, that is, on top of the focal point object model. Nodes implementing the atomic memory use a Geocast service to communicate with the focal point objects. In order to achieve fault tolerance and availability, the algorithm replicates the read/write shared memory at a number of focal point objects. In order to maintain consistency, accessing the shared memory requires updating certain sets of focal points known as quorums. An important aspect of our approach is that the members of our quorums are focal point objects, not mobile nodes [5] [6]. The algorithm uses two sets of quorums (I) get-quorums (II) putquorums with property that every get-quorum intersects every put-quorum. There is no requirement that put-quorums intersect other put-quorums, or get-quorums intersect other get-quorums. The use of quorums allows the algorithm to tolerate the failure of a limited number of focal point objects. Our algorithm uses a Global Position System (GPS) time service, allowing it to process write operations using a single phase, prior single-phase write algorithm made other strong assumptions, for example: relying either on synchrony or single writers [5] [6]. This algorithm guarantees that all read operations complete within two phases, but allows for some reads to be completed using a single phase: the atomic memory algorithm flags the completion of a previous read or write operation to avoid using additional phases, and propagates this information to various focal paint objects. As far as we know, this is an improvement on previous quorum based algorithms. For performance reasons, at different times it may be desirable to use different times it may be desirable to use different sets of get quorums and put-quorums see the following illustration 
Tab.2: Put/Get Variable type I
The totally-ordered set of node identifiers.
I0 є I
A distinguished node identifier in I that is smaller than all order identifiers in I.
S
The set of port identifiers, defined as N 0 × OP×I, Where OP= {get, put, confirm, recon-done}.
O
The totally-ordered, finite set of focal point identifiers.
T
The set of tags defined as R ≥0 × I.
U
The set of operation identifiers, defined as R ≥0 × S. 
Operation Manager
In this section the Operation Manger (OM) is presented, an algorithm built on the focal/point object Model. As the focal point Object Model contains two entities, focal point objects and Mobile nodes, two specifications is presented , on for the objects and one for the application running on the mobile nodes. This automaton receives read, write, and recon requests from clients and manages quorum accesses to implement these operations (see fig. 2 ). The Operation Manager (OM) is the collection of all the operation manager clients (OM i , for all i in I).It is composed of the focal point objects, each of which is an atomic object with the put/get variable type [5] 
Focal Point Emulator Overview
The focal point emulator implements the focal point object Model in an ad hoc mobile network. The nodes in a focal point (i.e. in the specified physical region) collaborate to implement a focal point object. They take advantage of the powerful LBcast service to implement a replicated state machine that tolerates nodes continually joining and leaving .This replicated state machine consistently maintains the state of the atomic object, ensuring that the invocations are performed in a consistent order at every mobile node [5] . In this section an algorithm is presented to implement the focal point object model. the algorithm allows mobile nodes moving in and out of focal points, communicating with distributed clients through the geocast service, to implement an atomic object (with port set q=s)corresponding to a particular focal point.. The FPE client has three basic purposes. First, it ensures that each invocation receives at most one response (eliminating duplicates).Second, it abstracts away the geocast communication, providing a simple invoke/respond interface to the mobile node [6] . Third, it provides each mobile node with multiple ports to the focal point object; the number of ports depends on the atomic object being
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implemented. When a node enters the focal point, it broadcasts a join-request message using the LBcast service and waits for a response. The other nodes in the focal point respond to a joinrequest by sending the current state of the simulated object using the LBcast service. As an optimization, to avoid unnecessary message traffic and collisions, if a node observes that someone else has already responded to a join-request, and then it does not respond. Once a node has received the response to its joinrequest, then it starts participating in the simulation, by becoming active. When a node receives a Geocast message containing an operation invocation, it resends it with the Lbcast service to the focal point, thus causing the invocation to become ordered with respect to the other LBcast messages (which are join-request messages, responses to join requests, and operation invocations ).Since it is possible that a Geocast is received by more than one node in the focal point ,there is some bookkeeping to make sure that only one copy of the same invocation is actually processed by the nodes[5] [6] . There exists an optimization that if a node observes that an invocation has already been sent with LBcast service, then it does not do so.
Active nodes keep track of operation invocations in the order in which they receive them over the LBcast service. Duplicates are discarded using the unique operation ids. The operations are performed on the simulated state in order. After each one, a Geocast is sent back to the invoking node with the response.
Operations are completed when the invoking node with the response. Operations complete when the invoking node remains in the same region as when it sent the invocation, allowing the geocast to find it. When a node leaves the focal point, it reinitializes its variables. A subtle point is to decide when a node should start collecting invocations to be applied to its replica of the object state. A node receives a snapshot of the state when it joins. However by the time the snapshot is received, it might be out of date, since there may have been some intervening messages from the LBcast service that have been received since the snapshot was sent. Therefore, the joining node must record all the operation invocations that are broadcast after its join request has been broadcast but before it receives the snapshot .this is accomplished by having the joining node enter a "listening" state once it receives its own join request message; all invocations received when a node is in either the listening or the active state are recorded, and actual processing of the invocations can start once the node receives the snapshot and has the active status. A precondition for performing most of these actions happens when the node is in the relevant focal point. This property is covered in most cases by the integrity requirements of the LBcast and Geocast services, which imply that these actions only happen when the node is in the appropriate focal point [5] [6].
THE SPECIFICATION OF THE GEOQUORUM APPROACH USING FUZZY LOGIC
A component repository contains several implementations of components that have the functionality of the application, specified with the provided property reading / writing in mobile ad hoc networks. Let us considered two different components, C1 and C2, specified as follows: 
Generation of Fuzzy Rules
A new property matching mechanism is defined. In general, a requirement as: Requirement property P with attributes A1 = V1 and A2 = V2 and An = Vn is handled in the following manner: First, the basic functionality is ensured, matching properties names according to the classical reading / writing strategy. Usually several solutions result from this first step. Second, the preliminary solutions are selected and hierarchies according to the degree of attribute matching [7] [8] [11] . This is done by fuzzy logic. The given requirement is translated into the corresponding rule:
If A1= V1 and A2 = V2 and … An = Vn then decision = select
The generation of the fuzzy rules is done automatically starting from the requirements. Very often, the required attributes are not values, but rather are required to be at least (or at most) a given value, A = V or A =V. In general, a requirement containing the attribute expression A =V will be translated into a set of I rules, for all Vi V: If A= Vi then decision = select
Extension of the Fuzzy Rules
Several rules are generated from one requirement. In order to relax the selection, it is considered a match even if one of the linguistic variables in the premises matches only a neighbor of the requested value (the predecessor or the successor) [7] [8] [11] . In this case the decision of selection is a weak one. In the case that more than one linguistic variable in the premise matches only neighbor values (while the rest match the requested fuzzy terms); the decision is a weak reject. In the extreme case that all linguistic variables in the premises match neighbor values, the decision is a weak reject [7] . In all the other
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cases, the decision is a strong reject. For example, in the case of a requirement containing two attributes, A1= V1 and A2=V2, the complete set of generated rules is [7] [8] [11] :
The directly generated rule is:
If A1=V1 and A2=V2 then decision=strong_ select
The rules generated if one of the linguistic variables in the premises matches only a neighbor of the requested value are (maximum 4 rules) [ 
Specifying the Application using Fuzzy Rules
The rules generated for one different neighbor are:
[R1] If read/ write_ Ack_ status = Almost_ no response and occurrence = about right then decision = weak_ select.
[R2] If read/ write_ Ack_ status = Ack_ response and occurrence = about right then decision = weak_ select.
[R3] If read/ write_ Ack_ status = Ack_ response and occurrence = Almost no_ connect then decision = weak_ select.
[R4] If read/ write_ Ack_ status = no change need and occurrence = connect then decision = weak_ select
The rules generated for two different neighbors are:
[R5] If read/ write_ Ack_ status =Almost_ no response and occurrence = almost no-connect then decision = weak_ reject.
[R6] If read/ write_ Ack_ status = Ack_ response and occurrence = almost no_ connect then decision = weak_ reject.
[R7] If read/ write_ Ack_ status = Almost no response and occurrence = connect then decision =weak_ reject.
[R8] If read/ write_ Ack_ status = Ack_ response and occurrence = connect then decision = strong _ select. Fig 3 -8 fig.9 ).
5-Associating the above inputs and outputs as causes and effects with rules charts, as in the next fig.10 below (the causeeffect), the chart is made of triangles, the use of which will be explained. Triangles work just fine and are easy to work with width of the triangles can vary [14] [15] . Narrow triangles provide tight control when operating conditions are in the area. Wide triangles provide looser control. Narrow triangles are usually used in the center, at the set point (the target value).
6-Drawing "effect" (output determining) triangles with their value (h=3 b/s or 4 b/s) is determined. The triangles are drawn by the previous rules. Since the height doesn't intersect with connect, so we don't draw it in the following ( Figure 11-(a)  (b) ). This "effect" triangle will be used to determine the controller output. The result is affected by the width we have given the triangles and will be calculated. Note that the no change need state has a height of 0.2, 0.6 and the Almost noresponse state has a height of 0.8, 0.4 because these were the intersect points for their matching "cause" triangles.
The output as seen in fig (11-a) is determined by calculating the point at which balance the two triangles, as follow: The area of no change need triangle is ½ × 0.2 × 5=0. The output as seen in fig (11-b) is determined by calculating the point at which balance the two triangles, as follow: The area of no change need triangle is ½ × 6 × 0.6= 1. Note, we are only discussing samples at instant values with a resulting controller output; the controller is sampling several times each second with a resulting "correction" output following each sample.
JAVA CODE FOR SPECIFICATION PHASE OF THE GEOQUORUM APPROACH
The java code for Specification Phase of the Geoquorum Approach for Implementing Atomic Read /Write Shared Memory in Mobile Ad Hoc Networks is considered GUI which determines specification phase code, this code will be illustrated in fig.12 and see( Appendix-A). 
CONCLUSIONS
First, in this paper the results of the previous figures which are done by fuzzy logic can be concluded as follow : the status of read/write operation in our application is always (almost no response or no change needed of the connection in the network), the future occurrence of the connection is always ( almost no connect or about right of the connection in the network).Also, in these figures we have always two facts that the current status of occurrence is almost no connect and according to the fuzzy logic we assume X values which are determined at the range from 0 to 1. So the results of the connection by the network are either weak reject or weak select decision. Finally, at X is nearly equals 0.5 and the read/write Ack status is no change needed and the future occurrence of the connection is about right the result of the connection by the network is may be strong select decision. Second, we construct a java code for the specification phase of the geoquorum approach which is considered a communication protocol based on asynchronous real time distributed systems. This code is a tool to guarantee the accuracy and the validation of some phases of software lifecycle of this application as specification phase. This code is illustrated and building by GUI in java language. 
APPENDIX-
